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Este proyecto esta basado en el estudio de convertidores digital analógico y analógico
digital sigma delta. En un principio se estudian los conocimientos previos sobre la
conversión analógico-digital y digital-analógico, con el fin de que se pueda entender
el mundo de los convertidores. Habiendo obtenido la base de conocimientos previos,
se comienza con un estudio riguroso de los moduladores sigma-delta, que son el nú-
cleo de conversión de los convertidores sigma-delta. En esta parte, se profundizan
temas relacionados con la ganancia en bits que se obtiene idealmente, y la impor-
tancia del sobremuestreo en estos moduladores.
Una vez se tienen los conceptos de la modulación sigma-delta, se estudia la im-
plementación de estos moduladores en la conversión analógica-digital y digital-
analógico, y su funcionamiento realizando simulaciones representativas. Dichas sim-
ulaciones, servirán como base teórica para poder diseñar estos tipos de convertidores.
Para realizar el diseño se utiliza una herramienta electrónica muy comercializada en
esta época, y demandada por todo tipo de usuario; ésta es la placa Arduino. Por
ello, se estudia todo lo relacionado a esta placa, además de dar un paso adelante
respecto a su programación, introduciéndose en la programación sobre los microcon-
troladores que llevan incorporado. Por último, se estudiarán diferentes diseños de
conversión analógica-digital y digital-analógica sigma delta, que se puedan realizar
con la placa, aplicando todos los conocimientos estudiados sobre la modulación
sigma-delta y sobre la programación en Arduino.
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CAPÍTULO 1
INTRODUCCIÓN
1.1 Antecedentes y objetivos
1.1.1 Antecedentes
En la década de los 40 surgió la modulación Delta para transmisión de señales
de telefonía, como una alternativa hacia los moduladores por impulsos codificados
(PCM), utilizados en aquella época. La diferencia erradica en que estos eran modu-
ladores de 1 bit que trabajaban a muy altas velocidades de sobremuestreo y tenían
un sencillo método de demodulación de la señal, mediante un integrador y un simple
filtro paso-bajo.
La modulación Delta sufrió algunos cambios y sobre los años 60 fueron propuestos
por primera vez como convertidores de señales analógica a digital. Para ello, uti-
lizando unos pocos circuitos integrados y componentes pasivos se puede diseñar
fácilmente el circuito convertidor sigma-delta, que ofrece una gran resolución a un
bajo coste frente a otros tipos de convertidores.
1.1.2 Objetivos
El principal objetivo de este proyecto es estudiar los convertidores A/D y D/A
sigma delta y desarrollar varios ejemplos prácticos a partir de lo estudiado. Para
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llevarlo a cabo, se ha dividido en los siguientes objetivos parciales:
Primer objetivo : Conocer el funcionamiento de las conversiones analógico-digital
y digital-analógico y los diferentes tipos de convertidores más comerciales, sus
características y su principio de funcionamiento, con el fin de poder adquirir
conocimiento sobre el mundo de los convertidores.
Segundo objetivo : Realizar un estudio profundo de los moduladores sigma-
delta, ya que éste es utilizado tanto en la conversión digital-analógica como
analógica-digital, con lo cual es el núcleo de los convertidores sigma-delta.
Tercer objetivo : Estudiar los circuitos convertidores A/D y D/A sigma-delta,
para luego realizar unas simulaciones representativas que puedan aportar un
mejor entendimiento de dichos convertidores.
Cuarto objetivo : Una vez estudiado los convertidores, se pretende adquirir
conocimiento previo sobre la herramienta electrónica Arduino, debido a que
es la plataforma sobre el cual se realiza el diseño de los ADC y DAC sigma-
delta. Además es una de las placas más comercializadas en la actualidad para
realizar todo tipo de proyectos electrónicos, al alcance de cualquier tipo de
usuario.
Quinto objetivo : Se propone dar algunas diferentes aportaciones de progra-
mación como solución a las ordinarias instrucciones de código del entorno de
programación de Arduino, ya que tienen como principal problema la lentitud
de ejecución.
Sexto objetivo : Adquirido todos los conocimientos previos, el último objetivo
es implementar diferentes diseños de convertidores analógico-digital y digital-
analógico sigma-delta con el fin de validar la teoría estudiada.
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CAPÍTULO 2
CONVERSORES ANALÓGICO
DIGITAL Y DIGITAL
ANALÓGICO
2.1 Introducción
En estas últimas décadas la tecnología electrónica ha experimentado grandes cam-
bios que se han convertido imprescindibles en todas y cada una de las diferentes
áreas que abarca la electrónica. De todos estos cambios el más importante y sig-
nificativo ha sido el desarrollo de los microprocesadores y procesadores digitales de
señal (DSP) que ha permitido realizar tareas que durante años fueron dadas por
sistemas electrónicos analógicos. La utilización de dichos procesadores digitales ha
hecho posible obtener sistemas de medición con más fiabilidad y menor coste apor-
tando a su vez una gran capacidad de almacenamiento de información.
Por otro lado, el mundo físico se maneja con las denominadas señales que son
e-sencialmente analógicas; sin embargo los procesadores digitales no pueden traba-
jar directamente con señales continuas. Por consiguiente, esto implica la necesidad
de una interfaz bidireccional entre ellas, y son los sistemas llamados convertidores
analógico-digital[12] (ADC- Analog to Digital Converter) y convertidores digital –
analógico (DAC- Digital to Analogue Converter). El objetivo básico de un ADC
es transformar una señal eléctrica en un número digital equivalente y de la misma
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forma un DAC transforma un número digital en una señal eléctrica analógica.
Por una parte, la interacción mundo analógico – mundo digital consiste en una
primera etapa por transformar la señal física mediante un transductor en su análoga
eléctrica. Esta señal eléctrica entra al convertidor ADC en donde la señal es cuan-
tizada y codificada, para que luego en formato digital pueda ser entendido por
el procesador. Pero, para que dicha señal ingrese al convertidor, ésta debe ser
muestreada y retenida previamente, proceso que recibe el nombre de sampling and
holding.
Por otra parte, en el proceso inverso la señal digital que sale del procesador debe
pasar por el convertidor digital-analógico en donde se obtiene una señal analógica en
escalones. Estos escalones se eliminan mediante un filtro paso bajo. En la Figura
2.1, se muestra esta secuencia de procesos desde que entra una variable física al
sistema hasta que es transformada a señal digital y viceversa.
Figura 2.1: Interacción entre el mundo analógico y el mundo digital
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2.2 Conceptos Básicos
2.2.1 Muestreo y Retención
2.2.1.1 Muestreo
El muestreo de una señal continua en el tiempo, consiste en la obtención de una serie
de muestras o porciones de la señal original en determinados instantes de tiempo.
Generalmente el muestreo se realiza de forma periódica, donde los instantes de
muestreo suceden cada cierto intervalo de tiempo. Este intervalo de muestreo se
denomina periodo de muestreo Ts.
El sistema que realiza este procedimiento recibe el nombre de muestreador (Figura
2.2) y suele representarse como un simple interruptor que cada Ts segundos deja
pasar la señal. Es decir, si a la entrada del muestreador tenemos una variable
analógica f(t), a la salida se obtiene una variable muestreada g(t)=f(kTs) en tiempo
discreto, donde k es un entero positivo.
Figura 2.2: Procedimiento de muestreo
La elección correcta del periodo de muestreo o frecuencia de muestreo, que es el
número de muestras que se toman por segundo, es un factor importante, de ello
dependerá el grado de fiabilidad de los datos digitales que finalmente se obtiene en
la conversión. Según el teorema de Nyquist-Shannon nos indica que la frecuencia de
muestreo (fs) ha de ser siempre mayor o igual al doble de la máxima frecuencia del
espectro de la señal de entrada (fm), para que se pueda garantizar la recuperación
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de la señal de forma correcta.
fs >= 2 · fm; fm : frecuencia ma´xima de entrada; (2.1)
Si esta condición no se cumple, entonces la señal no será reconstruida correctamente
ya que se pierde información al producirse solapamiento de parte del espectro de la
señal. Este fenómeno se denomina “aliasing”. El origen de la denominación “alias-
ing” (manifestación de los “alias”) se refleja con mayor claridad mediante el siguiente
ejemplo desarrollado, en el cual se presentan dos señales de las cuales una cumple
con la condición de Nyquist y la otra no.
Ejemplo 2.1 Sean dos señales sinusoidales de frecuencias 200 Hz y 1 kHz re-
spectivamente
y1(t) = sen 2pi(200t)
y2(t) = sen 2pi(1000t)
Supongamos que dichas señales son muestreadas a 800 Hz.
Entonces si se reemplaza el tiempo por nTs es decir t = n · Ts = nfs = n800 , se
obtiene sus señales en tiempo discreto:
y1(t) = sen 2pi(
200
800
)n = sen (
2pi
4
)n
y1(t) = sen 2pi(
1000
800
)n = sen (
10pi
4
)n
Si se desarrolla la segunda señal, que no cumple con la condición de Nyquist, se
puede observar que es idéntica a la primera:
y2(t) = sen (
10pi
4
)n = sen (2pi +
2pi
4
n) = sen(
2pi
4
)n
Por consiguiente, en el ejemplo anterior las dos señales no se pueden distinguir
a partir de sus muestras, ya que no sabemos si la señal entrante es la de 200 Hz o
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la de 1 kHz. Es decir la señal de y1 produce exactamente los mismos valores que
la señal y2 cuando son muestreadas a fs = 800Hz. Por lo tanto se dice que la
frecuencia de 1 kHz es un alias de la frecuencia de 200 Hz.
Esto también ocurre cuando una misma señal es muestreada a diferentes frecuencias
de muestreo menores al doble de la frecuencia principal, así como se presenta en
la Figura 2.3. En esta figura se diferencia una señal de 100Hz muestreada a una
frecuencia que cumple con la condición de Nyquist(fs = 4000 Hz) y la misma señal
muestreada con una frecuencia cercana a la principal (fs = 101 Hz), que no cumple
con Nyquist. En este último, se observa que se ha generado una nueva sinusoide
con 100 muestras por periodo que corresponde con un alias de frecuencia 2.5 veces
menor que la de 100Hz.
Figura 2.3: Señal de 100Hz: Cumpliendo Nyquist fs = 4000Hz (color azul).
Sin cumplir Nyquist fs = 101Hz (color rojo)
Por lo tanto, tanto si una misma señal es muestreada a frecuencias de muestreo que
son menores al doble de la frecuencia principal, o si con una misma frecuencia de
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muestreo se muestrean señales que son mayores a la mitad de éste, se produce el
efecto aliasing, que son señales alias indeseadas que requieren ser evitadas.
2.2.1.2 Retención
Los conversores ADC, necesitan un tiempo determinado para realizar el proceso de
conversión, denominado “tiempo de conversión”. Si en este tiempo, el valor que
se quiere convertir no se mantiene constante, entonces, el valor digital de salida
correspondiente con el valor analógico de entrada puede ser erróneo. Para evitar
este problema, se utiliza un dispositivo que mantiene constante el valor de entrada
durante al menos este tiempo de conversión, llamado bloque retenedor conocido
también como “holder ”.
El circuito ideal del muestreo y retención, se presenta en la Figura 2.4. Cuando
el interruptor S, controlado por un circuito digital, se cierra entonces Vo(t) = Vi(t)
y se dice que éste se encuentra en modo muestreo. Por otro lado, cuando el inter-
ruptor se abre entonces el circuito se encuentra en modo retención y el condensador
C idealmente mantiene en la salida la tensión hasta que se produzca nuevamente el
cierre del interruptor.
Figura 2.4: Sistema ideal de muestreo-retención (sampling and holding )
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2.2.2 Cuantificación
La cuantificación es un proceso que consiste en convertir una señal muestreada en un
conjunto finito de estados (N) que dependen del número de bits (n). Normalmente
estos estados son potencias de 2, en donde el número al cual se eleva corresponde
con los bits de resolución del convertidor. La ecuación (2.2) representa esta relación.
N = 2n (2.2)
El sistema que realiza este proceso recibe el nombre de cuantificador y el más
usual es el cuantificador lineal o uniforme. Éste tiene un intervalo de cuantificación
constante, es decir el margen de variación “q” de la señal de entrada para el cual la
salida no cambia de valor o de estado, es la misma para todo el rango estático de
entrada. Este intervalo “q” corresponde a la resolución del convertidor y depende
del fondo de escala FE y del número de bits, tal como se refleja en la siguiente
expresión.
q =
FE
2n
(2.3)
En la Figura 2.5, se muestra un cuantificador uniforme de 8 niveles.
Figura 2.5: Cuantificador Uniforme ideal
Se puede comprobar que al tener 8 niveles se tiene un mínimo margen de variación
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“q” de 1/8 FE, es decir, que para un factor de escala FE=10V, se tendría un rango
de entrada mínimo de 1.25 V y un valor máximo de salida de 10V, lo cual indica que
el cuantificador tiene un margen máximo de error de 1.25V. De esto se puede de-
ducir que en un cuantificador uniforme el margen de error máximo de cuantificación
coincide con la resolución del convertidor.
2.2.2.1 Error de cuantificación
Se define como error de cuantificación a la diferencia entre la señal muestreada y
la señal discreta cuantificada y es inversamente proporcional al número de niveles
N. Es decir, a mayor número de bits, menor es el cambio que se puede detectar y
menor es el error.
El error varía según el nivel de decisión establecido así como se muestra en la
Figura 2.6.
Figura 2.6: Diferentes procesos de cuantificación uniforme según los niveles
de decisión. a) Cuantificación por “truncamiento” . b) Cuantificación por “re-
dondeo” .
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Si los niveles de decisión estan centrados en múltiplos de “q” (Figura 2.6.a) se de-
nomina cuantificación por truncamiento o por exceso, y el error varía entre 0 y
“q” obteniéndose un error medio diferente de cero. Si los niveles de decisión son
desplazados q/2 (Figura 2.6.b), se denomina cuantificación por redondeo y el error
varía entre +q/2 y –q/2, con lo que se obtiene un error medio de 0. Por lo tanto, se
puede deducir que éste último reduce el error de cuantificación, motivo por el cual,
es el método más utilizado para cuantificar una señal muestreada.
Por otra parte, el error de cuantificación es también considerado como un ruido,
debido a que si la entrada cambia aleatoriamente entre muestras o el número de
niveles es muy elevado, el error siempre cae dentro del rango ±1/2 LSB o ±q/2,
como se ve en la Figura 2.7
.
Figura 2.7: Error de cuantificación para una señal que cambia aleatoriamente
entre muestras.
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Por consiguiente, tiene sentido compararlo con un ruido aleatorio uniformemente
distribuido que contiene una función de probabilidad rectangular con rango ±q/2,
cuya probabilidad [15] es P (e) = 1
q
. Esta función se representa en la Figura 2.8.
Sabiendo que la potencia de una señal aleatoria es igual a su varianza, entonces, la
potencia del ruido de cuantificación vendrá dada por la ecuación (2.4).
Figura 2.8: Función de densidad de probabilidad de los valores del error de
cuantificación
σe
2 =
∫ +∞
−∞
e2 · p(e) · de = 1
q
∫ q/2
−q/2
e2 · de = 1
q
[
e3
3
]q/2
−q/2
=
q2
12
(2.4)
En la expresión anterior (2.4) se puede comprobar que la única manera de reducir el
error es reduciendo el intervalo de cuantificación q, es decir, aumentando el número
de niveles N.
Si se considera a la entrada del cuantificador una señal armónica x(t) (sinusoidal)
de amplitud de pico A = (2n · q)/2 = 2n−1 · q, es decir, de máxima amplitud para
el rango de un convertidor de n bits, se puede calcular su valor medio cuadrático o
potencia según (2.5).
x2 =
1
2pi
∫ 2pi
0
(2n−1 · q)2 · sen2(t+ θ) · dt = 4
n · q2
8
(2.5)
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Teniendo la expresión (2.5) y la (2.4) se puede definir la relación entre la señal y el
ruido de cuantificación (SNR), que se determina según la ecuación 2.6.
SNR = 10 · log10
[
x2
σ2e
]
(2.6)
Reemplazando (2.5) y (2.4) en 2.6 se obtiene la expresión de la SNR (Signal to
Noise Ratio):
SNR = 10 · log10
 4
n · q2
8
q2
12
 = 10 · log10 [4n · 32
]
≈ 6.02 · n+ 1.76 (2.7)
La ecuación (2.6), es una expresión definida para evaluar el efecto del ruido de
cuantificación en un convertidor. Para ello, siempre se utiliza una señal sinusoidal
de amplitud máxima.
2.2.3 Codificación
La codificación es un proceso que consiste en representar mediante un código bina-
rio los diferentes estados de un cuantificador, ya que este código es el interpretado
por los procesadores digitales.
Los códigos binarios que expresan señales unipolares se denominan códigos bi-
narios unipolares y los que representan a señales bipolares códigos binarios
bipolares.
Por una parte, el código binario unipolar que se suele utilizar en convertidores,
es el binario directo o natural, en el cual, cada cifra (bit) tiene asociada una
potencia de 2 dependiendo de la posición que ocupen en la palabra digital, así como
13
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se muestra en la siguiente expresión para un código de n bits:
bn1bn2 · · · b1b0 = bn1 · 2n−1 + bn−1 · 2n−2 + · · ·+ b1 · 21 + b0 · 20 donde b  [0, 1] (2.8)
En la expresión (2.8) al bit del extremo izquierdo o bit de mayor peso se le denomina
bit más significativo o MSB (Most Significant Bit) y al del extremo derecho o de
menor peso bit menos significativo o LSB (Least Significant Bit).
Por otra parte, respecto a los códigos binarios bipolares, entre los más comunes
se tienen: el binario con signo, el binario en complemento a uno, binario
en complemento a dos y el binario desplazado o binario con offset.
En el binario con signo, los códigos se representan de la misma manera que
en el binario directo, pero se le añade al código un bit a la izquierda del bit más
significativo para representar el signo del número correspondiente. Si se le añade
un 0 representa un número positivo y de lo contrario si se le añade un 1 un número
negativo. Por ejemplo si se quiere representar +891 y -891, se tendría en binario
con signo: +891= 01101111011 y -891= 11101111011.
En el binario en complemento a uno, los números positivos se representan
como en binario con signo, pero los negativos no. Para representar un número ne-
gativo se realiza el complemento del número positivo, es decir, se cambia el 0 por
el 1 y viceversa, manteniendo el bit de signo negativo "1". Ejemplo:
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Ejemplo 2.2 Se quiere representar el número +497 y el -497 en complemento a
1. Se tiene el número sin signo en binario natural:
497 = 111110001
Por lo tanto, el número positivo y negativo en complemento a uno vienen dado
por:
+497 = 0111110001
−497 = 1000001110
En el binario en complemento a dos, los valores positivos se representan como
en el complemento a uno o como en el binario sin signo pero los números nega-
tivos son el complemento a dos del código que representa el número positivo. Para
obtener el complemento a dos, solo hace falta sumar 1 al número resultante del
complemento a 1. Ejemplo:
Ejemplo 2.3 Se quiere representar el número +497 y el -497 en complemento a
2. Se tiene el número sin signo en binario natural:
497 = 111110001
Por lo tanto, el número positivo y negativo en complemento a dos vienen dado
por:
+497 = 0111110001
-497 = 1000001110 + 1 = 1000001111
Por último, el binario desplazado o binario con offset, es una versión del com-
plemento a dos pero con el bit de signo cambiado, es decir, los números positivos
tienen como bit de signo 1 y los negativos el 0. Ejemplo:
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Ejemplo 2.4 Representa el número +497 y el -497 en complemento a 2 y en
binario con offset.
+497 -497
Complemento a dos 0111110001 1000001111
Binario con offset 1111110001 0000001111
2.3 Convertidores Analógico-Digital(ADC)
Los convertidores ADC se encargan de convertir un nivel de tensión analógico en una
palabra digital correspondiente. Si la palabra es de n bits entonces la señal digital de
salida tendrá 2n niveles diferentes de tensión que se podrán identificar de la entrada.
Para conseguir que el código indique exactamente el nivel analógico correspondiente,
el número de bits tendría que ser infinito, por lo que todos los convertidores procuran
obtener el mayor número de bits posible; sin embargo esto puede significar una
pérdida en la velocidad de conversión. Por este motivo existen diferentes tipos de
convertidores que ofrecen diferentes prestaciones según la necesidad que se pretenda.
2.3.1 Características de un ADC
La característica más importante en un convertidor A/D es la función de trans-
ferencia o traza, la cual refleja el rango de tensión de entrada y el formato de los
datos digitales de salida. La Figura 2.9 y la Figura 2.10 muestran las funciones de
transferencia ideales de tres convertidores con diferentes tipos de entrada y diferente
codificación.
La función de transferencia de la Figura 2.9.a., representa un convertidor con señal
de entrada unipolar con un rango FE (Fondo de Escala), y con una salida codificada
en binario natural o directa, que va desde 000. . . a 0V hasta 111. . . a FE-1LSB.
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La función de transferencia mostrada en la Figura 2.9.b, corresponde a un con-
vertidor con señal de entrada bipolar y salida en codificación binaria desplazada, es
decir, que los números positivos están representados desde 1000. . . hasta 1111. . . a
FE-1LSB, y los números negativos incluido el 0, desde 0111. . . a 0V hasta 0000. . .
a –FE. Finalmente en la Figura 2.10, se muestra un convertidor con un rango de
entrada bipolar pero con salida digital en complemento a dos, cuyos límites negativo
y positivo son –FE y FE-1LSB, respectivamente.
Figura 2.9: Funciones de transferencia de un convertidor: a) modo entrada
unipolar y salida en binario natural, b) modo de entrada bipolar y salida en
binario desplazado.
Figura 2.10: Función de transferencia de un convertidor con entrada bipolar y
salida en binario en complemento a dos.
Para una mejor comprensión de la función de transferencia representada en la Figura
2.10, se presenta en la tabla 2.1 un ejemplo para un convertidor de 4 bits con en-
trada bipolar de FE=10V, cuantificación por truncamiento y salida en complemento
a dos. Se puede comprobar que el último bit empieza en FE-1LSB (8.75V) y tiene
17
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un ancho de 1 LSB. Si fuese cuantificación por redondeo entonces, el último bit em-
pezaría en FE-1.5LSB, ya que el último escalón tiene un ancho de código de 1.5LSB
Entrada bipolar Cuantificación Salida decimal Complemento a dos
8.75 FE-1LSB 7 0111
7.5 6q 6 0110
6.25 5q 5 0101
5 4q 4 0100
3.75 3q 3 0011
2.5 2q 2 0010
1.25 q 1 0001
0 0 0 0000
-1.25 q -1 1111
-2.5 2q -2 1110
-3.75 3q -3 1101
-5 4q -4 1100
-6.25 5q -5 1011
-7.5 6q -6 1010
-8.75 7q -7 1001
-10 FE -8 1000
Tabla 2.1: Entrada bipolar, cuantificación por truncamiento y salida en formato
decimal y complemento a dos
2.3.1.1 Características Estáticas
Para evaluar un convertidor para una aplicación en concreto, es importante tener
en cuenta en primer lugar sus características estáticas. Las más importantes son
las siguientes:
• Resolución (Resolution).
• Margen de entrada (Input range).
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• No linealidad diferencial, DNL (differential Non-Linearity).
• No linealidad integral, INL (Integral Non-Linearity).
• Pérdida de códigos (Missing xodes)
• Error de offset (Offset error).
• Error de ganancia (Gain error).
La resolución (Resolution) es la mínima variación de entrada para provocar un
cambio a la salida, y se representa mediante la siguiente ecuación que coincide con
la ecuación (2.3):
Resolucio´n =
FE
N
;N = 2n (2.9)
El margen de entrada (Input range) es el margen de valores de entrada para
los cuales el convertidor es capaz de dar un código a la salida. Como por ejemplo
margen de entradas unipolares 0÷ 5; 0÷ 10 o entradas bipolares ±5;±10.
La No linealidad diferencial, DNL es la diferencia entre el ancho del escalón
real y el ancho del escalón ideal correspondiente a 1LSB. El error se representa en
términos de LSB o tanto por ciento del margen de entrada.
En la Figura 2.11 se muestra este error en un convertidor de 3 bits. Se puede
apreciar que hay desviación entre los escalones de la función de transferencia real y
la ideal y se observa que para una DNL=+0.8 se pierde el código “100”. La pérdida
de códigos (Missing codes) sólo se produce cuando la DNL es mayor que 0.5
LSB y también es una característica importante a tener en cuenta.
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Figura 2.11: Error de no linealidad diferencial, DNL en un convertidor ADC
de 3 bits.
La No linealinidad integral, INL es la máxima desviación entre la línea ideal y
la línea resultante de unir los puntos centrales de los escalones reales. En la Figura
2.12 se refleja este error para el mismo convertidor de 3 bits de la Figura 2.11.
Figura 2.12: Error de no linealidad integral, INL en un convertidor ADC de 3
bits.
El error de offset, es el desplazamiento horizontal de la función de transferencia
y puede ser error de offset unipolar o bipolar, dependiendo de la señal de entrada.
El error de ganancia, es la diferencia entre el punto máximo ideal de salida y
el punto máximo real del convertidor.
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El error de offset y de ganancia se muestra en la Figura 2.13, son constantes en
todo el rango, por lo cual pueden ser corregidos a la salida del convertidor.
Figura 2.13: a)Error de offset unipolar,b)Error de ganancia unipolar.
2.3.1.2 Características Dinámicas
En la elección de un convertidor ADC, también es muy importante a tener en cuenta,
la selección de unas buenas características dinámicas, además de unas buenas car-
acterísticas estáticas. A continuación se presentan las más importantes:
• Tiempo de conversión (conversion time),Tc.
• Frecuencia de conversión (throughput rate),FS.
• Distorsión harmónica total (Signal to Noise + Distortion), S/ [N+D].
• Número efectivo de bits (effective number of bits),ENOB.
• Rango dinámico libre de espúreos (Spurious-Free Dynamic Range),SFDR.
El tiempo de conversión (Conversion time),Tc, es el tiempo que tarda un con-
vertidor en realizar una conversión, es decir, es el tiempo transcurrido desde que
se da la orden de conversión al ADC hasta que se acaba la conversión. En los
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convertidores de los microcontroladores este tiempo se expresa en ciclos de reloj
del oscilador, mientras que en los circuitos integrados se especifica en segundos. El
tiempo de conversion puede ser constante o variable dependiendo del convertidor.
La frecuencia de conversión (throughput rate),FS, es la máxima frecuencia a
la cual el convertidor puede ofrecer datos estables a la salida en el modo de tra-
bajo free running1 o de libre conversión. Se suele representar en hercios (Hz) o en
muestras por segundos (S/s). Siempre es menor o igual que el tiempo de conversión
máximo.
La distorsión harmónica total (Total Harmonic Distortion) ,THD, es el cociente
entre la suma rms de todos los harmónicos de la señal de entrada y el valor rms de
la misma a fondo de escala. Este valor se representa en dB, y normalmente en la
práctica solo se consideran los 6 primeros harmónicos ya que son los que representan
la mayoría de la distorsión.
La distorsión se puede producir por cualquier motivo de no linealidad en el con-
vertidor o cuando la máxima frecuencia de una señal es un submúltiplo entero de la
tasa de muestreo. En un ADC, este comportamiento dinámico se suele evaluar con
señales de entrada sinusoidales puras, debido a que los componentes harmónicos de
distorsión a la salida del convertidor son los múltiplos enteros de la señal de entrada,
el resto de componentes harmónicas en el espectro es el ruido de cuantificación. De
esta manera se consigue facilitar el cálculo del THD ya que se evita la búsqueda
de estos harmónicos en el espectro de frecuencias. El cálculo se ve reflejado en la
expresión (2.10).
THDDB = 20 · log
[√
V 2f2 + V
2
f3 + V
2
f4 + V
2
f5 + V
2
f6 + V
2
f7
V 2f1
]
(2.10)
1El modo free running es el modo de trabajo en el cual el convertidor realiza conversiones
sucesivas automáticamente.
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La relación señal ruido más distorsión (Signal to Noise + Distortion), S/[N+D],
también denominado SINAD (SIgnal to Noise And Distortion), es la relación entre
la amplitud rms de la señal y el valor rms del ruido de cuantificación incluyendo la
distorsión que se pueda presentar en toda la banda de Nyquist debido a los errores
de linealidad del convertidor y excluyendo la componente de dc, así como se muestra
en la ecuación (2.11). La diferencia con la SNR es que, la SNR solo tiene en cuenta
ruido y no distorsión.
SINADDB = 20 · log
[√
V 2f1
V 2f2 + V
3
f3 + V
2
f4 + V
2
f5 + V
2
f6 + V
2
f7 + V
2
ruido rms
]
(2.11)
El número efectivo de bits (effective number of bits),ENOB., es otra manera
de representar la relación señal ruido más distorsión en términos de bits. Indica la
resolución real del sistema a una determinada frecuencia de señal de entrada y una
determinada frecuencia de muestreo. Para el cálculo del ENOB en un conversor
ideal solo tiene en cuenta el ruido la cuantificación; sin embargo en un convertidor
real se tiene el ruido SINAD y el cálculo viene dado por la ecuación (2.12).
ENOB =
SINAD − 1.76
6.02
(2.12)
El rango dinámico libre de espurios(Spurious-Free Dynamic Range), SFDR,
es la diferencia entre la componente fundamental y el pico espurio o armónico de
pico del espectro de frecuencias a la salida del convertidor. El pico de espurio es la
mayor componente del espectro excluyendo la componente de dc y la fundamental
que se produce cuando hay distorsión
La relación entre estas características dinámicas se ven reflejadas en las figuras
que se presentarán a continuación, que corresponden a características del conver-
tidor AD7663 [2] de 16 bits de resolución, que tiene una frecuencia de máxima de
conversión FS=250 kHz y un tiempo de conversión de Tc=4us.
23
CONVERSORES ANALÓGICO DIGITAL Y DIGITAL ANALÓGICO
En la Figura 2.14 se visualiza el análisis frecuencial de la salida del convertidor
para una señal de entrada con una frecuencia de 45 kHz y con amplitud a fondo
de escala. Se puede apreciar que solo existen dos harmónicos de distorsión lo que
significa que el número efectivo de bits puede acercarse bastante a los 16 bits ide-
ales de resolución. Este efecto también se ve reflejado en la diferencia entre el SNR
y la SINAD, ya que ésta es suficientemente pequeña debido a la poca distorsión.
Además se observa que el mayor espurio es el segundo harmónico, por lo que es
utilizado para el cálculo del SFDR.
Figura 2.14: FFT a la salida del convertidor AD7663 para una señal sinusoidal
de entrada de frecuencia 45 kHz y una amplitud a fondo de escala.
En la Figura 2.15 se muestra la variación SNR, SINAD y el ENOB en función de
la frecuencia de entrada. Se comprueba que para todo el ancho de banda permis-
ible no se pierde resolución debido a la SNR y la SINAD constante. El ENOB se
mantiene en 15 bits muy cercano a los 16 bits ideales; sin embargo éste sufre una
caída considerable a partir de los 125 kHz (FS/2), al igual que la relación señal-ruido
y la relación señal-ruido más distorsión, debido a que ésta es la máxima frecuencia
de entrada para que el convertidor pueda dar datos fiables.
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Figura 2.15: Relación señal-ruido SNR, relación señal ruido + distorsión
S/[N+D] y número efectivo de bits ENOB del convertidor AD7663 en función
de la frecuencia de entrada
Finalmente, en la Figura 2.16 se representa la variación del THD, del segundo
y tercer harmónico y del SFDR en función de la frecuencia de entrada. Se observa
que la diferencia entre la frecuencia fundamental y el pico espurio disminuye a me-
dida que aumenta la distorsión total en el convertidor, ya que el aumento del THD
supone un aumento del harmónico más elevado
Figura 2.16: Variación de la distorsión total THD, del segundo y tercer har-
mónico y del rango dinámico libre de espurios SFDR del convertidor AD7663 en
función de la frecuencia de entrada.
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2.3.2 Tipos de convertidores
2.3.2.1 Convertidor de aproximaciones sucesivas
Los convertidores de aproximaciones sucesivas son de tiempo de conversión cons-
tante y son uno de los más utilizados en la actualidad para sistemas de adquisición
de datos debido a que permite una velocidad de conversión considerable y una alta
resolución a un bajo coste. La arquitectura está basada en tres bloques: un conver-
tidor digital-analógico (DAC), un comparador y una lógica de control (SAR). La
Figura 2.17 presenta esta estructura.
Figura 2.17: Estructura de un convertidor de aproximaciones sucesivas.
La conversión comienza con una señal de inicio al registro SAR lo cual permite en
un primer instante aplicar un “1” en el MSB del convertidor DAC y un “0” en el
resto de los bits. De esta manera se consigue un código 1000. . . 0 a la entrada y un
valor analógico de salida equivalente a la mitad de la escala (Vref/2) que luego es
comparado con la señal de entrada. Si este valor es menor, es decir, V i > Vref/2, el
MSB queda fijado definitivamente en “1”, por el contrario, si V i < Vref/2, entonces
el MSB cambia su valor a “0”. Este procedimiento se realiza durante el primer ciclo
de reloj. En el segundo ciclo el SAR envía al DAC el código con el resultado ante-
rior pero añadiendo un “1” en el segundo bit más significativo. De forma similar, el
valor equivalente a la salida del DAC se compara con el valor de entrada y si éste es
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menor que el valor de entrada entonces se conserva el “1”, de lo contrario se vuelve a
“0”. Este proceso se repite hasta llegar al LSB. Siguiendo este algoritmo se consigue
aproximar la señal de entrada con la máxima precisión que se pueda obtener del
convertidor con n bits de resolución; su duración es de n ciclos. En la tabla 2.2 se
presenta un ejemplo de conversión con 8 bits de resolución.
Tensión de
referencia
Vfs = 10V
Ciclo
de
reloj
Código
de
búsqueda
Tensión de
salida del
DAC
Resultado
del
Comparador
Bit
de
salida
1 1000 0000 5.0000000 HIGH Bit7=1
2 1100 0000 7.5000000 HIGH Bit6=1
3 1110 0000 8.7500000 LOW Bit5=0
Tensión
analógica
a convertir
Vin = 8.3V
4 1101 0000 8.1250000 HIGH Bit4=1
5 1101 1000 8.4375000 LOW Bit3=0
6 1101 0100 8.2812500 HIGH Bit2=1
7 1101 0110 8.3593750 LOW Bit1=0
8 1101 0101 8.3203125 LOW Bit0=0
Tabla 2.2: Ejemplo de conversión con 8 bits de resolución del convertidor de
aproximaciones sucesivas
Con este tipo de convertidores se puede alcanzar hasta 16 bits de resolución con
tiempos de conversión de unos pocos microsegundos, motivo por el cual se suelen
utilizar para aplicaciones con requerimientos de entre 12-16 bits de moderada exac-
titud.
Es importante mencionar que la señal de entrada tiene que permanecer constante
durante la conversión, ya que podrían producirse graves errores. Por esta razón, es
imprescindible un circuito de muestreo y retención (S/H) a la entrada del conver-
tidor.
2.3.2.2 Convertidor paralelo o flash
El convertidor tipo paralelo o flash, es un convertidor de tiempo de conversión cons-
tante y es el convertidor más rápido y complejo a nivel de implementación; sin
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embargo a nivel de concepto es muy sencillo. El esquema de este convertidor se
presenta en la Figura 2.18
La señal de entrada Vi es aplicada a los 2n-1 comparadores y el ciclo de conver-
sión empieza cuando la señal Strobe los habilita poniéndose a ’1’. Acto seguido,
Vi es comparada con los valores de referencia que ofrecen los diferentes divisores
de tensión; si Vi es mayor que este valor de referencia, entonces la salida del com-
parador es ’1’. En el momento en que la señal de Strobe se pone a ’0’, el número
generado por los ’1’s y ’0’s de los comparadores, pasa al codificador, con el cual se
consigue finalmente el código de salida. La red de resistencias está configurada para
que el error de cuantificación sea ±1/2LSB.
Figura 2.18: Esquema de un convertidor tipo paralelo o flash.
Como se puede observar es necesario un comparador para poder comparar la señal
de entrada con un nivel de cuantificación; por consiguiente para obtener una res-
olución de n bits hacen falta 2n − 1 comparadores y 2n resistencias, por lo cual lo
convierte en un convertidor muy complejo de diseñar. Por este motivo en la práctica
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se suelen presentar convertidores de hasta 8 bits.
Por otra parte, la velocidad de conversión suele ser del orden de 500MS/s, ya que
ésta solo depende de la velocidad del comparador que se utilize.
2.3.2.3 Convertidor semi-paralelo o half flash
Este tipo de convertidor está compuesta por dos convertidores flash, y la finalidad es
poder conseguir más resolución a menos coste, aunque la velocidad se vea afectada.
Su arquitectura se presenta en la siguiente figura:
Figura 2.19: Arquitectura de un convertidor Half-flash
En primer lugar la señal Vi pasa por el primer convertidor flash de p bits, cuyo
código de salida pertenece a los bits más significativos. Seguidamente esta palabra
digital es convertida por el DAC de p bits en una tensión analógica equivalente .
Dicha tensión es restada a la señal de entrada, para que más adelante esta diferencia
sea amplificada por una ganancia G 2 e introducida al convertidor ADC flash 2. Los
q bits de salida resultantes son equivalentes a los bits menos significativos
Por lo tanto, de esta manera se consigue una gran disminución de componentes, ya
2Esta amplificación es necesaria para poder adaptar la conversión del segundo ADC a los bits
menos significativos de la propia señal Vi. La ganancia G varía según si las tensiones de referencia
son iguales o diferentes.
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que, por ejemplo si se desea un convertidor de 8 bits, en un ADC flash se utilizarían
255 comparadores y 256 resistencias, mientras que en un ADC half-flash, solamente
harían falta el equivalente a la suma de componentes de dos convertidores flash de
4 bits (p=4,q=4), que son 30 comparadores y 32 resistencias.
En la práctica se encuentran convertidores de 12 bits a velocidades de conversión
de cientos de nanosegundos, que pueden ofrecer codificación en complemento a dos
o en binario con offset
2.3.2.4 Convertidor Sigma-Delta
Estos convertidores se utilizan principalmente en aplicaciones de baja y media ve-
locidad que requieren una elevada resolución. Son comunes en aplicaciones de au-
dio,instrumentación, sonar, etc. A nivel de implementación es muy sencillo, ya que
está conformado por circuitos analógicos activos fáciles de diseñar, que son: un
restador o amplificador diferencial, un integrador, un ADC de 1 bit, formado por
un comparador y una báscula que marca el ritmo de sobremuestreo, un DAC de 1
bit, que es un comparador que convierte la señal de salida digital en una tensión
bipolar de ±Vref , y un circuito digital que es un filtro-diezmador paso bajo que se
encarga de obtener los n bits requeridos. La Figura 2.20 representa el esquema de
este convertidor sigma-delta.
La señal de error Ve entre la entrada y la salida del DAC de 1 bit, es integrada.
Seguidamente la salida del integrador es convertida en una señal digital por medio
del ADC de 1 bit, conformado por un comparador y un biestable tipo D para marcar
la frecuencia de sobremuestreo k · fs.
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Figura 2.20: Esquema de un convertidor sigma-delta.
La salida Q del convertidor de 1 bit es realimentada a la entrada ,pasando pre-
viamente por el DAC, para calcular nuevamente el error Ve. Dicha señal digital
es la salida del modulador sigma-delta, que en forma de una cadena de pulsos de
frecuencia k · fs, con un error de cuantificación que oscila entre V+ y V−, es intro-
ducido al filtro digital paso-bajo. El filtro disminuye considerablemente el ruido.
Por último, la señal filtrada es diezmada3para disminuir la frecuencia de k · fs a fs
(frecuencia de muestreo) y obtener la señal de n bits.
Con este tipo de convertidores se puede conseguir resoluciones muy elevadas del
orden de entre 24 bits y 26 bits, dependiendo del tipo de modulador, si es de primer
orden o de segundo orden, que ya se verá con más detalle en el capítulo 3. Estos
convertidores tienen frecuencias de conversión comerciales que pueden llegar hasta
unas pocas centenas de kHz.
3El diezmado es un procedimiento que consiste en disminuir la frecuencia de la señal, extrayendo
una muestra cada N muestras
31
CONVERSORES ANALÓGICO DIGITAL Y DIGITAL ANALÓGICO
2.3.3 Comparación de convertidores
En la actualidad existe una variedad de convertidores analógico-digital, pero los
explicados previamente son los más destacados a nivel de aplicación, por lo que es
de importante hacer una comparación entre ellos.
De la sección anterior, se puede concluir que la complejidad de la arquitectura
implementada depende de la resolución (número de bits) y la frecuencia de conver-
sión, por este motivo, una primera comparación es establecer una relación entre los
convertidores presentados en función de estas características, tal como se presenta
en la Figura 2.21.
Figura 2.21: Comparación entre los diferentes tipos de convertidores más co-
munes según su frecuencia de muestreo y el número de bits (resolución)
La gráfica presentada, muestra una idea del rango de bits y el rango de frecuencias
que abarca cada convertidor. Se puede comprobar que a medida que se exige más
velocidad de conversión, se presenta menor resolución.
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Otro punto de comparación a mencionar se presenta en la tabla 2.3, en el cual
se muestra el campo aplicación en relación a los bits de resolución.
Paralelo
(Flash)
Semi-paralelo
(Half-Flash)
Aproximaciones
Sucesivas
Sigma
delta
Rango de
bits 6-8 8-14 8-16 12-24
Aplicación
Aplicaciones
de alta
velocidad y
alto consumo.
Ej.:detección
de radar, co-
municaciones
ópticas.
Aplicaciones
de alta ve-
locidad,baja
tensión y
bajo
consumo.
Aplicaciones de
moderada
velocidad. Ej.:
Sistemas de
adquisición de
datos
Aplicaciones
de mediana
velocidad.
Ej.:
Reproducción
de audio con
gran calidad.
Tabla 2.3: Comparación de los convertidores según su aplicación y rango de
bits
En resumen, la elección de un convertidor no tiene que ser muy complejo si se tiene
muy claro las exigencias. Algunas características que pueden ser de ayuda en la
elección son las siguientes: frecuencia de conversión, señal de entrada unipolar o
bipolar, resolución, formato del código de salida y alimentación disponible. Con
una buena combinación de éstas se puede llegar a una buena elección entre la serie
de fabricantes de convertidores que existen.
2.4 Convertidores Digital-Analógico (DAC)
Los convertidores DAC (Digital-Análog Converter), se encargan de convertir un
código digital en un nivel de corriente o tensión analógica. Si el código contiene n bits
entonces significa que existen 2n combinaciones binarias posibles; cada combinación
corresponde a un nivel de tensión diferente a la salida.
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2.4.1 Características del convertidor
Para elegir un convertidor DAC, como primer requisito es tener en cuenta la función
de transferencia ideal, es decir, que tipo salida se requiere (unipolar o bipolar), y
que formato digital de entrada se tiene. En la Figura 2.22 se refleja dos diferentes
ejemplos de función de transferencia o traza ideal. En la primera figura (Figura
2.22.a) se muestra un convertidor con entrada en codificación binaria natural y
salida unipolar, mientras que en la Figura 2.22.b se tiene como entrada, código en
formato binario con offset y a la salida una señal bipolar.
Figura 2.22: Funciones de transferencia de un convertidor DAC: a) modo en-
trada en codificación binaria y salida unipolar, b) modo de entrada en codificación
binaria con offset bipolar y salida en modo bipolar.
2.4.1.1 Características Estáticas
Las características estáticas son tan importantes como la traza ideal, por lo tanto,
también se ha de tener en cuenta en la elección de convertidores. Algunas son
análogas a las de un convertidor ADC explicadas en el apartado 2.3.1.1. Las más
importantes se presentan a continuación:
• Resolución (Resolution)
• No linealidad diferencial, DNL (Differential Non-Linearity).
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• No linealidad integral, INL,(Integral Non-Linearity).
• Error de offset (Offset error).
• Error de a fondo de escala (Full scale error)
La resolución (Resolution), es el equivalente en voltaje o intensidad de la mínima
diferencia entre dos códigos adyacentes. Esta diferencia siempre es de 1 LSB, por
lo que la resolución se puede expresar en términos de porcentaje respecto el fondo
de escala (FE) mediante:
Resolucio´n[%] =
1
N
· 100 = 1
2n
· 100 (2.13)
La No linealidad diferencial, DNL es la diferencia entre resultado de restar
los valores de salida correspondientes a dos códigos adyacentes y el valor esperado
correspondiente a 1 LSB. La no linealidad se representa en términos de LSB tal como
se muestra en la expresión 2.14, en la cual V0i+1 y V0i , son dos valores adyacentes y
V0LSB la resolución.
DNL =
∣∣V0i+1 − V0i∣∣− V0LSB
V0LSB
[LSB] (2.14)
Si se calcula la máxima no linealidad diferencial, entonces se consigue el error de
no linealidad integral, INL. La Figura 2.23.a, trata de dar una idea para el
cálculo del DNL y el INL gráficamente. En color azul, se presenta la traza ideal de
un convertidor y en color negro la real. Como se puede observar hay desviaciones
en todos los puntos, y las desviaciones entre puntos adyacentes respecto de V0LSB
refleja la DNL, y la calculada a partir de la máxima desviación presentada entre
010 y 011, corresponde a la INL.
Por otro lado, el error de offset y error de fondo de escala se presentan en la
Figura 2.23.b. El error de offset es el desplazamiento horizontal respecto de la
traza ideal (color azul) y el error de a fondo de escala es la desviación máxima
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a fondo de escala entre la función de transferencia ideal (color azul) y la real (color
negro).
Figura 2.23: a) No linealidades en un convertidor, b) Error de offset y error a
fondo de escala
2.4.1.2 Características Dinámicas
Las características dinámicas están relacionadas con la respuesta del convertidor en
régimen permanente, por lo tanto, se pueden considerar las siguientes caracterís-
ticas: el tiempo de establecimiento (Settling Time), ST; la rapidez de cambio de
salida (Slew Rate), SR; y la frecuencia de conversión (Conversion Rate).
El tiempo de establecimiento (Settling Time), ST, es el tiempo que tarda el
convertidor en alcanzar el nivel analógico de salida ideal dentro de un margen de
error (1/2LSB) , cuando se produce un cambio de código a la entrada.
La rapidez de cambio de salida (Slew Rate),SR, es la pendiente máxima para
alcanzar el valor a fondo de escala (FE) partiendo desde el valor de cero. Se suele
expresar en V/s.
Por último, la frecuencia de conversión (Conversion Rate), es la frecuencia má-
xima a la que se puede introducir el código a la entrada para poder obtener la salida
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correspondiente sin perder información. Normalmente suele ser ligeramente menor
que el inverso del tiempo de establecimiento. Se expresa en Hz o en muestras por
segundo (S/s).
2.4.2 Tipos de convertidores
2.4.2.1 Convertidor con ponderación binaria
Estos convertidores son muy sencillos a nivel de implementación tal como se muestra
en Figura 2.24. El principio de funcionamiento se basa en un amplificador sumador,
en el cual se suman todas las entradas.
Figura 2.24: Esquema de un convertidor con ponderación binaria
Los interruptores, que són analógicos, mostrados en la figura hacen referencia a los
bits de entrada del convertidor. Si Di = 0 entonces el interruptor se pone a off y
la tensión en la rama es 0; por el contrario, si Di = 1 el interruptor se vuelve a on
y la tensión en la rama correspondiente al bit Di se suma. La tensión de salida V0
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para este amplificador sumador inversor es:
V0 = −R0 ·
(
VrefDn−1
2R
+
VrefDn−2
22R
+
VrefDn−3
23R
+ ...+
VrefD1
2n−1R
+
VrefD0
2nR
)
V0 =
−R0 · Vref
R
·
(
Dn−1
2
+
Dn−2
22
+
Dn−3
23
+ ...+
D1
2n−1
+
D0
2n
)
(2.15)
Si se configura la resistencia R0 con el mismo valor que R y se simplifica, la expresión
se resume a :
V0 =
−Vref
2n
n−1∑
i=0
2i ·Di (2.16)
La desventaja más relevante de este tipo de convertidores es que se tiene que con-
figurar muchas resistencias de diferentes valores, hecho que lo convierte en tedioso
y costoso. Como solución a este problema a continuación se presenta el convertidor
con resistencias ponderadas R/2R.
2.4.2.2 Convertidor con resistencias ponderadas R/2R
Este convertidor utiliza una red de resistencias R-2R para generar una señal analóg-
ica y el funcionamiento es similar al de ponderación binaria, ya que su arquitectura
también se basa en un amplificador sumador inversor (Figura 2.25). La única difer-
encia se encuentra en la manera en que las resistencias están situadas y configuradas.
Analizando las intensidades del circuito se tiene:
IR =
Vref
R
; I1 =
Vref
2R
; I2 =
Vref
4R
; I3 =
Vref
8R
; ...; In =
Vref
2nR
IRb =
Vref
R
·Dn−1; I1b =
Vref
2R
·Dn−2; I2b =
Vref
4R
·Dn−3; I3b =
Vref
8R
·Dn−4; ...; Inb =
Vref
2nR
·D0
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Figura 2.25: Esquema de un convertidor con resistencias ponderadas R/2R
Sabiendo que I0 =
∑
Iib entonces:
I0 =
Vref
R
(
Dn−1
2
+
Dn−2
22
+
Dn−3
23
+ ...+
D0
2n
)
(2.17)
Si V0 = −R0 · I0 y si se configura tal que R0 = R, entonces se obtiene la misma
expresión que la (2.16)
V0 =
−Vref
2n
n−1∑
i=0
2i ·Di (2.18)
Como se puede comprobar este convertidor es menos costoso que el anterior, y
además también tiene una gran velocidad de funcionamiento.
2.4.2.3 Convertidor sigma-delta
Los convertidores digital-analógico tipo sigma-delta, surgieron a partir de la necesi-
dad de poder tratar señales de audio digital con muy buena calidad y a bajo coste.
Estos convertidores son muy sencillos y aportan una muy buena linealidad a resolu-
ciones muy elevadas. El diseño se muestra mediante un diagrama de bloques en la
Figura 2.26.
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Figura 2.26: Diagrama de bloques de un convertidor digital-analógico sigma
delta con frecuencia de corte del filtro fc = 4kHz igual a la de Nyquist.
El funcionamiento es inverso al convertidor ADC. A la entrada del bloque como
ejemplo se tiene una señal digital de 16 bits a 8 kHz, que indica la frecuencia de
muestreo. Luego esta señal se introduce a un interpolador digital para aumentar
la frecuencia, ya que se necesita un sobremuestreo para conformar el ruido 4y dis-
minuir el error de cuantificación. El modulador digital sigma-delta cumple la misma
función que el modulador analógico explicado en el apartado 2.3.2.4, por lo tanto
se sabe que a la salida se tiene una señal digital de 1 bit a muy alta frecuencia.
Seguidamente esta señal digital es convertida a una señal analógica de dos niveles
+Vref y −Vref . Por último, éste se filtra con una frecuencia de corte de igual a la
de Nyquist y se obtiene la señal analógica continua, que es la máxima frecuencia
que puede dar.
2.4.2.4 Convertidor basado en PWM(Pulse Width Modulation)
Este tipo de convertidor es similar al sigma delta, pero en lugar de utilizar la
modulación sigma-delta, utiliza la modulación PWM [14]. La modulación PWM
consiste en variar el ciclo de trabajo5 de una señal cuadrada dependiendo de la
tensión de entrada, consiguiendo de esta manera diferentes anchos de pulso para
diferentes valores. Por lo que, cada onda cuadrada diferente contiene la tensión
4La conformación del ruido se basa en disminuir el ruido en la banda de interés apartándolo
hacia las frecuencias altas. Se verá con más detalle en el capítulo 3
5El ciclo de trabajo es la relación que existe entre el tiempo en que la señal se mantiene activo
(HIGH level) y su periodo.
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equivalente en su valor medio, así como se ve en la Figura 2.27. Si esta señal se
introdujera a un filtro paso bajo, se eliminaría las componentes de alta frecuencia
y las de baja se igualarían a la tensión media.
Figura 2.27: Representación de una señal cuadrada + la componente continua
Para generar una onda cuadrada dependiendo del nivel de tensión, se utiliza un
TIMER utilizado como contador con cuenta desde 0 hasta 2n − 1. La idea se basa
en que el valor del contador se compare en todo momento con el valor de entrada, de
manera que, si la cuenta es menor a la entrada, el comparador da pulsos de nivel alto
(1 lógico) y por el contrario, si la cuenta es mayor, da pulsos de nivel bajo (0 lógico).
Por consiguiente, existe una relación entre la frecuencia del contador(fCLOCK), la
frecuencia de muestreo (fs) y el número de niveles de cuenta o resolución. Y esta
relación es la siguiente:
2n =
fCLOCK
fs
(2.19)
En la Figura 2.28, se muestra un diagrama de bloques del convertidor PWM.
Figura 2.28: Diagrama de bloques de un convertidor basado en PWM
A la entrada se tiene una señal digital con una frecuencia fS. A la salida del
modulador se tiene un pulso analógico, cuyo ciclo de trabajo depende de la señal
de entrada. Luego esta señal se amplifica a la tensión de trabajo del convertidor
+Vref ,−Vref ).
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Finalmente esta cadena de pulsos pasa por el filtro analógico, en el cual la frecuencia
de corte como mínimo tiene que ser menor o igual a la frecuencia de Nyquist, fN ,
suponiendo que es un filtro ideal.
Respecto a la resolución, los más comunes son entre 10 y 12 bits, ya que como
se ha visto en la expresión anterior, para aumentar la resolución se ha de aumen-
tar la frecuencia de conteo o disminuir la frecuencia de muestreo, por lo que, si se
disminuye la frecuencia de muestreo, la frecuencia máxima de entrada sería muy
baja. Por el contrario, si se aumenta la frecuencia de conteo, es difícil conseguir
frecuencias de reloj muy elevadas.
2.4.3 Comparación de convertidores
Existe una variedad de tipos de convertidores digital-analógico, pero en esta sección
se ha visto los más comunes.
Por un lado, los convertidores más sencillos a nivel analítico son los de resisten-
cias ponderadas R/2R y los de ponderación binaria. Como se ha visto, tienen el
mismo principio de funcionamiento; sin embargo lo más económico, es implementar
el de resistencias en escalera R/2R, ya que sólo se necesitan dos diferentes valores
de resistencias.
Por otro lado, la diferencia entre los conversores sigma-delta y los conversores de
PWM, es que los sigma-delta utilizan la técnica de conformación del ruido (se expli-
cará en el capítulo 3), para poder mejorar la calidad del señal analógica de salida.
No obstante, la modulación PWM está presente en muchos microcontroladores, por
lo que, puede ser utilizado alternativamente para realizar DAC, consiguiendo de
esta manera que cualquier tipo de usuario puede implementar un convertidor.
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Más adelante los convertidores sigma-delta se demostrará que son los que ofrecen
mayor resolución pero a frecuencias de conversión bajas al igual que los PWM. No
obstante los convertidores con ponderación R/2R ofrecen mayor velocidad de con-
versión por su arquitectura, pero, proporciona menos resolución. Por consiguiente,
se ha de tener muy claro las especificaciones para la elección de un convertidor, ya
que cada uno ofrece diferentes prestaciones.
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CAPÍTULO 3
MODULACIÓN SIGMA-DELTA
3.1 Introducción
En el campo de aplicaciones de procesamiento de señales muchas veces nos encon-
tramos con la necesidad de convertir una señal analógica con una alta precisión; y
viceversa, a menudo es necesario que las señales digitales provenientes de microcon-
troladores o procesadores digitales se puedan devolver al mundo analógico con la
mayor exactitud posible. Estos casos son frecuentes con señales de audio y vídeo, ya
que, a medida que pasa el tiempo el mundo audiovisual exige mejores prestaciones
de calidad de audio y resolución de vídeo.
Para alcanzar dichas prestaciones, se necesita convertidores con resoluciones muy
elevadas, por lo que, para conseguir estas resoluciones existe la técnica de sobre-
muestreo, que consiste en muestrear una señal a una tasa mucho mayor que la
frecuencia de Nyquist. Con solo aplicar la técnica del sobremuestreo se consigue
mejorar la resolución efectiva de un convertidor; sin embargo, para aumentar un
poco la resolución se ha de aumentar mucho la frecuencia de sobremuestreo lo que
implica que la frecuencia máxima de la señal de entrada disminuya en un conver-
tidor. Por este motivo, se presenta el convertidor sigma-delta, que no es más que
un simple convertidor de 1 bit, que utiliza esta técnica de una manera más eficaz
para conseguir mejor resolución con menor sobremuestreo.
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El núcleo de estos convertidores, es la modulación denominada sigma-delta[9],
que modula las señales utilizando el sobremuestreo y convirtiéndolas en señales dig-
itales de 1 bit. No obstante, el modulador no solo se basa en el sobremuestreo,
sino que también emplean una técnica denominada conformado del ruido, que se
encarga de disminuir en lo máximo posible el ruido de cuantificación en la banda
de Nyquist(−fs/2 y + fs/2).
El conformado se consigue por medio de una realimentación de la señal de sal-
ida del modulador, un integrador que acumula el error y un comparador de 1 bit
que introduce este error de cuantificación con límites ±Vref . En la Figura 3.1 se
muestra este modulador. El clock o reloj que se ve en la figura se utiliza para marcar
el tiempo entre muestra y muestra (frecuencia de sobremuestreo), y el DAC de 1
bit en la realimentación es necesario para poder sumar el equivalente analógico de
la señal digital de salida a la señal analógica de entrada.
Figura 3.1: Modulador Sigma - Delta
En este capítulo, se explicará con más detalle la modulación sigma-delta, desde el
origen hasta los diferentes tipos de moduladores.
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3.2 Origen de la modulación sigma-delta
La modulación sigma-delta se origina de una mejora en la denominada modulación
delta, que se utilizaba solo para la transmisión de señales. Más adelante debido a
la sencillez de diseño, se pensó para ser utilizado como convertidor.
La modulación delta surge a partir de intentar mejorar la comunicación para obtener
mejor calidad de una manera muy sencilla y alcanzar mayor distancia. En ella se
transforma una señal analógica en una digital de 1 bit y se envía por el emisor,
luego el receptor (demodulador) reconstruye esta señal utilizando un integrador a
la entrada y un filtro paso-bajo. En la Figura 3.2, se presenta la modulación delta
y la demodulación representada en bloques en Matlab.
Figura 3.2: Modulación delta y demodulación representada en diagrama de
bloques en Matlab
Su funcionamiento comienza sobremuestreando la señal, luego se integra la señal de
salida, para obtener una aproximación en pendientes de escalera (x2(t)), de la señal
de entrada. Por último, la diferencia entre la señal de entrada y la aproximada se
cuantifica en dos niveles ±∆ . Si la aproximación es menor entonces la diferencia
se convierte en +∆, por el contrario, si es mayor, en −∆. Por otro lado, el receptor
hace la función de demodulador, reconstruye esa trama de bits en la función de pen-
dientes de escalera mediante un integrador continuo y la filtra con una frecuencia
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de corte igual a la frecuencia de Nyquist.
En la Figura 3.3 se expone los resultados de un ejemplo de modulación delta real-
izada en Matlab. En la Figura 3.3.a, se muestra las distintas etapas de la modulación
desde que entra la señal hasta que sale, y en la Figura 3.3.b, se muestra la etapa de
reconstrucción (demodulación) con un pequeño retardo debido al filtro paso bajo.
Figura 3.3: a)Etapas de modulación delta, b)Etapas de demodulación
La señal que se ha utilizado en la Figura anterior (Figura 3.3) es de 1mV y 100Hz
muestreada a 4000Hz, y por lo que se ve, la señal de aproximación sigue muy bien
a la señal de entrada. Esto es debido a que, la pendiente de la señal x(t) es inferior
en todo momento a la pendiente máxima que se genera en x2(t), que depende de la
frecuencia de muestreo. Por contra, si no se cumpliese esta condición, entonces la
aproximación x2(t) ya no seguiría a la señal y por lo tanto, no se podría reconstruir
esta señal.
Para solucionar este problema, se traslada el integrador del demodulador a la en-
trada del modulador tal como se ve en la Figura 3.4, convirtiéndose así en la mo-
dulación sigma-delta, ya que, es la unión de un integrador, cuyo símbolo es el
∑
y el modulador delta, cuyo símbolo es la letra ∆. Teniendo esta configuración, se
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consigue que la señal de aproximación siempre siga a la integral de la señal de en-
trada, ya que es más lenta.
Figura 3.4: Modulación sigma-delta y demodulación representada en diagrama
de bloques en Matlab
En la Figura 3.5 se presenta los resultados de una simulación del modulador con las
mismas condiciones que el ejemplo de modulación delta, de la Figura 3.3, excepto
por la amplitud de la señal, que es de 1 V.
Figura 3.5: a)Etapas de modulación sigma-delta, b)Etapas de demodulación
Como se puede apreciar en la Figura 3.5.b, la señal reconstruida no tiene buena
calidad; esto se puede mejorar de dos maneras, aumentando el número de muestras
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mediante un sobremuestreo o mejorando el filtro para eliminar más fuertemente el
ruido.
Así pues, debido al fácil diseño y a la fácil modificación de la calidad de la señal,
el modulador y demodulador se utilizaron para conformar un convertidor sigma -
delta. No obstante, el esquema de la Figura 3.4 no es el modulador actual, para ello,
se simplifica el esquema uniendo los dos integradores y trasladándolo entre el bloque
restador y el cuantificador, debido a que la integración es lineal (
∫
a−∫ b = ∫ (a−b)).
El nuevo modelo se ve en la Figura 3.6.
Figura 3.6: Modulador sigma - delta simplificado
3.3 Principio de funcionamiento de un Modulador
sigma-delta
Una vez visto el origen de la modulación, en esta sección se hará hincapié en el
estudio teórico del funcionamiento de la modulación sin entrar en detalle a la cir-
cuitería electrónica de cada bloque, ya que esto se verá más adelante en el capítulo 4.
El modulador sigma-delta se presenta en la Figura 3.7.a; no obstante, el modelo
del modulador que se utilizará como herramienta de estudio es el modelo lineal
presentado en la Figura 3.7.b . En esta arquitectura, gracias al integrador y la
realimentación se produce un filtrado del ruido de cuantificación introducido en el
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cuantificador de 1 bit.
Figura 3.7: a) Modelo básico del modulador sigma - delta , b) Modelo lineal
del modulador sigma - delta
El ruido se traslada fuera de la banda de Nyquist concentrándose la mayor parte
en las frecuencias altas. Pero, para que se pueda diferenciar entre frecuencias altas
y la banda base de Nyquist en un mismo espectro 1, es necesario que la señal de
entrada se muestree a una tasa mucho mayor que este ancho de banda, ya que, si se
muestrea a una tasa muy baja, entonces el ruido no se verá muy desplazado y por
lo tanto la señal de salida presentará una mayor cantidad de ruido
Por consiguiente, el principio de funcionamiento se basa en el sobremuestreo y con-
formación o moldeo del ruido. En las siguientes secciones se explicará con más
detalle estos factores.
3.3.1 Sobremuestreo y ganancia de resolución
El sobremuestreo es el proceso en el cual una señal es muestreada a una frecuencia
mayor a dos veces su ancho de banda (fN), y se representa mediante las siglas OSR
(Over Sampling Ratio) y su ecuación (3.1). En la práctica el sobremuestreo es uti-
lizado para disminuir el requerimiento de diseños complejos de filtros antialiasing,
1El espectro de frecuencias representa cuanta energía contiene cada frecuencia en un sistema.
Por lo que si hay ruido en una señal, entonces en el espectro se muestra cuanto afecta a dicha
señal.
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debido a que permiten filtros de pendiente de atenuación suaves. No obstante, el
sobremuestreo también puede mejorar la relación señal-ruido y por ende, la resolu-
ción efectiva de un convertidor con un número de bits de resolución determinado
sin sobremuestreo.
OSR =
fosr
2 · fN ; (3.1)
donde: OSR=sobremuestreo; fosr=frecuencia de sobremuestreo; fN=frecuencia de
Nyquist (frecuencia máxima de la señal de entrada)
La relación señal-ruido (SNR), visto en el capítulo 2, apartado 2.2.2.1, es la
relación entre la potencia de la señal y la potencia del error de cuantificación (var-
ianza), por lo que, si el error disminuye, esta relación aumenta, lo que significa
también, un aumento de la resolución efectiva. La potencia o densidad espectral
total del error, σ2e , viene definida por (3.2), que ya se demostró en la ecuación (2.4)
del mismo apartado 2.2.2.1. Éste está distribuida en toda la banda de Nyquist y
su potencia por unidad de frecuencia viene dada por (3.3).
σ2e =
q2
12
[W ]; q =
FE
2N
; σ2e = potencia total (3.2)
Pe =
POTENCIA
FRECUENCIA
=
σ2e
fN
−−−−−→
fN=fs/2
σ2e
fs
2
=
q2
12
fs
2
=
q2
6 · fs [W/Hz] (3.3)
Como se puede observar de la ecuación (3.3), si se aumenta la frecuencia de muestreo,
la potencia por unidad de frecuencia se ve disminuida. Por consiguiente, si se
muestrea a una frecuencia mayor a la frecuencia definida por Nyquist, entonces se
conseguirá reducir la potencia total en dicha banda de interés, como se puede ver
en la Figura 3.8. A la izquierda se muestra la potencia de densidad de error de una
señal muestreada a fs y a la derecha se muestra la potencia de error de la misma
señal muestreada a una frecuencia 4 veces mayor a fs.
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Figura 3.8: Potencia de densidad espectral del error para una señal muestreada
a fs, a la izquierda, y a la derecha para la señal muestreada a 4 ·fs, y área filtrada
σ2eOSR
De la figura 3.8 a la derecha se puede comprobar que debido al aumento de la fre-
cuencia de muestreo la potencia por unidad de frecuencia ha disminuido en un factor
de 4, ya que, el área o energía siempre se mantiene constante (σ2e =
q2
12
= q
2
48
+ 3q
2
48
)
La disminución en un factor de 4 que ha sufrido la potencia por unidad de fre-
cuencia, es el factor de sobremuestreo (OSR). Con lo cual, esta disminución se
puede expresar según (3.4)
PeOSR =
(
q2
6 · fs ·OSR
)
[W/Hz] (3.4)
Ahora bien, si la cantidad de ruido fuera de la banda de Nyquist, fuese filtrada
con un filtro ideal, entonces la potencia acumulada hasta la frecuencia de Nyquist,
teniendo en cuenta que fN = fs2 , se muestra en (3.5).
σ2eOSR = PeOSR · fN =
(
q2
6 · fs ·OSR
)
· fs
2
=
q2
12 ·OSR =
σ2e
OSR
[W ] (3.5)
La disminución de la potencia del ruido de cuantificación supone una mejora en la
relación señal-ruido (SNR) siempre y cuando se filtre el ruido concentrado en las
frecuencias mayores a fs/2. Por lo tanto, es necesario variar la ecuación para la
SNR añadiendo un factor que depende del sobremuestreo, que es conocida como
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ganancia de resolución,∆n.
Para calcular este factor, se puede partir de las ecuaciones (2.5) y (2.6), del capítulo
2, apartado 2.2.2.1, en el cual se estudia el error de cuantificación. La primera
ecuación (2.5) indica la potencia de una señal sinusoidal de n bits como x2 = 4
n·q2
8
y la segunda, relaciona la potencia de la señal y la va-rianza del error (σ2e) como
SNR = 10 · log10
[
x2
σ2e
]
. Pues bien, teniendo en cuenta que ahora se tiene que la
varianza o potencia del error en la banda de Nyquist ha disminuido en un factor de
OSR según (3.5), la nueva relación señal-ruido (SNR) vendrá definida por (3.7).
SNR = 10 · log10
[
x2
σ2eOSR
]
(3.6)
SNR = 10 · log10
 4
n · q2
8
q2
12 ·OSR
 = 10 · log10 [4n · 32 ·OSR
]
SNR = 10 · log10
[
4n · 3
2
]
+ 10 · log10OSR ≈ 6.02 · n+ 1.76 + 10 log10OSR (3.7)
Ahora, sabiendo que un aumento en la SNR significa un aumento en el número de
bits, para saber este aumento se supone la SNR constante de la ecuación anterior
,(3.7), y se intenta calcular cual es el número de bits equivalente, n2.
6.02 · n1 + 1.76 + 10 log10[OSR] = 6.02 · n2 + 1.76
∆n = n2− n1 = 10 log10OSR
6.02
≈ 1.661 · log10OSR (3.8)
Suponiendo que el sobremuestreo se da en octavas, es decir, en potencias de 2, (3.9),
entonces mediante la ecuación (3.8) se puede calcular cuanto aumenta la ganancia
de bits por octava como se aprecia en la ecuación (3.10). Y de la misma manera a
partir de la ecuación (3.7) se puede saber cuanto aumenta la ganancia en relación
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señal-ruido por octava, que se muestra en la ecuación (3.11).
OSR = 2oct; oct = 1, 2, 3, · · · ; oct = no de octava (3.9)
∆n = 1.661 · log10 2oct = oct · 1.661 log10 2 = 0.5 · oct [bits] (3.10)
∆SNR = 10 log10 2
oct = 3 · oct [dB] (3.11)
Por consiguiente, se puede decir que cada octava la ganancia de resolución aumenta
en 0.5 bits que provoca un aumento de 3dB en la SNR. Esto se comprueba medi-
ante la gráfica 3.9, en el cual se representa la ganancia de resolución en bits y en
decibelios, respectivamente, utilizando las ecuaciones (3.7) y (3.8).
Figura 3.9: a)Ganancia de resolución representada en bits en función del so-
bremuestreo; b)Ganancia de relación señal-ruido representada en decibelios, en
función del sobremuestreo
En conclusión, de la figura anterior (Figura 3.9) y las ecuaciones demostradas se
deduce que se necesita demasiado sobremuestreo para conseguir unos pocos bits
de ganancia, por lo que, para mejorar esta relación se presenta el conformado del
ruido de la modulación sigma-delta, que de alguna manera cambia el espectro del
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ruido disminuyéndolo en la banda de interés, hecho que significa un aumento de
esta ganancia de resolución.
3.3.2 Conformación del ruido
En esta sección se justificará el uso del integrador presentado en la modulación
sigma-delta para conformar el ruido. La conformación o moldeo del espectro del
error de cuantificación consiste en arrastrar el error de la banda de Nyquist con-
centrándola en las frecuencias altas. Esto se consigue modificando el modelo de
cuantificación básica.
Sabiendo que la densidad espectral del error de cuantificación es plana, si sim-
plemente se añadiese un filtro HNT (s) (Figura 3.10), en el modelo del cuantificador
ordinario, entonces el espectro de densidad tomaría la forma de este filtro consi-
guiendo de esta manera moldear este ruido.
Figura 3.10: Cuantificador básico y cuantificador con filtrado de ruido
En la Figura 3.11 se muestra el moldeo del ruido, en el cual se puede apreciar como
se disminuye el error en la banda de Nyquist. Esto significa un aumento conside-
rable en la relación señal-ruido y la resolución efectiva. Se deduce también que el
filtro que filtra al ruido corresponde al de un paso alto.
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Figura 3.11: Espectro de la cuantificación básica y la cuantificación con filtrado
del ruido.
La función de transferencia HNT (s), visto en la Figura 3.10, se puede deducir a
partir del desarrollo del modelo de modulación sigma-delta de la Figura 3.12.
Figura 3.12: Modelo lineal del modulador sigma -delta de un solo lazo
Si se aplica el principio de superposición para el nuevo modelo de cuantificador con
dos entradas y una salida, la variable Y(s) vendrá conformado por dos funciones de
transferencia una para la entrada X(s) y otra para el error E(s).
La primera se obtiene considerando la entrada del error E(s)=0, desarrollado en
la ecuación (3.12). La función de la salida Y(s) en función de la entrada X(s) resul-
tante, HST (s), es conocida por sus siglas en inglés STF (Signal Transfer Function).
(X(s)− Y (s)) ·H(s) = Y (s)
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X(s) =
Y (s)(1 +H(s))
H(s)
HST (s) =
Y (s)
X(s)
=
H(s)
1 +H(s)
(3.12)
Por otro lado, si se excita el sistema con una entrada X(s)=0, entonces se obtiene la
función de transferencia (3.13), de la salida Y(s) en función del error E(s), HNT (s),
conocida por sus siglas NTF (Noise Transfer Function).
E(s)−H(s) · Y (s) = Y (s)
E(s) = Y (s)(1 +H(s))
HNT (s) =
Y (s)
E(s)
=
1
1 +H(s)
(3.13)
Por lo tanto, la salida Y(s) del sistema completo es la suma de las dos funciones,
HNT (s) y HST (s), como se ve en (3.14).
Y (s) =
H(s)
1 +H(s)
·X(s) + 1
1 +H(s)
·E(s) = HNT (s) ·X(s) +HST (s) ·E(s) (3.14)
Pues bien, lo que se pretende en el conformado del ruido es que la función HNT (s),
se comporte como un filtro paso alto, filtrando el ruido Ns, y la función HST (s), se
comporte como un filtro paso bajo dejando pasar la señal X(s). Para ello, ya que el
modulador trabaja con frecuencias bajas, el bloque H(s) debería tener una ganancia
elevada para dicho rango. De esta manera HNT (s) tendería a cero, eliminando el
ruido N(s), y HST (s) tendería a 1, dejando pasar la señal X(s). Por consiguiente, el
bloque H(s) más simple que consigue estas características es el de un integrador de
ganancia 1/τ :
H(s) =
1
τs
; donde τ =
1
ω0
(3.15)
Por lo tanto, si se reemplaza (3.15) en (3.14), se obtiene (3.16) y (3.17) que corre-
sponden con el modelo de un filtro paso alto y un paso bajo, en la cual, ω0 es la
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frecuencia de corte. .
Y (s) =
1
1 + τs
·X(s) + τs
τs+ 1
· E(s) (3.16)
Y (s) =
1
1 + s
ω0
·X(s) +
s
ω0
1 + s
ω0
· E(s) donde ω0 = 2pifc (3.17)
La Figura 3.13 muestra el diagrama de bode de un integrador de ganancia 1/τ=10,
lo que significa que su cruze por cero se produce a la frecuencia de 10[rad/s]. Tam-
bien se muestra los diagramas de bode las funciones de transferencia de la señal y
del ruido, con lo que se comprueba que la STF corresponde con un filtro paso bajo
y la NTF a un filtro paso alto. Ambas con una frecuencia de corte ω = 10[rad/s].
Figura 3.13: a)Diagrama de Bode del integrador de 1/τs; 1/τ = 10,
b)Diagrama de Bode de de la función de transferencia de la señal HST , c) Di-
agrama de bode de la función de transferencia del ruido HNT
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Así pues, queda demostrado el uso del integrador y la realimentación en la modu-
lación sigma-delta para el conformado del ruido (noise shaping). En las siguientes
secciones se verá cuanta ganancia de resolución supone este conformado del ruido
para moduladores de primer orden y segundo orden.
3.4 Moduladores sigma-delta discretos
3.4.1 Modulador de primer orden
El modulador de primer orden es el más básico y es el modelo que se ha utilizado en
las secciones anteriores como herramienta de estudio. Sin embargo, en esta sección
se estudiará el modelo discreto y la ganancia de resolución que supone si se filtraría
con un filtro ideal.
Para sustituir el modelo continuo por el discreto, solo hace falta transformar la
función de transferencia H(s), definida anteriormente, al dominio Z, y el modelo
equivalente es el que se muestra en la Figura 3.14.
Figura 3.14: Modelo lineal discreto del modulador sigma-delta de primer orden
En la figura anterior (Figura 3.14), el integrador discreto viene definido por la fun-
ción de transferencia V(z)/E(Z) que se calcula de según (3.18).
V (z) = E(z) + z−1 · V (z)
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H(z) =
V (z)
E(z)
=
1
1− z−1 (3.18)
El retardo que se añade en la realimentación del lazo, es debido a que el bloque
restador siempre realiza la resta del valor actual de la entrada menos el valor de la
salida retardada una muestra, ya que es imposible saber el valor de la salida en el
mismo instante porque es lo que se quiere calcular:
E(z) = X(z)− z−1 · Y (z) (3.19)
Aplicando el principio de superposición para desarrollar el diagrama de bloques de
la Figura 3.14 se tiene para N(z)=0, que V(z)=Y(z), por lo tanto combinando las
ecuaciones (3.18) y (3.19) se consigue la función de transferencia de la señal (STF),
HST (z):
Y (z)
E(z)
=
1
1− z−1
Y (z)
X(z)− z−1 · Y (z) =
1
1− z−1
Y (z)− z−1 · Y (z) = X(z)− z−1 · Y (z)
HST (z) =
Y (z)
X(z)
= 1 (3.20)
Y para X(z)=0, se obtiene la función de transferencia del ruido (NTF), HNT (z):
Y (z) = −Y (z) · z−1 ·H(z) +N(z) = −Y (z) · z
−1
1− z−1 +N(z)
Y (z) =
N(z)(1− z−1)− Y (z) · z−1
1− z−1
Y (z)(1− z−1) + Y (z) · z−1 = N(z)(1− z−1)
HNT =
Y (z)
N(z)
= 1− z−1 (3.21)
Como se puede ver, la función NTF del ruido es un filtro pasa altos, es decir que
a frecuencias bajas el ruido se verá atenuado. Ahora bien, lo que interesa es saber
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cuanta energía tiene este ruido para poder saber en cuanto mejora la relación señal-
ruido y por ende, en cuanto se mejora la resolución (ganancia de resolución), a
partir de un convertidor de 1 bit (sigma-delta).
Sabiendo que el espectro del error de cuantificación es plano, entonces este espectro
tomará la misma forma que la del filtro HNT (f). Por lo tanto, la potencia espectral
total es la multiplicación entre la potencia por unidad de frecuencia que se produce
en la banda de Nyquist de sobremuestreo (fNOSR) y el módulo al cuadrado de la
función de transferencia del ruido [13], |HNT (f)|2, representado en forma frecuen-
cial. La potencia espectral por unidad de frecuencia cuando se tiene sobremuestreo
se muestra en (3.22).
PeOSR =
σ2e
fNOSR
=
σ2e
fOSR
2
[W/Hz] (3.22)
Entonces la densidad espectral vendrá dado por (3.23). Pero, ya que en el espectro
el ruido se filtra a partir de la frecuencia deseada (fN = fs/2) para hacer efectiva
el conformado del ruido, entonces, la potencia que se quiere calcular es la potencia
del área sombreada (σ2eOSR) visto en la Figura 3.15. Por lo tanto, la expresión que
permite el cálculo de esta área viene dado por (3.24).
DensidadNTF = PeOSR ·HNT (f)2 =
σ2e
fOSR
2
· ∣∣HNT (f)2∣∣ (3.23)
σ2eOSR =
∫ fN
0
DensidadNTF =
σ2e
fOSR
2
·
∫ fs
2
0
|HNT (f)|2 (3.24)
Por otra parte, la función de transferencia del ruido en forma frecuencial se obtiene
sabiendo que HNT (z) = 1− z−1,
HNT (f) = 1− ejwn = 1− e−2·pi·
f
fOSR
·j (3.25)
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Figura 3.15: Área del espectro del ruido σ2eOSR después del conformado y
filtrado
Ahora desarrollando (3.25) en forma binómica mediante la fórmula de Euler 2 y
calculando el módulo al cuadrado3 se tiene:
|HNT (f)|2 =
[
1− cos
(
2 · pi · f
fOSR
)]2
+
[
sen
(
2 · pi · f
fOSR
)]2
(3.26)
|HNT (f)|2 = 1− 2 · cos
(
2 · pi · f
fOSR
)
+ cos2
(
2 · pi · f
fOSR
)
+ sen2
(
2 · pi · f
fosr
)
|HNT (f)|2 = 2− 2 · cos
(
2 · pi · f
fOSR
)
(3.27)
Por último, teniendo (3.27), simplemente se reemplaza en (3.24) y se resuelve la inte-
gración (3.28), que en este caso se ha resuelto mediante la herramienta matemática
Mapple, para mayor facilidad.
σ2eOSR =
σ2e
fOSR
2
·
∫ fs
2
0
(
2− 2 · cos
(
2 · pi · f
fOSR
))
(3.28)
2Fórmula de Euler: e−jω = cos(ω)− j · sen(ω)
3Módulo de un número complejo: |a+ jb| = √a2 + b2
62
MODULACIÓN SIGMA-DELTA
σ2eOSR = σ
2
e ·
 2
fOSR
·
 fs−
(
fOSR · sen
(
pi fs
fOSR
))
pi
 (3.29)
Modificando un poco la ecuación anterior se puede expresar en función del sobre-
muestreo sabiendo que OSR= fOSR
fs
:
σ2eOSR = σ
2
e
 2fOSR
fs
−
(
2 · sin
(
pi
f OSR
fs
))
pi
 = σ2e
[
2
OSR
−
(
2 · sin ( pi
OSR
))
pi
]
(3.30)
Ahora bien, teniendo la potencia filtrada en la expresión anterior (3.30), se puede
calcular la nueva relación señal-ruido que se obtiene y la ganancia en bits que
supone el sobremuestreo y conformado del ruido en un modulador de primer orden,
siguiendo el mismo planteamiento que se utilizó en la sección 3.3.1. Por lo tanto,
teniendo en cuenta que la potencia de una señal sinusoidal de n bits es x2 = 4
n·q2
8
y la potencia del ruido es σ2e = q2/12, se tiene:
SNR = 10 · log10
[
x2
σ2eOSR
]
= 10 · log10
 4n·q28
σ2e
[
2
OSR
− (2·sin(
pi
OSR))
pi
]

SNR = 10 · log10
 4n·q28
q2
12
[
2
OSR
− (2·sin(
pi
OSR))
pi
]
 (3.31)
SNR = 6.02 · n+ 1.76− 10 log10
[
2
OSR
−
(
2 · sin ( pi
OSR
))
pi
]
(3.32)
Si se quiere calcular la ganancia en bits se mantiene constante la SNR y se calcula
el número de bits n2 equivalente:
6.02 · n1 + 1.76− 10 log10
[
2
OSR
−
(
2 · sin ( pi
OSR
))
pi
]
= 6.02 · n2 + 1.76
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∆n = −1.661 · log10
(
2
OSR
−
(
2 · sin ( pi
OSR
))
pi
)
(3.33)
Utilizando la ecuación (3.33) y (3.32) se construye la tabla 3.1 de los bits efectivos y
la SNR según el sobremuestreo representado en octavas, para un convertidor sigma-
delta de 1 bit cuando se filtra el ruido con un filtro ideal. Se deduce de ello que
la SNR aumenta aproximadamente en 9dB/octava y que la resolución aumenta en
aproximadamente 1.5bit/octava.
octavas OSR ∆n+1[bits] SNR [dB]
0 1 0.5 4.770
1 2 1.730 12.176
2 4 3.163 20.804
3 8 4.647 29.734
4 16 6.142 38.7402
5 32 7.641 47.765
6 64 9.141 56.794
7 128 10.641 65.825
8 256 12.141 74.855
9 512 13.641 83.886
10 1024 14.141 92.917
11 2048 16.641 101.948
Tabla 3.1: Relación señal ruido y resolución para un convertidor sigma-delta
con filtrado ideal
Cabe resaltar que cuando no hay sobremuestreo, es decir OSR=1, se observa de
la tabla 3.1 una resolución de 0.5 bits, menor a la de 1 bit del convertidor, lo que
significa que si un convertidor sigma delta se utiliza sin sobremuestreo, entonces la
resolución se reduce en vez de aumentar, por lo que, un simple convertidor de 1 bit
que no utilice la modulación sigma delta será mejor.
Esto también se comprueba mediante la ecuación (3.30). Si se calcula la potencia
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σ2eOSR para OSR=1, se obtiene que σ
2
eOSR = 2 · σ2e , con lo cual en vez de disminuir
el ruido en la banda de Nyquist, aumenta el doble. Este aumento del ruido también
significa una disminución de la relación señal-ruido, y por ende una disminución de
los bits efectivos.
Para una mejor comprensión gráfica, en la Figura 3.16 y la Figura 3.17, se presentan
los resultados de la resolución y relación señal-ruido para un convertidor de 1 bit sin
modulación y con modulación de primer orden sigma-delta. Se comprueba también,
que los bits y la SNR es mejor en un convertidor de 1 bit sin modulación cuando el
sobremuestreo es OSR=1
La escala de las divisiones de la gráfica esta en octavas y a partir de una OSR=2,
se produce la subida de 1.5 bits/octava en la resolución y 9dB/octava en la SNR.
Figura 3.16: Resolución sin modulación y con modulación sigma-delta de
primer orden, aplicando un filtro ideal
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Figura 3.17: Relación señal-ruido sin modulación y con modulación sigma-
delta de primer orden, aplicando un filtro ideal
3.4.2 Modulador de segundo orden
A pesar de que el modulador de primer orden visto anteriormente consigue buenos
resultados de resolución, se necesita mucho sobremuestreo para conseguir resolu-
ciones altas. Por ello, se presenta el modulador de segundo orden, que consigue
desplazar una mayor de cantidad ruido de la banda de interés hacia las frecuencias
altas, provocando así, una mejor relación señal-ruido y una mejor resolución efec-
tiva..
El modulador de segundo orden se consigue mediante la inclusión de dos integradores
en lugar de uno solo en la cadena directa del lazo (Figura 3.18.a), es decir que el
ruido es doblemente filtrado. La Figura 3.18.b resume este diagrama de bloques.
El desarrollo del diagrama de bloques viene dado por:
Y (z) =
[
(X(z)− Y (z) · z−1)
(
1
1− z−1
)
− Y (z) · z−1
](
1
1− z−1
)
+N(z) (3.34)
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Figura 3.18: Modulador de segundo orden en tiempo discreto
Ya que lo que interesa es la función de transferencia del ruido y la salida, HNT (z),
entonces aplicando superposición se iguala X(z) = 0 y se obtiene:
Y (z) =
[−Y (z) · z−1 − Y (z) · z−1(1− z−1)]
(1− z−1)2 +N(z) (3.35)
Y (z)(1− z−1)2 = −2 · Y (z)z−1 + Y (z)z−2 +N(z)(1− z−1)−2
Y (z)− 2 · Y (z)z−1 + Y (z)z−2 = −2 · Y (z)z−1 + Y (z)z−2 +N(z)(1− z−1)−2
Y (z) = N(z)(1− z−1)2 → HNT(z) = Y(z)
N(z)
= (1− z−1)2 (3.36)
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Con la ecuación (3.36) y (3.21) se comparan los conformados del ruido para los
moduladores de primer y segundo orden. En la Figura 3.19, se representan los
módulos al cuadrados de éstas, en el cual se puede observar que el modulador de
segundo orden moldea más bruscamente el ruido.
Figura 3.19: Representación de las funciones de conformación del ruido en el
dominio frecuencial para los dos tipos de moduladores de primer y segundo orden
Siguiendo el mismo planteamiento que con el modulador de primer orden para el
cálculo de la ganancia de resolución, primero se calcula el módulo al cuadrado de
(3.36) en el dominio frecuencial, (3.37). Teniendo la expresión (3.37), para calcular
la potencia del ruido de este modulador en la banda de interés (véase Figura 3.15),
se reemplaza (3.37) en la expresión (3.24) y se resuelve (3.38) para obtener de esta
manera (3.39) y (3.40).
|HNT (f)|2 = |(1− e−2·pi·
f
fOSR
·j
)2|2 =
[
2− 2 · cos
(
2 · pi · f
fOSR
)]2
. (3.37)
σ2eOSR =
σ2e
fOSR
2
·
∫ fs
2
0
(
2− 2 · cos
(
2 · pi · f
fOSR
))2
(3.38)
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σ2eOSR = σ
2
e
 6fOSR
fs
+
(
−8 sin
(
pi
fOSR
fs
)
+ 2 cos
(
pi
fOSR
fs
)
sin
(
pi
fOSR
fs
))
pi
 (3.39)
σ2eOSR = σ
2
e
(
6
OSR
− 8 · sen
(
pi
OSR
)− 2 · cos ( pi
OSR
) · sen ( pi
OSR
)
pi
)
(3.40)
Por último, reemplazando la nueva densidad espectral (σ2eOSR) en la ecuación de la
SNR se obtiene (3.41). Y la ganancia de resolución ∆n que se obtiene a partir de
la SNR se presenta en la ecuación (3.42).
SNR = 6.02·n+1.76−10 log10
(
6
OSR
− 8 · sen
(
pi
OSR
)− 2 · cos ( pi
OSR
) · sen ( pi
OSR
)
pi
)
(3.41)
∆n = −1.661 · log10
(
6
OSR
− 8 · sen
(
pi
OSR
)− 2 · cos ( pi
OSR
) · sen ( pi
OSR
)
pi
)
(3.42)
Finalmente, se presentan unas figuras comparativas entre un convertidor sigma-delta
de 1 bit que utilizan la modulación de primer orden y otro que utiliza modulación
de segundo orden. En la Figura 3.20 se presentan sus resoluciones suponiendo que
son filtradas con un filtro ideal y en la Figura 3.21 sus relaciones señal-ruido.
De estas gráficas se deduce que la SNR del modulador de segundo orden, tiene
un aumento de 15dB/octava y la ganancia de resolución de 2.5bits/octava. Además
se observa que la resolución es mejor en un modulador de primer orden cuando el
sobremuestreo es menor a 2, OSR<=2.
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Figura 3.20: Resolución de un convertidor de primer y segundo orden de 1 bit
aplicando un filtro ideal
Figura 3.21: Relación señal ruido de un convertidor de primer y segundo orden
de 1 bit aplicando un filtro ideal
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CAPÍTULO 4
CIRCUITOS CONVERTIDORES
SIGMA-DELTA
4.1 Introducción
Los circuitos convertidores sigma-delta se idearon a partir del uso del modulador
sigma-delta para la transmisión de señales, y del demodulador en el receptor para
la reconstrucción de la señal emitida. El demodulador es un filtro paso-bajos.
En un convertidor A/D, el modulador sigma-delta es analógico, es decir, con cir-
cuitos activos y pasivos; y el cuantificador es un sistema filtro digital-diezmador 1.
Por el contrario, en un convertidor D/A, el modulador es digital, y el demodulador
es un filtro analógico. En la Figura 4.1 se muestra un esquema de los dos tipos de
conversión sigma-delta.
Figura 4.1: Convertidor analógico-digital y digital analógico sigma-delta.
1El diezmador es un sistema que se encarga de disminuir la frecuencia de muestreo, obteniendo
una muestra cada cierto número de muestras.
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En el capítulo 3 se ha visto y estudiado la modulación sigma-delta, y se ha com-
probado que el modulador moldea el ruido de cuantificación trasladándolo hacia las
frecuencias altas; sin embargo, ese ruido moldeado se tiene que eliminar, ya que,
las altas resoluciones vistas que se obtiene de cada modulador de primer o segundo
orden, se consigue solo eliminando el ruido concentrado en estas altas frecuencias
del espectro, con un filtro paso bajo ideal; en caso contrario, el conformado del ruido
no tendrá ningún efecto.
Por ello, en este capítulo se tomará mayor importancia a la etapa de filtrado de
un convertidor; no obstante, también se estudiará los moduladores a nivel práctico.
Por último, en el capítulo 5 se presenta la plataforma electrónica que se ha utilizado
para el diseño de los distintos convertidores sigma-delta, y en el capítulo 6 y 7 se
explicarán dichos diseños.
4.2 Convertidor Analógico-Digital sigma-delta
El convertidor analógico sigma-delta convierte una señal analógica a una palabra
digital de n bits, y consiste en un modulador analógico y un filtro paso bajo más
un diezmado. El modulador se encarga de convertir la señal analógica en una
cadena de pulsos, para luego introducirse al filtro digital y cuantificar y codificar
la señal entrante. El filtro digital más simple que se puede diseñar es el filtro de
promediado, que sencillamente consiste en realizar la media aritmética de paquetes
de bits extraídos de la cadena de pulsos. De esta manera, se consigue un nivel
digital de cada paquete, que van reconstruyendo progresivamente la señal analógica
de entrada. Por ello, el convertidor sigma-delta se puede diseñar de una manera
muy sencilla y junto con el principio de sobremuestreo y conformado del ruido que
se explicarán más adelante, suponen algunas ventajas respecto de otros:
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• El filtro antialiasing a la entrada del convertidor es mucho menos selectivo o
incluso se puede prescindir de ellos, ya que el modulador actúa como filtro
pasa bajos.
• Se consiguen resoluciones muy elevadas del orden de 24 bits sin necesidad de
circuitos complejos.
• Es un convertidor de bajo coste respecto a las prestaciones que ofrece.
• La linealidad del convertidor solo depende de los circuitos activos y pasivos
que se utilicen.
• Su implementación es muy sencilla, tanto para un convertidor digital-analógico
o analógico-digital.
• Fácil introducción de los bits a un microcontrolador, ya que la salida del
modulador es una cadena de pulsos.
En los siguientes puntos se llevará a cabo, el estudio de los circuitos de un modulador
analógico, el filtrado y la obtención de la resolución dependiendo del filtro que se
utilice.
4.2.1 Modulador analógico
El modulador sigma-delta se caracteriza por su sencillez de diseño y coste, ya que
está conformado por sencillos bloques que internamente se basan en simples circuitos
electrónicos. Las partes que lo conforman son: un circuito restador, un circuito in-
tegrador, un circuito ADC de 1 bit (comparador-biestable D) y un circuito DAC de
1 bit (comparador) y se puede ver en la Figura 4.2.
El funcionamiento del modulador empieza con el circuito restador restando la señal
de entrada (supuesta bipolar), con la señal de salida del modulador, para generar
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una señal de error Ve. Esta señal de error es integrada para generar la señal de error
Ve2, que seguidamente es introducida en el ADC de 1 bit, para convertirla en una
cadena de pulsos separadas por un tiempo de 1
kfs
. El ADC de 1 bit esta formado
por un comparador de 2 niveles ±V , un transistor que limita la señal a tensiones
positivas y un biestable Tipo D 2. Por último, esta cadena de pulsos se convierte en
una señal bipolar mediante el DAC de 1 bit para volver a generar una nueva señal
de error. El DAC se basa en un comparador con la misma tensión de referencia que
el ADC de 1 bit (±V ) y con tensión de comparación igual a la mitad de la tensión
de referencia del biestable (1
2
V+), ya que el ADC da valores ’1’ y ’0’ y el DAC ha
de proporcionar por su salida valores de -FE y FE.
Figura 4.2: Circuito interno de un Modulador sigma - delta
El circuito integrador varía su integración según el tiempo , el nivel de tensión,
y su ganancia. Por una parte, el tiempo de integración dependerá de la frecuencia
de muestreo de la señal que limitará la saturación. Por otra parte, el nivel de ten-
sión dependerá de los niveles máximo y mínimo del comparador de la realimentación
(DAC), ya que lo que se integra es la diferencia entre éste y la tensión de entrada.
Por último, la ganancia (1/τ) depende de la resistencia y el condensador ya que
2Un biestable tipo D, es un circuito lógico que da como salida el mismo valor que su entrada a
ritmo de la frecuencia de reloj que lleva implementado.
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τ = RC, y también es un factor limitador de la saturación del integrador, por lo
tanto, se supone de valor τ = 1 en las simulaciones. La ecuación general que define
al integrador es la (4.1), y para tensiones continuas se resume a (4.2)
Vout(t) = − 1
RC
·
∫ t2
t1
Vin(t)dt (4.1)
Vout(t) = − 1
RC
· Vin · t (4.2)
Para una mayor comprensión de la integración a continuación se simulará y explicará
el circuito modulador para un nivel de entrada continuo, un señal cuadrada,
y por último una señal sinusoidal, todas ellas a una frecuencia de sobremuestreo
de 400Hz y una ganancia 1/RC = 1.
Niveles continuos
En la conversión de niveles continuos, lo que se conseguirá al final de la mod-
ulación, es que se origine niveles altos y niveles bajos, de tal manera que cuando
se realice la media aritmética de todas las muestras (filtro promediador), que es lo
más sencillo, se consiga el nivel de tensión de entrada equivalente. En este caso,
la frecuencia de muestreo puede tomar cualquier valor. Por ejemplo, si se excita
el modulador con una tensión de 0.8V (Figura 4.3 a la izquierda) y los niveles
máximo y mínimo del comparador de realimentación son 1V y -1V, entonces, la
pendiente según (4.2), teniendo en cuenta que RC=1, es t = 1
f
= 1
400Hz
. Por lo
tanto, el nivel máximo que alcanzará será de (0.8−(−1))
400
= 4.5 · 10−3V y el mínimo de
(0.8−1)
400
= −0.5 · 10−3V .
Siguiendo otro ejemplo, si se excita el modulador con una tensión de 0.1V (Figura 4.3
a la derecha) entonces el nivel máximo y mínimo de integración será de (0.1−(−1))
400
=
2.75 · 10−3 y (0.1−1)
400
= −2.25 · 10−3, respectivamente.
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Figura 4.3: Resultados de la modulación de una señal continua de 0.8V a la
izquierda, y a la derecha de 0.1V, a una frecuencia de sobremuestreo de 400Hz.
Como se puede ver cuando la tensión es 0.8V la integración se mantiene mayor-
mente en número positivos mientras que para 0.1V la integración crece y decrece
casi al mismo ritmo, lo que provocará que la media aritmética de los pulsos de salida
del modulador, proporcione un número equivalente a estas tensiones. Con tensiones
negativas, pasa exactamente lo contrario; ya se verá en la simulación de una señal
cuadrada.
Por consiguiente, a medida que la tensión de entrada se acerca al límite máximo del
comparador de realimentación, gracias a que la señal de error provoca cambios más
bruscos, el integrador se mantendrá una mayor cantidad de tiempo, sobre números
positivos si se acerca al límite del comparador positivo (+FE), y sobre números
negativos si éste se acerca al fondo de escala negativo -FE.
Señales cuadradas
El funcionamiento para estas señales es análogo al de tensiones continuas, con la
diferencia que en este caso se tiene una frecuencia de cambio, de niveles positivos
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a negativos, así como se ve en la Figura 4.4, en el cual se ha puesto como ejemplo
una señal de 5Hz y de 0.8 de amplitud. Se puede observar que es como modular dos
niveles continuos de 0.8V y -0.8V durante medio periodo, por ello, se comprueba
que todas las señales tienen simetría inversa en la mitad del ciclo.
Figura 4.4: Resultados de la modulación de una señal cuadrada de amplitud
0.8V, frecuencia 5Hz y frecuencia de sobremuestreo de 400Hz
Señales sinusoidales
Por último, con señales sinusoidales, el funcionamiento es equivalente a modular
un nivel continuo cada periodo de muestreo, Figura 4.5. La señal de integración
va creciendo y decreciendo progresivamente según el nivel de la señal, por lo que,
se verán niveles de integración de más larga duración cuando se va alcanzando la
máxima amplitud de la señal, y más cantidad de pulsos cuando la señal pasa por
0V.
77
CIRCUITOS CONVERTIDORES SIGMA-DELTA
Figura 4.5: Resultados de la modulación de una señal sinusoidal de 0.8V de
amplitud, 5Hz de frecuencia y frecuencia de sobremuestreo de 400Hz. fsmin =
10Hz, fsmax=200Hz, OSR=2
4.2.2 Filtrado y diezmado
El filtrado y diezmado es la última etapa del convertidor con la cual se obtiene la
señal digital con un número determinado de bits de resolución. El filtro más sencillo
que se puede utilizar es el filtro de promediado, que consiste simplemente en realizar
la media aritmética cada cierto número de bits.
El diezmado, que sigue después del filtrado, se utiliza para disminuir las mues-
tras debido al sobremuestreo, ya que según el teorema de Nyquist-Shannon, solo es
necesario como mínimo dos muestras por período para reconstruir la señal.
A pesar que el filtro de promediado ya puede servir para obtener la señal digi-
tal, existen otros filtros con mejores prestaciones; no obstante para entender de
78
CIRCUITOS CONVERTIDORES SIGMA-DELTA
una mejor manera los filtros digitales, se introduce el análisis de Fourier en tiempo
discreto.
4.2.2.1 Introducción al análisis de Fourier en tiempo discreto:
DTFT,DFT
El análisis de Fourier consiste en representar cualquier señal a partir de sus compo-
nentes frecuenciales. Para ello, en el tiempo continuo existen las series de Fourier y
las transformadas de Fourier. En las series de Fourier se representa una señal per-
iódica a partir de los múltiplos de su frecuencia fundamental (frecuencia de la señal)
y la amplitud de cada componente, por lo que, sus frecuencias son discretas. Por
ejemplo, una señal cuadrada de periodo T y frecuencia ω = 2pi/T se puede formar
a partir de la sumatoria de todas las funciones seno con frecuencia múltiplo impar
de la frecuencia fundamental. Como se puede ver en la Figura 4.6, las frecuencias
son discretas ya que son frecuencias harmónicas.
Figura 4.6: Serie de Fourier de una señal cuadrada; a) Serie de Fourier Con-
tinua, b)Serie de Fourier Discreta
Para analizar señales aperiódicas, se utilizan la transformada de Fourier en tiempo
continuo, como por ejemplo para analizar las componentes frecuenciales de un pulso
rectangular. Éste tendrá frecuencias continuas.
Por otro lado, en el dominio del tiempo discreto existen las transformada de Fourier
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en tiempo discreto (DTFT) que se utilizan para analizar señales aperiódicas. Y la
transformada discreta de Fourier (DFT) para señales periódicas. Estas se explican
a continuación:
DTFT (Discrete Time Fourier Transform)
La transformada de Fourier en tiempo discreto, se utiliza para representar el con-
tenido en frecuencia de una señal discreta aperiódica, y viene representado por la
siguiente expresión:
X(ω) = X(ejω) =
N−1∑
n=0
x[n] · e−jωn; N : no de muestras (4.3)
ω se puede representar como frecuencia continua en [rad/s] ó como frecuencia dig-
ital ω =
ω
ωs
=
f
fs
. Su representación resultará una señal continua y periódica. A
continuación se muestra un ejemplo:
Ejemplo 5.1 DTFT de un pulso rectangular de L muestras y amplitud A.
P (ω) =
L−1∑
n=0
A · e−jωn = A · (e−jω·0 + e−jω·1 + e−jω·2 + ...+ e−jω·L−1)
Siguiendo la teoría sobre la resolución del sumatorio finito de series de progresión geométrica:
S =
a1 − aj · r
1− r ; r : razon; a1 = valor inicial aj = valor final
Entonces sabiendo que la razón es r = e−jω y aj = e−jω(L−1) queda finalmente:
P (ω) = A
(
1− e−jωL
1− e−jω
)
= A
e−jωL2 ·
(
ejω
L
2 − e−jωL2
)
e−jω
1
2 ·
(
ejω
1
2 − e−jω 12
)
 = A · e−jωL−12 · sin (ωL2 )
sin
(
ω
2
) (4.4)
Para representar la transformada del Ejemplo 5.1, se tiene que analizar el mó-
dulo de la función, y estudiar los ceros y la convergencia de la función. La función
pasa por cero si el numerador es cero, por lo que, se cumplirá en los múltiplos de
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pi, por tanto: ωL
2
= kpi. Entonces despejando ω se tiene las frecuencias donde están
situados los ceros es:
ω =
(
2pi
L
)
k; para k = 1, 2, ..., N − 1
La convergencia de la función cuando el denominador es cero,sin
(
ω
2
)
= 0, se cumple
para ω
2
= k′pi → ω = 2pik′, siendo k′ = 0. Entonces utilizando la aproximación,
cuando x tiende a 0, sin(x) ≈ x, la función converge en:
|P (ω)| =
∣∣sin (ωL
2
)∣∣∣∣sin (ω
2
)∣∣ ≈ ωL2ω
2
= L
Por ejemplo para un pulso rectangular de L=4 muestras, un esbozo siguiendo lo
explicado sería como el que se observa en la Figura 4.7.
Figura 4.7: Transformada de Fourier en tiempo discreto de un pulso rectangular
de L=4 muestras
Esta transformada tiene desventajas, ya que el análisis es continuo, es decir, la fre-
cuencia es continua, por lo que, si se quiere procesar una señal mediante su DTFT,
solo es posible aplicando métodos numéricos que son muy costosos computacional-
mente. Por lo tanto, ya que los procesadores digitales trabajan con un número de
datos discretos limitados, se presenta la transformada discreta de Fourier (DFT).
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DFT (Discrete Fourier Transform)
La transformada discreta de Fourier[17] es la representación de la transformada de
Fourier discretizada con N muestras, es decir, es como si se calculara la DTFT en
determinadas frecuencias dada por ωk = 2piN · k, k = 0, 1, 2, ..., N − 1. Por ello,
debido a estas frecuencias harmónicas ωk siempre se aplica a funciones periódicas.
Su resultado es una función discreta y periódica en 2pi y viene denotada por:
X[k] =
N−1∑
n=0
x[n] · e−j 2pi·kN ·n; para k = 0, 1, 2, ..., N − 1. (4.5)
Si se quiere calcular la DFT de una señal aperiódica, teóricamente no es posible,
pero en la práctica para llevarlo a cabo se añaden tantas muestras de valor cero,
con el fin de simular una señal periódica de periodo muy grande, así su DFT puede
proporcionar suficiente información para analizarse. En la Figura 4.8, se muestra la
DFT de una señal aperiódica que corresponde a un pulso rectangular de 4 muestras
y amplitud 1 al cual se han añadido 60 muestras de valor cero, y se compara con la
DTFT. Se comprueba que la DFT es la DTFT muestreada.
Figura 4.8: En color negro, la DFT de un pulso rectangular de L=4 muestras
y amplitud 1, con 64 muestras. En color rojo, su DTFT
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La transformada inversa de Fourier discreta (IDFT) viene denotado por (4.6), donde
X[k] es la DFT de una señal discreta x[n]. Sirve para pasar del dominio frecuencial
al temporal.
x[n] =
1
N
N−1∑
n=0
X[k] · ej 2pi·kN ·n; paran = 0, 1, 2, ..., N − 1. (4.6)
No obstante, la DFT puede llegar a ser un proceso muy lento si la señal discreta tiene
muchas muestras, ya que, se calcula la suma de muchas multiplicaciones complejas,
hecho que no es favorable en un procesador digital. Para ello, existe la transfor-
mada rápida de Fourier, conocida como FFT (Fast Fourier Transform).
Esta transformada tiene algoritmos rápidos para el cálculo de las transformadas
para señales discretas con un número de muestras equivalente a potencias de 2,
N = 2n.
4.2.2.2 Filtros digitales: FIR e IIR
Un filtro es cualquier sistema lineal que no varía en el tiempo, capaz de alterar
la naturaleza de una señal digital o analógica. Un filtro digital, es un algoritmo
computacional que transforma una señal digital en una segunda señal digital o se-
cuencia de muestras. Los filtros digitales son muy utilizados en aplicaciones como
el procesado de señales de audio, en el cual un filtro puede alterar sus componentes
frecuenciales y convertirla en otra señal de audio diferente.
Entre los filtros digitales se encuentran el filtro FIR3 y el filtro IIR 4. Los filtros
FIR[11] se caracterizan por tener una duración finita cuando se aplica un impulso
3FIR son las siglas de Finite Impulse Response
4IIR son las siglas de Infinity Impulse Response
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a la entrada y son no recursivos, es decir, que la señal de salida depende única-
mente de la variable de entrada. Por el contrario, los filtros IIR, se conocen por ser
de duración infinita también cuando se aplica un impulso a la entrada, ya que, son
filtros cuya salida depende de la variable de entrada y de la misma variable de salida.
Para concretar el uso de un filtro digital se propone un ejemplo de la vida real.
Se tiene el recuento del número de coches que pasan por minuto en una determi-
nada calle y se quiere saber el valor promedio de coches por minuto sobre los últimos
3 minutos. Para ello, se recogen los datos en la tabla 4.1 y se presenta la media de
coches por minuto de los últimos tres minutos en la misma tabla.
Minuto Coches por minuto Valor promedio
1 3
2 0
3 4 (3+0+4)/3 = 2,333
4 10 (0+4+10)/3 = 4,667
5 6 (4+10+6)/3 = 6,667
6 5 (10+6+5)/3 = 7
7 7 (6+5+7)/3 = 6
8 15 (5+7+15)/3 = 9
9 2 (7+15+2)/3 = 8
10 3 (15+2+3)/3 = 6,667
Tabla 4.1: Tabla de datos de los coches por minuto y media de los coches por
minuto en los últimos 3 minutos
Tal y como se puede ver en la tabla y en la Figura 4.9, los saltos en el número de
coches por minuto indican que existe una componente de alta frecuencia en la señal.
Por contra, la media o valor promedio de los coches se ve más suavizado, ya que,
no tiene grandes saltos. Además los valores bajos que indican componentes de baja
frecuencia han tomado mayor importancia.
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Figura 4.9: Representación de los coches por minuto (azul) y la media de los
coches por minuto en los últimos 3 minutos (rojo)
Por lo tanto, si a la señal de los datos recogidos se le nombra x(n) y la señal
de los valores promedio, y(n), entonces se puede deducir que la señal x(n) ha sido
filtrado con un filtro paso-bajos para obtener y(n), y este filtro se puede obtener
escribiendo la operación que se ha realizado para obtener y(n), mediante la ecuación
(4.7). Su respuesta impulsional h(n) 5 indica los coeficientes del filtro y coinciden
con los valores que multiplican a la entrada, (4.8). Por tanto, y(n) es la convolución
entre la entrada y el filtro h(n), (4.9)
y(n) =
1
3
[x(n− 2) + x(n− 1) + x(n)] =
k=2∑
k=0
1
3
· x(n− k) (4.7)
h(n) =
13 0 ≤ n ≤ 20 0 > n > 2 (4.8)
y(n) = h(n) ∗ x(n) (4.9)
5La respuesta impulsional es la respuesta de todo sistema LTI cuando se le introduce como
entrada una delta de dirac, es decir, un impulso
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Así pues, el filtro presentado se denomina filtro promediador o también conocido
como filtro peine (Comb Filter), de número de coeficientes N=3. Se trata de un
filtro tipo FIR, el cual, su salida solo depende de su entrada (filtro no recursivo).
Estos filtros tienen respuesta finita y se denotan según (4.10) en el tiempo discreto
y en el dominio Z, según (4.11). Modificando los coeficientes del filtro se puede
conseguir y diseñar la respuesta que se desee. Lo que caracteriza a estos tipos de
filtro es que siempre son estables, ya que no tienen denominador; sin embargo si el
filtro tiene muchos coeficientes entonces se vuelve poco eficiente para programar en
un procesador digital, por ello, existen los filtros IIR.
y(n) = a0 · x(n) + a1 · x(n− 1) + a2 · x(n− 2) + ...+ aN · x(n−N). (4.10)
Y (z)
X(z)
= a0 + a1 · z−1 + a2 · z−2 + ...+ aN · z−N (4.11)
Los filtros IIR, son filtros que no solo depende de su entrada x(n), sino que también
de las muestras anteriores de su salida, y(n). Esto los convierte en filtros realimen-
tados y de respuesta infinita. Son algoritmos muy eficientes, ya que el número de
coeficientes se reduce considerablemente respecto al de un filtro FIR, pero su prin-
cipal desventaja es que pueden ser inestables debido al denominador de su función
de transferencia. Su expresión viene dado por (4.12) y (4.13).
y(n) = b0 · x(n) + b1 · x(n− 1) + ...+ a1 · y(n− 1) + a2 · y(n− 2) + ... (4.12)
Y (z)
X(z)
=
b0 + b1 · z−1 + ...
a1 + a2 · z−2 + ... (4.13)
La representación de estos dos filtros en bloques se ve en la Figura 4.10. Como
se puede observar, si se quisiera implementar el filtro con hardware, solo se nece-
sitarían bloques sumadores, multiplicadores y retardadores. Si el filtro tiene pocos
coeficientes y se quiere una fase lineal es más eficiente el FIR, por el contrario, si
tiene muchos coeficientes es más eficiente implementar un IRR, siempre y cuando
la fase no sea lineal.
86
CIRCUITOS CONVERTIDORES SIGMA-DELTA
Figura 4.10: Diagrama de bloques de los filtros digitales. a)Filtro FIR, b)Filtro
IIR
Retomando como ejemplo el filtro promediador, si se realiza su DTFT teniendo
en cuenta que se trata de un pulso rectangular de amplitud A=1/L y número de
muestras L, vendrá expresado por (4.4), y su módulo se puede representar a partir
de la expresión (4.14), donde L es el número de coeficientes o tambien llamado tab
y f es la frecuencia.
|H(f)| = A
[
sin
(
ωL
2
)
sin
(
ω
2
) ] = 1
L
[
sin
(
2pif L
2
)
sin
(
2pif
2
) ] = [sin (pi · f · L)
l · sin (pif)
]
(4.14)
Si la salida de este filtro y(n), se volviese a filtrar con el mismo filtro entonces, el
orden del filtro aumentaría y por ende, mejoraría la respuesta. Esto se consigue
poniendo en cascada varios filtros promediadores, y por tanto su respuesta en fre-
cuencia se obtiene a partir de (4.15), donde k es el orden del filtro, o número de
filtros en cascada.
H(f) =
[
sin (pi · f · L)
L · sin (pi · f)
]k
(4.15)
Los filtros se analizan siempre a partir de su respuesta frecuencial, en el cual se
aprecian las características básicas de un filtro, tales como, el tipo de filtro (paso-
bajo, paso-alto, pasa-banda, rechaza-banda), la frecuencia de corte y su atenuación.
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En la Figura 4.11, se puede ver la respuesta para un filtro de primer, de segundo y
tercer orden. Entre sus características se puede ver que se trata de un filtro paso-
bajos, una frecuencia de corte de 0.333 y una atenuación más pronunciada a medida
que aumenta el orden del filtro.
Lo interesante a observar es que en este tipo de filtro la frecuencia de corte co-
incide con la inversa del número de coeficientes (1/3) y que a mayor orden del filtro
disminuyen los lóbulos acercándose más a un filtro ideal, pero se ve más atenuación
en la banda pasante, algo que es desfavorable. Por este motivo, normalmente se
utiliza este filtro junto con un segundo filtro ecualizador, para compensar la aten-
uación. No obstante, en este proyecto solo se utilizará el filtro FIR promediador, ya
que estudiar el filtro ecualizador no entra en los objetivos de este proyecto.
Figura 4.11: Respuesta del filtro promediador 3 muestras de orden 1 (color
rojo), orden 2 (color verde) y orden 3 (color azul)
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4.2.2.3 Diezmado
Una vez se produce la etapa de filtrado para eliminar el ruido provocado por el
cuantificador en el modulador, se necesita reducir las muestras para optimizar el
flujo de datos en un procesador digital, ya que, teóricamente con al menos 2 mues-
tras se tiene suficiente información sobre la señal. A este proceso se le conoce como
diezmado o downsampling [10].
Por ejemplo, se tiene una señal sinusoidal de 1Hz muestreada a 32Hz (Figura 4.12.a),
y se quiere reducir ese sobremuestreo en un factor D=4, para obtener solo 4 muestras
por periodo, por lo tanto, el proceso consistirá en obtener una muestra cada 4 mues-
tras, de tal manera que al final se conseguirá reducir la frecuencia de muestreo 32Hz
a 8Hz, cuya frecuencia digital entre [0-0.5] será fd=1/8=0.125 (Figura (4.12).b).
Figura 4.12: a)Señal seno de 1Hz muestreada a 32Hz, b)Señal seno de 1Hz
diezmada por un factor D=4
Si se realiza la DFT de la señal seno antes y después de diezmar, para analizar el
espectro (Figura 4.13), se observa que el espectro frecuencial se ve desplazado, por
lo que, si se diezma por un factor D muy elevado (Figura 4.13.c), puede llegar a
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producirse el efecto de aliasing. Por consiguiente el número máximo al que se puede
diezmar una señal es hasta obtener dos muestras por periodo con D = fs
2·f .
Figura 4.13: Espectro de la señal seno:a)Señal muestrada a 32Hz, fd=1/32 sin
diezmar b)Señal diezmada por D=4,fd=4/32 c)Señal diezmada por D=8,fd=8/32
.
Cabe resaltar que la etapa de diezmado y la etapa de filtrado se pueden realizar al
mismo tiempo, que es el caso de un filtro promediador + diezmado, en el cual no
es necesario calcular las muestras que se van a eliminar, así como se presenta en el
ejemplo 4.2.
Ejemplo 4.2 Filtrado y diezmado en una misma operación..
Se filtra un vector de datos a[] con el filtro promediador de tab=4 números de
coeficientes y se obtiene el vector b[] y luego se diezma por el mismo valor D=4 y
se obtiene el vector c[]. El equivalente a filtrar y diezmar a la vez, se muestra en el
vector bc[].
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4.2.3 Evaluación de la resolución
En un convertidor sigma-delta, la resolución depende del tipo de modulador, ya
que, moldea mejor el ruido (Véase capitulo 3.4.2), y también del tipo de filtro que
se diseñe, ya que filtrando mejor el ruido se consigue reducir la relación señal-ruido.
Asumiendo un caso en particular, si se utiliza un filtro de media móvil (prome-
diador) de primer orden, entonces la resolución en bits que se obtiene es equivalente
a los bits que se obtendría del número al cual se promedia. (4.16), es decir, por
ejemplo, si se promedia cada 8 = 2n valores (tab=8), entonces la resolución es n=3.
Esto se puede ver el ejemplo 4.3.
n = log2 tab; tab : nu´mero de coeficientes del filtro. (4.16)
Ejemplo 4.3 Filtrado y diezmado + codificado.
Se tiene un vector a[] de datos del modulador de un convertidor de rango
de entrada unipolar de [0-1V], entonces si se filtra y diezma por un fac-
tor tab=D=8, se obtiene el vector b[]. Por tanto, si se codifica entonces
se obtiene el vector c [], correspondientes con los números enteros 5,6 y 7.
Lo del ejemplo anterior es comprobable para un filtro y diezmado de media móvil
de primer orden, para uno de orden mayor u otro tipo de filtro ya no es tan sen-
cillo. Para evaluar su resolución en primer lugar se tendría que obtener su relación
señal-ruido + distorsión (SINAD) mediante la ecuación (2.11) vista en el capítulo
2.3.1.2, a partir de su respuesta frecuencial. Luego a partir de la ecuación (2.12)
del mismo capítulo calcular el número de bits efectivos (ENOB).
Se ha de aclarar que para calcular la SINAD en las simulaciones, simplemente
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se suman los harmónicos de la DFT resultante y se extrae el primer harmónico que
es la componente DC y el harmónico de mayor energía que corresponde con el de
la señal, sin diferenciar lo que es distorsión y lo que es ruido.
4.3 Convertidor Digital-Analógico Sigma-Delta
El convertidor digital-analógico sigma-delta [1] convierte una señal codificada de
n bits de resolución a una señal analógica y esta compuesto por un interpolador6,
un modulador digital implementado en un microcontrolador, y un filtro paso-bajo
analógico. El modulador digital realiza la misma función de conformar el ruido hacia
las frecuencias altas y el filtro analógico lleva a cabo el filtrado y reconstrucción de
la señal digital a la señal analógica equivalente.
4.3.1 Modulador digital
El modulador digital que se estudiará será uno de modo de entrada en codificación
binaria unipolar y salida analógica unipolar. En la Figura 4.14 se representa este
modulador, en el cual se muestra un bloque de recepción de datos digitales a una
frecuencia de muestreo fs; un interpolador de orden cero, cuya función es aumentar
las muestras de entrada repitiendo el mismo valor cada 1/fOSR segundos; y el mod-
ulador digital sigma-delta, que es el modulador continuo representado en tiempo
discreto.
El funcionamiento es análogo al del modulador analógico con la diferencia que éste
en su salida tendrá pulsos discretos analógicos de valores Vref y 0V. Como ya se sabe
se produce un error de cuantificación debido al DAC de 1bit, por lo que el modu-
lador digital se encarga de disminuirlo mediantes las técnicas de sobremuestreo y
6Un interpolador, es un algoritmo que se utiliza para aumentar las muestras de una señal y así
aumentar su frecuencia de muestreo
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conformado del espectro.
Figura 4.14: Esquema del modulador digital
El modulador en el dominio en tiempo discreto es muy sencillo de diseñar y se
puede programar con simples instrucciones. El bloque restador viene dado por
(4.17), el bloque integrador para un modulador de primer orden es el que se estudió
en el capítulo 3, apartado 3.4.1 de moduladores y viene representado por (4.18).
Por simplificación se ha considerado n = nTOSR en todas las ecuaciones.
RESTADOR : e(n) = x(n)−Ky(n− 1); (4.17)
H(z) =
V (z)
E(z)
=
1
1− z−1 → v(n) = e(n) + v(n− 1). (4.18)
El DAC de 1 bit y el ADC de 1 bit, son comparadores o condiciones a nivel de
instrucciones de programación. Para el DAC, si se tiene en cuenta que el rango de
entrada varía entre 0 y 2n− 1, donde n es el número de bits de resolución, entonces
la salida será Vref (HIGH), si el código digital es mayor a 2
n−1
2
y será 0V(LOW) en
caso contrario, (4.19).
y(n) =
V ref v(n) > 2
n
2
0V v(n) < 2
n
2
(4.19)
El ADC de 1 bit, simplemente se utiliza para tener un número digital equivalente a
la tensión de salida del DAC, y poder restarse con la entrada; por ello, se representa
como la misma variable de salida y(n) multiplicada por una ganancia K. Su ecuación
93
CIRCUITOS CONVERTIDORES SIGMA-DELTA
es inversa a (4.19), si la tensión es mayor a Vref/2, entonces el nivel digital es 2n−1,
en caso contrario, el código es 0, ecuación (4.20).
Ky(n) =
2n − 1 y(n) >
V ref
2
0 y(n) < V ref
2
(4.20)
4.3.2 Filtrado
Después de la etapa de modulación digital, a la salida se tienen pulsos analógicos
unipolares. Estos, pasan a ser filtrados mediante un filtro analógico paso bajo, y así
se obtiene la señal analógica correspondiente a la señal digital. De filtros analógicos
existen dos tipos los filtros pasivos y los filtros activos. Un filtro pasivo esta formado
por componentes pasivos (resistencias, condensadores y bobinas) mientras que un
filtro activo está conformado por uno o más componentes activos (amplificadores
operacionales) y componentes pasivos.
4.3.2.1 Filtros pasivos
Los filtros pasivos son una simple implementación de circuito resistencia-condensador-
bobina. Los esquemas electrónicos de los diferentes tipos de filtros junto con su
respectiva respuesta ideal en frecuencia se presenta en la Figura 4.15. Esto es, en
caso de filtros de primer orden. Los filtros de orden superior se implementan a
partir de la unión de varios circuitos en cascada.
El tipo de filtro que es de interés es el filtro paso-bajo (Figura 4.15.a), ya que,
es el que se utiliza en el convertidor.
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Figura 4.15: a)Filtro paso-bajo, b)Filtro paso-alto, c)Filtro paso-banda, d)
Filtro rechaza-banda
La función de transferencia del filtro paso-bajo, teniendo en cuenta que ZC = 1Cjω ,
se expresa en (4.21). Por lo tanto, sabiendo que ω = 2pif , entonces su frecuencia de
corte es fc = 1
2piRC
. Si se quiere saber la función de transferencia de uno de orden
superior entonces solo se tiene que elevar al número de orden n, la ecuación (4.21).
Esto se representa en (4.22), cuyo módulo viene dado por (4.23).
H(jω) =
Vin
Vout
=
ZC
R + ZC
=
1
RCjω + 1
=
1
j jω1
RC
+ 1
=
1
j ω
ωc
+ 1
(4.21)
H(jf) =
1(
j ω
ωc
+ 1
)p = 1(
j f
fc
+ 1
)p ; p : orden del filtro (4.22)
|H(jf)| = 1[√(
1 +
(
f
fc
)2)]p ; p : orden del filtro (4.23)
Con esta última ecuación, se representa en la Figura 4.16 sus respuestas para difer-
ente orden a una frecuencia de corte de fc = 1000Hz. Lo interesante, se puede ver
en su caída en dB. Éste aumenta +20dB/dec a medida que aumenta el orden del
filtro.
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Figura 4.16: a)Filtros paso bajo pasivo de diferente orden
4.3.2.2 Filtros activos
Los filtros activos están conformados por resistencias,condensadores, bobinas y am-
plificadores operacionales, que le añade un factor de ganancia. Siguiendo con el
estudio de filtros paso bajo, una de las estructuras de filtro más utilizadas es la de
Sallen Key (Figura 4.17), que es un filtro de segundo orden, ya que para filtros de
primer orden solo se utiliza una extensión RC con amplificador. Las resistencias R3
y R4 se utilizan para modificar la ganancia del filtro, aunque normalmente se dis-
eñan filtros con ganancia unitaria. La estructura se Sallen-key también es utilizada
para formar filtros paso altos, paso bandas y rechaza bandas.
Figura 4.17: Filtro Paso Bajo con la estructura de Sallen Key
Para conseguir filtros de mayor orden simplemente se conectan los filtros de segundo
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orden sallen-Key en serie. Si se quiere un número de orden impar se conecta uno
de Sallen-Key seguido de un filtro RC. El filtro paso-bajo de la Figura 4.17 tendrá
el modelo general de la ecuación (4.24).
H(jω) =
1
1 + a · jω + b · jω2 (4.24)
Así, diseñando los parámetros a y b se pueden conseguir modificar la respuesta del
filtro como se desee. Debido a ello, existen diferentes aproximaciones de polinomios
con valores de a y b predeterminados para conseguir un tipo de respuesta en concreto
del filtro. Uno de estos tipos, que es el que se implementa en el proyecto, son los
filtros Butterworth, cuya aproximación de su respuesta en frecuencia para filtros
de diferente orden, viene dado por (4.25), en el cual p indica el número de orden
del filtro.
|H(ω)| = 1√
1 +
(
ω
ωc
)2·p ↔ |H(f)| = 1√
1 +
(
f
fc
)2·p (4.25)
Los filtros butterworth son reconocidos por obtener la respuesta más plana en la
banda de paso, es decir, la salida se mantiene constante hasta la frecuencia de corte.
En la Figura 4.18 se representa la respuesta de filtros paso bajo de diferente orden
a una frecuencia de corte de 1kHz, realizado con la expresión (4.25). Se observa que
al igual que los filtros pasivos la amplitud decae 20pdb/dec, donde p es el orden del
filtro.
La gran diferencia entre los filtros pasivos y los filtros activo butterworth se ve
en la Figura 4.19. En esta figura se representa el filtro butterworth (color azul) y
el filtro RC pasivo (color rojo) para una frecuencia de corte de 1kHz. En la figura
4.19.a se comparan sus respuestas para uno de segundo orden y en la Figura 4.19.b
para uno orden 6. En las dos gráficas se comprueba la respuesta plana del filtro
butterworth (-3dB en la frecuencia de corte), mientras que el filtro pasivo RC, tiene
una caída de -6dB en la primera figura y de -20dB en la segunda, hecho que es des-
favorable como característica del filtro. Por lo tanto, con esto se demuestra la razón
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principal por la cual se decide la elección del filtro butterworth en el convertidor.
Figura 4.18: Filtros Paso Bajo Butterworth de diferente orden con estructura
de Sallen key
Figura 4.19: Filtro Paso Bajo Butterworth (color azul) y filtro pasivo (rojo).
a)Respuesta para un filtro de 2 orden b)Respuesta para un filtro de 6 orden
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4.4 Simulaciones de convertidores analógico-digital
y digital-analógico sigma delta
4.4.1 Simulación de un ADC
En una primera parte se simulará un sistema modulador-demodulador, mediante
Multisim y se probará su funcionamiento implementando un filtro analógico. Por
otro lado, se simulará un sistema de convertidor analógico-digital, mediante la her-
ramienta Matlab y simulink, teniendo en cuenta el filtrado y diezmado digital.
4.4.1.1 Simulación del circuito modulador-demodulador mediante Mul-
tisim
El circuito electrónico del sistema se encuentra en la Figura 4.20.
Figura 4.20: Circuito modulador sigma-delta de primer orden y filtro analógico
Las características de diseño son las siguientes:
Entrada : El modulador tiene un rango de entrada bipolar de ±5 y un rango de
frecuencias de entrada hasta 6kHz.
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Alimentación : Para el rango de entrada de ±5, se ha alimentado los amplifi-
cadores restador e integrador a de ±10V , ya que de otra manera estos satu-
rarían. El comparador del ADC de 1bit, se ha alimentado con tensiones entre
5V y 0V, mientras que el comparador del DAC de 1bit se alimenta con una
tensión simétrica de ±5V y tiene una tensión de comparación equivalente a
2.5V.
Modulación : La frecuencia de sobremuestreo a la que trabaja es de fOSR =
1.024MHz, y el circuito integrador se ha diseñado para que el sistema tenga
una frecuencia de corte 7 de fc = 6kHz (véase capítulo 3.3.2).
Demodulador : Es un filtro paso-bajo analógico tipo butterworth de orden 6,
para reconstruir la señal analógica. Ésta se presenta en la Figura 4.21, en la
cual se puede ver que para conseguir determinado orden, se han puesto en
cascada tres filtros paso-bajo de segundo orden de topología sallen-key. El
diseño de los componentes R-C para cada etapa se ha realizado mediante el
software FilterPro. Su frecuencia de corte es de fc = 6kHz, por lo que, las
señales próximas a esta frecuencia se verán fuertemente retardadas.
Figura 4.21: Filtro paso-bajo butterworth de orden 6
Los resultados de modulación para una señal de entrada de amplitud A=4.98V y
frecuencia fin=2kHz, se aprecian en la Figura 4.22.a. Todas las gráficas se han
desplazado por un factor d para una mejor visualización. Se puede verificar que
los pulsos son de periodo más corto cuando la señal se acerca a 0V, que cuando
7La frecuencia de corte corresponde con la ganancia 1/RC = ωo de un integrador y viene dado
por fc = 12piRC
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se va acercando al fondo de escala. Además la ampliación que se ve en la Figura
4.22.b, comprueba que el pulso de periodo más corto coincide con el periodo de la
frecuencia de reloj de 1.024MHz.
Figura 4.22: a)Resultados del circuito modulador sigma-delta de primer orden
para una señal sinusoidal de fin=2kHz, A=4.98Vy frecuencia de sobremuestreo
fOSR = 1.024MHz b) Ampliación de a).
La señal reconstruida del demodulador se presenta en la Figura 4.23. La entrada al
filtro es la señal analógica de dos niveles de salida del DAC y no la señal de salida
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del modulador, que es digital. Se observa un retardo debido a que la frecuencia de
entrada de 2kHz es próxima a la frecuencia de corte de 6kHz. Este retardo disminuye
a medida que la frecuencia de entrada se aleja de esta frecuencia de corte.
Figura 4.23: Resultado de salida del convertidor ADC con señal de entrada
de fin = 2kHz, A=4.98V, frecuencia de sobremuestreo fOSR = 1.024MHz y
frecuencia de corte del filtro fc = 6kHz, 4kHz < fs < 512kHz
.
4.4.1.2 Simulación de un sistema ADC mediante Matlab-simulink
En esta sección, se simulará un sistema de conversión analógico-digital, en el cual se
modulará una señal analógica mediante simulink y se filtrará y diezmará mediante
Matlab. Además también se calculará la relación señal-ruido y la resolución efectiva
de la señal convertida. El circuito modulador en Simulink se ve en la Figura 4.24,
en ella se ingresan los parámetros para crear una señal y modular, luego se guardan
los datos modulados en la variable Ymod.
Todo el sistema se realiza en un solo archivo script(.m) de Matlab, que se encarga de
llamar al archivo Simulink, filtrar y diezmar el resultado de la modulación y calcu-
lar la resolución efectiva (ENOB) y la relación señal-ruido (SINAD). Las etapas de
simulación del convertidor se explican mediante la Figura 4.25 y el archivo Matlab
se encuentra en el Anexo A.1.1.
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Figura 4.24: Sistema de modulación sigma-delta en Simulink. Parámetros:
Amplitud y frecuencia de la señal de entrada y periodo de sobremuestreo
.
Figura 4.25: Diagrama de etapas de la simulación
.
Etapa 1 : Los parámetros generales son la frecuencia de sobremuestreo (fOSR) y el
factor de sobremuestreo OSR y son modificables. La frecuencia de muestreo
se calcula como fs = fOSROSR . Se ha escogido para la simulación fOSR=1.024MHz
y una OSR=16, por lo tanto, resulta una fs = 64kHz.
Etapa 2 : Los parámetros de la señal de entrada son una amplitud Amp=1V, con
un número de muestras por periodo M=64, y con 4 ciclos de periodo para
simular. Por lo tanto, la frecuencia de entrada es fin = fs/M = 1kHz
Etapa 3 : El modulador en simulink tiene un rango de entrada máximo de ±1V
y los bits de salida son códigos unipolares. Los parámetros necesarios son la
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amplitud y frecuencia de la señal de entrada y la frecuencia de sobremuestreo.
La cadena de pulsos del modulador se guarda en una variable llamada Ymod.
Etapa 4 : El filtrado y diezmado de la cadena de pulsos, se realiza mediante los
funciones de la tabla 4.2. El filtro promediador que se utiliza, tiene un número
de coeficientes de tab= OSR, y el diezmado también tiene un factor D= OSR.
1 %-------FILTRADO DE UNA SENYAL-------%
2 function [ y ] = FIR2( x,tab )
3 % DESCRIPCION: Filtrado de una senyal
4 %
5 %% Entrada: x: Senyal a filtrar
6 % tab: Numero de coeficientes
7 % Salida: y: salida filtrada.
8 %
9 %% Datos de la senyal
10 mostres=length(x);%Numero de muestras
11 %
12 %% Datos del filtro
13 N=tab; %Numero de coeficientes
14 y=zeros(1,mostres); %Inicializar
15 suma=0;
16 % FILTRADO
17 for i=1:mostres
18 if i<N % Filtrar valores menor a N
19 for m=1:i
20 suma=suma+x(m);
21 end;
22 else % Filtrar desde N hasta
23 %el final.
24 for j=i-(N-1):i
25 suma=suma+x(j);
26 end;
27 end;
28 suma=suma/N; % Media aritmetica.
29 y(i)=suma; % Guardar variable.
30 suma=0;
31 end;
32 end
1 %----DIEZMADO DE UNA SENYAL----%
2 function [ys] = DIEZMADO( yf,D )
3 %% DESCRIPCION: A partir de una
4 % senyal filtrada se reduce la
5 % frecuencia en un factor de D.
6 %
7 %% Entrada: yf-> senyal filtrada.
8 % D-> Factor de
diezmado
9 %
10 %% Salida: ys-> senyal diezmada.
11 N=length(yf); %numero de
muestras
12 % de la senyal.
13 n=floor(N/D); %numero de muestras
14 % de la senyal diezmada
.
15 %%
16 k=0;
17 ys=zeros(1,n); %Inicializar
vector
18 %% DIEZMADO
19 for m=1:N
20 multiplo=rem(m,D);
21 if multiplo==0
22 k=k+1;
23 ys(k)=yf(m);
24 end;
25 end;
26 end
Tabla 4.2: Códigos para el cálculo del filtrado y diezmado, respectivamente
Etapa 5 : El cálculo de la ENOD y la SINAD, se realiza en el dominio frecuencial
mediante las fórmulas (2.11) y(2.12) explicadas en el capítulo 2.3.1.2, que
están plasmadas en la tabla 4.3.
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1 %% Calcula la relacion senyal / ruido de una senyal
2 function [ SINAD,enob] = calculenob(y)
3
4 n= length(y); %% longitud del vector
5
6 yf1 =abs(fft(y)/n); %% transformada discreta del vector y.
7 yf2 = (yf1*sqrt(2)); %% Encontrar el valor eficaz de cada harmonico,
8 %% *2 es maximo y dividido por sqrt(2) es el valor eficaz
9
10 %% Encontrar senyal
11 [senyal, index] = max(yf2);
12
13 soroll= yf2;
14 soroll(index)=0; %% Sacar el senyal.
15
16 %% calcular energia del ruido
17 EnergiaSoroll =0;
18 for k=1:n/2
19 EnergiaSoroll= EnergiaSoroll+ soroll(k)^2;
20 end
21
22 %% Calcular relacion senyal ruido en dB
23 SINAD = 20 *log10 (senyal/sqrt(EnergiaSoroll));
24
25 %% Calcular bits aproximados.
26 enob = (SINAD-1.76)/6.02;
Tabla 4.3: Funcion para calcular el ENOB y la SINAD en frecuencia
Finalmente mediante los códigos de la tabla 4.4, se realiza las transformadas discre-
tas de los resultados de modulación, del filtro y de la salida del modulador después
del filtrado, con el fin de poder analizarlos. Con el código de la tabla 4.4.a) se
obtiene el valor eficaz y normalizado de la respuesta en frecuencia, y con el código
de la tabla 4.4.b) se obtiene la transformada discreta de una señal aperiódica, que
es equivalente a la función [TF]=freqz(señal), de Matlab.
Como resultados de simulación, se puede ver en la Figura 4.26 la salida del modu-
lador sigma-delta en el dominio frecuencial, utilizando el código de la tabla 4.4.a).
Se comprueba mínimamente como el ruido es conformado hacia las frecuencias al-
tas, ya que es solo un modulador de primer orden y el sobremuestreo es muy bajo
(OSR=16). Se observa también un pico que corresponde con el harmónico de la
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1 %-------DFT normalizada-------%
2 function [X_rms, Tk ]=DFT_normal(x,L)
3 % DESCRIPCION: Filtrado de una senyal
4 %
5 %% Entrada : x-> senyal a analizar.
6 % ('x' como vector fila).
7 % L-> Puntos de resolucion
8 %% Salida : X_rms->Valor eficaz
9 % normalizado de
10 % la fft.
11 % Tk-> Frecuencia digital
12 % [0-0.5]
13 %% Normalizar a 1.
14 xmax=max(x);
15 x_normal=x./xmax;
16 if rem(L,2) 6=0
17 L=L-1;
18 end;
19 %%
20 X=fft(x_normal,L);% fft de la senyal
21 n1=1:ceil((L+1)/2); % mitad 1.
22 n2=ceil((L+1)/2)+1:L;% mitad 2.
23 X=[X(n2) X(n1)]; % unir mitades.
24 %-----frecuencia digital-----%
25 Tk=(ceil(-(L-1)/2):ceil((L-1)/2));
26 Tk=Tk/L;
27 %----------------------------%
28 X_rms=(abs(X)/L)*sqrt(2);%valor eficaz
29 %-Obtener la mitad positiva
30 %del espectro
31 X_rms=X_rms(L/2:end); %
32 Tk=Tk(L/2:end); %
33 % a) %
1 %-DFT DE UNA SENYAL APERIODICA-%
2 function [ X, Tk] = DFT_APER(x)
3 %% Descripcion: fft de una senyal
4 % aperiodica.
5 %% Entrada: x-> senyal a analizar
6 % ('x' como vector fila).
7 %% Salida: X-> Respuesta
8 % frecuencial.
9 % Tk-> Frecuencia
10 % digital [0-0.5]
11 %
12 x=[x zeros(1,1024-length(x))]
13 L= length(x);% longitud del
vector
14
15 X=fft(x);
16 n1=1:ceil((L+1)/2);
17 n2=ceil((L+1)/2)+1:L;
18 X=[X(n2) X(n1)];
19 %-----frecuencia digital-----%
20 Tk=(ceil((-L+1)/2):ceil((L-1)/2))
;
21 Tk=Tk/L;
22 %----------------------------%
23 Tk=Tk(L/2:end);
24 X=abs(X(L/2:end));
25 end
26 % b) %
Tabla 4.4: Código para la FFT de una señal: a)Valor eficaz y normalizado de
la FFT b) FFT de una señal aperiódica
señal y se encuentra a la frecuencia digital fd = fin
fOSR
= 1kHz
1.024MHz
= 9.76 · 10−4. En
este caso no se aprecia componente continua en el espectro, ya que la señal tiene
offset=0.
Si esta señal se filtra con el filtro de número de coeficientes tab=16 y que se repre-
senta mediante la ecuación (4.26), entonces se reduce la cantidad de ruido así como
se ve en la Figura 4.27.
h(n) =
 116 0 ≤ n ≤ 150 0 > n > 15 (4.26)
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Figura 4.26: Respuesta en frecuencia de la salida del modulador.
fOSR=1.024MHz, fin=1kHz, OSR=16
.
.
En la 4.27.a) se presenta la respuesta en frecuencia del filtro realizado con la función
de la tabla 4.4.b). En la Figura 4.27.b) se muestra la DFT de la señal de filtrada
hecha con el código de la tabla 4.4.a). Se puede comprobar que con el filtro prome-
diador se ha logrado disminuir fuertemente el ruido de la modulación. A pesar de
que aún se ve ruido, ya es suficiente como desmotración.
Por último con el espectro de la señal filtrada se analiza su ENOB y SINAD y
se obtiene un resultado de 3.5693 bits y 23.25dB de SINAD, lo cual demuestra la
relación entre el número de coeficientes de un filtro promediador y los números de
bits del convertidor, que expresa la ecuación 4.16 del capítulo 4 sección 4.2.3.
Según ello, para un tab = 16, se obtiene una resolución de n = log2 16 = 4,.
Por otro lado, Los resultados de la señal convertida y la señal de entrada se observan
en la Figura 4.28, en el que se representa también el error de cuantificación del
convertidor.
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Figura 4.27: a)Respuesta en frecuencia del filtro, b)Respuesta en frecuencia de
la señal convertida
Figura 4.28: Señal convertida y error de cuantificación
4.4.2 Simulación de un DAC
En este apartado se simulará el convertidor sigma-delta completo mediante un solo
archivo script .m en Matlab siguiendo lo explicado en la teoría, desde la creación
de una señal digital de 16 bits hasta el filtrado analógico de la señal modulada. El
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archivo que muestra esta simulación se encuentra en el Anexo B.1.1 y las etapas
se explican en el diagrama de bloques de la Figura 4.29.
Figura 4.29: Diagrama de etapas de la simulación de un DAC
ETAPA 1 : Primero se declaran los parámetros importantes de un convertidor
D/A sigma-delta y estos son:
• la frecuencia de sobremuestreo (fOSR): 1.024MHz.
• factor de sobremuestreo,OSR : 128
• Amplitud máxima de salida y de bits de entrada: [0-5V] a la salida y
rango de 16 bits a la entrada [0-216-1]
• Frecuencia de corte del filtro: fc=6kHz
.
ETAPA 2 :En la segunda etapa se crea una señal sinusoidal digital de 16 bits a
partir de su tensión equivalente en voltios que se quisieran obtener a la salida.
Así la señal es de amplitud 4V y frecuencia de entrada fin = 2kHz
ETAPA 3 : El modulador tiene una etapa de recepción, que recibe los datos a
una frecuencia de fs = fOSR/OSR y se modula a una frecuencia de fOSR, que
se realiza mediante un temporizador. La interpolación de la señal de entrada
se consigue repitiendo cada 1/fOSR segundos el mismo valor de entrada que
se obtiene cada 1/fs segundos. Esto se ve en la tabla 4.5.
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1 %-----Iniciar temporizador-----------%
2 M = round(fs/f); % Muestras por periodo(ciclo);
3 Tosr = 1/f_osr; % Periodo de sobremuestreo.
4 M2 = OSR*M*ciclos;% Total de muestras teniendo en cuenta el sobremuestreo
5 tStart_osr = tic; % Empezar temporizador
6 t_inicio_fosr = toc(tStart_osr);
7 i = 1; j=1;
8 while (j<M2) % Bucle para recorrer modular.
9 %% Recepcion de datos a 1/fs segundos correspondiente a OSR*Tosr[s]
10 if (rem(j,OSR)==0)% Si el indice j es multiplo del factor de sobremuestreo
.
11 x1=x(i); % Almacenar la muestra x(i) en x1 para modular.
12 i=i+1;
13 end
14 %% Modulador sigma-∆ a una frecuencia de f_osr (T=1/f_osr)
15
16 % Condicion: Si el tiempo recorrido es mayor al periodo Tosr.
17 if (toc(tStart_osr)-t_inicio_fosr≥Tosr)
18 t_inicio_fosr = toc(tStart_osr);
19 %-------------Restador-------------%
20 e = x1-Ky; %e=x(n)-Ky(n-1)
21 %------------Integrador------------%
22 acc = acc+e; %acc(n)=acc(n-1)+e(n)
23 %------------DAC de 1 bit----------%
24 if acc > NivelMax/2
25 y = AmpMax; % AmpMax=5V.
26 else
27 y = 0; % 0V
28 end;
29 %-----------ADC de 1 bit-----------%
30 if y > AmpMax/2
31 Ky = NivelMax-1; % 2^16 -1=65534
32 else
33 Ky = 0; % 0
34 end
35 %----------------------------------%
36 j = j+1; % Aumentar muestra.
37 k(j) = j/(fs*OSR);% Tiempo discreto
38 Ymod(j) = y; % Guardar datos de modulacion en un vector.
39 Ymod_dig(j) = Ky; % Guardar datos de modulacion en formato digital.
40 end
41 end
Tabla 4.5: Modulación digital
ETAPA 4 : A la salida del modulador se tiene una señal analógica guardada en
una variable llamada Ymod. Este se filtra mediante el filtro Butterworth de
6 orden que se implementa en Simulink, que necesita solo como variables el
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orden del filtro y la frecuencia de corte en [rad/s]. La Figura 4.30 muestra el
diagrama de bloques implementado en Simulink del filtro. La salida del filtro
se almacena en una variable llamada Y.
Figura 4.30: Etapa de filtrado del convertidor
Los resultados de la modulación digital y la señal de entrada se ven en la Figura
4.31. Después del filtrado con una frecuencia de corte de fc = 6kHz, se obtienen
los resultados de la Figura 4.32. No se ha mencionado en el capítulo de filtros, pero
todos los filtros tienen un retardo, que corresponde con el desfase que se muestra
entre la señal de entrada (color rojo) y la señal de salida (color verde).
Figura 4.31: Resultado del modulador digital con señal de entrada de fin =
2kHz y tensión equivalente a 4V. La frecuencia de sobremuestreo es fOSR =
1.024MHz, fs = 16kHz
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Figura 4.32: Señal de entrada de fin = 2kHz representada [V] (color rojo)
y señal de salida del convertidor (señal filtrada) con frecuencia de sobremuestreo
fOSR = 1.024MHz, fs = 16kHz
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CAPÍTULO 5
ARDUINO
5.1 Introducción
Se ha decidido introducir un capítulo para Arduino, ya que es la plataforma elec-
trónica utilizada en este proyecto, necesario para diseñar el convertidor analógico-
digital y el convertidor digital-analógico sigma-delta. Especialmente se ha decidido
la elección de la placa Arduino Due, que se verá más adelante. En este capítulo
se presentará el entorno Arduino, sus partes, el software y la herramienta de pro-
gramación, además de profundizar en las características de dos tipos específicos de
placa Arduino.
Arduino es una plataforma electrónica de código abierto que contiene un micro-
controlador, basado en software y hardware libre fácil de usar, que por medio de
sus pines de entrada y de salida puede interaccionar con todo aquello que le rodea
controlando motores, luces, y una variedad de actuadores.
Esta plataforma electrónica esta dirigido a todo tipo de usuario, desde aficiona-
dos hasta programadores y profesionales, que a lo largo de los años han aportado
sus contribuciones y una cantidad de conocimiento accesible que puede ser de gran
ayuda para principiantes y expertos.
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No obstante, existe muchos otros microcontroladores y plataforma de microcontro-
ladores en el mercado que ofrecen funcionalidades similares; sin embargo, Arduino
ofrece algunas otras características que lo diferencia del resto de microcontroladores:
Coste asequible : Las placas Arduino son relativamente baratos en comparación
con otras plataformas de microcontroladores del mercado, ya que estas se
pueden encontrar en tiendas de electrónica por menos de 50 euros.
Multiplataforma : Arduino es compatible con los sistemas operativos Windows,Linux
y Macintosh OSX.
Fácil entorno de programación : El entorno de programación Arduino es fácil
de usar para principiantes, ya que se basa en el entorno Processing (basado
en java).
Software de código abierto y extensible : Una ventaja de esta plataforma es
que el código es abierto y extensible. Además, la programación se puede
ampliar a bibliotecas de C y C++.
Hardware abierto : Arduino utiliza microcontroladores de la compañía Atmel, y
los más utilizados en sus placas son los microcontroladores AVR. El hardware
abierto supone que cualquier usuario puede diseñar su propia plataforma de
microcontrolador utilizando herramientas de Arduino..
5.2 Elementos de un Arduino
Los elementos principales en hardware y software que envuelve una plataforma
Arduino son los siguientes:
Sketch : Sketch es el nombre que usa Arduino para un programa, es decir, el
código que se carga y ejecuta en una placa Arduino.
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Pines digitales : Estos pueden ser configurados como entrada o salida.
Pines analógicos : Son canales del ADC que lleva incorporado cualquier placa
Arduino. Los pines analógicos de salida son canales del DAC presente en las
placas Arduino DUE y Arduino ZERO.
Pines de PWM : Presente en algunos de los pines digitales de la placa.
Memoria : Los microcontroladores de las placas Arduino, tienen la memoria di-
vidida en tres partes: la memoria Flash, que es donde el sketch del Arduino
es almacenada, la SRAM(static random acces memory), que es la memoria
donde se guardan las variables creadas en un sketch, y por último la EEP-
ROM, que es el espacio de memoria que los programadores pueden usar para
almacenar información a largo plazo.
Alimentación : Las placas de Arduino pueden ser alimentado de dos maneras, por
medio del ordenador a través de USB o por medio de una pequeña batería.
Comunicación : Se comunica por vía USB.
5.3 Software
El software del Arduino (IDE), contiene ,un editor de texto, para escribir los pro-
gramas, un área de mensaje, que te indica cuando se esta compilando,ejecutando o
guardando el programa, una consola de texto, que muestra mensajes de errores de
compilación, monitor serie, con el cual se puede enviar y recibir datos por el pueto
serie, y una barra de menús y de herramientas, para compilar, ejecutar, abrir el
monitor serial, crear un nuevo sketch, abrir y guardar un programa, configurar el
tipo de Arduino que se esta utilizando, etc. Las partes expuestas se muestran en la
Figura 5.1.
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Figura 5.1: Partes del software Arduino
En la Figura 5.2 se muestra la barra de herramientas con más detalle, y pretende
explicar de manera gráfica las funcionalidades de cada componente.
Figura 5.2: Barra de herramientas del software
Por último, la barra de Menús contiene las mismas funciones que la barra de her-
ramientas, y además otros comandos adicionales que complementa el software. Por
ejemplo, en el menú Archivo, se puede encontrar ejemplos de programas además de
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poder configurar el sketch a tu manera, o por otra parte en el menú Herramientas,
se puede configurar el puerto en el cual se encuentra conectado el Arduino y el
tipo de placa correspondiente. En la siguiente figura, se muestra una imagen más
detallada de esta barra en la cual se expone algunas de las funciones de cada menú.
Figura 5.3: Barra de Menús del software
5.4 Arduino UNO
Figura 5.4: ArduinoUno
Arduino Uno [5] es la mejor placa para iniciarse si no tienes experiencia progra-
mando microcontroladores, por este motivo es uno de los más vendidos en la familia
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Arduino. Esta placa esta basado en el microcontrolador ATmega328P de la familia
de microcontroladores Atmel AVR 1.
Dispone de 14 pines de entrada/salida digital (de las cuales 6 pueden ser usadas
como salida PWM), 6 pines de entradas analógicas, un cristal o clock de 16 MHz,
un botón de reset, un conector USB y un conector de alimentación. En la tabla 5.1
se muestra las características de este Arduino de forma resumida.
Especificaciones técnicas
Microcontrolador ATmega328P de 8 bits
Tensión de funcionamiento 5V
Voltaje de entrada (recomendado) 7-12V
Voltaje de entrada (límite) 6 - 20V
Pines digitales Entrada/Salida 14 (de los cuales 6 proporcionan salida PWM)
Pines analógicos de entrada 6
Corriente para pines de entrada/salida 40mA
Corriente para Pin 3.3V 50mA
Memoria Flash 32 KB (0.5KB para el gestor de arranque)
SRAM 2 KB
EEPROM 1KB
Frecuencia de reloj 16 MHz
Tabla 5.1: Especificaciones técnicas del Arduino Uno.
A continuación se describe de manera detallada alguna de sus características que
podrían ser importantes para el diseño en este proyecto.
Alimentación : Arduino Uno se puede alimentar por via USB o por una fuente
de alimentación externa. Los pines de alimentación son los siguientes:
• 5V: Fuente de aliementación.
• 3.3V: Fuente de alimentación.
• GND: Pin de tierra.
1La familia de microcontroladores Atmel AVR están presentes en todos las placas Arduino
excepto en dos de ellas, que son el Arduino Due y el Arduino Zero, que son placas recientes
creadas para ampliar el campo de utilidad de la familia Arduino
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Entradas y Salidas El Arduino Uno dispone de 6 pines de entrada analógica con
la etiqueta A0-A5 de resolución de 10 bits. También contiene 14 pines digitales
y cada una de ellas se puede usar como entrada o salida. Alguno de estos se
utilizan para funciones específicas:
• Interrupciones externas: 2 y 3. Que pueden ser configurados como inter-
rupciones por flanco ascendente,descendente y de valor bajo.
• LED: Pin 13.
• Reset: Se utiliza para reiniciar el microcontrolador.
Comunicación : Arduino Uno tiene facilidad para comunicarse con el ordenador
y otros microcontroladores ya que proporciona comunicación vía serie. Para
comunicarse por el puerto serie el software de Arduino dispone del monitor
Serie en el cual se puede enviar y recibir datos.
Programación : El Arduino Uno puede ser programado por medio del software
del Arduino, pero también se puede utilizar código nativo del propio micro-
controlador. El ATmega328 se puede programar con AVR Libc, que es un
proyecto de software libre que proporciona biblioteca C para su programación.
5.5 Arduino DUE
Arduino Due[4] esta pensada para profundizar los campos de aplicación del usuario.
Es la primera placa que dejó de lado los microcontroladores del grupo Atmel AVR
para introducir en su plataforma los microcontroladores basado en los procesadores
ARM Cortex M3 de 32 bits, que le proporciona más robusteza y más potencia de
programación. Este Arduino utiliza el microcontrolador llamado Atmel SAM3X8E
ARM Cortex-M3, y los procesadores ARM de 32 bits le proporcionan grandes ven-
tajas respecto de los otras placas Arduino. Las más importantes son las siguientes:
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• El núcleo de 32 bits le permite trabajar con datos de 4 bytes, lo que significa
que un entero en el Due tiene un rango de [−231, 231 − 1].
• El clock del CPU trabaja a 84MHz.
• La memoria estática SRAM o memoria para las variables tiene una capacidad
de 96 KBytes y la memoria Flash o de programa tiene una capacidad de 512
KBytes.
• Contiene un controlador de acceso directo a memoria (DMA) que le permite
acceder a datos de la memoria sin necesidad de ocupar el CPU, lo que provoca
un aumento del rendimiento del CPU para otras tareas.
En la Figura 5.5 se puede ver la apariencia de este Arduino.
Figura 5.5: ArduinoDue
Las especificaciones técnicas resumidas, se presenta en la tabla 5.2:
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Especificaciones técnicas
Microcontrolador AT91SAM3X8E de 32 bits
Tensión de funcionamiento 3.3V
Voltaje de entrada (recomendado) 7-12V
Voltaje de entrada (límite) 6 - 16V
Pines digitales Entrada/Salida 54 (de los cuales 12 proporcionan salida PWM)
Pines analógicos de entrada 12
Pines analógicos de salida 2 (DAC)
Corriente para todos los pines de E/S 130mA
Corriente para Pin 3.3V 800mA
Corriente para Pin 5V 800mA
Memoria Flash 512 KB (todo disponible para el usuario)
SRAM 96 KB
Frecuencia de reloj 84 MHz
Tabla 5.2: Especificaciones técnicas del Arduino Due
A continuación se describe de manera detallada alguna de sus características que
podrían ser importantes para el diseño en este proyecto.
Alimentación : Al igual que el Arduino Uno, éste se puede alimentar por vía USB
o por una fuente de alimentación externa. Los pines de alimentación son los
mismos expuestos en el Arduino Uno.
Entradas y Salidas : A diferencia del resto de placas, los pines de E/S solo
pueden operar a 3.3V, es decir, si se introduce una señal de tensión mayor
a 3.3V en alguno de sus pines, no solo podría dañar el pin, sino que tam-
bién podría dañar la placa. La placa contiene pines digitales de E/S y pines
analógicos de E/S. Las funcionalidades de algunos de sus pines se ven a con-
tinuación:
• E/S digitales: pines desde 0 hasta el 53.
• LED: Pin 13.
• Entradas Analógicas: Pines desde A0 hasta A11, que convierten la señal
analógica en digital con una resolución de 12 bits (4096 niveles); sin
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embargo, están configuradas por defecto para tener una resolución de 10
bits por compatibilidad con otras placas Arduino.
• DAC0 y DAC1: Son pines que convierten un nivel digital a un nivel
analógico con una resolución de hasta 12 bits.
• Reset: Usado para resetear el microcontrolador.
Comunicación : Esta placa dispone de dos entradas por puerto serie , el puerto
de programación serial y el puerto nativo serial USB. Utilizando el puerto de
programación serial, es posible comunicarse con el ordenador, mientras que
utilizando el puerto nativo serial USB, es posible comunicarse con tabletas,
móviles, y algunos otros periféricos.
Programación : A pesar de tener otro tipo de microcontrolador, la placa Due
también puede ser programado mediante el software propio del Arduino; pero
también se puede utilizar el código nativo del propio microcontrolador, ha-
ciendo uso de la plataforma de Atmel (ASF) para el SAM3XE. La librería
básica que proporciona Atmel es libsam, que se instala automáticamente con
el software Arduino.
5.6 Arduino Uno vs Arduino Due
Como se ha mencionado en la introducción Arduino, es la plataforma electrónica que
ha dado soporte en el diseño de los diferentes convertidores de este proyecto. Pero,
sabiendo que existen una variedad de placas, se ha decidido la implementación del
Arduino Due; por ello, es necesario realizar una comparación entre placas Arduino.
La elección de Arduino Uno como referencia, es porque contiene un microcontro-
lador de la familia Atmel AVR, que están presentes en la mayoría de las placas
Arduino, por lo que, las diferencias respecto las otras placas son mínimas. [8].
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En la tabla 5.3, se presenta una comparación de los dos diferentes microcontro-
ladores de Atmel. Como se puede observar el microcontrolador ATSAM3X4E tiene
una serie de ventajas notables; sin embargo, muchas de sus características no se
utilizan en este proyecto.
ATmega328P ATSAM3X4E
Memoria Flash 32KBytes 256KBytes
Total Pines 32 144
Max. Frecuencia de reloj 20 MHz 84 MHz
CPU 8-bit AVR ARM Cortex-M3 de 32 bits
Max. Pines E/S 23 103
Interrupciones Externas 24 103
Interfaz USB No Host,Device
SPI 2 4
TWI (I2C) 1 2
CAN No 2
Canales ADC 8 16
Resolución ADC (bits) 10 12
Velocidad ADC (ksps) 15 1000
Canales DAC No 2
Resolución DAC No 12
SRAM (Kbytes) 2 KB 96 KB
EEPROM (Bytes) 1024 0
SRAM 2 KB 96 KB
Tensión de funcionamiento (Vcc) 1.8 a 5.5V 1.62 a 3.6V
Timers 3 9
Canales PWM 6 8
Tabla 5.3: Comparación ATmega328P y ATSAM3X4E.
El microcontrolador en el diseño de un ADC sigma-delta se utiliza para mar-
car el ritmo de sobremuestreo, para recoger los datos binarios y para el filtrado y
diezmado. También se utiliza para enviar los datos convertidos por el puerto serie
al ordenador para su posterior tratamiento. Por otra parte, para el diseño de un
DAC sigma-delta, es necesario un procesador que realice las operaciones del mod-
ulador digital y para recibir las señales digitales a modular. Por ello, en la tabla
5.4, se muestra una comparación de ventajas y desventajas que supone el uso de un
Arduino Uno o un Arduino Due, para las funciones mencionadas.
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Como se puede observar en la tabla 5.4, la placa Arduino Due, tiene muchas más
ventajas respecto del Arduno Uno, por lo que, para la aplicación del diseño de un
convertidor analógico-digital y digital-analógico sigma-delta se hará un uso justifi-
cado del Arduino Due.
Arduino Uno Arduino Due
Ventajas
Sus pines de E/S son de 5V, hecho
que evita poner divisores de tensión
a la entrada de los pines, ya que 5V
es un voltaje normalizado
La frecuencia de reloj es de 84MHz
con el cual se puede conseguir
frecuencias de sobremuestreo muy
elevadas respecto el Arduino Uno
Si se daña el microcontrolador,
puede ser reemplazado fácilmente
por otro, a un coste muy bajo
Lleva incorporado un convertidor
DAC, útil para comprobar el
funcionamiento de la salida del
modulador analógico sigma-delta.
La resolución del convertidor ADC
de la placa es más elevada. Este se
utiliza en el diseño del DAC para
recibir señales digitales.
Timers de 32 bits respecto de los 8
bits del Arduino Uno. Esto provoca
una mejor precisión a la hora de
programar la frecuencia de
sobremuestreo
Desventajas
Poca velocidad del reloj de solo 16
MHz, lo que provoca que las
instrucciones del programa ocupen
más tiempo, además de conseguir
frecuencias de sobremuestreo muy
bajas.
Sus pines de E/S son de 3.3V, lo
que provoca tener que introducir un
divisor de tensión a la entrada de
sus pines, y por lo tanto más
componentes electrónicos
Resolución de 10 bits del ADC y no
dispone de un convertidor DAC
Si se daña el microcontrolador no se
puede reemplazar por otro
fácilmente, ya que esta soldado a la
placa.
Tabla 5.4: Comparación Arduino Uno vs Arduino Due
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5.7 Entorno de programación
En esta sección se verá el entorno de programación del software propio del Arduino,
las funciones que contiene, y algunos ejemplos. También se verá como aportación
la explicación de algunas instrucciones y de programación por registro, con el fin de
reemplazar ciertas códigos del software Arduino, que son de lenta ejecución.
5.7.1 Entorno Wiring (software Arduino)
El software Arduino [6] está basado en el entorno de desarrolo Wiring, que es una
combinación entre código C y java. El entorno Wiring, se puede dividir en 3 partes:
Estructuras, variables y funciones.
5.7.1.1 Estructuras
Las estructuras principales que contiene el sketch cuando se inicia son:
• setup(): Esta función es llamada cuando el programa se ejecuta.
• loop(): Es una rutina en la cual se escribe el código que se quiere ejecutar
continuamente.
Entre las estructuras de control se encuentran:
Condicionales : Expresan una condición. if, if ... else, switch case.
Bucles : Para realizar rutinas que se ejecutan continuamente. for, while, do...while.
5.7.1.2 Variables
Entre las variables tenemos constantes:
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• HIGH/LOW: Para indicar nivel Alto (5V)/Bajo (0V) lógico.
• INPUT/OUTPUT: Para indicar si un pin es de entrada o salida.
• true/false: Para indicar verdadero o falso.
Y entre los tipos de datos:
• void, boolean, char, unsigned char, byte, int, unsigned int, word, long, un-
signed long, float, double, string, array.
Por otra parte se tiene las funciones que convierten un dato a otro tipo de dato
como por ejemplo de entero a char (char()) o de char a byte (byte()), y las que
califican un tipo de variable (voltatile()). Todas se presentan a continuación:
• char(), byte(), int(), word(),long(), float().
• static,volatile, const
5.7.1.3 Funciones
Entre las funciones del software Arduino se tiene:
E/S digital :
• pinMode(): Para configurar un pin como entrada o salida.
• digitalWrite(): Para escribir un nivel alto o bajo sobre el pin.
• digitalRead(): Para leer un nivel alto o bajo desde el pin.
E/S analógicas :
• analogRead(): Para leer una señal analógica desde un pin analógico de
entrada.
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• analogWrite(): Para escribir un nivel analógico sobre los pines PWM de
resolución de 8 bits (256 niveles) en el Arduino Uno y en el Arduino Due,
en los pines PWM y los pines DAC con resolución de hasta 12 bits.
• analogWriteResolution(): Solo funciona en el Arduino Due. Permite
modificar la resolución por defecto de 10 bits (0-1023).
Matemáticas, trigonometría y números aleatorios :
• min(), max(), abs(), map(), pow(), sqrt(), sin(), cos(), tan(), random-
Seed(), random().
Interrupciones externas :
• attachInterrupt(): Para habilitar interrupciones externas en los pines,
tales como, interrupción por flanco ascendente, flanco descendente, nivel
bajo y nivel alto (Due).
• detachInterrupt(): Para desahibilitar una interrupción habilitada por at-
tachInterrupt().
Comunicación serie : Se tiene: la función begin(), para habilitar la comuni-
cación, available(), para saber si hay un byte en el puerto serie, read(),
para leer el byte desde el puerto serie, flush(), para vaciar el puerto serie,
print() y println(), para enviar e imprimir un dato al puerto serie, write(),
para enviar solo un byte por el puerto serie.
Analizador de caracteres : Existe la función isDigit() para comprobar si un
caracter es un digito.
5.7.1.4 Ejemplos
A continuación se muestran algunos ejemplos importantes , utilizando instrucciones
de las mencionadas anteriormente, que se van a utilizar en el proyecto:
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Ejemplo del manejo de interrupciones externas : La idea del programa es
realizar un marcha-paro de cualquier sistema. En este caso se enciende un
LED con un botón de marcha y se apaga con otro botón de paro. El botón de
marcha se conecta al pin digital número 7, de tal manera que cuando se pulse,
salte a la rutina de interrupción llamada "MARCHA", y encienda el LED.
Por otra parte, el botón de paro se conecta al pin digital número 8; cuando
detecte un cambio de nivel de 0 a 1(0 a 3.3V), entonces salta a la rutina de
interrupción "PARO" asociada al pin, y se apaga el LED.
Ejemplo 5.1 Ejemplo de interrupciones externas.
1 /*
2 Las interrupciones externas disponibles son:
3
4 RISING: Detecta un flanco ascendente del pin; paso 0 a 3.3V.
5 FALLING: Detecta un flanco descendente del pin; paso de 3.3V a 0.
6 LOW: Detecta un nivel bajo en el pin; nivel 0V.
7 HIGH: Detecta un nivel alto en el pin; nivel 3.3V.
8 */
9 #define led 13 // led 13 del Arduino.
10
11 int marcha=0,paro=1; // variables auxiliares de marcha y paro.
12
13 void setup() {
14 pinMode(led,OUTPUT); // Configuracion del pin 13 como salida.
15 attachInterrupt(7, MARCHA,RISING); /* 7: pin digital,
16 MARCHA: rutina de interrupcion,
17 RISING: Modo de deteccion por
18 flanco ascendente*/
19 attachInterrupt(8, PARO, RISING);/* 8: pin digital,
20 PARO: rutina de interrupcion,
21 RISING: Modo de deteccion por
22 flanco ascendente*/
23 }
24 void loop() {
25 //
26 }
27 /*-------RUTINA DE INTERRUPCION PARO---------*/
28 void PARO(){
29 if(marcha==1 && paro==0){ /*Condicion para parar el LED solo en
30 caso de que se haya pulsado marcha y
31 para que no vuelva a entrar en
32 la rutina si se pulsa seguidamente el boton
33 de paro.
34 */
35
128
ARDUINO
36 paro=1;
37 marcha=0;
38 digitalWrite(led,LOW); // Apagar el LED
39 }
40 }
41 /*-------RUTINA DE INTERRUPCION MARCHA---------*/
42 void MARCHA(){
43 if(paro==1 && marcha==0){/*Condicion para encender el LED ,solo en
44 caso de que se haya pulsado paro. Evita el llamamiento a la
interrupcion repetidas veces si se pulsa el boton seguidamente.*/
45 marcha=1;
46 paro=0;
47 digitalWrite(led,HIGH); // Encender el LED.
48 }
49 }
Ejemplo de Comunicación por puerto Serie : En este caso como ejemplo, se
utilizará también las interrupciones externas, para leer desde el puerto serie
y escribir sobre el puerto serie, mediante botones distintos. El programa con-
siste en enviar un número por el puerto serie al Arduino cuando se pulse un
botón de enviar, y devuelva el número multiplicado por si mismo cuando se
pulse otro botón para leer.
Sobre la comunicación serie cabe resaltar que los datos se leen byte a byte
en codificación ASCII, es decir, si por ejemplo se envía un número entero 123,
el Arduino leerá el 1,2 y 3 como código Ascii por separado, o si se envía un
String "HOLA", el Arduino leerá carácter a carácter por separado. Por lo
tanto, es necesario sumar los caracteres hasta que el buffer quede vacío para
obtener el dato que se ha enviado.
Ejemplo 5.2 Ejemplo comunicación serie mas interrupciones externas.
1 String inString = "";//Variable String para sumar cada caracter.
2 int inChar=0; // Variable para almacenar cada byte leido del puerto.
3 int dato; // Variable tipo entero para almacenar el dato completo
4 int enviar=0,leer=1;// Variables auxiliares para optimizar la recepcion
5 //y transmision de datos.
6
7 void setup() {
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8 Serial.begin(9600); // Abrir puerto serie a 9600 baudios por segundo.
9 attachInterrupt(7, ENVIAR,RISING);/* 7 : pin;
10 ENVIAR: Rutina de interrupcion;
11 RISING: Modo flanco ascendente*/
12 attachInterrupt(8, LEER, RISING);/* 8 : pin,
13 LEER : Rutina de interrupcion;
14 RISING: Modo flanco ascendente*/
15 }
16 void loop() {
17 /*Bucle que se mantiene mientras no se haya presionado enviar y se haya
18 presionado leer*/
19 while(leer==1 || enviar==0){
20 LeerDato(); // funcion para leer por el puerto serie.
21 }
22 }
23 /*------------------RUTINA DE INTERRUPCION LEER-----------------*/
24 void LEER(){
25 if(enviar==1 && leer==0){ // leer y no enviar a la vez
26 leer=1;enviar=0;
27 Serial.println(dato*dato); /*Leer el dato que se ha enviado
28 multiplicado por si mismo.*/
29 dato=0; // Resetear el dato leido.
30 }
31 }
32 /*-----------------RUTINA DE INTERRUPCION ENVIAR----------------*/
33 void ENVIAR(){
34 if(leer==1 && enviar==0){// Enviar y no leer a la vez
35 enviar=1; leer=0;
36 }
37 }
38 /*---------FUNCION PARA LEER UN DATO POR EL PUERTO SERIE--------*/
39 void LeerDato(){
40 waitSerialAvailable(); // funcion para esperar un byte por el puerto.
41 if(Serial.available()){ /* Serial.available(): Mira si hay un byte
disponible a leer por el puerto serie*/
42 while (Serial.available() > 0){ /* Leer hasta que no haya bytes
disponibles en el puerto */
43 delay(3); // delay para mejorar la lectura de un byte.
44 inChar = Serial.read();// Serial.read(): lee un byte de puerto.
45 if (isDigit(inChar)){ // Si la variable leida es un digito, sumar.
46 inString += (char)inChar;/* Suma cada caracter que
entra por el puerto y lo guarda.*/
47 }
48 }
49 dato=inString.toInt(); // Convierte la cadena de caracteres.
50 //en un entero.
51 inString= "";// Borrar el String.
52 }
53 }
54 /*-------FUNCION PARA ESPERAR UN BYTE POR EL PUERTO SERIE-------*/
55 void waitSerialAvailable (){
56 /*Sale del bucle cuando hay un byte en el puerto esperando*/
57 while (Serial.available()==0) delay(0.2);
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58 }
5.7.2 Aportaciones a la programación en Arduino
En este apartado, se verá algunos ejemplos que aportan una manera más eficiente de
realizar algunas funciones específicas con el Arduino, que son de gran importancia
para este proyecto.
Las funciones del propio Arduino (entorno Wiring) que se van sustituir y mejo-
rar son: el tratamiento del tiempo (delay()), la lectura de una señal analógica
mediante el ADC del Arduino (AnalogRead()), la escritura sobre un pin de salida
analógica (AnalogWrite()), y la manipulación de puertos de E/S digitales (digital-
Write(),digitalRead()).
Esto se llevará a cabo mediante la programación sobre los mismos registros que uti-
liza el Arduino para realizar las funciones mencionadas. También se puede realizar
haciendo uso de una biblioteca proporcionado por Atmel, creador del microcontro-
lador ATSAM3X4E del Arduino Due.
La finalidad de programar por registros, es conseguir optimizar y utilizar el mínimo
número de ciclos máquina del oscilador en la ejecución de los códigos, hecho que es
muy importante en el diseño de convertidores de sobremuestreo.
5.7.2.1 Timers (temporizadores)
Un timer o temporizador se programa mediante interrupciones, y es la manera más
eficiente para el manejo del tiempo, este reemplaza a la función delay(tiempo) del
entorno Wiring.
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La función delay(tiempo), mantiene ocupado el procesador durante el tiempo
establecido, por lo que, no se puede realizar ninguna otra acción; por el contrario,
en una interrupción se programa el tiempo que se desee y cuando ese tiempo ha
transcurrido, el programa salta automáticamente a una rutina de atención, propia
de cada interrupción; durante ese tiempo el CPU esta libre para realizar cualquier
otra acción.
El Arduino Due dispone de 3 Timers llamados TC0,TC1,TC2, y cada Timer tiene
3 canales, en las que cada uno tiene su propio contador y servicio de interrupción
independientes de otros canales, por lo que, es como si hubieran en total 9 timers
diferentes.
El funcionamiento del Timer programado consiste en un contador que aumenta
su cuenta a una frecuencia divisora de la frecuencia máxima del microcontrolador
(84MHz), y va comparando su valor hasta alcanzar un valor de cuenta que se haya
programado y guardado previamente en un registro. Cuando se alcanza esta cuenta
entonces se produce una interrupción y un flanco de salida. Hay 3 diferentes reg-
istros de nombres RA,RB y RC que pueden guardar una cuenta y 1 comparador
independiente para cada registro; sin embargo solo el comparador del registro RC
puede producir un flanco de subida o bajada. En la Figura 5.6 se muestra el dia-
grama de bloques correspondiente con el funcionamiento de un canal de un Timer.
A continuación se presenta un ejemplo de su uso y luego se explicarán los datos
importantes del código a modificar si se quiere cambiar de canal,Timer y tiempo o
frecuencia deseada. El ejemplo consiste en el parpadeo de un led a una frecuencia
de 2Hz utilizando el canal 0 del Timer 1 del Arduino.
Ejemplo 5.3 Ejemplo Interrupción Timer1 canal0 con registros.
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Figura 5.6: Diagrama de bloques del funcionamiento de un canal de cualquier
TIMER
1 #define f_clock 84000000 //84 MHz
2 #define led 13 // Pin led 13 del arduino.
3 volatile boolean l; // Tipo volatile para garantizar la actualizacion.
4 int canal=0; // canal 0 .
5 int frecuencia=2; // 2Hz de frecuencia, 0.5 segundos.
6
7 void setup()
8 {
9 pinMode(led,OUTPUT);
10 /*--------CONFIGURACION TIMER 1 CANAL 0---------------*/
11 pmc_set_writeprotect(false); // Habilitar la escritura de registros
12 pmc_enable_periph_clk (ID_TC3) ; // Habilitar el clock
13 TcChannel * t = &(TC1->TC_CHANNEL)[0] ;/* Puntero *t que apunta a la
14 direccion de memoria del registro TC1 canal 0.*/
15 t->TC_CCR = TC_CCR_CLKDIS ; // Desahibilitar TIMER para configurar
16 t->TC_IDR = 0xFFFFFFFF ; // Desahibilitar todas las interrupciones.
17 t->TC_CMR = TC_CMR_TCCLKS_TIMER_CLOCK4|// TIMER_CLOCK4: 656.250 KHz
18 TC_CMR_WAVE | /* Modo waveform: Generacion
19 pulsos repetidos.*/
20 TC_CMR_WAVSEL_UP_RC | /* Modo contador ascendente
21 donde el registro RC funciona como umbral*/
22 TC_CMR_ACPA_CLEAR | TC_CMR_ACPC_CLEAR | // Limpiar registros.
23 TC_CMR_BCPB_CLEAR | TC_CMR_BCPC_CLEAR ; // Limpiar registros.
24
25 /*----ESTABLECER CUENTA CORRESPONDIENTE CON LA FRECUENCIA DESEADA-----*/
26 t->TC_RC = (f_clock/128)/frecuencia; //Guardar cuenta en registro RC.
27 /*-------------------------------------------------------------------*/
28 t->TC_CCR = TC_CCR_CLKEN | TC_CCR_SWTRG ;// Rehabilitar TIMER
29 t->TC_IER = TC_IER_CPCS; /* Habilitar el comparador del
registro RC */
30 t->TC_IDR = 0xEF; /* Desahibilitar los registros
31 de comparacion diferentes a RC.*/
32 NVIC_EnableIRQ(TC3_IRQn); /* Habilitar el servicio de
33 interrupcion del Timer 1 canal 0.*/
34 }
35 void TC3_Handler(){
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36 long lectura=REG_TC1_SR0; /* Vital: Leer el estado del contador,
37 de otra manera solo se producira una interrupcion*/
38 digitalWrite(led, l = !l); // Cambiar el estado del led a su negado.
39 }
40 void loop() {
41 }
A continuación se explica el Ejemplo 5.3. Todas las líneas mencionadas hacen
referencia a este ejemplo.
Configurar Timer (líneas 12,13,32) y
definir servicio de interrupción (líneas 35-39)
Primero se necesita habilitar el clock periférico que tiene asociado cada cada canal
de un Timer. El clock periférico es el que maneja la frecuencia a la que se realiza
la cuenta. Esta configuración se implementa mediante el código de la línea 12,
pmc_enable_periph_clk(ID_TC3), donde ID_TC3 es un indentificador del canal
0 del Timer 1. Luego en la línea 13 se asigna un puntero que se utiliza para ingresar
de manera rápida a todos los registros de configuración de un Timer. En éste, TC1
indica el Timer y [0] indica el canal.
Por último se tiene que habilitar el controlador de vectores de interrupción con
el código de la línea 32, NVIC_EnableIRQ(TC3_IRQn) donde TC3_IRQn es un
identificador del servicio de interrupción.
El servicio de interrupción no es más que una función donde se programa el código
que se quiere ejecutar cuando se produce una interrupción, y se ve en las líneas
35-39 del ejemplo. Lo importante en esta función es leer el estado del contador, ya
que de otra manera el contador solo producirá una interrupción. En la línea 36
se presenta la lectura, que se realiza mediante el código REG_TC1_SR0, donde el
índice 1 de TC1 indica el Timer 1, y el índice 0 de SR0, que es donde se guarda
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la cuenta, indica el canal 0. En la siguiente tabla se presentan los identificadores
mencionados para cada canal de cada Timer y los servicios de interrupción:
Timer Canal NVIC "ID" Servicio de Interrupción PMC "ID"
TC0 0 TC0_IRQn TC0_Handler IC_TC0
TC0 1 TC1_IRQn TC1_Handler IC_TC1
TC0 2 TC2_IRQn TC2_Handler IC_TC2
TC1 0 TC0_IRQn TC3_Handler IC_TC3
TC1 1 TC1_IRQn TC4_Handler IC_TC4
TC1 2 TC2_IRQn TC5_Handler IC_TC5
TC2 0 TC0_IRQn TC6_Handler IC_TC6
TC2 1 TC1_IRQn TC7_Handler IC_TC7
TC2 2 TC2_IRQn TC8_Handler IC_TC8
Tabla 5.5: Tabla de identificadores y servicios de interrupción del Timer
Configurar tiempo o frecuencia deseada (línea 17 y línea 26)
La configuración del tiempo deseado o frecuencia depende de la frecuencia del os-
cilador o clock (84MHz). Éste se puede dividir a frecuencias más pequeñas mediante
divisores de frecuencia con el fin de alcanzar mayor tiempo. Estos divisores son: 2,
8, 32 y 128. Ya que el Timer es un contador que cuenta desde 1 hasta 232 a ritmo
de la frecuencia que se establezca, entonces la relación entre esta cuenta, el tiempo
deseado (en segundos), la frecuencia del clock y el divisor de frecuencia viene dado
por (5.1). Y si se quiere configurar la frecuencia en lugar del tiempo entonces la
expresión (5.1) se cambia por la (5.2).
N oCuenta =
frecuencia_clock
divisor
∗ Tiempo_deseado. (5.1)
N oCuenta =
frecuencia_clock
divisor
frecuencia_deseada
(5.2)
Por lo tanto, si se quiere conseguir un tiempo de 110 segundos, el número de cuenta
utilizando un divisor de 8, sería (84MHz/8) ·110 = 1.155 ·109. Con un divisor de 2,
no se podría alcanzar esta cuenta, ya que el número sería (84MHz/2)·110 = 4.62·109
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y la cuenta máxima es 232 = 4.29496 · 109.
En la línea 26 del ejemplo se presenta la configuración de la cuenta correspondiente
a la frecuencia que se desea, utilizando un divisor de 128 como ejemplo. Y este divi-
sor en el Timer se configura en la línea 17, mediante el bit TIMER_CLOCK4.
En la tabla 5.6 se relaciona el nombre del bit a habilitar para cada divisor de fre-
cuencia y el tiempo máximo que se puede alcanzar con cada una.
Nombre Divisor Frecuencia Tiempo máximo
TIMER_CLOCK1 2 42 MHz 102.26 s
TIMER_CLOCK2 8 10.5 MHz 409.04 s
TIMER_CLOCK3 32 2.625 MHz 1636.18 s
TIMER_CLOCK4 128 656.250 KHz 6544.71 s
Tabla 5.6: Tabla de configuración de frecuencias para el Timer
Deshabilitar y habilitar TIMER (línea 15 y línea 28)
Mediante el código de la línea 15, se puede deshabilitar el clock del Timer en
cualquier momento. Y mediante el de la línea 28 se puede volver a rehabilitar este
clock en cualquier parte del código.
5.7.2.2 ADC
La manera más eficiente de leer una señal analógica desde un pin es mediante
una interrupción, de tal manera que se desee leer cuando esté lista la conversión
y periódicamente a un tiempo determinado. La interrupción del ADC reemplaza
la función analogRead() del entorno Wiring. La gran diferencia es el tiempo que
supone el uso de esta función, ya que ocupa muchos ciclos de reloj del procesador,
desde que se produce la petición de leer hasta que tiene el valor convertido a digital.
La interrupción por contra, solo ocupa los ciclos de reloj correspondientes a la
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captura del dato mediante una variable, ya que cuando entra en la rutina de in-
terrupción, la conversión ya esta hecha. El inicio de conversión se realiza a una
frecuencia determinada, que se programa mediante el TIMER 0 y con el final de
conversión se produce la interrupción del ADC.
Además el TIMER 0, ha de ser capaz de generar una señal de clock (onda cuadrada)
a su salida, que se puede realizar mediante el uso de 2 comparadores con diferentes
cuentas; uno para el flanco de subida o bajada y otro para el SET o RESET de esa
señal. En la Figura 5.7 se muestra el diagrama de bloques correspondiente con el
funcionamiento del ADC.
Figura 5.7: Diagrama de bloques del funcionamiento del ADC
Para seleccionar un canal de entrada o pin analógico en la placa Arduino (A0,A1...An),
se ha comprobado experimentalmente que la enumeración (AD0,AD1...ADn) a pro-
gramar en el microcontrolador ATSAM3X8E que contiene el Arduino Due, no co-
incide con la misma enumeración de los canales en la placa. Por ello, realizando un
test se ha podido verificar los canales de la placa que corresponden con los canales
del microcontrolador. Estos se presentan en la tabla 5.7.
El registro de selección del canal es de 32 bits, pero solo se escribe sobre los 16
primeros bits, ya que el microcontrolador ATSAM3X8E tiene 16 canales y solo 12
son utilizados por la placa Arduino. A continuación se presenta un ejemplo, y luego
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Canales Placa Arduino Due Canales ATSAM3X8E
Canal analógico A0 Canal AD7-CH7
Canal analógico A1 Canal AD6-CH6
Canal analógico A2 Canal AD5-CH5
Canal analógico A3 Canal AD4-CH4
Canal analógico A4 Canal AD3-CH3
Canal analógico A5 Canal AD2-CH2
Canal analógico A6 Canal AD1-CH1
Canal analógico A7 Canal AD0-CH0
Canal analógico A8 Canal AD10-CH10
Canal analógico A9 Canal AD11-CH11
Canal analógico A10 Canal AD12-CH12
Canal analógico A11 Canal AD13-CH13
Tabla 5.7: Relación entre canales analógicos. ATSAM3X8E - Arduino
se explica los códigos necesarios a cambiar para configurar un canal de ADC. En el
ejemplo se lee la tensión de un potenciómetro a ritmo de 2 Hz, y se muestra por el
Monitor serie.
Ejemplo 5.4 Ejemplo Interrupción ADC.
1 #define f_clock 84000000 // 84 MHz.
2 int LectPot=0; // Variable para guardar leer el potenciometro.
3 int frecuencia=2; // frecuencia de lectura 2 Hz.
4 void setup()
5 {
6 Serial.begin (9600) ; // Abrir puerto serie a 9600 bits por segundo.
7 adc_setup (); // Funcion para configurar el ADC.
8
9 /*-----CONFIGURACION TIMER 0 CANAL 0 PARA EL CLOCK DEL ADC------*/
10 pmc_set_writeprotect(false); //Habilitar la escritura de registros.
11 pmc_enable_periph_clk (ID_TC0) ; // Habilitar clock
12 TcChannel * t = &(TC0->TC_CHANNEL)[0] ;/* Puntero *t que apunta a la
13 direccion de memoria del registro TC0 canal 0.*/
14 t->TC_CCR = TC_CCR_CLKDIS ; // Desahibilitar TIMER para configurar.
15 t->TC_IDR = 0xFFFFFFFF ; // Desahibilitar todas las interrupciones.
16 t->TC_SR ; // Leer el Timer por primera vez.
17 t->TC_CMR = TC_CMR_TCCLKS_TIMER_CLOCK4|// TIMER_CLOCK4: 656.250 KHz.
18 TC_CMR_WAVE | /* Modo waveform: Generacion de
una onda cuadrada o pulsos repetidos */
19 TC_CMR_WAVSEL_UP_RC | // Modo contador ascendente.
20 TC_CMR_ACPA_CLEAR | TC_CMR_ACPC_CLEAR | // Limpiar registros.
21 TC_CMR_BCPB_CLEAR | TC_CMR_BCPC_CLEAR ; // Limpiar registros.
22
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23 //--ESTABLECER CUENTA CORRESPONDIENTE CON LA FRECUENCIA DESEADA---//
24 t->TC_RC = (f_clock/128)/frecuencia; //Guardar cuenta en registro RC.
25 t->TC_RA = ((f_clock/128)/frecuencia)/2; /* El registro RA es necesario
para generar una senyal cuadrada (clock) para el ADC. Por eso se
configura a la mitad de la frecuencia deseada. */
26
27 /*------------------------------------------------------------------*/
28 t->TC_CMR = (t->TC_CMR & 0xFFF0FFFF) | TC_CMR_ACPA_SET |
TC_CMR_ACPC_CLEAR ; // Establecer RC como Reset y RA como SET
29 t->TC_CCR = TC_CCR_CLKEN | TC_CCR_SWTRG ;// Rehabilitar TIMER
30 t->TC_IER = TC_IER_CPCS; /* Habilitar el comparador del
registro RC.*/
31 t->TC_IDR = 0xEF; /* Desahibilitar los registros
diferentes a RC.*/
32 }
33 /*--------CONFIGURACION DEL ADC: PIN A11-> Arduino ; AD13->SAM3X8E----*/
34 void adc_setup ()
35 {
36 NVIC_EnableIRQ (ADC_IRQn) ; // Habilitar el servicio de interrupcion.
37 ADC->ADC_IDR = 0xFFFFFFFF ; // Deshabilitar todas las interrupciones.
38 ADC->ADC_IER = 0x2000 ; /*0x2000 = 0010 0000 0000 0000. Habilitar
interrupcion de final de conversion del canal AD13.*/
39
40 //--------Seleccion del canal que se quiere utilizar-----------//
41 ADC->ADC_CHDR = 0xFFFF ; // Deshabilitar todos los canales.
42 ADC->ADC_CHER = 0x2000 ; /* 0010 0000 0000 0000 habilitar el canal
AD13 correspondiente con el pin A11 del Arduino.*/
43 //------------------------------------------------------------------//
44 ADC->ADC_CGR = 0x15555555 ; // Poner las ganancia de conversion a 1.
45 ADC->ADC_COR = 0x00000000 ; // Poner el offset del convertidor a 0.
46 ADC->ADC_MR = (ADC->ADC_MR & 0xFFFFFFF0) | ADC_MR_TRGSEL_ADC_TRIG1 |
ADC_MR_TRGEN ; //TRIG1: Utilizar canal 0 del TIMER 0 como clock del ADC.
47 }
48 /*-----------------RUTINA DE INTERRUPCION DEL ADC---------------------*/
49 void ADC_Handler (void) /* Salta a esta rutina, cuando se tiene
el valor convertido y ha pasado el tiempo
configurado por el TIMER 0 CANAL 0*/
50 {
51 if (ADC_ISR_EOC13) // Asegurarse que tiene el dato convertido.
52 {
53 LectPot = *(ADC->ADC_CDR+13) ; /* Almacenar el valor del potenciometro
del el canal A11*/
54 Serial.println(LectPot); //Mostrar por el Monitor Serie
55 }
56 }
57 void loop() {
58 /* TODO SE REALIZA POR INTERRUPCION, NO HAY CODIGO EN EL LOOP */
59 }
A continuación se explica el Ejemplo 5.4, todas las líneas hacen referencia a ello:
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Habilitar interrupción y canal de un ADC (línea 38 y línea 42)
El número 0x2000=0010 0000 0000 0000 es un número de 32 bits visto en las líneas
38 y 42 y se utilizan para apuntar un canal del microcontrolador. La posición del
bit ’1’ (posición 13) indica que es el canal número AD13 del microcontrolador. Así,
el número para cada canal [A0-A11] del Arduino, siguiendo la tabla 5.7 presentada
anteriormente, se muestra en la tabla 5.8.
Pin analógico Arduino Número hexadecimal
A0 0x 00080
A1 0x00040
A2 0x0020
A3 0x0010
A4 0x0008
A5 0x0004
A6 0x0002
A7 0x0001
A8 0x0400
A9 0x0800
A10 0x1000
A11 0x2000
Tabla 5.8: Número hexadecimal para habilitar interrupcion y canal
La línea 38 del código permite habilitar la interrupción y la línea 42, habilitar el
canal ADC del Arduino.
Lectura del ADC en el servicio de interrupción (líneas 49-56)
En la línea 51 se asegura si el dato esta convertido con la variable del registro ISR,
ADC_ISR_EOC13, que se pone a ’1’, cuando se produce el final de conversión.
Y en la línea 53 se ingresa a la posición 13 del registro ADC_CDR, simplemente
sumándole un 13, ya que corresponde con el canal AD13 del microcontrolador. En
la tabla siguiente, se muestra la variable EOC que se tiene que poner para cada pin
analógico del Arduino y la adición al registro ADC_CDR:
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Pin analógico Arduino EOC Adición al registro CDR
A0 EOC7 7
A1 EOC6 6
A2 EOC5 5
A3 EOC4 4
A4 EOC3 3
A5 EOC2 2
A6 EOC1 1
A7 EOC0 0
A8 EOC10 10
A9 EOC11 11
A10 EOC12 12
A11 EOC13 13
Tabla 5.9: Registro EOC correspondiente con cada pin analógico del Arduino
5.7.2.3 DAC
Como se ha visto en las secciones anteriores, lo que se pretende es conseguir ocupar
en lo mínimo el procesador, por lo que, en este se busca escribir un byte por el pin de
salida analógica con el mínimo tiempo del procesador. Pues bien, esto se consigue
con la función de Atmel, dacc_write_conversion_data(*DAC, dato) y reemplaza
al digitalWrite(DACx,dato) del entorno Wiring.
Para configurar el DAC, se puede realizar escribiendo sobre los propios registros
o simplemente escribiendo un byte sobre el DAC que se vaya a utilizar mediante la
función analoWrite(DACx,0) en el void setup() del Sketch, con lo cual, se consigue
configurar automáticamente el canal 0, si es DAC0, ó el canal 1, si es DAC1, del
convertidor digital-analógico de la placa Arduino. En el ejemplo 5.5 se muestra lo
explicado.
El ejemplo consiste en generar una señal triangular de 4 escalones de subida, un
escalón de pico y 4 escalones de bajada, teniendo en cuenta que el valor máximo
se consigue escribiendo el valor 4095 (212 − 1), correspondiente con los 12 bits de
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resolución. Al final se creará una señal que va desde 0.55 V hasta 2.75 V 2
Ejemplo 5.5 Ejemplo de generación de una señal triangular.
1 void setup() {
2 analogWrite(DAC1,0); // Manera rapida de configurar el DAC del Arduino
3 }
4 void loop() {
5 dacc_write_conversion_data(DACC_INTERFACE, 0x0000); // Escalon 1: 0
6 delayMicroseconds(1); // delay de 1 us.
7 dacc_write_conversion_data(DACC_INTERFACE, 0x0400); // Escalon 2: 1024
8 delayMicroseconds(1); // delay de 1 us.
9 dacc_write_conversion_data(DACC_INTERFACE, 0x0800); // Escalon 3: 2048
10 delayMicroseconds(1); // delay de 1 us.
11 dacc_write_conversion_data(DACC_INTERFACE, 0x0C00); // Escalon 4: 3072
12 delayMicroseconds(1); // delay de 1 us.
13 dacc_write_conversion_data(DACC_INTERFACE, 0x0FFF); // Escalon 5: 4096
14 delayMicroseconds(1); // delay de 1 us.
15 dacc_write_conversion_data(DACC_INTERFACE, 0x0C00); // Escalon 4: 3072
16 delayMicroseconds(1); // delay de 1 us.
17 dacc_write_conversion_data(DACC_INTERFACE, 0x0800); // Escalon 3: 2048
18 delayMicroseconds(1); // delay de 1 us.
19 dacc_write_conversion_data(DACC_INTERFACE, 0x0400); // Escalon 2: 1024
20 delayMicroseconds(1); // delay de 1 us.
21 dacc_write_conversion_data(DACC_INTERFACE, 0x0000); // Escalon 1: 0
22 delayMicroseconds(1); // delay de 1 us.
23 }
5.7.2.4 Manipulación de los puertos de E/S digitales
Para reemplazar la función digitalWrite(pin, HIGH ó LOW), la manera más corta
es escribiendo sobre un registro llamado PIO_CODR para poner a nivel bajo, y
sobre PIO_SODR para poner a nivel alto. Y para reemplazar la función digital-
Read(pin), simplemente se ha de consultar en el registro llamado PIO_PDSR el
puerto correspondiente al pin que se quiera leer. La asignación de pines la provee
Arduino en su página. [7].
Existen 4 puertos, el A,B,C y D, en las que cada uno dispone de 32 lineas de
2Según el datasheet del microcontrolador, el valor máximo que puede dar el DAC es de Vref ∗
(5/6) y el mínimo de Vref ∗ (1/6). Vref=3.3V
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E/S, por lo que, el Arduino Due tiene asignados sus pines de E/S a las líneas de los
diferentes puertos. A continuación se presenta un ejemplo del parpadeo de un led
a ritmo de 1 Hz. El programa lee el estado del pin led 13; si esta a nivel alto (’1’
o HIGH), entonces se escribe un ’1’ sobre el registro PIO_CODR para ponerlo a
nivel bajo, en caso contrario, se escribe un ’1’ sobre PIO_SODR para encender el
led. El pin 13 corresponde con el puerto B linea 27 (PB27).
Ejemplo 5.6 Ejemplo del parpadeo del led
1 #define led 13 //pin digital 13
2 void setup(){
3 pinMode(led,INPUT);// Inicializar el pin 13 como entrada para poder leer
4 pinMode(led,OUTPUT); // Inicializar el pin 13 como salida, para poder
escribir.
5 }
6 void loop(){
7 delay(1000);
8 if(!!(PIOB->PIO_PDSR & (1<<27)))/* Se niega doble para que el valor del
registro
9 , que es de 32 bits que se lea, se convierta de manera directa en un
booleano*/
10 PIO->PIO_CODR = PIO_PB27; // Cambiar a nivel LOW
11 else PIOB-> PIO_SODR = PIO_PB27; // Cambiar a nivel HIGH
12 }
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CAPÍTULO 6
DISEÑO DE UN CONVERTIDOR
ADC sigma-delta
En este capítulo se pretende diseñar 3 modelos de conversión, que se han podido
lograr gracias a la placa Arduino. Todos ellos se basan en el modulador analógico
sigma-delta y son los siguientes:
• Modelo 1: Modulación sigma-delta y salida con filtro analógico
• Modelo 2: Modulación sigma-delta con filtrado y diezmado y salida por el
DAC del Arduino
• Modelo 3: Modulación sigma-delta con filtrado y diezmado en Arduino y
almacenado en Matlab
ElModelo 1 es una conversión que se realiza mediante la modulación sigma-delta y
un filtro paso bajo de reconstrucción analógico. Este modelo es útil para comprobar
el buen funcionamiento del modulador.
En el Modelo 2 se convierte y se filtra, mediante el filtro promediador digital
la trama de bits del modulador, y, para comprobar que los datos digitales del filtro
son válidos, se introducen por el DAC propio del Arduino.
Por último, el Modelo 3 consiste en realizar la modulación y el filtrado digital
con el Arduino y luego enviar los datos por el puerto serie hacia el Matlab, de
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manera que mediante un programa de recepción en Matlab se extraen los datos del
puerto y se muestran en una gráfica además de almacenar un número determinado
de muestras.
6.1 Diseño del modulador analógico sigma-delta
Como ya se ha visto en capítulos anteriores el modulador sigma-delta es el núcleo de
conversión y está formado por un amplificador restador, un integrador, y dos com-
paradores, uno para el ADC de 1 bit y otro para el DAC en la realimentación, por
ello, es importante ser muy rigurosos con el diseño. Se ha de aclarar que la elección
de estos componentes puede llegar a ser muy exigente debido a las limitaciones de
los circuitos respecto al simulado.
Antes de diseñar el modulador, primero se debe analizar cual es la velocidad má-
xima que puede ofrecer el Arduino con las instrucciones necesarias para realizar un
biestable tipo D. Para ello, se ha diseñado un test en el cual se programa un Timer,
y en cada interrupción se lee un pin y se escribe sobre el mismo pin su misma señal
entrada pero negada. El resultado del Test se puede ver en la Figura 6.1.
Figura 6.1: Test de velocidad máxima que el Arduino trabaja.
Así, se puede concluir que la frecuencia máxima a la que se puede trabajar es de
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1.024MHz, ya que es la frecuencia a la que se produce un pulso de subida o de
bajada. Esta frecuencia puede disminuir dependiendo de si se programa más ins-
trucciones con el Arduino.
Por lo tanto, sabiendo la velocidad máxima, el circuito que se intenta diseñar es
el que se muestra en la Figura 6.2. Como se puede ver la diferencia respecto del
circuito simulado vista en la Figura 4.20 del capítulo 4 apartado 4.4.1.1, es que el
circuito integrador y el restador se han implementado con un solo amplificador, para
ahorrar circuitos integrados. Además el biestable tipo D se realiza con el Arduino.
Figura 6.2: Circuito sigma-delta a diseñar
Las especificaciones de diseño que se tienen en cuenta son las siguientes:
• Todo el circuito se alimenta con una tensión bipolar de ±5V , por lo tanto, el
rango de entrada al circuito también ±5V
• La tensión de trabajo del Arduino es entre 0 y +3.3V, por lo que, se ha de
limitar las señales entrantes a este rango.
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• La frecuencia de sobremuestreo máxima a la que se puede trabajar es de
fOSR = 1.024MHz, por lo tanto si se introduce más código como por ejemplo
el de filtrar y diezmar o el de utilizar el puerto serie, se tiene que realizar un
test de velocidad.
• Los componentes RC del circuito restador-integrador se han diseñado para
que el modulador tenga una frecuencia de corte de 4kHz.
A continuación se explica la elección de cada uno de los circuitos integrados:
Circuito Restador-Integrador :
Con el circuito restador-integrador se consigue disminuir el número de circuitos in-
tegrados, además con ello se integra directamente la resta de la señal de entrada
con la señal de realimentación del circuito, consiguiendo así, un mejor control de la
saturación del amplificador.
Ya que el modulador sigma-delta trabaja con altas frecuencias de sobremuestreo, se
ha tenido que elegir un amplificador de alta velocidad, que pueda soportar dichas
frecuencias, además de tener un Slew-rate muy elevado. Éste es el circuito integrado
AD844AN que se puede ver en la Figura 6.3.a) Este amplificador tiene un ancho de
banda de 60MHz y un Slew-rate de 2000V/us.
De esta manera, teniendo en cuenta las configuraciones de diseño del DATASHEET[3]
del AD844AN, el circuito restador-integrador que realmente se diseña es el que se
ve en la Figura 6.3.b).
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Figura 6.3: amplificador dip8 AD844AN
Circuito comparador del ADC de 1 bit :
El circuito comparador del ADC de 1 bit, tiene que recibir señales de entre +5V y
-5V y además tiene que dar a su salida tensiones entre 0V y +3.3V, que es la ten-
sión de funcionamiento del Arduino. Por lo tanto, para realizar esto, se necesita un
transistor a su salida, de manera que, éste pueda proporcionar una salida de +3.3V
en su estado de saturación y una tensión de 0V en su estado de corte. Además tam-
bién se necesita que el comparador sea de alta velocidad para que pueda conmutar
a frecuencias de sobremuestreo elevadas.
Por todo esto, se ha elegido el circuito integrado LM311P (Figura 6.4.a), que
lleva incorporado a su salida un transistor y tiene una velocidad de conmutación de
0 a 5V en 100ns y de 5V a 0 en 50ns.
Por consiguiente, el circuito que se diseña siguiendo el DATASHEET[16] del LM311P
y considerando los condensadores de desacoplo para la alimentación del amplifi-
cador, es el que se presenta en la Figura 6.4.b). Se tiene en cuenta que la fuente de
+3.3V que se ve en la figura la proporciona el Arduino.
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Figura 6.4: Comparador LM311P para el ADC de 1 bit
Circuito comparador del DAC de 1 bit :
El circuito comparador del DAC de 1 bit situado en la realimentación del modulador,
también se realiza mediante el comparador LM311P, ya que no se tiene ninguna
especificación en concreto, solo el de requerir altas velocidades de conmutación. La
tensión en la entrada negativa con la que se compara es equivalente a la mitad de
la tensión de salida del Arduino, es decir, V− = +3.3V/2 = 1.65V , para que de esta
manera se convierta la tensión de 0 y +3.3V a -5V y +5V. El esquema del diseño
siguiendo la configuración dada por el DATASHEET[16] del LM311P y asumiendo
los condensadores de desacoplo en la alimentación, se puede ver en la Figura 6.5
Figura 6.5: Comparador LM311P para el DAC de 1 bit
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6.1.1 Diseño PCB del modulador
Teniendo todas las formas de diseño de cada circuito primero se ha montado y
validado su funcionamiento en una placa protoboard y luego se ha implementado el
modulador en una placa de circuito impreso, realizando un previo diseño PCB [18]
mediante el programa Altium Designer. El esquema general del modulador es el que
se ve en la Figura 6.6. Además se ha incluido en el mismo diseño unos pulsadores
que servirán para poner en marcha y parar la conversión, en los modelos que se
presentarán en los siguientes apartados. En la Figura 6.7 y 6.8 se muestra la cara
BOTTOM y TOP de la placa, respectivamente.
Figura 6.6: Diseño del circuito modulador sigma-delta
Figura 6.7: Cara Bottom de la placa del modulador
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Figura 6.8: Cara TOP de la placa del modulador
En la Figura 6.9.a, se muestra un esquema de las partes de la placa, y en la Figura
6.9.b, se presenta el esquema de conexionado de la placa al Arduino. Se ha de saber
que el rango de la señal analógica de entrada de la placa es de +5V y -5V, y la
salida son los pulsos del modulador (+5V y -5V).
Figura 6.9: a) Esquema de etiquetas de la placa, b) Esquema de conexionado
de la placa
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6.1.2 Resultados del diseño del modulador
El circuito modulador primero se montó en una placa protoboard, del cual se han
podido extraer algunas imágenes que permiten la validación de cada una de las
partes del modulador. Las pruebas se hicieron sobre una señal de 1kHz y 4.5V de
amplitud, sobremuestrada a la frecuencia máxima de fOSR = 1.024MHz, y uti-
lizando el programa del Anexo A.2.1 para realizar la función de Latch tipo D con
el Arduino. Este se programó siguiendo el Ejemplo 5.3 del capítulo 5 del uso de
un Timer para la programación de la frecuencia de sobremuestreo, y el Ejemplo
5.6 del mismo capítulo, para leer un puerto digital y escribir sobre otro puerto
digital el mismo valor leído.
En la Figura 6.10 se puede ver la señal de entrada y la señal de salida modulada
del Arduino. Tal y como se puede comprobar los pulsos son más frecuentes cuando
la señal pasa por 0V, y predominan los niveles bajos cuando la señal se acerca al
fondo de escala negativo y los altos cuando se acerca al fondo de escala positivo.
Figura 6.10: Señal de entrada al modulador de 1kHz y 4.5V sobremuestrada a
fOSR = 1.024MHz
En la Figura 6.11, se muestra la señal de entrada (señal de integración) al compara-
dor del ADC de 1 bit del circuito, y la señal de salida del comparador, que son los
pulsos de +3.3V y 0V que luego entran al Arduino.
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Figura 6.11: Señal de integración en el canal 1 (1V/div) y señal de salida del
comparador del ADC de 1bit en el canal 2 (2V/div)
Por último la Figura 6.12, demuestra como los pulsos de +3.3V y 0V son con-
vertidos en una señal bipolar de +5V y -5V con el comparador del DAC de 1bit.
Figura 6.12: Señal de salida del Arduino en el canal 1 (2V/div) y señal de
salida del comparador del DAC de 1bit en el canal 2 (5V/div).
Por lo tanto, se puede dar por valida el diseño, ya que todos los circuitos cumplen
con lo requerido.
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6.2 Modelo 1: Modulación sigma-delta y salida con
filtro analógico
El sistema de modulación sigma-delta con filtro analógico, es como el sistema
modulación-demodulación que se realizó en la simulación del ADC en el capítulo
4, apartado 4.4.1.1. Este modelo consiste en realizar un modulado mediante el
diseño que se ha explicado anteriormente y un filtrado analógico del tren de pulsos
que salen del Arduino, que son en formato de tensión analógica de dos niveles 0V
y +3.3V, con la finalidad de poder verificar si los pulsos que salen del modulador
coinciden con la señal de entrada. También se ha incluido un marcha y un paro
de conversión. El diagrama de bloques que explica este sistema se presenta en la
Figura 6.13.
Figura 6.13: Diagrama de bloques del diseño del modelo 1 del ADC sigma-delta
Las especificaciones del diseño son las siguientes:
Modulador : El modulador analógico puede trabajar a la frecuencia de sobre-
muestreo máxima (fosr = 1.024MHz) debido a que el Arduino solo hace la
función de Latch tipo D.
Entrada : El rango de entrada es de -5V y +5V y el rango de frecuencias viene
limitado por la frecuencia de corte del filtro analógico.
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Filtro : El filtro paso-bajo, es un Butterworth de orden 6 de frecuencia de corte
de 6kHz, que es el mismo que se diseñará para filtrar los pulsos digitales en el
convertidor digital-analógico sigma-delta, que se verá en el siguiente capítulo
(capítulo 7). Su rango de entrada al filtro es de 0V y +3.3V.
6.2.1 Resultados del diseño del Modelo 1 del ADC
Sabiendo que los pulsos que salen del Arduino tienen un rango de 0V y +3.3V, y
debido a que no se ha utilizado un amplificador, se limitaron a señales de prueba
con el mismo voltaje de pico a pico de Vpp= 3.3V, pudiendo ser bipolar o unipolar.
En la Figura 6.14.a, se muestra el resultado para una señal sinusoidal bipolar de
entrada al modulador con una tensión de pico a pico, V pp = 3V y una frecuencia
de 1kHz, y en la Figura 6.14.b se muestra una señal cuadrada bipolar con la misma
tensión de pico a pico, Vpp=3V y una frecuencia de 100Hz. En ambas figuras el
canal 1 es la señal de entrada al modulador y el canal 2 la señal de salida del filtro
analógico.
Figura 6.14: CH1: Entrada, CH2: Salida. a) Señal sinusoidal de entrada al
modulador (2V/div) y señal de salida del filtro (1V/div), b) Señal cuadrada de
entrada al modulador (2V/div) y señal de salida del filtro (1V/div).
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Como se puede comprobar, en las dos figuras anteriores, las señales de salida del
filtro están centradas en 1.65V, ya que, la señal de entrada al modulador esta cen-
trada en 0V, y el rango de salida del Arduino es de 0V y 3.3V, por lo que, tendrá
un offset de 1.65V, y un factor de escala de escala 3.3V/10.
6.3 Modelo 2: Modulación sigma-delta con filtrado
y diezmado y salida por el DAC del Arduino
En este modelo, se pretende utilizar el convertidor digital-analógico del Arduino para
validar el filtrado digital al que se someterán los pulsos que salen del modulador
sigma-delta. Además tiene un paro y un marcha de conversión. Los pasos a seguir
son los siguientes:
Paso 1 : Pulsar marcha, y modular una señal analógica mediante el modulador
sigma-delta.
Paso 2 : Filtrar y diezmar los pulsos digitales de 1’s y 0s de la modulación medi-
ante un filtro promediador.
Paso 3 : Adaptar la señal filtrada y diezmada con valores entre 0 y 1 a valores
entre 0 y 4095, que corresponden con los 12 bits de resolución del DAC del
Arduino.
Paso 4 : Escribir los valores escalados entre 0 y 4095 en el DAC del Arduino
mediante uno de sus 2 pines de salida analógica. En este caso se utilizará el
pin DAC1 del Arduino.
Paso 5 : Pulsar paro para detener la conversión.
156
DISEÑO DE UN CONVERTIDOR ADC sigma-delta
El diagrama de bloques de la Figura 6.15, explica la descripción del modelo 2 a
diseñar.
Figura 6.15: Diagrama de bloques del diseño del modelo 2 del ADC sigma-delta
El programa para filtrar y diezmar a la vez se presenta en la tabla 6.1, donde n es
el contador de muestras, tab es el número de coeficientes del filtro promediador que
también coincide con el número al cual se diezma, val es un pulso digital (0 ó 1)
del modulador y suma es una variable para acumular la suma de los pulsos y luego
diezmar cuando n se iguala tab.
1 n++;
2 //------FILTRO Y DIEZMADO PROMEDIADOR-----------------//
3 if(n<tab) {suma=suma+val;}
4 else {
5 suma = suma/tab;
6 //TRATAR DATO (suma)
7 suma = 0; n=0;
8 }
Tabla 6.1: Filtrar y diezmar
Por lo tanto, combinando el código del biestable tipo D (Anexo A.2.1), el código
del filtrado y diezmado (tabla 6.1), el escalado de 0 y 1 a 0 y 4095, y el código de
la escritura sobre el DAC del Arduino presentado en el Ejemplo 5.5 del capítulo
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5, se obtiene el código del Anexo A.2.2, para este modelo de diseño.
Antes de definir un número de coeficientes del filtro y una frecuencia de sobre-
muestreo, se realizó un Test de velocidad, con todo el nuevo código implementado,
que consiste en la generación de una señal cuadrada en el Arduino que pueda ir
al 50% del ciclo de trabajo. Así, si la frecuencia de sobremuestreo y el número de
coeficientes del filtro primediador que se estableciera hacía que el ciclo de la señal
cuadrada ya no sea del 50%, entonces significaba que se tenía que disminuir esta
frecuencia o aumentar el número de coeficientes del filtro. Por lo tanto, realizando
diferentes combinaciones se consiguió que la frecuencia de trabajo óptima sea de
una fosr = 256000 con un número de coeficientes tab=512
6.3.1 Resultados del diseño del modelo 2 del ADC
Sabiendo que la frecuencia de sobremuestreo es de 256kHz y el factor de sobre-
muestreo de 512, debido a que el número de coeficientes del filtro diezmador es de
tab=512, entonces la frecuencia de muestreo del convertidor es de fs = 256kHz/512 =
500Hz. Entonces la frecuencia máxima de entrada son señales de frecuencias hasta
250Hz, según Nyquist. El rango de tensiones de entrada viene limitado por el rango
de tensiones que puede dar el Arduino por sus pines analógicos de salida (DAC)
que es de 0 a +3.3V.
En la Figura 6.16.a, es muestra el resultado para una señal sinusoidal unipolar
de entrada al modulador con una tensión de pico a pico, V pp = 3V y una frecuen-
cia de 50Hz, y en la Figura 6.16.b, se muestra una señal cuadrada con una tensión
de pico a pico de V pp = 3V y una frecuencia de 10Hz. En ambas figuras el canal 1
es la señal de entrada al modulador y el canal 2 la señal de salida del convertidor
digital-analógico (DAC) del Arduino.
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Figura 6.16: CH1: Entrada, CH2 : Salida, a) Señal sinusoidal de entrada al
modulador (2V/div) y señal de salida del filtro (1V/div), b) Señal cuadrada de
entrada al modulador (2V/div) y señal de salida del filtro (1V/div).
Como se puede comprobar en la figura 6.16.a hay 10 escalones, debido a que la
frecuencia de la señal sinusoidal es de 50Hz y la frecuencia de muestreo de 500Hz.
En la Figura 6.16.b, hay en total 50 escalones debido a que la frecuencia es de 10Hz,
aunque no se pueden apreciar, ya que es una señal cuadrada. Los escalones que salen
del convertidor DAC del Arduino se tendrían que filtrar con un filtro paso-bajo de
frecuencia de corte fc=250Hz, pero se ha decidido no hacerlo para mostrar estos
escalones.
6.4 Modelo 3: Modulación sigma-delta con filtrado
y diezmado en Arduino y almacenado en Mat-
lab
En este modelo se diseñará un modelo en el que una señal analógica se modula
mediante el modulador analógico sigma-delta y luego se almacena los datos digitales
filtrados en Matlab. Esto se consigue mediante el uso del puerto serie de Arduino,
el cual envía los datos filtrados y diezmados hacia Matlab, el cual se encarga de
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almacenar. Además se ha incluido un marcha y un paro para poner en marcha
la conversión y envío de los datos por el puerto serie, y para poder parar ambas
funciones, ya que el buffer del puerto puede saturarse. Los pasos son los siguientes:
Paso 1 : Pulsar el botón de marcha, para modular una señal analógica mediante
el modulador sigma-delta
Paso 2 : Filtrar y diezmar los pulsos digitales de 1’s y 0’s de la modulación medi-
ante un filtro promediador.
Paso 3 : Enviar los datos filtrados por el puerto serie en formato entero de 32 bits.
Paso 4 : Abrir puerto y leer los datos del puerto serie en Matlab.
Paso 5 : Pulsar el botón de paro para detener la conversión y el envío por el puerto
serie. Luego almacenar y representar los datos convertidos.
El diagrama de bloques de la Figura 6.17, representa este diseño de modelo.
Figura 6.17: Diagrama de bloques del diseño del modelo 3 del ADC sigma-delta
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El marcha y el paro se ha realizado mediante interrupciones externas siguiendo el
Ejemplo 5.1 del capítulo 5. El envío por el puerto serie es simplemente el código
Serial.println(" ") en Arduino. Luego el biestable tipo D utilizado en la modulación
es el que se ha diseñado para todos los modelos. El código en Arduino para este
diseño se presenta en el Anexo A.2.3.1. El programa en Matlab para la recepción
de datos simplemente consiste en abrir el puerto serie, verificar si hay un dato y
leer en tiempo real el dato que se va enviando por el Arduino. Éste se presenta en
el Anexo A.2.3.2.
Como en todos los modelos, también se ha realizado un Test de velocidad. El
test se ha realizado variando los coeficientes del filtro y la frecuencia de sobre-
muestreo para conseguir enviar los datos por el puerto serie fluidamente, es decir,
si se enviaban datos y llegaba un momento en que dejaba de enviar, significaba el
Arduino necesitaba más tiempo para realizar dicha función, con lo cual, se encontró
que la frecuencia y el número de coeficientes del filtro para que exista un flujo de
datos continuo, es de fosr = 64kHz de frecuencia de sobremuestreo y tab = 512 de
coeficientes para el filtro promediador. Se ha de aclarar que mientras mayor es el
tab, mayor es el tiempo que tiene el Arduino para enviar por el puerto serie, ya que
hasta que no se sumen los 512 valores, no se envía nada.
6.4.1 Resultados del diseño de modelo 3 del ADC
Las pruebas se han realizado, sobre señales con baja frecuencia debido a que el fac-
tor de sobremuestreo ha de coincidir con el número de coeficientes del filtro, con lo
cual, OSR=tab=512, y provoca que la frecuencia de muestreo sea fs = fosr/OSR =
64kHz/512 = 125Hz, fosr es la frecuencia de sobremuestreo.
En la Figura 6.18.a, se puede ver el resultado para una señal sinusoidal de am-
plitud de pico a pico , Vpp = 3V y frecuencia fin = 2Hz, por lo que, se puede
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visualizar aproximadamente 62.5 muestras por periodo. Además se remarca en la
figura una mala modulación cuando la señal pasa por 0V. Esto es debido a que en
ese momento el envío por el puerto serie ha tardado más de lo normal, eso significa
que disminuyendo un poco la frecuencia esta mala modulación se podría mejorar.
En la Figura 6.18.b, se muestra una señal sinusoidal de Vpp=2V y frecuencia
fin = 1Hz pero la frecuencia de sobremuestreo se ha disminuido de 64kHz a 32kHz.
Esto significa que se tiene una frecuencia de muestreo de fs = 32kHz/512 = 62.5Hz
y al ser la frecuencia de entrada 1Hz, tambien se tienen 62.5 muestras por periodo.
Se puede comprobar que ya no hay cambios bruscos como en la 6.18.a, por lo tanto,
se produce una buena modulación.
Figura 6.18: a)Señal sinusoidal de fin = 2Hz y Vpp=3V digital filtrada y
diezmada de salida del convertidor a fs = 125Hz y fosr = 64kHz. b)Señal
sinusoidal de fin = 1Hz y Vpp=2V digital filtrada y diezmada de salida del
convertidor a fs = 62.5Hz y fosr = 32kHz.
En la Figura 6.19 se muestra una señal sinusoidal de Vpp= 2V y fin = 2Hz a
una frecuencia de sobremuestreo fosr = 64kHz y una frecuencia de muestreo de
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fs = 125Hz. Se puede comprobar que aproximadamente hay 12.5 muestras por
periodo y además debido a que hay pocas muestras, no se puede detectar si en
algún momento se produce alguna mala modulación.
Figura 6.19: Señal sinusoidal de fin = 10Hz y Vpp=2V filtrada y diezmada
de salida del convertidor representada en escala de [V]
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CAPÍTULO 7
DISEÑO DE UN CONVERTIDOR
DIGITAL-ANALÓGICO SIGMA
DELTA
En este capítulo se implementarán diferentes aplicaciones basadas en un convertidor
D/A sigma-delta. En todas ellas se utilizará la plataforma Arduino. Primero se
explicarán el diseño de las partes que conforman el convertidor digital-analógico,
estos son el modulador digital (implementado con el Arduino) y el filtro analógico
paso - bajo de reconstrucción. Una vez definido el diseño del modulador y el filtro,
se probarán diferentes modelos para su validación.
7.1 Diseño del modulador digital
En el capítulo 4, apartado 4.3, se explicó el tipo de convertidor que se diseñaría
en este proyecto. Pues bien, para conseguir que los datos digitales entren a una
frecuencia fs y la modulación se realice a una frecuencia de sobremuestreo fosr
se utilizará los temporizadores o Timers del Arduino explicados en el capítulo 5.
Además también se definirá la frecuencia de sobremuestreo máxima a la que puede
ejecutarse el programa con el modulador diseñado.
Como ya se sabe, un modulador digital esta formado por un acumulador de er-
ror (integrador), un restador, un ADC y un DAC de 1 bit en la realimentación. Por
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lo tanto, la ecuación en diferencias del modulador se desarrolla según la siguiente
estructura:
RESTADOR : e(n) = x(n)− y(n− 1);x : Entrada; y : Salida anterior digital
INTEGRADOR : acc = e(n)+acc(n−1); acc(n) = acumulador de error; e : error actual
ADC 1 BIT y DAC 1 BIT:
Si acc(n) >
2n
2
⇒ y = 2n − 1 & Yanalogica = HIGH ; n = bits
Si acc(n) <
2n
2
⇒ y = 0 & Yanalogica = LOW ; n = bits
Las ecuaciones anteriores traducidas a código de programa se desarrolla según la
tabla 7.1, en el cual se muestra el modulador para códigos de 12 bits, ya que el nivel
máximo es 212 − 1 = 4095.
1 //-------RESTADOR----------------------//
2 e= x - y /* Donde e: Error actual,
3 x: Entrada digital.
4 y: Salida discreta anterior */
5 //--------INTEGRADOR------------------//
6 acc= e + acc /* Donde acc : Acumulador.
7 e : Error actual. */
8 //---------ADC y DAC de 1bit----------//
9 if(acc>2048){ // Si es mayor a 2^n/2
10 PIOC->PIO_SODR = PIO_PC22;/*Nivel analogico HIGH=3.3V sobre el
pin 8 (puerto C, linea 22 del microcontrolador)*/
11 y=4095; //Nivel discreto maximo (2^n-1)
12
13 }
14 else {
15 PIOC->PIO_CODR = PIO_PC22;/*Nivel analogico
LOW=0V sobre el pin 8(puerto C,
linea 22 del microcontrolador)*/
16 y=0; //Nivel discreto 0
17 }
Tabla 7.1: Código del modulador digital
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Una vez obtenido el código del modulador se pone a prueba la velocidad de éste,
con la finalidad de definir la frecuencia máxima para el sobremuestreo. Para ello,
se tiene que introducir el código en un bucle y crear a la salida del modulador una
señal cuadrada de 50% de ciclo de trabajo, el cual se consigue definiendo la entrada
digital ’x’ como 2n/2 1. La frecuencia de esta señal será el que indique la velocidad
máxima a la que puede ejecutarse el código. El programa completo de este test se
encuentra en el Anexo B.2.1.
El resultado del Test se presenta en la Figura 7.1. Se observa que la frecuencia
de la señal es 521.7kHz, por lo tanto, sabiendo que una señal cuadrada se conforma
por 2 muestras (1 y 0), la frecuencia máxima de sobremuestreo que se puede con-
seguir es de 1.043MHz. Para más comodidad de cálculo, se definirá la frecuencia de
sobremuestreo como 1.024MHz para todos los modelos de conversión.
Figura 7.1: Test de velocidad del modulador digital.
Debido a las limitaciones del Arduino, todos los modelos que se diseñan a partir del
modulador digital, tienen un rango de salida de 3.3V, por lo tanto, las señales que
entren al modulador, tienen que ser unipolares con este rango de voltaje.
1Esto es la mitad de la resolución que equivaldría a un valor de 0V si la señal de entrada fuera
bipolar
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7.2 Diseño PCB y montaje del filtro analógico
El filtro analógico que se diseña en este proyecto es un filtro butterworth paso-bajo
de 6 orden. El orden alto del filtro es para un mejor filtrado del ruido de cuantifi-
cación de 1 bit del DAC sigma-delta; pero, también ha de filtrar los escalones de la
señal de salida que todo convertidor digital-analógico proporciona. Por lo tanto, se
diseñará un filtro de frecuencia de corte menor a la de Nyquist, y las señales vendrán
limitadas por este filtro. La frecuencia de corte es de 6kHz y la de Nyquist de 8kHz
ya que, la frecuencia de muestreo es de 16kHz, cuya elección se verá detallada y
validada en al apartado 7.3.1.
Por lo tanto, el diseño coincide con el simulado para la demodulación visto en
la Figura 4.21 del capítulo 4, apartado 4.4.1.1. Éste se ha realizado mediante
la herramienta FilterPRO y el circuito se ve en la Figura 7.2.
Figura 7.2: Filtro paso bajo Butterworth de orden 6
El circuito integrado que se utilizó para los 3 amplificadores es el MCP6040 que
solo acepta tensiones positivas. La tabla de componentes se muestra en la tabla
7.2. Con ello se realizó el diseño del filtro para imprimirlo en una placa de circuito
impreso, mediante el programa Altium Designer. Además también se incluyeron
unos pulsadores de marcha y paro, para un mejor control sobre la conversión, y la
recepción y transmisión de datos entre Matlab y Arduino.
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Nombre Valor Descripción Tolerancia
Etapa 1
R1 1.8KOhms Resistencia E12: 10%
R2 3.3KOhms Resistencia E12: 10%
C1 10nF Capacidad E12: 10%
C2 12nF Capacidad E12: 10%
OpAmp1 Amplificador
Etapa 2
R1 1.2KOhms Resistencia E12: 10%
R2 2.7KOhms Resistencia E12: 10%
C1 10nF Capacidad E12: 10%
C2 22nF Capacidad E12: 10%
OpAmp2 Amplificador
Etapa 3
R1 680Ohms Resistencia E12: 10%
R2 680Ohms Resistencia E12: 10%
C1 10nF Capacidad E12: 10%
C2 150nF Capacidad E12: 10%
OpAmp3 Amplificador
Tabla 7.2: Componentes del filtro
El diseño del montaje se muestra en la Figura 7.3 y la cara TOP y BOTTOM
de la placa se muestra en la Figura 7.4 y 7.5, respectivamente. Por último en la
Figura 7.6 se observa el conexionado de los pines hacia el Arduino.
Se ha de tener en cuenta que el filtro analógico se alimentará a 0V y +3.3V, ya
que los pines digitales trabajan a esta tensión.
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Figura 7.3: Filtro paso bajo Butterworth de orden 6
Figura 7.4: Cara TOP de la placa del filtro
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Figura 7.5: Cara BOTTOM de la placa del filtro
Figura 7.6: Conexionado de la Placa con el Arduino
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7.3 Diseño de los modelos DAC sigma-delta
Teniendo en cuenta los recursos que nos proporciona el Arduino, se ha podido
realizar dos diferentes modelos:
Modelo 1 : Entrada ADC arduino y salida por DAC sigma delta
Modelo 2 : Generación señal con Matlab y salida por DAC sigma delta
En el Modelo 1 se tiene un sistema de conversión en el que se hace uso del con-
vertidor analógico-digital de 12 bits del Arduino para conseguir señales digitales y,
mediante el convertidor digital-analógico sigma delta volver a convertir esta señal
digital a la señal analógica que se había introducido por el ADC del arduino.
El Modelo 2 de conversión consiste en la generación de señales analógicas, en-
viando cualquier tipo de señal digital desde el ordenador hacia el Arduino, el cual
se encarga de convertirlo mediante el DAC sigma-delta. En las siguientes secciones
se verá el desarrollo de dichos modelos.
7.3.1 Modelo1: Entrada ADC arduino y salida por DAC
sigma delta
Este sistema está conformado por una etapa en la cual se obtiene la señal digital
a convertir mediante el ADC del Arduino, y otra etapa para convertir esa señal
digital en una señal analógica mediante el convertidor digital-analógico sigma delta.
Por lo tanto, este modelo es utilizado para comprobar el correcto funcionamiento
del convertidor sigma delta, ya que la entrada al sistema ha de ser igual a la salida
del mismo. Sin embargo, el diseño se ha decantado para procesar señales de voz,
que tienen frecuencias de hasta 4kHz. La idea del modelo es el que se muestra en
la Figura 7.7
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Figura 7.7: Sistema ADC Arduino-DAC sigma delta.
Las especificaciones a tener en cuenta son las siguientes:
• En la primera etapa del sistema, que es la recepción de datos digitales, se
diseña el código de lectura del ADC del Arduino, así como lo explicado en el
Ejemplo 5.4 del capítulo 5.
• La frecuencia de muestreo se define a partir del factor de sobremuestreo (OSR)
y la frecuencia de sobremuestreo (fOSR); fs = fOSR/OSR
• El modulador digital es el diseñado en el apartado 7.1 con frecuencia de so-
bremuestreo fOSR = 1.024MHz, por lo que, se ha programado un Timer con
dicha frecuencia de interrupción.
• El filtro paso bajo es de 6 orden es el diseñado en el apartado 7.2. Su elección
se justificará en esta sección.
El código completo del modulador y la lectura del ADC se presenta en el Anexo
B.2.2.
7.3.2 Resultados
Para conseguir procesar señales de voz que van desde los 300 Hz hasta los 4000Hz,
se realizaron 3 pruebas con la finalidad de conseguir definir una frecuencia de corte
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del filtro y una frecuencia de muestreo que mejor se adapten, manteniendo en todas
ellas la misma frecuencia de sobremuestreo fosr = 1.024MHz. Estos se explican a
continuación:
Prueba 1 :
La primera prueba se realizó con una frecuencia de muestreo, fs = 16kHz y una
frecuencia de corte fc = 12kHz (mayor a la frecuencia de Nyquist) para evitar el
retardo del filtro sobre señales de 4kHz. Los resultados para señales con frecuencias
de 4kHz, 2kHz y 500Hz a fondo de escala son los que se muestra en la figura 7.8.
Figura 7.8: fc = 12kHz,fOSR = 1.024MHz,fs = 16kHz: a)fin=4kHz,
b)fin=2kHz, c)fin=1kHz
Se ve una buena respuesta para señales 500Hz y medianamente buenas para señales
de 2kHz; no obstante, para señales de 4kHz, se ven resultados pésimos, por lo que,
se intentó seguir subiendo la frecuencia de muestreo, manteniendo la frecuencia de
sobremuestreo de fosr = 1.024MHz y la frecuencia de corte de fc = 12kHz.
Prueba 2 :
En esta prueba se subió la frecuencia de muestreo a 24kHz y luego a 32kHz, con
frecuencia de corte de fc = 12kHz, con el fin de ver mejores resultados. En la
Figura 7.9.a, se muestra una señal de fin = 8kHz muestreada a fs = 24kHz y en
la Figura 7.9.b una señal de fin = 10kHz muestreada a fs = 32kHz.
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Figura 7.9: a)fs=24k,fc=12kHz fin=8k; b)fs=32k, fc=12kHz fin=10k
En conclusión, se ve claramente que la señal es más ajustada a medida que se acerca
a la frecuencia de corte de 12kHz, ya que además de filtrar el ruido de cuantificación
del modulador, atenúa muy bien los escalones que todo convertidor digital-analógico
presenta; pero ya que solo se quiere dejar pasar señales de hasta 4kHz, se tiene que
cambiar la frecuencia de corte a una más cercana a esta frecuencia.
Prueba 3 :
Por consiguiente, como última prueba se decidió bajar la frecuencia de corte del
filtro de fc = 12kHz a fc = 6kHz, y también mantener la frecuencia de muestreo
que se utilizó en prueba 1, fs = 16kHz. Con esta elección las señales de hasta
4kHz, se tendrían que visualizar con una buena calidad.
En la Figura 7.10.a, se muestra el resultado de la prueba para una señal sinu-
soidal de fin = 4kHz y Vpp=3.1V y se puede justificar que el diseño tiene una
buena respuesta para estas frecuencias, que es lo que interesa. Sin embargo, a pesar
de su buen ajuste, se ve cierto retardo y atenuación, esto es debido a que el filtro
butterworth introduce bastante retardo y atenúa la señal a medida que éste se ac-
erca a la frecuencia de corte. En la Figura 7.10.b, se presenta el resultado para una
señal de diente de sierra de fin = 100Hz y V pp = 3.1V y ya se puede comprobar
que en éste, el retardo es despreciable.
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Figura 7.10: CH1: Entrada, CH2: Salida. fOSR = 1.024MHz, fs=16k, fc =
6kHz a) Señal sinusoidal de fin=4kHz, Vpp=3.1V b) Señal de diente de sierra de
fin=100Hz, Vpp=3.1V
Por otra parte, también se ha podido extraer los datos del osciloscopio a Matlab,
y con ello se ha podido estimar el retardo del modulador. Se hicieron pruebas con
señales sinusoidales de 2kHz y 4kHz y se simularon la respuesta del filtro para estas
frecuencias, como se ve en la Figura 7.11. Así, si se resta el retardo del filtro (señal
verde) al retardo total (señal roja), se obtiene la estimación del tiempo que ha
tardado el modulador en convertir una señal. El resultado es de 36 us.
Figura 7.11: Test Retardo. En rojo: señal de salida del DAC; en verde: Señal
simulada del filtro; en azul: Señal de entrada. a)fin = 2kHz. b) fin = 4kHz
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7.4 Modelo2: Generación señal con Matlab y salida
por DAC sigma delta
Éste es un sistema en el que se introduce las señales digitales mediante Matlab y se
envían al Arduino para que las module y las saque al exterior. Está diseñado para
funcionar como generador de funciones. El diagrama de bloques que explica este
modelo se muestra en la Figura 7.12
Figura 7.12: Esquema de diseño del modelo 2 del DAC
Este modelo de convertidor tendrá un rango de entrada de 12 bits y de salida de 0
a 3.3V y fs = 16kHz y fosr = 1.024MHz. El límite de frecuencias a generar para
una buena visualización, debido al filtro de alto orden que atenúa las frecuencias
próximas a 6kHz, se especifica a continuación:
• Señales sinusoidales: Frecuencias hasta 4kHz.
• Señales cuadradas: Frecuencias hasta 1kHz.
• Señales triangulares: Frecuencias hasta 2kHz.
• Señales de diente de sierra: Frecuencias hasta 2kHz.
Para llevarlo a cabo, se ha realizado un código de recepción de datos por el puerto
serie en el Arduino (véase Ejemplo 5.2), teniendo en cuenta un marcha para ha-
bilitar el convertidor y un paro para para deshabilitarlo y recibir una nueva señal.
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El modulador y el filtro son los mismos que los diseñados en el modelo 1.
Por otro lado, en Matlab se ha realizado una interfaz para generar la señal que
se desee y enviarla por el puerto serie. Además de las señales mencionadas, tam-
bién se puede generar una señal aleatoria ingresadas manualmente como vector. El
código completo de la modulación digital y la recepción en Arduino se presenta en
el Anexo B.2.3.2 y el código para generar señales en Matlab se muestra en el
Anexo B.2.3.1.
7.4.1 Resultados
Las pruebas que se han realizado son la generación de una señal triangular de y
una señal de diente de sierra. En la Figura 7.13 se muestra la señal triangular de
V pp = 1.5V y fin = 400Hz, y se comprueba la correcta generación debido a que en
un periodo se ven 5 divisiones de 500us cada una, que da un total de T = 2.5 ·10−3 y
la inversa de ello es 400Hz. En la amplitud se observa 1 división y media de 500mV,
que corresponde a 1.5V.
Figura 7.13: CH2: Salida del filtro, CH1: Salida del modulador. Señal trian-
gular generada de fin = 400Hz y V pp = 1.5V
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En la Figura 7.14, se muestra la señal de diente de sierra V pp = 1V y fin = 100Hz.
En esta también se comprueba una correcta generación de la señal, ya que, en un
periodo se ven 4 divisiones de 2.5ms, que dan un total de 0.01 segundos y en la
amplitud se ve una división de 1V.
Figura 7.14: CH2: Salida del filtro, CH1: Salida del modulador, . Señal de
diente de sierra generada de fin = 100Hz y V pp = 1V
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CAPÍTULO 8
Conclusiones y trabajos futuros
El estudio y entendimiento de los convertidores sigma-delta ha sido un trabajo que
ha requerido un esfuerzo importante, ya que, éste abarca muchos conceptos teóricos,
que a lo largo de este proyecto se ha intentado explicar de la manera más simple
que se ha podido. A continuación se detallan las siguientes conclusiones:
En primer lugar, se ha logrado a adquirir conocimiento suficiente sobre el mundo de
los convertidores, facilitando así, el entendimiento de los convertidores sigma-delta,
cumpliendo con el primer objetivo de este proyecto.
En segundo lugar, se ha alcanzado definir satisfactoriamente los conocimientos teóri-
cos sobre la modulación sigma-delta, en cuanto a ganancia en bits que se obtendría
con un filtrado ideal y la ganancia en relación señal-ruido, que es lo importante
en un convertidor. Habiendo definido de que esta compuesto un modulador sigma-
delta y como funciona, se logró estudiar la implementación de éste como conversión
tanto A/D como D/A. En este campo, se introdujo el mundo de los filtros tanto
digitales como analógicos. De esta manera, se cumplen con el segundo y tercer
objetivo planteado.
En tercer lugar, con los conceptos teóricos bien definidos el diseño de los conver-
tidores D/A y A/D se extendió a diferentes puntos de vista. Se realizó un estudio
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sobre la placa Arduino ya que era necesario entender la plataforma y su progra-
mación. En este último, se profundizó, aportando código de alto nivel para con-
seguir un uso óptimo de esta placa. De otra manera, utilizando código del entorno
de Arduino, no se hubieran podido lograr tales diseños que se plantearon. Por ello,
se dan por cumplidos el cuarto y quinto objetivo.
Por último, los diseños del ADC y DAC sigma-delta que se plantearon utilizando la
plataforma Arduino, se dificultaron a la hora de elegir los circuitos integrados, ya
que, como se debe saber entre la simulación y el mundo real hay una gran diferencia.
Habiendo definido los circuitos integrados, surgieron nuevos problemas en la progra-
mación de Arduino, ya que, a pesar de la eficiencia de los códigos implementados, la
velocidad de ejecución para algunos casos no eran los suficientemente rápidos, por
lo que, se producía una mala modulación. Por ello, se tuvieron que realizar prue-
bas de velocidad, hasta alcanzar la frecuencia óptima a la que pudiera producirse
una eficiente modulación sigma-delta. Sin embargo, se lograron solucionar todos los
problemas y alcanzar el último objetivo.
Analizando el estudio planteado en este proyecto, como trabajo futuro, se plantea
profundizar los conocimientos en la implementación de un modulador sigma-delta
segundo orden en la conversión analógico-digital, pudiendo hacer una comparativa
de diseño entre estos y los moduladores de primer orden estudiados en este proyecto.
También se plantea otro proyecto, profundizando en el estudio de diferentes formas
de filtrado digital utilizando la modulación sigma-delta de primer orden, pudiendo
comprobar y comparar la resolución en bits de cada uno de ellos.
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Anexo A
Códigos ADC
A.1 Códigos de simulación
A.1.1 Códido del Test de simulación
1 %TITULO: TEST de un convertidor analogico-digital sigma-∆.
2 %DESCRIPCION: Se modula una senyal senoidal en simulink y se recogen los
3 % datos en la variable Ymod. Luego se filtra y diezma mediante un filtro
4 % promediador de numero de coeficientes N=16 y por ultimo se calcula la
5 % SINAD y ENOB equivalente.
6 %%
7 close all
8 clear all
9 %% DATOS GENERALES
10
11 f_osr=250000; % Frecuencia de sobresmuestreo
12 OSR=16; % Factor de sobremuestreo
13 fs=f_osr/OSR; % Frecuencia de muestreo.
14 %% SENYAL SENOIDAL
15
16 Amp=1; % Amplitud de la senyal.
17 M=64; % Muestras por periodo.
18 f=fs/64; % Frecuencia de la senyal senoidal.
19 n=1; % Numero de ciclos de la senyal.
20 %% SIMULACION
21
22 T=n*(1/f); %Tiempo de simulacion
23 sim('sigm.mdl'); % Simulacion del modulador en simulink.
24 %% FILTRADO Y DIEZMADO
25
26 N=OSR; % Numero de coeficentes del filtro;
27 D=N; % Factor de diezmado.
28 YmodFiltrada=FIR2(Ymod,N); % Filtrado de la senyal de modulacion
29 y=DIEZMADO(YmodFiltrada,D);% Diezmado de la senyal filtrada.
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30 %% GRAFICAR SENYAL DE SALIDA- ENTRADA Y ERROR DE CUANTIFICACION
31 Graficar(y); % Funcion para graficar resultados.
32 %% calcular el ENOB y la SINAD
33 [SINAD, enob] = calculenob(y);
1 function [ ] = Graficar(y)
2 %% Fit: 'untitled fit 1'.
3 [xData, yData] = prepareCurveData( [], y );
4 % Set up fittype and options.
5 ft = fittype( 'sin1' );
6 opts = fitoptions( 'Method', 'NonlinearLeastSquares' );
7 opts.Display = 'Off';
8 opts.Lower = [-Inf 0 -Inf];
9 % Fit model to data.
10 [fitresult, parametros,salida] = fit( xData, yData, ft, opts );
11 % Create a figure for the plots.
12 figure( 'Name', 'Grafica de resultados del Test' );
13 % Plot fit with data.
14 subplot( 2, 1, 1 );
15 h = plot( fitresult, xData, yData );
16 legend( h, 'Senyal convertida', 'Senyal entrada', 'Location', 'NorthEast' )
;
17 % Label axes
18 ylabel( 'Amplitud' );
19 xlabel( 'muestras');
20 grid on
21 % Plot residuals.
22 subplot( 2, 1, 2 );
23 h = plot( xData,salida.residuals,'MarkerSize',10,'Marker','.' );
24 legend( h, ' Error de cuantificacion', 'Location', 'NorthEast' );
25 % Label axes
26 ylabel( 'Amplitud' );
27 xlabel( 'muestras');
28 grid on
A.2 Códigos del diseño ADC
A.2.1 Código Modelo 1: Modulación sigma-delta y salida
con filtro analógico
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1 #define pinEntrada 8 // PIO_PC22: pin de entrada
2 #define pinSalida 9 // PIO_PC21: pin de salida
3 #define pinMarcha 11 // pin de marcha
4 #define pinParo 12 // pin de paro
5 #define fclock 84000000 // frecuencia de clock del Arduino
6 int f_osr=1024000; // Frecuencia de sobremuestreo.
7 int divisor=2; // divisor de frecuencia del TIMER
8 int marcha=0,paro=1;
9 void setup()
10 {
11 pinMode(pinEntrada,INPUT); // pinEntrada de lectura (INPUT)
12 pinMode(pinSalida,OUTPUT); // pinSalida de escritura (OUTPUT).
13 attachInterrupt(pinParo, PARO, RISING); // Interrupcion de PARO
14 attachInterrupt(pinMarcha, MARCHA,RISING); // Interrupcion de Marcha
15 setup_timer_chanel () ; // Configuracion TIMER.
16 }
17 /*-----------------RUTINA DE INTERRUPCION DE PARO---------------------*/
18 void PARO(){
19 if(marcha==1 && paro==0){
20 paro=1;
21 marcha=0;
22 TcChannel * t = &(TC0->TC_CHANNEL)[0] ; // Puntero del TIMER 0 canal 0
23 t->TC_CCR = TC_CCR_CLKDIS ; // Deshabilitar TIMER
24 }
25 }
26 /*-----------------RUTINA DE INTERRUPCION DE MARCHA-------------------*/
27 void MARCHA(){
28 if(paro==1 && marcha==0){
29 marcha=1;
30 paro=0;
31 TcChannel * t = &(TC0->TC_CHANNEL)[0] ; // Puntero del TIMER 0 canal 0
32 t->TC_CCR = TC_CCR_CLKEN | TC_CCR_SWTRG ;// Habilitar TIMER
33 }
34 }
35 /*---CONFIGURACION DEL TIMER A UNA FRECUENCIA DE SOBREMUESTREO f_osr----*/
36 void setup_timer_chanel ()
37 {
38 pmc_set_writeprotect(false);// Deshabilitar proteccion de escritura.
39 //-----------------TIMER 0 CANAL 0- ID--> ID_TC0------------------//
40 pmc_enable_periph_clk (ID_TC0) ; // clock del TC0 canal 0
41 TcChannel * t = &(TC0->TC_CHANNEL)[0] ; //puntero del canal 0 Timer 0
42 t->TC_CCR = TC_CCR_CLKDIS ; // Deshabilitar clock para configurar.
43 t->TC_IDR = 0xFFFFFFFF ; // Deshabilitar todas las interrupciones
44 t->TC_CMR = TC_CMR_TCCLKS_TIMER_CLOCK1 | // Preescalado por 2 = 42MHz)
45 TC_CMR_WAVE | // modo generacion de pulsos repetidos.
184
Códigos ADC
46 TC_CMR_WAVSEL_UP_RC |// contador usando RC como threshold
47 TC_CMR_ACPA_CLEAR | TC_CMR_ACPC_CLEAR |
48 TC_CMR_BCPB_CLEAR | TC_CMR_BCPC_CLEAR ;
49 /*DEFINICION DE LA CUENTA RESPECTO CON LA FRECUENCIA DE SOBREMUESTREO*/
50 t->TC_RC = (fclock/divisor)/f_osr;// Guardar cuenta en el registro RC
51 //--------------------------------------------------------------------//
52 t->TC_IER = TC_IER_CPCS;// habilitar la interrupcion referente a RC.
53 t->TC_IDR = 0xEF; //deshabilitar las interrupciones diferentes a RC.
54 NVIC_EnableIRQ(TC0_IRQn); // Habilitar servicio de interrupcion.
55 }
56 void TC0_Handler()
57 {
58 long dummy=REG_TC0_SR0; /* vital-Leer el timer, de lo contrario solo se
59 produce una interrupcion.*/
60 //--------------CODIGO LATCH TIPO D MODULADOR--------------------//
61 if(!!(PIOC->PIO_PDSR & (1<<22)))PIOC->PIO_SODR = PIO_PC21 ;
62 else PIOC->PIO_CODR = PIO_PC21;
63 //------------------------------------------------------------------//
64 }
65 void loop() {
66 while(true){;}
67 }
A.2.2 Código Modelo 2: Modulación sigma-delta con filtrado
y diezmado y salida por el DAC del Arduino
1 #define pinEntrada 8 // PIO_PC22: pin de entrada
2 #define pinSalida 9 // PIO_PC21: pin de salida
3 #define pinMarcha 11 // pin de marcha
4 #define pinParo 12 // pin de paro.
5 #define fclock 84000000 // frecuencia de clock del Arduino
6 //--------VARIABLES GENERALES------------//
7 int f_osr=256000; // Frecuencia de sobremuestreo.
8 int divisor=2; // divisor de frecuencia del TIMER
9 int marcha=0,paro=1; // Variables auxiliares de paro y marcha.
10 //-------VARIABLES DEL FILTRO-DIEZMADOR------//
11 int n=0; // Contador de muestras.
12 int val=0; // Variable para almacenar el bit de modulacion.
13 int tab=512; // numero de coeficientes del filtro y factor de diezmado.
14 float suma=0; // Variable para sumar los pulsos digitales.
15
16 //---VARIABLES PARA LA SALIDA POR EL DAC DEL ARDUINO---//
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17 float yout=0; // Para guardar el escalado de 0 y 1 a -5 y +5.
18 float AmpMax=3.3; // Amplitud maxima de salida del DAC.
19 int ydigital=0,res=4095 ;// ydigital: [0-4095]; res = 2^n-1
20
21 void setup()
22 {
23 pinMode(pinEntrada,INPUT); // pinEntrada de lectura (INPUT)
24 pinMode(pinSalida,OUTPUT); // pinSalida de escritura (OUTPUT).
25 attachInterrupt(pinParo, PARO, RISING); // Interrupcion de PARO
26 attachInterrupt(pinMarcha, MARCHA,RISING); // Interrupcion de Marcha
27 setup_timer_chanel () ; // Configuracion TIMER.
28 analogWrite(DAC1,0); // Habilitar DAC1.
29 }
30 /*-----------------RUTINA DE INTERRUPCION DE PARO---------------------*/
31 void PARO(){
32 if(marcha==1 && paro==0){
33 paro=1;
34 marcha=0;
35 TcChannel * t = &(TC0->TC_CHANNEL)[0] ; // Puntero del TIMER 0 canal 0
36 t->TC_CCR = TC_CCR_CLKDIS ; // Deshabilitar TIMER
37 }
38 }
39 /*-----------------RUTINA DE INTERRUPCION DE MARCHA-------------------*/
40 void MARCHA(){
41 if(paro==1 && marcha==0){
42 marcha=1;
43 paro=0;
44 TcChannel * t = &(TC0->TC_CHANNEL)[0] ; // Puntero del TIMER 0 canal 0
45 t->TC_CCR = TC_CCR_CLKEN | TC_CCR_SWTRG ;// Habilitar TIMER
46 }
47 }
48 /*---CONFIGURACION DEL TIMER A UNA FRECUENCIA DE SOBREMUESTREO f_osr----*/
49 void setup_timer_chanel ()
50 {
51 pmc_set_writeprotect(false);// Deshabilitar proteccion de escritura.
52 //-------------------TIMER 0 CANAL 0- ID--> ID_TC0--------------------//
53 pmc_enable_periph_clk (ID_TC0) ; // clock del TC0 canal 0
54 TcChannel * t = &(TC0->TC_CHANNEL)[0] ; //puntero del canal 0 Timer 0
55 t->TC_CCR = TC_CCR_CLKDIS ; // Deshabilitar clock para configurar.
56 t->TC_IDR = 0xFFFFFFFF ; // Deshabilitar todas las interrupciones
57 t->TC_CMR = TC_CMR_TCCLKS_TIMER_CLOCK1 | // Preescalado por 2 = 42MHz)
58 TC_CMR_WAVE | // modo generacion de pulsos repetidos.
59 TC_CMR_WAVSEL_UP_RC |// contador usando RC como threshold
60 TC_CMR_ACPA_CLEAR | TC_CMR_ACPC_CLEAR |
61 TC_CMR_BCPB_CLEAR | TC_CMR_BCPC_CLEAR ;
62 /*DEFINICION DE LA CUENTA RESPECTO CON LA FRECUENCIA DE SOBREMUESTREO*/
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63 t->TC_RC = (fclock/divisor)/f_osr; // Cuenta.
64 //--------------------------------------------------------------------//
65 t->TC_IER = TC_IER_CPCS;// habilitar la interrupcion referente a RC.
66 t->TC_IDR = 0xEF; //deshabilitar las interrupciones diferentes a RC.
67 NVIC_EnableIRQ(TC0_IRQn); // Habilitar servicio de interrupcion.
68 }
69 void TC0_Handler()
70 {
71 long dummy=REG_TC0_SR0; /* vital-Leer el timer, de lo contrario solo se
72 produce una interrupcion.*/
73 //----------CODIGO BIESTABLE TIPO D MODULADOR-------------//
74 val=!!(PIOC->PIO_PDSR & (1<<22));
75 if(!!(PIOC->PIO_PDSR & (1<<22)))PIOC->PIO_SODR = PIO_PC21 ;
76 else PIOC->PIO_CODR = PIO_PC21;
77 //------------------------------------------------------//
78 n++;
79 //------FILTRO Y DIEZMADO PROMEDIADOR-----------------//
80 if(n<tab) {suma=suma+val;}
81 else {
82 suma=suma/tab;
83 /*--------------TRATAMIENTO DE LA SENYAL FILTRADA (suma)---------------*/
84 //---------ESCALAR SENYAL FILTRADA DE 0 y 1 a +5 y -5--------//
85 yout=5*suma-5*(1-suma);
86 //-LIMITAR SENYAL FILTRADA PARA QUE NO HAYA SATURACION EN EL DAC-//
87 if(yout>3.3) yout=3.3;
88 if(yout<0) yout=0;
89 //-TRANSFORMAR LA SENYAL FILTRADA A DATOS DIGITALES ENTRE 0 y 1023-//
90 ydigital=(int)((yout*res)/AmpMax);
91 //-----ESCRIBIR EL DATO DIGITAL SOBRE EL DAC DEL ARDUINO------//
92 dacc_write_conversion_data(DACC_INTERFACE, ydigital);
93 suma=0;n=0;
94 }
95 }
96 void loop() {
97 while(true){;}
98 }
A.2.3 Código Modelo 3: Modulación sigma-delta con filtrado
y diezmado en Arduino y almacenado en Matlab
A.2.3.1 Código de Arduino para hacer de biestable D y filtrar y diezmar
+ envío por el puerto serie
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1 #define pinEntrada 8 // PIO_PC22: pin de entrada
2 #define pinSalida 9 // PIO_PC21: pin de salida
3 #define pinMarcha 11 // pin de marcha
4 #define pinParo 12 // pin de paro.
5 #define fclock 84000000 // frecuencia de clock del Arduino
6 //--------VARIABLES GENERALES------------//
7 int f_osr=32000; // Frecuencia de sobremuestreo.
8 int divisor=2; // divisor de frecuencia del TIMER
9 int marcha=0,paro=1; // Variables auxiliares de paro y marcha.
10
11 //-------VARIABLES DEL FILTRO-DIEZMADOR------//
12 int n=0; // Contador de muestras.
13 int val=0; // Variable para almacenar el bit de modulacion.
14 int tab=512; // numero de coeficientes del filtro y factor de diezmado.
15 int suma=0; // Variable para sumar los pulsos digitales.
16 void setup()
17 {
18 Serial.begin (115200) ; // 115200 baudios/segundo.
19 pinMode(pinEntrada,INPUT); // pinEntrada de lectura (INPUT)
20 pinMode(pinSalida,OUTPUT); // pinSalida de escritura (OUTPUT).
21 attachInterrupt(pinParo, PARO, RISING); // Interrupcion de PARO
22 attachInterrupt(pinMarcha, MARCHA,RISING); // Interrupcion de Marcha
23 setup_timer_chanel () ; // Configuracion TIMER.
24 }
25 /*-----------------RUTINA DE INTERRUPCION DE PARO---------------------*/
26 void PARO(){
27 if(marcha==1 && paro==0){
28 paro=1;
29 marcha=0;
30 TcChannel * t = &(TC0->TC_CHANNEL)[0] ; // Puntero del TIMER 0 canal 0
31 t->TC_CCR = TC_CCR_CLKDIS ; // Deshabilitar TIMER
32 }
33 }
34 /*-----------------RUTINA DE INTERRUPCION DE MARCHA-------------------*/
35 void MARCHA(){
36 if(paro==1 && marcha==0){
37 marcha=1;
38 paro=0;
39 TcChannel * t = &(TC0->TC_CHANNEL)[0] ; // Puntero del TIMER 0 canal 0
40 t->TC_CCR = TC_CCR_CLKEN | TC_CCR_SWTRG ;// Habilitar TIMER
41 }
42 }
43 /*---CONFIGURACION DEL TIMER A UNA FRECUENCIA DE SOBREMUESTREO f_osr----*/
44 void setup_timer_chanel ()
45 {
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46 pmc_set_writeprotect(false);// Deshabilitar proteccion de escritura.
47 //-------------------TIMER 0 CANAL 0- ID--> ID_TC0--------------------//
48 pmc_enable_periph_clk (ID_TC0) ; // clock del TC0 canal 0
49 TcChannel * t = &(TC0->TC_CHANNEL)[0] ; //puntero del canal 0 Timer 0
50 t->TC_CCR = TC_CCR_CLKDIS ; // Deshabilitar clock para configurar.
51 t->TC_IDR = 0xFFFFFFFF ; // Deshabilitar todas las interrupciones
52 t->TC_CMR = TC_CMR_TCCLKS_TIMER_CLOCK1 | // Preescalado por 2 = 42MHz)
53 TC_CMR_WAVE | // modo generacion de pulsos repetidos.
54 TC_CMR_WAVSEL_UP_RC |// contador usando RC como threshold
55 TC_CMR_ACPA_CLEAR | TC_CMR_ACPC_CLEAR |
56 TC_CMR_BCPB_CLEAR | TC_CMR_BCPC_CLEAR ;
57 /*DEFINICION DE LA CUENTA RESPECTO CON LA FRECUENCIA DE SOBREMUESTREO*/
58 t->TC_RC = (fclock/divisor)/f_osr; // Cuenta.
59 //--------------------------------------------------------------------//
60 t->TC_IER = TC_IER_CPCS;// habilitar la interrupcion referente a RC.
61 t->TC_IDR = 0xEF; //deshabilitar las interrupciones diferentes a RC.
62 NVIC_EnableIRQ(TC0_IRQn); // Habilitar servicio de interrupcion.
63 }
64 void TC0_Handler()
65 {
66 long dummy=REG_TC0_SR0; /* vital-Leer el timer, de lo contrario solo se
67 produce una interrupcion.*/
68 //----------CODIGO BIESTABLE TIPO D MODULADOR-------------//
69 val=!!(PIOC->PIO_PDSR & (1<<22));
70 if(!!(PIOC->PIO_PDSR & (1<<22)))PIOC->PIO_SODR = PIO_PC21 ;
71 else PIOC->PIO_CODR = PIO_PC21;
72 //--------FILTRADO Y DIEZMADO A LA VEZ---------------//
73 n++;
74 if(n<tab) {suma=suma+val;}
75 else {
76 //------ENVIAR SENYAL FILTRADA POR EL PUERTO SERIE-----//
77 Serial.println(suma);
78 //-------REINICIAR VARIABLES---------//
79 suma=0;n=0;
80 }
81 }
82
83 void loop() {
84 while(true){;}
85 }
A.2.3.2 Código en Matlab para recibir datos filtrados enviados por el
puerto serie
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1 close all;
2 clear all;
3 clc;
4 %%
5 puerto='COM5';
6 Velocidad=115200;
7 [ s ] = AbrirPuerto( puerto, Velocidad ); % Abrir puerto.
8 contador_muestras=1;% Contador de muestras.
9 muestras= 500; % Muestras a almacenar y dibujar.
10 %%
11 b=fscanf(s,'%c'); % Leer primer byte.
12 R=false;
13 %% BUCLE PARA ASEGURARSE QUE LO QUE SE LEE ES UN ENTERO
14 while(R==false)
15 Lectura=fscanf(s,'%f'); % Leer puerto serie
16 if(Lectura>0)
17 R=true;
18 else R=false;
19 end
20 end
21 disp('RECIBIENDO DATOS');
22 %% BUCLE PARA LEER LOS DATOS ENTEROS
23 while(R==true)
24 Lectura=fscanf(s,'%f'); % Leer puerto serie
25 if(Lectura>0)
26 y(contador_muestras)=(Lectura); % Almacenar dato leido
27 contador_muestras=contador_muestras+1; % sumar muestra.
28 else R=false;
29 end
30 end;
31 y=y/512; % Escalar el dato leido por tab=512.
32 %---------ESCALADO DE 0 y 1 a -5 Y +5-------------%
33 y2=5*y-5*(1-y);
34 %----------DIBUJAR Y GUARDAR DATOS DIGITALES EN Y--%
35 [ Y ] = dibujarSenyal( muestras, y2);
36 save DatoConvertido Y;
1 function [ s ] = AbrirPuerto( puerto, Velocidad )
2 baudRate = [300 1200 2400 3600 4800 9600 14400 19200 28800 38400 57600
115200];
3 VelocidadCorrecta = find (baudRate == Velocidad);
4 s=0;
5 if (VelocidadCorrecta)
6 delete(instrfind({'Port'},{puerto}));
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7 s=serial(puerto,'BaudRate',Velocidad);
8 warning('off','MATLAB:serial:fscan:unsuccesfulRead');
9 fopen(s);
10 else
11 mbox = msgbox('Error: Velocidad incorrecta');
12 uiwait(mbox);
13 end
14 end
1 function [ Y ] = dibujarSenyal( n, y)
2 %Entrada: n-> numero de muestras que se quiere
3 % representar
4 % y-> senyal a dibujar.
5 %Salida: Y-> senyal acotada a n muestras
6 Y=y(1:n);
7 title('Senyal convertida');
8 ylabel('Amplitud');
9 xlabel('Muestras');
10 plot(y,'r','MarkerSize',10,'Marker','x');grid
11 end
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Códigos DAC
B.1 Códigos de simulación
B.1.1 Código de simulacion del DAC
1 %% TITULO: TEST de un convertidor digital-analogico sigma - ∆.
2
3 %% DESCRIPCION:
4
5 % Se recibe los datos de una senyal unipolar de 16 bits cada periodo de
6 % muestreo Ts (1/fs), y se modula a una frecuencia de sobremuestreo fosr.
7 % Por ultimo se filtra con un filtro butterworth de 6 orden con frecuencia
8 % de corte fc[rad/s].
9 %%
10 close all
11 clear all
12 %% DATOS GENERALES
13
14 f_osr = 1024000; % Frecuencia de sobresmuestreo.
15 OSR = 64; % Factor de sobremuestreo.
16 fs = f_osr/OSR; % Frecuencia de muestreo (8kHz).
17 AmpMax = 5; % Amplitud maxima[V] del convertidor.
18 fc = 2*pi*6000; % Frecuencia de corte de 6000Hz en [rad/s].
19 orden = 6; % Orden del filtro butterworth.
20
21 %% SENYAL SENOIDAL DE 16 BITS
22
23 n = 16; % Bits de la senyal digital(entero de 16 bits).
24 NivelMax = power(2,n); % Numero de niveles [2^n].
25 A = 4; % Amplitud de la senyal digital en [V].
26 f = 2000; % Frecuencia en [Hz] de la senyal.
27 M = round(fs/f); % Muestras por periodo(ciclo);
28 ciclos = 3; % Ciclos de la senyal a simular.
29 w = (2*pi*(f/fs)); % Frecuencia digital.
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30 Amp = (A*(NivelMax-1))/AmpMax;% Amplitud digital entre [0-((2^n)-1)]
31 x = zeros(1,M); % Inicializar vector de la senyal digital a cero.
32 VectSeno = zeros(1,M); % Inicializar vector seno a cero.
33 t = zeros(1,M); % Vector de tiempo de la senyal de entrada.
34 %---------Creacion del vector seno----------------%
35
36 for i=1:M*ciclos;
37 VectSeno(i) = ((A/2)*sin(w*(i-1))+A/2); % Vector seno de margen [0 - 5V]
38 x(i) = round((VectSeno(i)*Amp)/A); % Vector seno de margen [0 - 2^n]
39 t(i) = i/fs;
40 end;
41
42 %% SIMULACION
43
44 Tosr = 1/f_osr; % Periodo de sobremuestreo.
45 M2 = OSR*M*ciclos;% Total de muestras teniendo en cuenta el sobremuestreo.
46
47 %-----Inicializar valores-----------%
48 Ymod_dig = zeros(1,M2);% Vector de salida digital del modulador
49 Ymod = zeros(1,M2);% Vector de salida analogica del modulador
50 k = zeros(1,M2); % Vector de tiempo del modulador.
51 x1 = 0; % Entrada
52 v = 0; % salida digital.
53 y = 0; % salida analogica.
54 acc = 0; % Acumulador de errores.
55 i = 1; % Indice para recorrer las muestras de la senyal.
56 j = 1; % Indice para recorrer las muestras del modulador.
57
58 %-----Iniciar temporizador-----------%
59
60 tStart_osr = tic; % Empezar temporizador
61 t_inicio_fosr = toc(tStart_osr); % Guardar primer valor de temporizacion.
62
63 %--------------------------Modulacion------------------------------%
64 while (j<M2) % Bucle para recorrer modular.
65 %% Recepcion de datos a 1/fs segundos correspondiente a OSR*Tosr[s]
66
67 if (rem(j,OSR)==0)% Si el indice j es multiplo del factor de sobremuestreo
.
68 x1=x(i); % Almacenar la muestra x(i) en x1 para modular.
69 i=i+1;
70 end
71 %% Modulador sigma-∆ a una frecuencia de f_osr (T=1/f_osr)
72
73 % Condicion: Si el tiempo recorrido es mayor al periodo Tosr.
74 if (toc(tStart_osr)-t_inicio_fosr≥Tosr)
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75 t_inicio_fosr = toc(tStart_osr);
76 %-------------Restador-------------%
77 e = x1-v; %e=x(n)-y(n)
78 %------------Integrador------------%
79 acc = acc+e; %acc(n)=acc(n-1)+e(n)
80 %------------DAC de 1 bit----------%
81 if acc > NivelMax/2
82 y = AmpMax; % AmpMax=5V.
83 else
84 y = 0; % 0V
85 end;
86 %-----------ADC de 1 bit-----------%
87 if y > AmpMax/2
88 v = NivelMax-1; % 2^16 -1=65534
89 else
90 v = 0; % 0
91 end
92 %----------------------------------%
93 j = j+1; % Aumentar muestra.
94 k(j) = j/(fs*OSR);% Tiempo discreto
95 Ymod(j) = y; % Guardar datos de modulacin en un vector.
96 Ymod_dig(j) = v; % Guardar datos de modulacin en formato digital.
97 end
98 end
99 %-----------Filtrado con el filtro en simulink de fc=6kHz--------------%
100 sim('FiltroButter.mdl');
101
102 %% GRAFICAR RESULTADOS
103
104 figure(1),
105 stairs(k,Ymod_dig,'b'); hold on; stairs(t,x,'r','LineWidth',3);grid
106 legend('Senyal modulada digital','Senyal de entrada digital');
107 xlabel({'Tiempo [s]'});ylabel({'Amplitud [niveles]'});
108
109 figure(2),
110 plot(Y.time,Y.signals.values,'g','LineWidth',2);grid
111 hold on,stairs(t,VectSeno,'r','LineWidth',2);
112 legend('Senyal de entrada en [V]','Senyal de salida en [V]');
113 xlabel({'Tiempo [s]'});ylabel({'Amplitud [V]'});
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B.2 Códigos de diseño
B.2.1 Código Test de velocidad del Modulador
1 uint16_t x=0,e=0,acc=0,y=0;
2 void setup(){
3 pinMode(8,OUTPUT); //pin 8 como salida-> Puerto C, linea 22.
4 x=2048;
5 }
6 void loop(){
7 while(true){
8 // Diferencial:
9 e= x - y /* Donde e: Error actual, x: Entrada digital,
10 y: Salida discreta digital */
11 // Integrador:
12 acc= e + acc // Donde acc: Acumulador, e: Error actual.
13 // Comparador:
14 if(acc>2048){
15 y=4095; //Nivel discreto digital HIGH=4095.
16 PIOC->PIO_SODR = PIO_PC22;/*Nivel discreto analogico HIGH=3.3V
17 sobre el pin 8*/
18 }
19 else {
20 y=0; //Nivel discreto digital LOW=0.
21 PIOC->PIO_CODR = PIO_PC22;/*Nivel discreto analogico
22 LOW=0V sobre el pin 8.*/
23 }
24 }//Finalizar while.
25 }//Finalizar loop.
B.2.2 Código Entrada ADC arduino y salida por DAC sigma
delta
1 #define f_clock 84000000 // 84 MHz.
2 int Lect=0; // Variable para almacenar el valor leido del ADC
3 //--------VARIABLES GENERALES------------//
4 int f_s=16000; // Frecuencia de muestreo de la senyal.
5 int f_osr=1024000; // Frecuencia de sobremuestreo de la senyal.
6 int divisor= 2; // divisor de frecuencia del clock del Arduino.
7 int resADC=4096; // niveles(2^12)-> 12 bits de resolucion.
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9 //-------VARIABLES DEL MODULADOR SIGMA-DELTA--------//
10 volatile int x=0 ; // Entrada.
11 int e=0; // Error.
12 int acc=0; // Acumulador de error (integrador).
13 int y=0; // Salida del modulador en formato digital.
14
15 void setup()
16 {
17 pinMode(8,OUTPUT); // Puerto C linea 22: PC22
18 TimerADC_setup(); // Configurar clock del ADC con el Timer 0.
19 adc_setup (); // Funcion para configurar el ADC.
20 TimerModulador_setup();// Configurar Timer del modulador a f_osr.
21 }
22 /*-------CONFIGURACION DEL ADC: PIN A11-> Arduino ; AD13->SAM3X8E-------*/
23 void adc_setup ()
24 {
25 NVIC_EnableIRQ (ADC_IRQn) ;// Habilitar el servicio de interrupcion.
26 ADC->ADC_IDR = 0xFFFFFFFF ;// Deshabilitar todas las interrupciones.
27 ADC->ADC_IER = 0x2000 ; // Habilitar interrupcion de final de conversion
.
28
29 //--------------Seleccion del canal que se quiere utilizar-----------//
30 ADC->ADC_CHDR = 0xFFFF ; // Deshabilitar todos los canales.
31 ADC->ADC_CHER = 0x2000 ; // Habilitar AD13 correspondiente con A7 .
32 //-------------------------------------------------------------------//
33 ADC->ADC_CGR = 0x15555555 ; // Poner las ganancias de conversion a 1.
34 ADC->ADC_COR = 0x00000000 ; // Poner el offset del convertidor a 0.
35
36 //------TRIG2->Definir el canal 1 del TIMER 0 como clock del ADC.----//
37 ADC->ADC_MR = (ADC->ADC_MR & 0xFFFFFFF0) | ADC_MR_TRGSEL_ADC_TRIG2 |
ADC_MR_TRGEN ;
38 }
39 void TimerADC_setup()
40 {
41 /*------CONFIGURACION TIMER 0 CANAL 1 PARA HACER DE CLOCK DEL ADC----*/
42 pmc_set_writeprotect(false); // Habilitar la escritura de registros.
43 pmc_enable_periph_clk (ID_TC1) ; // Habilitar el clock.
44 TcChannel * t = &(TC0->TC_CHANNEL)[1] ;// Puntero *t del canal 1 TIMER 0.
45 t->TC_CCR = TC_CCR_CLKDIS ; // Desahibilitar TIMER.
46 t->TC_IDR = 0xFFFFFFFF ; // Desahibilitar interrupciones.
47 t->TC_SR ; // Leer el Timer por primera vez.
48 t->TC_CMR = TC_CMR_TCCLKS_TIMER_CLOCK1|// TIMER_CLOCK1: divisor = 2;
49 TC_CMR_WAVE | // Generacion de pulsos repetidos .
50 TC_CMR_WAVSEL_UP_RC | // Modo contador ascendente .
51 TC_CMR_ACPA_CLEAR | TC_CMR_ACPC_CLEAR | //Limpiar registros.
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52 TC_CMR_BCPB_CLEAR | TC_CMR_BCPC_CLEAR ; //Limpiar registros.
53
54 /*-----ESTABLECER CUENTA CORRESPONDIENTE CON LA FRECUENCIA DESEADA--*/
55 t->TC_RC = (f_clock/divisor)/f_s; // Guardar cuenta en registro RC
56 t->TC_RA = ((f_clock/divisor)/f_s)/2;
57 /* El registro RA es necesario para generar una senyal cuadrada (clock),
58 y funciona como set de la senyal cuadrada programada a la mitad de la
59 frecuencia de f_s. RC funciona como reset en este caso */
60 /*----------------------------------------------------------------*/
61 //--ESTABLECER RC PARA RESET Y RA PARA SET:
62 t->TC_CMR = (t->TC_CMR & 0xFFF0FFFF) | TC_CMR_ACPA_SET |
TC_CMR_ACPC_CLEAR ;
63 //----------------------------------------//
64 t->TC_CCR = TC_CCR_CLKEN | TC_CCR_SWTRG ;// Rehabilitar TIMER
65 t->TC_IER = TC_IER_CPCS; // Habilitar el registro comparador RC.
66 t->TC_IDR = 0xEF; // Desahibilitar los registros diferentes a RC.
67 }
68 void TimerModulador_setup(){
69 /*------------------CONFIGURACION TIMER 1 CANAL 1--------------------*/
70 pmc_set_writeprotect(false); // Habilitar la escritura de registros
.
71 pmc_enable_periph_clk (ID_TC4) ; // Habilitar clock
72 TcChannel * t2 = &(TC1->TC_CHANNEL)[1] ;// Puntero *t TC1 canal 0.
73 t2->TC_CCR = TC_CCR_CLKDIS ; // Desahibilitar TIMER.
74 t2->TC_IDR = 0xFFFFFFFF ; // Desahibilitar interrupciones.
75 t2->TC_CMR = TC_CMR_TCCLKS_TIMER_CLOCK1|// TIMER_CLOCK1: divisor = 2
76 TC_CMR_WAVE | // Generacion de pulsos repetidos.
77 TC_CMR_WAVSEL_UP_RC | // Modo contador ascendente.
78 TC_CMR_ACPA_CLEAR | TC_CMR_ACPC_CLEAR | //Limpiar registros.
79 TC_CMR_BCPB_CLEAR | TC_CMR_BCPC_CLEAR ; //Limpiar registros.
80
81 /*-----ESTABLECER CUENTA CORRESPONDIENTE CON LA FRECUENCIA DESEADA---*/
82 t2->TC_RC = (f_clock/divisor)/f_osr; // Guardar cuenta en RC.
83 /*-------------------------------------------------------------------*/
84 t2->TC_CCR = TC_CCR_CLKEN | TC_CCR_SWTRG ;// Rehabilitar TIMER
85 t2->TC_IER = TC_IER_CPCS; // Habilitar el registro comparador
RC
86 t2->TC_IDR = 0xEF; // Desahibilitar los registros diferentes a
RC.
87 NVIC_EnableIRQ(TC4_IRQn); // Habilitar el servicio de interrupcion
88
89 }
90 /*-----------------RUTINA DE INTERRUPCION DEL ADC------------------------*/
91 void ADC_Handler (void) /*Salta a esta rutina con el final de conversion*/
92 {
93 if (ADC_ISR_EOC13) // Asegurarse que se tiene el dato convertido.
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94 {
95 Lect = *(ADC->ADC_CDR+13) ;//Almacenar el valor del ADC del canal A13.
96 x=Lect;
97 }
98 }
99 /*--------------RUTINA DE INTERRUPCION DEL TIMER-------------------- */
100 void TC4_Handler(){
101 long lectura=REG_TC1_SR1; // Leer el estado del contador.
102 //---------------MODULACION SIGMA DELTA A f_osr = 1.024MHz------------//
103 e=x-y; // error
104 acc=e+acc; //acumulador
105 // comparador '1'=3.3V y 4095 , '0'=0V y 0,
106 if(acc>(2048)) {
107 PIOC->PIO_SODR = PIO_PC22;// Nivel analogico HIGH=3.3V
108 y=4095; //Nivel digital (2^12)-1
109 }
110 else {
111 PIOC->PIO_CODR = PIO_PC22;//Nivel analogico LOW=0V
112 y=0; //Nivel digital 0;
113 }
114 }
115 void loop() {
116 }
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B.2.3 Código Modelo2: Generación señal con Matlab y sal-
ida por DAC sigma delta
B.2.3.1 Código en Matlab de creación y envío señales
1 %% TITULO: ENVIO DE UNA SENYAL A GENERAR AL ARDUINO.
2 %% DESCRIPCION: Se crea una senyal y se envia por puerto serie.
3 %%
4 clear all
5 close all
6 %% INICIALIZAR VARIABLES GLOBALES
7 senyal=''; % Variable para guardar tipo de senyal.
8 enviar=' '; % Variable para enviar senyal.
9 x=-1; % Senyal.
10 freq=-1; % Frecuencia de la senyal.
11 Amp=-1; % Amplitud de la senyal.
12 %% INTERFACE PARA CREAR UNA SENYAL.
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13 while (true)
14 while isempty(senyal)
15 senyal=input('\Elija senyal como lo indicado:\n(0 = NINGUNA, 1 = seno,2
= triangular,3 = sierra, 4 = cuadrada, 5 = otro)\n','s');
16 end
17 if(senyal≥'0' && senyal<'6')
18 if strcmp(senyal,'5')
19 while (max(x)>65535 || min(x)<0)
20 x=input('\Ingrese senyal como vector con valores entre [0-65535]. \
n Ej.[25,2,25]:');
21 end
22 else if strcmp(senyal,'0')
23 break;
24 else
25 while (Amp>3.3 || Amp < 0)
26 Amp=input('\Ingrese Amplitud entre 0 y 3.3V: ');
27 end
28 if strcmp(senyal,'1')
29 while (freq>4000 || freq < 1)
30 freq=input('\Ingrese Frecuencia entre 1 y 4000Hz: ');
31 end
32 [x]=seno(freq,Amp);
33 else if strcmp(senyal,'4')
34 while (freq>1000 || freq < 1)
35 freq=input('\Ingrese Frecuencia entre 1 y 1000Hz: ');
36 end
37 [x]=Cuadrada_(freq,Amp);
38 else
39 while (freq>2000 || freq < 1)
40 freq=input('\Ingrese Frecuencia entre 1 y 2000Hz: ');
41 end
42 if strcmp(senyal,'3')
43 [x]=Sierra(freq,Amp);
44 else
45 [x]=Triangular(freq,Amp);
46 end
47 end
48 end
49 end
50 end
51 else
52 senyal='';
53 end
54 %% ENVIO DE SENYAL AL ARDUINO
55 while strcmp(enviar,'S')==0 && strcmp(enviar,'N')==0
56 enviar=input('Desea enviar senyal? [S/N]: ','s');
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57 end
58 if strcmp(enviar,'S')
59 [ s ] = AbrirPuerto( 'COM5', 9600 ); % Abrir puerto serie
60 Ts = 0.3; % Periodo para una buen envio de datos hacia el puerto.
61 tic
62 i=1;
63 tempsAnterior = toc;
64 while i≤length(x)
65 if (toc-tempsAnterior>Ts)
66 tempsAnterior = toc;
67 fprintf(s,'%c','R'); % Sincronizar con Arduino
68 % mediante esta variable.
69 fprintf(s,'%d',x(i));
70 valores(i)= fscanf(s,'%d');% Leer los datos que el Arduino ha leido
desde el puerto.
71 i = i + 1;
72 end
73 end
74 break;
75 else
76 %-Limpiar variables.----%
77 senyal='';enviar= ' '; x=-1; freq=-1; Amp=-1;
78 end
79 end
1 %FUNCION PARA ABRIR PUERTO SERIE%
2 function [ s ] = AbrirPuerto( puerto, Velocidad )
3 baudRate = [300 1200 2400 3600 4800 9600 14400 19200 28800 38400 57600
115200];
4 VelocidadCorrecta = find (baudRate == Velocidad);
5 s=0;
6 if (VelocidadCorrecta)
7 delete(instrfind({'Port'},{puerto}));
8 s=serial(puerto,'BaudRate',Velocidad);
9 warning('off','MATLAB:serial:fscan:unsuccesfulRead');
10 fopen(s);
11 else
12 mbox = msgbox('Error: Velocidad incorrecta');
13 uiwait(mbox);
14 end
15 end
1 %GENERACION DE ONDA CUADRADA%
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2 function [ x ] = Cuadrada_( f_in,A )
3 %Entrada: f_in-> frecuencia requerida
4 % A-> Amplitud requerida en [V]
5 %Salida: x-> Senyal digital de 12 bits.
6 fs=16000; % frecuencia de muestreo
7 Resolucio=2^12; % 12 bits de resolucion
8 M=round(fs/f_in); % Muestras.
9 AmpMax=3.3; % Amplitud Maxima
10 Amp=(A*Resolucio)/AmpMax;
11 x=zeros(1,M);
12 for i=1:M/2
13 x(i)=round(Amp);
14 end;
15 end
1 %GENERACION DE UNA SENYAL SINUSOIDAL%
2 function [ x] = seno( f_in,A )
3 %Entrada: f_in-> frecuencia requerida
4 % A-> Amplitud requerida en [V]
5 %Salida: x-> senyal digital de 12 bits.
6 fs=16000; % frecuencia de muestreo
7 Resolucio=2^12; % 12 bits de resolucion
8 M=round(fs/f_in);% Muestras por periodo (ciclo)
9 AmpMax=3.3; % Amplitud Maxima
10 w=(2*pi*(f_in/fs));%Frecuencia digital.
11 Amp=(A*Resolucio)/AmpMax;
12 %seno
13 x=zeros(1,M);
14 VectorSeno=zeros(1,M);
15 for i=1:M;
16 VectorSeno(i)=1.65*sin(w*(i-1))+1.65;
17 x(i)=round((VectorSeno(i)*Amp)/AmpMax);
18 end;
1 %GENERACION UNA SENYAL DIENTE DE SIERRA%
2 function [ x ] = Sierra( f_in,A )
3 %Entrada: f_in-> frecuencia requerida
4 % A-> Amplitud requerida en [V]
5 %Salida: x-> senyal digital de 12 bits.
6 fs=16000; % frecuencia de muestreo
7 Resolucio=2^12; % 12 bits de resolucion
8 M=round(fs/f_in);% Muestras por periodo (ciclo)
9 AmpMax=3.3; % Amplitud Maxima
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10 Amp=(A*Resolucio)/AmpMax;
11 d=Amp/M;
12 x=zeros(1,M);
13 for i=1:M
14 x(i)=round(d*(i-1));
15 end;
16 end
1 %GENERACION DE UNA SENYAL TRIANGULAR%
2 function [ x ] = Triangular( f_in,A )
3 %Entrada: f_in-> frecuencia requerida
4 % A-> Amplitud requerida en [V]
5 %Salida: x-> senyal digital de 12 bits.
6 fs=16000; % frecuencia de muestreo
7 Resolucio=2^12; % 12 bits de resolucion
8 M=round(fs/f_in);% Muestras por periodo (ciclo)
9 AmpMax=3.3; % Amplitud Maxima
10 Amp=(A*Resolucio)/AmpMax;
11 d=Amp/M;
12 x=zeros(1,M);
13 for i=1:M
14 if (mod(M,2))==0
15 if (i≤M/2)
16 x(i)=round(d*(i-1));
17 else
18 x(i)=x(M-(i-1));
19 end
20 else
21 if(i≤(M+1)/2)
22 x(i)=round(d*(i-1));
23 else
24 x(i)=x(M-(i-1));
25 end
26 end
27 end
28 end
B.2.3.2 Código de Arduino de recepción y modulación
1 #define f_clock 84000000 // 84 MHz.
2 //--------VARIABLES GENERALES------------//
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3 int f_s=16000; // Frecuencia de muestreo de la senyal.
4 int f_osr=1024000; // Frecuencia de sobremuestreo de la senyal.
5 int divisor= 2; // divisor de frecuencia del clock del Arduino.
6 int res =4096; // niveles(2^12)-> 12 bits de resolucion.
7 //-------VARIABLES DEL MODULADOR SIGMA-DELTA--------//
8 volatile int x=0 ; // Entrada.
9 int e=0; // Error.
10 int acc=0; // Acumulador de error (integrador).
11 int y=0; // Salida del modulador en formato digital.
12 //----VARIABLES PARA LA LECTURA DE DATOS POR EL PUERTO------//
13 int marcha=0,paro=1; //Variables auxiliares para el marcha y paro.
14 char parametro ='N'; // Variable para sincronizar recepcion con MATLAB.
15 String inString = "";//Variable para almacenar la cadena de caracteres.
16 int M=0; // M-> numero de muestras de la senyal recibida.
17 int inChar=0;//Variable para guardar cada byte leido por el puerto serie
18 int dato; // Variable para almacenar el valor entero del puerto serie.
19 int Lect [8094]; // Vector para guardar la senyal leida del puerto
20 int cont=0; //Indice para guardar la posicion de cada valor en Lect
21 //---------------------------------------------------------------//
22 int contador=0; // Indice para indicar la muestra que se esta modulando
23
24 /*---CONFIGURACION DEL TIMER A UNA FRECUENCIA DE SOBREMUESTREO f_osr----*/
25
26 void setup()
27 {
28 Serial.begin(9600); // Abrir puerto con 9600 baudios/segundo
29 pinMode(13,OUTPUT); // Led para indicar si esta en marcha o paro
30 pinMode(8,OUTPUT); // Puerto C linea 22: PC22
31 attachInterrupt(12, PARO, RISING); // Interrupcion de paro.
32 attachInterrupt(11, MARCHA,RISING);// Interrupcion de marcha.
33 TimerSobremuestreo_setup(); // Configurar Timer de sobremuestreo.
34 TimerMuestreo_setup(); // Configurar Timer de muestreo.
35 digitalWrite(13,LOW);
36 }
37 /*------RUTINAS DE INTERRUPCION DE LOS PULSADORES DE MARCHA Y PARO-----*/
38 void PARO(){
39 if(marcha==1 && paro==0){
40 int j;
41 for(j=0;j<M;j++) Lect[j]=0;
42 paro=1; marcha=0;
43 TcChannel * t = &(TC0->TC_CHANNEL)[1] ;
44 TcChannel * t2 = &(TC1->TC_CHANNEL)[1] ;
45 t->TC_CCR = TC_CCR_CLKDIS ; // Deshabilitar Timer de recepcion de
datos.
46 t2->TC_CCR = TC_CCR_CLKDIS ; // Deshabilitar Timer de sobremuestreo.
47 digitalWrite(13,LOW);
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48 }
49 }
50 void MARCHA(){
51 if(paro==1 && marcha==0){
52 marcha=1;
53 paro=0;
54 M=cont;
55 cont=0;
56 TcChannel * t = &(TC0->TC_CHANNEL)[1] ;
57 TcChannel * t2 = &(TC1->TC_CHANNEL)[1] ;
58 t->TC_CCR = TC_CCR_CLKEN | TC_CCR_SWTRG ; //Rehabilitar Timer.
59 t2->TC_CCR = TC_CCR_CLKEN | TC_CCR_SWTRG ; //Reahailitar Timer
60 digitalWrite(13,HIGH);
61
62 }
63 }
64 /*---CONFIGURACION TIMER 0 CANAL 1 PARA EL MUESTREO DE LA SENYAL LEIDA----
*/
65 void TimerMuestreo_setup()
66 {
67 pmc_set_writeprotect(false); // Habilitar escritura de
registros.
68 pmc_enable_periph_clk (ID_TC1) ; // Habilitar clock periferico.
69 TcChannel * t = &(TC0->TC_CHANNEL)[1] ;// Puntero *t del TC0 canal 1.
70 t->TC_CCR = TC_CCR_CLKDIS ; // Desahibilitar el clock interno.
71 t->TC_IDR = 0xFFFFFFFF ; // Desahibilitar interrupciones.
72 t->TC_CMR = TC_CMR_TCCLKS_TIMER_CLOCK1|// TIMER_CLOCK1: divisor 2;
73 TC_CMR_WAVE | // Modo generacion de onda
cuadrada.
74 TC_CMR_WAVSEL_UP_RC | // Modo contador ascendente con RC
.
75 TC_CMR_ACPA_CLEAR | TC_CMR_ACPC_CLEAR | // Limpiar registros.
76 TC_CMR_BCPB_CLEAR | TC_CMR_BCPC_CLEAR ; // Limpiar registros.
77 /*-----ESTABLECER CUENTA CORRESPONDIENTE CON LA FRECUENCIA DESEADA------
*/
78 t->TC_RC = (f_clock/divisor)/f_s;; // Guardar en registro RC la cuenta
.
79 /*----------------------------------------------------------------------
*/
80 t->TC_IER = TC_IER_CPCS; // Habilitar el registro comparador RC
81 t->TC_IDR = 0xEF; // Desahibilitar los registros diferentes a
RC.
82 NVIC_EnableIRQ(TC1_IRQn);
83 }
84 /*--------------------CONFIGURACION TIMER 1 CANAL 1---------------------*/
85 void TimerSobremuestreo_setup(){
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86 pmc_set_writeprotect(false); // Habilitar escritura de
registros.
87 pmc_enable_periph_clk (ID_TC4) ; // Habilitar clock periferico.
88 TcChannel * t2 = &(TC1->TC_CHANNEL)[1] ;// Puntero del TC1 canal 1.
89 t2->TC_CCR = TC_CCR_CLKDIS ; // Desahibilitar Timer para configurar
.
90 t2->TC_IDR = 0xFFFFFFFF ; // Desahibilitar todas las
interrupciones.
91 t2->TC_CMR = TC_CMR_TCCLKS_TIMER_CLOCK1|// TIMER_CLOCK1: divisor 2
92 TC_CMR_WAVE | // Generacion de pulsos repetidos.
93 TC_CMR_WAVSEL_UP_RC | // Modo contador ascendente.
94 TC_CMR_ACPA_CLEAR | TC_CMR_ACPC_CLEAR | // Limpiar registros.
95 TC_CMR_BCPB_CLEAR | TC_CMR_BCPC_CLEAR ; // Limpiar registros.
96
97 /*--ESTABLECER CUENTA CORRESPONDIENTE CON LA FRECUENCIA DESEADA----------
*/
98 t2->TC_RC = (f_clock/divisor)/f_osr;;// Guardar cuenta en el registro RC
99 /*---------------------------------------------------------------------*/
100 t2->TC_IER = TC_IER_CPCS; // Habilitar el registro comparador RC
101 t2->TC_IDR = 0xEF; // Desahibilitar los registros diferentes a RC
.
102 NVIC_EnableIRQ(TC4_IRQn); // Habilitar el servicio de interrupcion
103
104 }
105 /*--------------------RUTINA DE LECTURA DEL PUERTO-----------------------*/
106 void LeerDato(){
107 parametro=Serial.read(); // Leer parametro enviado desde MATLAB.
108 if(parametro=='R'){ // Si ha enviado una 'R', empieza la recepcion.
109 waitSerialAvailable(); // Esperar a que haya algo por el puerto.
110 //-----LEER CADA BYTE Y SUMARLO A LA CADENA insString.------//
111 if(Serial.available()){
112 while (Serial.available() > 0) {
113 delay(3);
114 inChar = Serial.read();
115 if (isDigit(inChar)) inString += (char)inChar;
116 }
117 //----------------------------------------------------------//
118 dato=inString.toInt(); // Convertir la cadena de String a entero.
119 Lect[cont]=dato; // Guardar cada dato en el vector Lect.
120 Serial.println(Lect[cont]); /*Enviar otra vez al MATLAB lo leido
121 para asegurar su correcta recepcion de la senyal*/
122 cont++;
123 inString= "";
124 }
125 }
126 }
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127 void waitSerialAvailable (){
128 while (Serial.available()==0) delay(0.2);
129 }
130 //-RUTINA DE INTERRUPCION DEL TIMER 0 CANAL 1: Muestreo de la senyal leida
-//
131 void TC1_Handler(){
132 long dummy=REG_TC0_SR1;
133 x=Lect[contador];
134 contador++;
135 if(contador==M) contador=0;
136 }
137 /*------------RUTINA DE INTERRUPCION DEL TIMER 1 CANAL 1------------------
*/
138 void TC4_Handler(){
139 long lee=REG_TC1_SR1; // Leer el estado del contador.
140 //Si no se lee, se producen interrupciones
seguidas.
141 //-------------MODULACION SIGMA DELTA A f_osr = 1.024MHz
-----------------//
142 e=x-y;// error
143 acc=e+acc; //acumulador
144 // comparador '1'=3.3V , '0'=0V
145 if(acc>res/2) {
146 y=res-1; //Nivel digital (2^16)-1
147 PIOC->PIO_SODR = PIO_PC22;// Nivel analogico HIGH=3.3V
148 }
149 else {
150 y=0; //Nivel digital LOW=0;
151 PIOC->PIO_CODR = PIO_PC22;//Nivel analogico 0V
152 }
153 }
154 void loop() {
155 while(paro==1 || marcha==0){ /* Siempre estar a la espera de pulsar paro
156 para poder recibir otra senyal */
157 LeerDato();
158 }
159 }
160
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