Abstract-In this work, we introduce Volcano, a tool for the procedural generation of 3D models of swords. Unlike common procedural content generation tools, it exploits interactive evolution to reduce as much as possible the effort of the users during the generation process. Indeed, Volcano allows to forge the desired type of swords through a rather simple visual exploration of the design space. The 3D models generated with the tool can be directly used as game assets or further developed with a standard modeling software. A prototype of Volcano was tested by 30 users, including both students and game developers. The feedbacks received are very positive: tools like Volcano might be useful both for players, to create user contents, and for developers, to speed-up the design of game contents.
I. INTRODUCTION
Creating game content is currently among the most expensive and time consuming activity in the game development process. To deal with this issue, game developers typically follow two approaches: (i) they exploit procedural content generation to reduce as much as possible the costs and (ii) they heavily rely on user generated content. However, procedural content generation tools might take a lot of trial and error to actually generate high-quality content; moreover, these tools are often rather limited to just some specific type of contents, e.g., terrain, trees, buildings, etc. Finally, user generated content requires a very dedicated community and the development of additional software, such as editors or SDKs, that often are too complex for the average user. A promising technique to deal with these challenges is the Search-Based Procedural Content Generation (SBPCG) [1] . In fact, SB-PCG aims at easing the generation of high-quality game content by means of a stochastic search algorithm, such as a genetic algorithm.
In this paper, we introduce Volcano, a tool to generate 3D models of swords. Our tool offers a simple user interface and allows to forge the desired swords with a very simple and limited user interaction. In fact, Volcano features a SB-PCG algorithm to capture the user preferences through the selection of previously generated content and to search accordingly the design space. Any model generated with Volcano can be exported in a standard format to either use it immediately as a graphical asset or to further develop it in any 3D modeling software.
We implemented a working prototype of Volcano and performed a preliminary test with few users. The feedback we received is very encouraging: users reported that Volcano was indeed capable of generating new swords based on their preferences and that they were generally happy with the quality of the generated swords. Moreover, users appeared quite interested in using tools like Volcano either to create user content for games they play or as a design tool for games they develop.
The paper is organized as follows. First, in Section II we briefly provide an overview of the related work. Then, in Section III we describe how we represents swords to procedurally generate them and in Section IV we illustrate how Volcano works. Thus, in Section V we discuss the results of the performed user study. Finally, in Section VI we draw some conclusions.
II. RELATED WORK
Procedural content generation (PCG) was introduced in the early 1980s to overcome the limited memory resources: game content that could not fit the main memory was generated on the fly. Today, memory is not an issue anymore and PCG is mainly used to reduce the time and costs necessary to create a large amount of game content. Notable examples of commercial PCG tools that are widely used in the game industry are SpeedTree 1 , that is specifically devised for generating trees and plants, and CityEngine 2 that allows the generation of buildings and cities.
Recently, PCG has also attracted the interest of several researchers from the field of computational intelligence, due to the introduction of the search-based procedural content generation (SB-PCG) [1] . SB-PCG combines search-based methods -typically evolutionary algorithms -with procedural content generation: the trial-and-error process that PCG usually requires (e.g., setting parameters values, implementing heuristics, etc.) is mapped into a search problem and automatically solved. So far, SB-PCG already proved successful for several type of game content [2] - [11] . Nevertheless, SB-PCG involves several challenges, the most important being how to evaluate the generated content to guide the searchbased methods. Several approaches have been proposed in the literature to deal with these issues (see [1] for an overview). In this work we follow an approach that is inspired by the field of interactive evolution [12] , a branch of evolutionary computation that replaced the usual fitness function computation with an interactive evaluation provided from one or more users. Interactive evolution has been successful applied to several domain including fashion design [13] , ergonomic design [14] , landscapes [15] , images [16] , music [17] , and art in general. Recently, interactive evolution has been applied also to generate game content. Hastings et al. [18] developed Galactic Arm Race (GAR) [18] , a multiplayer shooter game that features a novel weapon system that evolves during the game based on players' actions. Later, Risi et al. [19] developed a Facebook game, Petalz 3 , that applies interactive evolution to breed procedurally generated flowers. Finally, Cardamone et al [20] introduced TrackGen, a web service that exploits interactive evolution for the procedural generation of tracks for a racing game.
III. PROCEDURAL SWORDS
In this section, we describe the parametric model we use in Volcano to represent and to procedurally generate sword-like 4 shapes. We used a sword as a basis since it is a common, simple, and varied weapon, which gives us plenty of different shapes to work with a few simple constraints. We designed a simplified parametric model through the observation of known swords, determining what set of parameters would better describe the shape of the whole weapon in the simplest terms. We leveraged information on historical sword manufacturing techniques from online resources [21] to determine these parameters.
For simplicity, we define a sword as a composition of its four main different parts: the blade, the guard, the grip, and the pommel (see Figure 1 for an example). These parts are connected to each other in a sequential fashion to form a sword. We model the different parts as tapered curves, thus identifying for each part (i) an open curve that defines the overall part shape and direction (spine), (ii) an open curve that defines the tapering alongside the spine (taper curve), and (iii) a closed curve that defines the cross-section (section curve).
In order to support many different sword shapes, we parameterize the curves of each weapon part. For each part, we define the spine, taper, and section curves by selecting appropriate parameters and plausible value ranges that define the chosen shapes. We restrict parameters to values that produce plausible results, for example by limiting the grip's width to a fixed value and fixing its spine to a straight segment so that all swords can be wielded. We also provide templates of section curves for simplicity. We subdivide the blade's taper into two parts, the point and the edge, so to define the two independently (see Table I lists all the parameters of the sword model described above. Note that the parameter groups are for the most part independent from each other, so that we can switch a grip with another without affecting the blade, and vice-versa. We however enforce some slight dependency between a few parameters: for example, the grip length is constrained to be larger than the blade's width to avoid unrealistic weapons. By default, we fix the composition of the different parts to achieve a sword-like appearance. However, to increase variation in the final result, we add a few parameters that allow us to achieve diverse structures and thus build different weapons. Table II describes all these additional parameters that control the number and relative placement of the weapon's features. 
IV. INTERACTIVE SWORD GENERATOR
Volcano consists of three major components: (i) the user interface that allows the interaction with the user and triggers the generation of the swords; (ii) the evolutionary algorithm, that performs the search in the parameters space of the sword; (iii) the procedural backend, that generates the 3D models of the swords from the parameters identified by the evolutionary algorithm. In this section we briefly describe how these three components work.
A. User Interface
Volcano was intended to be used by a single user at once and it is based on the idea that the content is generated within a user session. Whenever a user wants to generate one or more swords, he has to start a new user session through the user interface (UI) and a set of N swords is immediately generated. The swords in this set, called current set, are rendered and displayed by the UI along with an additional set of swords, called starred set (see a screenshot of the UI in Figure 5 ). The starred set is empty when a new user session starts and cannot contain more than S swords. During a user session it is possible to perform the following actions: • star any of the sword in the current set, adding it to the starred set (the action is possible only when the stared set does not contain already S swords);
• unstar any of the sword in the starred set, removing it from the starred set;
• select one or more swords either in the current set or in the starred set;
• export any of the sword in the current set as an fbx model;
• adjust the randomness level, a parameter that controls the stochasticity of the generation process, choosing among 7 levels ({extremely low, very low, quite low, moderate, quite high, very high, extremely high}) encoded as integer values from -3 to +3;
• generate a new set of swords based on the currently selected swords;
• stop the current user session and start from scratch a new one, with the desired parameters setting;
• quit the interactive sword generator.
Before starting a new user session, it is also possible to set a few parameters that affect either the UI or the evolutionary algorithm used to generate the swords. In particular, the user can set the size of the current set (N ) and the size of the starred set (S). The user can also set the parameters μ and σ of the mutation operator of the evolutionary algorithm (see Section IV-B). Finally, he can choose a template from a list (e.g., basic swords, rapier, knife, axe, katana, etc.) to add some constraints on the type of swords that can be generated by the system.
B. Evolutionary Algorithm
The evolutionary algorithm used in Volcano to generate the parameters of the swords is a slightly modified version of a simple genetic algorithm, where the selection process is directly controlled by the user. Accordingly, in Volcano the underlying evolutionary algorithm is triggered only by some specific actions performed through the user interface: the request to start a new user session and the request to generate a new current set. In the following we describe how the evolutionary algorithm works in Volcano by illustrating the most important procedures. return current 6: end procedure START: this procedure (see Algorithm 1) is called to generate the swords' parameters of the current set when a new user session begins. It receives four input parameters: N , the size of the current set; μ and σ, that are respectively the probability and the intensity of the mutation operator; template, a vector that defines the standard values of the sword parameters. Through the template parameter, the user can focus on the generation of a specific class of swords, such as classic swords, knifes, rapiers, katanas, axes, etc; if the user does not want to choose a specific class of swords, the procedure will be called setting the template parameter to None. The procedure returns current, which contains the parameters vectors of N swords to render and to display as the current set.
Algorithm 2 Generate a random parameters vector of a sword. param ← new parameters vector 3: if template is None then 4: for i ← 1, length(param) do 5:
Generate a value in the range of i-th parameter with a uniform distribution 6: end for 
param[i] ← template[i]
Set i-th parameter to the default value of template 10: end for 11:
mutate(param, μ, σ)
Apply mutation operator to parameters vector 12: end if 13: return param 14: end procedure INIT: this procedure (see Algorithm 2) generates a random parameters vector of a sword. It receives three parameters: μ and σ, that are respectively the probability and the intensity of the mutation operator; template, a vector that defines the standard values of the sword parameters. If template is None, each parameter of the sword is generated using a uniform distribution (line 5 in Algorithm 2, where MIN i and MAX i are respectively the lowest and the highest value of the i-th parameter). Otherwise, each parameter is set to the default value defined by the template provided and the MUTATE operator is applied to the resulting vector. At the end, the generated vector of parameters, param, is returned. 
Create a new current set of swords based on selection 5: if selection is empty then If user did not select any sword, a new random set of swords is generated 6 :
else Else the new set is based on selections return current 15: end procedure EVOLVE: this procedure (see Algorithm 3) is called as soon as a request to generate a new current set of swords is received from the user interface. The procedure receives as input the parameters N , μ, σ, and template, described before. In addition, it receives as input selection, a set that contains the parameters vectors of all the swords selected by the user in the UI before requesting the generation of a new current set. Finally, the procedure receives as input also the parameter ρ, that encodes the desired randomness level: the seven possible values introduced in Section IV-A are mapped to an integer value in the range [−3, +3] (e.g., extremely low is mapped to ρ = −3, moderate is mapped to ρ = 0, and extremely high is mapped to ρ = +3).
The EVOLVE procedure works as follows. At the beginning (see line 2-3 of Algorithm 3) the mutation parameters μ and σ are adjusted by multiplying them to K ρ , where K is a constant 5 ; accordingly a randomness level below moderate (ρ < 0) would result in decreasing the values of μ and σ, while a level above moderate would result in increasing them 6 . Then, a new set of N parameters vectors is generated. If the user did not select any swords in the current set, i.e., selection is an empty set, the new parameters vectors are generated from scratch by using the INIT procedure (line 6 in Algorithm 3). Otherwise, the new parameters vectors are generated as follows (line 8-11 in Algorithm 3): at first, each one of the new parameters vector is generated as the result of the CROSSOVER operator applied to two parent vectors, randomly chosen from selection; finally, MUTATE operator is applied to this parameters vector just generated. All the parameters vectors so generated are included in current that is returned by the procedure. 
else Gaussian mutation is applied to float parameters 10:
end if 12: end if 13: end for 14: end procedure the parameters vector to mutate; μ and σ are respectively the probability and the intensity of the mutation. Each parameter of the sword is mutated with probability μ (line 3 in Algorithm 4). Depending on the parameter, a different type of mutation is applied: if the parameter is boolean a flip mutation [22] is applied (line 5 in Algorithm 4); if it is an integer, uniform mutation [22] cut ← U int (2, length(parent 1 )) Chose the cutting point for crossover.
3:
if i < cut then 5:
end if
end for 10:
return param 11: end procedure CROSSOVER: this procedure (see Algorithm 5) implements a simple single point crossover. The operator receives as input two parameters vectors, parent 1 and parent 2 , that will be mixed together to generate a new sword. First (see line 2 in Algorithm 5), a cut point is chosen by selecting a random position in the vector (except the first one). Then, a new parameters vectors, param is initialized as follows: each element of param in a position before the cut point is set to the the corresponding element of parent 1 ; instead, from the cut point position to the end of the vector, each element of param is set to the corresponding element of parent 2 . The Fig. 6 . A blade created with our blender plugin. On the left, the parameters can be altered, and on the right a simple render of the resulting blade is shown. Fig. 7 . A set of our procedurally generated weapons shown in real-time as virtual physical objects inside a Unity3D scene.
resulting parameters vector, param, is finally returned by the operator.
C. Procedural Backend
The procedural backend of Volcano is the component in charge of generating the actual 3D models of the swords as well as rendering them to images so that they can be displayed in the UI. In particular, we implemented the backend as a plugin for the Blender3D suite 7 that can be called either from the evolutionary algorithm or from the UI to generate and/or to render a 3D model from a given parameters vector. When the plugin is called, the parameters vector (see Section III for a detailed description of the parameters) is used as input to create three 2D polylines for each weapon part (the spine, taper, and section curve). The polylines are then used as input to a tapering algorithm, which uses the taper curve and the section curve to extrude the spine curve and thus achieve a 3D representation. Thus, we convert the curve representation to 3D meshes and generate both normals and UV coordinates, we assign textures and materials to the various weapon parts, 7 https://www.blender.org/ we define lights and a centered camera view, and we render the result to an image file. It is also possible to export the resulting mesh as .obj or .fbx files alongside the resulting baked textures to use them as game assets (see an example in Figure 7 ) or to import them in other modeling tools.
Finally, using Blender's python API, we also developed a GUI-based plugin that integrates with Blender to provide a visual user interface that allows manual modification of all sword parameters through sliders paired with a real-time update of a sword mesh, rendered in the 3D viewport (see Figure 6 ).
V. USER STUDY
To assess the usability of Volcano, we carried out two different user studies. The first study was performed during an Open Day at our university and consisted of 22 user sessions with 22 distinct users (18-22 years old student, mostly male). Before starting each session, we collected few information about the users (i.e., age, gender, gaming habits, etc.) and briefly explained them how the UI of Volcano works. Then, we left them free to play with the tool for as long as they want. Finally, we asked them three simple questions:
Q1. Would you use a tool like Volcano to create contents for the games you usually play?
Q2. Are you happy with the swords generated with Volcano during your session?
Q3. Were the swords generated by Volcano consistent with your choices (i.e., the selected swords)?
Each user had to answer choosing among a list of options: {Yes, Maybe, No, Don't know} were the possible answers for the first questions, while {Definitely yes, More yes than no, More no than yes, Definitely not} were the possible answers for the second and third questions. Results (see Figure 8 ) suggest that players actually like the idea of generating their own game content. In fact, Figure 8a shows that 16 out of 22 users would use tools like Volcano (i.e., they answered Yes) and also the remaining 6 users might give it a try (i.e., they answered Maybe). When it comes to evaluate the quality of generated swords, the performance of Volcano was pretty solid; in fact, none of the users reported a negative answer, i.e., more no than yes or definitely not; the most common answer was more yes than no and 8 users answered definitely yes (see Figure 8b ) Similar results were obtained also about the capabilities of Volcano to generate swords that are consistent with the users preference (see Figure 8c ): 9 users answered definitely yes, 12 users answered more yes than no and only one user answered more no than yes.
Then, we analyzed how the users interacted with Volcano to generate the swords. First of all, the smallest number of swords' sets generated per user session was 5, the largest one was 26, and the median number of generated sets was 9 per session -suggesting a rather good user engagement. Figure 9 shows how the average number of selected swords and of starred ones changes during the user session. Despite, the size of collected dataset is rather small 8 to see some trends. Figure 9a shows that the average number of selected swords slightly increases at the beginning and then decreases as more sets of swords are generated. Perhaps, the users starts by exploring more possibilities but soon focus on just one or two swords they like more. More interestingly, the number of starred swords (Figure 9b ) keeps increasing with the generation of more sets of swords. This might suggest that the larger the number of swords generated by the tool, the better is the quality of the swords generated.
The users provided also useful suggestions that allowed us to make some improvements to the UI. In particular, a very common suggestion was to add something that could allow the user to control the degree of variety in the generated swords. Based on this suggestion, we introduced the randomness level control described in Section IV-A, that was not included in the tool at the time of this first test.
Few weeks later, we performed a second user study at an independent game developers festival. The test involved 8 users among developers and game designers. The feedback was similar to the one received from the previous test: all the users evaluated positively the generated swords (we collected 5 definitely yes and 3 more yes than no answers to Q2); similarly, the evaluation of the consistency with respect to the user actions was very good (we collected 6 definitely yes and 2 more yes than no answers to Q3). Moreover, when asked whether they would use a tool like Volcano for creating the content for their own games 9 , the answers were promising (5 answered yes and 3 answered maybe). In particular, designers and developers pointed out that a tool like Volcano might be valuable even if not capable to generate assets that can be directly used in games. This kind of tools might be useful to perform a quick exploration of the design space and to generate a set of preliminary assets that a 3D artist can further develop with a modeling software.
Finally, we collected a lot of interesting suggestions to improve Volcano, such as supporting modular content generation (e.g., working only on the blade while keeping fixed the grip and the guard), clustering the generated set based on visual similarity, and allowing to browse back the history of generated swords.
VI. CONCLUSION
In this work we introduced Volcano, a tool for procedural generation of swords that learns the user's preferences: instead of requiring a long session of trial-and-error parameters setting, Volcano exploits interactive evolution [12] to generate new swords based only on a selection of the ones previously generated. Therefore, it allows to perform a visual exploration of the design space and to generate novel game content with a very limited effort.
We implemented a prototype of Volcano, which includes a plugin for Blender to actually generate usable 3D models of the generated swords. We also tested our prototype with 30 users, among students and game developers. The result of these tests was very encouraging: users reported to be rather happy concerning both their interaction with the tool and the generated swords; moreover most of the users expressed high interest for the possibility of using a tool like Volcano to create game content either as players (i.e., to create user-generated content) or as designers. (i.e., to simplify the development process).
Future works include improving the user interface of Volcano following some suggestions received from the user tests (e.g., adding a browsable history, clustering generated swords based on visual similarity, etc.), support the generation of modular game content (i.e., allows the generation of only some parts of the swords at once), and implementing an on-line system to collect more user experiences.
