Abstract-In this paper the problem of flocking together multiple robots is considered. The capability of grouping the robots is achieved resorting to a behavior-based approach, namely the Null-Space-based Behavioral (NSB) control. In this framework, the assigned mission is accomplished by defining very simple behaviors for each robot and properly arranging them in priority. In particular, flocking is pursued in a decentralized manner, i.e., the elementary behaviors of each robot are defined so they only need local information concerning robot's neighbors. To test the performance of the method, the flocking behavior is analyzed in different cases, namely, in presence of a static/moving rendez-vous point, changing the size of the team and in presence/absence of measurement noise. Extensive simulations prove the effectiveness of the proposed technique. 
I. INTRODUCTION
Many living beings exhibit collective behaviors in nature by implementing local control strategies. Among the different collective behaviors, flocking has fascinated researchers from several disciplines, e.g., physicists, social scientists, roboticists, animal psychologists, etc. By the term flocking it is meant the capability of many individuals to congregate and stay grouped as a result of individual actions. As discussed in [20] , the flocking problem is also an interesting control problem involving the coordination of multiple robots characterized by limited sensing and communication capabilities, and it is strictly related to the study of self-organized networks of mobile robots. Thus, flocking can be considered in Robotics a specific case of coordinated control of multiple robots that involves distribute sensing, exploration, coverage, search and rescue, etc; see [9] for a good overview.
In 1987, Reynolds published a seminal work in which a computer model for motion coordination of animals as bird flocks or fish schools was presented [25] . An extensive literature now exists that reports interesting results concerning the flocking problem. In [21] , different solutions are investigated and their stability is analyzed; based on local sensing, each robot moves according to three different terms (a gradientbased term, a consensus term and a navigational-feedback term) that represent different behaviors for each robot. The work [12] presents an algorithmic coordination approach for mobile agent networks to make the agents converge on a rendez-vous point without losing the connection with their neighbors. The work [19] surveys recent developments in modeling, analysis and design of distributed motion coordination algorithms for multi-robot systems. The work [17] presents a potential field control approach for swarm of robots collecting objects.
An aspect that strongly influences the coordination strategy is the possibility for the robots to explicitly exchange information with their neighbors; this possibility poses the challenging problem of consensus, that is, reaching an agreement regarding a certain quantity of interest that depends on the state of all the agents [22] . An overview of the information consensus is given in [24] , [23] , while the work [22] investigates consensus algorithms with emphasis on robustness, time-delays and performance guarantee. The work [15] shows how a consensus variable can be used to make the flock perform particular behaviors like formation keeping or rendezvous. The work [14] develops the stability analysis of several decentralized strategies that achieve an emergent behavior.
Autonomous robotics has been strongly influenced by the paradigm of behavior-based control, introduced in the works [8] , [7] . Using sensors to obtain information about the environment, behavior-based control approaches give the system the autonomy to operate in complex environments. Thus, they result useful and successful for the control of both single robots and multi-robot systems, e.g., to navigate in unknown or dynamically changing environments.
In this paper, a possible solution to the flocking problem is proposed by resorting to the behavioral approach defined as Null-Space-based Behavioral (NSB) control presented in [3] . This approach, strongly related to the kinematic control presented in [5] , [6] , uses a hierarchy-based strategy to compose the elementary behaviors that concur to accomplish the mission of the multi-robot systems. In particular, in case of conflicting behaviors, the NSB filters out the lower priority behaviors' components that would conflict with the higher priority behaviors. The NSB approach takes the advantages of behavior-based approaches in the ease of design and the reactivity to unknown or changing conditions, while it presents a rigorous mathematical formulation that allows to extrapolate some analytical convergence properties [4] . Following the results in [2] , [1] , this paper presents the use of the NSB approach as a decentralized control technique to achieve the flocking mission in different conditions. Each robot requires only local information such as the relative position to its neighbors and, only in case of a rendez-vous, its global position. Extensive simulations, assuming two-dimensional point-mass robots, prove the effectiveness of the proposed approach.
II. THE FLOCKING PROBLEM
In this paper, flocking of a swarm of robots is considered as the mission of grouping them according to a lattice configuration as an emerging behavior obtained by implementing individual controllers on board of each robot. The robots can only sense their relative positions to their neighbors; moreover, when the team has to converge to a rendez-vous point, each robot also needs to know its absolute position. It is worth noticing that in the literature the same flocking problem is also approached under less strict assumptions, i.e, by sensing the neighbors' relative positions/velocities and/or by communicating with them. In the following, the basic notions on graph theory are briefly recalled to provide a tool to formalize the problem.
A graph G is a pair (V, E) that consists of a set of vertices V = {1, 2, . . . , n} and edges E ⊆ {(i, j) : i, j ∈ V, j = i}. In this paper, an undirected graph will be considered, i.e., (i, j) ∈ E ⇒ (j, i) ∈ E. The scalar quantity |V| is the order and |E| is the size of the graph. The adjacent matrix A collects the information concerning the edges such that a i,j = 0 ⇔ (i, j) ∈ E; for an undirected graph it is A = A T . The set of neighbors of node i is defined as
In our case, the graph is related to the physical displacement of nodes in the Euclidean space. Thus, let us denote as p i ∈ IR l the position of each node, where l = 2 in case of a material point moving on a surface, or l = 3 in the case of a material point moving in the 3D-space. Then, the configuration of all the nodes of the graph is represented by the vector p ∈ IR ln defined as
A framework, or structure, is a pair (G, p) that consists in a graph and the configuration of its nodes. To represent the relation between pairs of adjacent nodes in the configuration, the graph presents an edge between two nodes (a i,j = 0) if their Euclidean distance is lower than a threshold value r, called the interaction range. Thus, the neighbors relation of equation (1) is equivalent to:
where · represents the Euclidean norm.
In order to define the desired flocking configuration, an α-Lattice structure is introduced as a framework that satisfies
where d is the lattice's scale. In words, an α-Lattice is the structure of a configuration characterized by the fact that all the edges of the graph have the same length (see Figure 1 .a). Moreover, let us define the lattice's ratio as the value κ = r/d. Configurations close to the α-Lattice are the quasi-α-Lattice that introduce a tolerance in the definition (3):
where δ ∈ IR. An example of such a structure is shown in Figure 1 .b, where the dashed lines have length different from the lattice's scale within the given tolerance. A measurement of deviation of a quasi-α-Lattice from the corresponding α-Lattice for a certain configuration p is given by the index
that is called deviation energy. Remarkably, this index has a global minimum at zero which is attained by the α-Lattice structure.
In this paper, the nodes are modeled as first-order systems (or single integrators), thus, their equation of motion is:
where v i ∈ IR l is the velocity of each node and u i ∈ IR l is its control input. The flocking problem then consists in finding a control law u i that drives the swarm to a quasi-α-Lattice structure.
III. NSB CONTROL FOR MULTI-ROBOT SYSTEMS
According to all behavior-based approaches, the overall mission for the team of autonomous robots is decomposed in elementary sub-problems (or tasks) that have to be simultaneously managed. For each task a suitable task function is defined and a motion control directive is elaborated. Then, the single tasks that compose the overall mission are organized in a proper priority order. Finally, the global motion control directive to the robots is elaborated by suitably combining the motion directives of the single tasks.
In detail, by defining as σ ∈ IR m the generic task variable to be controlled by the i-robot (m is the task dimension), it is:
where p i ∈ IR l is the i-robot position and p i −p j (with p j ∈ N i ) is the relative displacement of the i-robot from its neighboring j-robot.
Considering the neighboring robots as static, the corresponding differential relationship is:
where J ∈ IR m×l is the configuration-dependent task Jacobian matrix and v i ∈ IR l is the robot velocity. An effective way to generate motion references for the robot starting from desired values σ d (t) of the task function is to act at the differential level by inverting the (locally linear) mapping of equation (7); in fact, this problem has been widely studied in robotics (see, e.g., [11] for a tutorial). A typical requirement is to pursue minimum-norm velocity, leading to the least-squares solution:
where
(when J (q) is full rank), Λ is a suitable constant positive-definite matrix of gains and σ is the task error defined as σ = σ d − σ. It is worth noticing that the term Λ σ is added to counteract the numerical drift due to discrete-time integration.
When the mission is composed by multiple tasks the overall vehicle velocity is elaborated by properly merging the outputs of the single tasks. In particular, each task velocity is computed as if it were acting alone; then, before adding its contribution to the overall vehicle velocity, a lower-priority task is projected onto the null space of the immediately higher-priority task so as to remove those velocity components that would conflict with it. Thus, on the analogy of eq. (8), the single task velocity is computed as
where the subscript k denotes the generic k-th task. Let us further define as
k J k the null space projector of the task k. If the subscript k also denotes the degree of priority of the task with, e.g., Task 1 being the highest-priority one, in the case of 3 tasks and according to [10] , [18] , then, the CLIK solution (8) is modified into
where N 1,2 is the null space projector obtained by stacking the Jacobians corresponding to the tasks 1 and 2.
Concerning the flocking problem, the NSB control approach differs from the other approaches proposed in the literature in the way the single elementary tasks are managed and combined. For instance, in the paper [21] , the single elementary tasks are combined following a potential approach and, from a behavior-based control point of view, implemented as a sort of cooperative control strategy, that is, the outputs of the single task functions are combined as a weighted sum to elaborate the final motion reference for the robot.
IV. FLOCKING VIA THE NSB APPROACH The flocking problem described in Section II is solved here by defining several local task functions and by applying the NSB control strategy on each robot. Moreover, local supervisors are in charge of dynamically selecting the active tasks and their priority orders to properly perform the individual missions.
In the following, the definitions of the task functions and the detail on the supervisor are presented.
A. Tasks' definition
Just two tasks are sufficient to generate a flocking behavior in a group of robots when a rendez-vous point is assigned. An additional task is required in presence of obstacles. Each of the functions is defined for each robot and relies on the neighbors' information, only: Lattice task. This task function σ l ∈ IR is aimed at keeping a constant distance (the lattice's scale) between the generic i-robot and one of its neighbors p j ∈ N i :
Its Jacobian J l ∈ IR 1×2 and Null N l ∈ IR 2×2 matrices are defined as
Moving to rendez-vous task. The task function σ r ∈ IR
2 is aimed to drive all the robots to converge to a meeting point; this facilitates the creation of a connected graph. Its definition is simply given by the robot position
where p rv ∈ IR 2 is the rendez-vous point. The (2 × 2) Jacobian is simply the Identity matrix and the Null space projector is the (2 × 2) null matrix. Obstacle avoidance task. Obstacle avoidance for autonomous robots is a mandatory task and, resorting to the NSB approach, has been deeply discussed in previous papers such as, e.g., [6] , [3] . Not surprisingly, the obstacle avoidance task function is formally equal to a lattice task:
and
where p o is the position of the obstacle. It is worth noticing that each task function represents a single elementary behaviors for a single robot. In this sense, a task function can be used several times if needed. As an example, a robot can implement the lattice task with respect to several different neighboring robots laying in its interaction range. Further insight on the number and kind of tasks to be used is given in next subsection.
B. Supervisor
The supervisor is a higher level function that, for each robot, is in charge of selecting the priority of the active tasks. Referring to the considerations in [3] concerning the degrees of freedom (DOFs) of the tasks and those provided by the robot, it is convenient to properly take into account the dimension of each task and to avoid overspecifying the mission by assigning more constraints than the available DOFs; for instance, when fulfilment of the higher priority task needs all the DOFs of the robot, it results useless adding further tasks since the nullspace of the higher priority task is empty and the lower priority tasks would not take effect.
Each robot is only aware of the other robots inside its interaction area; among them, a list containing robots ∈ N i sorted by their distance with respect to i is considered, k i (1) being the closest. By referring to a two-dimensional case, each robot computes the desired velocities corresponding to the following elementary tasks:
• Lattice task with respect to the robot k i (1) (if at least one robot ∈ N i ); • Lattice task with respect to the robot k i (2) (if at least two robots ∈ N i ); • Moving to rendez-vous task (if present in the mission specification); • Obstacle avoidance task (if p i − p o < r); that need to be properly arranged into a priority order. A trivial situation arises when flocking is required without a rendezvous point and the set N i is empty, in which case the robot obviously stays still.
Let us first consider the case of absence of obstacles in the set N i . In this case, the supervisor computes the Lattice tasks assigning the highest priority to the closest robot. Since the Lattice task is mono-dimensional (σ l ∈ IR), if at least two robots belong to N i the moving-to-rendez-vous task is discarded; otherwise, it is added as the lowest in priority. It is worth noticing that, even if more than two robots belong to N i , for the approach presented here it is sufficient to consider only the closest two and not all of them as for the approaches based on the use of potential functions.
Let us now consider one obstacle in the interaction range of the robot. The supervisor firstly computes the desired velocity without the obstacle; it then checks if the robot would approach the obstacle or go away from it. In the latter situation nothing is changed with respect to the non-obstacle case. If instead the robot would approach the obstacle, then the obstacle-avoidance task is selected as the primary task and all the other tasks are correspondingly lowered in priority; the last-priority one is eventually removed if the sum of the tasks' dimensions is larger than two.
For example, let us imagine a situation where the robot i has only one robot j inside the interaction range; its supervisor would then consider only the tasks in Table I . If, on the other hand, several robots and the obstacle are inside the interaction range, the supervisor would activate the tasks in II.
Is is worth noticing that both in [21] and in this paper, each robot needs to know the relative position to the other robots present in a set N i , that is in a sphere around it; this is reasonable for robotic systems but not for a flock in nature, mainly characterized by directional sensing such as, e.g., eye-based vision. Future research might consider anisotropic sets N i and proper tasks that take these into account.
V. SIMULATION RESULTS
To test the performance of the proposed control approach extensive simulations were run under SCILAB [26] . Following the results presented in [2] , [1] , in this paper we present the tests concerning the presence of static/moving rendez-vous points in a 2D implementation; the results were obtained running several simulations with different number of robots and different lattice's scales. Due to lack of space, a representative part of the simulations will be shown in this paper; some animations can be found at the URL http://webuser.unicas.it/lai/robotica/video/ where also some experimental results obtained with a platoon of 7 wheeled mobile robots are available.
For all the simulations, the sampling time is set to T = 0.1 s, the CLIK gains are λ p = 0.5, λ l = 1 and λ o = 0.5 . At the start of the simulation the robots are randomly placed according to a Gaussian probability density function with null mean and variance proportional to the number of robots. It can be anticipated that in all the simulation runs the deviation energy (5) tends to zero with a rate that depends on several factors, among which the size of the group.
A. Two-dimensional case with static rendez-vous point
A team of 100 robots starting form a random configuration has to flock around a static rendez-vous point. Figure 2 shows the final configuration of the team after 20 s of numerical simulation. It is worth noticing that in this case an α-Lattice structure is asymptotically achieved. Moreover, the robots flock in a structure without fragmentation, that corresponds to a connected graph. 
B. Two-dimensional case with moving rendez-vous point
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T m/s. Flocking is asymptotically achieved while the formation follows the moving rendez-vous point. Notice that the group does not move as a solid object tracking the target, but rather propagates its motion through its members. This behavior is due to the local nature of the single robot controllers and the selected priorities for the tasks; the group, in fact, moves to fulfill the lattice task with a higher priority than the moving-to-rendez-vous task. It can also be observed that the group exhibits a sort of compression/expansion along the direction of rendez-vous movement.
C. Analysis of convergence time
The results presented above are only selected case studies of an extensive simulative analysis aimed at numerically testing the efficiency of the proposed approach under different conditions. One aspect that we have deeply investigated over several simulation runs is dependence of the convergence time from the size of the swarm. We report here the results of a study focused on 2D simulations with a static rendez-vous point in absence of obstacles; the same simulation parameters as those reported at the beginning of Section V are utilized.
Since the initial configuration is a critical parameter that influences the transient behavior of the swarm, 20 simulations with randomly deployed robots were run with teams of fixed number of robots. An uniform probability density function has been selected with ranges related to the square root of the swarm dimension to choose the initial displacements of the robots; this choice allowed to impose the same density of robots in the area and thus to have homogeneous data to work with.
To properly compare results from different simulations, it is also necessary to univocally detect when the flock reaches a steady state configuration. Several metrics have been proposed in the literature to give a mathematical measurement of how far is a configuration from an α-Lattice structure such as, e.g., the deviation energy defined in eq. (5), or the social entropy proposed by [16] and the cohesion radius proposed by [13] . In our study, the deviation energy has been used; in particular, the flocking is considered to reach a steady-state condition when the index is smaller than a given threshold. Figure 4 shows a bar graph of the results; the abscissa reports the swarm dimension (the number of robots that compose the team), while for each assigned swarm dimension the ordinate reports the minimum, maximum and average convergence time for the 20 simulations. The darker columns refer to noiseless simulations while the lighter columns refer to simulations including noisy relative position measurements with uniform probability density function between ranges ±20 cm; this value corresponds to the 2% of the scale length. It can be observed that the size of the group influences the transient behavior of flocking. When the robots are in a quasi-alphaLattice configuration, in fact, a group of locally interacting robots is formed and the movement of one robot propagates through all the remaining ones; there is, thus, a long period of small adjustments among the robots before the alphaLattice configuration is reached. It can be observed that the presence of noise mainly has an adverse effect on the average convergence time of the flocking. VI. CONCLUSIONS The Null-Space-based Behavioral control approach has been applied to a wide range of robotic systems in recent years. In the case of multi-agent systems, problems such as, e.g., formation control, escorting a target, or reconfiguration of a mobile ad-hoc network, have been successfully achieved.
In this paper, the flocking problem of a group of dynamic agents has been addressed. Flocking in presence of a static or moving rendez-vous point has been discussed and verified by numerical simulations; moreover, flocking performance execution changing the size of the team and adding measurement noise has been analyzed. It has been shown that very simple task functions activated by a supervisor can successfully handle the flocking problem. Further research will focus on bringing the approach to experiments. 
