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Viime vuosina ovat puhelinsovellukset määrittäneet uudelleen, mitä sovellusten käytet-
tävyydeltä, estetiikalta sekä käyttäjäystävällisyydeltä odotetaan. Odotukset ja hyvin toi-
mivien sovellusten tuoma lisäarvo ovat nostaneet merkitystään myös web-sovellusten 
kehityksessä. 
 
Single page -web-sovellusteknologia pyrkii osaltaan parantamaan sovellusten käytettä-
vyyttä tuottamalla lähempänä natiivisovellusta olevan käyttökokemuksen. Koska sovel-
luksen käyttöliittymä ei ole riippuvainen sivustoa tarjoilevasta palvelimesta vaan ainoas-
taan käyttäjän selaimesta, voidaan suuri osa sovelluksen logiikasta suorittaa paikallisesti 
käyttäjän laitteessa, jonka seurauksena sovelluksen käyttökokemuksesta voidaan tehdä 
nopea ja saumaton. 
 
Perinteiset web-sivut lataavat kulloisenkin näkymän erillisenä palvelimelta. Kukin nä-
kymä sisältää oman HTML-tiedostonsa, ja jossain määrin CSS:ää ja JavaScriptiä. Nä-
kymien responsiivisuutta, kuten animaatioita, formivalidointeja, sekä elementtien piilot-
tamista ja näyttämistä hallitaan käyttäen apukirjastoja ja selaimen rajapintoja. Se-
laimessa suoritettava JavaScript ei ota paljoa kantaa sovelluksen bisneslogiikkaan vaan 
sen vastuuna on huolehtia pääasiassa näkymien visuaalisista yksityiskohdista. 
 
Single page -sovellukset (SPA, Single page applications) ovat monella tapaa komplek-
sisempia ja enemmän työtä vaativia kokonaisuuksia verrattuna perinteisiin websivuihin. 
Kun ensimmäisiä Single page -sovelluksia toteutettiin, ei single page -sovellusten teke-
miseen ollut selkeitä yleisiä parhaita käytäntöjä, sillä mallit, joilla JavaScriptin näkymälo-
giikkaa oli alkujaan ohjattu, ei skaalautunut laajaan bisneslogiikan hallintaan. Ensimmäi-
sen sukupolven SPA-ohjelmistokehykset kuten Angular, Ember ja Backbone, antoivat 
paremman pohjan sille, kuinka single page -applikaatioista saatiin strukturoituja sekä 
helpommin hallittavia. Näiden sovelluskehyksien kanssa tilanhallinta ja suorituskyky oli-
vat toistuvia ongelmia. 
 
Toisen sukupolvien SPA-sovelluksien toteuttamiseen tehdyt kirjastot, kuten React ja Vue 
pyrkivät olemaan kirjastoja, jotka huolehtivat vain siitä, miltä käyttöliittymä näyttää. Nämä 
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kirjastot välttävät ottamasta kantaa, kuinka sovelluksen muuta logiikkaa hallitaan, mutta 
kummatkin näistä kirjastoista ohjaavat voimakkaasti noudattamaan yksisuuntaisen da-





2 Yksisuuntanen dataflow 
 
2.1 Yksisuuntaisen dataflow’n määritelmä 
Yksisuuntainen dataflow on malli, joka rajoittaa, kuinka sovelluksen tilaa voidaan obser-
voida ja muuttaa. Sovelluksessa tila määrittää näkymän sisällön. Muutokset näkymässä 
eivät ole mahdollisia, jos niitä määrittävä tila ei muutu. Täten näkymä on esitys sitä mää-
rittävästä tilasta.  
 
 
Kuva 1 Yksisuuntainen dataflow 
 
Kuvassa 1 on kaksi yhteiseen tilaan (state) sidottua näkymää (view). Näkymien tapah-
tumat, kuten näppäinpainallukset voivat luoda tapahtumia, jotka muuttavat tilaa. Kun nä-
kymiä määrittävä tila muuttuu, päivittyvät myös tilaa esittävät näkymät. Tämän ominai-
suuden etuna on muun muassa, ettei näkymiä tarvitse deklaratiivisesti kontrolloida, sillä 
tilanmuutokset automaattisesti johtavat näkymien päivittymiseen. 
 
Toinen tapa ajatella yksisuuntaista dataflow’ta on, että näkymät ovat tilan lapsia, jotka 
tarkkailevat vanhempaansa. Vastaavasti tila on näkymien vanhempi, joka ei tarkkaile 
lapsiaan. Aina, kun tila päivittyy, päivittyvät myös tilaa observoivat lapsinäkymät. Koska 
tila ei observoi näkymiä, eivät tilamuutokset voi johtaa dominoefektin kaltaisiin sivuvai-





Kuva 2 Monisuuntainen observointi 
 
Kuva 2 esittää tilannetta, jossa näkymät observoivat tiloja ja tilat observoivat näkymiä. 
Tämä menetelmä niin kutsuttu two-way-binding, jota on käytetty esim. Angular-kehityk-
sessä. Tämän kyseisen toimintamallin on todettu aiheuttavan vaikeita tilanhallinnan ja 
suorituskyvyn ongelmia. 
 
Kokonaisessa sovelluksessa näkymät ja tilat elävät puumaisessa yksisuuntaisessa hie-
rarkiassa. Kun useampi hierarkkisesti rinnakkainen näkymä on riippuvainen samasta ti-
lasta, nostetaan näiden yhteinen tila näiden näkymien lähimpään yhteiseen vanhem-
paan, joka voi olla näiden näkymien vanhempinäkymä, tai muulla tavalla nämä kummat-





Kuva 3 Hierrakkinen tila 
 
Kuvassa 3 on kolme näkymää. Jokaiseen näkymään on assosioitu näkymään liittyvä tila. 
Kuvassa alempana sijaitsevien hierarkkisesti rinnakkaisten näkymien yhteinen tila on 
nostettu näiden näkymien yhteiseen vanhempinäkymään, joten näiden näkymien koko-
naistila koostuu kahdesta tilasta. 
2.2 Yksisuuntainen dataflow sovelluksessa 
Hyvänä lähtökohtana yksisuuntaisen dataflow’n soveltamiselle on, että se on selkeästi 
strukturoitavissa puumaiseen muotoon. Kuvassa 4 otetaan esimerkiksi kuvitteellisen 




Kuva 4 Hierarkkinen näkymä 
 
Kuvan 4 esimerkissä hierarkian ylin näkymän on ’App’, joka sisältää näkymät ’Naviga-
tion’, ’MainContent’ ja ’Footer’. ’MainContent’ sisältää ’UserProfile’-näkymän, joka sisäl-
tää vuorostaan näkymät ’UserSummary’ ja ’UserActivity’. 
 
Tällaista näkymien välistä hierarkiaa voidaan kuvata vanhempi-lapsi-suhteena. Kuvan 
esimerissä ’App’ on ’Navigation’-, ’MainContent’- ja ’Footer’-näkymien vanhempi, ja vas-
taavasti nämä näkymät ovat ’App’-näkymän lapsinäkymiä.  
 
Jotta näkymähierarkiat olisi mahdollista esittää puuhierarkiana, näkymien välisissä viit-
tauksissa ei tulisi olla kehäviittauksia. Näkymän vanhempi voi viitata lapsinäkymiinsä, 
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joita voi olla useita, mutta lapsinäkymän ei tulisi viitata vanhempaansa. Tämän lisäksi 
jokaisella näkymällä tulisi olla enintään yksi vanhempi. Rinnakkain sijaitsevien näkymien 
kuten Navigation ja MainContentin ei tulisi viitata toisiinsa. 
 
Näkymävanhemman tehtävä on antaa lapsinäkymilleen parametreja sekä ilmoittaa lap-
sinäkymilleen, kun näiden täytyy uudelleen päivittyä. Jos näkymähierarkiat sisältäisivät 
kehäviittauksia, johtaisi näkymien päivittyminen ikuiseen rekursioon. 
 
 
Kuva 5 Näkymän hierarkiaesitys puuhiearkiana 
 
Kuvassa 5 on kuvan 4 käyttöliittymänäkymien hierarkia määritelty puurakenteena. Tästä 
puurakenteesta voi päätellä, että ’Navigation’-näkymällä ei ole viittausta ’MainContent’- 
tai ’Footer’-näkymiin. Jotta ’Navigation’-näkymän tapahtumat voisivat heijastua myös tä-
män rinnakkaisiin ’MainContent’- sekä Footer-näkymiin, täytyy näiden näkymien yhtei-
nen tila olla peräisin niiden yhteisestä vanhempinäkymästä, joka kuvan esimerkissä on 
’App’-näkymä. 
 
Tilan muuttuessa uusi tila valuu järjestyksessä ylemmästä näkymistä alempiin näkymiin 





Sovellettaessa yksisuuntaista dataflow`ta tilan tietorakenteet tulisi pitää mielellään muut-
tumattomina. Jos tilaa halutaan muuttaa, täytyy tilamuutos tehdä luomalla uusi tila siinä 
hierarkiasolmussa, josta se on lähtöisin. Tämä johtuu siitä, että usein samaa tilaa hyö-
dynnetään monella eri tasolla sovelluksen näkymiä, tai tila voi olla johdettu muualla hyö-
dynnetystä tilasta.  
 
Kun tilan muutos suoritetaan tilan lähteessä, varmistutaan, että kaikki muutoksista kiin-
nostuneet osapuolet saavat tiedon muuttuneesta tilasta. Jos tilaa muutetaan muualla 
kuin kyseisen tilan lähteessä, seuraa tästä, että toiset näkymät, jotka hyödyntävät samaa 
tilaa, päätyvät epäsymmetriaan todellisen tilan kanssa.  
 
Usein lapsinäkymät tarvitsevat kyvyn muuttaa itseään hierarkkisesti korkeammalla mää-
rittyä tilaa. Tätä varten näiden näkymien vanhemmat voivat antaa parametrina lapsinäky-




Kuva 7 Tilanmuuttaminen käyttäen callback-funktiota  
 
Kuvan 7 esimerkissä ’App’-näkymän tila sisältää tiedon siitä, mikä on tämänhetkinen ak-
tiivinen linkki. ’App’ antaa ’Navigation’-näkymälle parametrina ’onLinkClick’ callback-
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funktion, jota kutsuttaessa ’App’ muuttaa ’activeLink’-tilansa vastaamaan funktiolle an-
nettua parametria. Tästä seuraa, että kaikki ’App’-näkymän lapsinäkymät ’MainContent’ 
mukaan lukien päivittyvät uusine parametreineen, kun ’App’-näkymän tila päivittyy. 
 
Sovelluksen tila voi elää monella tasolla puuhierarkiaa, mutta usein suurin osa sovelluk-
sen tilasta elää sovelluksen hierarkkisesti korkeimmassa moduulissa. 
 
Yleisesti kuvattuna yksisuuntaisessa dataflow’ssa tapahtumat muuttavat tilaa, josta seu-
raa tilan päivittyminen, josta vuorostaan seuraa tapahtuman tulos, joka käyttöliittymän 
kontekstissa tarkoittaa päivittynyttä näkymää. 
 
.  
Kuva 8 Yleinen kuvaus yksisuuntaisesta dataflow’sta 
 
Kuva 8 havainnollistaa yleisesti yksisuuntaista dataflow’n elinkaarta. Yksisuuntaista da-
taflow’ta on mahdollista soveltaa käyttöliittymien rakentamisessa monella tapaa, mutta 
ne kaikki noudattavat tätä samaa tilan elinkaarta. Seuraavat luvut käsittelevät yksisuun-
taisen dataflow’n soveltamista React-sovelluksissa, jossa näkymät ja tila määritetään 
synkronisesti toimivana puuhierarkiana. Kaikki yksisuuntaisen dataflow’n ratkaisut eivät 
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suinkaan muistuta paljoa toisiaan, esim. käyttäessä ReactiveX:n kirjastoja RxJava tai 
RxJS tilat määritetään asynkronisina datavirtoina, eikä näkymien ja tilojen hierarkioiden 
suinkaan tarvitse olla selkeästi strukturoituja. Rx loistaa käyttöliittymäkirjastojen ja ohjel-
mistokehyksien kanssa, joita käyttäessä näkymien toiminnallisuudet ja kuvaukset mää-
ritetään imperatiivisesti. Kirjastot kuten React ja Vue rakentuvat yksisuuntaisen da-
taflow’n periaatteen päälle, joten Rx-kirjastojen hyödyntäminen näiden kirjastojen rin-
nalla voi turhaan monimutkaistaa sovelluksen tilan hallintaa. [3.] 
3 ReactJS ja yksisuuntainen dataflow 
3.1 JSX-syntaksi  
JSX-syntaksi on JavaScript-syntaksin laajennus, joka mahdollistaa XML:n syntaksin li-
säämisen JavaScriptin sekaan. React-sovelluksissa JSX toimii korkean abstraktion ku-
vauskielenä, joka buildi-vaiheessa käännetään perinteiseksi JavaScriptiksi. 
Seuraavissa luvuissa pyritään kuvaamaan, kuinka JSX-syntaksi itsessään ohjaa noudat-
tamaan yksisuuntaista dataflow’ta. [4.] 
 
 
Kuva 9 JSX-elementti 
 
Kuvassa 9 on luotu h1-elementti käyttäen JSX-syntaksia. React-sovelluksen näkymien 
pienimpiä yksiköitä ovat elementit. Jos sovellusta tehdään selainta tai Chromiumia var-
ten, näkymän elementit ovat html:n yksiköitä kuten div, h1 jne. 
React Native -sovelluksissa periaatteet ovat hyvin samanlaiset, mutta elementit, joita 
käytetään, ovat Button, View jne. 
 
Web-kehityksessä JSX-html-elementtien syntaksi muistuttaa hyvin pitkälle html:lää, 
mutta se sisältää joitakin eroavaisuuksia kuten sen, että kaikki JSX:ssä määritetyt tagit 






Kuva 10 JavaScriptiksi käännetty JSX-koodi 
 





Kuva 11 createElement-funktion yksinkertaistettu paluuarvo 
 
Kuvassa 11 on yksinkertaistettu esitys createElement-funktion palauttamasta objektista. 
Sovellusnäkymät, jotka sisältävät useita elementtejä, rakentavat objektipuun, jotka koos-
tuvat tämän kaltaisista objekteista. Tätä objektipuuta joskus kutsutaan nimellä virtuaali-
nenDOM. 
 
JSX-syntaksin sekaan on myös mahdollista kirjoittaa perinteistä JavaScriptiä. Kaikki pe-
rinteinen JavaScripti JSX-syntaksin seassa tulee kirjoittaa aaltosulkeiden sisään esimer-
kin 12 kuvaamalla syntaksilla. 
 
 
Kuva 12 Perinteinen JavaScript JSX-syntaksin sisällä 
 
Kuvan 12 esimerkissä määritetään div, jolle annetaan css class propertyksi ’button-con-
tainer’-luokka. Tämän div:i sisältää napin, jolle on annettu anonyymi onClick callback-
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funktio, joka tulostaa konsoliin tekstin ’clicked’, kun nappia painetaan. Koska tämä on-
Click-kuuntelija on määritetty aaltosulkeiden sisällä, on sen sisältö voitu määrittää nor-
maalina JavaScriptinä. 
3.2 Komponentit 
Käyttämällä JSX-elementtejä rakennetaan näkymäkokonaisuuksia, joita kutsutaan kom-
ponenteiksi. Komponentit ovat joko React Component -luokan instansseja tai funktioita, 
jotka palauttavat JSX-elementtejä [5.]. 
Reactin elementit kuten h1 ja div ovat ikään kuin Reactin natiivikomponentteja. 
 
React-sovelluskehityksessä käsite näkymä tarkoittaa samaa kuin komponentti, sillä 
kaikki React-sovelluksen näkymät ovat komponentteja. Sen sijaan kaikki komponentit 
eivät sisällä näkymää. 
 
Komponentit pystyvät käyttämään myös muita komponentteja määrityksessään. Näitä 
komponentin käyttämiä muita komponentteja kutsutaan komponentin lapsiksi (children). 
 
 
Kuva 13 JSX-komponentit 
 
Kuvan 13 Navigation-komponentti palauttaa div-elementin, joka sisältää Header-
komponentin, sekä kaksi linkkiä. Header- ja a-tagit ovat Navigation-komponentin lapsia, 
ja vastaavasti Navigation on näiden vanhempi. 
 
JSX-syntaksi itsessään ohjaa xml-syntaksin lailla noudattamaan yksisuuntaisen 






Kuva 14 Komponenttirelaatiot 
 
Komponenttien relaatiot ovat yksisuuntaisia vanhempi/lapsi-suhteita, joissa lapsi ei 
tunne vanhempaansa mutta vanhempi hallinnoi lapsiaan. Komponentin vanhempi ei 
suoranaisesti tunne, eikä instanssioi lapsikomponenttejaan, mutta se voi tietää näiden 
tyypit, ja on kykenevä antamaan näille parametrejä, joita kutsutaan React-kehityksessä 
propertyiksi.  
 
Komponentin näkymägenerointiin selaimessa käytetään ReactDOM-kirjaston render-
funktioita, joka ottaa vastaan sovelluksen juurikomponentin sekä html-elementin, johon 
komponentin tuottama näkymä renderöidään. Tämä render-kutsu on usein React-
sovelluksen ensimmäinen sekä viimeinen suora viittaus selaimen html-dokumenttiin. 
Kun React-sovelluksen komponentit päivittyvät, ReactDOM-kirjasto huolehtii html-
dokumentin päivittämisestä ohjelmoijan puolesta. 
 
Render tuottaa komponenttipuusta kuvan 11 kaltaisen JavaScript-objektin, jota 







Kuva 15 ReactDOM render 
 
Kuvan 15 esimerkissä html-dokumentista kutsutaan index.js tiedostoa, joka puolestaan 
viittaa takaisin dokumentin ’app’-id:llä löytyvään elementtiin ja renderöidään kuvan 13 
esimerkin ’app’-elementin sisään. Perinteisesti React-sovelluksissa renderöidään vain 
yksi juuritason komponentti DOM:iin, joka sisältää koko sovellusnäkymän. 
3.3 Komponenttimuuttujat 
Kaikilla komponenteilla on kolme muuttujatyyppiä. 
1. state-muuttuja on komponentin itsensä omistama tila. Puhuttaessa komponentin 
tilasta puhutaan yleensä komponentin state muuttujasta. Suurimmalla osalla 
komponenteista ei yleensä ole state-muuttujaa. 
2. props-muuttuja (properties) on komponentille sen vanhemman välittämä muut-
tuja, joka voi päivittyä usean kerran komponentin elinkaaren aikana. 





Yleisellä tasolla puhuttaessa React-sovelluksen tilasta viitataan tässä yhteydessä usein 
näiden kaikkien muuttujien muodostamaan kokonaistilaan. 
 
Kaikki React-sovelluksen tilaan liittyvät tietorakenteet on suositeltavaa pitää muuttumat-
tomina. Muuttumattomien tietorakenteiden eduista ja menetelmistä, kuinka tilaa muute-
taan käyttämällä muuttumattomia tietorakenteita, esitellään seuraavassa luvussa. 
3.4 Komponentin tila (state) 
Aikaisemmassa esimerkissä 13 komponentit määritettiin funktioina. Jos komponentti 
määritetään ’React-Component’-luokkana, on sille mahdollista määrittää tila/state. State 
on komponentin itsensä hallinnoima tila, jota se pystyy myös jakamaan lapsikomponen-
teilleen. Tilalliset komponentit ovat kombinaatio tilaa ja näkymää. Komponentilla on valta 
muuttaa omaa tilaansa, ja tätä kautta mahdollisuus päivittää näkymää. [6.] 
 
Kuva 16 Tilallinen komponentti 
 
Myös yksittäinen komponentti noudattaa yksisuuntaista dataflow’ta sisäisessä tilanhal-
linnassaan. Yksinkertaistettuna voidaan ajatella, että myös komponentin tila on kompo-




Jotta komponentille on mahdollista määrittää tila, komponentti täytyy toteuttaa React 
Component-luokkana. Komponentti, joka on määritetty aikaisempien esimerkkien lailla 
funktiona, ei voi sisältää omaa tilaa. 
 
Komponentin state on instanssimuuttuja jota ei saa suoraan muokata. Sen sijaan kom-
ponentti voi päivittää tilansa kutsumalla ’Component’-luokan metodia setState. Tilan 
muuttamiseksi tälle metodille annetaan parametriksi objekti, jota hyödyntämällä setS-
tate-toteutus luo komponentille uuden state-muuttujan, pintakopioimalla (shallow copy) 
komponentin nykyisen tilan ja yhdistämällä tämän kopion parametrina annetun objektin 
kanssa. Komponentin setState-metodille on myös mahdollista antaa callback-funktio pa-
rametriksi, mutta tämä opinnäytetyö ei käsittele kyseistä tapausta. 
 
Kun komponentin tila on muuttunut, kutsuu React komponentin render-metodia, jonka 
seurauksena renderöidään myös komponentin lapsikomponentit rekursiivisesti, josta 








Kuvassa 17 on LoginForm-komponentti määritetty tilallisena komponenttina. Jokaisen 
luokkana määritetyn komponentin täytyy toteuttaa Component-rajapinta. Tämä tarkoit-
taa, että luokan täytyy toteuttaa render-metodi. Tätä funktiota React kutsuu, kun käyttö-
liittymä renderöidään uudelleen. Render-funktiota ei koskaan kutsuta itse omasta koo-
dista. Esimerkissä ’username’ ja ’password’ input-kentät saavat arvokseen komponentin 
vastaavat tilat. Kun input-kenttiin kirjoitetaan, input-elementti kutsuu sille annettua on-
Change callback-funktiota, joka esimerkin tapauksessa päivittää komponentin tilaa. Tä-
män seurauksena näkymä tulee päivittymään käyttäen hyväksi komponentin muuttu-
nutta tilaa. 
 
Tämän esimerkin input-elementtien arvot on siis sidottu vastaamaan komponentin tilaa. 
Tämän seurauksena, jos input-kenttiin kirjoitetaan, mutta komponentin tilaa ei muutet-
taisi, pysyisivät input-kenttien arvot muuttumattomina. Tämä toimintamalli mahdollistaa 
sen, että kun onChange-event tulee kutsutuksi, voidaan teksti formatoida ja validoida 
ennen kuin komponentin tila ja näkymä päivittyvät. 
 
Näkymäkomponentin tilan hyödyntäminen tulisi rajoittaa vain synkronisiin tapahtumiin, 
sillä komponentin näkymä saattaa poistua ennen asynkronisen tapahtuman tulosta. 
 
Usein komponentin tila voi olla johdettu tilasta, jota käytetään myös rinnakkaisissa kom-
ponenteissa. Jotta yksisuuntaista dataflow olisi mahdollista toteuttaa ilman ei-toivottuja 
sivuvaikutuksia, tulisi komponentin tila aina päivittää muuttamatta objektiviittauksia. Ylei-
simmin tämä tarkoittaa, että joka kerta, kun komponentin tilaa halutaan muuttaa, luodaan 
uusi tila polkukopioimalla alkuperäinen tila, muutoksen kohteesta tilan juureen saakka. 
 
Polkukopiointi on yksi tavoista, joilla muuttumattomia tietorakenteita käsitellään, kun ole-
massa olevasta tietorakenteesta halutaan johtaa uusi tietorakenne / tila. Syvässä kopi-
oinnissa jokaisesta tietorakenteessa sijaitsevasta viittauksesta luodaan rekursiivisesti 
uusi viittaus, jonka viittaukset asetetaan osoittamaan kopion tuottamiin uusiin muisti-
osoitteisiin ja arvoihin. Sen sijaan polkukopioidessa kopioidaan vain tietorakenteen osat, 
jotka ovat suorassa tai epäsuorassa relaatiossa muuttuvaan tietorakenteen solmuun. 
Polkukopioimalla luotu uusi tietorakenne on muilta osin täysin johdettu aikaisemmasta 
tietorakenteesta. Verrattuna syväkopioon tämä lähestymistapa voi olla eksponentiaali-
sesti tehokkaampi tapa varmistua siitä, että komponentin tila pysyy muuttumattomana. 
Jotta polkukopiointi olisi mahdollisimman suoraviivainen toteuttaa, täytyy tietorakenteella 




Seuraavassa esimerkissä demonstroidaan, kuinka arvo, joka on syvällä olemassa ole-
vassa tietorakenteessa, poistetaan tietorakenteesta käyttämällä polkukopiointia 
 
 




Kuvassa 18 demonstroidaan yleisellä tasolla, kuinka polkukopiointi suoritetaan hierakki-
sessa tietorakenteessa. Kuvassa nuolet kuvaavat viittauksia. Pallot A-E ovat objekteja, 
eli osoitteita, jotka viittaavat tietorakenteisiin. Pallot u-z ovat primitiiviarvoja kuten nume-
roita tai kirjaimia. Kuvassa demonstroidaan, kuinka primitiivi u poistetaan tietoraken-
teesta C, joka on tietorakenteen B alitietorakenne, joka vastaavasti on tietorakenteen A 
ali tietorakenne. Arvon u poistaminen on kuusivaiheinen prosessi. Käytännössä näiden 
askeleiden määrä on mahdollista puolittaa, sekä ne on mahdollista suorittaa vastakkai-
sessa järjestyksessä, mutta selkeyden vuoksi polkukopionti esitetään jäsennettynä yk-
sinkertaisiin vaiheisiin.  
1. Arvoon u viittaavasta objektista C luodaan pintakopio. 
2. C:n kopiosta poistetaan arvo u.  
3. Alkuperäiseen C objektiin viittaavasta objektista B tehdään pintakopio. 
4. B-kopion viittaus (B-kopio -> C) korvataan viittauksella (B-kopio -> C-kopio). 
5. Alkuperäiseen B objektiin viittaavasta objektista A tehdään pintakopio. 
6. A-kopion viittaus (A-kopio -> B) korvataan viittauksella (A-kopio -> B-kopio). 
 
Muuttumattomien tietorakenteiden hyödyntäminen sisältää useita etuja suhteessa muut-
tuviin tietorakenteisiin. 
- Muuttumaton tila tekee koodista (kiistellysti) helposti pääteltävää ja testattavaa.  
- Tilan muutoksilla ei ole sivuvaikutuksia. 
- Monisäikeinen laskenta on turvallista. 
- Aikaisemmat tilat eivät koskaan muutu, joten niitä voidaan uudelleen käyttää.  
- Yksisuuntaisen dataflow’n noudattamisesta intuitiivista. 
- Tila voidaan päätellä muuttuneeksi vertailemalla nykyisen ja aikaisemman tilan 
objekti viittauksia. 
 
Viimeiseksi mainittu muuttumattomien tietorakenteiden etu helpottaa Reactin suoritus-
kykyoptimointia. 
 
Käytännössä muuttumattoman tilan toteuttaminen saattaa aluksi olla vaikea toteuttaa, 
jos tila on hyvin hierarkkinen, mutta JavaScript-kieli sisältää apuoperaatioita, joiden käyt-
täminen helpottaa polkukopioimisen toteuttamista. Seuraava esimerkki on hieman trivi-
aali, mutta se pyrkii demonstroimaan joitakin vaikeuksia, joita muuttamaton tilan päivit-





Kuva 18 Hierarkkisen tilan muuttaminen 
 
Esimerkissä 18 ’Todos’-komponenttitila sisältää avain-arvo-pareina ’todo’-alkioita, jotka 
löytyvät tilasta näiden id-arvolla. Komponentin render-funktio palauttaa listan ’todo’-nä-
kymiä. Jokaiselle komponentin ’todo’-näkymälle on myös annettu avain (key), koska jos 
komponentti palauttaa listan, joka sisältää useita näkymiä, täytyy näkymälle antaa uniikki 
key property, jota React käyttää hyväkseen muun muassa renderöinnin suorituskykyop-
timoinnissa. 
Jokainen ’todo’-näkymä on div, joka sisältää tehtävän kuvauksen sekä valintaruudun. 
Kun ’todo’-näkymän valintaruutua klikataan, kutsutaan luokan ’handleTodoToggle’-me-
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todia, jolle annetaan parametriksi klikatun ’todon’ id. Tämä metodi päivittää valitun ’to-
don’ ’done’-tilaa muuttamatta olemassa olevan tilan objektiviittauksia.  Komponentin ’to-
dos’-tila päivitetään polkukopioimalla komponentin tila ja muuttamalla tätä kopiota, jonka 
jälkeen komponentin ’todos’-tila vaihdetaan tähän kopioon. 
 
Yksisuuntaisen dataflow’n merkitys hyvin hoidetussa tilanhallinnassa ei ole aivan itses-
tään selvää pienessä yhden komponentin kontekstissa. Seuraavissa luvuissa käsitel-
lään, kuinka yksisuuntaista dataflow’ta sovelletaan näkymissä, jotka rakentuvat puumai-
sesti useammasta komponentista. 
3.5 Komponentin parametrit (properties) 
Properties (lyhyesti props) ovat komponenteille annettavia parametreja. Komponentit ei-
vät omista omia propertyjään, joten komponentilla ei ole suoraa valtaa päivittää näitä 
muuttujia. Aikaisemmissa esimerkeissä input-elementeille annettiin muun muassa ’on-
Change’- ja ’value’-propertyt. Samalla tavoin mikä vain React-komponentti kykenee ot-
tamaan vastaan propertyjä. Propertyjä ei voi ajatella konstruktoriparametreinä, sillä ne 
voivat vaihtua useasti komponentin elinkaaren aikana. Yleensä täysin toimiva ajattelu-
malli on, että komponentit ovat funktioita, jotka palauttavat näkymiä, ja propertyt ovat 
tämän funktion parametreja.  
 
Kuvan 19 esimerkki on uudelleen määritys esimerkistä 17. Tässä esimerkissä input-ele-





Kuva 19 Komponentin property-esimerkki 
 
Kuvassa 19 LoginForm antaa MyInput-komponenteille propertyt ’placeholder’, ’type’, ’va-
lue’ ja ’onChange’. MyInput-komponentti antaa nämä omat propertynsä edelleen proper-
tynä input-elementille. Kun input-elementin onChange callback-funktio tulee kutsutuksi 
näppäinpainalluksen yhteydessä, kutsuu input-elementti MyInput-komponentin sille an-
tamaa onChange callback-funktio propertyä. Parametrina tälle funktiolle input-elementti 
antaa tapahtuman. Kutsutussa callback-funktiossa luetaan tapahtuman kohteen arvo 
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(event.target.value), ja se asetetaan LoginForm-komponentin tilamuuttujaan ’password’ 
tai ’username’, riippuen kumman kentän tapahtumasta on kyse. Tämän seurauksena 
LoginFormin tila päivittyy, josta seuraa, että LoginForm-komponentin render-metodi tu-
lee uudelleen kutsutuksi. Tämän seurauksena tapahtuman kohteen MyInput saa uuden 
’value’-propertyn, jonka seurauksen MyInput-komponentin render tulee kutsutuksi, jonka 
seurauksena input-elementti saa uuden ’value’-propertyn. 
 
Hierarkkisesti rinnakkaiset komponentit ovat usein riippuvaisia samasta tilasta. Yleensä 
paras tapa hallita usean näkymän jakamaa yhteistä tilaa React-sovelluksessa on siirtää 
suurin osa tilasta sovelluksen juureen niin, että kaikki sovelluksessa jaettu tila elää yh-
dessä ainoassa tilaobjektissa. Käytännössä tämä tarkoittaa sitä, että suurin osa kom-
ponenteista ei sisällä lainkaan omaa komponentin sisäistä tilaa, vaan kaikki komponent-
teihin liittyvä tila välitetään komponenteille propertyinä. Noudattaen tätä periaatetta var-
mistutaan siitä, että jokainen komponentti sisältää tiedon sovelluksen nykyhetkestä, eikä 
tapauksia, joissa komponenttien tilat olisivat ristiriidassa keskenään, pääse syntymään.  
 
 




Kuva 20 kuvaa, kuinka sovelluksen tila valuu yhdestä lähteestä kaikkiin sovelluksen 
komponentteihin. Tässä mallissa myös ylempänä olevat komponentit, jotka eivät välttä-
mättä edes hyödynnä propertynä saamaansa tilaa, antavat saamansa propertyt edelleen 
usean komponenttikerroksen läpi lopulta tilaa hyödyntäville ja muuttaville lapsikom-
ponenteilleen.  
 
Tämä tapa välittää tilaa sisältää joitakin seuraavaksi mainittavia ongelmia, mistä johtuen 
edellisessä esimerkissä esitelty tilan valuttaminen ei ole suositeltua suuressa mittakaa-
vassa.  
1. Kun näkymäpuun koko kasvaa syväksi, tila- ja callback-funktiot, jotka muuttavat tilaa, 
joudutaan valuttamaan usean komponenttikerroksen lävitse kyseistä tilaa hyödyntäville 
lapsikomponenteille. Tämä voi tehdä koodista vaikeammin pääteltävää, sekä alttiiksi vir-
heille, joissa jokin ylemmistä komponenteista jättää välittämättä tietyn alempana käytet-
tävän propertyn lapsilleen. 
2. Asettaa joissakin reunatapauksissa turhaa rasitetta suorituskyvylle (voi johtaa käyttö-
liittymän viiveisiin ja animaatioiden pätkimiseen).  
3. Komponenteista tulee riippuvaisia siitä, missä kohdin sovelluspuuta niitä hyödynne-
tään. Tämä lähestymistapa rajoittaa komponenttien uudelleenkäytettävyyttä, sillä kaik-
kea sovelluksen tilaa ei haluta välittää jokaiseen komponenttihaaraan. 
 
Joitakin näistä yllä kuvatuista ongelmia React pyrkii paikkaamaan esittelemällä käsitteen 
context. 
3.6 Komponenttien konteksti (context) 
3.6.1 Konteksti yleisesti 
Reactin komponenteilla on hierarkiaa kuvaava käsite nimeltä konteksti. Jos komponen-
tilla on lapsikomponentteja, voidaan sanoa, että kaikki komponentin jälkeläiset ovat ky-
seisen komponentin kontekstissa. Komponenteilla on myös ’context’-niminen muuttuja, 
joka muistuttaa komponentti-propertynä, mutta tämän muuttujan arvot välitetään kon-
tekstidataa tarjoajan komponentin toimesta epäsuorasti kaikille sen jälkeläisille. Kompo-
nentti voi Reactin konteksti-rajapintaa hyödyntämällä tarjota kaikille jälkeläisilleen kon-
tekstidataa ilman, että välikomponenttien tulisi eksplisiittisesti kuljettaa nämä muuttujat 
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dataa hyödyntäville komponenteille. Vastaavasti kontekstidataa vastaanottavat kom-
ponentit pystyvät hyödyntämää kaikkien esivanhempiensa tarjoamia kontekstidatoja. [7.] 
 




Kuva 21 React context-abstraktio 
 
Esimerkissä 21 ei esitä oikeita komponentteja, vaan se pyrkii hahmottamaan konteksti-
datan roolia komponenttihierarkiassa. Kuvassa App-funktio esittää konteksti-dataa tar-
joavaa komponenttia, jolla on Todos-niminen lapsikomponentti. Todos esittää kompo-
nenttia, jolla on kaksi TodoItem-nimistä lapsikomponenttia, joita se kutsuu parametreilla, 
jotka esittävät propertyjä. TodoItemin saama ’props’-niminen parametri sisältää todoId-
muuttujan. TodoItem hyödyntää saamansa ’todoId’-muuttujan arvoa viitatessaan näky-
vyysalueensa ’context’-nimiseen muuttujaan, josta se valitsee todos-objektin, joka löytyy 
’todoId’-muuttujan arvolla. Valittuaan ’todoId’:llä löytyneen todon, tulostaa TodoItem ky-
seisen muuttujan arvon konsoliin. 
3.6.2 Kontekstidatan määrittäminen 
Kontekstidatan hyödyntäminen React-sovelluksissa tulee tarpeellisesi viimeistään siinä 
vaiheessa, kun sovellukseen luodaan useampia vaihtuvia kokonaisnäkymiä. Tilan nos-
tamisella sovelluksen juurikontekstiin on se hyöty, ettei tilan tarvitse enää olla sidoksissa 




Kuva 22 Komponenttien konteksti 
 
Kuva 22 esittää, kuinka sovelluksen juurikontekstissa sijaitseva komponentti välittää 
kontekstidatana sovelluksen tilaa sekä tilaa muuttavia callback-funktioita kaikille lap-
sikomponenteilleen. Kun kontekstin tila päivittyy, päivittyvät myös kontekstissa sijaitse-
vat lapsikomponentit. 
 
Jokainen luokkana määritetty komponentti pystyy tarjoamaan kontekstidataa jälkeläisil-
leen, mutta yleensä kontekstidataa tarjoava komponentti määritetään ainoastaan sovel-
luksen juuressa ’Provider’-komponentissa. Juuressa sijaitseva komponentti on myös kel-
vollinen käsittelemään asynkronisia pyyntöjä, koska tämän elinkaari kestää koko sovel-
luksen olemassaolon ajan. 
 
Kontekstidataa tarjoavan komponentin tulee aina määrittää komponentti-kuvaukses-
saan, mitä dataa se tarjoaa jälkeläisilleen. Seuraavaksi esimerkissä esitellään, kuinka 





Kuva 23 Provider-esimerkki 
 
Kuvan 23 Provider-komponentissa on määritetty luokkamuuttuja childContextTypes. 
Tässä muuttujassa määritetään, minkä nimisiä sekä tyyppisiä muuttujia komponentti tar-
joilee lapsilleen. Tämän lisäksi Provider-komponentissa on määritetty instanssimetodi 
’getChildContext’, joka tulee kutsutuksi aina silloin, kun joku kontekstidataa hyödyntä-
vistä lapsikomponenteista päivittyy.  
 
Provider-komponentin render-funktio palauttaa komponentin erityisasemassa olevan 
propertyn ’children’. Tämä property sisältää kaikki komponentit, jotka on määritetty kom-
ponentin alku- ja lopputagien sisälle. 






Kuva 24 Alku- ja lopputageina määritetty komponentti 
 
Kuvassa 24 on Provider-komponentti määritetty erillisinä alku- ja lopputageina. Tästä 
seuraa, että Provider saa propertyn, joka sisältää listana tämän kontekstuaaliset lapset: 
Header, PostsPage ja Footer. Koska Provider ei tunne lapsikomponenttejaan, ei se ky-
kene välittämään näille propertyjä, mutta sen sijaan se on kykenevä toimimaan näiden 
komponenttien kontekstidatan tarjoajana. 
 
Varoituksena liittyen kuvan 23 esimerkkiin täytyy mainita, että Reactin context-API:n 
hyödyntäminen sisältää joitakin sudenkuoppia, joista kerrotaan lisää myöhemmin. 
3.6.3 Kontekstidatan hyödyntäminen 
Kontekstidataa käyttävän komponentin tulee kuvauksessaan eksplisiittisesti määrittää, 
mistä kontekstin muuttujista se on kiinnostunut, jotta sen instanssit kykenevät hyödyntä-
mään kyseisiä kontekstimuuttujia. 
 






Kuva 25 Kontekstimuuttujien hyödyntäminen komponentissa 
 
Kuvassa 25 PostsPage-komponentti tilaa kontekstidatasta muuttujat ’onAddPost’ ja 
’posts’ esimerkissä 23 määritetystä Provider-komponentista. 
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Kontekstimuuttujat tilataan määrittämällä luokkamuuttuja ’contextTypes’, joka mahdollis-
taa, että komponentilla on pääsy kyseisiin kontekstimuuttujiin. Komponentti viittaa kon-
tekstimuuttujiinsa muuttujan context kautta. Kun komponentin konteksti dataa tarjoava 
vanhempi päivittyy, päivittyy myös PostsPage-komponentti uusine kontekstimuuttuji-
neen. 
 
Kontekstia hyödyntävän komponentin näkökulmasta ei kontekstin hyödyntäminen muilta 
osin merkittävästi poikkea propsien hyödyntämisestä. 
 
Kontekstin hyödyntäminen sovelluksen juuritilana sisältää joitakin keskeisiä ongelmia, 
mistä johtuen kontekstia hyvin harvoin käytetään sellaisenaan. 
 
Kontekstin ongelmia: 
1. Jokin kontekstissa oleva komponentti voi estää oman uudelleen renderöintinsä, 
mikä johtaa siihen, etteivät tämän komponentin lapsikomponentit päivity konteks-
timuuttujien päivittyessä. Yleinen syy tällaiselle käytökselle on, että komponentti 
pyrkii optimoimaan suorituskykyä. Ilman suorituskykyoptimointia kontekstin päi-
vittyessä päivittyvät kaikki kontekstissa sijaitsevat näkyvät riippumatta siitä, riip-
puvatko näiden näkymät millään tavoin muuttuneesta kontekstin tilasta. 
2. Sovelluksen kasvaessa kontekstissa elävä tilanhallinta voi käydä hyvin monimut-
kaiseksi ylläpitää. 
 
Jokapäiväisessä kehityksessä kontekstin tilaa käytetään harvoin suoraan ilman apukir-
jastoja. Johtuen muun muassa näistä ylläolevista kontekstin ongelmista Reactin doku-
mentaatiossa varoitetaan, että konteksti-API saattaa muuttua merkittävästi tulevissa jul-
kaisuissa. Sen sijaan hiemankaan tilaltaan kompleksisen sovelluksen kanssa suositel-




4 Tilanhallinta käyttäen Redux-tilanhallintakirjastoa 
4.1 Yleisesti 
Redux on yleinen funktionaalinen JavaScript-tilanhallintakirjasto, jota on mahdollista 
hyödyntää muidenkin kuin React-sovellusten kanssa. React ja Redux toimivat hyvin sa-
massa sovelluksessa, sillä Redux-kirjastoa käytettäessä sovelletaan tilanhallinnassa yk-
sisuuntaista dataflow’ta ja tarkkailijamallia.  
 
Redux pohjautuu osittain aikaisempaan Facebookin kehittämään Flux-arkkitehtuuriin, 
jota hyödynnettiin vielä joitakin vuosia sitten yleisesti useimmissa React-sovelluksissa. 
 
Kaikki Reduxin määrittämä tila sijaitsee objektissa, jota kutsutaan storeksi. React-kom-
ponentit voivat tilata storen tilamuutokset komponenttikohtaisesti, sekä muuttaa storen 
tilaa lähettämällä Redux storelle viestejä. [8.]  
 
Redux ohjaa hyvin vahvasti, kuinka sovelluksen tilaa tulee hallita. Sen tilanhallintamene-
telmät ovat jossain määrin päällekkäisiä Reactin sisäisten tilanhallintamekanismien 
kanssa. Suuri osa tällä hetkellä toteutettavista React-sovelluksissa käyttää hyväkseen 
Reduxia tilanhallinnassaan. 
4.2 Redux store 
Reduxia käytettäessä kaikkea yleistä sovelluksen tilaa hallinnoidaan Redux storen 
kautta. Sovellus voi sisältää vain yhden storen, jonka kolme yleisimmin käytettyä funk-
tiota ovat:  
1. getState-funktio palauttaa tämänhetkisen storen tilan. 
2. subscribe-funktiolle annetaan parametriksi callback-funktio, jota Redux store kut-
suu joka kerta, kun storen tila muuttuu. Subscribe-kutsu palauttaa callback-funk-
tion, jota kutsumalla tilaus perutaan. 
3. dispatch-funktio lähettää viestin, joka muuttaa storen tilaa. Se ottaa parametri-
naan vastaan objektin, joka sisältää kuvauksen siitä, miten storen tilaa halutaan 




Reduxia käyttäessä Reactin kanssa storen tilamuutokset tilataan komponenttikohtai-
sesti. Jos komponentti on kiinnostunut vain tietystä storen alitilasta, voi se välttää kom-
ponentin uudelleen päivittymisen tilanteissa, jossa sitä kiinnostava alitila ei ole muuttu-
nut. Storen tilaaminen komponenttikohtaisesti tuo mukanaan sen edun, että komponentit 
eivät ole riippuvaisia vanhempansa, eivätkä kontekstinsa päivittymisestä saadakseen 
viimeisimmän sovelluksen tilan. 
 
Koska komponentin observoivat itsenäisesti storen tilamuutoksia, mahdollistaa tämä tur-
vallisen tavan suorituskykyoptimoinnille.  
 
 
Kuva 26 Storen tilamuutosten tilaus 
 
Kuvassa 26 demonstroidaan, kuinka muutokset storen tilassa voidaan tilata. Tässä esi-
merkissä komponentti asettaa storen alitilan ’todos’ omaan komponentin sisäiseen ti-
laansa aina, kun kyseinen storen alitila on muuttunut. Koska Redux storen tilaa muute-
taan aina polkukopioimalla vanha tila, voidaan komponenttia kiinnostava alitila todeta 
muuttuneeksi vertailemalla edellisen ja nykyisen tilan objektiviittauksia, eikä syvää ob-
jektien vertailua tarvitse suorittaa. 
 
Tämän kaltaista suorituskykyoptimointia harvoin tarvitsee toteuttaa itse, sillä React-so-
velluksissa, joissa käytetään Reduxia, käytetään usein react-redux-lisäkirjastoa, joka an-
taa muutamia apufunktioita, jotka hoitavat nämä optimoinnit automaattisesti. 
 
Käyttäessä storen tilaa sovelluksen tilana dataflow’n periaatteet toimivat jossain määrin 




Kuva 27 Reduxin rooli komponentti hierarkiassa 
 
Kuvassa 27 kuvataan Redux storen roolia komponenttihierarkiassa. Vertailemalla tätä 
esimerkkiin 22 voidaan huomata, että React-sovelluksissa storen luonnollinen paikka 
komponenttihierarkiassa on toimia kontekstidatan tarjoajana. Tästä syystä storen toimin-
nallisuudet yleensä asetetaan komponenttihierarkian juureen context-Provider-kompo-
nenttiin. 
4.3 Reduserit (Redux reducers) ja Actionit 
Storen tilaa muutetaan käyttäen storen dispatch-funktiota, jolle annetaan parametriksi 
action-objekti. Actionin tulee sisältää vähintään tyyppi (type) ja mahdollisesti muita para-
metreja. Kun store ottaa vastaan uuden actionin, luo se uuden tilan, ja ilmoittaa obser-
voijilleen, että tila on muuttunut. Storen tila sekä muutosrajapinnat määritetään luomalla 
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sovelluksen alustusvaiheessa tapahtumankäsittelijäfunktioita, joita kutsutaan 
redusereiksi. Reduserit voivat alustusvaiheessa määrittää näiden vastaamien alitilojen 
alkuarvot, sekä ne toimivat rajapintoina storen tilan muuttamiselle. 
 
 
Kuva 28 dispatch-esimerkki 
 
Kuvan 28 esimerkissä storelle lähetetään action-tyyppiä ’TOGGLE_TODO’, joka saa li-
säparametrinaan ’payload’-muuttujan, joka sisältää muuttujan ’id’ arvolla ’a’. Jotta actio-
nit kykenevät muuttamaan storen tilaa, täytyy kyseisen action-tyypin käsittely määrittää 
storen redusereissa. [10.]  
 
Reduserit ovat sivuvaikutuksettomia, puhtaita funktioita jotka palauttavat aina saman ar-
von samoilla parametreilla (pure function [11.]). Ne ottavat parametreina vastaan edelli-
sen tilansa sekä action-objektin. Alustusvaiheessa reduserille täytyy määrittää myös al-
kutila. Reduserit sisältävät yleisesti switch case-lauseen, jonka perusteella reduser päät-
telee, kuinka tilaa muutetaan, kun sille annetaan tiettyä tyyppiä oleva action. Jos action-
tyyppi liittyy kyseiseen reduseriin, luo se uuden tilan. Muussa tapauksessa reduser pa-
lauttaa edellisen tilansa. [12.]  
 
Joskus usea reduser saattaa reagoida samaan action-tyyppiin luomalla uuden alitilan. 
Jokaisen lähetetyn actionin yhteydessä kaikki reduserit käydään läpi rekursiivisesti ja 





Kuva 29 Reduser-esimerkki 
 
Kuvan 29 esimerkissä alustetaan Redux store yhdellä reduserilla, joka käsittelee kolmea 
action-tyyppiä ’ADD_TODO’, ’REMOVE_TODO’ sekä ’TOGGLE_TODO’. Koska 
reduseri ei saa alustusvaiheessaan palauttaa tyhjää arvoa, on sille annettu oletusarvoksi 
tyhjä objekti. 
 
Funktio combineReducer ottaa parametrinaan vastaan objektin, joka sisältää reduse-
reita. Sen tehtävä on yhdistää useita redudereita yhdeksi reduseriksi niin, että reduse-
reiden tilat löytyvät niille määritetyillä objektin avaimia. Koska combineReducers luo yh-
den reduserin useasta reduserista, voidaan combineReducers-funktiolla määrittää hie-
rarkkisia reduseri rakenteita. Yleensä hierarkkisten reduseri rakenteiden tekeminen ei 
silti ole tarpeellista. 
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Lopulta, kun kaikki reduserit on yhdistetty yhdeksi pääreduseriksi, luodaan store kutsu-
malla createStore funktiota, joka ottaa parametrinaan juuri reduserin. Esimerkki-storen 
alkutila on täten objekti, joka sisältää objektin ’todos’. Kun storen dispatch-funktiolle an-
netaan ’ADD_TODO’ action, luo store uuden tilan, joka sisältää yhden todon. 
 
Redux-redusereiden tila pyritään aina pitämään normalisoituna. Ensimmäinen syy nor-
malisoidun tilan suosimiselle on suorituskyky. Toinen syy on, että tila halutaan pystyä 
tallentamaan sekä lähettämään tekstimuodossa. 
 
 
Kuva 30 Normalisoitu tila 
 
Kuvassa 30 on demonstroitu muoto, jossa redusereiden tila pyritään pitämään. Norma-
lisoidussa tilassa ei voi olla kehäviittauksia, muuttujat voivat olla vain yksinkertaisia ob-
jekteja, listoja, string-, boolean- tai numeroarvoja. Myös listojen käyttöä pyritään välttä-
mään, jotta muutokset tilaan olisivat mahdollisimman nopeita. 
 
Seuraavassa esimerkissä Reduxin dataflow on kuvattuna yleisellä tasolla. [13.] 
 
 




Kuvassa 31 on kuvattu askel askeleelta, mitä tapahtuu, kun storelle lähetetään action.  
Tapahtumat kuten input-kenttään kirjoittaminen tai hiiren painallukset saavat aikaan ta-
pahtumia, joiden seurauksena lähetetään action. 
 
Kun action lähetetään, saapuu se storen käsiteltäväksi. Kun store saa actionin käsiteltä-
väkseen, kutsuu se juuri reduser-funktiota antaen tälle parametriksi tämän hetkisen sto-
ren tilan sekä lähetetyn actionin. Tämän jälkeen juuri reduser kutsuu ali-redusereitaan 
näiden edellisillä kerroilla palauttamilla tiloilla sekä julkaistulla actionillä. Kun action on 
kulkenut kaikkien redusereiden läpi, juuri reduser palauttaa redusereiden rakentaman 
uuden tilan. Store asettaa juuri reduserin palauttaman tilan omaan tilaansa, jonka jälkeen 
se ilmoittaa kaikille observoijilleen, että tila on muuttunut. 
4.4 Redux middlewaret 
Redux middlewaret ovat pääosin vastuussa kaikista Redux storen sivuvaikutuksista. 
Middlewaret ovat funktioita, jotka voivat pysäyttää actionin, välittää actionin seuraavalle 
middlewarelle tai reagoida luomalla ja julkaisemalla uusia actioneita. 
Jos storelle on määritetty middlewareja, päätyy action aina ensin middewareille ennen 
sen saapumista storen käsiteltäväksi. 
 
Sopivia käyttötapauksia middlewareille ovat esimerkiksi api-kutsujen käsittely, ajastetut 
tapahtumat, actioneiden pysäyttäminen, poikkeusten käsittely ja actioneiden tallentami-
nen muistiin myöhempää käyttöä varten esimerkiksi undo/redo toiminnallisuuden toteut-
tamiseksi. [14.] 
 






Kuva 32 Storen luonti middlewarella 
 
Esimerkissä 32 todosMiddleware luodaan määrittämällä ’createTodosMiddleware’-funk-
tio. Middleware alustetaan storen käytettäväksi antamalla middlewaren luojafunktio ap-
plyMiddleware-funktiolle. Middlewaren luova funktio on niin kutsuttu tehdasfunktio tai 
korkeamman tason funktio (Higher-order function [15.]). Se muodostetaan määrittämällä 
funktio, joka saa parametrinaan vastaan storen. Tämä funktio palauttaa funktion, joka 
ottaa vastaan seuraavan middlewaren. Tämä viimeinen funktio palauttaa middleware-
funktion, joka ottaa vastaan lähetettyjä actioneita ja kutsuu seuraavaa middlewarea ky-
seisellä actionilla. Esimerkin todosMiddleware kuuntelee action tyyppiä ’FETCH_TO-
DOS’. Kun ’FETCH_TODOS’ action julkaistaan, reagoi middleware julkaisemalla ’DISP-
LAY_SPINNER’-actionin. Tämän jälkeen middleware lähettää pyynnön palvelimelle. Kun 
pyyntö saa vastauksen, tai se heittää poikkeuksen, lähettää middleware uuden actionin 
tilan päivittämiseksi. 
 
Syy, miksi storen middlewaren luonti on suhteellisen kompleksinen, johtuu siitä, kuinka 
applyMiddleware valjastaa middewaret storen käytettäviksi.  
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Aina, kun koodista kutsutaan storen dispatch-funktiota, kutsutaan itseasiassa storen en-
simmäistä middlewarea kyseisellä actionilla. Tässä middleware-ketjussa storen alkupe-
räinen dispatch-kutsu on viimeinen middleware. Jokainen uusi middleware siis ylikirjoit-
taa storeen liitetyn dispatch-funktion. 
 




Kuva 33 Reduxin dataflow middlewarejen kanssa 
 
Esimerkki 33 on jalostettu versio esimerkistä 31, jossa esiteltiin Redux storen dataflow’ta. 
Tässä kuvauksessa storelle on annettu 3 middlewarea. Storen dispatch-kutsu välittää 
actionin ensimmäiselle storen middlewarelle, joka vuorostaan välittää sen seuraavalle, 
ja niin edelleen, kunnes lopulta viimeinen middleware antaa actionin viimeiselle middle-




4.5 Yhteenveto Reduxista 
React ja Redux yhdessä, lisäosineen, sisältävät paljon opeteltavaa. Lisäksi Redux lisää 
sovelluksen ylläpidettävää koodia merkittävästi. Pienemmissä sovelluksissa Reduxin 
hyödyt suhteessa sen vaatimaan työ- ja tietomäärään (mental overhead) eivät välttä-
mättä ole aivan kiistattomia. Toisaalta se on erinomainen kirjasto ratkomaan vaikeita ti-
lanhallinnollisia ongelmia. 
 
Flux-arkkitehtuuriin pohjautuvat tilanhallintakirjastot ovat olleet de facto-tapa hoitaa tilan-
hallintaa React-sovelluksissa vuosien ajan. Ainut jossain määrin Flux-arkkitehtuurin 
kanssa kilpaileva tilanhallintatilanhallintakirjasto on kirjasto nimeltä MobX. MobX on re-
aktiivinen JavaScript-kirjasto, jonka etuna suhteessa Reduxiin on erityisesti se, että se 
on nopeasti omaksuttava eikä se vaadi yhtä paljon lisäkoodia kuin Redux. 
 
MobX ei oman dokumentaationsa mukaan ole sovelluksen tilanhallintaan tarkoitettu kir-
jasto, mutta silti sitä käytetään ratkomaan samankaltaisia ongelmia kuin redux, react-
redux, redux-thunk ohjelmistopinolla. 
 
MobX:n pääpiirteiset erot suhteessa Reduxiin: 
• ei tilan normalisointia 
• vähemmän opeteltavaa 
• vähemmän boilerplate-koodia 
• antaa enemmän vapauksia tilanhallinnan suhteen (less opinionaded) 
• paljon näkymätöntä automatiikkaa 
• useita storeja 
• objekti orientoitunut ohjelmointityyli. 
 
MobX-tilanhallinta sopii erityisen hyvin tiimeihin, joilla ei ole aikaisempaa kokemusta 
Reduxin käytöstä, sekä kehittäjille, joiden tausta on objekti orientoituneessa ohjelmointi-
tyylissä, sekä sovelluksiin, joissa tilan kompleksisuus ei koskaan kasva hyvin suureksi. 
[16.]   
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5 Tilanhallinta hyödyntäen JavaScript Proxyjä (react-proxy-state) 
5.1 Motivaatio 
Tämän opinnäytetyön aikana tein tilanhallintakirjaston nimeltä react-proxy-state. Alkupe-
räinen pyrkimykseni oli löytää hyviä ratkaisuja, joita hyödyntämällä Redux-koodiin liitty-
vää koodia olisi mahdollista vähentää sekä selkeyttää. Näiden tavoitteiden saavuttami-
nen tuntui lopulta ristiriitaiselta, sillä Reduxin yksi suurimmista vahvuuksista on koodin 
eksplisiittisyys ja läpinäkyvyys. Koodin määrän vähentäminen olisi myös automaattisesti 
vähentänyt koodin läpinäkyvyyttä, joten päädyin toteuttamaan todistekonseptitilanhallin-
takirjaston, joka on Reduxista riippumaton React-spesifinen tilanhallintakirjasto. Kirjas-
ton pääprioriteetit ovat koodimäärän vähentäminen, helppo omaksuttavuus, suorituskyky 
sekä helppo testattavuus. Näitä prioriteetteja kirjasto tavoittelee käyttämällä JavaScript 
kielen Proxyjä sekä Reactin itsessään määrittelemiä tilanhallinnan käsitteitä, kuten kom-
ponenttien kontekstia, jonka käyttöä Reactin virallisessa dokumentaatiossa varoitetaan 
käyttämästä. Ennen kaikkea kirjasto ottaa mallia aikaisemmista Redux-ekosysteemin 
kirjastoista. 
5.2 JavaScript Proxy käsite 
Proxyt ovat JavaScript-kielen ES6-standardissa esitelty uusi käsite, joka mahdollista uu-
denlaisia reflektio [17.] toimenpiteitä. Proxyja käyttämällä objektien ja funktioiden tiettyjä 
metaoperaatioita, sekä luku- että kirjoitustapahtumia on mahdollista tarkkailla sekä kont-
rolloida.  
 
Proxyjen määrittäminen jokapäiväisessä koodissa ei ole mielekästä, ja niitä käyttämällä 
on mahdollista tehdä hyvin monimutkaisia ja huonoja ratkaisuja. Proxyjen etuna on, että 
ne mahdollistavat JavaScript-kirjastojen toteuttamisen, joiden toteuttaminen ei aikaisem-
min JavaScript-kielellä olisi ollut mahdollista. 
 
Seuraavassa esimerkissä nähdään, kuinka kirjoitusoperaatio on mahdollista ehdollistaa 





Kuva 34 Proxy-esimerkki 
 
Esimerkissä 34 luodaan funktiolla ’rangeObject’ uusi Proxy. Tämä Proxy saa konstruk-
toriparametriksi objektin, jota Proxy tulee edustamaan sekä objektin, joka sisältää call-
back-funktioita, joita kutsutaan nimellä ’Proxy traps’ [18.].  
Esimerkissä Proxylle määritetään ainoastaan ’set’ trap.  
 
Proxyn ’set’ trap kontrolloi kaikkia sijoitusoperaatioita, joita Proxyyn itseensä kohdiste-
taan. Kun sijoitettava arvo on esimerkki funktiossa määritettyjen min- ja max-arvojen si-
säpuolella, kohdistaa Proxy sijoituksen tämän edustamaan objektiin. Kun sijoitettava 
arvo on min- ja max-arvojen ulkopuolella, jättää Proxy sijoitusoperaation suorittamatta, 
ja tulostaa varoituksen konsoliin. Jos sijoitettava arvo on väärän tyyppinen, palautetaan 
boolean false, jonka seurauksena syntyy ajonaikainen poikkeus. 
5.3 Vaikutteet 
Opinnäytetyössä tehty react-proxy-state kirjasto on ottanut paljon vaikutteita redux, 
react-redux [19.] sekä redux-thunk-kirjastoista [20.]. React-proxy-state-kirjaston käyttö 




Nämä kolme Redux-kirjastoa ovat usein React-sovelluksissa tilanhallinnan peruspila-
reita. Yhdessä Reactin kanssa nämä kirjastot ovat erillisistä paloista koottu ekosysteemi, 
joiden opettelu voi olla pitkä prosessi ohjelmistokehittäjälle. Verrattuna redux-ekosystee-
miin react-proxy-state on pragmaattinen, helposti omaksuttava React-spesifinen tilan-
hallintakirjasto.  
5.4 Ratkaisut 
5.4.1 Kontekstitilan asettaminen propseihin 
Suuri osa React-komponenttien tilasta on sellaista, joka halutaan olevan käytettävissä 
myös näkymävaihdosten välillä sekä jaettavissa useiden komponenttien välillä. Yleinen 
tapa on, että tila säilytetään kaikkien komponenttien kontekstissa. Naiivit kontekstitila-
riippuvaiset näkymät vaativat koko sovellusnäkymän päivittymisen jokaisen kontekstiti-
lavaihdoksen välillä, joten näiden komponenttien suorituskykyoptimointi ei ole mahdol-
lista. Tätä varten komponenttien tulee tilata kontekstin tilan muutokset komponenttikoh-
taisesti, joka taas tuo tarpeen manuaaliselle suorituskykyoptimoinnille. Samalla tavoin 
kuin react-redux, myös react-proxy-state mahdollistaa kontekstin tilan tilaamisen auto-
matisoinnin luomalla niin kutsutun korkeamman abstraktion komponentin (Higher-Order 
Component [21.]), joka tilaa kontekstin tilan komponentin puolesta, sekä välittää tämän 





Kuva 35 Higher-Order Connector Component 
 
Kuvassa 35 ContextProvider mahdollistaa kontekstin tilanmuutosten tilaamisen. Con-
nector-komponentti tilaa kontekstin tilanmuutokset ja asettaa kontekstin tilan omaan 
komponenttitilaansa. Tämän jälkeen Connector-komponentti päivittyy ja antaa 
ViewComponent-komponentille oman tilansa propertynä.  
 
Yleensä näkymäkomponentit ovat kiinnostuneita vain tietystä kontekstitilan aliosasta. 
Tätä varten Connector-komponentti määritetään ’mapContextToProps’-funktiolla, joka 
luo komponenttia varten kustomoidun Connector-komponentin, joka antaa näkymäkom-




Kuva 36 mapContextToProps 
 
Kuvassa 36 luodaan komponentti TodosApp, joka saa propseina ’todos’-tilan, ja näyttää 
’todo’-rivien kuvaukset ja statukset. TodosApp-komponentin määrityksen jälkeen luo-
daan ’createConnected’-funktio kutsumalla mapContextToProps-funktiota. mapContext-
ToProps ottaa parametrinaan vastaan ’selector’-funktion, joka valitsee kontekstin tilasta 
komponentille propertyna annettavat alitilat. Esimerkissä kontekstin tilasta valitaan ’to-
dos’-alitila. Kun createConnected-funktiota kutsutaan, luo se komposition sille paramet-
rina annetusta komponentista sekä Connected-nimisestä komponentista.  
 
Muiden komponenttien ei siis tule käyttää TodosApp-komponenttia suoraan, vaan sen 
sijaan niiden tulee hyödyntää ConnectedTodosApp-komponenttia. ConnectedTodosApp 
Connector-komponentti pitää huolen myös siitä, että TodosApp-komponentti ei turhaan 
päivity, jos sitä kiinnostava alitila ei muutu. Tämän lisäksi Connector-komponentti välittää 
aina saamansa propertyt edelleen TodosApp-komponentille, joten ConnectedTo-
dosApp-komponenttia hyödyntävien komponenttien ei tarvitse huomioida sitä, että ky-




Usein komponentti tarvitsee vain pienen osan kontekstin tilaa propertikseen, mutta se, 
minkä kontekstin tilan komponentti tarvitsee, voi riippua siitä, mitä se saa vanhemmal-
taan propertynä. Tätä varten mapContextToPropsin vastaanottama funktio saa toisena 
parametrina komponentille tulevat propertyt.  
 
Seuraava esimerkki on siistitty versio kuvasta 36, ja se demonstroi samanaikaisesti sitä, 
kuinka propertyjen hyödyntämistä kontekstin valinnassa on mahdollista toteuttaa kom-




Kuva 37 Kontekstitilan valinta propsien perusteella 
 
Kuvassa 37 on kuvan 36 toiminnallisuus uudelleen määritetty käyttäen TodoItem-kom-
ponenttia. Tällä kertaa TodosApp valitsee kontekstista propertykseen ainoastaan ’todos’ 
avaimet, eli id:t. Funktion mapContextToProps vastaanottama funktio ottaa toisena pa-
rametrinaan komponentin saamat propertyt. TodoItem käyttää mapContextToProps-ku-
vauksessaan propertyään ’id’ löytääkseen kontekstitilasta sille määrätyn alitilan. 
47 
  
Tässä yhteydessä tämä esimerkki ei suorituskyvyn kannalta ole paras valinta, mutta se 
pyrkii demonstroimaan sitä, kuinka saatuja propertyjä voidaan hyväksikäyttää konteksti-
tilan valinnassa. Lisätietoja mapContextToProps funktion käytöstä liitteestä 1. 
5.4.2 Kontekstitilan muuttaminen 
Jotta kontekstitilan muuttaminen on kerrottavissa ymmärrettävästi, täytyy ensin käydä 
läpi, kuinka ContextProvider-komponentti määritetään tapahtumankäsittelijöineen. 
 
ContextProvider-komponentti luodaan funktiolla, joka ottaa parametrinaan vastaan so-
velluksen alkutilan sekä objektin, joka sisältää tapahtumakäsittelijöiden funktiot. Tapah-
tumankäsittelijäfunktiot ovat tehdasfunktioita, joiden yksinkertaistetun version Con-
textProvider tarjoilee kontekstistaan kaikille komponenteille. 
 
 
Kuva 38 ContextProviderin alustus 
 
Kuvassa 38 määritetään ContextProvider-komponentti createProvider-funktiolla. Ensim-
mäisenä parametrina createProviderille annetaan alkutila, joka on objekti, joka sisältää 
tyhjän todos-objektin. Toisena parametrina funktiolle annetaan tapahtumankäsittelijöiksi 
tyhjä objekti. Tämä tarkoittaa sitä, ettei yhtään tapahtumankäsittelijää määritetä. Lisätie-
toja ContextProvider-komponentin rajapinnoista löytyy liitteestä 2. 
 
Tapahtumankäsittelijät ovat korkeamman tason funktioita, jotka muistuttavat hieman 
Reduxin middlewareja. Tapahtumankäsittelijät palauttavat funktion, jolle annetaan kon-






Kuva 39 Yleinen todo-tapahtumankäsittelijä 
 
Kuvassa 39 on määritetty yleinen todo-tapahtumankäsittelijä, joka ottaa parametrinaan 
todon id:n, muutettavan propertyn nimen, ja uuden arvon. Kun tapahtumankäsittelijää 
kutsutaan, kutsutaan funktion palauttamaa funktiota tilan Proxylla. 
 
Tapahtumankäsittelijöille annettava Proxy on ikään kuin varjotietorakenne todellisesta 
sovelluksen tilasta. Tämä varjotietorakenne rakentuu solmuista, joista kukin vastaa tiet-
tyä osaa sovelluksen tilaa. Tapahtumankäsittelijöille annettava Proxy on tämän tietora-
kenteen juurisolmu. Täten solmujen kautta on mahdollista viitata kaikkialle sovelluksen 
alitiloihin.  
 
Tapahtumankäsittelijöissä on mahdollista viitata sovelluksen tilaan viittaamalla solmujen 
state-muuttujaan, joka on dynaamisesti päätelty arvo kyseisen solmun vastaamasta so-
velluksen alitilasta sillä hetkellä, kun state-muuttujaan viitataan. 
 
Solmujen kautta tilaa on mahdollista muuttaa, neljällä eri funktiolla. 
- clear-funktio ottaa parametrinaan vastaan minkä vain arvon. Kun tätä metodia 
kutsutaan, muutetaan solmun sijainnissa oleva alitila vastaamaan parametrina 
annettua arvoa. 
- assign-funktio ottaa parametrinaan vastaan objektin, joka pinnallisesti yhdiste-
tään olemassa olevan alitilan kanssa. 
- remove-funktio ottaa parametrinaan vastaan useita String-muuttujia ja poistaa 
kyseisillä avaimella löytyvät alitilat. 
- toggle-funktio muuttaa solmun vastaaman alitilan nykyisen tilan negaatioksi. 
Funktion tuloksena kyseisen tilan arvo muuttaa joko Boolean true- tai false-ar-
voksi. 
 
Kutsumalla näitä solmujen metodeita kaikki muutokset, joita tilaan kohdistetaan, suorite-
taan automaattisesti polkukopioimalla. Näin tila pysyy muuttumattomana, joten Reactin 
suorituskykyoptimointi on helppo automatisoida Connected-komponenttien toimesta. 
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Muuttumaton tila tuo myös mukanaan helpommin ennakoitavan kokonaistilan hallinnan, 
koska tilan muutoksilla (vaihdoksilla) ei ole sivuvaikutuksia. 
 
Seuraavassa esimerkissä tarkastellaan, kuinka sovelluksen tilaa yleisesti päivitetään, jos 
käytössä ei ole mitään tilanhallinnan kirjastoa. Usein nämä ratkaisut sisältävät paljon 
toisteista koodia, jonka tarkoitus on ainoastaan vastata siitä, ettei olemassa olevan tilan 
objektiviittauksia muuteta, vaan tilan muutos suoritetaan polkukopioimalla.  
 
 
Kuva 40 addTodon manuaalinen tilan kopiointi 
 
Kuvan 40 esimerkki demonstroi perinteisillä JavaScriptin mahdollistamilla polkukopioin-
timenetelmillä toteutettua ’addTodo’-tapahtumankäsittelijää. Tapahtumankäsittelijä saa 
tapahtumalta parametrinaan vastaan ’description’-tekstin. Kun tapahtumankäsittelijää 
kutsutaan, antaa Provider sille kontekstin tilan. Funktion ensimmäisellä rivillä tilasta lue-
taan alitila todos vastaavan nimiseen muuttujaan. Toisella rivillä luodaan uusi todo. Kol-
mannella rivillä vanha todos-tila kopioidaan ja siihen lisätään juuri luotu uusi todo. Tämän 
jälkeen kokonaistila kopioidaan, jonka yhteydessä vanha todos-arvo korvataan uudella 
todos-objektilla. Tämä uusi kokonaistila palautetaan kutsuvalle osapuolelle, joka aset-
taisi tämän tilan nykyiseksi sovelluksen tilaksi. 
 
Suuremmissa sovelluksissa tila on usein monta kerrosta syvempi, ja imperatiivista tilan 
polkukopiointia joudutaan tekemään usean kerroksen lävitse. Tämän takia on oleellista, 
että tilan muuttaminen olisi helppoa ja nopeaa, sillä tilan muutoksia hoitava koodi saattaa 
muuten kattaa helposti merkittävän osan koko sovelluksen lähdekoodista. 
 
react-proxy-staten tapahtumankäsittelijöiden solmut automatisoivat tämän saman polku-
kopionnin, ja näin vähentävät virheiden mahdollisuutta, sekä testattavan sekä ylläpidet-
tävän koodin määrää. Seuraavassa esimerkissä suoritetaan vastaava operaatio käyt-





Kuva 41 addTodo-tilan päivittäminen käyttäen solmuja. 
 
Kuvassa 41 on suoritettu kuvan 40 toimenpide käyttäen react-proxy-staten toiminnalli-
suuksia. Tapahtumankäsittelijä ’addTodo’ saa tapahtumalta parametrina ’description’-
tekstin. Kun funktiota kutsutaan, ContextProvider antaa tapahtumankäsittelijän palautta-
malle funktiolle tilan juuritilasta vastaavan solmun. Funktiokutsun parametrissa tilasta 
luetaan muuttuja ’todos’. Kun ’todos’-muuttuja luetaan, juurisolmusta palautetaan ’to-
dos’-tilasta vastaava solmu. Jos kyseistä tilaa vastaavaa solmua ei ole vielä luotu, luo-
daan se tässä yhteydessä automaattisesti solmun Proxyn toimesta olettaen, että kysei-
nen tila on olemassa.  
 
Ensimmäisellä funktion rivillä määritetään uuden todon id, ja toisella rivillä kutsutaan sol-
mun ’assign’-funktiota, jolle annetaan parametrina ’todo’-objekti. Tämän seurauksena tila 
muutetaan polkukopioimalla, ja ContextProvider saa viestin siitä, että tila on muuttunut. 
 
ContextProvider-komponentti välittää rikastetut tapahtumankäsittelijät kontekstimuuttu-
jina kaikille komponenteille. Koska tapahtumankäsittelijät eivät koskaan muutu sovelluk-
sen elinkaaren aikana, on tapahtumankäsittelijöiden tarjoaminen kontekstin kautta tur-
vallista. Tämän lisäksi kontekstin hyödyntäminen poistaa tarpeen viittauksilta tiedostoi-
hin, joissa tapahtumankäsittelijät sijaitsevat, ja täten voidaan vähentää koodin määrää 
sekä helpottaa testatessa komponentin tapahtumankäsittelijöiden jäljittelyä. 
 






Kuva 42 ContextProviderin luonti 
 
Kuvassa 42 rivillä 1 haetaan createProvider-funktio react-proxy-state-moduulista. Seu-
raavilla riveillä määritetään tapahtumankäsitteliät ’addTodo’, ’toggleTodo’, ’removeTodo’ 
sekä ’removeAllTodos’. Tämän jälkeen määritetään sovelluksen alkutila ’initialState’-
muuttuja, joka saa alkuarvokseen objektin todos, joka sisältää yhden todon. Alkutilan 
määrityksen jälkeen luodaan ContextProvider-komponentti antamalla createProvider-
funktiolle alkutila sekä objekti, joka sisältää tapahtumankäsittelijät. Lopuksi ContextPro-
vider määritetään JSX-syntaksilla sovelluksen juureen niin, että sovelluksen tila sekä ta-
pahtumankäsittelijät ovat käytettävissä App-komponentissa sekä rekursiivisesti kaikissa 
App-komponentin lapsikomponenteissa. 
 
Jotta komponentin olisi mahdollista hyödyntää kontekstin tapahtumankäsittelijöitä, tulee 
komponentin määrittää komponentin ’contextTypes’-muuttuja, joka määrittää, mitkä kon-






Kuva 43 Kontekstin tapahtumankäsittelijöiden hyödyntäminen komponenteissa 
 
Kuvassa 43 on kuvan 37 toteutukseen lisätty toiminnallisuus muuttaa kontekstin ’todos’-
tilaa. Komponentit tilaavat tapahtumankäsittelijät määrittämällä komponenttikohtaisen 
contextType-muuttujan, joka sisältää tapahtumankäsittelijöiden nimet sekä muuttujatyy-
pit. TodosApp-komponentti on määritetty luokkana, joten contextTypes määritetään 
staattisena luokkamuuttujana. TodosApp valitsee kontekstista tapahtumankäsittelijän 
’addTodo’. Komponentissa on määritetty ’onAddTodo’-instanssifunktio, jota kutsutaan, 
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kun ’Add todo’-nappia painetaan. Kun ’Add todo’-nappi tulee painetuksi, tästä seuraa, 
että luokan ’onAddTodo’ tulee kutsutuksi. Tämä funktio kutsuu kontekstin ’addTodo’-ta-
pahtumankäsittelijää, joka määritettiin kuvassa 41. Tämä tapahtumankäsittelijä ottaa pa-
rametrinaan vastaan ’descriptionin’-tekstin ja luo kontekstin tilaan uuden ’todon’, kysei-
sellä kuvauksella. ’TodoItem’-komponentti valitsee kontekstista tapahtumankäsittelijät 
’toggleTodon’ sekä ’removeTodon’. Koska ’TodoItem’ on määritetty funktiona, sen con-
textTypes määritetään asettamalla contextTypes-muuttuja tähän funktioon. Funktiokom-
ponentit saavat kontekstimuuttujansa toisena parametrinaan renderöinnin yhteydessä. 
Kun ’TodoItemin’ ’done’ valintaruutua painetaan, kutsuu tämä input-kenttä callback-funk-
tiota, joka kutsuu kontekstin ’toggleTodo’-tapahtumankäsittelijää antaen tälle kyseisen 
todon ’id’:n. ’TodoItemin’ ’remove’-nappi on määritetty samalla tavoin kuin ’toggleTodo’-
nappi, mutta se kutsuu painettaessa ’removeTodo’-tapahtumankäsittelijää. Lisä tietoa 
react-proxy-state tapahtumankäsittelijöistä ja tilasolmuista löytyy liitteestä 3. 
 
Seuraavassa esimerkissä on jäsennetty react-proxy-staten kokonais-flow.  
 




Kohdassa init luodaan ContextProvider-funktiolla createProvider, jolle annetaan para-
metriksi sovelluksen alkutila sekä tapahtumankäsittelijät. ContextProvider luo NodeE-
ventHandler-muuttujan (solmutilankäsittelijä) sekä tilaa siltä tältä tiedon jokaisesta tilan 
muutoksesta. Esimerkissä on vain yksi näkymä. Kun näkymä luodaan käyttäen map-
ContextToProps-funktiota, luodaan Connetor-komponentti, joka toimii näkymäkom-
ponentin vanhempana. Tämä komponentti tilaa kontekstista tilanmuutokset ja päivittää 
oman tilansa vastaamaan selector-funktiossa määritettyä alitilaa.  
 
Aina kun NodeEventHandler ilmoittaa ContextProviderille, että tila on muuttunut, välittää 
ContextProvider ilmoituksen kaikille Connector-komponenteille. Tämän seurauksena 
Connector-komponentti päivittää state-muutujansa, josta seuraa, että Connector-kom-
ponentti päivittyy. Kun Connetor päivittyy, saa ViewComponent tuoreimman kontekstiti-
lan propertynä Connector-komponentilta.  
 
ViewComponent määrittää contextTypes-määrityksessään, mistä tapahtumankäsitteli-
jöistä se on kiinnostunut. Kun komponentti kutsuu kontekstin tapahtumankäsittelijöitä, 
annetaan tapahtumankäsittelijän palauttamalle funktiolle parametriksi sovelluksen juuri-
tilasta vastaava solmu. Tämä solmu lähettää NodeEventHandlerille pyyntöjä muuttaa 
tilaa.  
 
Kun tila on muuttunut, välittää NodeEventHandler ContextProviderille tiedon, että tila on 
muuttunut, jonka seurauksena ContextProvider kertoo Connector-komponenteille muut-
tuneesta tilasta, jonka seurauksena näkymät päivittyvät. 
 
5.4.3 Proxy-solmujen toteutus 
Toteutuksen prosessoinnin kannalta raskaimpia sekä monimutkaisimpia vaiheita toteut-
taa oli solmujen logiikka. Tässä kappaleessa käydään hyvin lyhyesti sekä yksinkertais-
tetusti lävitse, kuinka solmut toimivat. 
 
Tila säilytetään aina tietorakenteen juurisolmussa. Jokainen viittaus tilaan luetaan dy-
naamisesti tästä samasta muuttujasta. Kun solmun tilaan (state-muuttujaan) viitataan, 
solmu kysyy tietorakenteen juurelta nykyistä sovelluksen tilaa. Käyttäen tietona omaa 
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Kuva 46 state getteri 
 
Esimerkki 46 selittää korkealla tasolla, mitä tapahtuu, kun solmun tilaan viitataan. Ensin 
solmu selvittää oman sijaintinsa tietorakenteessa. Seuraavaksi luetaan sovelluksen juu-
ritila, jota säilytetään aina juurisolmussa. Tämän jälkeen solmun itsensä edustama alitila 
etsitään kokonaistilasta. 
 
Solmun tilamuutosmetodit, kuten assign, ovat funktioita, jotka lähettävät viestejä NodeE-
ventHandlerille muuttaa tämä sovelluksen tilaa viestin sisällön mukaisesti, jonka jälkeen 
se antaa uuden tilan tietorakenteen juurelle.  
 
 
Kuva 46 Tilaa muuttavat operaatiot 
 
Esimerkissä 46 on yksinkertaistettu esimerkki siitä, kuinka solmujen assign-operaatio 
toimii. Esimerkin ylemmässä kuvassa on solmun metodi assign, joka saa parametrinaan 
objektin. Kun metodi suoritetaan, solmu selvittää ensin oman sijaintinsa, jonka jälkeen 
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se lähettää serialisoituvan pyynnön NodeEventHandlerille. Viesti sisältää tiedon para-
metrina annetusta muuttujasta, tapahtuman tyypistä sekä tapahtuman kohteesta.  
 
Kun viesti tulee NodeEventHandlerille, polkukopioi tämä nykyisen tilan objektin juuresta 
muutoskohteeseen saakka samalla luoden vanhasta tilasta johdetun uuden tilan. Tämän 
jälkeen muutoskohteen alitila ja parametrin arvo yhdistetään nykyiseen alitilan kopioon. 
Lopuksi juurisolmulle annetaan uusi tila. 
5.4.4 Rajoitteet 
Redux- ja MobX-ekosysteemit tarjoavat paljon kehitystyökaluja, jotka helpottavat testaa-
mista sekä virheiden löytämistä.  
 
Kirjaston Proxy-toteutus sisältää joitakin epäjohdonmukaisuuksia, kun tilassa säilytetään 
taulukkoja tai tilaan kohdistetaan suoria sijoitusoperaatioita. Proxyn hallinnoimassa ti-
lassa ei myöskään ole mahdollista säilyttää muuta kuin JavaScriptin yleisimpiä natiivi-
tyyppejä kuten Object, Array, Number, String jne. Todennäköisesi vastaan tulee reunata-
pauksia, joita ei vielä ole osattu ottaa huomioon. 
 
JavaScript-kielen Proxy-toteutuksessa jää paljon toivomisen varaa. React-proxy-state-
kirjaston näkökulmasta hyödylliset puuttuvat Proxy-ominaisuudet liittyvät operaattorei-
den ylikirjoittamiseen (operator overloading [22.]) sekä roskien keruun observointiin. Ja-
vaScript-kielestä puuttuu myös määrite ’heikko viittaus’ (weak reference [23.]), jota hyö-
dyntämällä kirjaston toteutuksesta voisi saada tehokkaamman sekä yksinkertaisemman. 
Kirjaston suorituskyky on silti yllättävän hyvä, eikä sen luomien abstraktioiden pitäisi nä-





Reactin-tilanhallinta Reduxin kanssa tuntuu usein ylisuunnitellulta ja liian jaarittelevalta 
(verbose). Reactin komponenttitila taas on suoraviivainen sekä intuitiivisempi tapa läh-
teä määrittämään tilaa, ja lopulta tilaa on ripustettu usealla tasolle komponenttien hierar-
kiaa. Ongelmat komponenttipuussa elävän tilan kanssa tulevat usein vastaan, kun so-
velluksen toiminallisuusvaatimukset vähänkin kasvavat. Tässä vaiheessa tulee yleensä 
tarve nostaa komponenttipuussa useassa kerroksessa sijaitseva tila keskitetysti yhteen 
tai kahteen komponenttiin, jotka sijaitsevat korkealla komponenttipuussa. Tällöin herää 
kysymys, olisiko tila kannattanut suoraan suunnitella ylläpidettäväksi kontekstista käsin, 
esimerkiksi Redux-kirjaston konteksti-tilassa. Viimeistään siinä vaiheessa, kun sovelluk-
sen eri reiteissä sijaitsevat näkymät alkavat hyödyntämään samaa dataa, on tila järke-
vintä nostaa sovelluksen juuri kontekstiin, joka pysyy aktiivisena ja käytettävissä koko 
sovelluksen elinkaaren ajan. Tämän jälkeen komponenttien state-muuttujiin jää enää ti-
loja, jotka vastaavat yleensä vain pienistä tilapäisistä tiloista.  
 
Reactin tilanhallinnasta tuntuu puuttuvan sweet spot, jossa tilan hallinta on luotettavaa, 
nopeaa ja helppoa. Jos tilan hallinta on hetken aikaa tosi helppoa ja suoraviivaista, niin 
viidentoista minuutin päästä koodi pitää refaktoroida kaavaksi, josta voisi kirjottaa ro-
maanin. Keskitetystä kontekstista suoritettu tilanhallinta tuo yleensä mukanaan helpon 
testattavuuden sekä voimakkaan varmuuden siitä, että sovelluksen tila vastaa ennakoi-
tua. Sivutuotteena keskitetysti hallinnoitu tila tuo yleensä mukanaan myös paljon lisää 
koodia, varsinkin jos käytetään Redux-kirjastoa. Reduxin kanssa sovelluksen pääasialli-
nen tila on helppo pitää ennakoitavana sekä oikean muotoisena. Sen sijaan ongelma-
kohtia Redux-tilanhallinnassa ovat metatilojen käsittelyt. Tilan metatilat ovat tiloja, jotka 
kuvaavat tilan statuksia kuten: Onko serveriltä haku kesken, onko tila tyhjä, onko tallen-
nus kesken, onko tilan tallennuksessa tai haussa tapahtunut virheitä, onko tila muokat-
tavissa, onko tila validissa muodossa. jne.  
 
Myös pienet asynkroniset yksityiskohdat, kuten viiveiden määrittäminen, viivästettyjen 
tapahtumien peruminen, animaatioiden käynnistäminen ja sammuttaminen, ovat vir-
healttiita toimenpiteitä, joiden hallintaan Redux ei itsessään ole kovin kykenevä kirjasto.  
 
Mitä käyttäjäystävällisempi sovellukseen halutaan tehdä, sitä enemmän tilaa joudutaan 
yleensä rikastamaan tällaisilla metatiloilla. Tehdessä react-proxy-state-kirjastoa pyrin to-
teuttamaan jotakin, joka sopisi hyvin tähän välimaastoon, jossa supersuunniteltua tilan 
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hallintaa ei tarvita, mutta tilan hallinnan halutaan selviävän 99 % vastaan tulevista on-






Tämän opinnäytetyön tavoitteena oli esitellä sekä tutustua React-kirjastolla toteutettujen 
sovelluksen tilanhallintaan sekä pyrkiä paremmin ymmärtämään yksisuuntaiseen da-
taflow’iin liittyviä tilanhallinnan ongelmia. Tämän lisäksi työssä tutustuttiin Redux-kirjas-
toon, joka tällä hetkellä varsinkin web-kehityksessä on Reactin de facto -tilanhallintakir-
jasto. Lopuksi käytiin läpi react-proxy-state -tilanhallintakirjastosta, joka toteutettiin tä-
män opinnäytetyön ohella. 
 
Kokonaisuudessaan Reactin tilanhallintaan syvällinen tutustuminen oli hyvin mielenkiin-
toinen ja opettavainen prosessi. Syitä sille miksi, nykyisen parhaat käytännöt React-so-
velluksen tilanhallinnassa ovat sellaisia kuin ne tällä hetkellä ovat, selkeytyivät monella 
tapaa. 
 
React-proxy-state -tilanhallintakirjaston toteutukseen jäi vielä paljon parannettavan va-
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