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Abstrakt
Tato pra´ce se zaby´va´ jazykem XQuery a normalizacı´ formulı´ tı´mto jazykem vytvorˇeny´ch.
Jazyk XQuery slouzˇı´ k vytva´rˇenı´ dotazovacı´ch formulı´ nad XML daty. Jelikozˇ je definice
tohoto jazyka pomeˇrneˇ volna´, lze vytvorˇit stejny´ dotaz mnoha ekvivalentnı´mi zpu˚soby.
Proto se pouzˇı´va´ normalizace, ktera´ spocˇı´va´ v prˇevodu pu˚vodnı´ho XQuery vy´razu na
vy´raz jazyka XQuery Core, vyuzˇı´vajı´cı´ho XQuery Core gramatiku. Tato gramatika je
podmnozˇinou XQuery gramatiky a neobsahuje jizˇ redundantnı´ pravidla. Cı´lem te´to pra´ce
je tedy nastudovat a implementovat algoritmus, ktery´ zajistı´ prˇeklad XQuery dotazu˚ do
normalizovane´ formy, prˇicˇemzˇ bude platit, zˇe ekvivalentnı´ za´pisy dotazu˚ budoumı´t vzˇdy
stejnou podobu.
Klı´cˇova´ slova: Diplomova´pra´ce,XML,XQuery,Gramatika, Parser,NormalizaceXQuery,
JavaCC, JJTree
Abstract
This diploma thesis concerns with XQuery language and with normalization of formulas
created bythis language. XQuery language is used for creation of queries for XML data.
Because the definition of the language is rather freely defined, a query can be created
by several equivalent manners. This is the reason why normalization is used. It is based
in transfer of the original XQuery expression to an expression in XQuery Core language
that uses XQuery core grammar. This grammar is a subset of XQuery grammar and it
does not contain redundancy rules anymore. Aim of this thesis is to study and implement
an algorithm that assures XQuery queries translation into the normalized form, whereas
the rule saying that the equivalent formulas are formed always the same way is kept.
Keywords: Graduation thesis, XML,XQuery,Grammar, Parser,NormalizationofXQuery,
JavaCC, JJTree
Seznam pouzˇity´ch zkratek a symbolu˚
XML – eXtensible Markup Language
XQuery – XML Query Language
JavaCC – Java Compiler Compiler
IDE – Integrated Development Environment
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71 U´vod
Tato pra´ce se zaby´va´ aplikova´nı´m normalizacˇnı´ch pravidel nad XQuery vy´razy. Samotny´
jazyk XQuery poskytuje mnoho uzˇitecˇny´ch funkcı´, dı´ky ktery´m lze vytvorˇit vy´raz jedno-
dusˇeji jak pro zapsa´nı´, tak pro pochopenı´. Na druhou stranu jsou vsˇak tyto vy´razy redun-
dantnı´. Naprˇı´klad slozˇeny´ konstrukt FOR mu˚zˇe by´t prˇepsa´n jako kompozice neˇkolika
jednoduchy´ch FOR konstruktu˚. Jazyk, ktery´ obsahuje pouze tyto jednoduche´ konstrukty,
je nazva´n XQuery Core a je popsa´n XQuery Core gramatikou, ktera´ je podmnozˇinou pu˚-
vodnı´ XQuery gramatiky. Prˇevedenı´ pu˚vodnı´ho XQuery vy´razu do vy´razu vyuzˇı´vajı´cı´ho
XQuery Core gramatiku nazy´va´me normalizace. Zpracova´nı´ XQuery vy´razu˚ prova´dı´
XQuery procesor. Prˇicˇemzˇ normalizace je jedna z fa´zı´ tohoto procesoru, ktera´ eliminuje
redundance.
V te´to pra´ci je implementova´na cˇa´st normalizacˇnı´ch pravidel zameˇrˇena´ na normalizo-
va´nı´ FLWOR konstruktu˚, ktere´ tvorˇı´ ja´dro jazyka XQuery. Abychommohli zadany´ vy´raz
normalizovat, potrˇebujeme si jej nejprve prˇeve´st do urcˇite´ struktury. Pro reprezentova´nı´
vy´razu jsme zvolili stromovou strukturu, takzˇe vstupnı´ vy´raz je reprezentova´n stromem,
ve ktere´m kazˇdy´ uzel koresponduje s urcˇity´m termina´lem ze sady XQuery gramaticky´ch
pravidel. Normalizace vyuzˇı´va´ rekurzivnı´ pru˚chod stromem. Tento zpu˚sob procha´zenı´
umozˇnˇuje normalizovat jaky´koli vy´raz jazyka XQuery na vy´raz jazyka XQuery Core.
Prˇı´nosem pro mou osobu vidı´m v hlubsˇı´m sezna´menı´ s jazykem XQuery a jeho norma-
lizacˇnı´mi pravidly. Mezi dalsˇı´ prˇı´nosy patrˇı´ pra´ce s forma´lnı´ gramatikou a s genera´tory
parseru˚, konkre´tneˇ JavaCC a JJTree, v neposlednı´ rˇadeˇ pra´ce se stromovou strukturou
v programovacı´m jazyce Java.
U´vodnı´ cˇa´st pra´ce je zameˇrˇena na vyuzˇitı´ a hlavnı´ vy´hody jazyka XQuery. Na´sleduje
vysveˇtlenı´ du˚vodu˚ normalizace a uka´zka neˇkolika normalizacˇnı´ch pravidel, ktere´ jsou
implementova´ny v te´to pra´ci. V dalsˇı´ kapitole je rozepsa´no zpracova´nı´ vstupnı´ho vy´-
razu do stromove´ struktury. U tohoto prˇevodu jsme vyuzˇili genera´tory parseru˚ JavaCC
a JJTree, ktere´ vyuzˇı´vajı´ oficia´lnı´ gramatiku pro XQuery. Navazuje cˇa´st zaby´vajı´cı´ se
zpu˚sobem transformova´nı´ stromove´ struktury. Tyto transformace jsou prova´deˇny podle
normalizacˇnı´ch pravidel. Poslednı´ dveˇ kapitoly se zaobı´rajı´ pouzˇity´mi technologiemi
a analyzova´nı´m podrobne´ho vy´pisu, ve ktere´m jsou rozepsa´ny vsˇechny kroky normali-
zace.
82 XML
XML (eXtensible Markup Language, cˇesky rozsˇı´rˇitelny´ znacˇkovacı´ jazyk) je obecneˇ ozna-
cˇova´n za znacˇkovacı´ jazyk. Jedna´ se vlastneˇ ometajazyk, ve ktere´m znacˇky popisujı´ obsah
a dopoma´hajı´ tak k jeho strukturalizaci [1, 2].
2.1 U´vod o XML
Tato pra´ce pojedna´va´ o normalizaci jazyka XQuery, ktery´ je urcˇen pro dotazova´nı´ nad
urcˇitou kolekcı´ XML dat. Proto bychom si take´ meˇli prˇiblı´zˇit samotne´ XML. Tento jazyk
byl vyvinut a standardizova´n konsorciemW3C. Umozˇnˇuje snadne´ vytva´rˇenı´ konkre´tnı´ch
znacˇkovacı´ch jazyku˚ pro ru˚zne´ u´cˇely a sˇiroke´ spektrum ru˚zny´ch typu˚ dat [3]. Na´sleduje
XML dokument urcˇeny´ pro za´pis kucharˇsky´ch receptu˚.
<?xml version=”1.0” encoding=”UTF−8”?>
<!−− Poznamka je nutne´ prˇidat vı´ce receptu˚. −−>
<recepty>
<recept id=”1”>
<nazev receptu>”Krokant”</nazev receptu>
<prisady>
<prisada mnozstvi =”4” jednotka = ”lzice”>voda</prisada>
<prisada mnozstvi =”10” jednotka = ”lzice”>pı´skovy´ cukr</prisada>
<prisada mnozstvi =”100” jednotka = ”gram”>sekane´ orˇechy</prisada>
<prisada mnozstvi =”80” jednotka = ”gram”>loupane´ mandle</prisada>
</prisady>
<postup>
Cukr svarˇı´me s vodou na prudke´m ohni, azˇ hmota zla´tne. Prˇisypeme sekane´ orˇechy a
mı´cha´me, azˇ jsou jı´m obaleny. Potom je vyklopı´me na plech vytrˇeny´ olejem a po
vychladnutı´ roztlucˇeme va´lecˇkem na drobne´ kousky. Pouzˇı´va´me na dorty, rˇezy, poha´ry,
atd.
</postup>
</recept>
</recepty>
Vy´pis 1: Uka´zka XML dokumentu
2.1.1 Procˇ XML?
Na´sledujı´cı´ seznam obsahuje hlavnı´ vy´hody pouzˇitı´ XML:
• Jazyk je urcˇen prˇedevsˇı´m pro vy´meˇnu dat mezi aplikacemi a pro publikova´nı´ do-
kumentu˚.
• Standardnı´ forma´t pro vy´meˇnu informacı´ - V dnesˇnı´ dobeˇ existuje neˇkolik velmi
rozsˇı´rˇeny´ch forma´tu˚ dokumentu˚, ktere´ vyzˇadujı´ specia´lnı´ programy pro pra´ci s teˇ-
mito typy dokumentu˚. Jedna´ se naprˇı´klad o programy Word nebo Excel a jejich
forma´ty DOC prˇı´padneˇ XLS. Navı´c je pouzˇı´va´na cela´ rˇada operacˇnı´ch a informacˇ-
nı´ch syste´mu˚ a nenı´ za´ruka, zˇe kazˇdy´ uzˇivatel vlastnı´ prˇı´slusˇny´ software.
9Je tedy potrˇeba pouzˇı´vat neˇjaky´ jednoduchy´ otevrˇeny´ forma´t, ktery´ nenı´ u´zce sva´-
za´n s neˇjakou platformou nebo technologiı´. Tı´m mu˚zˇe by´t pra´veˇ XML, ktery´ je
zalozˇen na jednoduche´m textu a je zpracovatelny´ (v prˇı´padeˇ potrˇeby) libovolny´m
textovy´m editorem.
• Mezina´rodnı´ podpora - XML hned od same´ho pocˇa´tku myslel na potrˇeby i jiny´ch
jazyku˚ nezˇ je anglicˇtina. Jako znakova´ sada se implicitneˇ pouzˇı´va´ ISO10646 (soucˇa´stı´
je UTF-8)
• Vysoky´ informacˇnı´ obsah - Pomocı´ XML znacˇek (tagu˚) vyznacˇujeme v dokumentu
vy´znam jednotlivy´ch cˇa´stı´ textu. Dokumenty tak obsahujı´ vı´ce informacı´, nezˇ kdyby
sepouzˇı´valo znacˇkovanı´ zameˇrˇene´ naprezentaci (vzhled) –definicepı´sma, odsazenı´
a podobneˇ. XML dokumenty jsou informacˇneˇ bohatsˇı´.
• Jednoducha´ kontrola validace
• Neza´vislost na platformeˇ - Mozˇnost vyuzˇitı´ mezi ru˚znorody´mi syste´my.
• Univerza´lnost - V dokumentech lze vytva´rˇet libovolne´ znacˇky. Tyto znacˇkymu˚zˇeme
zanorˇovat. Tı´mto zanorˇova´nı´m se dostaneme od obecny´ch znacˇek, naprˇı´klad knih-
kupectvı´, azˇ k prˇesny´m informacı´m, jako je prˇı´jmenı´ autora dane´ knihy proda´vane´
v tomto knihkupectvı´.
2.1.2 Syntaxe XML
Za´kladnı´ syntakticka´ pravidla pro psanı´ XML dokumentu:
• Jme´na elementu˚ v XML rozlisˇujı´ mala´ a velka´ pı´smena.
• Musı´ mı´t pra´veˇ jeden korˇenovy´ (root) element.
• Nepra´zdne´ elementymusı´ by´t ohranicˇeny startovacı´ aukoncˇovacı´ znacˇkou.Pra´zdne´
elementy mohou by´t oznacˇeny tagem „pra´zdny´ element“.
• Vsˇechnyhodnoty atributu˚musı´ by´t uzavrˇenyvuvozovka´ch – jednoduchy´ch (’) nebo
dvojity´ch (”), ale jednoducha´ uvozovka musı´ by´t uzavrˇena jednoduchou a dvojita´
dvojitou. Opacˇny´ pa´r uvozovek mu˚zˇe by´t pouzˇit uvnitrˇ hodnot.
• Elementy mohou by´t vnorˇeny, ale nemohou se prˇekry´vat; to znamena´, zˇe kazˇdy´
(ne korˇenovy´) element musı´ by´t cely´ obsazˇen v jine´m elementu.
2.2 XML technologie
Strukturovany´ XML dokument se hodı´ pro ukla´da´nı´ dat. Abychom mohli s takto ulo-
zˇeny´mi daty da´le pracovat, musı´me vyuzˇı´t dostupne´ XML technologie. Pokud chceme
definovat prˇesnou strukturu XML nebo se chceme dotazovat na jednotlive´ cˇa´sti XML, prˇı´-
padneˇ chceme XML transformovat, tak mu˚zˇeme vyuzˇı´t na´sledujı´cı´ technologie. Ve vy´cˇtu
technologiı´ chybı´ dotazovacı´ jazyk XQuery, ktery´ je podrobneˇ popsa´n v na´sledujı´cı´ kapi-
tole.
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2.2.1 XML Schema
Pomocı´ XML Schema (prˇı´pona *.xsd) specifikujeme pravidla pro strukturu XML doku-
mentu. Pokud dokument vyhovuje definovane´ strukturˇe, tak se jedna´ o validnı´ XML
dokument [4].
Hlavnı´ vyuzˇitı´ XML Schema Nejdu˚lezˇiteˇjsˇı´ uplatneˇnı´ jsou rozepsa´na v na´sledujı´cı´m
seznamu:
• Definova´nı´ prˇı´pustne´ struktury dokumentu.
• Oveˇrˇenı´ spra´vnosti dat.
• Konverze dat mezi ru˚zny´mi datovy´mi typy.
• Pra´ce s daty ulozˇeny´mi v databa´zi.
2.2.2 XPath
XPath (XML Path Language) je pocˇı´tacˇovy´ jazyk, pomocı´ ktere´ho lze adresovat cˇa´sti XML
dokumentu. Pomocı´ tohoto jazyka lze z XML dokumentu vybı´rat jednotlive´ elementy
a pracovat s jejich hodnotami a atributy. Mezi dalsˇı´ vymozˇenosti jazyka XPath slouzˇı´
funkce, predika´ty a za´stupne´ znaky [5, 6, 7].
Za´pis cesty Za´kladnı´ soucˇa´stı´ jazyka je vy´raz popisujı´cı´ cestu. Takova´ cesta je tvorˇena
posloupnostı´ prˇechodu˚ mezi jednotlivy´mi sadami uzlu˚, oddeˇleny´ch lomı´tky. Naprˇı´klad
pomocı´ prˇı´kazu /recepty/recept/* vypı´sˇeme vsˇechny elementy vsˇech receptu˚. Cesta mu˚zˇe
by´t take´ zada´na pomocı´ os. Uka´zka os je na na´sledujı´cı´m obra´zku.
Predika´ty Vy´raz v hranaty´ch za´vorka´ch mu˚zˇe specifikovat podmı´nky. Prˇı´padneˇ zde
mu˚zˇe by´t pouzˇito pouze cˇı´slo, ktere´ urcˇuje pozici elementu ve vybrane´m souboru ele-
mentu˚. Atributy jsou specifikova´ny pomocı´ prefixu @.
// zbozi[@sleva >= @cena div 2]
Vy´pis 2: XPath s predika´ty
Tento XPath vy´raz vypı´sˇe vsˇechny elementy zbozˇı´, jejichzˇ atribut sleva je nejme´neˇ polo-
vina z ceny.
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Obra´zek 1: Uka´zka os pouzˇı´vany´ch u XPath a XQuery
Funkce Dalsˇı´ velmi uzˇitecˇnou vlastnostı´ jazyka XPath je mozˇnost vyuzˇitı´ funkcı´. Zde
je seznam teˇch nejpouzˇı´vaneˇjsˇı´ch.
• last() - Vybı´ra´ poslednı´ element ve vy´beˇru.
• count()- Vracı´ pocˇet vybrany´ch elementu˚.
• string-length() - Vracı´ de´lku dane´ho rˇeteˇzce.
• name() - Vracı´ jme´no elementu.
Za´stupne´ znaky Take´ zna´me´ pod svy´m anglicky´m na´zvem wildcard. Jedna´ se o speci-
a´lnı´ znak, ktery´ zastupuje urcˇitou cˇa´st v XML strukturˇe. Nejcˇasteˇji pouzˇı´vany´ za´stupny´
znak je *, ktery´ zastupuje vsˇechny deˇtske´ elementy jiste´ho elementu.
/a/b/ following−sibling ::∗[1]
Vy´pis 3: XPath s vyuzˇitı´m osy a za´stupne´ho znaku
Tento XPath vy´raz vypı´sˇe vsˇechny elementy, ktere´ jsou prvnı´m elementem na´sledujı´cı´m
po elementu b, ktery´ je potomek elementu a.
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2.2.3 XSLT
Tato technologie (XSL Transformations) slouzˇı´ k prˇevodu˚m XML dat do jake´hokoli jine´ho
forma´tu [8]. Tento u´kon prova´dı´ XSLT procesor, naprˇı´klad Saxon. Transformace XSLT
probı´ha´ tak, zˇe vybereme cˇa´st dokumentu pomocı´ XPath a na tuto cˇa´st pouzˇijeme jednu
nebo vı´ce prˇeddefinovany´ch sˇablon. V prˇı´padeˇ, zˇe je prˇı´slusˇna´ cˇa´st nalezena, XSLT pro-
vede transformaci odpovı´dajı´cı´ cˇa´sti zdrojove´ho dokumentu do vy´stupnı´ho dokumentu.
Tento XSLT transformacˇnı´ proces tedy pouzˇı´va´ deskriptivnı´ popis transformace. To zna-
mena´, zˇe definujeme, co se ma´ prˇeva´deˇt, ale nenı´ zde jizˇ definova´no jak. Nejcˇasteˇji se
XML data transformujı´ zpeˇt do XML nebo do HTML.
Saxon Jedna´ se o XSLT a XQuery procesor [9, 10] napsany´ v programovacı´m jazyce
Java. Za´kladnı´ verze Saxonu je opensource. Existuje i komercˇnı´ verze, ktera´ obsahuje dalsˇı´
rozsˇirˇujı´cı´ na´stroje. Saxon tedy umı´ pomocı´ XSLT transformovat XML soubory, zpracovat
data pomocı´ XQuery dotazovacı´ho jazyku. Samozrˇejmostı´ je take´ podpora XPath, ktere´
zajisˇt’uje navigaci v XML dokumentu.
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3 XQuery
XQuery 1.0 [12, 13] je velmi komplexnı´ dotazovacı´ jazyk operujı´cı´ nadXMLdaty. Za´kladnı´
vy´razy prˇebı´ra´ XQuery z drˇı´ve zmı´neˇne´ho XPath. Vazba XQuery k XML dokumentu je
povazˇova´na za stejnou jako je SQL pro relacˇnı´ databa´zi. Pra´veˇ z SQL si vzal du˚lezˇite´
konstrukty jako jsou FLWOR. XQuery jako takove´ se inspirovalo i v jiny´ch jazycı´ch.
XQuery je zalozˇeno na deklarativnı´m programova´nı´ [11]. To znamena´, zˇe se urcˇuje, co se
ma´ vykonat, ale nenı´ zde jizˇ definova´no, jaky´m zpu˚sobem.
3.1 Uzˇitı´ XQuery
Samotne´ XML se hojneˇ pouzˇı´va´ k ukla´da´nı´ strukturovany´ch dat. Je tedy samozrˇejme´,
zˇe drˇı´ve, cˇi pozdeˇji, budeme potrˇebovat ulozˇena´ data prohleda´vat. K tomuto u´cˇelu slouzˇı´
dotazovacı´ jazykXQuery, ktery´ byl navrzˇenkonsorciemW3C.V soucˇasne´ dobeˇ sepouzˇı´va´
verze 1.0.
3.2 Vlastnosti XQuery
Dvavelmi du˚lezˇite´ aspekty na´vrhuXQuery jsou, zˇe se jedna´ o funkciona´lnı´ jazyk zalozˇeny´
na typech. Tyto aspekty hrajı´ du˚lezˇitou roli v XQuery forma´lnı´ se´mantice. Cı´lem forma´lnı´
se´mantiky je definova´nı´ vy´znamu jednotlivy´ch XQuery vy´razu˚.
1. XQuery je funkciona´lnı´ jazyk, vyuzˇı´vajı´cı´ drˇı´ve zmı´neˇne´ deklarativnı´ programo-
vacı´ principy. Je postaven na vy´razech. Kazˇdy´ konstrukt v jazyce XQuery, mimo
prolog, se skla´da´ z vy´razu˚ a tyto vy´razy se mohou libovolneˇ skla´dat mezi sebou.
Vy´sledek jednoho vy´razu mu˚zˇe by´t pouzˇit jako vstup pro jaky´koli jiny´ vy´raz. Platı´
zde ovsˇem podmı´nka, zˇe typ vy´sledku prˇedchozı´ho vy´razu musı´ by´t kompatibilnı´
se vstupem na´sledujı´cı´ho vy´razu, se ktery´m je spojen. Dalsˇı´m charakteristicky´m
rysem funkciona´lnı´ho jazyka je, zˇe promeˇnne´ nesou hodnoty beˇhem zpracova´nı´.
Takzˇe hodnotu nemu˚zˇeme ovlivnit zˇa´dny´mi vedlejsˇı´mi u´cˇinky. Promeˇnna´ zacˇı´na´
prefixem $, naprˇı´klad $cena.
2. XQuery je jazyk zalozˇeny´ na typech. Typy mohou by´t definova´ny prˇı´mo v XQuery
vy´razu nebo mohou by´t importova´ny z XML Sche´ma. XQuery mu˚zˇe prova´deˇt
operace na za´kladeˇ teˇchto typu˚. Navı´c XQuery podporuje statickou analy´zu. Tato
analy´za odvozuje vy´stupnı´ typ vy´razupodle svy´ch vstupu˚. Dı´ky tomu take´ zajisˇt’uje
brzkou detekci chyb mezi nekompatibilnı´mi typy.
3.3 Vy´hody XQuery
Jak jizˇ bylo drˇı´ve zmı´neˇno, XQuery je jazyk pokry´vajı´cı´ obrovskou mnozˇinu operacı´ nad
XML daty. Mezi nejvyuzˇı´vaneˇjsˇı´ patrˇı´:
• FLWOR dotazy inspirovane´ SQL jazykem.
• Vy´stup jednoho dotazu mu˚zˇeme pouzˇı´t jako vstup navazujı´cı´ho.
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• Prova´za´nı´ s XML Schema. Podle prˇipojene´ho sche´matu definujeme datove´ typy
v XQuery.
• Volnost, jeden dotaz mu˚zˇeme napsat vı´ce zpu˚soby, i kdyzˇ vykona´va´ naprosto to
same´.
3.4 Rozdı´l oproti XPath
XPath je podmnozˇina XQuery, ktera´ neobsahuje tak uzˇivatelsky orientovanou syntaxi
jako XPath. Jiny´mi slovy, XQuery je obohaceno o velmi uzˇitecˇne´ funkce, ktere´ se v XPath
nevyskytujı´, jedna´ se naprˇı´klad o pra´ci s kvantifika´tory, FLWOR prˇı´kazy, uzˇivatelsky
definovane´ funkce atd. Existujı´ ale i spolecˇne´ vlastnosti, XQuery pouzˇı´va´ k navigaci
ve stromove´ strukturˇe dokumentu stejnou posloupnost prˇechodu˚ jako u XPath.
3.5 XQuery Update Facility
Jedna´ se o rozsˇı´rˇenı´ jazyka XQuery, ktere´ umozˇnˇuje aktualizace sta´vajı´cı´ch XML doku-
mentu˚.
Funkce XQuery Update Facility [29]:
• Vlozˇenı´ uzlu˚ - Mozˇnost urcˇit pozici (after, before), prˇı´padneˇ pro deˇti uzlu (as first,
as last)
• Smaza´nı´ uzlu˚ - Lze vyuzˇı´t podmı´nky pro smaza´nı´. Naprˇı´klad mu˚zˇeme smazat
vsˇechny za´znamy o produktech, ktere´ nejsou na skladeˇ (pocˇet = 0).
• Kopı´rova´nı´ uzlu˚.
• Modifikova´nı´ uzlu˚ a jeho hodnot.
Na´sledujı´cı´ prˇı´klad vykona´va´ tuto funkcionalitu. Zjistı´ jestli element ema´ atribut last-
updated. Pokud ano, tak modifikuj hodnotu tohoto atributu na aktua´lnı´ datum. Pokud
takovy´ atribut element eneobsahuje, tak vytvorˇ tento atribut a vlozˇ do neˇj aktua´lnı´ datum.
if ($e/@last−updated)
then replace value of node
$e/ last−updated with fn:currentDate()
else insert node
attribute last−updated {fn:currentDate()} into $e
Vy´pis 4: XQuery Update
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3.6 FLWOR konstrukce
Jedna´ se o specia´lnı´ prˇı´kazy, ktere´ jsou velmi podobne´ teˇm, ktere´ zna´me z SQL.
3.6.1 Jednotlive´ cˇa´sti FLWOR
Kazˇde´ pı´smeno ze zkratky FLWOR oznacˇuje jeden konstrukt.
• FOR – Zpracujeme vstupnı´ sekvenci a pro kazˇdy´ prvek v te´to sekvenci vra´tı´me
urcˇity´ vy´sledek k dalsˇı´mu zpracova´nı´
• LET – Deklarova´nı´ a prˇirˇazenı´ promeˇnne´ pro kazˇdy´ prvek posloupnosti
• WHERE – Podmı´nka pro prvky v posloupnosti
• ORDER BY – Serˇazenı´ prvku˚
• RETURN – Specifikova´nı´ vy´stupu pro vy´sledne´ prvky
FLWOR gramaticke´ pravidlo
Podle XQuery gramatiky se rozsˇirˇuje netermina´l FLWORExpr na´sledujı´cı´m pravidlem.
FLWORExpr ::= (ForClause|LetClause)+ WhereClause? OrderByClause? ”return” ExprSingle
Vy´pis 5: FLWOR gramaticke´ pravidlo
Z tohoto gramaticke´ho prˇepisu mu˚zˇeme urcˇit, zˇe FLWOR konstrukce zacˇı´na´ bud’ kon-
struktem FOR nebo LET. Tyto konstrukty se mohou vyskytovat jakkoli neomezeneˇ za se-
bou. Na´sleduje nepovinny´ konstrukt WHERE, ktery´ urcˇuje podmı´nku pro celou kon-
strukci. Dalsˇı´m nepovinny´m konstruktem jeORDERBY, ktery´ slouzˇı´ k serˇazenı´ vy´sledku.
Poslednı´ cˇa´stı´ je RETURN, ktery´ definuje, jaky´m zpu˚sobem budou vypsa´ny vy´sledne´
prvky.
ForClause ::= ” for ” ”$” VarName TypeDeclaration? PositionalVar? ”in” ExprSingle (”,” ”$” VarName
TypeDeclaration? PositionalVar? ”in” ExprSingle)∗
LetClause ::= ” let ” ”$” VarName TypeDeclaration? ”:=” ExprSingle (”,” ”$” VarName
TypeDeclaration? ”:=” ExprSingle)∗
TypeDeclaration ::= ”as” SequenceType
PositionalVar :: = ”at” ”$” VarName
WhereClause ::= ”where” ExprSingle
OrderByClause ::= ((”order” ”by”) | ( ”stable” ”order” ”by”)) OrderSpecList
OrderSpecList ::= OrderSpec (”,” OrderSpec)∗
OrderSpec ::= ExprSingle OrderModifier
OrderModifier ::= ( ”ascending” | ”descending”)? (”empty” (”greatest” | ” least ” ) )? ( ” collation ”
URILiteral)?
Vy´pis 6: Zby´vajı´cı´ gramaticka´ pravidla pro FLWOR konstrukce
Zby´vajı´cı´ pravidla ty´kajı´cı´ se FLWOR konstruktu˚ jsou zobrazeny ve vy´pisu vy´sˇe. Jedna´
se o vy´razy
Symboly opakovatelnosti *, + a ? jsou popsa´ny v kapitole 5.4 zaby´vajı´cı´ se JavaCC
a JJTree.
16
3.6.2 Uka´zka FLWOR konstrukce
Na´sledujı´cı´ prˇı´klad na´m vypı´sˇe seznam oddeˇlenı´ s alesponˇ deseti zameˇstnanci, serˇaze-
ny´ch sestupneˇ podle pru˚meˇrne´ vy´platy [14].
Tato FLWOR konstrukce vyuzˇı´va´ vsˇechny konstrukty. Nejprve pomocı´ FORu projdeme
vsˇechny cˇı´sla oddeˇlenı´. Beˇhem procha´zenı´ zjisˇt’ujeme informace o zameˇstnancı´ch aktu-
a´lneˇ zpracova´vane´ho oddeˇlenı´. Pomocı´ podmı´nkove´ho konstruktu vybereme oddeˇlenı´,
kde je alesponˇ deset zameˇstnancu˚. Setrˇı´dı´me sestupneˇ a vypı´sˇeme podle potrˇeby do po-
zˇadovane´ho XML vy´stupu.
for $d in document(”oddeleni.xml”)//cisloOddeleni
let $e := document(”zamestnanci.xml”)//zamestnanec[cisloOddeleni = $d]
where count($e) >= 10
order by avg($e/vyplata) descending
return
<oddeleni>
{ $d,
<pocetZamestnancu>{count($e)}</pocetZamestnancu>,
<vyplata>{avg($e/vyplata)}</vyplata>
}
</oddeleni>
Vy´pis 7: Uka´zka FLWOR dotazu
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4 Normalizace XQuery
Jak bylo jizˇ drˇı´ve zmı´neˇno, normalizace jazyka XQuery je hlavnı´ na´plnı´ te´to pra´ce. V te´to
kapitole si popı´sˇeme du˚vody normalizace, jaky´m zpu˚sobem jsou normalizacˇnı´ pravidla
zada´na a nakonec aplikujeme jejich uzˇitı´ na zadane´ vy´razy. Pro lepsˇı´ pochopenı´ jsou
zde uvedeny take´ obra´zky, ktere´ zna´zornˇujı´ transformace zpu˚sobene´ normalizacˇnı´mi
pravidly.
4.1 Du˚vody normalizace
Pomocı´ normalizace [15] prˇevedeme vstupnı´ vy´raz vyuzˇı´vajı´cı´ XQuery gramatiku na vy´-
raz vyuzˇı´vajı´cı´ gramatiku XQuery Core, ktera´ jizˇ neobsahuje redundantnı´ gramaticka´
pravidla. Zesˇtı´hlenou Core gramatiku je na´sledneˇ lehcˇı´ definovat, implementovat a opti-
malizovat.
4.2 Sezna´menı´ s normalizacˇnı´mi pravidly
Pro lepsˇı´ pochopenı´ normalizacˇnı´ch pravidel se v na´sledujı´cı´ cˇa´sti obezna´mı´me s jeho
obecny´m za´pisem a jednoduchy´m prˇı´kladem na prˇepis.
Normalizacˇnı´ pravidlo je obecneˇ zada´no takto:
[Expr]Expr == CoreExpr
Expr v hranaty´ch za´vorka´ch oznacˇuje pu˚vodnı´ XQuery vy´raz, ktery´ je normalizova´n
na vy´raz CoreExpr. Dolnı´ index Expr vyjadrˇuje normalizacˇnı´ pravidlo, ktere´ je aplikova´no
na tento vy´raz.
Neˇktera´ pravidla se beˇhem normalizace nemeˇnı´. Naprˇı´klad prˇepis pro litera´ly nebo pro-
meˇnne´ je vzˇdy totozˇny´.
[IntegerLiteral]Expr == IntegerLiteral
Vy´sledne´ pravidlo na prave´ straneˇ mu˚zˇe take´ obsahovat dalsˇı´ za´pisy v hranaty´ch
za´vorka´ch. Ty urcˇujı´ dalsˇı´ normalizace. Naprˇı´klad rozsahovy´ opera´tor to. Za´pis (1 to 5) je
identicky´ se za´pisem (1,2,3,4,5). Tento vy´raz je normalizova´n pomocı´ tohoto pravidla:
[Expr1 to Expr2]Expr == fs : to(([Expr1]Expr), ([Expr2]Expr))
Vsˇimneˇte si, zˇe opera´tor to je normalizova´n do funkce fs:to. Tato funkce ma´ v XQuery
gramatice na´sledujı´cı´ za´pis (na´sˇ prˇı´klad neobsahuje nepovinne´ cˇa´sti urcˇujı´cı´ datove´ typy
zadany´ch hodnot):
fs:to ($ firstval as xs:integer?, $ lastval as xs:integer?) as xs:integer∗
Vy´pis 8: Funkce fs:to
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Na´sledneˇ jsou zpracova´ny pravidla na prave´ straneˇ [Expr1]Expr a [Expr2]Expr.
V jednom z prˇedchozı´ch pravidel jsme si vysveˇtlili, zˇe litera´ly nejsou normalizacı´ ovliv-
neˇny. Z toho vyply´va´, zˇe u´plny´ prˇepis normalizovane´ho pravidla z prˇedchozı´ho prˇı´kladu,
doplneˇne´ho o hodnoty (1 to 5), vypada´ takto:
[1 to 5]Expr == fs : to(([1]Expr), ([5]Expr)) == fs : to((1), (5))
4.3 FLWOR normalizace
Tato pra´ce je zameˇrˇena prˇedevsˇı´m na FLWOR normalizaci. FLWOR konstrukty jsou nor-
malizova´ny do vnorˇeny´ch Core FLWOR konstruktu˚ s pouze jednı´m FOR nebo LET kon-
struktem. Toto omezenı´ zajisˇt’uje, zˇe LET a FOR jsou sva´za´ny pouze s jednou promeˇnnou.
Vı´ce o teˇchto pravidlech je popsa´no v jednotlivy´ch podkapitola´ch.
4.3.1 FOR normalizace
Nejdu˚lezˇiteˇjsˇı´ cˇa´st normalizace konstruktu FOR spocˇı´va´ hlavneˇ v prˇepisu na neza´visle´
FOR konstrukty. Tı´mto prˇepisem docı´lı´me, zˇe jeden FOR konstrukt je vzˇdy sva´za´n pouze
s jednou promeˇnnou. Nepovinne´ netermina´ly OptTypeDeclaration a OptPositionalV ar
jsou pro normalizaci nepodstatne´, protozˇe se beˇhem normalizace nemeˇnı´.
[ for $VarName1OptTypeDeclaration1OptPositionalVar 1 in Expr1 ,
· ·· ,
$VarNamenOptTypeDeclarationnOptPositionalVar n in Exprn
FormalReturnClause ]Expr
= =
for $VarName1OptTypeDeclaration1OptPositionalVar 1in [Expr1]Expr return
· ··
for $VarNamenOptTypeDeclarationnOptPositionalVar n in [Exprn]Expr return
[FormalReturnClause ]Expr
Obra´zek 2: Normalizacˇnı´ pravidlo FOR
Vyuzˇitı´ pravidla Nynı´ si prˇedvedeme velmi jednoduchy´ prˇı´klad aplikova´nı´ FOR nor-
malizace.
for $i in (1, 2),
$j in (4 to 8)
return
element pair { ($ i ,$ j ) }
Vy´pis 9: Pu˚vodnı´ FLWOR konstrukce obsahujı´cı´ FOR konstrukty
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Normalizace zajistı´, zˇe jeden FORkonstrukt je sva´za´n pouze s jednou promeˇnnou.Na´-
sledujı´cı´ promeˇnne´ jsou prˇevedeny do na´sledujı´cı´ch FOR konstruktu˚, oddeˇleny´ch klau-
zulı´ return. Nesmı´me take´ zapomenout na rozsahovy´ opera´tor to, ktery´ je da´le normali-
zova´n. Normalizova´na konstrukce vypada´ takto:
for $i in (1, 2) return
for $j in ( fs:to ((4) ,(8) ) ) return
element pair { ($ i ,$ j ) }
Vy´pis 10: Normalizova´na FLWOR konstrukce obsahujı´cı´ FOR konstrukty
4.3.2 LET normalizace
Normalizacˇnı´ pravidlo pro konstrukt LET ( zobrazeno na obra´zku 3) je velmi podobne´,
jako pravidlo pro FOR. Podle gramatiky jsou prˇı´pustne´ ru˚zne´ kombinace FOR a LET
konstrukcı´. Kombinace teˇchto konstruktu˚ a jejich normalizace je zobrazena ve vy´pisu
cˇı´slo 11.
[ let $VarName1OptTypeDeclaration1:= Expr1 ,
· ·· ,
$VarNamenOptTypeDeclarationn := Exprn
FormalReturnClause ]Expr
= =
let $VarName1OptTypeDeclaration1:= [Expr1]Expr return
· ··
for $VarNamenOptTypeDeclarationn := [Exprn]Expr return
[FormalReturnClause ]Expr
Obra´zek 3: Normalizacˇnı´ pravidlo LET
4.3.3 WHERE normalizace
Zajı´mavy´ je prˇepis ty´kajı´cı´ se podmı´nkove´ho konstruktuWHERE. Ten je prˇepsa´n na syn-
taxi If-Then-Else. Vy´raz definovany´ za WHERE je prˇepsa´n do uza´vorkovane´ podmı´nky
If. Klauzule na´sledujı´cı´ za konstruktemRETURN (znacˇena take´ FormalReturnClause) je
zapsa´na za Then. Klauzule Else je u tohoto prˇepisu vzˇdy pra´zdna´, protozˇe v konstruktu
WHERE nedefinujeme, co se ma´ prove´st v prˇı´padeˇ, zˇe vy´raz nesplnı´ zadanou podmı´nku.
Samozrˇejmeˇ, zˇe u pravidla If-Then-Else se mu˚zˇe vyskytnout vy´raz za Else.
Po zı´ska´nı´ If-Then-Else je jesˇteˇ tato syntaxe zpracova´na svy´mvlastnı´mnormalizacˇnı´m
pravidlem.
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[where Expr1 FormalReturnClause ]Expr
= =
if [Expr1]Expr  then [FormalReturnClause ]Expr else 
Obra´zek 4: Normalizacˇnı´ pravidlo WHERE
4.3.4 ORDER BY normalizace
Trˇı´dı´cı´ konstrukt ORDER BY je normalizova´n ve dvou krocı´ch. Nejprve se prˇevede do se-
znamu OrderSpecList, ktery´ obsahuje elementy, podle ktery´ch se ma´ trˇı´dit a take´ ja-
ky´m zpu˚sobem (sestupneˇ nebo vzestupneˇ). Na´sleduje klauzule return, ktera´ definuje
vy´stupnı´ forma´t. Druha´ cˇa´st normalizace spocˇı´va´ v prˇevedenı´ drˇı´ve zmı´neˇne´ho seznamu
OrderSpecList na uskupenı´ LET konstruktu˚, ktere´ vykonajı´ trˇı´deˇnı´ pomocı´ algoritmu
bublle sort [16] .
Tato normalizace nenı´ implementova´na v te´to pra´ci, protozˇe tı´mto zdlouhavy´m prˇepisem
ztra´cı´me deklarativnı´ forma´t vy´sledku [11].
[ stable ?order by OrderSpecList FormalReturnClause ]Expr
= =
[OrderSpecList ]OrderSpecList return [FormalReturnClause ]Expr
[OrderSpecList ]OrderSpecList
= =
LetClause ...LetClause
Obra´zek 5: Zjednodusˇene´ normalizacˇnı´ pravidlo ORDER BY
4.3.5 RETURN normalizace
Poslednı´ konstrukt je na rozdı´l od vsˇech ostatnı´ch neza´visly´. Dı´ky tomu se normalizace
nevykona´va´ vu˚bec. Klı´cˇove´ slovo return je prˇida´no jizˇ prˇi prˇedchozı´ch normalizacˇnı´ch
prˇepisech.
[return Expr]Expr == [Expr]Expr
4.3.6 Prˇı´klad FLWOR normalizace
Jak bylo zmı´neˇno drˇı´ve, konstrukty FOR a LET mu˚zˇeme jakkoliv kombinovat. Jejich nor-
malizacˇnı´ pravidla jsou velmi obdobna´. Jedna´ se pouze o rozlozˇenı´ slozˇeny´ch konstruktu˚
na jednotlive´ mensˇı´ cˇa´sti. Tento rozklad na´m zarucˇuje bezproble´movou pra´ci s libovolnou
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kombinacı´ teˇchto konstruktu˚. Na´sleduje uka´zka normalizace FLWOR konstrukce, ktera´
obsahuje pra´veˇ kombinace konstruktu˚ FOR a LET. V tomto prˇı´kladeˇ mu˚zˇeme take´ videˇt
normalizaci konstruktu WHERE.
for $i in (1, 4, 9), $j in 1 to 5
let $k := $i + $j
where $k > 25
return ($k − $j)
Vy´pis 11: Pu˚vodnı´ FLWOR konstrukce
for $i in (1, 4, 9) return
for $j in 1 to 5 return
let $k := $i + $j return
if (fn:boolean ($k >25 ))
then $k − $j
else ()
Vy´pis 12: Normalizovana´ FLWOR konstrukce
Funkce fn:boolean je prˇida´na dı´ky normalizaci kontrukce If-Then-Else 4.4.3, ktera´
vznikla prˇepisem normalizacˇnı´ho pravidla pro konstrukt Where.
4.4 Ostatnı´ normalizace
Normalizacˇnı´ pravidla jsou definova´na take´ pro dalsˇı´ gramaticka´ pravidla, nezˇ jen pro
FLWOR konstrukce. V te´to podkapitole si prˇedstavı´me ta nejdu˚lezˇiteˇjsˇı´, ktera´ jsou imple-
mentova´na v te´to pra´ci.
4.4.1 Normalizace cest
Zada´nı´ cesty Nejprve se zameˇrˇı´me na normalizaci lomı´tka. Od te´to normalizace se od-
vı´jejı´ i dalsˇı´ dveˇ pravidla zobrazenanaobra´zku 6.Cestu zada´va´meposloupnostı´ prˇechodu˚
mezi jednotlivy´mi sadami uzlu˚, oddeˇleny´mi lomı´tky. Jedna´ se o prˇepis gramaticke´ho pra-
vidla RelativePathExpr.
Mu˚zˇete si vsˇimnout, zˇe vsˇechna pravidla vyuzˇı´vajı´ funkci fn:root, ktera´ vracı´ korˇe-
novy´ element (nejvysˇsˇı´ho prˇedka). Rozdı´l mezi druhy´m a trˇetı´m pravidlem je ve vy´-
beˇru. Pomocı´ dvou lomı´tek vybı´ra´me vsˇechny potomky dane´ho uzlu. S jednı´m lomı´t-
kem vybı´ra´me pouze sve´ deˇti. U poslednı´ho pravidla stojı´ za povsˇimnutı´ rozsˇı´rˇenı´ o
osu descendant-or-self ::node(), ktera´ zajisˇt’uje nejen vy´beˇr v samotne´m uzlu, ale take´
ve vsˇech jeho potomcı´ch.
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[ / ]Expr
= =
[ fn : root  self : : node  treat as document−node  ]Expr
[/ RelativePathExpr ]Expr
= =
[ fn : root  self : : node  treat as document−node  /RelativePathExpr ]Expr
[// RelativePathExpr ]Expr
= =
[  fn : root  self : : node  treat as document−node   /
descendant−or−self : :node  /RelativePathExpr ]Expr
Obra´zek 6: Normalizacˇnı´ pravidlo RelativePathExpr
ContextItem Tento vy´raz vyjadrˇuje spojitost s aktua´lnı´m uzlem v XML dokumentu.
Normalizace je prova´deˇna pomocı´ promeˇnne´ $fs:dot.
[.]Expr == $fs : dot
4.4.2 Normalizace os
Osy slouzˇı´ k popsa´nı´ struktury XML dokumentu vzhledem k aktua´lnı´mu uzlu. Tı´mto
zpu˚sobem mu˚zˇeme definovat potomky, prˇedchu˚dce, sousedy a dalsˇı´ elementy v XML
dokumentu, jako jsou jmenne´ prostory cˇi atributy. Obra´zek vsˇech os je zobrazen v kapitole
o XPath 1. Neˇktere´ osy lze zapsat pomocı´ kombinace jiny´ch vy´razu˚. Jedna´ se o sousedı´cı´
elementy, ktere´ jsou rozdeˇleny na dva druhy a to prˇedcha´zejı´cı´ a na´sledujı´cı´. Ostatnı´ osy
se nenormalizujı´.
Doprˇedne´ osy Osa following-sibling vybı´ra´ na´sledujı´cı´ sourozence. Jejı´ prˇepis vyu-
zˇı´va´ konstrukt let. Nejprve zjistı´me rodicˇe pomocı´ osy parent :: node() a pote´ vybereme
na´sledujı´cı´ sourozence child :: NodeTest[. >> $e].
Osa following vyuzˇı´va´ prˇedchozı´ pravidlo a rozsˇirˇuje ho o vsˇechny prˇedchu˚dce a po-
tomky na´sledujı´cı´ch sourozenecky´ch elementu˚.
>>patrˇı´mezi opera´toryurcˇene´ kporovna´va´nı´ uzlu˚.Vyhodnotı´ vy´raz jakopravdu, jestlizˇe
za uzlem na leve´ straneˇ na´sleduje uzel definovany´ na straneˇ prave´. V jine´m prˇı´padeˇ je
vy´raz vyhodnocen jako nepravda.
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[ following−sibling : :NodeTest ]Axis
= =
[ let $ e :=. return$e / parent : : node /child : :NodeTest [ .≫$ e] ]Expr
[ following : :NodeTest ]Axis
= =
[ancestor−or−self : :node  / following−sibling : : node /descendant−or−self : : NodeTest ]Expr
Obra´zek 7: Normalizacˇnı´ pravidlo following a following-sibling
Zpeˇtne´ osy Podobneˇ jako doprˇedne´ osy following a following-sibling fungujı´ zpeˇtne´
osy preceding a preceding-sibling s tı´m rozdı´lem, zˇe vybı´rajı´ prˇedchozı´ sourozence,
eventua´lneˇ i jejich potomky a prˇedky. Protozˇe se jedna´ o zpeˇtne´ osy, tak musı´me pouzˇı´t
opacˇny´ opera´tor <<, nezˇ ktery´ jsme pouzˇili v prˇedchozı´m prˇı´padeˇ.
[ preceding−sibling : :NodeTest ]Axis
= =
[ let $ e :=. return$e / parent : : node /child : :NodeTest [ .≪$ e] ]Expr
[ preceding : :NodeTest ]Axis
= =
[ancestor−or−self : :node  / following−sibling : : node /descendant−or−self : : NodeTest ]Expr
Obra´zek 8: Normalizacˇnı´ pravidlo preceding a preceding-sibling
Zkra´cene´ za´pisy Prˇi psanı´ XQuery vy´razu se cˇasto pouzˇı´vajı´ zkratky. Normalizace
prˇepı´sˇe tyto zkratky do jejich nezkra´cene´ podoby.
[..]Axis
= =
parent : : node 
[@NodeTest ]Axis
= =
attribute : :NodeTest
Obra´zek 9: Zkra´cene´ za´pisy
Za´pis .. se prˇepisuje na rodicˇovskou osu. Zavina´cˇ se pouzˇı´va´ pro definova´nı´ atributu.
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4.4.3 If-Then-Else
Tento prˇepis je velmi trivia´lnı´. Kazˇdy´ z vy´razu˚ se zvla´sˇt’da´le normalizuje. Navı´c je prˇi-
da´na funkce fn : boolean, ktera´ zajistı´ vyhodnocenı´ podmı´nky, bud’ jako pravdu nebo
nepravdu.
[if Expr 1 then Expr2 else Expr3]Expr
= =
if  fn :boolean[Expr 1]Expr  then [Expr2]Expr else [Expr 3]Expr
Obra´zek 10: Normalizacˇnı´ pravidlo If-Then-Else
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5 Lexika´lnı´ a syntakticka´ analy´za
V te´to kapitole si popı´sˇeme prostrˇedky, ktere´ na´m pomohou jednodusˇe zpracovat urcˇitou
posloupnost a prˇeve´st ji do potrˇebne´ vy´stupnı´ formy.
5.1 Vyuzˇitı´ parser genera´toru
Abychom mohli implementovat normalizaci jazyka XQuery, tak nejprve potrˇebujeme
prˇeve´st tento vy´raz do stromove´ struktury. K tomuto procesu se skveˇle hodı´ parser
genera´tor [17, 18, 24].
Genera´tor parseru˚ je na´stroj, ktery´ vytva´rˇı´ parser z forma´lneˇ popsane´ho vstupu, nejcˇasteˇji
je popsa´n forma´lnı´ gramatikou. Typicky´ parser genera´tor generuje urcˇity´ zdrojovy´ ko´d
pro kazˇde´ gramaticke´ pravidlo popsane´ forma´lnı´ gramatikou. Abychom tuto definici le´pe
pochopili je nutno vysveˇtlit pojmy jako parser, lexika´lnı´ a syntakticka´ analy´za.
5.1.1 Lexika´lnı´ analy´za
Lexika´lnı´ analy´za [19] je proces, ktery´ na´m rozdeˇlı´ vstupnı´ posloupnost znaku˚ na lexe´my,
ty jsou da´le reprezentova´ny jako tokeny. Lexika´lnı´ analy´za se rˇı´dı´ lexika´lnı´mi pravidly,
ktere´ jsou veˇtsˇinou definovana´ pomocı´ regula´rnı´ch vy´razu˚.
Tento proces se musı´ vykonat prˇed syntaktickou analy´zou, protozˇe vy´stup lexika´lnı´ ana-
ly´zy je vstupem syntakticke´ analy´zy.
Hlavnı´ funkce Hlavnı´ funkce lexika´lnı´ho analyza´toru:
• Rozdeˇlenı´ na tokeny. Token se skla´da´ ze dvou cˇa´stı´. Jedna´ se o typ (identifika´tor,
cˇı´slo nebo opera´tor, atd.) a lexe´m (rˇeteˇzec, hodnota, ko´d opera´toru, atd.).
• Odstraneˇnı´ komenta´rˇu˚ a bı´ly´ch znaku˚ ze zdrojove´ho programu.
• Normalizace symbolu˚ - Naprˇı´klad urcˇenı´ case sensitive (citlivosti na velikost pı´s-
men).
Naprˇı´klad lexika´lnı´ analy´za pro vstup sum=4*3+2; je v na´sledujı´cı´ tabulce 1.
5.1.2 Syntakticka´ analy´za
Syntakticka´ analy´za, neboli parsova´nı´, je proces, ktery´ zpracova´va´ vstupnı´ text (tokeny)
a transformuje jej do urcˇite´ datove´ struktury, naprˇı´klad strom, podle prˇedem definovane´
forma´lnı´ gramatiky. Du˚lezˇitou vlastnostı´ vygenerovane´ struktury je zachova´nı´ hierarchie
vstupnı´ch dat. Uka´zka gramatiky ve vy´pisu 13 a vygenerovane´ho syntakticke´ho stromu
sum=4*3+2; na obra´zku 11.
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lexe´m typ tokenu
sum Identifika´tor
= Rovnı´tko
4 Cˇı´slo
* Kra´t
3 Cˇı´slo
+ Plus
2 Cˇı´slo
; Oddeˇlovacˇ
Tabulka 1: Lexika´lnı´ analy´za pro vstup sum=4*3+2;
S −> id=A;
A −> M ( ( ”+” | ”−” ) M )∗
M −> U ( ( ”∗” | ” / ” | ”%” ) U )∗
U −> ”(” A ”)” | L
L −> num
sum = 4 ∗ 3 + 2;
S −> id = A; −> id = M + M; −> id = U ∗ U + U; −> id = num ∗ num + num;
Vy´pis 13: Uka´zka gramatiky generujı´cı´ syntakticky´ strom
5.1.3 Parser
Parser je program, ktery´ vykona´va´ parsova´nı´, neboli syntaktickou analy´zu. Jedna´ se o pro-
ces, prˇi ktere´m prˇeva´dı´me zadanou posloupnost prvku˚ do urcˇite´ datove´ struktury, ktera´
zachova´va´ hierarchii vstupnı´ch dat. V nasˇem prˇı´padeˇ se jedna´ o strom. Vytvorˇenı´ stromu
se prova´dı´ podle prˇedem definovany´ch gramaticky´ch pravidel. Uskupenı´ teˇchto pravidel
se nazy´va´ forma´lnı´ gramatikou. Navı´c, neˇktere´ parsery doka´zˇı´ kontrolovat posloupnost
prvku˚ s ohledem na XML sche´ma.
5.1.4 Dalsˇı´ druhy parser genera´toru˚
Samozrˇejmeˇ, zˇe existuje velka´ rˇada parser genera´toru˚. Mezi prvnı´mi a velmi rozsˇı´rˇeny´mi
byly lex a yacc [18, 19]. Lex slouzˇı´ ke generova´nı´ lexika´lnı´ho analyza´toru. Syntakticka´ cˇa´st
je prova´deˇna programem yacc, ktery´ generuje parser. Vyuzˇı´va´ k tomu vy´stup z jazyka
lex. Oba programy generujı´ zdrojovy´ ko´d v programovacı´m jazyce C.
5.2 JavaCC
JavaCC [20, 21] je nejpopula´rneˇjsˇı´ parser genera´tor pro pouzˇitı´ v Java aplikacı´ch. Parser
genera´tor je na´stroj, ktery´ cˇte gramatiku zadanou pomocı´ gramaticky´ch pravidel a prˇe-
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S
A
MM
U U U
id =  ;
+
num num num
sum
*
= 4 * 3 + 2  ;
Obra´zek 11: Syntakticky´ strom
va´dı´ ji na zdrojovy´ ko´d v jazyce Java. Prˇelozˇeny´ zdrojovy´ ko´d doka´zˇe rozpoznat, zda
zadany´ vstup odpovı´da´ prˇı´slusˇne´ gramatice. Kromeˇ samotne´ho parser genera´toru, Ja-
vaCC nabı´zı´ i dalsˇı´ standardnı´ funkce souvisejı´cı´ s generova´nı´m parseru, jako je JJTree,
na´stroje pro ladeˇnı´ a podobne´.
JavaCC je napsa´n v programovacı´m jazyce Java. Doka´zˇe pracovat s Java VM od verze
1.2. JavaCC byl testova´n na bezpocˇtu ru˚zny´ch platforma´ch bez jaky´chkoli proble´mu˚.
Program je mozˇne´ sta´hnout ze stra´nek [20]. Zde mu˚zˇeme najı´t jednoduche´ prˇı´klady jizˇ
prˇedvytvorˇeny´ch gramatik.
JavaCC generuje parsery shora-dolu˚, jedna´ se o takzvany´ rekurzivnı´ sestup.
5.3 JJTree
Jedna´ se o preprocesor pro JavaCC. JJTree [20, 22] vlozˇı´ na specifikovana´ mı´sta akce,
ktere´ se vyuzˇı´vajı´ pro sestavenı´ parsovacı´ho stromu. Vy´stup z JJTree musı´ by´t na´sledneˇ
zkompilova´n prˇes JavaCC. Defaultneˇ JJTree generuje ko´d pro kazˇdy´ netermina´l, ktery´
se v gramatice objevuje. Toto chova´nı´ lze samozrˇejmeˇ modifikovat. Bud’ se pro neˇktere´
netermina´ly nevytva´rˇejı´ uzly vu˚bec, nebo se vytvorˇı´ uzly pouze pro cˇa´st rozsˇı´rˇenı´ neter-
mina´lu.
JJTree pu˚sobı´ v jednom ze dvou mo´du˚ simple a multi. V simple mo´du kazˇdy´ uzel
stromu je typu SimpleNode. V Multi mo´du je typ uzlu urcˇen podle jme´na uzlu. JJTree
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vygeneruje za´kladnı´ funkcionalitu pro kazˇdy´ uzel. Samozrˇejmeˇ, zˇe tuto funkcionalitu
mu˚zˇeme modifikovat podle svy´ch potrˇeb.
Prˇestozˇe JavaCC parsuje shora-dolu˚, tak JJTree prˇesneˇ naopak konstruuje parsovacı´
strom zdola-nahoru. K tomu potrˇebuje za´sobnı´k, do ktere´ho vkla´da´ uzly ihned po jejich
vytvorˇenı´. Kdyzˇ najde rodicˇe teˇchto uzlu˚, tak je vyjme ze za´sobnı´ku a prˇida´ je pod rodicˇe.
Nakonec vlozˇı´ do za´sobnı´ku rodicˇovsky´ uzel.
Uka´zka JJTree souboru Zde je seznam nejdu˚lezˇiteˇjsˇı´ch cˇa´stı´.
• Nastavenı´ - V te´to u´vodnı´ cˇa´sti mu˚zˇeme mimo jine´ definovat tyto hodnoty:
– Na´zev balı´cˇku (package), ve ktere´m budou vygenerovane´ soubory ulozˇeny.
– Prefix pro jednotlive´ uzly.
– Mozˇnost vyuzˇitı´ na´vrhove´ho vzoru Visitor.
– Urcˇenı´ mo´du (Simple nebo Multi).
• Java zdrojovy´ ko´d. Acˇkoli je JJTree a JavaCC navrzˇen, aby usˇetrˇil pra´ci s psanı´m
zdrojove´ho ko´du, tak urcˇitou cˇa´st ko´du zde mu˚zˇeme take´ naimplementovat. Jedna´
se naprˇı´klad o nastavenı´ vy´pisu v prˇı´padeˇ neu´speˇsˇne´ho vygenerova´nı´ parseru.
• Definova´nı´ tokenu˚ a bı´ly´ch znaku˚.
• Gramaticka´ pravidla. Jeden netermina´l odpovı´da´ jedne´ metodeˇ. Za´pis pro FLWOR
konstrukci vypada´ takto:
void FLWORExpr() :
{}
{
((ForClause() | LetClause()))+ [WhereClause()] [OrderByClause()] ”return” ExprSingle()
}
Vy´pis 14: Uka´zka definova´nı´ gramaticke´ho pravidla v JJTree
5.4 Vy´hody JavaCC a JJTree
Nejveˇtsˇı´ vy´hody vyuzˇitı´ JavaCC a JJTree jsou na´sledujı´cı´:
• Pouzˇitı´ prˇipravene´ho JJTree souboru, ktery´ obsahuje implementaci realizujı´cı´ zpra-
cova´nı´ XQuery vy´razu.
• JavaCC zpracova´va´ parsery shora-dolu˚, jedna´ se o takzvany´ rekurzivnı´ sestup.
Vy´hodou toho zpracova´nı´ je vyuzˇitı´ obecneˇjsˇı´ch gramatik a snadneˇjsˇı´ ladeˇnı´.
• JJDoc je program, ktery´ je schopen ze souboru s gramatikou vygenerovat za´pis
gramatiky v beˇzˇne´m za´pisu BNF. JJDoc je take´ soucˇa´stı´ instalace JavaCC.
• JavaCC nema´ proble´m zpracovat vstup v Unicode forma´tu.
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• Defaultneˇ JavaCC vytva´rˇı´ LL(1) gramatiky [23]. Nicme´neˇ mu˚zˇeme vytva´rˇet i gra-
matiky, ktere´ jsou LL(k). Cˇa´st LL(k) gramatiky je definova´na pomocı´ prˇı´kazu LOO-
KAHEAD(k). Zbyle´ cˇa´sti jsou zpracova´ny jako LL(1). Pokud bychom zpracova´vali
celou gramatiku jako LL(k), mohlo by dojı´t ke znacˇne´mu zpomalenı´ zpracova´nı´
vstupnı´ho souboru. Tı´m rozcˇleneˇnı´m mu˚zˇeme docı´lit jednoduche´ho za´pisu grama-
tiky bez vy´razne´ho zpomalenı´ parseru.
• JavaCC poskytuje srozumitelne´ chybove´ hla´sˇenı´ pro kompilaci. Daleko obtı´zˇneˇjsˇı´ je
dohledat chybu, ktera´ se projevı´ azˇ ve vygenerovane´m zdrojove´m ko´du.
• Pokud potrˇebujeme du˚kladny´ rozbor kroku˚, ktere´ genera´tor prova´dı´, mu˚zˇeme za-
pnout ladeˇnı´. JavaCC na´m pote´ prˇesneˇ hla´sı´, co a jak se prova´dı´.
• JavaCC je naprogramova´n cely´ v programovacı´m jazyce Java. Lze ho tedy pouzˇı´vat
na mnoha ru˚zny´ch platforma´ch, stejneˇ jako jı´m vygenerovane´ parsery.
• Gramatiku v JavaCC lze zapisovat ve tvaru EBNF (Niklaus Wirth’s Extended
Backus-Naur Form) [30]. EBNF vyuzˇı´va´ symboly, ktere´ definujı´ mı´ru opakovatel-
nosti. EBNF umozˇnˇuje za´pis ve forma´tu y(x)*. Tento za´pis je le´pe cˇitelny´, nezˇ za´pis
v BNF. Ten by v nasˇem prˇı´padeˇ vypadal naprˇı´klad A ::= Ax|y. Symboly vyjadrˇujı´cı´
opakovatelnost v EBNF.
– ? - Symbol nebo skupina symbolu˚ v za´vorka´ch se opakuje nejvy´sˇe jednou,
nemusı´ se vsˇak vyskytovat vu˚bec.
– * - Opakova´nı´ nenı´ nijak omezeno. Symbol se mu˚zˇe vyskytnout kolikra´t chce,
ale mu˚zˇe by´t take´ prˇeskocˇen.
– + - Symbol se objevı´ jednou nebo vı´cekra´t
5.5 Rekurzivnı´ sestup
Jednı´m z nejpouzˇı´vaneˇjsˇı´ch zpu˚sobu˚ parsova´nı´ je metoda rekurzivnı´ho sestupu [24].
V te´to metodeˇ se pomocı´ rekurzivnı´ch vola´nı´ zpracova´va´ syntakticky´ strom. Tento strom
odpovı´da´ prˇı´slusˇne´ gramatice. Jestlizˇe se v gramatice objevuje na dane´m mı´steˇ netermi-
na´lnı´ symbol, tak v programu mu odpovı´da´ (rekurzivnı´) vola´nı´ reprezentujı´cı´ prˇı´slusˇny´
netermina´l. Navı´c ve stromu je tento netermina´l zobrazen jako uzel. Tato rekurzivnı´ vo-
la´nı´ koncˇı´ u termina´lnı´ch symbolu˚ (lexe´mu˚ jazyka). Tyto termina´lnı´ symboly odpovı´dajı´
listu˚m ve stromu.
30
6 Implementace
Tato kapitola obsahuje ru˚znorode´ informace ty´kajı´cı´ se implementace.
6.1 Implementacˇnı´ prostrˇedky
Jedna´ se o soubor prostrˇedku˚, ktery´mi byla tato diplomova´ pra´ce naimplementova´na.
6.1.1 Java
Java [26, 27] je programovacı´ jazyk pocha´zejı´cı´ od firmy Sun Microsystems. Jedna´ se
o objektoveˇ orientovany´ jazyk vycha´zejı´cı´ z C++.
Implementaci normalizacˇnı´ch pravidel v tomto programovacı´m jazyce jsem si vybral
hlavneˇ dı´ky teˇmto vlastnostem:
• Java je jazyk velice jednoduchy´, prˇehledny´ a srozumitelny´.
• Znacˇny´m ulehcˇenı´m pro programa´tory je obsa´hlost standardneˇ doda´vany´ch kniho-
ven [28].
• Velmi dobra´ pra´ce s XML soubory.
• Prˇideˇlova´nı´ a uvolnˇova´nı´ pameˇti je zde obstara´no automaticky (pomocı´ garbage
collectoru).
• Neza´vislost na architekturˇe. Vytvorˇena´ aplikace beˇzˇı´ na libovolne´m operacˇnı´m sys-
te´mu nebo libovolne´ architekturˇe.
Velkou vy´hodou Javy je take´ jejı´ hardwarova´ neza´vislost, nebot’je prˇekla´dana´ do specia´l-
nı´ho meziko´du, ktery´ je na konkre´tnı´m pocˇı´tacˇi nebo zarˇı´zenı´ (PC, mobilnı´ telefon apod.)
interpretova´n, prˇı´padneˇ za beˇhu prˇekla´da´n do nativnı´ho ko´du.
6.1.2 JavaCC, JJTree rucˇnı´ prˇeklad
Jak jizˇ bylo zmı´neˇno v kapitole o JavaCC a JJTree (5.2), jedna´ se o programy, ktere´ na´m
poma´hajı´ vytvorˇit parser podle zadane´ gramatiky. K zı´ska´nı´ zdrojove´ho ko´du, ktery´ take´
generuje stromovou strukturu definovanou v JJTree, jsou nutne´ dva kroky.
1. Vytvorˇenı´ a na´sledne´ zkompilova´nı´ souboru *.jjt, ktery´ obsahuje gramaticka´ pra-
vidla a take´ prˇeddefinovane´ funkce, ktere´ ulehcˇujı´ pra´ci se stromem. Vy´stupem
tohoto procesu je JavaCC soubor, ktery´ je vstupem na´sledujı´cı´ho kroku. Kromeˇ to-
hoto souboru jsou take´ vytvorˇeny java trˇı´dy implementujı´cı´ drˇı´ve zmı´neˇne´ stromove´
funkce.
2. Zkompilova´nı´ JavaCC souboru (*.jj). Tento proces jizˇ vytvorˇı´ za´kladnı´ trˇı´dy parseru.
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6.1.3 Eclipse plug-in
Prˇedchozı´ postup je sice u´cˇinny´, ale pomeˇrneˇ zdlouhavy´. Osveˇdcˇila se na´m instalace
pluginu pro vy´vojove´ prostrˇedı´ Eclipse [25]. Po instalaci stacˇı´ vytvorˇit novy´ JavaCC
projekt s podporou JJTree. Zobrazı´ se uka´zkovy´ prˇı´klad implementace JJTree, ktery´ si
kazˇdy´ upravı´ podle svy´ch potrˇeb. Vy´hody pra´ce s pluginem jsou:
• Vsˇechny zdrojove´ ko´dy jsou zpracova´ny jednı´m vy´vojovy´m prostrˇedı´m.
• Odpada´ nutnost kompilovat JJTree a JavaCC sobory prˇes prˇı´kazovy´ rˇa´dek. Prˇi kazˇ-
de´m ulozˇenı´ je provedena dvojita´ kompilace. Nejprve z JJTree souboru do JavaCC
a pote´ z JavaCC prˇı´mo do java trˇı´d.
• Prˇeddefinovane´ graficke´ prostrˇedı´ pro pra´ci s JJTree a JavaCC.
6.2 Struktura implementace
Jizˇ vı´me, zˇe program byl naimplementova´n v programovacı´m jazyce Java s vyuzˇitı´m
genera´toru˚ JJTree a JavaCC. V te´to kapitole si zobrazı´me cely´ pru˚beˇh implementace.
Detailneˇji se zameˇrˇı´me na u´pravy provedene´ v JJTree, seznam vsˇech trˇı´d s kra´tky´m
popisem a model XQuery dotazu prˇevedene´ho do stromove´ struktury.
6.2.1 Implementacˇnı´ proces
V te´to cˇa´sti si zna´zornı´me kroky, ktere´ vedly od vyuzˇitı´ JJTree souboru azˇ po generova´nı´
normalizovane´ho XQuery vy´stupu. Na´sledujı´cı´ seznam a obra´zek 12 zobrazuje vsˇechny
postupne´ kroky implementace.
• Soubor JJTree - Obsahuje implementaci XQuery parseru vcˇetneˇ za´kladnı´ch metod
pro pra´ci se stromem.
• Soubor JavaCC - Vygenerovany´ soubor, ktery´ obsahuje potrˇebne´ informace z JJTree
pro generova´nı´ parseru.
• Java trˇı´dy pro pra´ci se stromem - Tyto trˇı´dy jsou vygenerovane´ z pu˚vodnı´ho JJTree
souboru (naprˇı´klad SimpleNode).
• Parser - Jizˇ funkcˇnı´ parser vygenerovany´ z JJTree a JavaCC souboru˚.
• XQuery dotaz - Vstupnı´ nenormalizovany´ vy´raz.
• Model dotazu - Dotaz prˇevedeny´ do stromove´ struktury.
• Normalizace - Vykona´nı´ normalizacˇnı´ch pravidel na dotaz reprezentovany´ stro-
mem.
• Generova´nı´ vy´stupu - Zpracova´nı´ normalizovane´ho stromu a generova´nı´ prˇı´slusˇ-
ne´ho vy´stupu pro kazˇdy´ uzel.
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• Norm. XQuery dotaz - Vy´sledny´ normalizovany´ XQuery dotaz vyuzˇı´vajı´cı´ XQuery
Core gramatiku.
Soubor
JJTree Parser
Soubor
JavaCC
Model
dotazu
XQuery
dotaz
NormalizaceGenerovánívýstupu
Java třídy
pro práci 
se stromem
Norm.
XQuery
dotaz
Obra´zek 12: Implementacˇnı´ proces
6.2.2 Tvorba a upravenı´ JJTree
Mezi za´kladnı´ kameny te´to pra´ce patrˇı´ JJTree soubor, dı´ky ktere´mu mu˚zˇeme rozpoznat
XQuery gramatiku. Na stra´nka´ch konsorcia W3C [3] je ulozˇena implementace parseru
(v JJTree forma´tu) rozpozna´vajı´cı´ nejen XQuery ale take´ XPath gramatiku. Tento soubor
jsem vyuzˇil. Nicme´neˇ jsem ho musel modifikovat, jednak kvu˚li vy´pisu skryty´ch norma-
lizacˇnı´ch pravidel, ale take´ kvu˚li doplneˇnı´ o metody zajisˇt’ujı´cı´ pra´ci s uzly.
Vyuzˇitı´m tohoto souboru jsme si znacˇneˇ usˇetrˇili pra´ci s implementacı´ parseru. Po zkom-
pilova´nı´ JJTree a JavaCC souboru˚ do Java trˇı´d jizˇ mu˚zˇeme pracovat s funkcˇnı´m parserem,
ktery´ prˇijı´ma´ XQuery vy´raz a vytva´rˇı´ k neˇmu syntakticky´ strom.
Skryta´ pravidla Ve vy´pisu 15 je zobrazeno gramaticke´ pravidlo pro FLWORkonstrukci.
Pokud je pravidlo zada´no jako skryte´, s #void, tak se nevytvorˇı´ uzel odpovı´dajı´cı´ pru˚-
chodu prˇes toto pravidlo. Beˇhem normalizace potrˇebujeme vytva´rˇet uzel odpovı´dajı´cı´
gramaticke´mu pravidlu pro FLWORExpr. Proto za´pis #void v nasˇem JJTree souboru
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chybı´. Vypusˇteˇnı´ #void je provedeno te´meˇrˇ u vsˇech gramaticky´ pravidel, aby bylo mozˇne´
prˇesneˇ rozpoznat, jaky´ model meˇl pu˚vodnı´ XQuery vy´raz.
void FLWORExpr() #void :
{}
{
((ForClause() | LetClause()))+ [WhereClause()] [OrderByClause()] ”return” ExprSingle()
}
Vy´pis 15: Uka´zka skryte´ho gramaticke´ho pravidla FLWORExpr v JJTree
6.2.3 Vygenerovane´ trˇı´dy
Tyto trˇı´dy byly nejprve vygenerova´ny pomocı´ JJTree, prˇı´padneˇ JavaCC souboru a pote´
byly podle potrˇeby zmeˇneˇny. Funkcionalita jednotlivy´ch trˇı´d a rozhranı´ je popsa´na v na´-
sledujı´cı´m seznamu.
• XPath - Jedna´ se o hlavnı´ trˇı´du generujı´cı´ parser. Obstara´va´ na´sledujı´cı´ u´kony.
– Spousˇteˇcı´ metoda - public static void main(String args[]) - Zde
jsou vstupnı´ argumenty prˇeda´ny k dalsˇı´mu zpracova´nı´. XQuery vy´raz je prˇe-
veden do stromove´ struktury a na´sledneˇ je posla´n k normalizaci. Pokud je
prˇed vy´razem zada´no „-o“ nebo „-a“, tak se vytvorˇı´ pomocny´ soubor, ktery´
obsahuje podrobneˇjsˇı´ informace o provedene´ normalizaci.
– Lexika´lnı´ analy´za - Zpracova´nı´ jednotlivy´ch tokenu˚ XQuery vy´razu. Beˇhem
analy´zy se vyuzˇı´vajı´ objekty trˇı´d XPathTokenManager a Token.
– Syntakticka´ analy´za - Podle definovany´ch gramaticky´ch pravidel je vytvorˇena
struktura metod, kde kazˇda´ metoda odpovı´da´ urcˇite´mu pravidlu. Naprˇı´klad
u metody FLWORExpr(), zjisˇt’ujeme jaky´ bude na´sledujı´cı´ token. Musı´ to by´t
bud’ LET nebo FOR. Jestlizˇe je jeden z teˇchto tokenu nalezen, tak se vykona´
metoda ForClause(), respektive LetClause().
• XPathConstants - Jedna´ se o rozhranı´, ve ktere´m jsou definova´ny termina´lnı´
symboly (+,-,(,) a tak da´le). Jsou take´ zde zaznamena´ny lexika´lnı´ stavy.
• XPathTokenManager - Trˇı´da, ve ktere´ jsou definova´ny metody starajı´cı´ se o zpra-
cova´nı´ tokenu˚ (lexika´lnı´ analy´zu).
• XPathTreeConstants - Jedna´ se o podobne´ rozhranı´ jako XPathConstants s tı´m
rozdı´lem, zˇe obsahuje netermina´ly gramaticky´ch pravidel.
• XPathVisitor - Vyuzˇitı´ na´vrhove´ho vzoru Visitor.
• TokenMgrError - Detekova´nı´ chyby prˇi zpracova´nı´ tokenu˚.
• Token - Trˇı´da definujı´cı´ tok (stream) tokenu˚.
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• Node - Rozhranı´ pro pra´ci s uzly, ke trˇı´deˇ SimpleNode.
• SimpleNode - Trˇı´da, ktera´ implementuje prˇedchozı´ rozhranı´. Obsahuje du˚lezˇite´
metody
– Pra´ce s rodicˇovsky´m uzlem. Nastavenı´ a zı´ska´nı´ rodicˇovske´ho uzlu.
– Pra´ce s deˇtsky´m uzlem. Prˇida´nı´, nahrazenı´, smaza´nı´ uzlu. Zı´ska´nı´ deˇtsky´ch
uzlu˚ a jejich pocˇet.
– Rekurzivnı´ vy´pis vsˇech potomku˚.
• ParseException - Trˇı´da starajı´cı´ se o vypisova´nı´ chybovy´ch zpra´v.
• SimpleCharStream - Implementace rozhranı´ CharStream, ktere´ obsahuje pouze
znaky z ASCII tabulky.
• JJTXPathState - Trˇı´da obstara´vajı´cı´ funkcionalitu za´sobnı´ku, ktery´ je vyuzˇı´va´n
prˇi tvorbeˇ stromu.
Vsˇechny tyto trˇı´dy a rozhranı´ jsou umı´steˇny v balı´cˇku org.w3c.xqparser.
Odebra´nı´ deˇtske´ho uzlu ve stromu Ve trˇı´deˇ SimpleNode jsem musel doimplemento-
vat metodu pro odstraneˇnı´ deˇtske´ho uzlu. Tato metoda je popsa´na pomocı´ pseudoko´du
ve vy´pisu 1. Uka´zka pole children[] je zna´zorneˇna na obra´zku 13.
int i - pozice deˇtske´ho uzlu urcˇene´ho ke smaza´nı´;1
children[] - pole obsahujı´cı´ deˇtske´ uzly;2
Vytvorˇenı´ pomocne´ho pole c[], ktere´ obsahuje o 1 prvek me´neˇ nezˇ pole children[];3
if i = 0 then4
Zkopı´ruj pole children[]mimo nulte´ho prvku do pole c[];5
else6
for j = 0; Dokud j je mensˇı´ nezˇ de´lka pole children -1; j ++ do7
if j je veˇtsˇı´ nezˇ i then8
c[j] = children[j];9
else10
c[j] = children[j + 1];11
end12
end13
end14
Prˇepisˇ pole children[] pomocny´m polem c[];15
Algoritmus 1: Odstraneˇnı´ deˇtske´ho uzlu
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6.2.4 Normalizacˇnı´ trˇı´dy
V te´to kapitole si projdeme dveˇ trˇı´dy, ktere´ se starajı´ o normalizaci vstupnı´ch vy´razu˚
a prˇepisy na vy´stupnı´ normalizovany´ tvar.
• Main - Hlavnı´ metoda obsahuje na´sledujı´cı´ metody.
– Spusˇteˇnı´ normalizace
– Vypsa´nı´ stromove´ struktury rekurzivnı´m sestupem
– Nastavenı´ vy´stupnı´ho souboru
• Normalization - Trˇı´da implementujı´cı´ normalizaci.
– Transformace vykonane´ na stromove´ strukturˇe.
– Zpracova´nı´ vy´stupnı´ho vy´razu.
Tyto trˇı´dy jsou umı´steˇny v balı´cˇku normalization.
6.2.5 Model XQuery dotazu
Zadany´ XQuery vy´raz je prˇeveden do stromove´ struktury. Na´sledujı´cı´ obra´zek 13 ukazuje
pra´veˇ tuto stromovou reprezentaci pro normalizaci FOR nebo LET konstruktu. V tomto
obra´zku jsou definova´ny obecne´ uzly vzhledem k uzlu simpleNode. Na tyto obecne´ uzly
se pozdeˇji odkazujeme beˇhem popisova´nı´ algoritmu pomocı´ pseudoko´du.
• simpleNode - Aktua´lneˇ procha´zeny´ uzel.
• parent - Rodicˇ aktua´lnı´ho uzlu.
• child - Dı´teˇ aktua´lnı´ho uzlu ulozˇene´ho v poli children[].
• parentChild - Vsˇechny uzly na stejne´ u´rovni jako simpleNode.
• nextParentChild - Na´sledujı´cı´ uzly na stejne´ u´rovni jako simpleNode.
• newParent - Noveˇ vytvorˇeny´ uzel pod uzlem parent.
• newChild - Noveˇ vytvorˇeny´ uzel pod uzlem newParent.
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FLWORExpr
VarName
ForClause
VarNameExprSingle ExprSingle VarName ExprSingle
WhereClause ExprSingle
$a $b $c/book /emp /salary... ......
Pole children[]
FLWORExpr
VarName
ForClause
VarName
ExprSingle
ExprSingle VarName ExprSingle
WhereClause ExprSingle
$a
$b $c
/book
/emp /salary
...
......
newParent
newChild
parent
simpleNode
child
nextParentChild
FLWORExpr
ForClause
parent
Child
Obra´zek 13: Model vy´razu
Uka´zka prefixove´ho pru˚chodu Dı´ky tomuto zpu˚sobu zpracova´nı´ se uzly normalizujı´
tak dlouho, dokud nejsou vsˇichni potomci dane´ho uzlu normalizova´ni. Na´sleduje pseu-
doko´d 2 definujı´cı´ pra´veˇ tento prefixovy´ pru˚chod.
6.3 Implementace normalizacˇnı´ch pravidel
Neˇktera´ normalizacˇnı´ pravidla vyzˇadujı´ provedenı´ transformacˇnı´ch u´konu˚ ve stromove´
strukturˇe. Nejprve si projdeme pravidla, ktera´ vyzˇadujı´ transformace.
6.3.1 FOR transformace
Jizˇ vı´me, zˇe slozˇeny´ konstrukt FOR se rozkla´da´ na jednotlive´ FOR konstrukty sva´zane´
vzˇdy pouze s jednou promeˇnnou. Tento implementacˇnı´ proble´m je rˇesˇen pomocı´ transfor-
mace stromu.Model pu˚vodnı´ho vy´razu for $a in /book, $b in /emp, $c in /salarywhere ...
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if simpleNode je urcˇen k normalizaci then1
Normalizuj simpleNode podle typu uzlu;2
else3
foreach child do4
Vykonej tuto rekurzivnı´ metodu normalize(child);5
end6
end7
Algoritmus 2: Prefixovy´ pru˚chod
je zobrazen i s prvnı´ transformacı´ jizˇ drˇı´ve na obra´zku 13. Vy´sledna´ stromova´ struktura je
zobrazena na obra´zku 14. Abychom obra´zek, co nejvı´ce zjednodusˇili, tak byly vypusˇteˇny
volitelne´ cˇa´sti, jako jsou urcˇenı´ datove´ho typu, cˇi vy´cˇtova´ hodnota.
FLWORExpr
ExprSingle
VarName
ForClause
VarName
ExprSingle
ExprSingle
VarName ExprSingle WhereClause ExprSingle
$a
$b
$c
/book
/emp
/salary
FLWORExpr
ForClause
FLWORExprForClause
FLWORExpr
...
...
...
Obra´zek 14: Normalizovany´ vy´raz for $a in /book, $b in /emp, $c in /salary where ...
V na´sledujı´cı´m vy´pise je zobrazen normalizovany´ vy´stup konstruktu FOR. Konstrukt
WHERE je popsa´n pozdeˇji 6.3.3. Vy´stupnı´ vy´raz tedy, bude vypadat takto:
for $a in /book return
for $b in /emp return
for $c in /salary return
...
Vy´pis 16: Normalizovany´ vy´stup XQuery vy´razu
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Pseudoko´d pro normalizaci FOR a LET pravidel Pseudoko´d 3 je spolecˇny´ pro obeˇ
pravidla. Jediny´ rozdı´l je ve volitelny´ch cˇa´stech. FORmu˚zˇe obsahovat vy´cˇtovou hodnotu
a urcˇenı´ datove´ho typu. LET umozˇnˇuje pouze urcˇenı´ datove´ho typu.
if simpleNode je ”FORClause” nebo ”LETClause” then1
Transformuj uzel simpleNode2
else3
Procha´zej rekurzivneˇ deˇtske´ uzly simpleNode4
end5
Nynı´ transformujeme uzly;6
foreach child do7
if child je typu ”ExprSingle” then8
Vytvorˇenı´ nove´ho rodicˇe newParent, ktery´ bude typu ”FLWORExpr”;9
Vytvorˇenı´ nove´ho dı´teˇte newChild, ktere´ bude typu ”FORClause” prˇı´padneˇ10
”LETClause”;
Nastavenı´ vazeb - newParent je rodicˇ pro newChild a naopak;11
for Projdi vsˇechny na´sledujı´cı´ deˇtske´ uzly child do12
Prˇesunˇ na´sledujı´cı´ child pod newChild13
end14
newParent je nastaven jako dı´teˇ parent;15
foreach nextParentChild - osa following-sibling do16
Prˇidej nextParentChild jako deˇtske´ uzly pod newParent a nastav17
vazby - tento prˇepis je nutny´ pro kombinace FOR a LET;
end18
end19
end20
Algoritmus 3: FOR a LET normalizace
6.3.2 LET transformace a kombinace s konstruktem FOR
Transformace konstruktu LET je obdobna´ jako transformace konstruktu FOR. Nynı´ si
uka´zˇeme, jak probı´ha´ transformace, kdyzˇ jsou tyto konstrukty mezi sebou kombinova´ny.
Algoritmus 3 zna´zornˇuje pseudoko´d pro normalizaci FOR a LET konstruktu˚. U teˇchto
konstruktu˚ se vykona´vajı´ dva druhy prˇesouva´nı´. Nejprve prˇesuny deˇtsky´ch uzlu˚, ktere´
jsou pod simpleNode, cozˇ mu˚zˇe by´t slozˇeny´ FOR nebo LET. Druhy´ prˇesun se ty´ka´ na´sle-
dujı´cı´ch uzlu˚, ktere´ jsou na stejne´ u´rovni ,jsou sousede´, jako pra´veˇ transformovany´ uzel.
Tyto uzly se prˇesunou za simpleNode, jako dalsˇı´ dı´te newParent.
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6.3.3 WHERE normalizace
Normalizace konstruktu WHERE (obra´zek 15) se prova´dı´ na konstrukci If-Then-Else,
ovsˇem Else neobsahuje zˇa´dnou funkcionalitu. Pseudoko´d pro WHERE transformaci je
zapsa´n ve 4. vy´pise zdrojove´ho ko´du.
simpleNode - ”WhereClause”;1
parent - ”FLWORExpr”;2
Vytvorˇenı´ nove´ho uzlu IfExpr, ktery´ bude potomkem parent;3
foreach parentChild do4
if parentChild je pu˚vodnı´ ”WHEREClause” then5
Nahrad’”IfExpr” za ”WHEREClause”;6
nextParentChild = na´sledujı´cı´ uzel - jedna´ se o ”FormalReturnClause”;7
end8
end9
Prˇidej pod uzel ”IfExpr” pu˚vodnı´ ”WHEREClause” a nextParentChild, cozˇ je10
”FormalReturnClause”;
Algoritmus 4: WHERE normalizace
WhereClause ExprSingle
FLWORExpr
Značený také jako
FormalReturnClause
IfExpr
ExprSingle
FLWORExpr
ExprSingle
if then
Obra´zek 15: WHERE transformace na IF
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6.3.4 Transformace os
Transformace os je velmi trivia´lnı´. Jedna´ se pouze o prˇesun uzlu˚ na´sledujı´cı´ch za aktua´lneˇ
zpracova´vany´m uzlem popisujı´cı´ osu. Naprˇı´klad transformace pro vy´raz
/bookstore/following − sibling :: book[price < 30], je zobrazena na obra´zku 16. Tento
zpu˚sob velmi usnadnˇuje na´sledne´ generova´nı´ vy´pisu pro osy, protozˇe doka´zˇeme lehce
rozpoznat uzly, ktere´ souvisı´ s touto osou.
ForwardAxis NodeTest
StepExpr
ForwardAxis
Predicate
StepExpr
NodeTest
Predicate
following-sibling book price <30
Obra´zek 16: Transformace osy
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simpleNode - ”ForwardAxis” nebo ”ReverseAxis”;1
parent - ”StepExpr”;2
foreach parentChild do3
if parentChild je pu˚vodnı´ ”simpleNode” then4
nextChildIndex je index na´sledujı´cı´ho uzlu;5
break;6
end7
end8
Prˇesunutı´ vsˇech na´sledujı´cı´ch uzlu˚ pod ”simpleNode”;9
Algoritmus 5: Transformace os
6.4 Generova´nı´ vy´stupu
Pokud jsme prefixovy´m pru˚chodem prosˇli cely´ strom, na´sleduje dalsˇı´ fa´ze a to zpraco-
va´nı´ stromu zpeˇt do XQuery vy´razu. Ovsˇem tento vy´raz, na rozdı´l od pu˚vodnı´ho, jizˇ
vyuzˇı´va´ XQuery Core gramatiku. To znamena´, zˇe neobsahuje redundantnı´ vy´razy. Gene-
rova´nı´ vy´pisu je implementova´no metodou print ve trˇı´deˇ Normalization. Metoda print
vyuzˇı´va´ rekurzivnı´ procha´zenı´ stromu, dı´ky ktere´mu projdeme cely´ strom a postupneˇ vy-
pisujeme jednotlive´ cˇa´sti XQuery vy´razu v za´vislosti na aktua´lneˇ zpracova´vane´m uzlu.
V na´sledujı´cı´m pseudoko´du 6 je popsa´no generova´nı´ vy´pisu pro uzel ForClause, ktery´
reprezentuje konstrukt FOR.
simpleNode - ”ForClause”;1
output - Generovany´ vy´stup;2
if simpleNode je ”ForClause” then3
output prˇidej ”for ”;4
Zpracuj prvnı´ho potomka simpleNode;5
end6
if nextChild reprezentuje volitelny´ netermina´l ”TypeDeclaration” nebo ”PositionalVar”7
then
Zpracuj tyto volitelne´ netermina´ly (prˇida´nı´ ”at ” nebo ”as ” do output);8
end9
output prˇidej ”in ”;10
Zpracuj dalsˇı´ nextChild;11
output prˇidej ”return ”;12
Algoritmus 6: Generova´nı´ vy´pisu pro konstrukt FOR
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6.5 Implementovana´ pravidla
Nynı´ se zmı´nı´me o normalizacˇnı´ch pravidlech, ktere´ byly implementova´ny v te´to pra´ci.
Podrobneˇjsˇı´ informace o teˇchto pravidlech jsou rozepsa´ny v kapitole 4.
• FLWOR normalizace (mimo konstrukt ORDER BY - ten je prˇi generova´nı´ vy´stupu
vypusˇteˇn).
• Normalizace cest.
• Normalizace os a jejich zkra´cene´ za´pisy.
• Urcˇenı´ kontextu.
• Rozsahovy´ opera´tor to.
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7 Analyzova´nı´ vy´stupnı´ch dat
V te´to kapitole porovna´me dva ru˚zne´ XQuery vy´razy, ktere´ se normalizujı´ na naprosto
stejny´ vy´raz. A take´ si popı´sˇeme mozˇnost podrobne´ho vy´pisu do souboru log.txt.
7.1 Normalizova´nı´ redundantnı´ch vy´razu˚
Nynı´ si uka´zˇeme prˇı´klad dvou XQuery vy´razu˚, ktere´ jsou normalizova´ny na stejny´ vy´-
stupnı´ vy´raz.
for $i in $I , $j in $J let $k := $i + $j , $l := $L where $m >= 5 return ($i,$j)
for $i in $I for $j in $J let $k := $i + $j let $l := $L return if ($m >= 5) then ($i,$ j ) else()
Vy´pis 17: Normalizace redundantnı´ch XQuery vy´razu˚
Tyto vy´razy jsou normalizova´ny na tento vy´stupnı´ vy´raz:
for $i in $I return
for $j in ( fn:root ( self::node () ) treat as document−node()) /descendant−or−self:: book return
let $k := $i +$j return
let $l := $L return
if (fn:boolean ($m >=5 )) then ($i ,$ j ) else ()
Vy´pis 18: Vy´stupnı´ normalizovany´ vy´raz
7.2 Detaily normalizace
V prˇı´padeˇ, zˇe si chceme prohle´dnout detailneˇji pru˚beˇh normalizace a stromovou struk-
turu prˇed a po normalizaci, tak byla doimplementova´na funkce, ktera´ podle zadane´ho
parametru vypı´sˇe pomocne´ informace do souboru log.txt. Existujı´ 2 typy vy´pisu:
• -o - Vypı´sˇe pouze vykonane´ transformace pro dany´ vy´raz.
Vykonane´ transformace:
For transformace.
For transformace.
Transformace doprˇedne´ osy.
Let transformace.
Let transformace.
Vy´pis 19: Transformacˇnı´ vy´pis v souboru log.txt
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• -a - Mimo pouzˇite´ transformace se vypı´sˇe take´ stromova´ struktura prˇed a po nor-
malizaci.
Vy´pis stromu prˇed normalizacı´:
|Uzel [0] Module
|Uzel [0] MainModule
|Uzel [0] Prolog
Prolog nema´ zˇa´dne´ho potomka!!!
|Uzel [1] QueryBody
|Uzel [0] Expr
...
Vykonane´ transformace:
...
Vy´pis stromu po normalizaci:
|Uzel [0] Module
|Uzel [0] MainModule
|Uzel [0] Prolog
Prolog nema´ zˇa´dne´ho potomka!!!
...
Vy´pis 20: Podrobny´ transformacˇnı´ vy´pis v souboru log.txt pro FLWOR konstrukci
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8 Za´veˇr
Vy´sledna´ aplikace splnˇuje vsˇechny pozˇadavky zada´nı´. Podarˇilo se na´m naimplemento-
vat nejkomplikovaneˇjsˇı´ normalizacˇnı´ pravidla, ktera´ byla odsouhlasena na konzultacı´ch.
Prˇedpokladem u´speˇsˇne´ho implementova´nı´ normalizacˇnı´ch pravidel bylo nastudova´nı´
jazyka XQuery s du˚razem na jeho forma´lnı´ se´mantiku. Da´le pra´ce s parser genera´tory
a v neposlednı´ rˇadeˇ transformace modelu XQuery vy´razu, ktery´ byl reprezentova´n stro-
movou strukturou.
Program byl vytvorˇen v programovacı´m jazyce Java, protozˇe vyuzˇı´va´ JJTree soubor, ktery´
je urcˇen pro pra´ci s tı´mto jazykem. V programu se odra´zˇı´ ma´ snaha o co nejlepsˇı´ uka´zku
dane´ problematiky zameˇrˇena na FLWOR konstrukce, ktere´ jsou steˇzˇejnı´ pilı´rˇe jazyka
XQuery. Vy´sledny´ program byl otestova´n a neˇkolik jednodusˇsˇı´ch prˇı´kladu˚ je zobrazeno
v kapitole o normalizaci XQuery. V kapitole zaby´vajı´cı´ se analy´zou normalizace jsou zob-
razeny dva XQuery vy´razy, ktere´ jsou normalizova´ny na stejny´ vy´stupnı´ vy´raz.
Tato pra´ce ma´ za cı´l nastı´nit problematiku aplikova´nı´ normalizacˇnı´ch pravidel na ce-
lou sadu XQuery vy´razu˚, nezˇ-li se sta´t plnohodnotny´m programem zajisˇt’ujı´cı´m prˇevod
do normalizovane´ formy. Obsahuje teorii k pochopenı´ za´kladnı´ problematiky normali-
zacˇnı´ch pravidel, vcˇetneˇ jejich obecne´ho za´pisu.
Jako dalsˇı´ vylepsˇenı´ programu bych videˇl v implementaci zby´vajı´cı´ch normalizacˇnı´ch
pravidel, naprˇı´klad kvantifika´tory nebo ORDER BY konstrukt. Nicme´neˇ u takovy´chto
pravidel se spı´sˇe jedna´ o zdlouhavy´ procedura´lnı´ vy´pis, nezˇ o pravidlo vedoucı´ ke zmeˇneˇ
struktury vy´razu.
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A Obsluha programu
Program byl vytvorˇen v programovacı´m jazyku Java JDK 1.6. Spustit program lze dveˇma
zpu˚soby:
1. Pomocı´ jar souboru - Do konzole najedeme do adresa´rˇe s jar souborem. Pote´ prˇı´-
kazem java -jar xquery.jar ”XQuery” spustı´me normalizaci. ”XQuery” je vstupnı´
vy´raz, ktery´ chceme normalizovat.
2. Pomocı´ Eclipse - Spustı´mRunConfigurations a nastavı´m si parametry. Pote´ jizˇ stacˇı´
Run.
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B Programova´ specifikace
B.1 Vy´vojove´ prostrˇedı´
Pro psanı´ programu˚ je k dispozici cela´ rˇada vy´vojovy´ch prostrˇedı´ (IDE), a to jak freewa-
rovy´ch, tak i komercˇnı´ch. Tento program byl vytvorˇen ve vy´vojove´m prostrˇedı´ Eclipse
3.4.0., ktery´ je zdarmake sta´hnutı´ na http://www.eclipse.org/. Toto vy´vojove´ prostrˇedı´ se
na´m velmi osveˇdcˇilo take´ dı´ky mozˇnosti vyuzˇitı´ JavaCC pluginu, ktery´ zajisˇt’uje prˇeklad
z JavaCC a JJTree souboru˚ do java trˇı´d.
B.2 Latex
Teoreticka´ cˇa´st diplomove´ pra´ce byla vypracova´na v profesiona´lnı´m sazbove´m pro-
strˇedı´ Tex, konkre´tneˇ na´stavby LaTex 2007 s podporou cˇeske´ho jazyka balı´kem CSLaTeX.
Pro graficke´ rozhranı´ LaTexu byl pouzˇit editor TeXnicCenter.
B.3 Diagramy
Vsˇechny vytvorˇene´ diagramy byly vytvorˇeny pomocı´ programu Draw z kancela´rˇske´ho
balı´ku OpenOffice.org. Vzorce a za´pis normalizacˇnı´ch pravidel byl vytvorˇen v programu
Math z te´hozˇ kancela´rˇske´ho balı´ku.
