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Resumo
A sociedade atual está em crescente dependência de sistemas de software cada vez mais com-
plexos, o que faz com que as atividades de teste sejam ainda mais importantes e desafiantes. Em
diversas áreas, como na saúde ou nos transportes, vários sistemas independentes (aplicações mó-
veis, serviços na cloud, redes de sensores, entre outros) formam sistemas distribuídos e heterogé-
neos bastante complexos, capazes de fornecer serviços ponta-a-ponta aos utilizadores finais. Um
dos desafios do teste deste tipo de sistemas é o teste das aplicações móveis que possuem não só in-
terações com o restante ecossistema, mas também com o utilizador e os sensores dos dispositivos
móveis.
Existem diversas frameworks de apoio à automação de teste de aplicações móveis, mas que
requerem, em geral, conhecimentos de programação ou configurações complexas, limitando assim
o leque de potenciais utilizadores dessas frameworks.
Assim, nesta dissertação, foi desenvolvida uma framework onde o utilizador é capaz de desen-
volver testes para aplicações Android, sem necessidade de programar. O utilizador interage com
a framework através de uma aplicação desktop, desenvolvendo o teste passo a passo, onde cada
passo corresponde a uma ação (interação com sensores internos, interação com o utilizador, entre
outras), através da interface da framework. Depois do teste concluído, os passos gerados pelo
utilizador são convertidos para uma notação pré-definida e guardados num ficheiro onde ficará
alojada toda a informação sobre o teste que o utilizador desenvolveu. Quando o utilizador executa
um teste, o ficheiro associado a esse teste é enviado para o dispositivo e a framework controla a
execução da aplicação a ser testada, baseada nas especificações presentes no ficheiro. O utilizador
pode visualizar o resultado de um teste através da aplicação para o computador.
A framework proposta foi validada através de dois casos de estudo e de uma avaliação ex-
perimental com programadores e não-programadores. Os resultados mostram que a framework
permite que utilizadores sem conhecimentos de programação conseguem desenvolver testes para
aplicações Android com tempos bastante próximos de utilizadores com conhecimentos de progra-
mação. Além disso, os resultados sugerem que com a utilização da framework desenvolvida é
expectável que, mesmo os programadores, melhorem o tempo de desenvolvimento de testes, em
detrimento de frameworks onde é necessário desenvolver código de teste.
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Abstract
The growing dependency of our society on software systems increasingly more complex, ma-
kes the test activities ever more important and challenging. In several areas like healthcare or
transportation, many independent systems (mobile applications, cloud services, sensor networks,
among others) form distributed and heterogeneous systems much more complex, able to supply
end-to-end services to the end users. One of the challenges of this type of systems is the testing of
mobile applications that have not only interactions with the remaining of the ecosystem, but also
with the user and mobile sensors.
There are several frameworks to support test automation of mobile applications, but require,
in general, knowledge of programming or complex configurations, limiting the range of potential
users of these frameworks.
Hence, in this dissertation, a framework has been developed where the user is able to develop
tests for Android applications without the need to program. The user interacts with the framework
through a desktop application, test are developed step by step, where each step corresponds to
an action (interaction with internal sensors, user interaction, etc.) through the interface of the
framework. After finishing the test, the generated steps are converted to a pre-defined notation
and stored in a file which will contain all the information about the test developed. When the user
execute one test, the file associated with that test is sent to the device and the framework controls
the execution of the application to be tested, based on the specifications from the file. The user
can view the test results on the desktop application from the framework.
The proposed framework was validated through two case studies and an experimental eva-
luation with programmers and non-programmers. The results show that the framework allows
users without programming knowledge to develop tests for Android applications with very close
times comparing with users with programming skills. Furthermore, the results suggest that even
programmers can improve the test development time as compared with frameworks where it is
necessary to develop test scripts.
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Capítulo 1
Introdução
Hoje em dia, o software é cada vez mais complexo e está envolvido em diversas áreas críti-
cas. Testar é uma atividade fundamental do ciclo de vida do software, com um enorme impacto
económico se essa atividade não for efetuada adequadamente [Tas02].
O aumento da complexidade de software exige a melhoria contínua de métodos e ferramentas
de teste de software, para que as atividades de teste sejam mais rápidas, eficazes e eficientes.
Com a melhoria destas atividades agiliza-se a entrega de software robusto, dentro dos prazos e
orçamentos pré-definidos.
1.1 Motivação
A sociedade atual está em crescente dependência de software cada vez mais complexo. Em
diversa áreas, como na saúde e nos transportes, vários sistemas independentes (aplicações móveis,
serviços na cloud, entre outros) formam sistemas distribuídos e heterogéneos capazes de fornecer
serviços ponta-a-ponta aos utilizadores finais [LF15]. Com o crescente aumento das tecnologias
móveis, também os dispositivos móveis se tornaram parte integrante do dia-a-dia da sociedade e
estes contêm cada vez mais aplicações com diversas interações com o meio ambiente. Isto faz
com que seja ainda mais importante e desafiante a atividade de testes nos dispositivos móveis, de
forma a controlar as diversas interações que estes têm com outros sistemas independentes, sendo
esta atividade um desafio para os programadores e os testadores. No caso das aplicações Android,
o desafio é ainda maior devido à elevada quantidade de dispositivos com diferentes resoluções e
diferentes versões de sistemas operativos. Este problema tem vindo a crescer devido à frequência
de lançamentos de novo hardware, pois, segundo o relatório de agosto de 2015 da OpenSignal, o
número de produtores de dispositivos Android sextuplicou desde 2012 [Ope].
Outro problema com o teste deste tipo de aplicações é a facilidade com que os utilizadores
podem desistir de utilizar uma aplicação, caso esta seja lançada para a Google Play com bugs
que põem em causa a experiência de utilização. Hoje em dia, o mercado é muito competitivo
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e a existência de várias aplicações para a mesma finalidade faz com que o utilizador possa fa-
cilmente mudar de uma aplicação para outra, quando não se sente satisfeito com a qualidade da
primeira. Algumas empresas realizam testes apenas parcialmente devido ao consumo de tempo e
recursos necessários para as atividades de teste. Atualmente existem diversas frameworks para a
automação de testes para aplicações móveis, no entanto requerem conhecimentos de programação
ou configurações complexas que reduzem o público alvo para essas frameworks.
Deste modo, com os aspetos referidos acima, há uma clara necessidade de inovar na área de
testes de aplicações para dispositivos móveis, de forma a tornar o desenvolvimento de testes mais
ágil, rápido e eficaz.
1.2 Objetivo
O principal objetivo desta dissertação é desenvolver uma framework onde o utilizador é ca-
paz de definir, criar e executar testes para aplicações Android sem necessidade de programar ou
conhecer o código fonte da aplicação a testar. O utilizador deve poder definir os testes passo a
passo, onde cada passo corresponde a uma determinada ação a ser testada, podendo posterior-
mente escolher onde quer executar os testes (dispositivo ou emulador), sem que para isso tenha de
desenvolver nenhum script em código para testes.
1.3 Estrutura do documento
Para além da Introdução, este documento possui mais 5 capítulos, sendo que para cada um
deles irá ser feita, de seguida, uma breve descrição.
O capítulo 2, Background e Estado da Arte, descreve noções de teste de software, desafios
no teste de aplicações móveis e diferentes técnicas de teste. É efetuada uma análise de algumas
abordagens realizadas por outros autores sobre automação de testes em aplicações móveis, bem
como a análise e comparação de algumas frameworks já existentes para o desenvolvimento de
teste sem acesso ao código fonte.
No capítulo 3 é descrita a análise experimental que foi realizada a duas frameworks já exis-
tentes, de modo a decidir qual a mais indicada para utilizar como base para o desenvolvimento da
framework desta dissertação.
O capítulo 4, Conceção e Implementação, descreve, detalhadamente, a arquitetura da fra-
mework desenvolvida bem como todos os seus componentes. É descrito o ciclo de desenvolvi-
mento de um teste e, por fim, são listadas as funcionalidades da framework.
No capítulo 5 é efetuada uma validação da framework desenvolvida por programadores e não
programadores.
Por último, no capítulo 6 são retiradas as conclusões sobre o trabalho realizado e descritas
algumas orientações sobre o trabalho futuro.
2
Capítulo 2
Background e estado da arte
O teste de software é uma atividade extremamente importante no ciclo de desenvolvimento
de software. Neste capítulo é feita uma abordagem à temática de teste de software, onde são
apresentados os desafios do teste de aplicações móveis, técnicas e diferentes tipos de teste. Além
disso, é analisado o estado da arte relacionado com a automação de teste de aplicações móveis, no
qual são analisadas abordagens de outros autores e onde são apresentadas frameworks existentes
no mercado para desenvolver testes para aplicações móveis e é efetuada uma análise comparativa.
2.1 Teste de software
O teste de software é um processo para verificar e validar se uma aplicação cumpre os re-
quisitos técnicos e de negócio que foram fornecidos para a sua conceção e desenvolvimento e se
esta funciona como esperado. Além disso, é também utilizado para identificar falhas ou erros
que devem ser corrigidos [QF10], daí ser um componente importante para garantir a qualidade do
software.
Há várias definições de teste de software mas, segundo J. Myres e C. Sandler, este pode ser
brevemente definido como um processo de execução de um programa ou sistema com o objetivo
de encontrar bugs [MS04].
2.1.1 Técnicas de conceção testes
Existem diversas técnicas de conceção de testes de software. No entanto, as duas técnicas
de teste mais utilizadas para encontrar erros são, tradicionalmente, conhecidas como técnicas de
caixa-preta e caixa-branca [MEK12]. No entanto, muitos investigadores sublinham que, para o
teste de software ser efetuado corretamente, é essencial cobrir as especificações e as ações do
código, sendo assim necessária uma união entre a técnica de caixa-preta e a técnica de caixa-
branca, dando origem a uma técnica denominada por caixa-cinza [NS12].
3
Background e estado da arte
2.1.1.1 Caixa-preta
A técnica de teste de caixa-preta é uma técnica baseada nos requisitos, sendo também conhe-
cida como técnica de testes comportamentais ou funcionais.
Figura 2.1: Representação da técnica de teste de caixa-preta
A técnica de teste de caixa-preta ignora a estrutura interna do objeto a ser testado, não in-
teressando os mecanismos internos do sistema. Não é considerado como o objeto em teste foi
implementado, mas sim quais os requisitos para esse mesmo objeto. Como representado na Fi-
gura 2.1, a técnica de teste de caixa-preta foca-se apenas nas saídas geradas pela "caixa" como
resposta às entradas selecionadas e às condições de execução [LKT09]. É admitido que o testador
não tem acesso ao código fonte dentro da caixa e apenas são verificadas as saídas geradas pela
caixa, fazendo uma análise comparativa com as especificações fornecidas.
2.1.1.2 Caixa-branca
A técnica de teste caixa-branca é uma técnica baseada na informação retirada do código-fonte,
sendo também conhecida como técnica de teste estrutural ou teste de caixa de vidro [ND12]. Como
é possível verificar na Figura 2.2, a técnica de teste caixa-branca preocupa-se com o mecanismo
interno do sistema e foca-se nos fluxos de dados e de controlo do programa [ND12].
Figura 2.2: Representação da técnica de teste de caixa-branca
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O testador (normalmente o programador que desenvolveu o código-fonte) sabe como o código
está estruturado e escreve casos de teste para executar métodos com certos parâmetros de entrada
[ND12], procurando atingir determinados níveis de cobertura de código.
2.1.1.3 Caixa-cinza
A técnica de teste de caixa-cinza é uma união entre a técnica da caixa-preta e da caixa-branca,
para testar uma aplicação com conhecimento do mecanismo interno de um sistema e também co-
nhecimento de requisitos fundamentais do sistema. O testador deve ter conhecimento da estrutura
interna da aplicação a testar para conseguir conceber os casos de teste necessários [MEK12].
2.1.1.4 Comparação das técnicas de teste de software
As três técnicas de teste apresentadas nas secções 2.1.1.1 a 2.1.1.3 têm vantagens e desvanta-
gens no processo de desenvolvimento de testes para uma aplicação. Na Tabela 2.1, é apresentada
uma análise comparativa feita por Ehmer Mohd [MEK12].
Tabela 2.1: Comparação entre três técnicas de teste de software [MEK12]
Caixa-preta Caixa-cinza Caixa-branca
Analisa apenas aspetos
fundamentais
Tem conhecimento parcial da
estrutura interna
Tem conhecimento completo
da estrutura interna
Granularidade é baixa Granularidade é média Granularidade é alta
Realizada por utilizadores
finais, por programadores
e testadores
Realizada por utilizadores finais,
por programadores e testadores
Realizada por programadores
e testadores
O teste é baseado no exterior
- comportamento interno da
aplicação é ignorado
Teste é baseado em diagramas de
alto nível, diagramas de fluxo de
dados, estados internos, conhecimento
de algoritmos e arquitetura
Testa toda a estrutura interna
É menos exaustivo e consome
menos tempo
Está entre a caixa-preta e a
caixa-branca em termos de tempo
consumido e de exaustividade
Potencialmente mais exaustivo
e consome mais tempo
Pode ser testado com base nos
domínios dos dados adquiridos
nos requisitos
Domínio dos dados e limites internos
podem ser testados e levados ao limite,
se forem conhecidos
Teste sobre o domínio
dos dados e limites internos
Não é adequada a teste de algoritmos Não é adequada a teste de algoritmos É adequada a teste de algoritmos
2.1.2 Níveis de teste
Há diversos níveis de teste que deveriam ser aplicados em sistemas de software, sendo alguns
deles definidos de seguida. Há dois problemas para pensar neste níveis de teste - um é a opacidade
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da visão do código do ponto de vista do testador (caixa-preta ou caixa-branca). O outro problema
é a escala, i.e., se o testador está a examinar um pequeno pedaço do código fonte ou o sistema
como um todo bem como o seu ambiente envolvente [Wil06].
2.1.2.1 Testes unitários
O teste unitário é o teste de uma componente individual de software ou hardware ou grupos de
unidades relacionadas [iee90]. Está envolvido na técnica de caixa-branca, técnica onde o testador
examina o código, verificando se o código faz exatamente o que seria esperado [ML13].
2.1.2.2 Testes de integração
O teste de integração é o teste onde componentes de software, componentes de hardware,
ou ambos, são combinados e testados para avaliar a interação entre eles [iee90]. Está envolvido
tanto na técnica de caixa-preta como na técnica de caixa-branca e verifica se as unidades estão a
funcionar corretamente em conjunto, particularmente quando essas unidades estão integradas em
projetos de grande dimensão [ML13].
2.1.2.3 Testes de sistema
Os testes de sistema estão envolvidos na técnica de caixa-preta. O teste de sistema consiste
em testar um sistema integrado completo para avaliar a conformidade do sistema com os seus
requisitos especificados [iee90], sendo efetuado com uma implementação completa do sistema.
2.1.2.4 Testes de aceitação
Depois dos testes de sistema e testes de aceitação, o produto é entregue ao cliente e este aplica
testes de caixa-preta baseados nas expectativas das funcionalidades [ML13]. O teste de aceitação
é um teste formal conduzido para determinar se um sistema satisfaz ou não os seus critérios de
aceitação (os critérios que o sistema deve satisfazer para ser aceite pelo cliente) e para permitir
que o cliente determine se deve ou não aceitar o sistema [iee90].
2.1.2.5 Resumo
Para além dos testes descritos nas secções anteriores, há outros tipos de testes que podem ou
não ser aplicados dependendo de sistema para sistema.
O importante é encontrar problemas o mais cedo possível no processo de desenvolvimento.
Quando um caso de teste falha, há um sintoma da falha. No entanto, ainda é necessário encontrar
onde está o problema. Se o teste unitário for utilizado com frequência, uma nova falha deve estar
no código que acabou de ser desenvolvido e deverá ser fácil de encontrar. Mas, se não forem
aplicados testes frequentemente e apenas forem aplicados testes de sistema ou testes de aceitação,
uma falha pode estar em qualquer parte do código fonte e será necessário um esforço maior para
encontrar a falha [Wil06].
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Na tabela 2.2, é apresentado um sumário sobre os níveis de teste apresentados nas secções
2.1.2.1 a 2.1.2.4.
Tabela 2.2: Comparação de diferentes tipos de teste de software [ML13]
Tipo de teste Especificação Âmbito Opacidade Quem desenvolve
Unitário
Baixo nível
Estrutura do código
Pequenas unidades de código
Nunca maior que uma classe
Caixa-branca Programador
Integração Alto e baixo nível Múltiplas classes
Caixa-preta
Caixa-branca
Programador
Sistema Análise de requisitos
Produto completo em ambientes
representativos
Caixa-preta Testador
Aceitação Análise de requisitos
Produto completo no ambiente
do cliente
Caixa-preta Cliente
2.1.3 Automação de testes
O teste de software é uma tarefa que exige um esforço extra (muitas vezes na forma de testes
manuais) e muitas vezes é subestimada ou por falta de tempo devido à pressão de entregas rápi-
das de produtos aos clientes ou porque os programadores são demasiado otimistas em relação a
possíveis falhas.
Uma maneira de baixar este esforço extra é automatizar o processo de teste. Em [Bei95],
Beizer apresenta argumentos para a automação de teste:
1. Os testes manuais são mais propensos a erros. Através de dados estatísticos é possível
verificar que testes efetuados manualmente têm, pelo menos, um erro;
2. O teste manual leva a falsa confiança, além de ser difícil e aborrecido. Muitas vezes, o
esforço e a qualidade são equiparados, dando a impressão que testar muito significa que a
aplicação está a ser bem testada;
3. As exigências dos requisitos exigem testes automatizados. Todos os métodos estatistica-
mente válidos para estimar se um software é confiável são baseados em métodos de teste
totalmente automáticos para a execução de casos de teste suficientes;
4. Os testes devem ser executados várias vezes. Existem diversas razões para isso, tais como: a
conceção do teste pode estar errada; caso uma falha seja detetada, esta tem de ser verificada
e tem de ser mostrada ao programador para este perceber o contexto da mesma.
5. A manutenção de software precisa de testes de regressão automatizados. Na Engenharia de
Software, 80% de todo o esforço está na manutenção de código existente; só a automatização
de teste para o software alterado torna esta manutenção viável.
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2.2 Testes de software para dispositivos móveis
O teste de software para dispositivos móveis apresenta desafios próprios devido às aplicações
móveis serem cada vez mais complexas, o que faz com que as atividades de teste sejam cada vez
mais fundamentais, podendo uma falha nessas atividades significar um grande impacto económico
[LF15].
2.2.1 Fundamentos de Android
O Android é definido como sendo uma pilha para dispositivos móveis que inclui um Sistema
Operativo (SO) baseado em Linux, camadas intermédias e aplicações. Usando as ferramentas e
as Application Programming Interface (APIs) fornecidas pelo Android SDK 1, os programadores
podem aceder a diversos recursos e desenvolver as suas próprias aplicações para a plataforma
Android usando a linguagem de programação Java [AFT11].
O SO Android é frequentemente instalado em dispositivos móveis que podem ter limitações de
hardware, como memória RAM ou processador, mas, normalmente, estão equipados com diversos
sensores como GPS, Bluetooth, acelerómetro, câmara, etc. Para ser feita toda a gestão destes
recursos é seguido um modelo de processamento com multi-threads, onde uma thread principal
pode aceder a recursos da User Interface (UI), enquanto outras vão correndo em background
[AFT11].
Uma aplicação Android tem quatro componentes principais conhecidos como Activity, Con-
tent provider, Service e Broadcast, onde a Activity tem um papel fundamental para o desenvolvi-
mento da UI de uma aplicação [Gooa].
No ciclo de vida de uma atividade, o SO chama um conjunto de métodos numa sequência
tipo pirâmide, como descrito na Figura 2.3. Nesse ciclo de vida, há três estados fundamentais:
resumed, paused, stopped.
No estado resumed, a atividade está no foreground e o utilizador pode interagir com ela. No
estado paused, a atividade está parcialmente oculta por outra atividade. Uma atividade em paused
não pode receber interações do utilizador e não pode executar nenhum código. No estado stopped,
uma Atividade está totalmente escondida e não está visível para o utilizador [Gooa].
Numa aplicação Android podem ocorrer diversos tipos de eventos: eventos de interação com
o utilizador ou eventos que são disparados por outros tipos de fontes como estado da Internet,
posições GPS, entre outros [AFT11].
2.2.2 Desafios
Como resultado do contínuo aumento das tecnologias móveis, os dispositivos móveis e as
aplicações neles presentes têm-se tornado parte integrante do dia-a-dia da sociedade, sendo estas
aplicações cada vez mais complexas e distribuídas [NS12], originando diversos desafios aliados
ao desenvolvimento e teste de aplicações móveis.
1http://developer.android.com/sdk/installing/index.html
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Figura 2.3: Ciclo de vida de uma atividade no SO Android
2.2.2.1 Múltiplos dispositivos móveis
Uma das grandes dificuldades no teste de aplicações móveis prende-se com o fato de existirem
inúmeros dispositivos móveis. As vendas de smartphones têm crescido 13% ano após ano, com
341.5 milhões de vendas no segundo trimestre de 2015, segundo dados da International Data
Corporation (IDC) [Cor].
Figura 2.4: Share do mercado de unidades vendidas de smartphones
Na Figura 2.4, da IDC, é possível verificar que o Android continua a dominar no número de
unidades vendidas entre 2012 e 2015. Estes números, aliados a smartphones, tablets, iPhones,
wearables e outros dispositivos, demostram a grande diversidade de ambientes que uma aplicação
móvel pode enfrentar.
Assim, mesmo uma equipa de grande qualidade na área de teste de software, não consegue
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garantir que os testes elaborados e testados num dispositivo consigam cobrir a totalidade dos
dispositivos, mesmo que os dispositivos sejam da mesma marca, pois há diferentes resoluções,
processadores, memória e hardware.
2.2.2.2 Fragmentação de dispositivos e diferentes sistemas operativos
O aspeto que, talvez, mais dificuldade causa na conceção de testes para aplicações móveis
é a fragmentação de dispositivos. Especialmente dispositivos com o SO Android, que é o foco
nesta dissertação, em que a fragmentação é um problema. Como é possível analisar na Figura 2.5,
da OpenSignal, aproximadamente 12000 modelos diferentes de dispositivos Android existiam em
agosto de 2015.
Figura 2.5: Fragmentação de dispositivos em agosto de 2015
Também as versões de SO para Android são um desafio para as equipas de programadores
e testadores que querem fornecer uma boa experiência ao utilizador em todas as plataformas. O
teste de aplicações móveis é um desafio, devido aos problemas de compatibilidade de aplicações
que são distribuídas para serem utilizadas em diversas versões de SO. No caso do Android, até
2015, eram 23 diferentes versões [Gook].
2.2.2.3 Diferentes tipos de aplicações móveis
Uma aplicação móvel pode ser desenvolvida para ser nativa, ser uma aplicação web (a "cor-
rer"em Web Views) ou híbrida, que é uma combinação das duas anteriores. Testar cada um destes
tipos de aplicações é também um desafio, dado que as implementações são diferentes umas das
outras.
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2.2.2.4 Testes de interface
Como já foi dito anteriormente, nos dispositivos móveis com o SO Android, há uma enorme
gama de dispositivos com diferentes resoluções. Como pode ser visto na Figura 2.6 da OpenSignal,
há uma grande fragmentação nos tamanhos de dispositivos Android.
Figura 2.6: Fragmentação nos tamanhos dos ecrãs dos dispositivos Android
A realização de testes nas aplicações móveis em simuladores e emuladores é útil para verificar
regressões e funcionalidades dessas aplicações, mas testar nestes dispositivos virtuais é testar num
ambiente que não é o real. Apesar das suas vantagens, estes nunca devem ser considerados como
substitutos dos dispositivos reais.
2.3 Frameworks de automação de testes de aplicações móveis
À medida que as aplicações móveis vão ficando mais complexas, as ferramentas, as fra-
meworks e os processos de Engenharia de Software tornaram-se essenciais para garantir o desen-
volvimento de aplicações móveis de grande qualidade [AFT11]. Segundo Wasserman [Was10],
existem áreas importantes para investigação na área de Engenharia de Software relacionadas com
dispositivos móveis e definir métodos de teste para famílias de produtos, como os dispositivos
Android, é uma das áreas que requer maior esforço e investigação [AFT11]. Nesta secção são
descritos trabalhos relacionados com a temática de teste de aplicações móveis e são apresentadas
as principais frameworks atualmente existentes no mercado para o desenvolvimento de testes para
Android.
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2.3.1 Frameworks de investigação
Kim et al [KCW09] propõem um método para desenvolver testes de desempenho. Para isso é
utilizada uma base de dados estabelecida através dos testes de desempenho efetuados no emulador
Android ao nível do teste de unidade. Também apresenta uma ferramenta que suporta o método
proposto para testes de desempenho.
Uma framework, com o nome de Hermes, proposta para teste de dispositivos móveis, é apre-
sentada por She et. al [SSW09], para escrever testes utilizando eXtensible Markup Language
(XML) e uma distribuição run-time para automatizar a execução e os relatórios dos testes. Her-
mes permitia aos programadores verificar o comportamento de uma aplicação no que diz respeito
às suas funções, estética e interações com o ambiente. Foi efetuado um protótipo da framework
e apresentados os seus resultados em 2009, mas até à data da escrita deste documento, não havia
novas referências acerca desta framework.
Em [DVM06], Delamaro et al., apresentam uma framework que permite realizar testes utili-
zando a técnica da caixa-branca a aplicações móveis. Esta técnica é suportada por um ambiente de
testes que oferece facilidades de geração, execução e recolha de dados, comparando os resultados
de análise estática com resultados obtidos durante a execução.
Lulu Et al. [LHH+12] propõem uma framework implementada através das frameworks open
source Robotium 2 e Monkey Runner 3 para serem efetuados testes com inteligência artificial. A
framework tem um algoritmo que navega através das componentes de uma Activity. Também gera
scripts com o Robotium para efetuar testes no emulador e com o Monkey Runner no dispositivo.
Anbunathan e AnirbanBasu [AB14] apresentam no seu artigo intitulado An Event based Test
Automation Framework for Android Mobiles, uma proposta para uma framework baseada em even-
tos, de maneira a poder ser possível desenvolver testes complexos em aplicações Android. Na sua
proposta, os casos de teste são construídos sobre a forma de Android Package (APKs).
Amalfitano [AFT11] et al. propõem uma framework que utiliza um algoritmo que rastreia
uma aplicação e automaticamente constrói um modelo da UI da aplicação e obtém casos de teste
que podem ser automaticamente executados. Esta framework é desenvolvida em conjunto com o
Robotium para analisar os componentes de uma aplicação Android em execução. Usando estas
informações, gera eventos que podem ser disparados para rastrear vários componentes e detetar
falhas.
Song et al. [SRK11] propõem uma framework que inclui diversas frameworks open-source e
a ideia é reutilizar o mesmo caso de teste para Android e iOS. Utilizando diversas frameworks,
o teste pode ser realizado através da descrição de casos de teste num nível mais elevado sem
necessidade de desenvolver código de teste para diferentes plataformas.
2https://github.com/RobotiumTech/robotium
3http://developer.android.com/tools/help/monkeyrunner_concepts.html
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2.3.2 Frameworks disponíveis no mercado
2.3.2.1 Appium
Appium [Lab] é uma framework para desenvolver testes para aplicações móveis para iOS e
Android. Suporta Android tirando partido de UI Automator e Selendroid, iOS através do UI Au-
tomation e web com a drive do Selenium para Android e iOS. Internamente usa o JSONWritePro-
tocol para interagir com o Android e iOS utilizando a WebDriver do Selenium. Uma das maiores
vantagens da Appium é que é possível desenvolver scripts em quase todas as linguagens de pro-
gramação, ficando ao encargo do programador escolher a que pretende (Java, JavaScript, Python,
Objective-C, etc.), sendo o Sauce Labs o seu maior patrocinador, contribuindo para a maioria do
desenvolvimento, gestão do projeto e custos de infra-estrutura.
2.3.2.2 Calabash
Calabash [Xam] é uma framework para teste de aplicações nativas ou híbridas, em Android
ou iOS. Os testes do Calabash são descritos em Cucumber e depois convertidos para Robotium
ou Frank em tempo real (caso a aplicação seja para o SO Android ou iOS). Suporta cerca de 80
controladores, sendo que podem ser implementados novos controladores em Java ou Ruby. A sua
sintaxe simples permite que mesmo pessoas sem muitos conhecimentos técnicos consigam criar e
executar testes para ambas as plataformas.
2.3.2.3 Robotium
Robotium [Rob] foi uma das frameworks mais utilizadas nos primeiros dias do aparecimento
do Android. Esta foi criada para tornar mais fácil a escrita dos testes de interação com o utilizador
para aplicações Android. É open source e extende o JUnit, contendo muitos métodos para testar
aplicações Android.
2.3.2.4 Selendroid
Selendroid é uma framework para automação de testes para aplicações móveis nativas ou hí-
bridas. É possível escrever testes usando a API do Selenium 2, porque o Selendroid reutiliza a
mesma infraestrutura do Selenium para a web. Pode ser usada em emuladores ou em dispositivos
reais, sendo essencialmente utilizada para testes à UI.
2.3.2.5 Espresso
A framework Espresso [Gooe] fornece um conjunto de APIs para construir testes à UI para
testar a interação do utilizador com uma aplicação. Estas APIs permitem escrever testes auto-
máticos que são concisos e que são executados de forma confiável. A Espresso é adequada para
escrever testes com recurso à técnica da caixa-branca, onde o código de teste utiliza detalhes de
implementação da aplicação a ser testada.
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2.3.2.6 UI Automator
A framework de testes UI Automator [Goof] fornece um conjunto de APIs para testar a in-
teração do utilizador com a UI ou com o sistema. Estas APIs permitem efetuar operações como
abrir um menu de definições ou lançar uma aplicação num dispositivo de teste. Esta framework
é adequada para escrever testes com recurso à técnica da caixa-preta, onde o código de teste não
depende de detalhes da implementação interna da aplicação a ser testada.
2.3.2.7 Ranorex
Ranorex [Gmb] é uma framework para automação de testes da Graphical User Interface (GUI)
de aplicações móveis, desktop e web-based. Esta foi desenvolvida pela Ranorex GmbH em lin-
guagens como VB.NET e C para o SO Windows. Para além disso, contém um editor, Ranoxer
Studio, onde os programadores ou testadores podem desenvolver código, fazer debug e pode gerir
um projeto de teste de software.
2.3.3 Comparações e resumo
Todos os trabalhos apresentados na secção 2.3.1 são propostas de melhoria na automação de
testes para aplicações móveis através de frameworks. No entanto, todas elas mantêm a camada
de abstração ao nível do código ou necessitam de configurações complexas, que limitam o leque
de potenciais utilizadores. Além disso, algumas das frameworks não consideram eventos externos
à aplicação e na framework a desenvolver nesta dissertação esses mesmo eventos serão suporta-
dos. O objetivo desta dissertação é desenvolver uma framework baseada em especificações que
coloca a abstração numa camada acima, fazendo com que quem desenvolve os testes não tenha
que implementar código nem tenha que efetuar grandes configurações.
Na Tabela 2.3, está representado um quadro resumo das frameworks apresentadas na subsec-
ção 2.3.2. Nas linhas da tabela estão representadas as frameworks e nas colunas as características
que foram alvo de pesquisa para comparação destas. Essas características são baseadas na ver-
são da API de Android que a framework suporta para o seu desenvolvimento (à data da escrita
deste documento, a última API estava na versão 23 [Gook]), se é adequado para a utilização da
técnica caixa-preta, na comunidade responsável pelo seu desenvolvimento, se permite a realização
de testes baseados em especificações (por exemplo, se permite fornecer um ficheiro com regras
como entrada para a framework ou se permite desenvolver testes em Cucumber) e no número de
dependências dessa framework (quantidade de frameworks que estão a ser utilizadas nas camadas
abaixo). Não foi possível apresentar a informação de quantas dependências a framework Ranorex
tem, estando representado na tabela com um ’-’.
Como o objetivo principal deste projeto é desenvolver uma framework para automação de tes-
tes, será utilizada uma já existente como base. Será feita uma camada acima dessa framework de
forma a ser capaz de receber especificações de um ficheiro JSON e efetuar os testes necessários
à Application Under Testing (AUT). Partindo da análise da Tabela 2.3 foram escolhidas duas fra-
meworks para experimentação para, posteriormente, ser decidido qual a framework a usar como
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Tabela 2.3: Frameworks para automação de testes para aplicações Android
API Caixa-preta Comunidade Especificações Dependências
Appium 9+ Sim Sauce Labs Não 2
Calabash 9+ Sim Xamarim Sim 2
Robotium 9+ Sim Contribuidores Não 1
Selendroid 10 - 19 Sim Contribuidores Não 1
Espresso 8+ Não Google Não 1
UI Automator 16+ Sim Google Não 1
Ranorex 9+ Sim Ranorex GmbH Não -
base no desenvolvimento desta dissertação. Essas frameworks são o Robotium e o UI Automator
por serem, atualmente, as duas mais utilizadas e serem as que apresentam melhores característi-
cas, principalmente ao nível das despendências e ao facto de uma ser open-source e outra ser uma
ferramenta oficial da Google. Apesar do Calabash permitir testes baseados em especificações, es-
sas são efetuadas através da escrita dos testes na forma de User Stories, recorrendo a Cucumber,
sendo que a abordagem a tomar nesta dissertação será um pouco diferente, fazendo com que o
utilizador apenas tenha de introduzir pequenos inputs de texto (como IDs ou texto identificativo
de elementos) e efetuar clicks com o rato.
2.4 Frameworks para testes de aceitação e regressão
Esta secção fornece uma visão geral de frameworks existentes para testes de aceitação e re-
gressão, acessíveis, em certa medida, para não programadores, que existem no mercado na área
de automação de teste. Apesar da FitNesse e da Robot Framework não serem para aplicações mó-
veis, a abordagem feita por estas frameworks é um pouco como a framework a desenvolver nesta
dissertação: não ser necessário programar para desenvolver testes.
2.4.1 FitNesse
FitNesse [Fit] é uma framework open source onde os clientes, testadores e programadores
podem testar e colaborar para aprender o que o seu software deve fazer e podem comparar as
funcionalidades necessárias com o que realmente faz. Esta é baseada na Framework for Integrated
Tests (FIT) e os testes podem ser escritos em muitas linguagens como Java ou Python. Apesar
desta ferramenta fornecer um nível elevado de abstração a partir do código para definir os testes
de forma tabular, é necessário escrever algum código adicional para ligar os testes definidos à
implementação a ser testada.
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2.4.2 Robot Framework
Robot Framework [Fra] é uma framework de automação de testes open source para testes de
aceitação. Os testes são desenvolvidos de uma forma tabular, utilizando a abordagem de teste
keyword-driven. Os testes podem ser alargados pelas bibliotecas de teste implementadas em Java
ou Python e os utilizadores podem criar novas palavras-chave a partir das já existentes, usando a
mesma sintaxe que é usada para criar casos de teste. Esta ferramenta fornece muita abstração do
código, mas é frequente ser necessário implementar palavras-chave específicas.
2.4.3 Robotium Recorder
Robotium Recorder [Tec] é uma extensão da Robotium, apresentada na sub-secção 2.3.2.3,
com um custo anual associado, que é utilizado para desenvolver testes para aplicações Android
recorrendo à técnica record-playback. Permite ao utilizador desenvolver ações no dispositivo ou
emulador e as ações que o utilizador toma vão sendo gravadas para gerar o script de teste. Tem a
limitação de apenas permitir gerar testes para interações do utilizador com a UI do dispositivo.
2.4.4 Ranorex Recorder
Ranorex Recorder [Gmb] faz parte do conjunto de elementos do Ranorex e, tal como o Robo-
tium Recorder, utiliza a técnica record-playback, gravando as ações do utilizador na AUT, trans-
formando essas ações em código e gerando relatórios para a deteção de erros. Tem limitações
semelhantes à Robotium Recorder.
2.4.4.1 Sumário
Tanto o FitNesse como o Robot Framework permitem definir testes sem programar, no entanto
é necessário escrever algum código para suportar os testes desenvolvidos mais tarde. A Robotium
Recorder e a Ranorex Recorder são adequadas para testes de regressão e principalmente focadas
em interações do utilizador com a AUT. A abordagem seguida na framework desenvolvida nesta
dissertação, visa simplificar ainda mais a definição do teste (apenas selecionando ações e valores
de escrita para inserir / encontrar na aplicação), eliminando qualquer necessidade de escrever
código. Além disso, visa permitir o teste de sensores do dispositivo, verificar se serviços como a
Internet ou a localização estão ativos, entre outros.
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Capítulo 3
Avaliação experimental de frameworks
candidatas
Neste capítulo é feita uma análise das frameworks escolhidas no Capítulo 2 para experimenta-
ção, tendo sido utilizada uma aplicação de deteção de quedas do projeto Ambient Assisted Living
For All (AAL4ALL) [AAL] para efeito demonstrativo.
3.1 Descrição da aplicação objeto de teste
De forma a efetuar a avaliação experimental das frameworks candidatas foi utilizada uma apli-
cação do projeto AAL4ALL [AAL] com o nome de SensorFall AAL. A aplicação tem o objetivo
de detetar quedas de utilizadores, sendo que o utilizador tem a aplicação de deteção de quedas
instalada no seu dispositivo. Como demonstrado na Figura 3.1, esta aplicação contém diversas in-
terações entre diferentes componentes. Quando o utilizador cai, a aplicação deteta a queda usando
o acelerómetro e apresenta uma mensagem ao utilizador a informar que detetou uma queda. Desta
forma, o utilizador pode confirmar se necessita ou não de ajuda. Se o utilizador confirmar que pre-
cisa de assistência ou se não responder num intervalo de tempo de 5 segundos a aplicação efetua
duas ações em paralelo: informa uma pessoa previamente definida (pode ser um médico ou um
familiar, por exemplo) e envia os dados da queda para um servidor na cloud, onde as mensagens
são recebidas e tratadas pelo AAL Message Queue (AALMQ), para posterior visualização num
portal que é usado pelo responsável pelo acompanhamento do utilizador (médico ou enfermeiro)
e para o Personal Health Record onde a informação é armazenada no histórico de ocorrências do
utilizador.
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Figura 3.1: Diagrama de deployment de um cenário de deteção de quedas
3.2 Experimentação com Robotium
Para efeito de experimentação foi efetuado um teste de um cenário de login na aplicação de
deteção de quedas sem acesso ao código fonte, apenas estando disponível o APK da aplicação,
sendo que foram testados dois cenários: login falhado e com sucesso. Inicialmente desenvolveu-
se os testes para o cenário de login falhado. Depois de criados estes testes, foi lançado o emulador
do Android e estes foram corridos, no entanto, sem sucesso. Ao tentar correr estes mesmos testes
sobre o APK fornecido, aconteceu um erro de segurança, apresentado na Figura 3.2.
Figura 3.2: Erro de segurança com chaves de assinatura
O APK fornecido tinha uma chave de assinatura original que não era a mesma chave do APK
que continha os testes, causando assim a exceção.
Para contornar este problema foi desenvolvido um pequeno script batch, na Figura 3.3, base-
ado no script bash apresentado em [Good], de modo a remover a chave original do APK e assiná-lo
novamente com a mesma chave que o APK que contém os testes (chave de debug).
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1 SET APK=%1
2 SET KEY_STORE_PATH=%2
3 SET KEY_STORE_PASS=%3
4 SET KEY_STORE_ALIAS=%4
5
6 for /F %%i in ("%APK%") do SET APK_BASENAME=%%~ni
7
8 SET SIGNED_APK=signed_%APK_BASENAME%
9
10 ren %APK% %APK_BASENAME%.zip
11 7z d %APK_BASENAME%.zip "META-INF" -r
12 ren %APK_BASENAME%.zip %APK%
13
14 jarsigner -verbose -sigalg SHA1withRSA -digestalg SHA1 -keystore %
KEY_STORE_PATH% -storepass %KEY_STORE_PASS% %APK% %KEY_STORE_ALIAS%
15
16 jarsigner -verify %APK%
17
18 zipalign -v 4 %APK% %SIGNED_APK%
Figura 3.3: Script batch para re-assinar o APK fornecido
Posteriormente, após contornado o problema anterior, foi feita uma nova tentativa de efetuar
os testes, obtendo-se novamente uma mensagem de insucesso. Ao executar o APK com os testes,
este não conseguia encontrar o pacote do APK a ser testado, como se pode ver na Figura 3.4.
Figura 3.4: Erro de instrumentação por não encontrar classe do APK a testar
Depois de diversas abordagens na tentativa de solucionar o problema, sem sucesso, efetuou-se
os testes com o Robotium a partir do Eclipse Mars 1.
Utilizando o Eclipse Mars, foi possível efetuar os testes para os cenários de login falhado e
com sucesso, mas apenas depois de re-assinar a chave de APK original.
3.3 Experimentação com UI Automator
Primeiramente criaram-se os testes para o cenário de login falhado. Após o desenvolvimento
destes testes, foi lançado o emulador e estes foram corridos com sucesso, sem necessidade de
alterar a assinatura. Sendo o UI Automator uma ferramenta oficial da Google, esta está adaptada
para ser utilizada com o Android Studio com mais facilidade e sem grandes configurações. Os
testes de ambos os cenários foram efetuados com sucesso.
1https://projects.eclipse.org/releases/mars
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3.4 Avaliação final
Tanto Robotium como UI Automator permitiram efetuar testes sem acesso ao código fonte da
aplicação a testar. No entanto, na implementação e execução dos testes com o Robotium foram
surgindo alguns problemas que com o UI Automator não apareceram, por ser uma ferramenta
oficial da Google. Assim, o UI Automator, sendo uma ferramenta oficial que permite efetuar
testes caixa-preta a aplicações móveis e que não tem grandes dificuldades de configuração, será a
framework base para efetuar o trabalho futuro desta dissertação.
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Capítulo 4
Conceção e implementação da MT4A
Neste capítulo é feita uma descrição detalhada da framework desenvolvida, designada por
Mobile Testing For All (MT4A), onde o utilizador é capaz de definir, criar e executar testes para
aplicações Android sem necessidade de programar ou conhecer o código fonte da aplicação a testar
(black-box). A MT4A é uma aplicação para desktop que pode ser utilizada em ambientes Win-
dows, OSX e Linux. São pormenorizandos todos os detalhes da sua conceção e desenvolvimento
e é descrito como efetuar um teste desde a sua criação e execução à visualização do seu resultado.
São ainda apresentadas as tecnologias utilizadas para o desenvolvimento da framework.
4.1 Arquitetura
A arquitetura da MT4A está dividida em três grandes camadas: servidor, computador e dis-
positivo/emulador, como ilustrado na Figura 4.1, onde cada uma das camadas tem um papel fun-
damental no bom funcionamento da framework. Os testes são geridos pelo utilizador na Mobile
Testing For All - Client Application (MT4A-CA) e são guardados no Servidor.
Tabela 4.1: Descrição das camadas da arquitetura da MT4A
Camada Descrição
Servidor
Onde a informação dos utilizadores e os testes criados são guardados,
através da MT4A Backend. Tem uma API que permite a comunicação
do Computador e Dispositivo/Emulador para o Servidor.
Computador
Onde é feita a gestão de todos os testes efetuados pelo utilizador na
MT4A, através da MT4A-CA. Principal componente com o qual o
utilizador interage.
Dispositivo/Emulador
Onde é executado o teste, através da MT4A-TR.
Recebe um ficheiro de especificações e executa o teste selecionado.
Envia para o servidor o resultado de cada passo de um teste.
Quando um utilizador executa um teste, um ficheiro de especificações é enviado do servidor
para o Computador que, por sua vez, o envia para o Dispositivo/Emulador para este ser execu-
tado pelo MT4A Test Runner (MT4A-TR). Enquanto os passos de um determinado teste estão
21
Conceção e implementação da MT4A
Figura 4.1: Arquitetura da MT4A com fluxo de especificações e resultados de um teste
a correr, o Dispositivo/Emulador comunica o resultado de cada um dos passos ao Servidor que,
posteriormente, o comunica ao MT4A-AC para serem divulgados ao utilizador.
Na Tabela 4.1 é feita uma breve descrição de cada uma das camadas da arquitetura, que serão
descritas com mais detalhe nas subsecções seguintes.
4.1.1 Servidor
O servidor da MT4A é constituído por um backend desenvolvido em Node.js, que é uma pla-
taforma construída sobre o motor JavaScript do Google Chrome, que serve para facilitar a cons-
trução de aplicações web de forma rápida e escalável [Fou]. Com o Node.js foi desenvolvida uma
API que é o elo de ligação entre a MT4A-CA e o servidor, podendo também ser disponibilizada
a outros programadores que queiram reutilizar a API. Além disso, dispõe de um repositório onde
são armazenadas todas as informações dos utilizadores, bem como os testes desenvolvidos por
estes. O repositório foi desenvolvido em MongoDB, que é uma aplicação open-source, de alta
performance, orientado a documentos. Para além disso, os dados são armazenados em ficheiros
BSON (estruturas de dados com o estilo de JSON) [Mon].
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Adicionalmente, o servidor é responsável por estar à escuta do MT4A-TR para saber o re-
sultado de um determinado passo de um teste para, posteriormente, emitir esse mesmo resultado
para a MT4A-CA. Este processo é efetuado com recurso a Socket.IO que permite a comunicação
baseada em eventos, bidirecional e em tempo real [Soc].
4.1.2 Cliente
A aplicação cliente, MT4A-CA, é o principal meio de interação do utilizador com a fra-
mework. Esta foi desenvolvida em AngularJS – framework JavaScript open-source, mantida pelo
Google, que auxilia na execução de páginas construídas com HTML [Goob]. É na MT4A-CA
que o utilizador faz toda a gestão dos seus testes. Contém ainda um wrapper em Node.js a correr
o adbkit, que é um cliente puramente desenvolvido em Node.js para o servidor Android Debug
Bridge (adb), um helper utilizado para efetuar a comunicação entre a MT4A-CA com o disposi-
tivo ou emulador através do adb. Quando um utilizador executa um teste, a MT4A-CA envia um
pedido ao servidor para obter o ficheiro associado ao teste que foi executado pelo utilizador com
as respetivas especificações. Depois do servidor responder, a MT4A-CA envia o ficheiro para o
dispositivo ou emulador através do adb e executa um comando através do mesmo, para iniciar o
respetivo package para o qual o teste foi efetuado.
4.1.3 Dispositivo/Emulador
A camada do Dispositivo/Emulador, adiante abreviadamente designada por "dispositivo", con-
tém um APK, Mobile Testing For All - Test Runner (MT4A-TR), desenvolvido no âmbito desta
dissertação, que é o responsável por executar as especificações provenientes da MT4A-CA.
Tabela 4.2: Classes da UI Automator utilizadas no desenvolvimento do MT4A-TR
Classe Descrição
UiDevice
UiDevice fornece acesso a informações do dispositivo atual.
É possível usar esta classe para simular ações do utilizador no
dispositivo, tais como pressionar os botões do telefone ou
interagir com o ecrã do dispositivo [Goog].
UiSelector
Identifica os elementos para serem alvos de teste, filtrando por
propriedades como valor de texto, a descrição, nome da classe
e informações de estado do elemento.
Também é possível identificar um elemento pela sua localiza-
ção na hierarquia do layout [Gooi].
Until
Classe que fornece métodos para a construção de condições
comuns até determinado acontecimento ocorrer [Gooj].
By
Classe utilitária que permite a criação de seletores de forma
mais rápida e concisa a partir da classe BySelector [Gooc].
UiObjectNotFoundException
Exceção lançada quando um seletor não consegue encontrar
um determinado elemento na UI [Gooh].
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O MT4A-TR foi desenvolvido em Java, utilizando como base a framework escolhida no Ca-
pítulo 3, UI Automator, da qual foram utilizadas as classes descritas na Tabela 4.2.
A AUT deve estar previamente instalada no dispositivo e, posteriormenente, quando o teste é
executado, o APK lê o ficheiro com as especificações e executa o teste passo a passo na AUT.
4.2 Fluxo de funcionamento
O utilizador tem duas formas de executar um teste: a partir do ecrã onde estão listados todos
os testes desenvolvidos para um determinado package, como ilustrado na Figura 4.7, ou a partir
da página de criação/edição de um teste. Quando um utilizador inicia a execução de um teste, a
MT4A-CA envia o ficheiro das especificações e todos os ficheiros associados a esse teste para o
dispositivo através do adb.
Figura 4.2: Fluxo de um teste (simplificado) desde a sua execução até aos resultados
Posteriormente, após a confirmação do envio dos ficheiros, executa um comando, também por
adb, para o MT4A-TR iniciar o teste. Depois, quando este inicia a aplicação sobre a qual vão ser
executados os testes, lê o ficheiro das especificações e executa-o passo a passo. Quando um passo
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termina, o MT4A-TR comunica por socket a informação desse passo ao servidor que, por sua vez
comunica o resultado do teste para a MT4A-CA para que este seja mostrado ao utilizador. Caso
um passo do teste tenha sucesso, o MT4A-TR continua a executar os testes passo a passo. Por
outro lado, caso um determinado passo do teste falhe, o MT4A-TR envia a informação da falha
do passo para o servidor e o teste termina. Este tipo de abordagem, enviando os resultados do
teste passo a passo, exige ligação à Internet para a comunicação entre o MT4A-TR e o servidor.
No entanto, se num determinado passo do teste, o dispositivo não tiver Internet, é construída uma
queue com a informação dos passos, para serem enviados para o servidor assim que haja conexão
desta ou serem enviados no final do teste, caso todos os passos estejam sem Internet. Esta queue é
útil em testes para aplicações onde é necessário que o teste seja efetuado sem conexão à Internet.
Na Figura 4.2 é ilustrado o fluxo normal de um teste desde que este é executado a partir da MT4A-
CA, até ser executado pelo MT4A-TR no dispositivo e os resultados de cada um dos passos serem
apresentados ao utilizador.
4.3 Visão geral das funcionalidades
Um determinado utilizador, desde o momento em que começa a utilizar a MT4A até executar
um teste, é confrontado com diversas UIs. As funcionalidades da MT4A serão detalhadas de
seguida, para uma contextualização de como ela está organizada e o que permite que o utilizador
desenvolva.
4.3.1 Registo e login
Na primeira vez que um utilizador usa a MT4A necessita de efetuar um registo na framework.
Depois disso, sempre que quiser utilizar a MT4A terá de efetuar o login. Esta funcionalidade
Figura 4.3: UI para registo Figura 4.4: UI para login
foi desenvolvida para que os testes que um utilizador desenvolve fiquem guardados na framework
associados ao próprio utilizador. Além disso, se este usar a MT4A em computadores ou SOs
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diferentes, terá sempre os testes, que já efetuou, sincronizados em todos os locais. Nas Figuras 4.3
e 4.4 estão representadas as UIs para o registo e o login de um utilizador, respetivamente.
4.3.2 Dispositivos e packages
Depois de efetuar o registo ou o login, a primeira UI com que o utilizador é confrontado é
a lista dos dispositivos ou emuladores que estão ligados ao computador onde a MT4A está a ser
executada, via adb. Quando um utilizador seleciona um dos dispositivos, apresentados numa UI
como a apresentada na Figura 4.5, é enviado para a UI representada na Figura 4.6 que lista os
packages desse dispositivo. Caso o utilizador queira testar uma aplicação que não está instalada
no dispositivo ou no emulador, terá previamente de proceder a essa instalação.
Figura 4.5: Listagem dos dispositivos Figura 4.6: Listagem dos packages
4.3.3 Gestão de testes de um package
A UI representada na Figura 4.7 surge quando o utilizador seleciona o package para o qual
quer gerir os testes. Nesta UI, o utilizador pode criar um novo teste, editar, executar ou eliminar
um teste previamente criado. Quando o utilizador cria um novo teste, pode definir o nome e uma
descrição para o teste, e pode construir o teste passo a passo, como representado na Figura 4.8. Os
passos possíveis para um teste são descritos com mais detalhe na secção 4.4.
26
Conceção e implementação da MT4A
Figura 4.7: Testes criados para um package Figura 4.8: UI para criar um teste
4.3.4 Execução de um teste e visualização dos resultados
Quando um utilizador executa um teste, surge a UI representada nas Figuras 4.9 e 4.10, onde
o utilizador consegue ver, em tempo de execução, o resultado para cada um dos passos do teste.
Na Figura 4.9 está representado um caso de falha de um teste, com o respetivo erro associado ao
passo que falhou e na Figura 4.10 está representado um teste que teve sucesso em todos os seus
passos.
Figura 4.9: Log com a falha de um teste Figura 4.10: Teste que obteve sucesso
4.4 Ações suportadas
Para o utilizador conseguir conceber os testes na MT4A-CA, foi desenvolvido o suporte para
uma série de ações, onde cada uma das ações corresponde a um passo de um teste. Nas próximas
subsecções são descritas detalhadamente cada uma das ações implementadas.
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4.4.1 Premir
A ação de premir permite ao utilizador criar um passo para um teste que simule um tap na
AUT. Na Figura 4.11 é ilustrado um exemplo da criação de um passo para um teste onde a ação
utilizada é a de premir. Nesta caso, o passo criado para o teste consiste em premir o elemento
presente na AUT cujo o texto contém “Iniciar”.
Figura 4.11: Criação de um passo onde a ação é “Premir”
Quando o utilizador carrega no botão para guardar o passo, é adicionado ao ficheiro das espe-
cificações a informação relativa ao passo a guardar. Na Figura 4.12, é apresentada a informação
correspondente ao exemplo apresentado na Figura 4.11. A chave “type” identifica o tipo de ação
para este passo, que é o modo do MT4A-TR saber o que irá executar na AUT. A chave “step”
define o índice do passo que, neste caso, seria o primeiro a ser aplicado na AUT. Por fim, a chave
“ui_object”, identifica qual o objeto em que é para simular a ação de premir.
1 {
2 " t y p e " : " p r e s s " ,
3 " s t e p " : 1 ,
4 " u i _ o b j e c t " :
5 {
6 " f i n d _ t e x t " : {
7 " c o n t a i n s " : " I n i c i a r "
8 }
9 }
10 }
Figura 4.12: Informação representativa de uma ação de “Premir”
Apesar de no exemplo apresentado na Figura 4.12 serem utilizadas as chaves “find_text” e
“contains”, o utilizador pode identificar o elemento para simular o tap de outras formas como o
ID ou a descrição do mesmo. Na lista abaixo são documentadas as opções alternativas para a
informação apresentada na Figura 4.12, caso o utilizador pretendesse identificar o elemento de
outra forma:
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• “find_text”, presente na linha 6, pode ser também “find_id” ou “find_description”, que per-
mite que a identificação seja feita pelo ID ou pela descrição do elemento, respetivamente.
• “contains”, presente na linha 7, pode ser “equals” ou “starts_with”, caso o utilizador pre-
tenda identificar o elemento com o texto exatamente igual ou que comece pelo valor inse-
rido.
Caso o utilizador não saiba o ID ou a descrição do elemento, por não ter acesso ao código
fonte ou por não lhe ter sido fornecido, este pode obter, facilmente, essa informação através da UI
Automator Viewer. Na secção 4.5, é feita uma demonstração de como a utilizar.
Depois do passo ser gravado, é adicionado à UI a informação do passo criado, como repre-
sentado na Figura 4.13. Nessa informação o utilizador encontra quatro opções que pode efetuar:
editar, mover para cima, mover para baixo e eliminar o passo. Para além disso, pode também criar
novos passos para continuar o desenvolvimento do teste, executar o teste, caso já tenha definido
todos os passos ou ainda gravar o teste para posterior execução.
Figura 4.13: Representação de um passo correspondente à ação de “Premir” depois de gravar
4.4.2 Inserir
A ação de inserir permite ao utilizador criar um passo para um teste que simule a introdução
de um determinado valor num elemento da AUT.
Figura 4.14: Criação de um passo onde a ação é “Inserir”
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A Figura 4.14 é um exemplo disso, isto é, ilustra a ação de inserir o valor “Tiago” no elemento
presente na AUT onde o ID desse elemento é igual a “textView_firstName”. A informação adi-
cionada ao ficheiro das especificações para uma ação do tipo Inserir é muito semelhante a uma
ação do tipo Premir, tendo apenas uma nova chave “value” que é o valor a inserir no elemento
identificado. Na Figura 4.15 é apresentada a informação correspondente ao exemplo da Figura
4.14. A forma de identificação do elemento a inserir o valor, correspondente à chave “ui_object”
tem as mesmas opções da ação de Premir, apresentadas na secção 4.4.1.
1 {
2 " t y p e " : " i n s e r t " ,
3 " s t e p " : 1 ,
4 " u i _ o b j e c t " :
5 {
6 " f i n d _ i d " : {
7 " e q u a l s " : " t e x t V i e w _ f i r s t N a m e "
8 }
9 } ,
10 " v a l u e " : " Tiago "
11 }
Figura 4.15: Informação representativa de uma ação de “Inserir”
Quando um passo correspondente à ação de Inserir é gravado, a informação adicionada às
especificações é convertida para ser apresentada ao utilizador, como ilustrado na Figura 4.16.
Figura 4.16: Representação de um passo correspondente à ação de “Inserir” depois de gravar
4.4.3 Conferir
A ação de conferir permite ao utilizador desenvolver um passo num teste para conferir se, por
exemplo, o Wifi ou a Internet móvel estão ligados, tal como se pode ver na Figura 4.17. Esta ação
pode também ser utilizada para verificar se um elemento está visível ou não no ecrã do dispositivo.
Na Figura 4.18 está representada a informação correspondente ao exemplo apresentado na
Figura 4.17 onde, para além das chaves “type” e “step”, já apresentadas anteriormente, estão
definidas as chaves “setting” e “status” que identificam qual o serviço a verificar o seu estado.
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Figura 4.17: Criação de um passo onde a ação é Conferir
A informação apresentada na Figura 4.18 representa a especificação do exemplo ilustrado na
Figura 4.17. No entanto, o utilizador tem mais opções para a chave “setting”. Na lista abaixo são
documentadas as opções para a ação de conferir uma definição do dispositivo:
• Na linha 4, a chave “setting” pode ter mais três valores associados, para além do apre-
sentado: “wifi”, “3g” e “location” que representam uma conexão por Wifi apenas (sem
interessar a conexão móvel), uma conexão móvel ou a localização do telefone;
• Na linha 5, a chave “status” pode ter o valor “on” ou “off”, consoante o passo seja determinar
se uma definição do dispositivo está ligada ou desligada, respetivamente.
1 {
2 " t y p e " : " check " ,
3 " s t e p " : 1 ,
4 " s e t t i n g " : " w i f i _ 3 g " ,
5 " s t a t u s " : " on "
6 }
Figura 4.18: Informação representativa de uma ação de “Conferir” uma definição
Além de conferir definições do dispositivo, pode também ser conferido se um determinado
elemento está visível ou não na AUT, como está representado na Figura 4.19.
Em relação ao exemplo anterior, são removidas as chaves “setting” e “status” e acrescentadas
as chaves “ui_object”, tal como apresentado nas ações de premir e inserir. Além destas, é também
adicionada a chave “visibility” que pode tomar três valores associados: “visible”, “invisible” ou
“gone” que correspondem, respetivamente, verificar se o elemento está visível, se está invisível
ou se não está na UI atual da AUT. A diferença entre “invisible” e “gone” é que num elemento
invisível, apesar de o utilizador não o conseguir ver na UI, este continua a ocupar o seu espaço no
layout, enquanto que no segundo, o elemento é totalmente removido do layout.
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1 {
2 " t y p e " : " check " ,
3 " s t e p " : 1 ,
4 " u i _ o b j e c t " :
5 {
6 " f i n d _ i d " : {
7 " e q u a l s " : " imageView_success "
8 }
9 } ,
10 " v i s i b i l i t y " : " v i s i b l e "
11 }
Figura 4.19: Informação representativa de uma ação de “Conferir” um objeto
4.4.4 Esperar
A ação de esperar permite ao utilizador criar um passo para um teste que espere que um
determinado acontecimento ocorra na AUT num determinado tempo máximo definido. Na Figura
4.20, é ilustrado um exemplo da criação de um passo para um teste onde a ação utilizada é a de
esperar que a localização do dispositivo fique ligada com um tempo máximo de 10000ms.
Figura 4.20: Criação de um passo onde a ação é Esperar
A ação de esperar é igual à ação de conferir, com a adição de conter a chave “timeout”, de-
finido em milissegundos, que é o tempo máximo que a MT4A-TR vai esperar para verificar se o
acontecimento ocorreu.
Neste caso, se a localização não estiver ligada ao fim de 10000ms, o teste irá falhar. Na
Figura 4.21 está representada a informação guardada no ficheiro de especificações para o exemplo
apresentado na Figura 4.20.
Além de esperar que o estado de uma determinada definição altere, também é possível esperar
que a visibilidade de um objeto altere, como representado na Figura 4.22.
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1 {
2 " t y p e " : " w a i t " ,
3 " s t e p " : 1 ,
4 " s e t t i n g " : " l o c a t i o n " ,
5 " s t a t u s " : " on " ,
6 " t i m e o u t " : 50000
7
8 }
Figura 4.21: Informação representativa de uma ação de “Esperar” uma definição
1 {
2 " t y p e " : " w a i t " ,
3 " s t e p " : 1 ,
4 " u i _ o b j e c t " :
5 {
6 " f i n d _ t e x t " : {
7 " e q u a l s " : TEXT
8 }
9 } ,
10 " v i s i b i l i t y " : " v i s i b l e " ,
11 " t i m e o u t " : 50000
12 }
Figura 4.22: Informação representativa de uma ação de “Esperar” um objeto
4.4.5 Configurar
A ação do tipo Configurar é muito semelhante à ação de Conferir, definida na subsecção 4.4.3.
A única diferença é que a chave “type” muda de “check” para “set” e, ao invés de verificar se
uma determinada definição está ou não ativada, com uma ação do tipo configurar, o valor desta é
alterado para o que estiver definido na chave “status”. Na Figura 4.23 está ilustrado um exemplo
de um passo de um teste onde se quer colocar a localização do dispositivo on.
Figura 4.23: Criação de um passo onde a ação é Configurar
Na Figura 4.24 está representada a informação correspondente ao exemplo apresentado na Fi-
gura 4.23, onde as chaves têm a mesma definição das que foram apresentadas na ação de Conferir.
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1 {
2 " t y p e " : " s e t " ,
3 " s t e p " : 1 ,
4 " s e t t i n g " : " l o c a t i o n " ,
5 " s t a t u s " : " on "
6 }
Figura 4.24: Informação representativa de uma ação de Configurar
4.4.6 Verificar
A ação de verificar permite ao utilizador construir um passo para um teste onde verifique se
uma SMS, MMS ou chamada telefónica está a ser efetuada de/para o dispositivo. Tirando partido
das classes que o Android disponibiliza, BroadcastReceiver, TelephonyManager e ContentResol-
ver foi desenvolvido no MT4A-TR, um sistema que observa se uma SMS, MMS ou chamada
telefónica está a ser efetuada ou a ser recebida no dispositivo. Na Figura 4.25 está representado
um passo para um teste para verificar se, a determinado momento, uma chamada telefónica foi
efetuada para o número 91XXXXXXX com um tempo limite de 5000ms para a chamada come-
çar.
Figura 4.25: Criação de um passo onde a ação é Verificar
Na Figura 4.26 está representada a informação a guardar no ficheiro de configurações para o
exemplo dado na Figura 4.25.
Caso o utilizador queira verificar outro tipos de serviços, a informação registada poderá conter
outros valores. Na lista abaixo estão documentados os valores possíveis para uma ação do tipo
verificar.
• a chave “type”, para além do valor “call” pode ter o valor “sms” ou “mms”;
• a chave “way”, para além de “outcoming”, que verifica se um serviço está a ser efetuado
do dispositivo atual para outro dispositivo, também pode ser “incoming” que verifica se o
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1 {
2 " t y p e " : " v e r i f y " ,
3 " s t e p " : 1 ,
4 " s e r v i c e " : {
5 " t y p e " : " c a l l " ,
6 " way " : " o u t g o i n g "
7 }
8 " number " : "91XXXXXXXXX" ,
9 " t i m e o u t : 5000
10 }
Figura 4.26: Informação representativa de uma ação de “Verificar” uma chamada telefónica
dispositivo atual está a receber alguma chamada, SMS ou MMS conforme o que estiver
definido na chave “type”.
4.4.7 Injetar
A ação de injetar permite que o utilizador desenvolva um passo para um teste onde pode injetar
valores num determinado sensor do dispositivo. Devido a algumas limitações dos dispositivos
físicos, esta opção apenas está disponível para ser utilizada no emulador oficial da Google. Foi
desenvolvido um cliente telnet para ser efetuada a comunicação entre o emulador e a MT4A-TR,
de maneira a serem injetados dados nos sensores do emulador. Na Figura 4.27, é ilustrado um
exemplo da criação de um passo para um teste onde o utilizador pretende injetar um conjunto de
valores XYZ, presentes num ficheiro de text, no acelerómetro do emulador. O ficheiro de texto
tem de estar organizado com os valores XYZ a cada linha, separados por espaços, onde cada uma
corresponde a um conjunto de valores a injetar no acelerómetro.
Figura 4.27: Criação de um passo onde a ação é Injetar
Na Figura 4.28 está representada a informação a adicionar ao ficheiro de configurações quando
uma ação de injetar é gravada, neste caso associado ao exemplo apresentado na Figura 4.27.
35
Conceção e implementação da MT4A
1 {
2 " t y p e " : " i n j e c t " ,
3 " s t e p " : 1 ,
4 " s e n s o r " : " a c c e l e r o m e t e r " ,
5 " v a l u e s " : " a c c e l e r o m e t e r . t x t "
6 }
Figura 4.28: Informação representativa de uma ação de “Injetar” dados de um ficheiro no aceleró-
metro
Na Figura 4.29 está representada um possível ficheiro de texto com a informação dos valores
XYZ a injetar no acelerómetro.
1 ( . . . ) 5 . 2 1 4 . 3 4 7 . 1 2
2 5 . 5 1 4 . 5 2 7 . 4 3
3 5 . 6 5 5 . 5 5 7 . 9 5
4 6 . 4 5 5 . 5 4 7 . 6 3 ( . . . )
Figura 4.29: Exemplo de ficheiro com valores XYZ a injetar no acelerómetro
Para injetar os valores das coordenadas GPS no emulador, a informação armazenada seria
igual à representada na Figura 4.30, onde é exemplificado como injetar o valor 30 na latitude e 20
na longitude.
1 {
2 " t y p e " : " i n j e c t " ,
3 " s t e p " : 1 ,
4 " s e n s o r " : " geo " ,
5 " v a l u e s " : {
6 " l a t i t u d e " : 30 ,
7 " l o n g i t u d e " : 20
8 }
9 }
Figura 4.30: Informação representativa de uma ação de “Injetar” dados valores de latutite e longi-
tude
Para além do acelerómetro e das coordenadas GPS, outros valores podem ser injetados noutro
tipo de sensores. Esses sensores estão listados abaixo:
• Orientação – permite alterar a orientação do telefone de landscape e portrait;
• Temperatura – permite definir a temperatura ambiente do dispositivo;
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• Proximidade – permite dizer quão próxima o ecrã de um dispositivo está de um determinado
objeto.
4.5 UI Automator Viewer: como utilizar
UI Automator Viewer faz parte do Android SDK e é utilizada para obter informações de ele-
mentos de uma UI, sem ter acesso ao código fonte da aplicação dessa UI. É uma ferramenta que
deixa o utilizador inspecionar a UI de uma aplicação de maneira a encontrar a hierarquia de um
layout e visualizar as propriedades associadas a cada parte desse mesmo layout. É uma ferramenta
vantajosa, pois expõe o ID e outros atributos de um elemento que podem ser úteis para desenvolver
testes. Clicando no ícone dos dispositivos na barra do topo da UI Automator Viewer é efetuado
um snapshot da UI que está no dispositivo. Supondo que um utilizador quer efetuar um teste para
a aplicação do Google Maps, mas não conhece o código fonte nem a informação dos seus elemen-
tos. Por exemplo, se o utilizador quiser saber a informação de um elemento, pode abrir a aplicação
do Google Maps no dispositivo que pretender, tirar o snapshot da UI onde quer obter informação
através do UI Automator Viewer e analisar a informação dada por este. Na Figura 4.31, está ilus-
trada uma utilização da ferramenta UI Automator Viewer para descobrir a informação do elemento
selecionado a vermelho da aplicação da Google Maps. A informação que é possível obter sobre
esse elemento através do UI Automator Viewer está selecionada na mesma figura a cor de laranja.
Figura 4.31: UI da UI Automator Viewer
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Capítulo 5
Validação
De forma a validar a MT4A em relação aos objetivos inicialmente propostos, foi efetuada
uma validação experimental em três fases: em primeiro lugar foi realizado um caso de estudo
com a aplicação Sensor Fall AAL, em segundo lugar foi efetuado um caso de estudo com uma
aplicação da Google Play e, por último, foi efetuada uma validação experimentação da MT4A
com voluntários que efetuarem dois testes para a aplicação Sensor Fall AAL, seguindo um guião
fornecido.
5.1 Caso de estudo: SensorFall ALL
Para efeitos de demonstração foi efetuado um caso de estudo, utilizando a aplicação de deteção
de quedas Sensor Fall AAL, descrita em 3.1.
5.1.1 Teste simples
Suponhamos que um utilizador necessita de criar um teste para verificar o processo do login
na aplicação de deteção de quedas. Após a instalação MT4A-CA e dos pré-requisitos, o utilizador
está preparado para criar o teste descrito acima. Depois de efetuar o login (ou o registo, no caso do
utilizador ainda não o ter feito), o utilizador pode selecionar um dispositivo (e instalar a MT4A-TR
nesse dispositivo, no caso deste estar a usar a ferramenta pela primeira vez) e depois escolher a
aplicação onde quer desenvolver o teste.
O passo seguinte é o desenvolvimento do teste e como já foi descrito anteriormente, este é
desenvolvido passo a passo, em que cada um destes passos representa uma ação que a MT4A-TR
irá executar na AUT. Neste caso particular, para testar o processo do login, o utilizador terá que
realizar os seguintes passos:
1. inserir no elemento que tem o texto “Introduza o no do seu CC”, o texto “115”;
2. pressionar o botão com o texto “Iniciar Sessão”.
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Para desenvolver um teste com estes passos, o utilizador precisa de criar um novo passo de
teste, selecionar a ação “Inserir”, introduzir o texto para inserir e escolher o elemento para inse-
rir esse texto. Seguidamente, precisa de criar um novo passo, selecionar a ação de “Premir” e
selecionar o elemento para premir (neste caso, o botão, usando o seu texto). Na Figura 5.1, está
representada a UI da AUT e na Figura 5.2 está representado o teste efetuado na MT4A-CA para o
exemplo descrito acima.
Figura 5.1: UI da AUT
Figura 5.2: Passos para testar o login
Após o utilizador ter terminado o teste, este pode ser executado e os resultados de cada passo
serão apresentados na MT4A-CA, como se pode ver na Figura 5.3. O resultado apresentado mostra
que o teste foi concluído com sucesso pois ambos os passos, 1 e 2, tiverem sucesso, indicado pelo
visto verde ao lado direito de cada um dos passos.
Figura 5.3: Resultados do teste simples
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5.1.2 Teste complexo
Suponhamos que o utilizador precisa de criar um teste para verificar se uma queda ocorre
quando o dispositivo é confrontado com alguns valores do acelerómetro e precisa de verificar se
uma chamada é após a queda. Para efetuar estes testes, os passos necessários são os seguintes:
1. injetar valores no acelerómetro;
2. esperar pelo alerta que questiona o utilizador se ele efetivamente caiu;
3. esperar 5 segundos para o timeout ser ativado;
4. verificar se a chamada é feita pela aplicação para o número pré-definido.
Na Figura 5.4 está representado o ficheiro de especificações gerado pelo MT4A-CA para este
teste complexo. Este é o ficheiro que é enviado via adb para o dispositivo ou emulador para ser
analisado pela MT4A-TR e executado, passo a passo, na AUT.
1 [ {
2 " t y p e " : " d e t a i l s " ,
3 " name " : " T e s t a f a l l w i th a c a l l a f t e r " ,
4 " p a c k a g e _ i d " : " p t . s a p o . a a l 4 a l l " ,
5 " t e s t _ i d " : " d6dc0d12−7280−46fc−9605−5363ed "
6 } ,
7 {
8 " s t e p " : 1 ,
9 " t y p e " : " i n j e c t " ,
10 " s e n s o r " : " a c c e l e r o m e t e r " ,
11 " f i l e " : " a c c e l e r o m e t e r . t x t "
12 } ,
13 {
14 " s t e p " : 2 ,
15 " t y p e " : " w a i t " ,
16 " u i _ o b j e c t " : {
17 " f i n d _ t e x t " : {
18 " s t a r t s _ w i t h " : " Did you f a l l "
19 }} ,
20 " t i m e o u t " : " 15000 "
21 } ,
22 {
23 " s t e p " : 3 ,
24 " t y p e " : " check " ,
25 " u i _ o b j e c t " : {
26 " f i n d _ t e x t " : {
27 " s t a r t s _ w i t h " : " Did you f a l l "
28 }} ,
29 " v i s i b i l i t y " : " gone " ,
30 " t i m e o u t " : 5000
31 } ]
Figura 5.4: Informação representativa do teste complexo
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Para o utilizador efetuar este teste na MT4A-CA, tem de fornecer um ficheiro de texto com os
valores XYZ a injetar no acelerómetro, tal como foi descrito na subsecção 4.4.7.
A aplicação de deteção de quedas, Sensor Fall AAL, deve emitir um alerta quando deteta uma
queda, questionando o utilizador se realmente caiu. Caso o utilizador responda que não, a apli-
cação continua a sua monitorização normal. Caso o utilizador responda que sim ou não responda
num intervalo máximo de 5 segundos, uma das ações executadas pela aplicação é efetuar uma
chamada telefónica para um número de emergência pré-definido. Executando o teste complexo
definido em 5.1.2, foi possível detetar uma falha na aplicação Sensor Fall AAL. Foi efetuado um
teste em que foi simulado o comportamento de um utilizador que caiu e não respondeu ao alerta
da aplicação. A aplicação deveria ter removido o alerta da UI e, de seguida, deveria efetuar uma
chamada telefónica. No entanto, efetuando o teste, conclui-se que a aplicação não está a reagir
após 5 segundos sem resposta do utilizador, depois de emitir o alerta. Na Figura 5.5 está repre-
sentada a informação apresentada pela MT4A depois de executar o teste complexo. O resultado
mostra que o teste falhou.
Figura 5.5: Resultados do teste complexo
5.2 Aplicação da Google Play
De forma a validar a MT4A com outras aplicação, e validar a criação e execução de testes
sem acesso ao código fonte da AUT, foi utilizada a aplicação Clock, que é uma aplicação da
Google Play Store com mais de 100 milhões de downloads e que permite definir alarmes, adicionar
temporizadores e usar o cronómetro [Inc]. Foi testado a criação de um alarme para uma hora
definida, neste caso 20h30. A informação dos elementos foi obtida utilizando a UI Automator
Viewer. Nas Figuras 5.6 e 5.7 está representada a aplicação Clock antes e depois da aplicação do
teste definido.
Analisando a informação da aplicação e os elementos da mesma, os passos para a elaboração
deste teste são:
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Figura 5.6: Antes do teste Figura 5.7: Depois do teste
1. Carregar no elemento com a descrição “Alarm” para abrir o separador onde de define os
alarmes;
2. Carregar no botão com o símbolo “+” que tem o ID “com.android.deskclock:id/fab”;
3. Carregar no elemento com a descrição “8” para definir as horas, pois, por defeito, a aplicação
está definida para horário PM;
4. Carregar no elemento com a descrição “30” para definir os minutos;
5. Carregar no elemento com o texto “OK” para guardar o alarme;
6. Esperar que um elemento apareça na UI, com o ID “com.android.deskclock:id/digital_clock”,
num tempo limite de 2 segundos.
Figura 5.8: Passos do teste à Clock através do MT4A
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Os passos enumerados acima foram criados na MT4A e executados na aplicação Clock. O
resultado do teste está presente na Figura 5.8. Assim, foi efetuado com sucesso o teste a uma apli-
cação da Google Play sem aceder ou ter conhecimentos do seu código fonte e sem ser necessário
programar.
5.3 Experiência com utilizadores
Foi realizada uma experiência com utilizadores de forma a validar se é possível efetuar testes
sem programar ou sem conhecimentos de programação. Para isso, foram selecionados 22 volun-
tários, metade dos quais com conhecimentos de programação e metade sem conhecimentos de
programação. A ambos os grupos foi pedidod que efetuassem dois testes com a MT4A, que es-
tavam definidos no guião que se encontra no Anexo A. Um dos testes era simples e continha um
erro e os voluntários tinham que perceber qual era o erro e corrigir o teste num tempo máximo
de 2:30 minutos. O segundo teste, já era mais longo, com 10 passos, e os voluntários tinham um
tempo máximo de 10 minutos. Os resultados de ambos os testes estão presentes na Tabela 5.1.
Tabela 5.1: Resultados dos testes efetuados pelos voluntários
Sabe Programar Teste Simples Teste Complexo
Descobri problema
no teste simples
com base nos logs
Sim 1:23 6:11 Sim
Sim 1:36 6:07 Sim
Sim Excedeu o tempo 9:21 Sim
Sim 1:57 6:52 Sim
Sim 1:49 5:53 Sim
Sim 1:53 6:29 Sim
Sim 2:01 7:44 Sim
Sim 1:51 7:28 Sim
Sim 1:58 8:04 Sim
Sim 1:43 6:44 Sim
Sim Excedeu o tempo Excedeu o tempo Não
Não 2:02 7:08 Sim
Não 1:44 6:21 Sim
Não 2:11 9:45 Sim
Não 2:01 7:49 Sim
Não Excedeu o tempo 8:41 Não
Não 1:52 6:41 Sim
Não 2:20 7:32 Sim
Não 2:01 8:17 Sim
Não 1:56 8:52 Sim
Não 1:54 7:53 Sim
Não 1:44 8:12 Sim
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Além disso, foi pedido a dois programadores com experiência com a framework UI Automator
que efetuassem os mesmos testes através de código. No teste complexo, foi retirado o último passo
de injetar dados no acelerómetro, para os dois programadores, dado a complexidade de efetuar esta
funcionalidade em código no mesmo tempo limite. Os resultados dos dois programadores estão
presentes na Tabela 5.5.
5.3.1 Programador versus não-programador
Da tabela 5.1, é possível extrair informações pertinentes de onde resultaram os gráficos apre-
sentados nas Figuras 5.9 a 5.12. Analisando a Figura 5.9, que representa os resultados para o este
simples, é possível verificar que houve mais voluntários que não sabem programar a cumprir o
tempo do que voluntários que sabem programar, demonstrando assim que não é necessário saber
programar para desenvolver e executar testes com a MT4A.
Figura 5.9: Resultados do teste simples utilizando a MT4A
Os resultados do teste complexo, presentes na Figura 5.10, mostram que todos os voluntários
que não sabem programar conseguiram cumprir o teste complexo. Já dos voluntários que sabem
programar, 1 voluntário não conseguiu desenvolver o teste no tempo limite estipulado, correspon-
dente a 9,09% da amostra da população que sabia programar.
Para além da análise estatística para verificar se a população cumpriu ou não os testes, é tam-
bém possível analisar o tempo médio despendido pelos dois grupos: programadores e não progra-
madores. Nas Figuras 5.11 e 5.12 estão representadas as médias dos tempos para os dois testes.
Analisando as duas figuras é possível verificar que a média de tempos do grupo que não sabe pro-
gramar é apenas ligeiramente superior à do grupo que sabe programar, ficando assim demonstrado
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Figura 5.10: Resultados do teste complexo utilizando a MT4A
que, para um utilizador desenvolver testes com a MT4A, não só não necessita de ter conheci-
mentos de programação, como também consegue fazer testes num tempo muito próximo de um
programador.
Figura 5.11: Médias de tempos para o teste simples
A média de tempo superior do grupo que não sabe programar em relação ao grupo que sabe
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programar também se pode dever à maior facilidade dos programadores em manusear o computa-
dor.
Figura 5.12: Médias de tempos para o teste complexo
De forma a verificar se a diferença de tempos médios dos dois grupos é estatisticamente signi-
ficativa, foi utilizado o teste t de Student [SC89]. Antes de realizar o teste t de Student foi efetuado
o teste Shapiro-Wilk [SW65] e verificou-se que os dados seguem uma distribuição normal. Atra-
vés dos dados da Tabela 5.1, é possível extrair a informação necessária para calcular o valor de t:
média, desvio padrão de cada um dos grupos e número de participantes que conseguiram concluir
o teste. Estes dados estão representados na Tabela 5.2 e 5.4, correspondentes ao teste simples e
teste complexo, respetivamente.
Tabela 5.2: Sumário dos valores extraídos dos resultados do teste simples
Programadores Não-programadores
Média 107,9 118,5
Desvio Padrão 12,14 11,22
No de participantes 9 10
O test t para dados não emparelhados é definido em duas hipóteses:
H0 : µ1 = µ2
Ha : µ1 6= µ2
Nas hipóteses acima, µ1eµ2 representam os tempos médios das populações de programado-
res e não-programadores, respetivamente. Considera-se que os dois grupos que participaram na
experiência constiturem amostras aleatórias dessas populações.
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O primeiro passo para verificar se a diferença das médias é estatisticamente significativa é cal-
cular o valor de t e os graus de liberdade. Para encontrar estes valores serão utilizadas as equações
5.1, 5.2 e 5.3. A descrição de cada um dos símbolos matemáticos das equações encontram-se na
Tabela 5.3.
t =
X1−X2
SX1X2 ·
√
1
n1
+ 1n2
(5.1)
SX1X2 =
√
(n1−1)S2X1 +(n2−1)S2X2
n1 +n2−2 (5.2)
d.o. f = n1 +n2−2 (5.3)
Tabela 5.3: Descrição dos símbolos matemáticos usados nas fórmulas para o cálculo do Test t
Símbolo Descrição
X1 Média de tempos dos programadores
X2 Média de tempos dos não-programadores
SX1X2 Desvio padrão global
SX1 Desvio padrão dos programadores
SX2 Desvio padrão dos não-programadores
d.o.f Graus de liberdade
n1 Total de programadores
n2 Total de não-programadores
Assim, para o teste simples, utilizando os valores e as equações definidas acima, temos os
seguintes valores:
X1 ≈ 107,9
X2 ≈ 118,5
S2X1 =
1
n−1
n
∑
i=1
(
X1i−X1
)2 ≈ 147,4
S2X2 =
1
n−1
n
∑
i=1
(
X2i−X2
)2 ≈ 125,8
SX1X2 =
√
(n1−1)S2X1+(n2−1)S
2
X2
n1+n2−2 ≈ 11,66
Substituindo os valores na equação 5.1, é obtido o valor de t = -1,979 e, através da equação
definida em 5.3 é obtido o valor d.o.f = 17.
Analisando as tabelas com os valores críticos para o t test com duas caudas [SW11], é possível
determinar que o valor crítico, para d.o.f = 17 e um nível de significância de 0,05, é 2,11.
Assim, está provado que as médias dos dois grupos não são estatisticamente significativas para
um nível de significância de 5%, dado que o valor absoluto do cálculo de t é menor que o valor
crítico (1,979 < 2,11).
Analisando agora os dados da Tabela 5.4, é possível também calcular o valor de t para verificar
se, no teste complexo, a diferença de médias é estatisticamente significativa.
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Tabela 5.4: Sumário dos valores extraídos dos resultados do teste complexo
Programadores Não-programadores
Média 425,3 474,5
Desvio Padrão 64,46 59,43
No de participantes 10 11
Assim, utilizando os dados da Tabela 5.4 e as equações definidas em 5.1, 5.2 e 5.3, são obtidos
os seguintes valores:
X1 ≈ 425,3
X2 ≈ 475,5
S2X1 =
1
n−1
n
∑
i=1
(
X1i−X1
)2 ≈ 4155
S2X2 =
1
n−1
n
∑
i=1
(
X2i−X2
)2 ≈ 3532
SX1X2 =
√
(n1−1)S2X1+(n2−1)S
2
X2
n1+n2−2 ≈ 61,87
Utilizando a fórmula definida em 5.1 para o cálculo do valor de t, é obtido t = - 1,857 e d.o.f =
19. Analisando as tabelas com os valores críticos, é obtido o valor crítico de 2,093, correspondente
a um nível de significância de 0,05 e para um d.o.f = 19. O valor absoluto do cálculo de t é menor
que o valor crítico (1,857 < 2,093), sendo confirmado que a diferença de médias dos dois grupos
não é estatisticamente significativa.
Uma vez que os resultados para os dois testes (teste simples e teste complexo) mostram que
para um nível de significância de 5% a diferença de médias dos dois grupos não é estatisticamente
significativa, podemos concluir que utilizadores sem experiência em programação conseguem re-
alizar testes utilizando a MT4A com tempos semelhantes aos utilizadores com conhecimentos de
programação, tornando assim o processo de teste para aplicação móveis acessíveis a utilizadores
sem conhecimentos de programação.
5.3.2 MT4A versus UI Automator
Como já foi referido acima, foi pedido a dois programadores com experiência em UI Auto-
mator que efetuassem os testes simples e complexo programando o script de testes. Inicialmente
foi necessária uma configuração inicial do UI Automator e do APK de testes, dado que os testes
são efetuados apenas com acesso ao APK a ser testado, i.e., sem acesso ao código fonte. Esta
configuração não é necessária na MT4A, pois esta já está configurada para suportar testes sem
acesso ao código fonte.
Tabela 5.5: Resultados dos testes efetuados pelos programadores usando UI Automator
Configuração Teste Simples Teste Complexo
10:08 3:33 13:01
8:37 3:04 11:43
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Apesar de ser uma pequena amostra, é possível verificar, analisando a Tabela 5.5, que só em
tempo de preparação é gasto um tempo superior à média do tempo gasto para efetuar o teste
complexo com a MT4A. Analisando o tempo para desenvolver e executar os testes, no teste sim-
ples ambos os programadores ultrapassaram os três minutos e, no teste complexo, ambos ficaram
acima dos onze minutos. Em ambos os testes ficaram acima do tempo médio dos programadores
que efetuarem os mesmos testes recorrendo à MT4A. É ainda possível verificar que utilizando a
framework, o tempo para desenvolvimento de um teste é mais reduzido. Assim, estes dados suge-
rem que, mesmo para programadores, a MT4A permite realizar os testes de forma mais rápida do
que frameworks que requerem o desenvolvimento de código (nomeadamente a UI Automator).
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Capítulo 6
Conclusões
Neste capítulo é analisada a satisfação dos objetivos propostos para esta dissertação e é descrito
o trabalho futuro a realizar na MT4A.
6.1 Satisfação dos objetivos
Com o trabalho realizado ao longo da dissertação conclui-se que o teste é cada vez mais
importante nas aplicações móveis por estas se terem tornado mais complexas (com diversos tipos
de interações) e críticas (por estarem envolvidas em áreas como a saúde, os transportes ou as
finanças). Além disso, as frameworks existentes atualmente para efetuar testes a aplicações móveis
ainda exige que seja dedicado algum tempo no desenvolvimento dos testes que, algumas vezes, são
feitos de forma manual. Existem diversas abordagens na área de investigação para a automação
de testes de aplicações móveis, mas que ainda exigem algum tempo dedicado no desenvolvimento
desses testes. Há uma janela de oportunidade para inovar na automação de testes móveis que
pode ser aproveitada, criando uma camada de abstração ao código desenvolvido, fazendo com que
qualquer pessoa, mesmo sem conhecimentos de programação, consiga desenvolver testes.
Assim, nesta dissertação, foi desenvolvida a Mobile Testing For All (MT4A), uma framework
que permite que um utilizador desenvolva testes para aplicações Android sem necessidade de co-
nhecer o código fonte da AUT, bem como sem necessidade de ter conhecimentos de programação.
Na MT4A os testes são desenvolvidos numa aplicação desktop, MT4A-CA, que pode ser execu-
tada nos SOs Windows, Linux ou OSX. O utilizador efetua o teste, passo a passo, e pode efetuar
testes de interação do utilizador com a AUT, bem como pode verificar ou alterar serviços como o
wifi ou a localização do dispositivo e, ainda, pode efetuar testes a sensores do dispositivo, como
injetar valores XYZ no acelerómetro.
Em relação ao objetivo de fazer com que utilizadores elaborem testes para aplicações móveis
sem necessidade de programar, foi realizada uma experiência com utilizadores que envolveu a
participação de 22 pessoas e foi possível verificar que uma pessoa com ou sem conhecimentos
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de programação consegue efetuar o mesmo teste em tempos bastante semelhantes, provando as-
sim que não é necessário programar para efetuar testes com a MT4A. Além disso, foi pedido a
programadores para desenvolverem um script de testes manual para comparar o tempo de desen-
volvimento com a MT4A, verificando-se que, manualmente, o tempo de desenvolvimento de um
teste é superior.
Do trabalho desenvolvido ao longo da dissertação resultou um artigo intitulado “MT4A: A
No-Programming Test Automation Framework for Android Applications” submetido para a con-
ferência A-TEST2016 1. Este artigo encontra-se no Anexo B.
6.2 Trabalho futuro
Apesar de ter sido desenvolvida uma framework funcional que permite efetuar testes para
aplicações Android, há espaço para melhorias, adicionando novas funcionalidades à MT4A. Como
trabalho futuro será adicionada uma funcionalidade que permita executar um conjunto de testes ao
invés do modelo atual em que apenas permite executar um teste de cada vez, assim como permitir
executar o mesmo teste para um conjunto de dispositivos, ao invés de apenas para um de cada
vez. Além disso, será também adicionada uma funcionalidade de drag & drop na construção de
testes para ser possível alterar os passos de um teste entre si e ainda uma opção de Undo para
anular uma operação quando um utilizador move ou apaga um passo de um teste, sendo que estas
duas opções foram sugeridas pelos voluntários aquando da experimentação da MT4A. Será, ainda,
dado suporte para testar Gestures e para a definição de condições lógicas (se, negação, maior ou
igual, entre outros) na criação de um passo de um teste e, mais tarde, a MT4A será estendida para
iOS e WindowsPhone. Por fim, será explorada uma forma de evitar a dependência de conexão à
Internet para informar o utilizador do resultado de um determinado passo do teste. Para isso será
utilizado o adb, implementando um algoritmo que está à escuta do resultado do passo através do
adb para informar o utilizador. Assim, ao invés do resultado ir do MT4A-TR para o servidor e,
posteriormente, para a MT4A-CA, irá diretamente para a MT4A-CA.
1http://a-test.org
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Anexo A
Guião para validação da MT4A
Neste anexo encontra-se o guião fornecido aos voluntários aquando da validação da framework
desenvolvida nesta dissertação.
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 MT4A: Guião para validação  
 
 
 
 
Pacote da aplicação: ​pt.sapo.android.aalfall 
 
 
 
 
Teste simples 
1. Inserir o texto “115” no elemento com o texto: 
“Introduza o nº do seu CC” 
2. Carregar no botão elemento com o texto: “Fazer Login” 
3. Corra o teste. 
4. Edite o teste para ter sucesso com base no resultado 
do erro. 
 
 
 
 
 
 
 
Teste complexo 
1. Clicar no elemento com a descrição: “Definições”. 
2. Inserir o texto “test” no elemento com onde o ID é igual 
a “pt.sapo.android.aalfall:id/editText1pass”. 
3. Clicar no elemento onde o texto é igual a “OK”. 
4. Esperar que a aplicação estabilize (IDLE) com um 
timeout de 10000ms. 
5. Clicar no elemento que contem o texto: “Avisos”. 
6. Clicar nas ​checkboxes​ com os IDS iguais a: 
a. ID: “pt.sapo.android.aalfall:id/checkBox3”; 
b. ID: “pt.sapo.android.aalfall:id/checkBox4”. 
7. Clicar no elemento que contem o texto: “Contatos”. 
8. Clicar no elemento com o texto “Calibrar Sensor”. 
9. Clicar no elemento que contem o texto “normal” e, de 
seguida, no elemento que contem o texto “ativo”. 
10. Injetar no acelerômetro os valores presentes no ficheiro 
“accelerometer.txt” que está no ambiente de trabalho. 
 
Anexo B
Artigo científico para a conferência
A-TEST2016
Neste anexo encontra-se o artigo científico submetido para a conferência A-TEST2016, reali-
zado no final desta dissertação.
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ABSTRACT
The growing dependency of our society on increasingly com-
plex software systems, combining mobile and cloud-based
applications and services, makes the test activities ever more
important and challenging. However, sometimes software
tests are not properly performed due to tight deadlines, due
to the time and skills required to develop and execute the
tests or because the developers are too optimistic about pos-
sible faults in their own code. Although there are several
frameworks for mobile test automation, they usually require
programming skills or complex configuration steps. Hence,
in this paper, we propose a framework that allows creating
and executing tests for Android applications without requir-
ing programming skills. It is possible to create automated
tests based on a set of pre-defined actions and it is also pos-
sible to inject data into device sensors. An experiment with
programmers and non-programmers showed that both can
develop and execute tests with a similar time. A real world
example using a fall detection application is presented to
illustrate the approach.
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1. INTRODUCTION
Nowadays, mobile applications are getting more and more
complex and, besides the development challenges, testing
them to ensure their stability and robustness is one of the
biggest challenges [17]. Many mobile applications have been
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developed in critical areas such as transportation, healthcare
and banking. Hence, testing is a fundamental life-cycle ac-
tivity, with a huge economical and societal impact if not
performed adequately [22]. Nevertheless, there are some
companies and/or developers that don’t develop adequate
tests for their applications because of reduced deadlines and
because, sometimes, developers are very confident regarding
possible faults in their own code. Although there are several
frameworks for mobile test automation, they usually require
programming skills or complex configuration steps.
Hence, to facilitate the creation of automated tests by
non-developers, we present a framework to build black-box
tests [18] for Android applications, without programming,
in a quick way. Through a desktop application, anyone,
even without any knowledge about programming, can de-
velop black-box tests with just a few clicks, run the tests in
the emulator or on a real device and check the test results in
the desktop application. With this high-level of abstraction,
we intend to boost the development of tests for Android
applications and allow any person to develop those tests.
The rest of the paper is organized as follows: section 2
describes the state of the art. In section 3 is described the
proposed approach. A real world example is presented in
section 4 to demonstrate the framework. Validation results
are presented in section 5. Finally, section 6 concludes the
paper and presents the future work.
2. STATE OF THE ART
As mobile applications become more complex, the soft-
ware engineering tools, frameworks and processes are essen-
tial to ensure the development of high-quality software in a
timely and cost-effective way [2]. According to Wasserman
[25], there are important areas for research in software en-
gineering related to mobile devices. The research on new
methods and techniques to test applications for mobile de-
vices, such as Android devices, is one of the most important
areas of research [2] because of several factors, such as de-
vice fragmentation and the quantity of different operating
systems available in the market.
This section provides an overview of existing test automa-
tion frameworks for mobile applications, as well as accep-
tance and regression test automation frameworks accessible
for non-programmers.
2.1 Test automation frameworks formobile ap-
plications
Test automation is fundamental in iterative and evolution-
ary development, to allow repeating test execution with little
cost. Besides that, all statistic methods to assess software
reliability, are based on fully automatic testing methods for
performing sufficient test cases [3].
Thus, some frameworks have been developed to help users
in software testing. In the next subsections are presented
some test automation frameworks existing in the market for
Android applications.
2.1.1 Appium
Appium [14] is a framework to develop tests for mobile
applications for iOS and Android. It supports Android tak-
ing advantage of UI Automator [11] and Selendroid [5], iOS
through UI Automation and web with the Selenium drive for
Android and iOS. Internally, it uses the JSONWrite proto-
col to interact with Android and iOS. One of the advantages
is that it is possible to develop test scripts in almost every
programming language but it’s necessary to code to develop
tests – something that our framework wants to remove.
2.1.2 Calabash
Calabash [26] is a framework for native or hybrid applica-
tions, Android and iOS. Calabash tests are described in Cu-
cumber [15] and then converted to Robotium [19] or Frank
[24] in real time (if the application is for Android or iOS,
respectively). It supports about 80 controllers and new con-
trollers can be implemented in Java or Ruby. Its simple
syntax allows people without much technical knowledge to
run tests on both platforms but it is necessary to use the
terminal and have some scripting skills.
2.1.3 Robotium
Robotium [19] was one of the most used frameworks in the
early days of the appearance of Android. This framework
was created to make easier to test user interfaces for Android
applications. It is open-source and extends JUnit, but, as
with Appium [14], it is necessary to code to develop those
tests.
2.1.4 Selendroid
Selendroid [5] is a framework to automate tests for native
or hybrid mobile applications. It is possible to write tests
using the Application Programming Interface (API) of Se-
lenium 2 because Selendroid reuses the same infrastructure
of Selenium for the web. It can be used in emulators or real
devices, being mostly used for testing the user interface.
2.1.5 Espresso
The Espresso framework [12] provides a set of APIs to
build user interface tests for Android applications. With
the provided APIs it is possible to write automatic tests that
are concise and that run reliably. Espresso is more suited
to write tests using the white-box technique, where the test
code uses implementation details from the application to be
tested.
2.1.6 UI Automator
IU Automator [11] provides a set of APIs to build tests
that interact with the user or system. With these APIs it is
possible to perform operations such as open a Settings menu
or launch an application in a test device. This framework
is suited to write tests using the black-box technique, where
the test code does not depend on details of the internal im-
plementation of the application being tested.
2.1.7 Ranorex
Ranorex [9] is a Graphical User Interface test automation
framework for testing mobile, desktop and web applications.
It is provided by Ranorex GmbH and it uses standard pro-
gramming languages such as VB.NET and C#, working on
top of the Windows operating system. It has an editor,
Ranorex Studio, where developers can perform coding, de-
bugging and project management activities.
2.1.8 Research frameworks
Kim et al [13] proposed a method of developing perfor-
mance tests. For that is used a database established through
the performance tests conducted on the Android emulator
to the level of unit test. It also provides a tool that supports
the proposed method for performance testing.
Amalfitano et al [2] proposed a framework that uses an al-
gorithm that tracks an application and automatically builds
an application UI template and get test cases that can be au-
tomatically executed. This framework is developed in con-
junction with the Robotium [19] to analyze the components
of an Android application running. Using this information,
generates events that may be triggered for various trace com-
ponents and detect faults.
Delamaro et al [4] proposed a framework to perform tests
using the technique of white-box mobile applications. This
technique is supported by a testing environment that pro-
vides generation facilities, execution and data collection,
comparing the static analysis results with results obtained
during execution.
2.1.9 Summary
Currently, there are already plenty of frameworks to de-
velop tests for Android applications. However, almost all, in
addition to the prerequisites, require a set of configuration
and coding activities to develop tests. Even when it is not
necessary to code, it’s necessary to know how to manipu-
late the command line to run tests or to see the results of
those testes. On the other hand, nowadays, the sensors are
widely used and their testing is very important and these
frameworks don’t support tests for all sensors available in
the device.
In Table 1 it is presented the framework’s summary in or-
der to compare them: if they support tests based on some
high-level tests specification (for instance a XML or JSON
file as input of tests defined with Cucumber), if they allow
to test all types of sensors as GPS, accelerometer, among
others, and if it is necessary to program in order to develop
tests. Most frameworks do not allow testing all types of
sensors. Despite Calabash being close to fulfill all the re-
quirements of Table 1, our framework differs from Calabash
because it allows testing all types of sensors and it is not
necessary to know how to manipulate the command line:
it’s all done in an appealing interface.
2.2 Acceptance and regression testing frame-
works
This section provides a short overview of some acceptance
and regression test automation frameworks existing in the
market, accessible to some extent for non programmers.
2.2.1 FitNesse
Specification based Sensors Test Code Abstraction
Appium No Partially No
Calabash Yes Partially Yes
Robotium No Partially Yes, with Recorder
Selendroid No No No
Espresso No Partially No
UI Automator No Partially No
Ranorex No Partially Yes, with Recorder
Table 1: Comparative analysis of test automation frameworks for mobile applications
FitNesse [6] is an open-source framework where customers,
testers and programmers can test and collaborate to learn
what their software should do and can compare its required
features with what it actually does. It is based on the Frame-
work for Integrated Tests (FIT) and tests can be written
in many languages such as Java or Python. Despite this
framework providing a high-level of abstraction from code
to define tests in a tabular way, it’s necessary to write some
fixture code to link the defined tests to the implementation
under test.
2.2.2 Robot Framework
Robot Framework [7] is an open-source test automation
framework for acceptance testing. Test cases are defined in
a simple scripting notation, utilizing a keyword-driven test-
ing approach. New keywords can be created by composing
existing ones (using the same syntax that is used to create
test cases) or by extending keyword libraries implemented
in Python or Java. This framework provides a lot of ab-
straction from code but it’s often necessary to implement
application specific keywords in Java or Python.
2.2.3 Robotium Recorder
Robotium Recorder [23] is an extension of Robotium, with
an annual cost, which is used to develop regression tests for
Android applications using the record-playback technique.
Interactions of the user with the device or emulator can be
recorded into a test script, which can be replayed later au-
tomatically. It has the limitation of just generating tests for
user interactions with the device’s UI and being applicable
only for regression testing (and not for initial testing).
2.2.4 Ranorex Recorder
Ranorex Recorder [9] is a part of Ranorex with the func-
tionality of capture-replay, which provides maintainable record-
ings via user actions in the application under test (AUT),
transform those actions into code and generates report files
for error detection. It has limitations similar to Robotium
Recorder.
2.2.5 Summary
Both the FitNesse and Robot frameworks allow defining
tests without coding, even if later it is necessary to write
some code to automate the tests defined. Although they at-
tempt to abstract the person who develops the test from the
code, Robotium Recorder and Ranorex Recorder are suit-
able for regression tests and mainly focused on user inter-
actions. The approach followed in our framework aims at
further simplifying test definition (by just selecting actions
and writing values to insert / find in the application) and
eliminating any need to write fixture code.
3. THE MT4A FRAMEWORK
3.1 Architecture and functioning
Figure 1 depicts the architecture of Mobile Testing For
All (MT4A) for developing and executing tests for Android
applications without programming. The architecture is di-
vided in three components: Server, Desktop and Device/em-
ulator.
Figure 1: Framework architecture (annotated UML
deployment diagram).
The life-cycle of a test, represented graphically in Figure
2, starts at the Desktop node.
The users starts by logging into the MT4A Client Appli-
cation (MT4A-CA). The login system was designed to allow
users developing their own test suites for one or more pack-
ages.
At the desktop application the user can then see which
devices or emulators are connected to the desktop computer
through adb and then, choosing one of these devices, can see
all the packages installed in that device (it’s also possible to
see the application name and icon if that application is at
Google Play Store). The user has to select the target appli-
cation in the desktop application (Client App.), identifying
it by its name or package.
Then the user develops the tests just using clicks and en-
tering some values that identify the elements that wants to
interact or to be inserted in the application.
A JSON file containing the specifications that the user
is defining in the desktop application is created in parallel
while the user develops a test and is stored in the server.
Figure 2: Test flow.
Later, when the user activates the option to run a test,
the corresponding file is sent to the device or emulator using
the Android Debug Bridge (adb) [10] and the Test Runner,
which is responsible for reading the test specification file and
run the tests, is also triggered via adb.
Then, the Test Runner in the device/emulator layer runs
the tests step by step and notifies the server about the suc-
cess or failure status of a particular step via web-sockets.
This means that the Internet is a requirement but if at one
step of the test, the device/emulator does not have access
to the Internet, the status of each step will be saved to be
sent later when the Internet is on or the test ends.
In the server layer, when the server is notified with the
status of a step by the device, it notifies the Client App.
with the same status, and the result is displayed to the user.
3.2 Technologies used
To develop this framework we used several technologies.
In the computer layer, it is used Electron, allowing us to
“Build cross platform desktop apps with JavaScript, HTML,
and CSS” [8] for OS X, Windows and Linux. Inside Electron
we used javascript (AngularJS and NodeJS) to build all the
User Interface (UI) and all the controllers that build the
tests.
In the device layer, we used Java and the Android SDK
and the UI Automator framework as a base for our own
framework.
In the server layer, we used NodeJS to build the logic
and MongoDB for our database where we stored the tests
developed by the users.
To inject sensor data from the APK to the emulator, it is
used a telnet client that communicates with the emulator.
The communication between the desktop computer and
the device is made via adb and the device-server and server-
desktop communications are implemented with sockets.
3.3 Test actions
To build the tests we support a set of actions listed below
together with a illustrative example:
• Press – can be used to tap or press on a button or
other user interface element;
• Insert – can be used to insert a value in an input box;
• Check – can be used to check if internet connection
or device location is on/off;
• Wait – can be used to wait for some element to appear
on the screen;
• Set – can be used to turn on and off internet connec-
tion or device location;
• Verify – can be used to verify an incoming or outgoing
sms, mms or call;
• Inject – can be used to inject values into sensors, for
instance accelerometer or GPS.
The user can choose one of these actions to make a step
for a particular test and the next things to provide for the
chosen action depends of which action he chooses for that
step.
4. EXAMPLE: FALL DETECTION APP
For demonstration and validation purposes, we used an
example from the AAL4ALL project [1], related with a fall
detection Android application.
In this application, when a person falls, the application
detects the fall using the smartphone’s accelerometer and
provides the user a message which indicates that it has de-
tected a drop giving the possibility for the user to confirm
whether he/she needs help. If the user responds that he/she
does not need help (the fall was slight, or it was just the
smartphone that fell to the ground), the application does
not perform any action; however, if the user confirms that
needs help, the application raises two actions in parallel. On
the one hand, it makes a call to a previously clearcut number
to contact a health care provider (in this case can be a formal
or informal caregiver); on the other hand, it sends the fall
occurrence for a Personal Assistance Record database and
sends a message to a portal that is used by a caregiver (e.g.
a doctor or nurse) that is responsible for monitoring this
care receiver. The last two actions are performed through a
central component of the ecosystem called AALMQ (AAL
Message Queue), which allows incoming messages to be for-
warded to multiple subscribers. Before the application starts
monitoring falls, it is necessary to configure login credentials
and a number to contact in case of fall.
4.1 A simple test
Suppose that a user needs to create a test to check the
login process in the fall detection app. With our framework,
after installing the desktop application, the user is already
prepared to create this test. After login (or register if the
user doesn’t have an account) the user can select the device
(and install the Test Runner if he/she is using the framework
for the first time) and then the AUT. At the Client App.,
the devices and applications lists appear as shown in Figure
3.
Figure 3: Devices and packages listed at the Client
App
The next step is to construct the test. In our framework
the test is constructed step by step where each step is one
action that Test Runner will run in the AUT. In this partic-
ular case, to test the login process, the user needs to perform
two steps:
1. insert his ID Card number
2. press a button
To build a test with these steps, the user needs to create
a new test step, select an ”insert” action, choose the text
to insert and choose the element to insert the text (identi-
fied by its placeholder). Then, create a new step, choose a
”press” action and select the element to press (in this case,
the button, using his text). In Figure 4, on the left side, it
is represented the AUT for this test case and, on the right
side, the test created with MT4A to test the login process.
Now that the user has finished the test, he can run it and
see the results in the Client App. The result of each step is
presented to the user as shown in Figure 5. If one step fails,
a red cross appears instead of the green check mark and a
message shows the reason of failure.
4.2 A complex test
Let’s suppose another scenario. The user needs to create
a test to check if a fall occurs when the device is faced with
some values at the accelerometer and needs to check if a call
is made after the fall. To test this, the steps are:
1. inject values into the accelerometer
2. wait for an alert asking the user if he actually fall
3. press the ”Yes” button
Figure 4: AUT at left and test creation with our
framework at right
Figure 5: Test result at our framework
4. check if a call is made by the application to a pre-
defined number
The user can make this test through our framework with
a few clicks and providing one TXT file with ”X Y Z” ac-
celerometer values to inject. Unfortunately, the accelerome-
ter only can be tested in the Android emulator because it is
not possible to inject real data into real devices’ accelerom-
eters.
In Listing 1 it is shown an example of the JSON file gen-
erated by the MT4A-CA for the complex test. This file is
sent via adb to the device or emulator for being parsed by
the Test Runner and injected into the AUT.
Listing 1: JSON file generated to be used to test the
AUT
[ { "type": "details",
"name": "Test a fall with a call
after",
"package_id": "pt.sapo.aal4all",
"test_id": "d6dc0d12 -7280 -46fc -
9605 -5363ed"},
{ "step": 1,
"type": "inject",
"sensor": "accelerometer",
"file" : "accelerometer_values.txt
"},
{ "step": 2,
"type": "wait",
"ui_object": {
"find_text": {
"starts_with": "Did you
fall"
}},
"timeout" : "15000" },
{ "step": 3,
"type": "press",
"ui_object": {
"find_text": {
"equals": "Yes"
}}},
{ "step" : 4,
"type" : "wait",
"call" : {
"status" : "outgoing",
"number" : "123456789"
},
"timeout" : "3000"}]
5. VALIDATION
In order to validate the proposed framework, we con-
ducted an experiment with 22 volunteers (IT professionals),
half with programming skills and half without programming
skills. The participants were asked to create and execute two
tests cases for the SensorFall AAL app [16] using the MT4A
framework - a simple test case and a complex test case (the
same test cases described in section 4), within a defined time
limit for each test case. We collected the time spent by each
participant for each test case. Tables 2 e 3 shows the cor-
responding statistics for the simple and complex test case,
respectively, considering only the volunteers that succeeded
in creating and executing the test cases.
Programmers Non-programmers
Mean (seconds) X1 = 107.89 X2 = 118.5
Standard deviation SX1 = 12.14 SX2 = 11.22
Participants n1 = 9 n2 = 10
Table 2: Results for the simple test
Programmers Non-programmers
Mean (seconds) X1 = 425.3 X2 474.55
Standard deviation SX1 = 64.46 SX2 = 59.44
Participants n1 = 10 n2 = 11
Table 3: Results for the complex test
The results show that, on average, the time spent by pro-
grammers and non-programmers are very close. To verify if
the difference of means are statistically significant, we per-
formed a Student’s t-test, which is a test to analyze the
means of two populations through the use of statistical anal-
ysis [20].
The two-sample t-test for unpaired data is defined as:
H0 : µ1 = µ2
Ha : µ1 6= µ2
where µ1 and µ2 represent the average times for the popu-
lations of programmers and non-programmers, respectively.
The first step to verify if the means are not statistically
significant is to calculate the t value and the freedom’s de-
grees. To find these values will be used the Equations 1,
2 and 3, corresponding to the t statistic, grand standard
deviation and degrees of freedom, respectively.
t =
X1 −X2
SX1X2 ·
√
1
n1
+ 1
n2
(1)
SX1X2 =
√
(n1 − 1)S2X1 + (n2 − 1)S2X2
n1 + n2 − 2 (2)
d.o.f = n1 + n2 − 2 (3)
For the simple test case, we get t = -1.9806, SX1X2 =
11.66 and d.o.f = 17. From the table of critical values for
two tailed test with unpaired values [21], we get the critical
value 2.11 for d.o.f = 17 and a significance level of 5%. Since
|t|<2.11, we conclude that the difference of averages of the
two groups is not statistically significant, for a significance
level of 5%.
For the complex test, we get t = - 1.8588, SX1X2 = 61.86
and d.o.f = 19. From the table of critical values for two tailed
test with unpaired values [21], we get the critical value 2.093
for d.o.f = 19 and a significance level of 5%. Since |t|<2.093,
we conclude that, in the complex test case, the difference of
averages of the two groups is also not statistically significant,
for a significance level of 5%.
These results show that, with our framework, people with-
out programming skills can not only create automated tests
for mobile applications but also that the time spent in cre-
ating and executing such tests is similar to the time spent
by people with programming skills.
6. CONCLUSIONS AND FUTUREWORK
In this paper it was presented a framework to develop
tests for Android applications without programming that
supports testing all types of sensors. All the tests can be
made with an appealing user interface via a desktop app.
With this framework, we expect to motivate more peo-
ple to develop tests for Android applications. Experimental
results show that, with our framework, people without pro-
gramming skills can develop and execute tests with a similar
time compared with people with programming skills.
As future work, we intend to: implement an option to run
the same test in multiple devices at the same time; develop
a new module to allow this framework to be included in con-
tinuous integration systems; implement an option to create
and edit tests collaboratively; extended the framework to
iOS and Windows Phone.
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