We present a new compound graph layout algorithm based on traditional force-directed layout scheme with extensions for nesting and other application-specific constraints. The algorithm has been successfully implemented within Patika, a pathway analysis tool for drawing complicated biological pathways with compartmental constraints and arbitrary nesting relations to represent molecular complexes and pathway abstractions. Experimental results show that execution times and quality of the produced drawings with respect to commonly accepted layout criteria and pathway drawing conventions are quite satisfactory.
Introduction
The notion of compound graphs has been used in the past to represent more complex types of relations or varying levels of abstractions in data [10, 8] . One such application is in bioinformatics; Patika (Pathway Analysis Tool for Integration and Knowledge Acquisition) is a software tool providing an integrated, multiuser environment for visualizing and manipulating network of cellular events [4] .
There has been a great deal of work done on general graph layout [5] but considerably less on layout of compound graphs [14, 12, 2, 6] , which has mostly focused on layout of hierarchical graphs.
There have been a few studies done specifically for layout of biological pathways as well, focusing on metabolic pathways [11, 1, 13] . Certain tools such as Patika enforce a more restricted ontology to represent signaling pathways whose underlying graph structure can be arbitrarily more complicated and irregular.
A layout algorithm for signaling pathways was proposed and implemented within Patika earlier [9] . However neither this algorithm nor any of the previously proposed ones address advanced pathway representations including nested drawings, intergraph relations, and application-specific constraints such as compartmental constraints at the same time. In this paper we describe a new algorithm for layout of compound pathway graphs.
Pathway Model
The structure of pathway graphs highly depend on the type of pathways (e.g., metabolic or signaling) and the model or ontology used to represent the biological To whom correspondence should be addressed. phenomenon. We assume the ontology described in [3] , which represents a cellular process in the form of a directed compound pathway graph ( Figure 1 ).
Layout Algorithm
A force-directed layout algorithm with constraints to satisfy general drawing conventions in compound pathway graphs has been chosen. Basically, it is a virtual dynamic system in which nodes are assumed to be physical objects with a certain "electrical charge", connected via "springs" of a pre-specified desired length. Objects pull or repel each other depending on current lengths of any connected springs. In addition, relatively minor repulsion forces act on any pair of objects that are too close to each other to avoid node-to-node overlaps. Furthermore, each nested graph including the root of the nesting hierarchy is assumed to have a dynamic (with respect to the graph bounds) center of gravity. Thus the optimal layout is regarded as the state of this system in which total energy is minimal [7] . The following additions are made to this basic model ( Figure 2) :
-An expanded node and its associated nested graph are represented as a single entity, similar to a "cart" which can move freely in every direction. Multiple levels of nesting is modeled with smaller carts on top of larger ones. -The nodes and edges of a nested graph are set in motion on this cart, confined within its bounds. Each cart is assumed to be surrounded by a material, elastic enough to adapt to the current bounds of the associated nested graph. Thus, as nodes of the nested graph are pushed out, expanding the nested graph, the expanded node adjusts its bounds accordingly. -To avoid overlaps of variably sized nodes, desired edge lengths are calculated using parts of edges in between borders of end-nodes. -Intergraph edges are treated specially; their desired lengths are set to be proportional to the nesting depth of the graphs their end nodes belong to. We also apply relativity constraint forces or simply relativity forces on each substrate, product and effector states to position them properly around associated transition(s). The convention is to align substrates and products of a transition on opposite sides of the transition to form a certain flow direction. When calculating relativity forces, we first determine a flow, called orientation, for each transition by simply looking at current, relative positions of their associated substrates and products. Then each associated state of the transition is applied a relativity force to respect this orientation (Figure 3) .
Another important constraint is due to cellular locations of biological nodes (compartments) represented by rectangular regions. The layout algorithm must keep each biological node within the bounds of the associated compartment and must enlarge or shrink it as required by the geometry of the pathway.
The algorithm is composed of three phases preceded by initialization:
Initialization: Initial node and compartment sizes, and threshold values for convergence are calculated as well as initial random positions of nodes. In addition, for efficiency and quality reasons parts of the given pathway that are trees are temporarily removed. The remaining part of the pathway forms the "skeleton" of the pathway graph.
Phase 1:
In this phase the skeleton graph is laid out using the spring embedder model described earlier but relativity and gravitational forces are disabled.
Phase 2:
Trees reduced earlier on are introduced back level by level in this phase, also taking relativity and gravitational forces into account.
Phase 3:
This phase is the stabilization phase where we "polish" the layout.
algorithm CompoundLayout() (1) call Initialization() (2) set phase to 1 (3) if layout type is incremental then (4) increment phase to 3 (5) while phase ≤ 3 do (6) set step to 1, error to 0 (7) while (step < maxIterCount(phase) and error > errorThreshold(phase)) or !allTreesGrown do (8) call ApplySpringForces() (9) call ApplyRepulsionForces() (10) if phase = 1 then (11) call ApplyGravitationForces() (12) call ApplyRelativityForces() (13) call CalcNodePositionsAndSizes() (14) call UpdateCompartmentBounds() (15) if phase = 2 and !allTreesGrown and step % growStep = 0 then (16) call GrowTreesOneLevel() (17) increment step by 1 (18) increment phase by 1 A quick analysis reveals that the running time of layout is O(k · n 2 ) where n is the total number of nodes in the compound pathway, and k is the number of iterations required to reach an energy minimal state.
Implementation
The algorithm has been implemented within the Patika editor built on top of Tom Sawyer Software's GET for Java ver. 5.5. The results have been found satisfactory as far as the general graph drawing criteria such as number of crossings and total area are concerned. In addition, application-specific constraints such as compartmental constraints and relative positioning constraints seem to be highly satisfied. Figures 4 and 5 show sample pathway drawings produced. From the theoretical analysis given earlier, a quadratic behavior of execution time versus number of nodes is expected, assuming k does not grow in the order of the graph size. The experiments validate this argument.
