




































































































































































































































































































BAB 1 PENDAHULUAN 
1.1 Latar Belakang 
Kesehatan amerupakan ahal ayang asangat apenting a gar amanusia adapat abertahan 
ahidup adan amelakukan a ktivitas. aPentingnya akesehatan aini amendorong apemerintah 
auntuk amendirikan alayanan akesehatan, a gar amasyarakat adapat amengakses 
akebutuhan akesehatan. aLayanan akesehatan adalah  asalah asatu ajenis  alayanan apublik 
yang merupakan aujung atombak adalam apembangunan  akesehatan amasyarakat 
a(aNafsiah, 2000). a 
Rumah asakit a dalah alayanan akesehatan auntuk amelakukan aupaya ameningkatkan 
akesehatan, amencegah adan amenyembuhkan apenyakit, aserta amemulihkan 
akesehatan. aPengelolaan aunit ausaha arumah asakit amemiliki akeunikan atersendiri 
akarena aselain asebagai aunit abisnis, abaik aitu arumah asakit amilik apemerintah a taupun 
amilik aswasta. aUsaha arumah asakit ajuga amemiliki amisi asosial ayang aberperan apenting 
adalam ahal akesehatan ayang amerupakan asuatu aunit ausaha ajasa ayang amemberikan ajasa 
apelayanan asosial adibidang amedis aklinis ayang diperkuat oleh Departemen Kesehatan 
RI (1999). aSalah asatu alayanan akesehatan apublik adi asalah satu kota abesar di Jawa 
Timur seperti  aMalang adalah arumah asakit. 
Hakikat adasar adari arumah asakit a dalah apemenuhan akebutuha dari atuntutan 
apengguna ayang amengharapkan apenyelesaian amasalah akesehatannya  adengan 
aberbagai a kses auntuk amendapatkannya. aMasyarakat amemandang abahwa ahanya 
arumah asakit ayang amampu amemberikan apelayanan amedis terbaik asebagai aupaya 
apenyembuhan adan apemulihan a tas arasa asakit ayang adideritanya, auntuk aitu arumah 
asakit apada aumumnya aharus amemberikan apelayanan ayang abermutu asesuai adengan 
astandar ayang aditetapkan adan adapat amenjangkau aseluruh amasyarakat (Departemen 
Kesehatan RI, 1999).  
aSekarang aini amasyarakat adapat aberobat ake arumah asakit adengan amenggunakan 
abermacam-macam a suransi akesehatan ayang atersedia, abaik aitu a suransi akesehatan 
ayang aberasal adari apemerintah a taupun aswasta. Dengan a danya aberbagai amacam 
a suransi akesehatan ayang atersedia aseperti aAdMedika, aABDA, aAllianz, aBPJS, aMandiri 
aInHealth, aPrudential, adll amenimbulkan aberbagai amasalah. aMasyarakat ayang 
amemiliki asalah asatu ajenis a suransi akesehatan akebingungan adalam amencari arumah 
asakit ayang amenerima a suransi akesehatan ayang adia amiliki akarena atidak asemua arumah 
asakit amenerima a suransi akesehatan ayang adimiliki aoleh amasyarakat atersebut.  
aMasyarakat ayang asaat aposisi agawat adarurat adan amembutuhkan apenanganan adokter 
asecara acepat aharus amenemukan arute ake arumah asakit aterdekat. aBila arumah asakit 
ayang adituju atidak amenerima a suransi akesehatan ayang amasyarakat apunya adan 
aterlambat adalam apenanganannya, amaka a kan aberakibat afatal abahkan adapat 
aberujung akematian (Thabrany, 2001). 
Berdasarkan uraian tersebut, diharapkan permasalahan masyarakat di Kota 
Malang dapat diselesaikan dengan melakukan pencarian rumah sakit berdasarkan 
preferensi asuransi kesehatan menggunakan GPS & API Google Maps dengan 





















adigunakan adalam apenelitian aini akarena abanyaknya apengguna aAndroid adi aIndonesia 
yang diperkuat oleh Brodkin (2012). GPS & API Google Maps digunakan untuk 
merouting dari lokasi pengguna ke lokasi rumah sakit. Sedangkan Agile System 
Development digunakan karena bila sewaktu-waktu ada asuransi kesehatan atau 
rumah sakit yang baru tidak perlu diadakan perombakan sistem secara besar-
besaran karena adanya Iterative dan Incremental. Kemudian karena akan 
banyaknya pengguna yang akan memakai aplikasi ini Agile System Development 
sangat baik digunakan karena adanya keterlibatan pengguna secara langsung 
dalam pembuatannya dan dapat merubah requirement sewaktu-waktu yang 
mana mungkin pengguna membutuhkan fitur tersebut. Diharapkan dengan 
mendapatkan data asuransi yang diterima oleh rumah sakit di Kota Malang akan 
lebih mudah mencari rumah sakit yang menerima asuransi kesehatannya. Dimana 
dalam proses pembuatan akan mencari tahu bagaimana analisis kebutuhan, 
perancangan sistem dan implementasi dari perangkat lunak, juga diperlukan 
sebuah pengujian apakah perangkat lunak tersebut sudah sesuai perancangan 
dengan validity testing dan dapat diterima oleh pengguna dalam sebuah usability 
testing. 
1.2 Rumusan Masalah 
Berdasarkan auraian alatar abelakang atersebut, amaka adalam apelaksanaan 
apenelitian aini, adirumuskan abeberapa arumusan amasalah asebagai aberikut: 
1. Bagaimana ahasil analisis akebutuhan, aperancangan sistem dan aimplementasi  
aAplikasi aMobile aLocation aBased aService aberbasis aAndroid auntuk apencarian 
alokasi arumah asakit adi akota aMalang aberdasarkan apreferensi a suransi  
akesehatan ayang adimiliki apengguna? 
2. Bagaimana ahasil avalidity atesting adan ausability atesting adari aAplikasi aMobile 
aLocation aBased aService  aberbasis aAndroid auntuk apencarian alokasi arumah 
asakit adi akota aMalang aberdasarkan apreferensi a suransi akesehatan ayang 
adimiliki apengguna? 
1.3 Tujuan 
Berdasarkan auraian arumusan amasalah atersebut, amaka atujuan ayang ahendak 
adicapai adalam apenelitian aini a dalah: 
1. Untuk amengetahui ahasil a nalisis akebutuhan, aperancangan sistem adan  
aimplementasi aAplikasi aMobile aLocation aBased aService aberbasis aAndroid 
auntuk apencarian alokasi arumah asakit adi akota aMalang aberdasarkan apreferensi 
a suransi akesehatan ayang adimiliki apengguna. 
2. Untuk amengetahui ahasil avalidity  atesting adan ausability atesting aAplikasi aMobile 
aLocation aBased aService  aberbasis aAndroid auntuk apencarian alokasi arumah 























Manfaat ayang adapat adidapatkan adari apenelitian aini  a dalah: 
1. Terciptanya asuatu a plikasi ayang amempermudah adalam amencari arumah asakit 
ayang aterdekat aberdasarkan apreferensi a suransi akesehatan ayang ayang 
adimiliki apengguna. 
1.5 Batasan Masalah 
Untuk amengarahkan apenelitian a gar asesuai adengan apermasalahan ayang atelah 
aditentukan, amaka adiberikan aBatasan amasalah asebagai aberikut: 
1. Studi akasus ayang adigunakan adalam apenelitian aini adi akota aMalang. 
2. Aplikasi  ayang adigunakan auntuk apengembangan a dalah aAndroid aStudio a2.3.3. 
3. aAndroid aminimal aversi aLollipop a- aAndroid a5.1. 
4. Rumah asakit ayang adigunakan adalam apenelitian aini a dalah aRSB. aMardi 
aWaloeja, aRSB. aPermata aHati aMalang, aRSI. aAisyiyah, aRSI. aMalang aUNISMA, 
aRSIA. aGaleri aCandra, aRSIA. aGanesha aMedika, aRSIA. aHusada aBunda, aRSIA. 
aMelati aHusada, aRSIA. aMutiara aBunda aMalang, aRSIA. aPuri aBunda aMalang, 
aRSIA. aPuri aMedika aMalang, aRSIA. aRefa aHusada, aRST. aDr. aSoepraoen, aRSU. 
aBhakti aBunda  aMalang, aRSU. aHermina aTangkubanprahu, aRSU. aLavalette, 
aRSU. aPanti aNirmala, aRSU.Panti aWaluya, aRSU.Permata aBunda aMalang, 
aRSU.Persada, aRSU. aUniversitas aBrawijaya, aRSU. aUniversitas  
aMuhammadiyah aMalang, aRSUD.  aDR. aSaiful aAnwar. 
5. Asuransi  akesehatan ayang adigunakan adalam apenelitian aini a dalah aAA 
aInternasional, aABDA, aAdira, aAdMedika, aAIA, aAllianz, aAstra aLife, aAVIVA, aAXA, 
aBintang, aBPJS, aBRIngin aLife, aCAR, aCHUBB, aCIGNA, aCommon aWealth, aEQUITY, 
aFWD, aGarda aMedika, aGreat aEastern, aHanwha, aI'm aCare a177, aJagadiri,  
aJasindo, aJiwasraya, aKresna, aLippo, aMAG, aMandiri aInHealth, aMedilum, aMega, 
aMNC aLife, aNAYAKA, aPacific aCross, aPan aPacific, aPanin, aPrudential, aReliance, 
aSinarmas, aSMP, aSOS, aTakaful, aTMS. 
6. Implementasi apeta amenggunakan aAPI Google aMaps aAndroid. 
1.6 Sistematika Pembahasan 
Laporan apenelitian aini aditulis adalam agaris abesar alaporan ayang aterdiri adari 
abeberapa abagian/bab  asebagai aberikut: 
BAB a1 aPENDAHULUAN  
Memuat alatar abelakang, arumusan amasalah, atujuan apenelitian, amanfaat 
























BAB a2 aLANDASAN aKEPUSTAKAAN 
Berisi atentang ateori-teori ayang amendasari adan amendukung apembuatan aAplikasi 
aMobile aLocation aBased aService  aberbasis aAndroid auntuk apencarian alokasi arumah 
asakit adi akota aMalang aberdasarkan apreferensi a suransi akesehatan ayang adimiliki. 
BAB a3 aMETEDOLOGI aPENELITIAN 
Memuat ametode apenelitian a tau alangkah-langkah apenelitian ayang adilakukan. 
aLangkah-langkah apenelitian apada abab aini a dalah astudi  apustaka, a nalisis akebutuhan, 
aperancangan asistem, aimplementasi, apengujian, adan apenutup adari alaporan. 
BAB a4 aANALISIS aKEBUTUHAN a 
Bab aini amenguraikan atentang aproses a nalisis akebutuhan. aMenjelaskan aproses 
adan ahasil a nalisis adomain aserta apenggalian  akebutuhan-kebutuhan  ayang amenjadi 
adasar apembangunan  asistem apencarian arumah asakit adi akota aMalang aberdasarkan 
apreferensi a suransi akesehatan. 
BAB a5 aPERANCANGAN aSISTEM a 
Bab aini amembahas aproses aperancangan asistem apencarian arumah asakit adi akota 
aMalang aberdasarkan ahasil a nalisis akebutuhan.  aPada abagian aini adipaparkan ahasil 
arancangan a rsitektur, adeskripsi atiap akomponen apenyusun, aserta amodel adata ayang 
a da adalam asistem. 
BAB a6 aIMPLEMENTASI a 
Bab aini a kan amembahas amengenai ahasil aproses aimplementasi arancangan 
asistem  apencarian arumah asakit adi akota aMalang ayang adiperoleh amelalui atahapan 
aperancangan asistem.  aDalam abagian aini adipaparkan apenjelasan amengenai abahasa 
apemrograman ayang adigunakan, ametode ayang adigunakan, aserta aprosedur-prosedur 
ayang adilakukan apada apembuatan aperangkat alunak.  a 
BAB a7 aPENGUJIAN a 
Bab aini amenguraikan astrategi apengujian, adata ahasil, adan a nalisis ahasil adari 
akegiatan apengujian asistem apencarian arumah asakit adi akota aMalang ayang atelah 
adirancang adan adiimplementasikan asebelumnya akemudian adilakukan aevaluasi adari 
apengujian atersebut a pakah a plikasi asudah asesuai. 
BAB a8 aPENUTUP 
Bab aini amenguraikan atentang aringkasan adari akeseluruhan aproses 
apengembangan asistem adan amemaparkan ahasil apencapaian adari apenelitian 
apengembangan aini. aSelain aitu, apada abagian aini a kan adicantumkan apesan adan asaran-























BAB 2 LANDASAN KEPUSTAKAAN 
Bagian aini aberisi auraian adan apembahasan atentang ateori, akonsep, amodel, 
ametode, adan asistem adari aliteratur ayang aberkaitan adengan atema, amasalah, a tau 
apertanyaan apenelitian yang diperkuat oleh Mahsun (2011). aSeluruh auraian adan 
apembahasan aini adigunakan asebagai adasar adalam amelaksanakan apengembangan  
a plikasi amobile alocation abased aservice aberbasis aAndroid auntuk apencarian alokasi 
arumah asakit adi aKota aMalang aberdasarkan apreferensi a suransi akesehatan adengan 
ametode a gile asystem adevelopment  
2.1 Tinjauan Pustaka 
Penelitian aterdahulu ayang amenjadi abahan akajian apustaka autama adalam 
apenelitian aini a dalah apenelitian aberjudul “Rancangbangun  aPencarian aLokasi aRumah 
aSakit adan aPuskesmas adi aWilayah aTegal aBerbasis aAndroid” (aHartantyo, a2014). a 
Dalam apenelitian atersebut apengembangan asistem aberusaha  amengembangkan 
asebuah asistem untuk amempermudah amasyarakat adalam amencari asebuah ainformasi 
atentang alokasi arumah asakit adan apuskesmas adi awilayah aTegal. aAkan atetapi, 
aberdasarkan apenelusuran ayang adilakukan, apengembangan asistem aini abelum adi abuat 
adi aKota aMalang ayang amana amerupakan asalah asatu akota abesar adi aJawa aTimur. 
aDengan adasar atersebut, apenelitian aini a kan amengembangkan asebuah asistem 
atentang alokasi arumah asakit ayang asama atetapi adi awilayah aKota aMalang. 
2.2 Asuransi Kesehatan 
Asuransi  akesehatan merupakan abentuk akerja asama auntuk amenghindari a tau 
ameminimalkan risiko terjadinya kematian.  aKetika aseorang amenderita asuatu 
apenyakit a tau amengalami akecelakaan asering amuncul a danya akerugian afinansial  
(terganggunya apenghasilan a tau apengeluaran auntuk apengobatan).  aAsuransi  
akesehatan adidesain auntuk amenyediakan asantunan ayang adigunakan auntuk 
amembayar asebagian adari akerugian afinasial atersebut. aAsuransi akesehatan 
aperawatan arumah asakit a dalah a suransi akesehatan ayang amemberikan asantunan 
akesehatan akepada aseseorang a(tertanggung) aberupa asejumlah auang auntuk abiaya 
apengobatan  adan aperawatan abila adiluar akehendaknya aia adiserang apenyakit. aSebagai 
aimbalan a tas asantunan akesehatan ayang adiberikan aoleh apenanggung  amaka 
atertanggung amembayar apremi akepada apenanggung, apada aumumnya adibayar 
asecara aberkala, amisal abulanan, atriwulan, asemester a tau atahunan. aPolis ayang 
adigunakan adapat aberupa apolis aseumur  ahidup a(wholelife) a tau apolis aberjangka 
a(term-life) (Thabrany, 2001). 
Masalah ayang aterjadi adi akota aMalang abanyak amasyarakat ayang amemiliki 
a suransi akesehatan aseperti aAdMedika, aABDA, aAllianz, aBPJS, aMandiri aInHealth, 
aPrudential, adll ayang amenimbulkan amasalah abaru adi akota aMalang (Prawoto, aAgus, 
a1995). aMasyarakat ayang amemiliki asalah asatu ajenis a suransi  akesehatan akebingungan 
adalam amencari arumah asakit ayang amenerima a suransi akesehatan ayang adia amiliki 





















amasyarakat atersebut. aMasyarakat ayang asaat aposisi agawat adarurat adan 
amembutuhkan apenanganan adokter asecara acepat aharus amenemukan arute ake arumah 
asakit aterdekat. aBila arumah asakit ayang adituju atidak amenerima a suransi akesehatan 
ayang amasyarakat apunya adan aterlambat adalam apenanganannya, amaka a kan 
aberakibat afatal abahkan adapat aberujung akematian. 
2.3 Location Based Service (LBS) 
Location aBased aService a(LBS) a dalah alayanan auntuk amenyediakan ainformasi 
ayang atelah a da adibuat, adikompilasi, adipilih, a tau adisaring adengan 
amempertimbangkan alokasi asaat aini apengguna a tau aorang alain a tau abenda abergerak. 
aMereka ajuga adapat amuncul abersamaan adengan alayanan akonvensional aseperti 
atelepon adan afitur anilai  atambah aterkait, amisalnya auntuk adirealisasikan aperutean 
apanggilan aberbasis alokasi a tau apengisian aberbasis  alokasi. aDaya atarik ahasil aLocation 
aBased aService a dalah adari afakta abahwa apeserta amereka atidak aperlu amemasukkan 
ainformasi alokasi asecara amanual, atetapi amereka asecara aotomatis aditunjuk adan 
adilacak (Wiley, a2005). 
Karena aitu, ateknologi autamanya a dalah apositioning, adimana aberbagai ametode 
a da ayang aberbeda asatu asama alain adalam asejumlah akualitas aparameter adan akeadaan 
alainnya. aBegitu ainformasi alokasi aditurunkan, aperlu adiproses adalam abeberapa acara, 
atermasuk atransformasi ake adalam aformat aruang alain asistem areferensi, akorelasinya 
adengan ainformasi alokasi a tau akonten ageografis alainnya, agenerasi apeta, a tau 
aperhitungan apetunjuk  anavigasi, auntuk abeberapa anama asaja (Putro, A., Tolle, H., & 
Kharisma, A, 2017). 
Location aBased aService adalam apenelitian aini adipakai asebagai adasar apembuatan 
a plikasi ayang amana adigunakan adalam apencarian alokasi arumah asakit ayang aberada adi 
akota aMalang. aLocation aBased aService a kan amenunjukan alokasi adari apengguna adan 
alokasi arumah asakit. 
2.4 API Google Maps 
API Google Maps adalah fungsi-fungsi pemrograman yang disediakan oleh 
Google maps agar Google maps dapat di integrasikan kedalam Web atau aplikasi 
yang sedang buat. Contoh sederhanya misalkan anda ingin membuat Sistem 
informasi Geografis kampus di Jogja, dengan memanfaatkan API Google Maps 
anda dapat membuat GIS tanpa perlu memikirkan Peta Jogja, anda tinggal pake 
Google maps dan memanggil fungsi fungsi yang dibutuhkan seperti menampilkan 
peta, menempatkan marker dan sabagainya. Google Place API ini adalah API wajib 
yang harus dikuasai untuk membuat aplikasi Location based service. (Ingraham, 
2012). 
GPS & API Google Maps digunakan untuk amenunjukan alokasi adari apengguna 






















aAndroid a dalah asistem aoperasi aberbasis aLinux  ayang adirancang auntuk aperangkat 
abergerak alayar asentuh aseperti atelepon apintar  adan akomputer atabelt.  aAndroid 
a walnya adikembangkan aoleh aAndroid, aInc., adengan adukungan afinansial adari aGoogle, 
ayang akemudian amembelinya apada atahun a2005 (Elgin, a2005). 
aAndroid adikembangkan asecara apribadi  aoleh aGoogle asampai aperubahan aterbaru 
adan apembaruan asiap auntuk adirilis, adan ainformasi amengenai akode asumber ajuga amulai 
adiungkapkan akepada apublik. aKode asumber aini ahanya a kan aberjalan atanpa  amodifikasi 
apada aperangkat atertentu, abiasanya apada aseri aNexus. aAda abinari atersendiri ayang 
adisediakan aoleh aprodusen a gar aAndroid adapat aberoperasi (McCann, 2012). 
aAndroid adigunakan adalam apenelitian aini akarena abanyaknya apengguna aAndroid 
adi aIndonesia yang diperkuat oleh Brodkin (2012). aAndroid aminimal ayang adapat 
adigunakan auntuk amenjalankan a plikasi a dalah aversi aLollipop a- aAndroid a5.1 
2.6 Agile System Development 
Agile  aDevelopment aMethods  a dalah metodologi apengembangan aperangkat 
alunak ayang adidasarkan apada aprinsip-prinsip ayang asama a tau apengembangan asistem 
ajangka apendek  ayang amemerlukan a daptasi acepat adari apengembang  aterhadap 
aperubahan adalam  abentuk a papun.  aAgile system development adengan exploratory 
testing memiliki empat fase utama yaitu analysis, learn, test design dan test 
execution yang dapat dilihat pada Gambar 2.1 yang mana merupakan  asalah asatu 
adari ametodologi apengembangan aperangkat alunak  ayang adigunakan adalam 
apengembangan aperangkat alunak. Agile system development adengan exploratory 
testing yang sebenarnya merupakan jenis pengujian fungsional tetapi penting 
dalam lingkungan Agile. Dalam hal ini, penguji tidak mengikuti langkah-langkah 
pengujian, melainkan menggunakan perangkat lunak dengan cara standar atau 
cerdas untuk mencoba memecahkannya. Penguji ini tentang mengembangkan 
pengujian terbaik berdasarkan setiap perangkat lunak unik. Karena pendekatan 
tanpa naskah, exploratory testing sering meniru bagaimana pengguna akan 
berinteraksi dengan perangkat lunak dalam kehidupan nyata (Ambler,  2012). 
Apa bedanya dengan Waterfall Testing standar? Exploratory testing 
sebenarnya dapat dilakukan di lingkungan Waterfall Testing dan Agile, tetapi 
integrasi ketat antara penguji dan pengembang di lingkungan Agile membantu 
mengurangi hambatan yang mungkin muncul saat menjalankan exploratory 
testing di lingkungan Waterfall. Exploratory testing dapat membantu mengurangi 
waktu pengujian yang dihabiskan, menemukan lebih banyak errors dan 
meningkatkan cakupan kode. Akibatnya, pengujian eksploratif paling sesuai untuk 
yang berada di bawah batasan waktu yang perlu membantu mengidentifikasi jenis 
fungsionalitas terbaik untuk dijalankan (terutama dalam kasus di mana tidak ada 
spesifikasi dari pengembang) (Ambler, 2012). 
Agile  aSystem aDevelopment adigunakan adalam apenelitian aini a karena bila 
sewaktu-waktu ada asuransi kesehatan dan rumah sakit yang baru di Kota Malang 





















alunak ayang aiteratif, aselalu amengalami aperubahan, adan aevolusioner asangat 
adipertimbangkan asangat asesuai auntuk a plikasi aini akedepannya akarena a kan a da 
aevaluasi a plikasi akedepannya ademi akenyamanan, aefektifitas adan aefisiensi 
apengguna adalam apemakaian a plikasi akedepannya.  
 
Gambar 2.1 Agile Exploratory Testing  
Sumber: https://d1f5pmhur9pirz.cloudfront.net/wp-
content/uploads/2017/08/exp.jpg 
2.7 Konsep Rekayasa Aplikasi Perangkat Bergerak 
Rekayasa aperangkat alunak a dalah asatu abidang aprofesi ayang amendalami acara-
cara apengembangan aperangkat alunak atermasuk apembuatan, apemeliharaan, 
amanajemen aorganisasi apengembanganan aperangkat alunak  adan amanajemen 
akualitas. aIEEE aComputer aSociety amendefinisikan arekayasa aperangkat alunak asebagai 
apenerapan asuatu apendekatan ayang asistematis, adisiplin adan aterkuantifikasi a tas 
apengembangan, apenggunaan  adan apemeliharaan aperangkat alunak, aserta astudi a tas 
apendekatan-pendekatan aini, ayaitu apenerapan apendekatan aengineering a tas 
aperangkat alunak  (Abran & Moore, 2004). 
Pada afase aperancangan, akebutuhan ayang atelah adidapatkan adimodelkan 
amenjadi adiagram. aDiagram abertujuan auntuk  amemudahkan adokumentasi adari 
a plikasi ayang asedang adikembangkan. aDiagram ayang aperlu adibuat a dalah asebagai 
aberikut: 
1. Use acase adiagram  adigunakan auntuk amenggambarkan acara akerja asistem 
asecara aumum adan adidalam apenelitian aini dengan aktor yaitu pengguna yang 























Tabel 2.1 Simbol-simbol di dalam Use Case Diagram 
No Nama aSimbol Deskripsi 
1 Use aCase 
 a a a a a a 
Merupakan afungsionalitas ayang amemiliki abentuk asistem 
asebagai aunit a- aunit ayang asaling abertukar apesan 
2 Aktor 
 
Merupakan arepresentasi a ktor adalam a plikasi 
3 Asosiasi 
 
Merupakan arepresentasi akomunikasi a ntar a ktor a tau ause acase 
4 Ekstensi/extend 
 a a a a a a a a<<extend>> 
 
Merupakan arelasi ause acase atambahan 
5 Generalisasi 
 
Merupakan ahubungan ageneralisasi 
6 Include 
 a a a a a a a a<<include>> 
 
Merupakan ause acase  atambahan ayang amerupakan asyarat auntuk 
adijalankanya ause acase aini 
2. Pembuatan ause acase ascenario adigunakan auntuk amenggambarkan a lur akerja 
asistem ayang adijalankan. aDi apenelitian aini asistem adijalankan amenjadi atiga 
belas ause acase ascenario ayang amana amenggambarkan apengguna adari a wal 
asistem adimulai asampai a khir asistem adijalankan (aCockburn, 2002). 
Tabel 2.2 Simbol-simbol di dalam Use Case Scenario 
Flow aof aevents ayaitu a liran a- a liran aevent 
Actors Aktor ayang abersangkutan 
Objective Merupakan atujuan ayang a kan adicapai 
Pre-condition Berisi akondisi a- akondisi asebelumnya 
Main aflow Berisi a liran autama 
Alternative aflows Berisi a liran a- a liran a lternatif 
Post-condition Berisi akondisi a- akondisi asetelahnya 






















3. Sequence adiagram adigunakan auntuk amenggambarkan acara akerja a ktor 
aberinteraksi adengan asistem. aDi apenilitian aini amenggambarkan a ktor 
aberinteraksi adengan asistem aperaksi ayang adilakukan aoleh a ktor (OMG, a2011). 
Tabel 2.3 Simbol-simbol di dalam Sequence Diagram 
No Nama asymbol Definisi 
1 Aktor 
 




Merupakan aboundary aclass ayang amenghubungkan a ntara a ktor 








Merupakan acontrol aclass adan amerupakan arepresentasi akontrol 
5 
 
Merupakan arepresentasi aobjek 
4. Class adiagram  a dalah ajenis astatis adiagram astruktur ayang amana adi apenilitian 
aini amenggambarkan astruktur adari asuatu asistem adengan amenunjukkan 
asistem akelas, a tribut amereka, aoperasi (atau ametode), adan ahubungan a ntara 
aobjek-objek (Sparks, 2011). 
Tabel 2.4 Simbol-simbol di dalam Class Diagram 






































Merupakan arelasi a ntar akelas 
 
4 Asosiasi aberarah 
 
Merupakan arelasi a ntar akelas ayang abermakna akelas ayang asatu 
adigunakan aoleh akelas ayang alain 
5 Generalisasi 
 
Merupakan aRelasi a ntar akelas adengan aprinsip ageneralisasi 
6 Agregasi 
 
Merupakan arelasi a ntar akelas abermakna asemua abagian 
7 Kebergantungan 
 
Merupakan arelasi akelas ayang abergantung adengan akelas alain 
2.8 Teori Pengujian 
Diperlukannya apengujian asistem ayang atelah adirancang adan adiimplementasikan 
a gar amengetahui akesalahan adan asegala ajenis akemungkinan ayang adapat 
amenimbulkan akesalahan asesuai adengan aspesifikasi a plikasi ayang atelah aditentukan. 
aBerdasarkan astandar aIEEE, apengujian aperangkat alunak ameliputi apengertian 
a ktivitas ayang adilakukan adan amengevaluasi akualitas aproduk adan auntuk 
amengembangkannya adengan amelakkan aindentifikasi akelemahan adan 
apermasalahan ayang aterjadi (Simamarta, 2010). 
Strategi auntuk apengujian aperangkat alunak amengintegrasikan ametode adesain 
akasus auji aperangkat alunak akedalam aserangkaian alangkah ayang adisusun adengan abaik 
adan ahasilnya a dalah akonstruksi aperangkat abergerak ayang aberhasil. aStrategi 
apengujian adapat adilakukan amelalui apengujian atingkat arendah ayaitu apengujian ayang 
adilakukan apada akode aprogram auntuk amembuktikan abahwa asegmen akode asumber 
ayang akecil atelah adiimplementasikan adengan atepat. aSelain aitu aterdapat apengujian 
atingkat atinggi ayang amemvalidasi afungsi-fungsi asistem amayor ayang atidak asesuai 
adengan akebutuhan apengguna a(Pressman, 2001). a 
Pada a plikasi apencarian arumah asakit adi aKota aMalang aberdasarkan apreferensi 
a suransi akesehatan aini adilakukan apengujian adengan amenggunakan avalidity testing  
auntuk amemvalidasi afungsi a– afungsi a plikasi amayor ayang atidak asesuai adengan 
akebutuhan apengguna, aserta adilakukan ausability atesting auntuk amengukur akepuasan 
a kan akemudahan apenggunaan adan akebermanfaatan ayang adiberikan aoleh asistem. 





















2.8.1 Validity Testing 
Validity atesting a plikasi apencarian arumah asakit adi akota aMalang aberdasarkan 
apreferensi a suransi akesehatan adicapai amelalui asederetan apengujian ablackbox ayang 
amenampilkan akesesuaian asistem adengan apersyaratan akebutuhan ayang atelah 
adidefinisikan apada ause acase adiagram adan ause acase ascenario. aPengujian 
amenguraikan akelas–kelas apengujian ayang a kan adigunakan auntuk  amengungkap  
akesalahan aketika aterjadi apenyesuaian asistem adengan apersyaratan.  aPengujian adan 
askenario auji akeduanya adidesain auntuk amemastikan a pakah asemua apersyaratan 
afungsional aterpenuhi  apada asistem, asemua apersyaratan akinerja atercapai, adan 
adokumentasi adibuat adengan abenar (Pressman, 2001). 
2.8.2 Usability Testing 
Pada apenelitian aini, ausability atesting  adilakukan auntuk amengkaji  adan amenilai 
aseberapa amudah apenggunaan a plikasi ayang adibuat.  aArtinya akata a“usability” asendiri  
amengacu apada asuatu ametode auntuk amelakukan aimprovisasi aterhadap aease-of ause 
aselama aproses aperancangan. aUsability  atesting amencakup tiga akomponen ayaitu 
(Nielsen, 2012): 
1. Learnability 
Semudah a pa apengguna adapat amempelajari apenggunaan aproduk atersebut 
apada apertama akali apenggunaan. 
2. Efficiency 
Secepat a pa apengguna adapat amelakukan atugasnya. 
3. Satisfaction 
Bagaimana atanggapan apengguna aterhadap arancangan aproduk asecara 
akeseluruhan. 
1. Kuisioner aUSE 
Dalam apenelitian aini, a cuan akuesioner ayang adipakai a dalah akuesioner aUSE. 
aKuesioner aUSE amerupakan amedia akuesioner auntuk  amengukur  ausability adengan 
amemakai atiga aparameter adari lima komponen usability testing yaitu akegunaan 
(usefullness), akepuasan a(satisfaction) adan akemudahan apenggunaan a(ease aof ause) 
karena sesuai dengan pengembangan dalam penelitian ini yang mana akan banyak 
pengguna yang akan menggunakan aplikasi ini.  aEase aof ause amerupakan asebuah 
aparameter ayang adibagi amenjadi adua afaktor ayaitu akemudahan adalam apenggunaan 
a(ease aof ause) adan akemudahan adalam amempelajari a plikasi a(ease aof alearning) (Aelani 
& Falahah, 2012). 
Contoh abeberapa apertanyaan adalam akuesioner aUSE a dalah asebagai aberikut: 
1. Usefulness 
a. Aplikasi aini adalam apengerjaanya amemenuhi aekspektasi asaya. 
b. Aplikasi aini amembuat asaya amenjadi alebih aproduktif. 





















2. Ease aof aUse 
a. Aplikasi aini amudah adigunakan. 
b. Aplikasi aini auser-friendly. 
c. Aplikasi aini afleksibel. 
3. Ease aof aLearning 
a. Aplikasi aini adapat adengan amudah adan acepat asaya apelajari. 
b. Aplikasi aini amudak adiingat adalam apenggunaanya. 
4. Satisfaction a 
a. Aplikasi aini amenyenangkan auntuk adigunakan. 
b. Saya amerasa asaya aharus amemiliki a plikasi aini. 
2. Skala aLikert 
Skala aLikert adalam apenelitian aini adigunakan asebagai a cuan apenilaian adan a nalisis 
ahasil adalam amelakukan asurvei auntuk akeperluan ausability atesting. aMetode aLikert 
amerupakan asuatu ametode apenentuan askala adalam apernyataan asikap ayang 
amenggunakan adistribusi  arespons asebagai adasar apenentuan anilai askalanya. aNilai adari 
askala aLikert atergantung adari asuatu akebutuhan. aSkala aLikert amenjabarkan avariabel 
ayang adiukur amenjadi  aindikator avariabel adimana aindikator atersebut akemudian 
adijadikan asebagai atitik atolak  auntuk amenyusun abutir-butir ainstrumen ayang adapat 
aberupa apernyataan a tau apernyataan (Risnita, 2014). 
Jawaban asetiap apertanyaan a tau apernyataan ayang amenggunakan askala aLikert 
amempunyai agradiasi adari asangat apositif asampai asangat anegatif ayang adapat aberupa 
akata-kata asebagai acontoh: 
a. Sangat asetuju 
b. Setuju 
c. Netral 
d. Tidak asetuju 
e. Sangat atidak asetuju 
Untuk akeperluan a nalisis akuantitatif, amaka ajawaban atersebut adapat adiberi  askor 
ayang aditunjukkan apada aTabel a2.5. 
Tabel 2.5 Penilaian Jawaban Kuantitatif 
Jawaban Skor 
Sangat asetuju 5 
Setuju 4 
Netral 3 
Tidak Setuju 2 























Perhitungan askala aLikert aditerapkan auntuk amendapatkan aindeks apersentase 
ausability atesting.  aPersamaan a1 adigunakan auntuk amenghitung atotal askor adengan 
anilaiSTS amerupakan ajumlah adari ajawaban asangat atidak asetuju, anilaiTS amerupakan 
ajumlah ajawaban atidak asetuju, anilaiN amerupakan ajumlah adari ajawaban anetral, anilaiST 
amerupakan ajumlah ajawaban asetuju adan anilaiSS amerupakan ajumlah ajawaban asangat 
asetuju. 
Persamaan 2 digunakan auntuk amenghitung anilai aY ayang adidapatkan adari 
aperkalian aSkorLikertTertinggi adengan aJumlahResponden. aDimana adalam apenilaian 
ajawaban akuantitatif apada aTabel a2.5. askor atertinggi a dalah apada ajawaban asangat 
asetuju ayang abernilai lima. aPersamaan a3 adigunakan auntuk amenghitung aindeks 
apersentase ayang adidapatkan asetelah amelakukan aperhitungan aTotalSkor adari 




Y aSkorLikerTertinggi  aJumlahResponden     (2) 
 























BAB 3 METODOLOGI PENELITIAN 
Pada bab ini dijelaskan langkah-langkah yang akan dilakukan dalam analisis 
kebutuhan, perancangan sistem, implementasi dan pengujian dari aplikasi 
perangkat bergerak yang akan dikembangkan. Kesimpulan dan saran disertakan 
sebagai catatan atas sistem dan kemungkinan arah pengembangan dimasa yang 






















Gambar 3.1 Metodologi Penelitian 
3.1 Studi Pustaka 
Studi pustaka adalah suatu tahapan dalam penelitian dimana melakukan 
pengumpulan informasi dan referensi dari sumber pusat informasi seperti e-book, 
jurnal, ataupun website resmi. Hasilnya adalah teori-teori pendukung penelitian, 

































1. Asuransi Kesehatan 
2. Location Based Service 
3. API Google Maps 
4. aAndroid 
5. Agile System Development 
6. Konsep Rekayasa Aplikasi Perangkat Bergerak 
7. Teori Pengujian 
3.2 Analisis Kebutuhan 
Analisis kebutuhan dilakukan setelah data yang diperlukan untuk penelitian 
didapatkan. Kemudian membuat kebutuhan fungsional dan non-fungsional yang 
dibutuhkan untuk membangun sistem dalam penelitian ini. Kemudian dilakukan 
identifikasi kebutuhan dilakukan dengan memberi penomoran pada tiap 
kebutuhan yang telah digali dan digambarkan dengan Use Case Diagram dan Use 
Case Scenario agar mengetahui. 
3.2.1 Pengumpulan Data 
Pengumpulan data untuk pembuatan sistem dilakukan dengan survey ke 
Rumah Sakit di Kota Malang yang dilakukan selama satu bulan dua minggu yang 
dimulai dari tanggal 15 Maret hingga 13 April 2018. Info yang di ambil dari adalah 
nama rumah sakit, titik koordinat latitude dan longitude setiap rumah sakit, nomor 
telepon rumah sakit dan menanyakan asuransi kesehatan apa saja yang diterima 
oleh rumah sakit tersebut hanya untuk rawat jalan. Latitude dan longitude dari 
rumah sakit dicari menggunakan fitur Park Here yang ada di Google Maps. Metode 
ini dirasa cukup baik digunakan di kota besar karena banyaknya menara BTS yang 
membuat pengambilan latitude dan longitude dapat akurat. Form survey dengan 
format dapat ditemukan dalam bagian lampiran (Lampiran A) dan hasil dari survey 
dapat ditemukan dalam bagian lampiran (Lampiran B). 
3.2.2 Analisis Agile System Development 
Agile System Development dalam analisis kebutuhan digunakan untuk 
menentukan kebutuhan fungsional apa saja yang dibutuhkan oleh pengguna.  
Agile System Development sangat baik digunakan karena adanya keterlibatan 
pengguna secara langsung dalam pembuatannya dan dapat merubah requirement 
sewaktu-waktu yang mana mungkin pengguna membutuhkan fitur tersebut. 
Iterasi dapat dilakukan berulang-ulang bila pengguna memerlukan suatu 
kebutuhan fungsional agar mempermudah pengguna dalam pencarian rumah 





















3.3 Perancangan Sistem 
Tahap perancangan dilakukan untuk mengubah model kebutuhan menjadi 
model perancangan sistem yang berupa rancangan detail arsitektur perangkat 
lunak, rancangan struktur data, dan rancangan komponen yang diperlukan untuk 
mewujudkan sistem. Perancangan menggunakan pendekatan user experinece 
dengan alur proses kerja sistem yang digambarkan dengan perancangan arsitekur 
sistem, perancangan basis data dan komunikasi, perancangan uml yang terdiri dari 
perancangan activity diagram, perancangan class diagram dan perancangan 
sequence diagram, serta perancangan aplikasi yang terdiri dari screenflow, 
wireframe dan mockup UI. 
3.4 Implementasi  
Implementasi tahap realisasi rancangan perangkat lunak menjadi sistem yang 
dapat dioperasikan. Tahap ini dilakukan untuk mewujudkan seluruh model yang 
dihasilkan dalam proses perancangan sebagai kode program, yang awalnya 
dilakukan spesifikasi sistem dan memberi Batasan implementasi. Pada akhir tahap 
ini akan didapatkan hasil implementasi basis data, impementasi kode program dan 
implementasi antarmuka yang dapat dioperasikan oleh pengguna. 
3.4.1 Implementasi Sistem Agile System Development 
Agile System Development dalam implementasi digunakan untuk menunjukan 
perubahan dari setiap perubahan fungsional dari setiap iterasi dalam bentuk 
perancangan antarmuka. Iterasi dapat dilakukan berulang-ulang dengan 
menambahkan perancangan yang sebelumnya kebutuhan fungsional telah 
ditambahkan dalam proses analisis kebutuhan. 
3.5 Pengujian  
Pengujian kebutuhan sistem dilakukan dalam dua tingkatan pengujian yaitu 
validity testing dan usability testing. Item yang telah dirumuskan dalam analisis 
kebutuhan akan mencari acuan untuk melakukan validity testing. Pengujian yang 
dilakukan meliputi pengujian dengan metode blackbox menggunakan validity 
testing sistem untuk mengecek apakah semua fungsionalitas sudah berjalan 
seperti yang ada di perancangan. Pengujian kedua dilakukan dengan metode 
usability testing dengan skala Likert dengan mengubilan kepada 20 responden 
yang diperkuat oleh Sauro (2013), yang mana responden memiliki asuransi 
kesehatan tertentu dan responden mencoba sendiri aplikasi Hospital Locator 
dengan memberikan task dalam menjalankan aplikasi yang dilakukan di 
pemukiman warga. Selanjutnya dari hasil pengujian akan dilakukan analisis untuk 
mengetahui hasil dari pengujian yang telah dilakukan. Dokumentasi dari usability 






















Proses ini adalah proses penarikan kesimpulan dari hasil keseluruhan proses 
penelitian serta penarikan saran untuk pembangunan sistem selanjutnya. 
Penarikan kesimpulan dilakukan untuk memperoleh rangkuman hasil seluruh 
proses penelitian pengembangan yang dilakukan. Proses penarikan saran 
dilakukan dengan melakukan evaluasi terhadap seluruh proses yang telah dilalui 
serta hasil pengembangan yang diperoleh dalam penelitian ini. Pada akhir proses 






















BAB 4 ANALISIS KEBUTUHAN 
Pada tahapan ini dilakukan kegiatan pengumpulan data, gambaran umum 
aplikasi, fungsi aplikasi, analisis agile system development, mengetahui kebutuhan 
fungsional, pemodelan kebutuhan sistem, dan non-fungsional, yang akan 
diterapkan sebagai dasar pembangunan sistem. Seluruh tahap tersebut 
diwujudkan dalam beberapa tahap: Hasil dari tahap ini menjadi jawaban atas 
pertanyaan penelitian pertama. 
4.1 Pengumpulan Data 
Pengumpulan data dilakukan selama hampir satu bulan dua minggu dengan 
melakukan survey ke seluruh rumah sakit di Kota Malang dimulai dari tanggal 15 
Maret hingga 13 April 2018. Survey dilakukan dengan memberikan surat survey 
dengan format dapat ditemukan dalam bagian lampiran (Lampiran A). Pencarian 
data berisikan nama rumah sakit, alamat rumah sakit, nomor telepon rumah sakit, 
dan asuransi kesehatan yang diterima rumah sakit hanya untuk rawat jalan. 
Latitude dan longitude dari rumah sakit dicari menggunakan fitur Park Here yang 
ada di Google Maps. Metode ini dirasa cukup baik digunakan di kota besar karena 
banyaknya menara BTS yang membuat pengambilan latitude dan longitude dapat 
akurat. Tujuan dari pengumpulan data adalah sebagai sumber informasi dari 
aplikasi yang diberi nama Hospital Locator yang akan dibuat. dan hasil dari survey 
dapat ditemukan dalam bagian lampiran (Lampiran B). 
4.2 Gambaran Umum Aplikasi 
 
 
















































Gambar 4.1 Story Board Hospital Locator (lanjutan) 
Aplikasi yang mana mempunyai fitur utama untuk menampilkan lokasi rumah 
sakit di Kota Malang. Pengguna dapat memilih untuk melihat lokasi rumah sakit 
tertentu berdasarkan preferensi asuransi kesehatan atau mellihat lokasi seluruh 
rumah sakit yang berada di Kota Malang. Selain itu pengguna dapat juga melihat 
info dari rumah sakit yang ada di Kota Malang yang berisikan nama, alamat, nomor 
telepon, dan asuransi kesehatan yang diterima rumah sakit yang digambarkan 
dalam Gambar 4.1 yang menggunakan aplikasi dari web storyboardthat.com.  
Seperti dalam Gambar 4.1 adalah gambaran sistem dari aplikasi Hospital 
Locator tersedia 24 jam. Hospital Locator menampilkan beberapa asuransi 
kesehatan yang mana sudah diterima di beberapa rumah sakit di Kota Malang. 
Hospital Locator juga dapat merutekan dari lokasi pengguna menuju ke lokasi 
rumah sakit. Dan Hospital Locator juga dapat memiliki inpformasi dari masing-





















4.3 Fungsi Aplikasi 
Secara umum, aplikasi Hospital Locator ini memiliki fungsi sebagai berikut: 
1. Melakukan pendaftaran diri yang berisikan nama, email, password & asuransi 
kesehatan yang dimiliki pengguna sehingga saat pencarian pengguna tidak 
kesulitan saat mencari asuransi miliknya dan dapat terjaga keamanan 
profilenya. 
2. Menampilkan lokasi rumah sakit di Kota Malang dengan preferensi asuransi 
kesehatan yang dimiliki oleh pengguna dan lokasi pengguna dengan 
menggunakan Maps 
3. Menampilkan lokasi seluruh rumah sakit di Kota Malang dan lokasi pengguna 
dengan menggunakan Maps 
4. Menampilkan rute yang dapat dituju dari lokasi pengguna menuju rumah sakit 
dengan aAPI Google aMaps. 
5. Menampilkan Info dari rumah sakit di Kota Malang yang berisikan nama, 
alamat, dan nomor telepon rumah sakit, dan asuransi kesehatan yang diterima 
oleh rumah sakit. 
Tabel 4.1 Tabel Fungsi Produk/Aplikasi 
No Identifikasi Pengguna Karakteristik 
1 Pengguna   Pengguna dapat mendaftarkan dirinya 
dengan menginputkan nama, email, 
password & asuransi kesehatan yang 
dimiliki pengguna sehingga saat 
pencarian pengguna tidak kesulitan saat 
mencari asuransi miliknya dan dapat 
terjaga keamanan profilenya 
 Pengguna dapat melihat lokasi rumah 
sakit dengan berdasarkan preferensi 
asuransi kesehatan yang dia miliki di Kota 























Tabel 4.1 Tabel Fungsi Produk/Aplikasi (lanjutan) 
No Identifikasi Pengguna Karakteristik 
1 Pengguna   Pengguna dapat melihat lokasi seluruh 
rumah sakit di Kota Malang dan lokasi 
pengguna 
 Pengguna dapat melihat rute yang dapat 
ditempuh dari lokasi pengguna menuju 
rumah sakit 
 Pengguna dapat melihat Info dari rumah 
sakit di Kota Malang yang berisikan nama, 
alamat, nomor telepon, dan asuransi 
kesehatan yang diterima rumah sakit 
4.4 Analisis Agile System Development 
Dalam iterasi pertama kebutuhan fungsional aplikasi Hospital Locator 
terdapat delapan fungsional yaitu pencarian rumah sakit berdasarkan asuransi 
kesehatan, pemilihan asuransi kesehatan, menampilkan lokasi pengguna dan 
lokasi rumah sakit, melihat detail rumah sakit, merouting dari lokasi pengguna ke 
rumah sakit, pencarian rumah sakit seluruh Kota Malang, melihat info rumah sakit, 
pemilihan info rumah sakit. 
Setelah pengujian pertama kepada calon pengguna dan masuk dalam tahap 
iterasi kedua, ada pembaruan dalam fungsional sistem dengan menambahkan 
lima fitur tambahan yaitu login, register, view, edit dan menelpon rumah sakit 
yang mana lebih mempermudah pengguna dalam pemakaian aplikasi Hospital 
Locator.  
4.5 Kebutuhan Fungsional 
Kebutuhan fungsional dalam pengembangan ini dirumuskan berdasarkan 
spesifikasi sistem pencarian lokasi rumah sakit di Kota Malang. Berdasarkan dari 
hasil kesimpulan dari fungsi produk/aplikasi yang menjadi dasar pembuatan 
kebutuhan fungsional. 
Definisi tersebut dicatat sebagai bagian dari definisi kebutuhan sistem dan 
diberi kode FRS. Daftar definisi kebutuhan fungsional akhir yang diterapkan dalam 





















Tabel 4.2 Daftar Definisi Kebutuhan Fungsional Sistem 
Nomor Definisi Kebutuhan Use Case Aktor 
FRS_100 
Sistem menyediakan fitur 
bagi pengguna untuk 
melakukan autentifikasi 
Login dengan menginputkan 
email dan password 
Login Pengguna 
FRS_101 
Sistem menyediakan fitur 
bagi pengguna untuk 
Register dirinya agar dapat 
melakukan Login dengan 
menginputkan nama, email, 
password, dan asuransi 
kesehatan yang dimiliki 
Register Pengguna 
FRS_102 
Sistem menyediakan fitur 
bagi pengguna untuk 
melihat data diri yang 
berisikan nama, email, 
password, dan asuransi 
kesehatan yang dimiliki 
View Pengguna 
FRS_103 
Sistem menyediakan fitur 
bagi pengguna untuk 
mengedit data diri yang 
berisikan nama, email, 
password, dan asuransi 


























Tabel 4.2 Daftar Definisi Kebutuhan Fungsional Sistem (lanjutan) 
FRS_104 
Sistem menyediakan fitur 
bagi pengguna untuk 
pencarian rumah sakit di 
Kota Malang berdasarkan 
prefensi asuransi kesehatan 






Sistem menyediakan fitur 
bagi pengguna untuk 
menampilkan daftar seluruh 
nama asuransi kesehatan 
yang mana asuransi 
tersebut telah diterima oleh 






Sistem menyediakan fitur 
bagi pengguna untuk 
menampilkan lokasi 
pengguna dan lokasi rumah 
sakit yang menerima 








Sistem menyediakan fitur 
bagi pengguna untuk 
menampilkan deskripsi 
nama dan alamat rumah 
sakit dalam bentuk Maps 
kemudian menampilkan 
tombol routing  
Melihat detail 























Tabel 4.2 Daftar Definisi Kebutuhan Fungsional Sistem (lanjutan) 
FRS_108 
Sistem menyediakan fitur 
bagi pengguna untuk dapat 





Sistem menyediakan fitur 
bagi pengguna untuk 
menampilkan routing dari 
lokasi pengguna ke lokasi 
rumah sakit yang telah 
dipilih dengan aAPI Google 
aMaps 
Merouting dari 




Sistem menyediakan fitur 
bagi pengguna untuk 
pencarian rumah sakit 
seluruh Kota Malang bagi 
pengguna yang tidak 
memiliki asuransi kesehatan 
Pencarian rumah 




Sistem menyediakan fitur 
bagi pengguna untuk 
mengetahui info dari 
masing-masing rumah sakit 





Sistem menyediakan fitur 
bagi pengguna untuk 
menampilkan daftar nama 



























4.6 Pemodelan Kebutuhan 
 
Gambar 4.2 Use Case Diagram Sistem 
Berdasarkan penggolongan yang telah di lakukan dalam kebutuhan 
fungsional, dilakukan proses pemetaan terhadap kebutuhan fungsional sistem. 
Melalui proses tersebut didapatkan 13 use case fungsi. Pemetaan tersebut, 
kemudian direpresentasikan sebagai use case diagram dalam Gambar 4.2. 
Selain direpresentasikan menggunakan use case diagram, dalam penelitian ini 
juga dilakukan spesifikasi use case yang dipaparkan menggunakan tabel berisi 
penjelasan mengenai aktors, objective, pre-condition, main flow, alternative flow 
(bila terdapat), post-condition dari setiap use case. Spesifikasi-spesifikasi use case 
tersebut dipaparkan dalam Tabel 4.3 hingga tabel Tabel 4.14. 
Tabel 4.3 Use Case Scenario “Login” 
Login 
Actors Pengguna  
Objective Melakukan login kedalam sistem 
Pre-Condition Aktor berada pada halaman login sistem 
Main Flow 1. Aktor dapat memulai login dengan menginputkan email 
dan password yang mana aktor telah mendaftarkan 
sebelumnya 
2. Aktor menekan tombol masuk untuk menjalankan 






















Tabel 4.3 Use Case Scenario “Login” (lanjutan) 
Alternative Flow 1. Bila aktor belum memiliki akun maka aktor harus 
melakukan registrasi terlebih dahulu 
2. Bila aktor menginputkan email/password yang salah 
maka tidak akan masuk ke dalam aplikasi Hospital 
Locator dan akan muncul pemberitahuan 
Post-Condition Masuk ke dalam aplikasi Hospital Locator 
 
Tabel 4.4 Use Case Scenario “Register” 
Register 
Actors Pengguna  
Objective Aktor yang belum mempunyai akun terlebih dahulu harus 
melakukan register 
Pre-Condition Aktor berada pada halaman login sistem 
Main Flow 1. Aktor menekan tombol daftar disini 
2. Aktor menginputkan nama, email, password dan 
asuransi kesehatan yang dimiliki oleh aktor 
3. Aktor menekan tombol daftar dan akan masuk kembali 
ke halaman login system 
4. Aktor mengisikan email dan password untuk masuk ke 
dalam aplikasi Hospital Locator 
Alternative Flow - 
Post-Condition Agar dapat melakukan login ke dalam aplikasi Hospital 
Locator 
 
Tabel 4.5 Use Case Scenario “View” 
View 
Actors Pengguna  
Objective Aktor dapat melihat data diri yang sebelumnya aktor telah 
register datanya 
Pre-Condition Aktor berada pada halaman menu utama sistem 
Main Flow 1. Aktor menekan tombol lihat profil 
2. Aktor diperlihatkan nama, email, password dan asuransi 





















Tabel 4.5 Use Case Scenario “View” (lanjutan) 
Alternative Flow - 
Post-Condition Agar dapat melihat data diri yang berisikan nama, email, 
password, dan asuransi kesehatan yang dimiliki aktor 
 
Tabel 4.6 Use Case Scenario “Edit” 
Edit 
Actors Pengguna  
Objective Melakukan edit di data diri dari pengguna yang sebelumnya 
aktor telah register datanya 
Pre-Condition Aktor berada pada halaman lihat profil 
Main Flow 1. Aktor menekan tombol sunting profil 
2. Aktor diperlihatkan nama, email, password dan asuransi 
kesehatan yang dimiliki oleh aktor 
3. Aktor dapat merubah salah satu data dan memasukan 
inputan baru 
4. Aktor menekan tombol simpan profil 
Alternative Flow - 
Post-Condition Aktor dapat melakukan perubahan data yang sebelumnya 
aktor telah register datanya 
 
Tabel 4.7 Use Case Scenario “Pemilihan Asuransi Kesehatan” 
Pemilihan asuransi kesehatan 
Actors Pengguna  
Objective Melakukan pencarian nama asuransi kesehatan yang 
dimiliki oleh aktor 
Pre-Condition Aktor berada pada halaman pencarian rumah sakit 
berdasarkan asuransi kesehatan  
Main Flow 1. Aktor akan ditampilkan daftar seluruh nama asuransi 
kesehatan yang mana asuransi tersebut telah diterima 
oleh beberapa rumah sakit di Kota Malang dan akan 
memberi tanda di salah satu asuransi yang telah dipilih 























Tabel 4.7 Use Case Scenario “Pemilihan Asuransi Kesehatan” (lanjutan) 
 2. Aktor dapat memulai pencarian asuransi kesehatan 
yang dimiliki oleh aktor dengan memilih dari daftar 
asuransi kesehatan yang telah disediakan oleh sistem 
3. Aktor memilih asuransi kesehatan yang dimilikinya 
Alternative Flow 1. Aktor dapat mencari manual nama asuransi kesehatan 
dengan menginputkan nama asuransi kesehatan yang 
dimiliki oleh aktor di search bar dan memilihnya 
2. Aktor dapat memilih lebih dari satu asuransi untuk 
melihat rumah sakit yang menerima asuransi kesehatan 
Post-Condition Menampilkan lokasi pengguna dan lokasi rumah sakit yang 
menerima asuransi kesehatan dalam bentuk Maps 
 
Tabel 4.8 Use Case Scenario “Menampilkan Lokasi Pengguna Dan Lokasi Rumah 
Sakit Berdasarkan Asuransi Kesehatan” 
Menampilkan lokasi pengguna dan lokasi rumah sakit berdasarkan asuransi 
kesehatan 
Actors Pengguna  
Objective Mengetahui rumah sakit mana saja yang menerima 
asuransi kesehatan yang telah dipilih oleh aktor 
sebelumnya 
Pre-Condition Aktor berada pada halaman maps pencarian rumah sakit / 
halaman awal sistem  
Main Flow 
1. Aktor akan ditampilkan lokasi dia berada saat itu dan 
lokasi beberapa lokasi rumah sakit 
2. Aktor dapat memulai pencarian rumah sakit telah 
disediakan oleh sistem 
3. Aktor memilih rumah sakit 
Alternative Flow 1. Dapat melihat detail dari rumah sakit dengan menekan 
deskripsi nama dan alamat rumah sakit 
2. Dapat merouting dari lokasi pengguna ke lokasi rumah 
sakit menggunakan aAPI Google aMaps 
Post-Condition Menampilkan deskripsi nama dan alamat rumah sakit 























Tabel 4.9 Use Case Scenario “Melihat Detail Rumah Sakit” 
Melihat detail rumah sakit 
Actors Pengguna  
Objective Mengetahui nama, alamat, nomor telepon dan asuransi 
apa saja yang diterima di rumah sakit  
Pre-Condition Aktor berada pada halaman maps pencarian rumah sakit  
Main Flow 1. Aktor akan ditampilkan nama, alamat, nomor telepon 
dan asuransi apa saja yang diterima di rumah sakit yang 
telah dipilih oleh aktor sebelumnya setelah menekan 
deskripsi nama dan alamat rumah sakit 
2. Aktor menekan tombol routing untuk menunjukan rute 
dari lokasi aktor menuju ke lokasi rumah sakit 
Alternative Flow Menelpon rumah sakit 
Post-Condition Menampilkan routing dari lokasi pengguna ke lokasi rumah 
sakit yang telah dipilih dengan aAPI Google aMaps 
 
Tabel 4.10 Use Case Scenario “Menelpon Rumah Sakit” 
Melihat detail rumah sakit 
Actors Pengguna  
Objective Menelpon rumah sakit yang telah dipilih oleh aktor 
sebelumnya  
Pre-Condition Aktor berada pada halaman detail rumah sakit  
Main Flow 1. Aktor akan dapat menelpon rumah sakit bila menekan 
nomor telpon yang tersedia di halaman detail rumah 
sakit 
2. Aktor di tampilkan halaman calling yang mana sudah 
tersedia nomor telepon rumah sakit 
3. Aktor menelpon rumah sakit 
Alternative Flow - 
























Tabel 4.11 Use Case Scenario “Routing Rumah Sakit Berdasarkan Asuransi 
Kesehatan” 
Routing rumah sakit berdasarkan asuransi kesehatan 
Actors Pengguna 
Objective Menuju ke lokasi rumah sakit dari lokasi aktor berada 
Pre-Condition Aktor berada pada halaman maps pencarian rumah sakit / 
detail rumah sakit 
Main Flow 1. Aktor menekan alamat yang tersedia di halaman detail 
rumah sakit 
2. Aktor akan ditampilkan halaman aAPI Google aMaps yang 
telah tersedia routing dari lokasi aktor menuju lokasi 
rumah sakit yang telah dipilih aktor sebelumnya 
3. Aktor akan menekan tombol start untuk memulai 
routing dari lokasi aktor menuju lokasi rumah sakit 
Alternative Flow - 
Post-Condition Sampai pada rumah sakit yang telah dipilih oleh aktor 
sebelumnya 
 
Tabel 4.12 Use Case Scenario “Pencarian Rumah Sakit Seluruh Kota Malang” 
Pencarian rumah sakit seluruh Kota Malang 
Actors Pengguna  
Objective Melakukan pencarian rumah sakit seluruh Kota Malang 
Pre-Condition Aktor berada pada halaman awal dari sistem 
Main Flow Aktor dapat memulai pencarian rumah sakit seluruh Kota 
Malang setelah menekan menu pencarian rumah sakit 
seluruh Kota Malang 
Alternative Flow - 
Post-Condition Menampilkan lokasi pengguna dan lokasi rumah sakit 
seluruh Kota Malang dalam bentuk Maps 
 
Tabel 4.13 Use Case Scenario “Melihat Info Rumah Sakit” 
Melihat Info Rumah Sakit 
Actors Pengguna  






















Tabel 4.13 Use Case Scenario “Melihat Info Rumah Sakit” (lanjutan) 
Pre-Condition Aktor berada pada halaman awal dari sistem 
Main Flow Aktor dapat memulai pencarian info rumah sakit setelah 
menekan menu info rumah sakit 
Alternative Flow - 
Post-Condition Menampilkan daftar nama rumah sakit seluruh Kota 
Malang 
 
Tabel 4.14 Use Case Scenario “Pemilihan Info Rumah sakit” 
Pemilihan info rumah sakit 
Actors Pengguna  
Objective Melakukan pencarian nama rumah sakit yang ingin 
diketahui infonya  
Pre-Condition Aktor berada pada halaman info rumah sakit 
Main Flow 1. Aktor akan ditampilkan daftar seluruh nama rumah sakit 
seluruh Kota Malang 
2. Aktor dapat memulai pencarian rumah sakit yang ingin 
diketahui infonya dengan memilih dari daftar rumah 
sakit yang telah disediakan oleh sistem 
3. Aktor memilih rumah sakit yang ingin diketahui infonya 
Alternative Flow Aktor dapat mencari manual nama rumah sakit dengan 
menginputkan nama rumah sakit yang ingin diketahui 
infonya di search bar dan memilihnya 
Post-Condition Menampilkan info gambar, nama, alamat, nomor telepon, 
dan daftar asuransi kesehatan yang diterima rumah sakit 
4.7 Kebutuhan Non-Fungsional 
Analisis kebutuhan non fungsional adalah analisis untuk mengetahui spesifikasi 
yang dibutuhkan oleh sistem. Sistem pencarian rumah sakit di Kota Malang 
berdasarkan preferensi asuransi kesehatan ini lebih menekankan pada bagaimana 
rancangan dan implementasi aplikasi pencarian dan pemberian informasi dapat 
memberikan kemudahan dan manfaat penggunaan dari sistem terhadap 
pencarian informasi saat terjadi permasalahan kesehatan. Pengujian yang 
digunakan untuk mengukur kepuasaan tersebut ialah usability testing yang 
diharapkan dari hasil pengujian tersebut dapat mendapatkan feedback dari 






















BAB 5 PERANCANGAN SISTEM 
Pada bab ini akan membahas mengenai perancangan aplikasi yang akan di 
bangun. Perancangan yang akan membahas lebih detail tentang perancangan 
aplikasi berdasarkan analisis kebutuhan yang telah dilakukan sebelumnya. Seluruh 
tahap tersebut diwujudkan dalam beberapa tahap: Hasil dari tahap ini menjadi 
jawaban atas pertanyaan penelitian pertama. 
5.1 Perancangan Arsitektur Sistem 
Sistem pencarian rumah sakit di Kota Malang berdasarkan preferensi asuransi 
kesehatan dibangun dengan menggunakan konsep client dan server. Perancangan 
arsitektur sistem dibuat untuk menjelaskan bagaimana arsitektur sistem akan 
diimplementasikan. Dalam perancangan arsitektur sistem ini menggunakan 
pendekatan Location Based Service (LBS) seperti yang digambarkan pada Gambar 
5.1. 
Sistem client dibuat dengan bahasa pemrograman Java dan XML yang 
merupakan bagian dari pembuatan aplikasi native dari Android dengan 
memanfaatkan beberapa sensor dari smartphone Android tersebut. Sensor yang 
akan digunakan antara lain GPS, dan internet yang berguna untuk client. 
Sedangkan untuk sistem server dibangun dengan menggunakan bahasa 
pemrograman PHP, dengan menggunakan Framework Codeigniter karena 
menggunakan pattern MVC yang mana sesuai dengan perancangan dalam 
penelitian ini. Web Service digunakan untuk menjembatani komunikasi antara 
client dan server, dimana proses pertukaran data yang terjadi antara client dan 
server dikirim menggunakan format JSON. Admin ditugaskan untuk mengupload 
semua data yang dibutuhkan oleh database untuk aplikasi Hospital Locator. 
 
Gambar 5.1 Arsitektur Sistem Pencarian Rumah Sakit di Kota Malang 






















5.2 Perancangan UML 
Unified Modelling Language (UML) adalah sebuah bahasa yang telah menjadi 
standar dalam industri untuk visualisasi, merancang dan mendokumentasikan 
sistem piranti lunak. UML menawarkan sebuah standar untuk merancang model 
sebuah sistem. UML sesuai dengan kata terakhir dari kepanjangannya, UML itu 
adalah salah satu bentuk language atau bahasa. Menurut pencetusnya, UML di 
definisikan sebagai bahasa visual untuk menjelaskan, memberikan spesifikasi 
sistem. 
5.2.1 Perancangan Activity Diagram 
Activity diagram digunakan untuk memodelkan aktifitas antara pengguna dan 
sistem yang berjalan berdasarkan pada use case scenario yang telah dibuat dalam 
Tabel 4.3 hingga Tabel 4.14. Berikut ialah activity diagram pada sistem pencarian 
rumah sakit di Kota Malang berdasarkan preferensi asuransi kesehatan. 
1. Activity Diagram View & Edit 
Pada Gambar 5.2 menjelaskan alur dalam mengakses view dan edit data 
menggunakan aplikasi, pada saat menekan tombol lihat profil didalam menu 
utama. 
 






















2. Activity Diagram Pencarian Rumah Sakit Berdasarkan Preferensi Asuransi 
Kesehatan 
Pada Gambar 5.3 menjelaskan alur dalam mengakses pencarian rumah sakit 
berdasarkan preferensi asuransi kesehatan menggunakan aplikasi, pada saat 
menekan tombol pencarian rumah sakit berdasarkan preferensi asuransi 
kesehatan didalam menu utama. 
 























3. Activity Diagram Pencarian Rumah Sakit Seluruh Kota Malang 
Pada Gambar 5.4 menjelaskan alur dalam mengakses pencarian rumah sakit 
seluruh Kota Malang menggunakan aplikasi, pada saat menekan tombol pencarian 
rumah sakit seluruh Kota Malang didalam menu utama. 
 






















4. Activity Diagram Melihat Info Rumah Sakit 
Pada Gambar 5.5 menjelaskan alur dalam mengakses melihat info rumah sakit 
menggunakan aplikasi, pada saat menekan tombol info rumah sakit didalam menu 
utama. 
 
Gambar 5.5 Activity Diagram Info Rumah Sakit 
5.2.2 Perancangan Class Diagram 
Perancangan class diagram digunakan untuk menampilkan sejumlah kelas dan 
package yang ada pada sistem perangkat lunak yang dikembangkan. Class 
diagram merupakan diagram yang menunjukkan hubungan antar kelas dalam 
sistem yang sedang dibangun dan membentuk suatu relasi. Perancangan ini akan 
menampilkan perancangan class diagram fitur fitur utama dari aplikasi client. 
Pada Gambar 5.6 ditunjukan class diagram pada aplikasi yang merupakan dari 
Config. Dimana terdapat class Config dan auth. Config dan auth adalah penyedia 
layanan dari masuknya database dari server yang disimpan sementara di kelas 






















Gambar 5.6 Class Diagram Config 
Pada Gambar 5.7 ditunjukan class diagram pada aplikasi yang merupakan 
kumpulan dari Controllers. Dimana terdapat class ak, rs, ak_rs, rs_ak, listAk, listRs, 
listAkRs, dan listRsAk. ak, rs, ak_rs, dan rs_ak adalah tempat inisiasi dari database 
yang sebelumnya disimpan sementara di kelas config. listAk, listRs, listAkRs, dan 
listRsAk adalah kelas yang menampilkan list dari kelas ak, rs, ak_rs, rs_ak yang 
telah diinisiasi di dalam masing-masing kelas. 
 






















Pada Gambar 5.8 ditunjukan class diagram pada aplikasi yang merupakan 
kumpulan dari Adapter. Dimana terdapat AKAdapter, RSAdapter, InfoAdapter, 
MyApplication, dan MyDividerItemDecoration. AKAdapter, RSAdapter, 
UserAdapter dan InfoAdapter adalah kelas yang menyediakan tampilan yang akan 
di kelas yang berada di package models. MyApplication dan 
MyDividerItemDecoration adalah penyedia layanan bagi keempat kelas 
AKAdapter, RSAdapter, UserAdapter dan InfoAdapter. 
 
Gambar 5.8 Class Diagram Adapter 
Pada Gambar 5.9 ditunjukan class diagram pada aplikasi yang merupakan 
kumpulan dari db. Dimana terdapat class DbHelper_AK, DbHelper_RS, 
DbHelper_AK_RS, DbHelper_RS_AK, Queris_AK, Queris_RS, dan Queris_AK_RS. 
DbHelper_AK, DbHelper_RS, DbHelper_AK_RS, dan DbHelper_RS_AK adalah 
pembuat database ke dalam Android yang sebelumnya datanya telah diinisiasi di 
kelas ak, rs, ak_rs, dan rs_ak. DbHelper_AK, DbHelper_RS, dan DbHelper_AK_RS 























Gambar 5.9 Class Diagram db 
Pada Gambar 5.10 ditunjukan class diagram pada aplikasi yang merupakan 
kumpulan dari Respone. Dimana terdapat class ApiClient, Login, LoginRequest, 
LoginRespone, PostEditData, PostRespone, RegisterData, RegisterRequest, 
RegisterRespone, ViewData. Yang mana digunakan sebagai database sementara 
dan diinisiasikan dikelas itu untuk dipakai pada kelas Login_Activity, 
Register_Activity, View_Activity & Edit_Activity. Masing-masing dari tiap class 
yang ada di package Respone merepresentasikan setiap class yang ada di kelas 






















Gambar 5.10 Class Diagram Respone 
Pada Gambar 5.11 ditunjukan class diagram pada aplikasi yang merupakan 
kumpulan dari Models. Dimana terdapat class Daftar_Asuransi, Daftar_RS, 
Info_RS, Main_Activity, Maps_Asuransi, Non_Asuransi, dan SplashScreen. 





















yang datanya diambil dari AKAdapter, RSAdapter, UserAdapter dan InfoAdapter 
yang mana sebagai sourcenya. Main_Activity adalah penghubung database dari 
Android ke aplikasi yang mana data yang telah diinsiasi sebelumnya dimasukan ke 
dalam aplikasi. Maps_Asuransi digunakan untuk menampilkan rumah sakit 
berdasarkan asuransi kesehatan yang mana data tersebut didapatkan dari kelas 
DBHelper_AK_RS dan Queries_AK_RS. Non_Asuransi digunakan untuk 
menampilkan rumah sakit seluruh Kota Malang, hampir sama seperti kelas 
Maps_Activity tetapi mengambil data dari kelas DBHelper_RS dan Queries_RS. 
SplashScreen digunakan untuk menampilkan tampilan splash screen pada awal 
aplikasi dibuka. 
 






















5.2.3 Perancangan Sequence Diagram 
Pada sequence diagram akan memodelkan bagaimana perilaku yang dilakukan 
antara aktor didalam sistem berdasarkan waktu yang runtut. Berikut merupakan 
diagram-diagram sequence pada sistem pencarian rumah sakit di Kota Malang 
berdasarkan preferensi asuransi kesehatan berdasarkan dari use case scenario 
yang telah dibuat sebelumnya dalam Tabel 4.3 hingga Tabel 4.14. 
1. Sequence Diagram View & Edit 
Gambar 5.12 merupakan diagram sequence untuk login dan register. Diagram 
ini menggambarkan interaksi ketika pengguna ingin melakukan login ke dalam 
aplikasi dan mendaftar melalui aplikasi dan selanjutnya aplikasi mengambil data 
dari server untuk masuk ke dalam aplikasi. 
 
Gambar 5.12 Sequence Diagram Login & Register 
2. Sequence Diagram Pencarian Rumah Sakit Berdaasarkan Asuransi Kesehatan 
Gambar 5.13 merupakan diagram sequence untuk proses pencarian rumah 
sakit berdasarkan asuransi kesehatan. Diagram ini menggambarkan interaksi 
ketika pengguna ingin mencari rumah sakit dengan preferensi kesehatan yang 
dimiliki oleh pengguna melalui aplikasi dan selanjutnya aplikasi mengambil data 






















Gambar 5.13 Sequence Diagram Pencarian Rumah Sakit Berdasarkan Asuransi 
Kesehatan 
3. Sequence Diagram Pencarian Rumah Sakit Seluruh Kota Malang 
Gambar 5.14 merupakan diagram sequence untuk proses pencarian rumah 
sakit seluruh Kota Malang. Diagram ini menggambarkan interaksi ketika pengguna 
ingin mencari rumah sakit yang berada di Kota Malang melalui aplikasi dan 






















Gambar 5.14 Sequence Diagram Pencarian Rumah Sakit Seluruh Kota Malang 
4. Sequence Diagram Info Rumah Sakit 
Gambar 5.15 merupakan diagram sequence untuk proses melihat info rumah 
sakit. Diagram ini menggambarkan interaksi ketika pengguna ingin mengetahui 
info rumah sakit yang berada di Kota Malang melalui aplikasi dan selanjutnya 
























Gambar 5.15 Sequence Diagram Info Rumah Sakit 
5.3 Perancangan Basis Data dan Komunikasi Data 
Perancangan basis data diperlukan untuk menggambarkan bagaimana data 
yang diperlukan sistem akan disimpan. Pada penelitian ini perancangan basis data 
direpresentasikan dalam bentuk ERD (Entity Relationship Diagram). ERD 
menunjukkan hubungan yang terjadi di antara objek (entitas) yang terlibat dalam 
suatu database. ERD berisi komponen-komponen himpunan entitas dan 
himpunan relasi yang masing-masing dilengkap dengan beberapa atribut yang 
mempresentasikan seluruh fakta yang ditinjau dari keadaan yang nyata. 
Perancangan basis data sistem ini terdapat empat buah tabel yaitu tabel 
asuransi kesehatan, tabel rumah sakit, tabel penghubung asuransi kesehatan 
dengan rumah sakit dan tabel pengguna. Tabel pertama yaitu tabel asuransi 
kesehatan digunakan untuk menyimpan data nama-nama asuransi kesehatan 
dengan id asuransi kesehatannya. Kedua tabel rumah sakit digunakan untuk 
menyimpan data rumah sakit yang terdiri dari id rumah sakit, nama rumah sakit, 





















longitude rumah sakit. Ketiga adalah tabel penghubung asuransi kesehatan 
dengan rumah sakit yang mana digunakan untuk menghubungkan antara data di 
tabel asuransi dan tabel tabel rumah sakit yang berisikan id penghubung, id 
asuransi dan id rumah sakit. Tabel itu akan membuat tabel baru yang berisikan id 
penghubung, id rumah sakit, nama rumah sakit, alamat rumah sakit, nomor 
telepon rumah sakit, latitude rumah sakit, longitude rumah sakit, id asuransi dan 
nama asuransi. Keempat adalah tabel pengguna digunakan untuk menyimpan 
data penguna yang terdiri dari id pengguna, nama pengguna, password pengguna, 
email pengguna dan asuransi kesehatan yang dimiliki pengguna.  
 
Gambar 5.16 ERD Sistem Hospital Locator 
ERD dari sistem Hospital Locator dapat dilihat pada Gambar 5.16. Detail atribut 
tiap basis data dijelaskan pada Tabel 5.1. 
Tabel 5.1 Data Atribut tiap Basis Data 











































Perancangan komunikasi data antara aplikasi client dan database 
menggunakan web service. Proses pengiriman data menggunakan format data 
string dan file gambar yang hendak diterima oleh aplikasi server untuk disimpan. 
Proses pengiriman data dari database ke client menggunakan format data JSON, 
yang nantinya hendak di ubah oleh aplikasi client menjadi objek. Tabel 5.2 
menjelaskan salah satu contoh format pertukaran data antara aplikasi client dan 
database. 
Tabel 5.2 Rancangan Komunikasi Data 
Definisi Kebutuhan Use Case Format Data 
Sistem menyediakan fitur 
bagi pengguna untuk 
melakukan autentifikasi 
Login dengan 






























Tabel 5.2 Rancangan Komunikasi Data (lanjutan) 
Sistem menyediakan fitur 
bagi pengguna untuk 
Register dirinya agar dapat 
melakukan Login dengan 
menginputkan nama, email, 
password, dan asuransi 






Sistem menyediakan fitur 
bagi pengguna untuk 
melihat data diri yang 
berisikan nama, email, 
password, dan asuransi 






Sistem menyediakan fitur 
bagi pengguna untuk 
mengedit data diri yang 
berisikan nama, email, 
password, dan asuransi 






Sistem menyediakan fitur 
bagi pengguna untuk 
pencarian rumah sakit di 
Kota Malang berdasarkan 
prefensi asuransi kesehatan 































Tabel 5.2 Rancangan Komunikasi Data (lanjutan) 
Sistem menyediakan fitur 
bagi pengguna untuk 
menampilkan daftar 
seluruh nama asuransi 
kesehatan yang mana 
asuransi tersebut telah 
diterima oleh beberapa 





Sistem menyediakan fitur 
bagi pengguna untuk 
menampilkan lokasi 
pengguna dan lokasi rumah 
sakit yang menerima 











Sistem menyediakan fitur 
bagi pengguna untuk 
menampilkan deskripsi 
nama dan alamat rumah 











Sistem menyediakan fitur 
bagi pengguna untuk dapat 





























Tabel 5.2 Rancangan Komunikasi Data (lanjutan) 
Sistem menyediakan fitur 
bagi pengguna untuk 
menampilkan routing dari 
lokasi pengguna ke lokasi 
rumah sakit yang telah 
dipilih dengan aAPI Google 
aMaps 
Merouting dari 





Sistem menyediakan fitur 
bagi pengguna untuk 
pencarian rumah sakit 
seluruh Kota Malang bagi 
pengguna yang tidak 
memiliki asuransi kesehatan 
Pencarian rumah 







Sistem menyediakan fitur 
bagi pengguna untuk 
mengetahui info dari 
masing-masing rumah sakit 
di Kota Malang 




Sistem menyediakan fitur 
bagi pengguna untuk 
menampilkan daftar nama 






5.4 Perancangan Aplikasi 
Perancangan ini dilakukan untuk menentukan bagaimana antarmuka 
pengguna dari sistem akan dibangun dengan screenflow. Hasil rancangan 
antarmuka pengguna sistem direpresentasikan dalam bentuk denah mockup dan 
wireframe untuk setiap rancangan antarmuka, disertakan penjelasan mengenai 























                        
                                            
                                
Gambar 5.17 Screenflow Aplikasi Hospital Locator 
Perancangan screenflow ini digunakan untuk mempermudah menjelaskan 
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Awalnya antarmuka akan menampilkan halaman splash screen yang akan 
memunculkan logo dari aplikasi Hospital Locator. Kemudian pengguna akan 
melakukan login terlebih dahulu dan bila pengguna belum memiliki akun maka 
pengguna harus melakukan register terlebih dahulu (1-2). 
Kemudian akan keluar menu utama dari aplikasi Hospital Locator yang 
menunjukan tiga menu utama tentang “pencarian rumah sakit berdasarkan 
asuransi kesehatan”, “pencarian rumah sakit seluruh Kota Malang”, dan “info 
rumah sakit (3).  
Pada halaman pencarian rumah sakit berdasarkan asuransi kesehatan awalnya 
akan menampilkan seluruh daftar asuransi kesehatan yang sudah disediakan oleh 
database. Setelah itu sistem akan menampilkan lokasi pengguna dan lokasi rumah 
sakit dalam bentuk Maps, kemudian pengguna dapat melihat detail rumah 
sakit/menelpon rumah sakit. Kemudian sistem akan menampilkan rute dengan 
aAPI Google aMaps bila telah dipilih salah satu dari rumah sakit yang tersedia (4-7). 
Pada halaman pencarian rumah sakit seluruh Kota Malang sistem akan 
menampilkan lokasi pengguna dan lokasi rumah sakit di Kota Malang dalam 
bentuk Maps, kemudian pengguna dapat melihat detail rumah sakit/menelpon 
rumah sakit. Kemudian sistem akan menampilkan rute dengan aAPI Google aMaps 
bila telah dipilih salah satu dari rumah sakit yang tersedia (8-10). 
Pada halaman mencari info rumah sakit awalnya akan menampilkan daftar 
dari rumah sakit di Kota Malang. Kemudian akan menampilkan info rumah sakit 
yang telah di pilih oleh pengguna yang berisikan nama, alamat, nomor telepon, 
daftar asuransi kesehatan yang diterima rumah sakit. Sistem juga dapat menelpon 
rumah sakit apabila pengguna memilih nomor telepon rumah sakit yang dipilih. 
Sistem juga dapat merouting dari lokasi pengguna ke rumah sakit (11-13). 
Gambaran Screenflow dari aplikasi Hospital Locator dapat dilihat pada Gambar 
5.17. 
5.4.2 Wireframe & Mockup UI 
Wireframe adalah kerangka dasar dari halaman yang akan dibangun. Secara 
garis besar di dalam wireframe ini akan menempatkan elemen-elemen penting 
dari halaman tersebut pada posisinya masing-masing. Secara visual tampilan dari 
wireframe ini hanya terdiri dari kotak dan garis yang menandakan posisi dari 
masing-masing elemen dari layout halaman. Sedangkan mockup ini berfungsi 
sebagai acuan kerja pembuatan aplikasi agar tidak menyimpang dari tujuan awal 
membuatnya. Biasanya, pembuatan aplikasi yang menggunakan mockup lebih 
efektif dan terstruktur karena pada saat pembuatan mockup itu sudah ditentukan 
kerangka pembuatan websitenya. Pada aplikasi Hospital Locator telah dibuat 
wireframe dari aplikasi dan kemudian dibuatlah mockup UI dari wireframe 
tersebut dan menggunakan aplikasi Marvel. Kemudian ditentukan warna merah 























1. Halaman Splash Screen 
Halaman splash screen merupakan halaman yang tampil pertama kali saat 
membuka aplikasi. Pada halaman ini menampilkan logo dari aplikasi yang diberi 
background merah dan diberikan logo dari aplikasi Hospital Locator. Rancangan 
Wireframe dan Mockup UI Antarmuka Splash Screen dapat dilihat pada Gambar 
5.18. 
           
Gambar 5.18 Rancangan Wireframe & Mockup UI Antarmuka Splash Screen 
2. Halaman Login 
Halaman login merupakan halaman yang tampil pertama kali setelah tampilan 
splash screen aplikasi. Pada halaman ini menampilkan tampilan login yang 
berisikan email dan password untuk autentifikasi ke dalam aplikasi Hospital 
Locator. Rancangan Wireframe dan Mockup UI Antarmuka Login dapat dilihat 
pada Gambar 5.19. 
           






















3. Halaman Register 
Halaman register merupakan halaman untuk mendaftar ke dalam aplikasi. 
Pada halaman ini menampilkan halaman daftar dari halaman login yang berisikan 
nama, email, dan password untuk dapat mendaftar ke aplikasi Hospital Locator. 
Rancangan Wireframe dan Mockup UI Antarmuka Splash Screen dapat dilihat 
pada Gambar 5.20. 
           
Gambar 5.20 Rancangan Wireframe & Mockup UI Antarmuka Register 
4. Halaman Menu Utama 
Halaman menu utama menampilkan tiga menu utama dari aplikasi Hospital 
Locator yaitu, “Pencarian Berdasarkan Asuransi Kesehatan”, “Pencarian Rumah 
Sakit Seluruh Kota Malang”, dan “Info Rumah Sakit” yang berupa button dengan 
warna merah. Rancangan Wireframe dan Mockup UI Antarmuka Menu Utama 
dapat dilihat pada Gambar 5.21. 
           






















5. Halaman View 
Halaman view menampilkan data dari pengguna yang berisikan nama, email, 
password, dan asuransi kesehatan yang dimiliki oleh pengguna. Rancangan 
Wireframe dan Mockup UI Antarmuka View dapat dilihat pada Gambar 5.22. 
           
Gambar 5.22 Rancangan Wireframe & Mockup UI Antarmuka View 
6. Halaman Edit 
Halaman edit menampilkan data dari pengguna yang ingin di edit oleh 
pengguna berisikan nama, email, password, dan asuransi kesehatan yang dimiliki 
oleh pengguna. Rancangan Wireframe dan Mockup UI Antarmuka Edit dapat 
dilihat pada Gambar 5.23. 
           
























7. Halaman Pencarian Rumah Sakit Berdasarkan Asuransi Kesehatan (Urutan-1) 
Halaman ini akan menampilkan daftar asuransi kesehatan yang tersedia di 
database dan akan menampilkannya pada pengguna asuransi kesehatan. 
Rancangan Wireframe dan Mockup UI Antarmuka Pencarian Rumah Sakit 
Berdasarkan Asuransi Kesehatan (Urutan-1) dapat dilihat pada Gambar 5.24. 
           
Gambar 5.24 Rancangan Wireframe & Mockup UI Antarmuka Pencarian Rumah 
Sakit Berdasarkan Asuransi Kesehatan (Urutan-1) 
8. Halaman Pencarian Rumah Sakit Berdasarkan Asuransi Kesehatan (Urutan-2) 
Halaman ini akan menampilkan lokasi dari pengguna dan beberapa lokasi 
rumah sakit yang menerima asuransi kesehatan yang sudah dipilih sebelumnya. 
Rancangan Wireframe dan Mockup UI Antarmuka Pencarian Rumah Sakit 
Berdasarkan Asuransi Kesehatan (Urutan-2) dapat dilihat pada Gambar 5.25. 
           
Gambar 5.25 Rancangan Wireframe & Mockup UI Antarmuka Pencarian Rumah 






















9. Halaman Pencarian Rumah Sakit Berdasarkan Asuransi Kesehatan (Urutan-3) 
Halaman ini menampilkan info dari rumah sakit yang berisikan nama, alamat 
rumah sakit, no telepon, asuransi kesehatan yang diterima rumah sakit. 
Rancangan Wireframe dan Mockup UI Antarmuka Pencarian Rumah Sakit Seluruh 
Kota Malang dapat dilihat pada Gambar 5.26. 
           
Gambar 5.26 Rancangan Wireframe & Mockup UI Antarmuka Antarmuka 
Pencarian Rumah Sakit Berdasarkan Asuransi Kesehatan (Urutan-3) 
10. Halaman Pencarian Rumah Sakit Berdasarkan Asuransi Kesehatan (Urutan-4) 
Halaman ini akan menampilkan aAPI Google aMaps yang akan merutekan lokasi 
pengguna menuju lokasi rumah sakit. Rancangan Wireframe dan Mockup UI 
Antarmuka Pencarian Rumah Sakit Berdasarkan Asuransi Kesehatan (Urutan-3) 
dapat dilihat pada Gambar 5.27. 
            
Gambar 5.27 Rancangan Wireframe & Mockup UI Pencarian Rumah Sakit 






















11. Halaman Pencarian Rumah Sakit Seluruh Kota Malang (Urutan-1) 
Halaman ini akan menampilkan lokasi pengguna dan lokasi seluruh rumah 
sakit yang ada di Kota Malang. Rancangan Wireframe dan Mockup UI Antarmuka 
Pencarian Rumah Sakit Seluruh Kota Malang dapat dilihat pada Gambar 5.28. 
           
Gambar 5.28 Rancangan Wireframe & Mockup UI Antarmuka Pencarian Rumah 
Sakit Seluruh Kota Malang (Urutan-1) 
12. Halaman Pencarian Rumah Sakit Seluruh Kota Malang (Urutan-2) 
Halaman ini menampilkan info rumah sakit yang berisikan nama, alamat, no 
telepon, asuransi kesehatan yang diterima rumah sakit. Rancangan Wireframe 
dan Mockup UI Antarmuka Pencarian Rumah Sakit Seluruh Kota Malang dapat 
dilihat pada Gambar 5.29. 
           
Gambar 5.29 Rancangan Wireframe & Mockup UI Antarmuka Pencarian Rumah 























13. Halaman Pencarian Rumah Sakit Seluruh Kota Malang (Urutan-3) 
Halaman ini menampilkan aAPI Google  aMaps yang merutekan lokasi pengguna 
menuju lokasi rumah sakit. Rancangan Wireframe dan Mockup UI Antarmuka 
Pencarian Rumah Sakit Seluruh Kota Malang dapat dilihat pada Gambar 5.30. 
           
Gambar 5.30 Rancangan Wireframe & Mockup UI Antarmuka Pencarian Rumah 
Sakit Seluruh Kota Malang (Urutan-3) 
14. Halaman Info Rumah Sakit (Urutan-1) 
Halaman ini menampilkan daftar dari rumah sakit seluruh Kota Malang yang 
mana nanti pengguna akan memilih salah satu dari rumah sakit yang ingin dilihat 
infonya. Rancangan Wireframe dan Mockup UI Antarmuka Pencarian Rumah Sakit 
Seluruh Kota Malang dapat dilihat pada Gambar 5.31. 
           























15. Halaman Info Rumah Sakit (Urutan-2) 
Halaman ini menampilkan info dari rumah sakit yang berisikan nama, alamat 
rumah sakit, no telepon, asuransi kesehatan yang diterima rumah sakit. 
Rancangan Wireframe dan Mockup UI Antarmuka Pencarian Rumah Sakit Seluruh 
Kota Malang dapat dilihat pada Gambar 5.32.  
           
























BAB 6 IMPLEMENTASI 
Pada bab ini membahas mengenai implementasi pembuatan aplikasi 
pencarian rumah sakit di Kota Malang berdasarkan preferensi asuransi kesehatan 
berasal dari hasil yang diperoleh saat melakukan  analisis kebutuhan dan proses 
perancangan sistem. Pembahasan implementasi terdiri dari penjelasan tentang 
spesifikasi lingkungan implementasi, batasan-batasan implementasi, 
implementasi basis data, implementasi kode program, implementasi antarmuka 
aplikasi dan implementasi agile system development. Seluruh tahap tersebut 
diwujudkan dalam beberapa tahap: Hasil dari tahap ini menjadi jawaban atas 
pertanyaan penelitian pertama. 
6.1 Spesifikasi Sistem 
Hasil dari tahap analisis kebutuhan dan perancangan sistem menjadi dasar 
untuk dilakukan implementasi menjadi aplikasi pencarian rumah sakit di Kota 
Malang berdasarkan preferensi asuransi kesehatan agar dapat berfungsi sesuai 
kebutuhan. Implementasi sistem bekerja pada lingkungan perangkat keras dan 
perangkat lunak. Perangkat keras yang digunakan pada lingkungan client adalah 
perangkat bergerak (smartphone). 
6.1.1 Spesifikasi Perangkat Keras 
Dalam pengembangan aplikasi pencarian rumah sakit di Kota Malang 
berdasarkan preferensi asuransi kesehatan menggunakan smartphone Android 
dengan spesifikasi perangkat keras yang ditunjukkan pada Tabel 6.1. 
Tabel 6.1 Spesifikasi Perangkat Keras Smartphone Android 
Nama Komponen Spesifikasi 
Model Sistem Samsung E7 
Prosesor CPU Speed 1.2GHz. CPU Type Quad-Core 
Memori Internal 16 GB 
Memori (RAM) 2 GB (RAM) 
Layar 5.5 inches, 720 x 1280 pixels 
WLAN Wi-Fi 802.11 b/g/n, Wi-Fi Direct, hotspot 
6.1.2 Spesifikasi Perangkat Lunak 
Dalam pengembangan aplikasi pencarian rumah sakit di Kota Malang 
berdasarkan preferensi asuransi kesehatan mengunakan pendekatan Location 
Based Service (LBS) menggunakan Android. Proses instalasi dan pengujian 
perangkat dilakukan pada perangkat bergerak smartphone Android dengan 





















Tabel 6.2 Spesifikasi Perangkat Lunak Smartphone Android 
No Nama Komponen Spesifikasi 
1 Sistem Operasi Android Versi 5.1 (Lollipop) 
6.1.3 Batasan Implementasi 
Beberapa batasan dalam mengimplementasikan sistem adalah sebagai 
berikut: 
1. Studi kasus yang digunakan dalam penelitian ini di Kota Malang. 
2. Rumah sakit yang digunakan dalam penelitian ini adalah RSB. Mardi 
Waloeja, RSB. Permata Hati Malang, RSI. Aisyiyah, RSI. Malang UNISMA, 
RSIA. Galeri Candra, RSIA. Ganesha Medika, RSIA. Husada Bunda, RSIA. 
Melati Husada, RSIA. Mutiara Bunda Malang, RSIA. Puri Bunda Malang, 
RSIA. Puri Medika Malang, RSIA. Refa Husada, RST. Dr. Soepraoen, RSU. 
Bhakti Bunda Malang, RSU. Hermina Tangkubanprahu, RSU. Lavalette, RSU. 
Panti Nirmala, RSU.Panti Waluya, RSU.Permata Bunda Malang, 
RSU.Persada, RSU. Universitas Brawijaya, RSU. Universitas 
Muhammadiyah Malang, RSUD. DR. Saiful Anwar. 
3. Asuransi kesehatan yang digunakan dalam penelitian ini adalah AA 
Internasional, ABDA, Adira, AdMedika, AIA, Allianz, Astra Life, AVIVA, AXA, 
Bintang, BPJS, BRIngin Life, CAR, CHUBB, CIGNA, Common Wealth, EQUITY, 
FWD, Garda Medika, Great Eastern, Hanwha, I'm Care 177, Jagadiri, 
Jasindo, Jiwasraya, Kresna, Lippo, MAG, Mandiri InHealth, Medilum, Mega, 
MNC Life, NAYAKA, Pacific Cross, Pan Pacific, Panin, Prudential, Reliance, 
Sinarmas, SMP, SOS, Takaful, TMS.  
4. Aplikasi harus berjalan dengan terkoneksi internet sebagai media 
pertukaran data. 
5. Untuk mendapatkan lokasi dari pengguna aplikasi dibutuhkan sensor GPS 
ataupun koneksi internet untuk mendapatkan lokasi latitude dan 
longtitude dari pengguna. 
6. Aplikasi Hospital Locator dirancang untuk perangkat mobile dengan 
minimum sistem operasi berbasis Android versi 5.1 (Lollipop). 
7. Implementasi peta menggunakan aAPI Google aMaps Android. 
8. Aplikasi yang digunakan untuk pengembangan adalah Android Studio 2.3.3. 
6.2 Implementasi Basis Data 
Implementasi basis data perancangan perangkat lunak yang berjalan pada sisi 
server menggunakan Database Management System MySQL. Terdapat empat 
tabel pada perancangan basis data yaitu tabel tbl_reg, tbl_rs, tbl_ak_rs, dan tbl_ak 
yang dapat dilihat pada Gambar 6.1. Tabel-tabel tersebut dibuat sesuai dengan 






















Gambar 6.1 Implementasi Basis Data 
1. Implementasi tbl_reg (login & registrasi) 
Tabel 6.3 menjelaskan sturktur tabel login dan registrasi. tbl_reg digunakan 
untuk menyimpan data pengguna. 
Tabel 6.3 Implementasi tbl_reg 
 
2. Implementasi tbl_ak (asuransi kesehatan) 
Tabel 6.4 menjelaskan struktur tbl_ak. tbl_ak digunakan untuk menyimpan 
data asuransi kesehatan. 
Tabel 6.4 Implementasi tbl_ak 
 
3. Implementasi tbl_rs (rumah sakit) 
Tabel 6.5 menjelaskan struktur tbl_rs. tbl_rs digunakan untuk menyimpan data 
rumah sakit. 






















4. Implementasi tbl_ak_rs (penghubung asuransi & rumah sakit) 
Tabel 6.6 menjelaskan struktur tbl_ak_rs. tbl_ak_rs digunakan untuk 
mengambil data rumah sakit berdasarkan preferensi asuransi kesehatan dan data 
asuransi kesehatan berdasarkan rumah sakit. 
Tabel 6.6 Implementasi tbl_ak_rs 
 
6.3 Implementasi Kode Program 
Implementasi kode program ini merupakan tahap penulisan kode program 
berdasarkan fitur yang terdapat pada aplikasi pencarian rumah sakit berdasarkan 
preferensi asuransi kesehatan. Implemetasi kode program didapat dari hasil 
analisis pada perancangan class diagram dan sequence diagam. Kode program 
menggunakan bahasa pemrograman Java untuk aplikasi client dan PHP pada sisi 
server. 
6.3.1 Kode Program Pencarian Rumah Sakit Berdasarkan Preferensi 
Asuransi kesehatan 
Berikut ini pada Kode 6.1 adalah potongan kode program yang digunakan 
untuk melakukan pencarian asuransi berdasarkan asuransi kesehatan, dimana 




















private void addMarkers() { 
        if (mMap != null) 
            mMap.clear(); 
        markers = new HashMap<>(); 
        markerList = new ArrayList<>(); 
 
        int i = 0; 
        //AK_RS 
        for(final ak_rs AK_RS : ak_rslist) { 
 
            try { 
                if( AK_RS.lat == null || AK_RS.lon == null ) 
                    continue; 
 
                if( AK_RS.lat.length() == 0 || AK_RS.lon.length() == 0 ) 



































































                if( Double.parseDouble(AK_RS.lat) == 0 || 
Double.parseDouble(AK_RS.lon) == 0 ) 
                    continue; 
            } 
            catch(Exception e) { } 
 
            MarkerOptions markerOptionsakrs = new MarkerOptions(); 
            markerOptionsakrs.title(AK_RS.rs_name); 
            markerOptionsakrs.snippet(AK_RS.rs_addr); 
 
            markerOptionsakrs.position( 
                    new LatLng( 
                            Double.parseDouble(AK_RS.lat), 
                            Double.parseDouble(AK_RS.lon))); 
 
            ak_rsHashMap.put(i++, AK_RS); 
            mMap.addMarker(markerOptionsakrs); 
            mMap.setOnInfoWindowClickListener(new 
GoogleMap.OnInfoWindowClickListener() { 
                @Override 
                public void onInfoWindowClick(Marker marker) { 
                    for (int i = 0; i < ak_rslist.size(); i++){ 
                        if 
(ak_rsHashMap.get(i).getRs_name().equalsIgnoreCase(marker.getTitle())){ 
                            Intent rv_rs = new Intent(getApplicationContext(), 
Info_RS.class); 
                            ak_rs AK_RS = ak_rsHashMap.get(i); 
                            rv_rs.putExtra("id", AK_RS.getRs_id()); 
                            rv_rs.putExtra("rs_name", AK_RS.getRs_name()); 
                            rv_rs.putExtra("rs_telp", AK_RS.getRs_telp()); 
                            rv_rs.putExtra("rs_addr", AK_RS.getRs_addr()); 
                            rv_rs.putExtra("image", AK_RS.getImage()); 
                            rv_rs.putExtra("lat", AK_RS.getLat()); 
                            rv_rs.putExtra("lon", AK_RS.getLon()); 
 
                            startActivity(rv_rs); 
                            return; 
                        } 
                    } 
 
                } 
            }); 
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    private void showAllPins() { 
        if(markerList == null || markerList.size() == 0) 
            return; 
 
        LatLngBounds.Builder bld = new LatLngBounds.Builder(); 
        for (int i = 0; i < markerList.size(); i++) { 
            Marker marker = markerList.get(i); 
            bld.include(marker.getPosition()); 
        } 
 
    } 
 private void addBoundaryToCurrentPosition(double lat, double 
lang) { 
 
        MarkerOptions mMarkerOptions = new MarkerOptions(); 
        mMarkerOptions.position(new LatLng(lat, lang)); 
        mMarkerOptions.icon(BitmapDescriptorFactory 
                .fromResource(R.drawable.map_pin)); 
        mMarkerOptions.anchor(0.5f, 0.5f); 
        mMarkerOptions.title("You Are Here"); 
 
        CircleOptions mOptions = new CircleOptions() 
                .center(new LatLng(lat, lang)).radius(10000) 
                .strokeColor(0x110000FF).strokeWidth(1).fillColor(0x110000FF); 
        mMap.addCircle(mOptions); 
        if (mCurrentPosition != null) 
            mCurrentPosition.remove(); 
        mCurrentPosition = mMap.addMarker(mMarkerOptions); 
    } 
Kode 6.1 Kode Program Maps_Asuransi 
Kode 6.1 merupakan potongan kode program untuk menangani proses 
pencarian rumah sakit berdasarkan asuransi kesehatan. Penjelasan dari Kode 6.1 
adalah sebagai berikut: 
1. Baris 1-31 menjelaskan menunjukan lokasi rumah sakit dan pengguna 
menggunakan hashmap yang mana dimasukan akan mendapatkan lot dan lan 
dari rumah sakit yang menerima berdasarkan asuransi kesehatan dan 
pengguna, dan bila berhasil maka akan menampilkan maps yang berisikan pin 
dari rumah sakit yang menerima berdasarkan asuransi kesehatan dengan 
marker berupa nama dan alamat rumah sakit. 
2. Baris 33-63 menjelaskan pengambilan detail data dari rumah sakit yang 
menerima berdasarkan asuransi kesehatan dengan menekan marker dari 





















Info_RS yang akan memanggil image, nama, alamat, nomor telpon, dan daftar 
asuransi rumah di terima di rumah sakit. Serta lot dan lan yang akan 
digunakan untuk menghubungkan dengan aAPI Google aMaps yang mana akan 
menampilkan lokasi serta nama rumah sakit yang menerima berdasarkan 
asuransi kesehatan dan akan dapat merouting ke rumah sakit. 
3. Baris 65-93 menjelaskan pengambilan data yang telah di lakukan sebelumnya 
dan akan ditampilkan pin dari masing-masing rumah sakit yang menerima 
berdasarkan asuransi kesehatan dan menampilkan lokasi dari pengguna yang 
mana rumah sakit diambil berdasarkan list dan pengguna harus mengaktifkan 
GPS kemudian akan di update dengan lokasi pengguna berada. 
6.3.2 Kode Program Pencarian Rumah Sakit Seluruh Kota Malang 
Berikut ini pada Kode 6.2 adalah potongan kode program yang digunakan 
untuk melakukan proses pencarian rumah sakit seluruh Kota Malang. Dimana 






























private void addMarkers() { 
        if (mMap != null) 
            mMap.clear(); 
        markers = new HashMap<>(); 
        markerList = new ArrayList<>(); 
 
        int i = 0; 
        //RS 
        for(final rs RS : rslist) { 
            try { 
                if( RS.lat == null || RS.lon == null ) 
                    continue; 
 
                if( RS.lat.length() == 0 || RS.lon.length() == 0 ) 
                    continue; 
 
                if( Double.parseDouble(RS.lat) == 0 || 
Double.parseDouble(RS.lon) == 0 ) 
                    continue; 
            } 
            catch(Exception e) { } 
 
            MarkerOptions markerOptionsrs = new MarkerOptions(); 
            markerOptionsrs.title(RS.rs_name); 
            markerOptionsrs.snippet(RS.rs_addr); 
 
            markerOptionsrs.position( 


































































                            Double.parseDouble(RS.lat), 
                            Double.parseDouble(RS.lon))); 
 
            Marker markrs = mMap.addMarker(markerOptionsrs); 
            markerList.add(markrs); 
            markers.put(markrs.getId(),RS); 
            mMap.setOnInfoWindowClickListener(new 
GoogleMap.OnInfoWindowClickListener() { 
                @Override 
                public void onInfoWindowClick(Marker marker) { 
                    Intent rv_rs = new Intent(getApplicationContext(), 
Info_RS.class); 
                    rv_rs.putExtra("id", RS.getRs_id()); 
                    rv_rs.putExtra("rs_name", RS.getRs_name()); 
                    rv_rs.putExtra("rs_telp", RS.getRs_telp()); 
                    rv_rs.putExtra("rs_addr", RS.getRs_addr()); 
                    rv_rs.putExtra("image", RS.getImage()); 
                    rv_rs.putExtra("lat", RS.getLat()); 
                    rv_rs.putExtra("lon", RS.getLon()); 
                    startActivity(rv_rs); 
 
                } 
            }); 
            Log.d("DEBUG", "addMarkersrs: LIST " + 
markerList.get(i).toString()); 
 
        } 
        Log.d("DEBUG", "addMarkersrs: LIST LENGTH " + markerList.size()); 
        Log.d("DEBUG","addMarkersrs: FINISHED"); 
    } 
 
    private void showAllPins() { 
        if(markerList == null || markerList.size() == 0) 
            return; 
 
        LatLngBounds.Builder bld = new LatLngBounds.Builder(); 
        for (int i = 0; i < markerList.size(); i++) { 
            Marker marker = markerList.get(i); 
            bld.include(marker.getPosition()); 
        } 
 
    } 
private void addBoundaryToCurrentPosition(double lat, double lang) { 
 



































        mMarkerOptions.position(new LatLng(lat, lang)); 
        mMarkerOptions.icon(BitmapDescriptorFactory 
                .fromResource(R.drawable.map_pin)); 
        mMarkerOptions.anchor(0.5f, 0.5f); 
        mMarkerOptions.title("You Are Here"); 
 
        CircleOptions mOptions = new CircleOptions() 
                .center(new LatLng(lat, lang)).radius(10000) 
                .strokeColor(0x110000FF).strokeWidth(1).fillColor(0x110000FF); 
        mMap.addCircle(mOptions); 
        if (mCurrentPosition != null) 
            mCurrentPosition.remove(); 
        mCurrentPosition = mMap.addMarker(mMarkerOptions); 
    } 
Kode 6.2 Kode Program Non_Asuransi 
Kode 6.2 merupakan potongan kode program untuk menangani proses 
pencarian rumah sakit seluruh Kota Malang. Penjelasan dari Kode 6.2 adalah 
sebagai berikut: 
1. Baris 1-30 menjelaskan menunjukan lokasi rumah sakit dan pengguna 
menggunakan hashmap yang mana dimasukan akan mendapatkan lot dan lan 
dari rumah sakit dan pengguna, dan bila berhasil maka akan menampilkan 
maps yang berisikan pin dari rumah sakit dengan marker berupa nama dan 
alamat rumah sakit. 
2. Baris 33-58 menjelaskan pengambilan detail data dari rumah sakit dengan 
menekan marker dari rumah sakit maka akan mengambil list dan akan 
mengintent ke halaman Info_RS yang akan memanggil image, nama, alamat, 
nomor telpon, dan daftar asuransi rumah di terima di rumah sakit. Serta lot 
dan lan yang akan digunakan untuk menghubungkan dengan aAPI Google 
aMaps yang mana akan menampilkan lokasi serta nama rs dan akan dapat 
merouting ke rumah sakit. 
3. Baris 60-87 menjelaskan pengambilan data yang telah di lakukan sebelumnya 
dan akan ditampilkan pin dari masing-masing rumah sakit dan menampilkan 
lokasi dari pengguna yang mana rumah sakit diambil berdasarkan list dan 
pengguna harus mengaktifkan GPS kemudian akan di update dengan lokasi 
pengguna berada. 
6.3.3 Kode Program Info Rumah Sakit 
Berikut ini pada Kode 6.3 adalah potongan kode program yang digunakan 
untuk melakukan proses melihat informasi dari masing-masing rumah sakit di Kota 




protected void onCreate(Bundle savedInstanceState) { 


































































        Glide.with(getApplicationContext()) 
                .load(url) 
                .apply(RequestOptions.circleCropTransform()) 
                .into(im); 
 
        tv_telp.setOnClickListener(new View.OnClickListener() { 
            @Override 
            public void onClick(View view) { 
                Intent intent2 = new Intent(Intent.ACTION_DIAL); 
                intent2.setData(Uri.parse("tel:" + tv_telp.getText().toString())); 
                startActivity(intent2); 
            } 
        }); 
        tv_addr.setOnClickListener(new View.OnClickListener() { 
            @Override 
            public void onClick(View view) { 
                Uri gmmIntentUri = Uri.parse("geo:" + lat + "," + lon + "?q=" + lat + 
"," + lon + "(" + nama_rs + ")"); 
                Intent mapIntent = new Intent(Intent.ACTION_VIEW, 
gmmIntentUri); 
                mapIntent.set ("com.google.Android.apps.maps"); 
                startActivity(mapIntent); 
 
            } 
        }); 
 
        //query database 
        id = String.valueOf(getIntent().getIntExtra("id", 0)); 
        fetchContacts(); 
    } 
 
    private void fetchContacts() { 
        JsonObjectRequest request = new JsonObjectRequest(URL, new 
JSONObject(), 
                new Response.Listener<JSONObject>() { 
                    @Override 
                    public void onResponse(JSONObject response) { 
                        if (response == null) { 
                            Toast.makeText(getApplicationContext(), "Couldn't fetch 
the contacts! Pleas try again.", Toast.LENGTH_LONG).show(); 
                            return; 
                        } 
 
                        String json = response.toString(); 




















































                        JsonElement mJson = parser.parse(json); 
 
                        Gson gson = new Gson(); 
 
                        listRsAk items = gson.fromJson(mJson, listRsAk.class); 
 
                        // adding contacts to contacts list 
                        rsaklist.clear(); 
 
                        StringBuilder sb = new StringBuilder(); 
                        for (int i = 0; i < items.getlistRsAk().size(); i++) { 
                            if (items.getlistRsAk().get(i).getRs_id() == 
Integer.parseInt(id)) { 
                                sb.append(items.getlistRsAk().get(i).ak_name + ", "); 
                            } 
                        } 
                        if (sb.length() > 1) 
                            sb.delete(sb.toString().length() - 1, sb.toString().length()); 
                        list_ak.setText(sb); 
 
                    } 
                }, 
                new Response.ErrorListener() { 
                    @Override 
                    public void onErrorResponse(VolleyError error) { 
 
                        Log.e(TAG, "Error: " + error.getMessage()); 
                        Toast.makeText(getApplicationContext(), "Error: " + 
error.getMessage(), Toast.LENGTH_SHORT).show(); 
                    } 
                }); 
Kode 6.3 Kode Program Info_RS 
Kode 6.3 merupakan potongan kode program untuk menangani proses info 
atau detail dari rumah sakit. Penjelasan dari Kode 6.3 adalah sebagai berikut: 
1. Baris 1-32 menjelaskan bagaimana image dari detail terbentuk dengan 
menggunakan glide, memanggil address dari rumah sakit dengan lat dan lan 
dan mengintentnya ke aAPI Google aMaps kemudian juga mengintent call ke 
nomor telepon rumah sakit dengan Action Dial. 
2. Baris 34-78 menjelaskan pengambilan data asuransi yang diterima oleh 
rumah sakit yang mana diambil dari list yang awalnya berbentuk JSON 
kemudian dibuat stringbuilder yang digunakan untuk menampilkan data 





















6.3.4 Kode Program Main Activity 
Berikut ini pada Kode 6.4 adalah potongan kode program yang digunakan 















































public class JsonTaskRS extends AsyncTask<String, String, String> { 
        @Override 
        protected void onPreExecute() { 
            super.onPreExecute(); 
            if (db != null) { 
                q1.deleteTable("rs"); 
                Log.d("DEBUG", "onPreExecute: table deleted"); 
            } 
        } 
 
        @Override 
        protected String doInBackground(String... params) { 
            HttpURLConnection connection = null; 
            BufferedReader reader = null; 
 
            try { 
                URL url = new URL(params[0]); 
                connection = (HttpURLConnection) url.openConnection(); 
                connection.connect(); 
 
                InputStream stream = connection.getInputStream(); 
 
                reader = new BufferedReader(new InputStreamReader(stream)); 
 
                StringBuffer buffer = new StringBuffer(); 
                Log.d("DEBUG", "doInBackground: RUNNING"); 
                String line = ""; 
                while ((line = reader.readLine()) != null) { 
                    buffer.append(line); 
 
                    String finalJson = buffer.toString(); 
 
                    JSONObject parentObject = new JSONObject(finalJson); 




































































                    for (int i = 0; i < parentArray.length(); i++) { 
 
                        rs rsobj = new rs(); 
                        JSONObject finalObject = parentArray.getJSONObject(i); 
                        rsobj.rs_id = finalObject.getInt("rs_id"); 
                        rsobj.rs_name = finalObject.getString("rs_name"); 
                        rsobj.rs_addr = finalObject.getString("rs_addr"); 
                        rsobj.rs_telp = finalObject.getString("rs_telp"); 
                        rsobj.lat = finalObject.getString("lat"); 
                        rsobj.lon = finalObject.getString("lon"); 
                        rsobj.image = finalObject.getString("image"); 
 
 
                        q1.insertrs(rsobj); 
                        Log.d("DEBUG", "doInBackground: rsobj inserted " + 
rsobj.rs_id); 
                    } 
 
 
                    return "Finish"; 
                } 
 
            } catch (MalformedURLException e) { 
                e.printStackTrace(); 
            } catch (IOException e) { 
                e.printStackTrace(); 
            } catch (JSONException e) { 
                e.printStackTrace(); 
            } finally { 
                if (connection != null) { 
                    connection.disconnect(); 
                } 
                try { 
                    if (reader != null) { 
                        reader.close(); 
                    } 
                } catch (IOException e) { 
                    e.printStackTrace(); 
                } 
            } 
            return null; 
        } 
 


































































        protected void onPostExecute(String result) { 
            super.onPostExecute((String) result); 
            Log.d("DEBUG", "onPostExecute: " + result); 
        } 
 
        @Override 
        protected void finalize() throws Throwable { 
            super.finalize(); 
        } 
    } 
 
 public class JsonTaskAK extends AsyncTask<String, String, String> { 
        @Override 
        protected void onPreExecute() { 
            super.onPreExecute(); 
            if (db != null) { 
                q2.deleteTable("ak"); 
                Log.d("DEBUG", "onPreExecute: table deleted"); 
            } 
        } 
 
        @Override 
        protected String doInBackground(String... params) { 
            HttpURLConnection connection = null; 
            BufferedReader reader = null; 
 
            try { 
                URL url = new URL(params[0]); 
                connection = (HttpURLConnection) url.openConnection(); 
                connection.connect(); 
 
                InputStream stream = connection.getInputStream(); 
 
                reader = new BufferedReader(new InputStreamReader(stream)); 
 
                StringBuffer buffer = new StringBuffer(); 
                Log.d("DEBUG", "doInBackground: RUNNING"); 
                String line = ""; 
                while ((line = reader.readLine()) != null) { 
                    buffer.append(line); 
 
                    String finalJson = buffer.toString(); 
 
                    JSONObject parentObject = new JSONObject(finalJson); 




































































                    for (int i = 0; i < parentArray.length(); i++) { 
 
                        ak akobj = new ak(); 
                        JSONObject finalObject = parentArray.getJSONObject(i); 
                        akobj.ak_id = finalObject.getInt("ak_id"); 




                        q2.insertak(akobj); 
                        Log.d("DEBUG", "doInBackground: akobj inserted " + 
akobj.ak_id); 
                    } 
 
 
                    return "Finish"; 
                } 
 
            } catch (MalformedURLException e) { 
                e.printStackTrace(); 
            } catch (IOException e) { 
                e.printStackTrace(); 
            } catch (JSONException e) { 
                e.printStackTrace(); 
            } finally { 
                if (connection != null) { 
                    connection.disconnect(); 
                } 
                try { 
                    if (reader != null) { 
                        reader.close(); 
                    } 
                } catch (IOException e) { 
                    e.printStackTrace(); 
                } 
            } 
            return null; 
        } 
 
        @Override 
        protected void onPostExecute(String result) { 
            super.onPostExecute((String) result); 


































































        } 
 
        @Override 
        protected void finalize() throws Throwable { 
            super.finalize(); 
        } 
    } 
 
    public class JsonTaskAKRS extends AsyncTask<String, String, String> { 
        @Override 
        protected void onPreExecute() { 
            super.onPreExecute(); 
            if (db != null) { 
                q3.deleteTable("ak_rs"); 
                Log.d("DEBUG", "onPreExecute: table deleted"); 
            } 
        } 
 
        @Override 
        protected String doInBackground(String... params) { 
            HttpURLConnection connection = null; 
            BufferedReader reader = null; 
 
            try { 
                URL url = new URL(params[0]); 
                connection = (HttpURLConnection) url.openConnection(); 
                connection.connect(); 
 
                InputStream stream = connection.getInputStream(); 
 
                reader = new BufferedReader(new InputStreamReader(stream)); 
 
                StringBuffer buffer = new StringBuffer(); 
                Log.d("DEBUG", "doInBackground: RUNNING"); 
                String line = ""; 
                while ((line = reader.readLine()) != null) { 
                    buffer.append(line); 
 
                    String finalJson = buffer.toString(); 
 
                    JSONObject parentObject = new JSONObject(finalJson); 
                    JSONArray parentArray = parentObject.getJSONArray("ak_rs"); 
 
 



































































                        ak_rs akrsobj = new ak_rs(); 
                        JSONObject finalObject = parentArray.getJSONObject(i); 
                        akrsobj.id = finalObject.getInt("id"); 
                        akrsobj.ak_id = finalObject.getInt("ak_id"); 
                        akrsobj.rs_id = finalObject.getInt("rs_id"); 
                        akrsobj.ak_name = finalObject.getString("ak_name"); 
                        akrsobj.rs_name = finalObject.getString("rs_name"); 
                        akrsobj.rs_addr = finalObject.getString("rs_addr"); 
                        akrsobj.lat = finalObject.getString("lat"); 
                        akrsobj.lon = finalObject.getString("lon"); 
                        akrsobj.image = finalObject.getString("image"); 
                        akrsobj.rs_telp = finalObject.getString("rs_telp"); 
 
 
                        q3.insertak_rs(akrsobj); 
                        Log.d("DEBUG", "doInBackground: akrsobj inserted " + 
akrsobj.id); 
                    } 
 
 
                    return "Finish"; 
                } 
 
            } catch (MalformedURLException e) { 
                e.printStackTrace(); 
            } catch (IOException e) { 
                e.printStackTrace(); 
            } catch (JSONException e) { 
                e.printStackTrace(); 
            } finally { 
                if (connection != null) { 
                    connection.disconnect(); 
                } 
                try { 
                    if (reader != null) { 
                        reader.close(); 
                    } 
                } catch (IOException e) { 
                    e.printStackTrace(); 
                } 
            } 
            return null; 

































        @Override 
        protected void onPostExecute(String result) { 
            super.onPostExecute((String) result); 
            Log.d("DEBUG", "onPostExecute: " + result); 
        } 
 
        @Override 
        protected void finalize() throws Throwable { 
            super.finalize(); 
        } 
    } 
Kode 6.4 Kode Program Main_Activity 
Kode 6.4 merupakan potongan kode program untuk menangani proses main 
activity yang mana digunakan untuk pengambilan data. Penjelasan dari Kode 6.4 
adalah sebagai berikut: 
1. Baris 1-4 menjelaskan pengambilan data dari server dengan JsonTask. 
2. Baris 6-95 menjelaskan pengambilan JsonTaskRS kemudian akan dibuat ke 
dalam URL yang mana akan dibuat object yang akan diisikan rs_id, rs_name, 
rs_addr, rs_telp, lat, lon, dan image kemudian akan dimasukan kedalam 
database aplikasi secara background. 
3. Baris 97-182 menjelaskan pengambilan JsonTaskAK kemudian akan dibuat ke 
dalam URL yang mana akan dibuat object yang akan diisikan ak_id dan 
ak_name kemudian akan dimasukan kedalam database aplikasi secara 
background. 
4. Baris 184-276 menjelaskan pengambilan JsonTaskAKRS kemudian akan 
dibuat ke dalam URL yang mana akan dibuat object yang akan diisikan id, 
ak_id, rs_id, ak_name, rs_name, rs_addr, lat, lon, image dan rs_telp 
kemudian akan dimasukan kedalam database aplikasi secara background. 
6.4 Implementasi Antarmuka 
Pada tahap ini dijelaskan mengenai berbagai hasil implementasi antarmuka 
pengguna yang telah diimplementasikan berdasarkan wireframe dan mockup UI 
yang telah dilakukan. 
1. Halaman Splash Screen 
Halaman splash screen merupakan halaman yang tampil pertama kali saat 
membuka aplikasi. Pada halaman ini menampilkan logo dari aplikasi Hospital 
























2. Halaman Login 
Halaman login merupakan halaman yang tampil pertama kali setelah tampilan 
splash screen aplikasi. Pada halaman ini menampilkan tampilan login yang 
berisikan email dan password untuk autentifikasi ke dalam aplikasi Hospital 
Locator. Implementasi Antarmuka Login dapat dilihat pada Gambar 6.2. 
           
Gambar 6.2 Implementasi Splash Screen  dan Login 
3. Halaman Register 
Halaman register merupakan halaman untuk mendaftar ke dalam aplikasi. 
Pada halaman ini menampilkan halaman daftar dari halaman login yang berisikan 
nama, email, dan password untuk dapat mendaftar ke aplikasi Hospital Locator. 
























4. Halaman Menu Utama 
Halaman menu utama menampilkan tiga menu utama dari aplikasi Hospital 
Locator yaitu, “Pencarian Berdasarkan Asuransi Kesehatan”, “Pencarian Rumah 
Sakit Seluruh Kota Malang”, dan “Info Rumah Sakit” yang berupa button dengan 
warna merah. Implementasi Antarmuka Menu Utama dapat dilihat pada Gambar 
6.3. 
  
Gambar 6.3 Implementasi Registrasi dan Menu Utama      
5. Halaman View & Edit 
Halaman ini akan menampilkan data dari pengguna yang berisikan nama, 
email, password, dan daftar asuransi yang dimiliki oleh pengguna. Kemudian 
pengguna dapat mengedit datanya dengan memasukan inputan yang sama untuk 






















   
Gambar 6.4 Implementasi View & Edit 
6. Halaman Pencarian Rumah Sakit Berdasarkan Asuransi Kesehatan (Urutan-
1) 
Halaman ini akan menampilkan daftar asuransi kesehatan yang tersedia di 
database dan akan menampilkannya pada pengguna asuransi kesehatan. 
Implementasi Antarmuka Pencarian Rumah Sakit Berdasarkan Asuransi Kesehatan 






















Gambar 6.5 Implementasi Pencarian Rumah Sakit Berdasarkan Asuransi 
Kesehatan (Urutan-1) 
7. Halaman Pencarian Rumah Sakit Berdasarkan Asuransi Kesehatan (Urutan-
2) 
Halaman ini akan menampilkan lokasi dari pengguna dan beberapa lokasi 
rumah sakit yang menerima asuransi kesehatan yang sudah dipilih sebelumnya. 
Implementasi Pencarian Rumah Sakit Berdasarkan Asuransi Kesehatan (Urutan-2) 





















    
Gambar 6.6 Implementasi Pencarian Rumah Sakit Berdasarkan Asuransi 
Kesehatan (Urutan-2)  
8. Halaman Pencarian Rumah Sakit Berdasarkan Asuransi Kesehatan (Urutan-
3) 
Halaman ini menampilkan info dari rumah sakit yang berisikan nama, alamat 
rumah sakit, no telepon, asuransi kesehatan yang diterima rumah sakit. 
Implementasi Antarmuka Pencarian Rumah Sakit Seluruh Kota Malang dapat 






















Gambar 6.7 Implementasi Pencarian Rumah Sakit Berdasarkan Asuransi 
Kesehatan (Urutan-3) 
9. Halaman Pencarian Rumah Sakit Berdasarkan Asuransi Kesehatan (Urutan-
4) 
Halaman ini akan menampilkan aAPI Google aMaps yang akan merutekan lokasi 
pengguna menuju lokasi rumah sakit. Implementasi Antarmuka Pencarian Rumah 





















    
Gambar 6.8 Implementasi Pencarian Rumah Sakit Berdasarkan Asuransi 
Kesehatan (Urutan-4) 
10. Halaman Pencarian Rumah Sakit Seluruh Kota Malang (Urutan-1) 
Halaman ini akan menampilkan lokasi pengguna dan lokasi seluruh rumah sakit 
yang ada di Kota Malang. Implementasi Antarmuka Pencarian Rumah Sakit Seluruh 





















    
Gambar 6.9 Implementasi Pencarian Rumah Sakit Seluruh Kota Malang 
(Urutan-1) 
11. Halaman Pencarian Rumah Sakit Berdasarkan Asuransi Kesehatan (Urutan-
2) 
Halaman ini menampilkan info dari rumah sakit yang berisikan nama, alamat 
rumah sakit, no telepon, asuransi kesehatan yang diterima rumah sakit. 
Implementasi Antarmuka Pencarian Rumah Sakit Seluruh Kota Malang dapat 






















Gambar 6.10 Implementasi Pencarian Rumah Sakit Seluruh Kota Malang 
(Urutan-2) 
12. Halaman Pencarian Rumah Sakit Seluruh Kota Malang (Urutan-3) 
Halaman ini akan menampilkan aAPI Google aMaps yang akan merutekan lokasi 
pengguna menuju lokasi rumah sakit. Implementasi Antarmuka Pencarian Rumah 





















     
Gambar 6.11 Implementasi Pencarian Rumah Sakit Seluruh Kota Malang 
(Urutan-3) 
13. Halaman Info Rumah Sakit (Urutan-1) 
Halaman ini menampilkan daftar dari rumah sakit seluruh Kota Malang yang 
disediakan oleh database dan akan menampilkannya pada pengguna. 
Implementasi Antarmuka Info Rumah Sakit dapat dilihat pada Gambar 6.12. 
14. Halaman Info Rumah Sakit (Urutan-2) 
Halaman ini menampilkan info dari rumah sakit yang berisikan nama, alamat 
rumah sakit, no telepon, asuransi kesehatan yang diterima rumah sakit. 
























     
Gambar 6.12 Implementasi Info Rumah Sakit  (Urutan-1) & (Urutan-2) 
6.5 Implementasi Agile System Development 
Pada Iterasi pertama yang melibatkan 10 responden, aplikasi awalnya hanya 
dapat mencari rumah sakit di Kota Malang berdasarkan asuransi kesehatan yang 
dimiliki oleh pengguna. Kemudian pengguna dapat melihat seluruh rumah sakit di 
Kota Malang, melihat info dari masing-masing rumah sakit yang ada di Kota 
Malang dan merouting dari lokasi pengguna ke lokasi rumah sakit yang dapat 
dilihat pada Gambar 6.13. 
Pada iterasi kedua yang melibatkan 20 responden, aplikasi mendapatkan 
kebutuhan fungsional yang baru dengan menambahkan fungsi yang mana 





















asuransi yang dipunya oleh pengguna yang mana saat pengguna ingin mencari 
asuransi yang dimilikinya tidak merasa kesulitan. Kemudian menambahkan fitur 
melihat dan menyunting data dirinya dan dapat menelpon rumah sakit bilamana 
sewaktu-waktu pengguna dalam keadaan darurat dan membutuhkan bantuan 
ambulance dari rumah sakit sakit yang dapat dilihat pada Gambar 6.14. 
    
Gambar 6.13 Implementasi Iterasi Pertama Agile System Development 
      






















      






















BAB 7 PENGUJIAN 
Pada bab ini membahas mengenai tahapan pengujian serta analisis perangkat 
bergerak aplikasi mobile untuk pencarian rumah sakit di Kota Malang berdasarkan 
preferensi asuransi kesehatan. Pengujian dilakukan  dengan dua metode, yaitu 
validity testing dan usability testing. Seluruh tahap tersebut diwujudkan dalam 
beberapa tahap: Hasil dari tahap ini menjadi jawaban atas pertanyaan penelitian 
kedua. 
7.1 Pengujian 
Pengujian dilakukan untuk dapat memastikan hasil implementasi dapat 
berjalan sesuai dengan yang diharapkan dari perancangan yang telah dibuat, 
termasuk menemukan kesalahan dan berbagai macam kemungkinan yang dapat 
menimbulkan kesalahan sesuai dengan spesifikasi perangkat bergerak yang telah 
ditentukan sebelum sistem diserahkan kepada client. Pengujian menunjukan 
bahwa perangkat lunak dapat bekerja sesuai spesifikasi dan persayaratan kinerja 
telah dipenuhi. Pada aplikasi yang dibuat dalam penelitian ini dilakukan pengujian 
berupa validity testing dan usability testing. 
7.1.1 Validity Testing 
Validity testing ini ditujukan untuk mengetahui apakah setiap fungsional dari 
aplikasi yang dibangun sudah sesuai dengan kebutuhan yang telah dirumuskan 
dan merupakan hasil analisis kebutuhan. Validity testing menggunakan pengujian 
blackbox karena tidak diperlukan fokus terhadap alur jalannya kode program 
melainkan lebih difokuskan untuk menemukan kesalahan antara kinerja aplikasi 
dengan daftar kebutuhan. Setiap kasus uji yang dibuat memiliki ID kasus uji, nama 
kasus uji, ID use case, tujuan pengujian, prosedur pengujian dan hasil yang 
diharapkan. Kasus uji kebutuhan fungsional yang menjadi fokus utaman dapat 
dilihat pada Tabel 4.3 hingga Tabel 4.14. 
Tabel 7.1 Kasus Validity Testing Login 
ID KASUS UJI PV-001 
NAMA KASUS UJI Login 
ID USE CASE FRS-100 
TUJUAN PENGUJIAN Untuk membuktikan bahwa sistem memiliki 
fungsi yang dapat digunakan untuk menyediakan 
fitur bagi pengguna untuk melakukan 
autentifikasi Login dengan menginputkan email 
dan password 
PROSEDUR PENGUJIAN 1. Aktor dapat memulai login dengan 
menginputkan email dan password yang 





















Tabel 7.1 Kasus Validity Testing Login (lanjutan) 
PROSEDUR PENGUJIAN 2. Aktor menekan tombol masuk untuk 
menjalankan aplikasi Hospital Locator 
3. Bila aktor belum memiliki akun maka aktor 
harus melakukan registrasi terlebih dahulu 
4. Bila aktor menginputkan email/password 
yang salah maka tidak akan masuk ke dalam 
aplikasi Hospital Locator dan akan muncul 
pemberitahuan 
 
Tabel 7.2 Kasus Validity Testing Register 
ID KASUS UJI PV-002 
NAMA KASUS UJI Register 
ID USE CASE FRS-101 
TUJUAN PENGUJIAN Untuk membuktikan bahwa sistem memiliki 
fungsi yang dapat digunakan untuk menyediakan 
fitur bagi pengguna untuk Register dirinya agar 
dapat melakukan Login dengan menginputkan 
nama, email, password, dan asuransi kesehatan 
yang dimiliki 
PROSEDUR PENGUJIAN 5. Aktor menekan tombol daftar disini 
6. Aktor menginputkan nama, email, password 
dan asuransi kesehatan yang dimiliki oleh 
aktor 
7. Aktor menekan tombol daftar dan akan 
masuk kembali ke halaman login system 
8. Aktor mengisikan email dan password untuk 
masuk ke dalam aplikasi Hospital Locator 
 
Tabel 7.3 Kasus Validity Testing View 
ID KASUS UJI PV-003 
NAMA KASUS UJI View 
























Tabel 7.3 Kasus Validity Testing View (lanjutan) 
TUJUAN PENGUJIAN Untuk membuktikan bahwa sistem memiliki 
fungsi yang dapat digunakan untuk menyediakan 
fitur bagi pengguna untuk melihat data diri yang 
berisikan nama, email, password, dan asuransi 
kesehatan yang dimiliki 
PROSEDUR PENGUJIAN 1. Aktor menekan tombol lihat profil 
2. Aktor diperlihatkan nama, email, password 
dan asuransi kesehatan yang dimiliki oleh 
aktor 
 
Tabel 7.4 Kasus Validity Testing Edit 
ID KASUS UJI PV-004 
NAMA KASUS UJI Edit 
ID USE CASE FRS-103 
TUJUAN PENGUJIAN Untuk membuktikan bahwa sistem memiliki 
fungsi yang dapat digunakan untuk menyediakan 
fitur bagi pengguna untuk Register dirinya agar 
dapat melakukan Login dengan menginputkan 
nama, email, password, dan asuransi kesehatan 
yang dimiliki 
PROSEDUR PENGUJIAN 1. Aktor menekan tombol sunting profil 
2. Aktor diperlihatkan nama, email, password 
dan asuransi kesehatan yang dimiliki oleh 
aktor 
3. Aktor dapat merubah salah satu data dan 
memasukan inputan baru 
4. Aktor menekan tombol simpan profil 
 
Tabel 7.5 Kasus Validity Testing Pencarian Rumah Sakit Berdasarkan Asuransi 
Kesehatan 
ID KASUS UJI PV-005 
NAMA KASUS UJI Pencarian rumah sakit berdasarkan asuransi 
kesehatan 























Tabel 7.5 Kasus Validity Testing Pencarian Rumah Sakit Berdasarkan Asuransi 
Kesehatan (lanjutan) 
TUJUAN PENGUJIAN Untuk membuktikan bahwa sistem memiliki 
fungsi yang dapat digunakan untuk melakukan 
pencarian rumah sakit di Kota Malang 
berdasarkan prefensi asuransi kesehatan 
PROSEDUR PENGUJIAN Aktor dapat memulai pencarian rumah sakit 
berdasarkan preferensi asuransi kesehatan yang 
dimiliki aktor setelah menekan menu pencarian 
rumah sakit berdasarkan asuransi kesehatan 
 
Tabel 7.6 Kasus Validity Testing Pemilihan Asuransi Kesehatan 
ID KASUS UJI PV-006 
NAMA KASUS UJI Pemilihan asuransi kesehatan 
ID USE CASE FRS-105 
TUJUAN PENGUJIAN Untuk membuktikan bahwa sistem memiliki 
fungsi yang dapat digunakan untuk menampilkan 
daftar seluruh nama asuransi kesehatan yang 
mana asuransi tersebut telah diterima oleh 
beberapa rumah sakit di Kota Malang 
PROSEDUR PENGUJIAN 5. Aktor akan ditampilkan daftar seluruh nama 
asuransi kesehatan yang mana asuransi 
tersebut telah diterima oleh beberapa rumah 
sakit di Kota Malang 
6. Aktor dapat memulai pencarian asuransi 
kesehatan yang dimiliki oleh aktor dengan 
memilih dari daftar asuransi kesehatan yang 
telah disediakan oleh sistem 
7. Aktor memilih asuransi kesehatan yang 
dimilikinya 
 
Tabel 7.7 Kasus Validity Testing Menampilkan Lokasi Pengguna Dan Lokasi 
Rumah Sakit 
ID KASUS UJI PV-007 
NAMA KASUS UJI Menampilkan lokasi pengguna dan lokasi rumah 
sakit 





















Tabel 7.7 Kasus Validity Testing Menampilkan Lokasi Pengguna Dan Lokasi 
Rumah Sakit (lanjutan) 
TUJUAN PENGUJIAN Untuk membuktikan bahwa sistem memiliki 
fungsi yang dapat digunakan untuk menampilkan 
lokasi pengguna dan lokasi rumah sakit yang 
menerima 
PROSEDUR PENGUJIAN 1. Aktor akan ditampilkan lokasi dia berada saat 
itu dan lokasi beberapa lokasi rumah sakit  
2. Aktor dapat memulai pencarian rumah sakit 
telah disediakan oleh sistem  
3. Aktor memilih rumah sakit 
 
Tabel 7.8 Kasus Validity Testing Melihat Detail Rumah Sakit 
ID KASUS UJI PV-008 
NAMA KASUS UJI Melihat detail rumah sakit 
ID USE CASE FRS-107 
TUJUAN PENGUJIAN Untuk membuktikan bahwa sistem memiliki 
fungsi yang dapat digunakan untuk menampilkan 
deskripsi nama dan alamat rumah sakit dalam 
bentuk Maps kemudian menampilkan tombol 
routing 
PROSEDUR PENGUJIAN 1. Aktor akan ditampilkan nama, alamat, nomor 
telepon dan asuransi apa saja yang diterima 
di rumah sakit yang telah dipilih oleh aktor 
sebelumnya setelah menekan deskripsi nama 
dan alamat rumah sakit 
2. Aktor menekan tombol routing untuk 
menunjukan rute dari lokasi aktor menuju ke 
lokasi rumah sakit 
 
Tabel 7.9 Kasus Validity Testing Menelpon Rumah Sakit 
ID KASUS UJI PV-009 
NAMA KASUS UJI Menelpon rumah sakit 























Tabel 7.9 Kasus Validity Testing Menelpon Rumah Sakit (lanjutan) 
TUJUAN PENGUJIAN Untuk membuktikan bahwa sistem memiliki 
fungsi yang dapat digunakan untuk menyediakan 
fitur bagi pengguna dapat menelpon rumah sakit 
PROSEDUR PENGUJIAN 1. Aktor akan dapat menelpon rumah sakit bila 
menekan nomor telpon yang tersedia di 
halaman detail rumah sakit 
2. Aktor di tampilkan halaman calling yang 
mana sudah tersedia nomor telepon rumah 
sakit 
3. Aktor menelpon rumah sakit 
 
Tabel 7.10 Kasus Validity Testing Merouting Dari Lokasi Pengguna Ke Rumah 
Sakit 
ID KASUS UJI PV-010 
NAMA KASUS UJI Merouting dari lokasi pengguna ke rumah sakit 
ID USE CASE FRS-109 
TUJUAN PENGUJIAN Untuk membuktikan bahwa sistem memiliki 
fungsi yang dapat digunakan untuk menampilkan 
routing dari lokasi pengguna ke lokasi rumah 
sakit yang telah dipilih dengan aAPI Google aMaps 
PROSEDUR PENGUJIAN 1. Aktor menekan alamat yang tersedia di 
halaman detail rumah sakit 
2. Aktor akan ditampilkan halaman aAPI Google 
aMaps yang telah tersedia routing dari lokasi 
aktor menuju lokasi rumah sakit yang telah 
dipilih aktor sebelumnya 
3. Aktor akan menekan tombol start untuk 
memulai routing dari lokasi aktor menuju 
lokasi rumah sakit 
 
Tabel 7.11 Kasus Validity Testing Pencarian Rumah Sakit Seluruh Kota Malang 
ID KASUS UJI PV-011 
NAMA KASUS UJI Pencarian rumah sakit seluruh Kota Malang 






















Tabel 7.11 Kasus Validity Testing Pencarian Rumah Sakit Seluruh Kota Malang 
(lanjutan) 
TUJUAN PENGUJIAN Untuk membuktikan bahwa sistem memiliki 
fungsi yang dapat digunakan untuk menyediakan 
fitur bagi pengguna untuk pencarian rumah sakit 
seluruh Kota Malang bagi pengguna yang tidak 
memiliki asuransi kesehatan 
PROSEDUR PENGUJIAN Aktor dapat memulai pencarian rumah sakit 
seluruh Kota Malang setelah menekan menu 
pencarian rumah sakit seluruh Kota Malang 
 
Tabel 7.12 Kasus Validity Testing Melihat Info Rumah Sakit 
ID KASUS UJI PV-012 
NAMA KASUS UJI Melihat info rumah sakit 
ID USE CASE FRS-111 
TUJUAN PENGUJIAN Untuk membuktikan bahwa sistem memiliki 
fungsi yang dapat digunakan untuk menyediakan 
fitur bagi pengguna untuk mengetahui info dari 
masing-masing rumah sakit di Kota Malang 
PROSEDUR PENGUJIAN Aktor dapat memulai pencarian info rumah sakit 
setelah menekan menu info rumah sakit 
 
Tabel 7.13 Kasus Validity Testing Pemilihan Info Rumah Sakit 
ID KASUS UJI PV-013 
NAMA KASUS UJI Pemilihan info rumah sakit 
ID USE CASE FRS-112 
TUJUAN PENGUJIAN Untuk membuktikan bahwa sistem memiliki 
fungsi yang dapat digunakan untuk menampilkan 
daftar nama rumah sakit seluruh Kota Malang 
PROSEDUR PENGUJIAN 1. Aktor akan ditampilkan daftar seluruh nama 
rumah sakit seluruh Kota Malang 
2. Aktor dapat memulai pencarian rumah sakit 
yang ingin diketahui infonya dengan memilih 
dari daftar rumah sakit yang telah disediakan 
oleh system 






















Setelah didefinisikan kasus uji, berikutnya adalah proses penentuan hasil 
pengujian, dimana akan menunjukan hasil yang diperoleh dari pengujian beserta 
status pengujiannya yang dapat dilihat pada Tabel 7.14. 
Tabel 7.14 Hasil Validity Testing 
ID Nama Kasus Uji Hasil Yang Diharapkan Hasil Yang Diperoleh Status 
PV-001 Login Sistem menyediakan 




email dan password 
Sistem menyediakan 




email dan password 
Valid 
PV-002 Register Sistem menyediakan 
fitur bagi pengguna 
untuk Register dirinya 
agar dapat melakukan 
Login dengan 
menginputkan nama, 




fitur bagi pengguna 
untuk Register dirinya 
agar dapat melakukan 
Login dengan 
menginputkan nama, 




PV-003 View Sistem menyediakan 
fitur bagi pengguna 
untuk melihat data diri 
yang berisikan nama, 




fitur bagi pengguna 
untuk melihat data diri 
yang berisikan nama, 




PV-004 Edit Sistem menyediakan 
fitur bagi pengguna 
untuk Register dirinya 
agar dapat melakukan 
Login dengan 
menginputkan nama, 




fitur bagi pengguna 
untuk Register dirinya 
agar dapat melakukan 
Login dengan 
menginputkan nama, 



































fitur bagi pengguna 
untuk pencarian rumah 
sakit di Kota Malang 
berdasarkan prefensi 
asuransi kesehatan 
yang dimiliki oleh 
pengguna 
Sistem menyediakan 
fitur bagi pengguna 
untuk pencarian rumah 
sakit di Kota Malang 
berdasarkan prefensi 
asuransi kesehatan 







daftar seluruh nama 
asuransi kesehatan 
yang mana asuransi 
tersebut telah diterima 
oleh beberapa rumah 
sakit di Kota Malang 
Sistem menampilkan 
daftar seluruh nama 
asuransi kesehatan 
yang mana asuransi 
tersebut telah diterima 
oleh beberapa rumah 







lokasi pengguna dan 





lokasi pengguna dan 





PV-008 Melihat detail 
rumah sakit 
Sistem menampilkan 
deskripsi nama dan 
alamat rumah sakit 





deskripsi nama dan 
alamat rumah sakit 








fitur bagi pengguna 
dapat menelpon rumah 
sakit 
Sistem menyediakan 
fitur bagi pengguna 
dapat menelpon rumah 
sakit 
Valid 
PV-010 Merouting dari 
lokasi pengguna 
ke rumah sakit 
Sistem menampilkan 
routing dari lokasi 
pengguna ke lokasi 
rumah sakit yang telah 
dipilih dengan aAPI 
Google aMaps 
Sistem menampilkan 
routing dari lokasi 
pengguna ke lokasi 
rumah sakit yang telah 
































fitur bagi pengguna 
untuk pencarian rumah 
sakit seluruh Kota 
Malang bagi pengguna 
yang tidak memiliki 
asuransi kesehatan 
Sistem menyediakan 
fitur bagi pengguna 
untuk pencarian rumah 
sakit seluruh Kota 
Malang bagi pengguna 
yang tidak memiliki 
asuransi kesehatan 
Valid 
PV-012 Melihat info 
rumah sakit 
Sistem menyediakan 
fitur bagi pengguna 
untuk mengetahui info 
dari masing-masing 
rumah sakit di Kota 
Malang 
Sistem menyediakan 
fitur bagi pengguna 
untuk mengetahui info 
dari masing-masing 
rumah sakit di Kota 
Malang 
Valid 
PV-013 Pemilihan info 
rumah sakit 
Sistem menampilkan 
daftar nama rumah 
sakit seluruh Kota 
Malang 
Sistem menampilkan 
daftar nama rumah 
sakit seluruh Kota 
Malang 
Valid 
7.1.2 Usability Testing 
Usability testing ditujukan untuk mengkaji seberapa puas dan mudah aplikasi 
yang dibangun oleh pengguna baik dari kalangan pengguna personal/masyarakat 
umum. Pengujian ini dilakukan dengan cara menyebarkan kuisioner dan 
memberikan task kepada calon pengguna yakni masyarakat umum yang mana dia 
memiliki asuransi kesehatan yang ditemukan di sekitar pemukiman warga dan 
jumlah kuisioner berjumlah 20 yang diperkuat oleh Sauro (2013), dikarenakan 
indikator usability yang lebih baik adalah dengan menggunakan 20 responden. 
Dokumentasi dari usability testing dapat ditemukan dalam bagian lampiran 
(Lampiran C). 
Kuisioner ditargetkan kepada 20 orang responden dengan status pengguna 
personal yang dalam pengujian aplikasi dicoba responden. Responden yang 
mengisi kuisioner sebelumnya harus terbiasa menggunakan perangkat Android. 
Hasil pengisian kuisioner oleh responden ditunjukan pada Tabel 7.15. 
Tabel 7.15 Hasil Rekapitulasi Kuisioner Usability Testing 
NO PERNYATAAN 
JAWABAN 
Total STS TS N S SS 
























Tabel 7.15 Hasil Rekapitulasi Kuisioner Usability Testing (lanjutan) 
1 Aplikasi ini membantu mencari rumah 
sakit berdasarkan asuransi kesehatan 
0 0 0 7 13 20 
2 
Aplikasi ini membuat saya menghemat 
waktu saat hendak mencari rumah 
sakit berdasarkan asuransi kesehatan 
0 0 0 6 14 20 
3 Aplikasi ini sangat berguna bagi saya 0 0 5 5 10 20 
4 
Aplikasi ini mempermudah saya 
mencari rumah sakit berdasarkan 
asuransi kesehatan 
0 0 0 6 14 20 
5 
Aplikasi ini sesuai dengan apa yang 
saya harapkan. 0 0 0 9 11 20 
Easy to Learn 
6 
Saya dapat mempelajari 
menggunakan aplikasi ini dengan 
cepat. 
0 0 0 8 12 20 
7 Saya mudah mengingat bagaimana menggunakan aplikasi ini. 0 0 0 6 14 20 
8 
Saya dengan mudah menggunakan 
aplikasi ini. 0 0 0 8 12 20 
9 Saya dengan cepat menguasai aplikasi 
ini. 
0 0 0 5 15 20 
Easy to Use 
10 Aplikasi ini mudah digunakan. 0 0 0 6 14 20 
11 Aplikasi ini dapat digunakan dengan sederhana. 0 0 3 5 12 20 
12 Aplikasi ini dapat digunakan oleh semua kalangan masyarakat. 0 0 1 5 14 20 
13 
Aplikasi ini memerlukan langkah-
langkah sederhana untuk dapat 
mencapai apa yang saya inginkan. 























Tabel 7.15 Hasil Rekapitulasi Kuisioner Usability Testing (lanjutan) 
14 
Aplikasi ini dapat digunakan secara 
fleksibel. 0 0 1 9 10 20 
15 
Tidak membutuhkan banyak usaha 
untuk menggunakan aplikasi ini. 0 0 3 7 10 20 
16 Saya dapat menggunakan aplikasi ini tanpa instruksi tertulis. 0 0 0 6 14 20 
17 
Saya dapat dengan cepat dan mudah 
memperbaiki kesalahan saya dalam 
menggunakan aplikasi. 
0 0 0 7 13 20 
18 
Saya dapat menggunakan aplikasi ini 
dengan praktis saat 
membutuhkannya. 
0 0 0 3 17 20 
Satisfaction 
19 Saya puas dengan aplikasi ini. 0 0 0 4 16 20 
20 
Saya akan merekomendasikan aplikasi 
ini kepada orang lain. 0 0 0 3 17 20 
21 Aplikasi ini menyenangkan untuk digunakan. 0 0 0 4 16 20 
22 
Aplikasi ini bekerja seperti yang saya 
inginkan. 0 0 0 5 15 20 
23 Aplikasi ini sangat bagus. 0 0 0 6 14 20 
24 Saya ingin memiliki aplikasi ini. 0 0 0 7 13 20 
25 Aplikasi ini nyaman untuk digunakan. 0 0 0 5 15 20 
7.2 Analisis  
Analisis dilakukan terhadap tiap pengujian yang dilakukan yakni analisis 
validity testing dan anilisis usability testing. Analisis dilakukan untuk 





















7.2.1 Analisis Hasil Validity Testing 
Proses analisis pada hasil validity testing dilakukan dengan membandingkan 
kesesuai hasil uji dengan hasil yang diharapkan saat merancang aplikasi. Bila hasil 
uji sesuai dengan perancangan maka aplikasi tersebut adalah valid atau memenuhi 
kebutuhan fungsional. Bila tidak sesuai dengan hasil yang diharapkan dari 
perancangan aplikasi maka tidak valid atau tidak memenuhi kebutuhan fungsional. 
Berdasarkan hasil pengujian dapat disimpulkan bahwa implementasi 
pengembangan aplikasi mobile untuk pencarian rumah sakit berdasarkan 
preferensi asuransi kesehatan telah nenebuhi analisis dan perancangan sistem 
dikarenakan semua fitur yang diuji adalah valid dengan tingkat validitas mencapai 
100%. 
7.2.2 Analisis Hasil Usability Testing 
Setelah dilakukan usability testing kepada 20 responden, hasil yang 
didapatkan adalah berupa suatu akumulasi poin terhadap tiap aspek yang 
ditunjukan pada kepala dimana poin 1 berarti sangat tidak setuju, 2 berarti tidak 
setuju, 3 berarti netral, 4 berarti setuju, 5 berarti sangat setuju. Aplikasi akan 
dinyatakan memenuhi indeks dari usability testing bila rata-rata persentase dari 
tiap kriteria melebihi 60% sesuai dengan interpretasi skor yang ditunjukan pada. 
Interprestasi dari usability testing ditunjukan pada Tabel 7.16 dan hasil dari 
usability testing ditunjukan pada Tabel 7.17 dan hasil status dari usability testing 
ditunjukan pada Tabel 7.18. 
Tabel 7.16 Interpretasi Skor Likert 
Skor Likert Interpretasi skor dengan interval = 20 Pilihan 
1 0% - 19,99% Sangat tidak setuju 
2 20% - 39,99% Tidak setuju 
3 40% - 59,99% Netral 
4 60% - 79,99% Setuju 
5 80% - 100% Sangat setuju 
Keterangan: 
Interval = 20 didapatkan dari pembagian jumlah skor Likert dengan nilai 100. 
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Tabel 7.17 Hasil Perhitungan Usability Testing (lanjutan) 
1 
Aplikasi ini membantu 
mencari rumah sakit 
berdasarkan asuransi 
kesehatan 
0 0 0 7 13 20 93 
2 
Aplikasi ini membuat saya 
menghemat waktu saat 
hendak mencari rumah sakit 
berdasarkan asuransi 
kesehatan 
0 0 0 6 14 20 94 
3 
Aplikasi ini sangat berguna 
bagi saya 0 0 5 5 10 20 85 
4 
Aplikasi ini mempermudah 
saya mencari rumah sakit 
berdasarkan asuransi 
kesehatan 
0 0 0 6 14 20 94 
5 
Aplikasi ini sesuai dengan apa 
yang saya harapkan. 0 0 0 9 11 20 91 
Rata-rata Usefullness 91,4 
Easy to Learn 
6 
Saya dapat mempelajari 
menggunakan aplikasi ini 
dengan cepat. 
0 0 0 8 12 20 92 
7 
Saya mudah mengingat 
bagaimana menggunakan 
aplikasi ini. 
0 0 0 6 14 20 94 
8 Saya dengan mudah menggunakan aplikasi ini. 0 0 0 8 12 20 92 
9 
Saya dengan cepat 
menguasai aplikasi ini. 0 0 0 5 15 20 95 
Rata-rata Easy to Learn 93,25 
Easy to Use 






















Tabel 7.17 Hasil Perhitungan Usability Testing (lanjutan) 
11 Aplikasi ini dapat digunakan dengan sederhana. 0 0 3 5 12 20 89 
12 
Aplikasi ini dapat digunakan 
oleh semua kalangan 
masyarakat. 
0 0 1 5 14 20 93 
13 
Aplikasi ini memerlukan 
langkah-langkah sederhana 
untuk dapat mencapai apa 
yang saya inginkan. 
0 0 2 5 13 20 91 
14 Aplikasi ini dapat digunakan secara fleksibel. 0 0 1 9 10 20 89 
15 
Tidak membutuhkan banyak 
usaha untuk menggunakan 
aplikasi ini. 
0 0 3 7 10 20 87 
16 
Saya dapat menggunakan 
aplikasi ini tanpa instruksi 
tertulis. 
0 0 0 6 14 20 94 
17 
Saya dapat dengan cepat dan 
mudah memperbaiki 
kesalahan saya dalam 
menggunakan aplikasi. 
0 0 0 7 13 20 93 
18 
Saya dapat menggunakan 
aplikasi ini dengan praktis 
saat membutuhkannya. 
0 0 0 3 17 20 97 
Rata-rata Easy to Use 91,9 
Satisfaction 




ini kepada orang lain. 
0 0 0 3 17 20 97 





















Tabel 7.17 Hasil Perhitungan Usability Testing (lanjutan) 
22 Aplikasi ini bekerja seperti yang saya inginkan. 0 0 0 5 15 20 95 
23 Aplikasi ini sangat bagus. 0 0 0 6 14 20 94 
24 
Saya ingin memiliki aplikasi 
ini. 0 0 0 7 13 20 93 
25 
Aplikasi ini nyaman untuk 
digunakan. 0 0 0 5 15 20 95 
Rata-rata Satisfaction 95,1 
 
Tabel 7.18 Hasil Status Usability Testing 
Aspek Penilaian Rata-rata Persentase (%) Status 
Usefulness 91,4 Sangat setuju 
Ease to learn 93,25 Sangat setuju 
Ease to use 91,9 Sangat setuju 
Satisfaction 95,1 Sangat setuju 
Rata-rata 92,91 % 
Dari usability testing yang dilakukan menunjukan bahwa aplikasi memenuhi 
kriteria yang ada dengan rata-rata persentase semua kriteria sebesar 92,91%, 
sehingga menunjukkan bahwa aplikasi pencarian rumah sakit di Kota Malang 
berdasarkan asuransi kesehatan memenuhi kriteria usability testing. Dari sisi 
usefulness didapatkan score 91,4% yang dapat disimpulkan bahwa aplikasi 
Hospital Locator sangat berguna dan memudahkan pengguna untuk mencari 
rumah sakit berdasarkan asuransi kesehatan. Dari sisi easy to learn dan easy to use 
mendapatkan score 93,25% dan 91,9% yang dapat disimpulkan bahwa aplikasi 
Hospital Locator adalah aplikasi yang mudah digunakan oleh pengguna. Dari sisi 
satisfication mendapatkan score 95,1% yang dapat disimpulkan bahwa pengguna 
merasa puas dengan adanya aplikasi Hospital Locator yang dapat mencari rumah 























BAB 8 PENUTUP 
Bab ini berisikan kesimpulan dari hasil penelitian dan saran bagi pembaca. 
Kesimpulan berisi analisis hasil pengujian untuk menjawab rumusan masalah yang 
telah dijelaskan pada tahap pendahuluan. Sedangkan saran ditujukan bagi 
pembaca yang ingin melanjutkan penelitian ke tahap selanjutnya agar menjadi 
lebih baik. 
8.1 Kesimpulan 
Kesimpulan dari penelitian ini adalah: 
1. Aplikasi dirancang menggunakan pendekatan Object Oriented dengan 
pemodelan kebutuhan menggunakan use case diagram dan use case 
scenario serta pemodelan perancangan menggunakan pendekatan UX, 
sequence diagram dan class diagram. Kemudian di implementasikan 
dengan menggunakan bahasa pemrograman Java IDE Android Studio 2.2.3 
serta menggunakan DBMS MySQL untuk mengimplementasikan web 
service/ basis data aplikasi. 
2. Pengujian dilakukan dengan dua tahapan yaitu dengan validity testing dan 
usability testing. Berdasarkan hasil validity testing pada aplikasi 
menunjukan nilai dengan persentase 100% yang berarti sistem sudah 
memenuhi kebutuhan fungsional. Sedangkan untuk tingkat usability dari 
aplikasi berdasarkan aspek usefulness, ease to learn, ease to use dan 
satisfaction menunjukan rata-rata sebesar 92,91% yang berarti aplikasi 
telah terbukti mempermudah pengguna untuk mencari dan memberikan 
pertolongan saat terjadi permasalahan dengan mencari rumah sakit yang 
menerima asuransi kesehatan. 
8.2 Saran 
Berdasarkan kesimpulan tersebut, saran dari penulis adalah: 
1. Disarankan untuk kedepannya dikembangkan kembali dengan bahasa 
pemrograman IOS yang mana mungkin dapat menarik lebih banyak 
pengguna. 
2. Disarankan untuk kedepannya cakupan yang dijangkau lebih luas dari pada 
Kota Malang, seperti kabupaten Malang, Batu, dll. 
3. Disarankan untuk kedepannya menambahkan objek instansi kesehatan 
lainnya seperti klinik, rumah bersalin atau lab untuk pengecekan 
kesehatan. 
4. Disarankan untuk kedepannya agar mengelompokan pencarian rumah 
sakit yang menerima asuransi kesehatan berdasarkan jenis penyakit yang 
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