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Περίληψη 
Κύριος στόχος της παρούσας εργασίας είναι η ανάλυση, σχεδίαση, υλοποίηση 
και περιγραφή μίας πλήρως λειτουργικής εφαρμογής που αντικείμενο θα έχει την 
παρακολούθηση των αποθεμάτων μιας αποθήκης. Η εφαρμογή απευθύνεται σε 
μικρομεσαίες επιχειρήσεις που δεν έχουν τη δυνατότητα να παρακολουθήσουν την 
αποθήκη τους με ηλεκτρονικά μέσα χωρίς να επιβαρυνθούν από το μεγάλο κόστος 
απόκτησης μιας εμπορικής εφαρμογής. 
Το κόστος μίας ολοκληρωμένης εμπορικής εφαρμογής για μικρομεσαίες 
επιχειρήσεις μπορεί να φτάσει και τις 700.000€ στο εξωτερικό ενώ στην Ελλάδα το 
μέγιστο κόστος μπορεί να φτάσει και τις 200.000€. Το κόστος μίας εξειδικευμένης 
εφαρμογής παρακολούθησης αποθήκης κυμαίνεται επίσης σε επίπεδα απαγορευτικά, θα 
έλεγε κανείς, για τα Ελληνικά δεδομένα. 
Η συγκεκριμένη εφαρμογή που παρουσιάζεται σε αυτή την εργασία μπορεί να 
χαρακτηρισθεί ως εφαρμογή ανοιχτού λογισμικού. Οι τεχνολογίες που 
χρησιμοποιήθηκαν για την υλοποίησή της είναι ελεύθερης χρήσης, έτσι το κόστος για τη 
δημιουργία της μειώνεται σημαντικά. Κυρίως όμως η εφαρμογή αυτούσια αλλά και ο 
κώδικάς της θα είναι διαθέσιμα σε οποιονδήποτε ενδιαφέρεται να την αποκτήσει ή να 
την δει. 
Οι χρήστες θα μπορούν να βλέπουν άμεσα το απόθεμα των εμπορευμάτων που 
βρίσκονται στην αποθήκη, καθώς επίσης θα έχουν τη δυνατότητα να παρακολουθούν τις 
κινήσεις των προμηθευτών και των πελατών. 
Το κύριο μέρος της εφαρμογής αναπτύχθηκε με τη βοήθεια της γλώσσας 
προγραμματισμού Java και η βάση δεδομένων με την βοήθεια του συστήματος 
διαχείρισης βάσεων δεδομένων MySQL, οπότε και γίνεται μια ανάλυση των δύο 
τεχνολογιών. 
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Abstract 
 The main objective of the present master thesis is to analyse, design, implement 
and describe a fully functional application that will have the object of monitoring the 
stock of a warehouse. The application is targeted at small and medium-sized enterprises 
that are unable to monitor their warehouse by electronic means without incurring the 
high cost of obtaining a commercial application. 
The cost of an integrated commercial application for small and medium-sized 
businesses can reach up to 700.000 euros abroad, while in Greece the maximum cost xan 
reach 200.000 euros. The cost of a specialized warehouse monitoring application also 
ranges to prohibitive levels for Greek reality. 
The particular application presented in this thesis can be described as an open-
source application. The technologies used to implement it are free to use, so the cost of 
creating it is greatly reduced. However, the applications as well as the code of it will be 
available to anyone interested in acquiring or accessing it. 
Users will be able to see directly the stock of goods in the warehouse, as well as 
be able to monitor the movements of suppliers and customers. 
The main part of the application was developed with the help of the Java 
programming language and the database with the help of MySQL database management 
system, so an analysis of the two technologies is made. 
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 1 Εισαγωγή 
Στην Ελληνική αγορά τα επιχειρησιακά Πληροφοριακά Συστήματα χωρίζονται 
κυρίως σε τέσσερις κατηγορίες. Η πρώτη και πιο σημαντική κατηγορία από οικονομικής 
και τεχνολογικής άποψης είναι τα ERP (Enterprise Resource Planning) τα οποία 
παρέχουν μία πλήρη κάλυψη των αναγκών μίας επιχείρησης. Στην δεύτερη κατηγορία 
ανήκουν τα εξειδικευμένα και εξατομικευμένα πληροφοριακά συστήματα όπως τα WMS 
(Warehouse Management System). Η τρίτη κατηγορία είναι τα συστήματα 
Επιχειρησιακής Νοημοσύνης και Εξόρυξης Δεδομένων (Business Intelligence and Data 
Mining). Αυτή η κατηγορία συστημάτων είναι πάρα πολύ σημαντική στον τομέα των 
επιχειρήσεων, και όχι μόνο, αλλά δεν έχει αναγνωριστεί ακόμα στην χώρα μας η 
σημασία της. Στην τέταρτη κατηγορία ανήκουν τα συστήματα Ηλεκτρονικού Εμπορίου 
(E-Commerce) που περιλαμβάνουν πακέτα για χρήση στο ηλεκτρονικό εμπόριο. 
Στον διεθνή χώρο οι μεγαλύτερες εταιρίες παροχής λογισμικού ERP είναι οι: 
 SAP 
 FIS Global 
 Oracle 
 Fiserv 
 Intuit Inc. 
 Cerner Corporation 
 Microsoft 
 Infor 
 SS&C Technologies 
 Ericsson 
 
Το 2016 οι δέκα κορυφαίες εταιρίες λογισμικού ERP κατείχαν περίπου το 28.5% 
της παγκόσμιας αγοράς με αύξηση 1.4%. Τα κέρδη προσέγγισαν τα 82.2 δισεκατομμύρια 
δολάρια από άδειες εκμετάλλευσης, συντήρησης και συνδρομής. Στην κορυφή βρίσκεται 
η SAP η οποία έχει περίπου το 7% της παγκόσμιας αγοράς με έσοδα 5.6 δισεκατομμύρια 
δολάρια και αύξηση 4%. Στην δεύτερη θέση είναι η FIS Global ενώ ακολουθούν η 
Oracle, η Fiserv και η Intuit. Στη Εικόνα 1 παρουσιάζονται τα μερίδια αγοράς των δέκα 
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πρώτων εταιριών σε σχέση με τις υπόλοιπες σύμφωνα με το Apps Run The Wold, 
Δεκέμβριος 2017. 
 
 
Εικόνα  1. Οι 10 μεγαλύτερες εταιρίες λογισμικού ERP (Πηγή: Apps Run The Wold). 
Σύμφωνα με τις προβλέψεις η αγορά των συστημάτων ERP αναμένεται να φτάσει 
τα 84.7 δισεκατομμύρια δολάρια μέχρι το 2021. Αυτό συνεπάγεται ότι θα υπάρχει μία 
ετήσια αύξηση κατά 0.6% στον τομέα αυτό (Apps Run The Wold). 
Στην Ελλάδα οι κυριότερες εταιρίες παροχής λογισμικού ERP είναι οι: 
 Softone 
 Entersoft 
 Altec 
 Epsilon Net 
 SingularLogic 
 Megasoft 
 Navision 
 
Το κόστος μόνο για την απόκτηση ενός ERP για μία μικρομεσαία επιχείρηση 
κυμαίνεται από 70.000 ευρώ έως 700.000 ευρώ (Apps Run The Wold). Υπάρχουν 
τέσσερις τομείς που χαρακτηρίζουν κυρίως την τιμή ενός ERP συστήματος. Πού θα 
εγκατασταθεί το σύστημα, πόσοι θα είναι οι χρήστες, πόσες θα είναι οι άδειες χρήσης 
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και τέλος η παραμετροποίηση. Ο κυριότερος παράγοντας από τους τέσσερις που 
διαμορφώνει την τιμή είναι η παραμετροποίηση και ακολουθεί ο παράγοντας πόσες 
άδειες χρήσης θα έχει μία επιχείρηση. Ένα σύστημα ERP το οποίο δεν έχει δεχθεί 
παραμετροποίηση ώστε να εξυπηρετεί τις ανάγκες της επιχείρησης μπορεί να είναι 
δύσχρηστο και πολλές φορές αναποτελεσματικό. Σύμφωνα με έρευνα του 2015 από την 
Panorama Consulting μόνο το 7% των επιχειρήσεων που έχουν ERP συστήματα 
χρησιμοποιούν το λογισμικό όπως είναι ενώ το υπόλοιπο 93% προχωράει σε 
παραμετροποίηση λίγο έως πολύ όπως φαίνεται και στην Εικόνα 2 (Panorama 
Consulting, 2015). 
 
 
Εικόνα  2. Παραμετροποίηση ERP (Πηγή: Velosio, 2015). 
 
Το κόστος για ένα σύστημα WMS είναι σαφώς μικρότερο από ότι ένα 
ολοκληρωμένο σύστημα ERP καθώς δεν έχει τις λειτουργικότητες του. Τα 
χαρακτηριστικά που καθορίζουν την τιμή ενός WMS είναι τα ίδια όπως και στο ERP. Σε 
έρευνα που έκανε η Software Advice σε μικρομεσαίες επιχειρήσεις προκύπτει ότι πάνω 
από τις μισές επιχειρήσεις που έχουν WMS είναι διατεθειμένες να δώσουν έως 5.000 
δολάρια ετησίως για τη χρήση και υποστήριξη των συστημάτων τους. Όπως φαίνεται 
στην Εικόνα 3 το 4% των επιχειρήσεων διατίθεται να δώσει ένα ποσό που κυμαίνεται 
από 5.000 έως 10.000 δολάρια. Το 27% κάνει το επόμενο βήμα και διατίθεται να δώσει 
από 10.000 έως 20.000 δολάρια. Από 20.000 έως 40.000 δολάρια δίνει το 17% και μόνο 
το 1% των επιχειρήσεων ξεπερνάει τις 40.000 δολάρια. Αξίζει να σημειωθεί ότι από τις 
7% 
18% 
41% 
22% 
7% 
5% 
Καθόλου παραμετροποίηση (0%) 
Ελάχιστη Παραμετροποίηση (1 - 
10% 
Μερική Παραμετροποίηση (11 - 
25%) 
Αρκετή Παραμετροποίηση (26 - 
50%) 
Πολύ παραμετροποίηση ( > 50%) 
Πλήρως Παραμετροποιημένο ή 
Δημιουργία κατά Παραγγελία 
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επιχειρήσεις που συμμετείχαν στην έρευνα μόλις το 5% ξεπερνούσε τα 100 εκατομμύρια 
δολάρια σε ετήσιο τζίρο. 
 
 
Εικόνα  3. Ετήσιο κόστος χρήσης WMS (Software Advice). 
 
 Όπως καταλαβαίνει κανείς στην οικονομική πραγματικότητα της Ελλάδας το 
κόστος απόκτησης, χρήσης και διατήρησης ενός πληροφοριακού συστήματος από μία 
εταιρία είναι ιδιαίτερα δαπανηρό. Η απόκτηση, η εκπαίδευση, η υποστήριξη και η 
διατήρηση ενός πληροφοριακού συστήματος εκτοξεύουν το κόστος σε πολύ υψηλά 
νούμερα καθιστώντας το πολλές φορές απλησίαστο για πολλές μικρές επιχειρήσεις. 
 
 1.1  Πρόβλημα – Σημαντικότητα του θέματος 
Η ενασχόλησή μου στον τομέα των logistics μου έδειξε πόσο σημαντικό είναι για 
μία επιχείρηση να διαθέτει ένα πληροφοριακό σύστημα.  
Για έναν εργαζόμενο σε μία επιχείρηση θα έλεγε κάποιος ότι είναι αναγκαίο να 
γνωρίζει ανά πάσα στιγμή τα πάντα για την επιχείρησή. Από το πόσα προϊόντα υπάρχουν 
στην αποθήκη μέχρι σε ποιους πελάτες έχουν πάει τα προϊόντα. Αυτές τις πληροφορίες 
μπορούν να βρεθούν σε ένα πληροφοριακό σύστημα. Οι πληροφορίες που μπορεί 
κάποιος να εξάγει από ένα πληροφοριακό σύστημα είναι ατελείωτες. Περιορίζονται μόνο 
από την αναγκαιότητα της εκάστοτε εργασίας και από τη φαντασία του χρήστη. Φυσικά 
κύριος παράγοντας που μπορεί να περιορίσει τις πληροφορίες είναι οι δυνατότητες του 
εκάστοτε πληροφοριακού συστήματος. Αυτόν τον παράγοντα όμως τον καθορίζει σε 
51% 
4% 
27% 
17% 
1% 
< $5.000
$5.000 - $10.000
$10.001 - $20.000
$20.001 - $40.000
> $40.000
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μεγάλο βαθμό η τιμή. Υπάρχουν πολλών ειδών πληροφοριακά συστήματα τα οποία 
διαφέρουν σε λειτουργικότητες αλλά και σε τιμές. Δεν παύουν όμως όλα να είναι 
δύσκολο να τα αποκτήσει μία μικρή επιχείρηση. 
 1.2  Σκοπός – Στόχοι 
Βασικός σκοπός αυτής της εργασίας είναι η ανάλυση και ανάπτυξη μιας 
εφαρμογής σε γλώσσα προγραμματισμού Java, η οποία θα είναι πλήρως λειτουργική και 
έτοιμη για χρήση από μια μικρή επιχείρηση. Ο στόχος είναι να γίνει ένα πάντρεμα των 
γνώσεων που αποκόμισα στο μεταπτυχιακό στα Πληροφοριακά Συστήματα με την 
εμπειρία μου στον τομέα των Logistics. Η εφαρμογή θα έχει ως αντικείμενο την 
παρακολούθηση των αποθεμάτων μιας αποθήκης, όπως επίσης και την παρακολούθηση 
των προμηθευτών και των πελατών που διαθέτει η επιχείρηση. Δηλαδή θα είναι 
συνδυασμός ενός ERP και ενός WMS. Το λογισμικό θα είναι ανοιχτού κώδικα οπότε και 
δεν θα υπάρχει κάποιο κόστος από μία επιχείρηση να το αποκτήσει και να το 
χρησιμοποιήσει. 
Και η εφαρμογή αυτούσια και ο κώδικάς της θα είναι διαθέσιμα για 
οποιονδήποτε ενδιαφέρεται να τα δει ή να τα χρησιμοποιήσει. 
 1.3  Βασική Ορολογία 
 1.3.1 Logistics (Διαχείριση εφοδιαστικής αλυσίδας) 
Τα Logistics είναι η διαχείριση ενός δικτύου εσωτερικά συνδεμένων 
επιχειρήσεων που συμμετέχουν στην απώτερη παροχή πακέτων προϊόντων και 
υπηρεσιών, τα οποία απευθύνονται στους τελικούς καταναλωτές (Harland, 1996). Τα 
Logistics εκτείνονται σε όλη τη διαδικασία μεταφοράς και αποθήκευσης των πρώτων 
υλών και αγαθών από τα σημεία προέλευσης προς τα σημεία κατανάλωσης. 
 1.3.2 Πληροφοριακά Συστήματα 
Πληροφοριακό σύστημα ονομάζεται ένα σύνολο διαδικασιών, ανθρώπινου 
δυναμικού και αυτοματοποιημένων υπολογιστικών συστημάτων, που προορίζονται για 
την συλλογή, εγγραφή, ανάκτηση, επεξεργασία, αποθήκευση και ανάλυση πληροφοριών. 
Τα πληροφοριακά συστήματα αποτελούν το μέσο για την αρμονική συνεργασία 
ανθρώπινου δυναμικού, δεδομένων, διαδικασιών και τεχνολογιών πληροφορίας και 
επικοινωνιών. Κάθε ειδικό πληροφοριακό σύστημα έχει ως στόχο την υποστήριξη των 
επιχειρήσεων, τη διαχείριση και λήψη αποφάσεων. Τα πληροφοριακά συστήματα είναι 
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άρρηκτα συνδεδεμένα με τα συστήματα διαχείρισης βάσεων δεδομένων. Ένα 
πληροφοριακό σύστημα είναι μία μορφή επικοινωνίας του συστήματος στο οποίο τα 
δεδομένα αντιπροσωπεύουν και υποβάλλονται σε επεξεργασία ως μία μορφή κοινωνικής 
μνήμης (David Kroenke, 2015). 
 1.3.3 ERP (Συστήματα Διαχείρισης Επιχειρησιακών Πόρων) 
Το ακρωνύμιο ERP προέρχεται από τα αρχικά των λέξεων Enterprise Resource 
Planning. Με τον όρο ERP ορίζονται τα Πληροφοριακά Συστήματα που ενσωματώνουν 
όλα τα τμήματα και τις λειτουργίες μία εταιρίας σε ένα υπολογιστικό σύστημα το οποίο 
εξυπηρετεί τις ιδιαίτερες ανάγκες όλων αυτών των τμημάτων, των οργανισμών ή των 
επιχειρήσεων (Wailgum, 2008). Τα συστήματα ERP όταν ξεκίνησαν παρείχαν κυρίως 
λειτουργίες λογιστηρίου και διαχείρισης ανθρώπινων πόρων (MRP). Λόγω της 
ταχύτατης τεχνολογικής εξέλιξης τα σύγχρονα ERP έχουν ενσωματώσει πλέον κι άλλες 
δυνατότητες όπως διαχείριση πελατειακών σχέσεων (Customer Relationship 
Management, CRM), διαχείριση αποθήκης (Warehouse Management System, WMS), 
ηλεκτρονική ανταλλαγή δεδομένων (Electronic Data Interchange, EDI), ακόμα και 
συστήματα διαχείρισης ποιότητας (Intelligent Quality Management, IQM). 
 1.3.4 WMS (Συστήματα Διαχείρισης Αποθήκης) 
Το ακρωνύμιο WMS προέρχεται από τα αρχικά των λέξεων Warehouse 
Management System και στα Ελληνικά αποδίδεται ως Σύστημα Διαχείρισης Αποθήκης. 
Τα συστήματα WMS επιτρέπουν την κεντρική διαχείριση των εργασιών σε μία αποθήκη, 
από την παρακολούθηση της ποσότητας των αποθεμάτων μέχρι την τοποθέτηση τους σε 
κατάλληλα σημεία μέσα στον αποθηκευτικό χώρο. Αναπτύχθηκαν για την επιτάχυνση 
των εργασιών, τη βελτίωση της εγκυρότητας του καταλόγου των αποθεμάτων, τη 
βέλτιστη διαχείριση των χώρων της αποθήκης και την ενίσχυση της παραγωγικότητας. 
Τα συστήματα WMS μπορούν να είναι αυτόνομα συστήματα από μία επιχείρηση ή να 
αποτελούν ένα υποσύστημα ενός ολοκληρωμένου ERP. (Φωλίνας & Παπαδοπούλου, 
2013). 
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 1.4  Διάρθρωση της μελέτης 
Η εργασία αποτελείται από τα παρακάτω κεφάλαια: 
Κεφάλαιο 1: Στο αρχικό κεφάλαιο παρουσιάζονται οι στόχος της εργασίας καθώς και η 
σημαντικότητα της. 
Κεφάλαιο 2: Περιγράφεται το θεωρητικό υπόβαθρο που χρειάζεται και αναλύονται οι 
τεχνολογίες που θα χρησιμοποιηθούν. 
Κεφάλαιο 3: Γίνεται η ανάλυση και η σχεδίαση της εφαρμογής και της βάσης 
δεδομένων. 
Κεφάλαιο 4: Περιγράφονται θέματα υλοποίησης της εφαρμογής και γίνεται ανάλυση 
των κλάσεων της. 
Κεφάλαιο 5: Γίνεται η παρουσίαση της εφαρμογής. 
Κεφάλαιο 6: Επίλογος και επισήμανση περιορισμών και επεκτάσεων. 
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 2  Θεωρητικό Υπόβαθρο 
Για την ανάπτυξη της εφαρμογής θα χρησιμοποιηθεί η γλώσσα προγραμματισμού 
Java και το σύστημα διαχείρισης σχεσιακών βάσεων δεδομένων MySQL. Το κύριο 
πλεονέκτημα των δύο τεχνολογιών που επιλέχθηκαν είναι ο τύπος του ελεύθερου 
λογισμικού που τις χαρακτηρίζει. Έτσι το κόστος της εφαρμογής είναι χαμηλό σε σχέση 
με τις εμπορικές εφαρμογές τέτοιου είδους. 
 2.1  Java 
Η Java είναι μία αντικειμενοστρεφής γλώσσα προγραμματισμού η οποία 
αναπτύχθηκε αρχικά από τον James Gosling το 1995 και πήρε το όνομα της από την 
ποικιλία καφέ που άρεσε στον δημιουργό της, και αποτελεί και το σήμα κατατεθέν της 
εταιρείας (Εικόνα 4). Το αρχικό όνομα που ήθελε να της δώσει και αναφερόταν στο 
δέντρο που κοίταζε από το παράθυρο του γραφείου του όσο δούλευε, ήταν ήδη 
κατοχυρωμένο (OAK) (Kieron Murphy, JavaWorld.com, 1996).  
 
 
Εικόνα  4. Java Logo (Πηγή: seeklogo). 
 
Ένα πλεονέκτημα της Java που οφείλεται στην απλότητά της είναι το μέγεθος 
των απαραίτητων εργαλείων. Ο μεταφραστής και οι βασικές βιβλιοθήκες είναι μικρές 
και ο κώδικάς της είναι τόσο περιορισμένος σε μέγεθος που μπορεί άνετα να τρέξει σε 
οποιαδήποτε μικρή μηχανή και να κατέβει από το δίκτυο. 
 Η Java έχει μία μεγάλη βιβλιοθήκη από ρουτίνες για την επιτυχημένη 
συνεργασία με τα πρωτόκολλα HTTP και FTP. Καταυτό τον τρόπο οι δικτυακές 
συνδέσεις δημιουργούνται ευκολότερα από ότι με την C ή την C++. Τα προγράμματα σε 
Java μπορούν να έχουν πρόσβαση μέσω δικτύου σε αντικείμενα, με την ίδια άνεση που 
ένας χρήστης προσπελάζει ένα τοπικό σύστημα αρχείων. 
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Ένα ακόμα προτερήματα που έχει η Java σε αντίθεση με τις άλλες γλώσσες 
προγραμματισμού είναι η δυνατότητα της να μεταφέρεται σε διαφορετικά λειτουργικά 
συστήματα χωρίς να γίνονται πολλές αλλαγές στον κώδικά της. Σε αντίθεση με την 
C/C++ δεν υπάρχουν καθόλου χαρακτηριστικά που εξαρτούνται από τον επεξεργαστή 
του υπολογιστή. Έτσι τα μεγέθη των πρωταρχικών τύπων δεδομένων είναι καθορισμένα 
και η συμπεριφορά τους είναι παντού ίδια. Για παράδειγμα, “int” σημαίνει πάντα ένα 
32bit ακέραιο αριθμό. 
Η Java έχει αναπτυχθεί για να προσαρμοστεί σε ένα εξελισσόμενο περιβάλλον. 
Οι βιβλιοθήκες εργαλείων αναπτύσσονται ελεύθερα με την προσθήκη νέων μεθόδων και 
μεταβλητών, χωρίς να επηρεάζονται οι ήδη υπάρχουσες εφαρμογές. 
Υπάρχουν δύο ήδη προγραμμάτων στην Java. Είναι τα Applets και τα 
Applications. 
Τα Applets είναι μικρά κομμάτια εκτελέσιμου κώδικα που απαιτούν έναν 
εξυπηρετητή για να τρέξουν. 
Τα Applications είναι προγράμματα που δεν απαιτούν εξυπηρετητή για να 
τρέξουν. Είναι δηλαδή όπως τα προγράμματα σε άλλες γλώσσες προγραμματισμού. 
Και τα Applets και τα Applications για να τρέξουν χρειάζονται μία Java Virtual 
Machine. Η Java Virtual Machine μπορεί να είναι διαθέσιμη ως ξεχωριστό πρόγραμμα, 
μπορεί να είναι ενσωματωμένη στο λειτουργικό σύστημα ή να είναι ενσωματωμένη στο 
ίδιο το Application (The Java Tutorials, Oracle, 2014). 
Από το 2016 η Java είναι μία από τις πιο δημοφιλείς γλώσσες προγραμματισμού 
που χρησιμοποιούνται, ειδικά για διαδικτυακές εφαρμογές όπως φαίνεται στην Εικόνα 5. 
 
 
Εικόνα  5. Δημοτικότητα της Java (Πηγή TIOBE). 
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Η τελευταία έκδοση της γλώσσας που έχει κυκλοφορήσει είναι η Java10 η οποία 
κυκλοφόρησε στις 20 Μαρτίου 2018. Η προηγούμενη έκδοση Java9 είχε κυκλοφορήσει 
μόλις έξι μήνες πριν. Οι εκδόσεις που υποστηρίζονται είναι η Java10 και η Java8 ενώ η 
Java9 δεν έχει πλέον ενημερώσεις ασφαλείας. Οι παλαιότερες εκδόσεις υποστηρίζονται 
πλέον μόνο από εταιρίες σε εμπορική βάση. Στην Εικόνα 6 παρουσιάζονται οι εκδόσεις 
της Java και οι χρονολογίες κυκλοφορίας τους. 
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Εικόνα  6. Εκδόσεις της Java. 
 2.2  Γραφικό περιβάλλον χρήστη (GUI) 
Γραφικό περιβάλλον χρήστη ή γραφική διασύνδεση χρήστη ονομάζεται ένα 
σύνολο γραφικών στοιχείων τα οποία εμφανίζονται στην οθόνη μίας ψηφιακής συσκευής 
και βοηθούν τον χρήστη στην αλληλεπίδραση με τη συσκευή. Με τη βοήθεια μίας 
συσκευής εισόδου (π.χ. πληκτρολόγιο, ποντίκι, οθόνη) ο χρήστης εισάγει στοιχεία στην 
γραφική διασύνδεση και έτσι λαμβάνουν χώρα οι επιθυμητές λειτουργίες της εκάστοτε 
εφαρμογής. Πριν τη δημιουργία του γραφικού περιβάλλοντος χρήστη η διεπαφή του 
χρήστη με το σύστημα γινόταν μέσω γραμμών εντολών. 
Στην Java η βιβλιοθήκη που αναπτύχθηκε για να παρέχει ένα πιο εξελιγμένο 
σύνολο στοιχείων γραφικού περιβάλλοντος είναι η Swing. Με τα στοιχεία αυτής της 
βιβλιοθήκης εξομοιώνεται η εμφάνιση και η αίσθηση που έχει ο χρήστης ανεξάρτητα 
από την πλατφόρμα που χρησιμοποιεί. Εκτός από τα γνωστά στοιχεία όπως κουμπιά, 
πλαίσια ελέγχου και ετικέτες, η βιβλιοθήκη Swing παρέχει στοιχεία όπως πίνακες με 
καρτέλες, μπάρες κύλισης και λίστες. Τα στοιχεία της βιβλιοθήκης Swing δεν 
υλοποιούνται με κώδικα συγκεκριμένης πλατφόρμας αλλά είναι γραμμένα σε κώδικα 
Java επομένως είναι ανεξάρτητα από κάθε πλατφόρμα. (Loy, Erckstein, Wood, Elliot, 
Cole, O’Reilly Media, 2012) 
 2.3  MySQL 
Μία βάση δεδομένων είναι μία συλλογή δεδομένων κατάλληλα αποθηκευμένων 
σε ένα υπολογιστή προκειμένου να προσπελαστούν, να διαχειριστούν και να 
ενημερωθούν με ευκολία από το άτομο που τις διαχειρίζεται. Οι ενέργειες αυτές πάνω 
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στα δεδομένα γίνονται μέσα από τα Συστήματα Διαχείρισης Βάσεων Δεδομένων, τα 
οποία έχουν κατάλληλους μηχανισμούς για να προσπελαύνουν οργανωμένες δομές 
δεδομένων και να τις επεξεργάζονται χωρίς απώλειες και κίνδυνο παραποίησης ή φθοράς 
των δεδομένων. 
Η MySQL είναι μία ελεύθερη γλώσσα προγραμματισμού για Συστήματα 
Διαχείρισης Βάσεων Δεδομένων (ΣΔΒΔ) (DB-Engines Ranking, 2015). Προκειμένου τα 
Συστήματα Διαχείρισης Βάσεων Δεδομένων (ΣΔΒΔ) να έχουν κάποιους κοινούς άξονες 
αναφοράς έχει αναπτυχθεί η γλώσσα SQL η οποία επιτρέπει μέσα από ένα σύστημα 
εντολών, την προσπέλαση των δομημένων δεδομένων που περιέχει ένα Σύστημα 
Διαχείρισης Βάσεων Δεδομένων. Η MySQL είναι μία έκδοση της γλώσσας SQL και ένα 
MySQL Σύστημα Διαχείρισης Βάσεων Δεδομένων είναι ένα σύστημα που δέχεται 
εντολές της MySQL. 
Η τεχνολογία των Συστημάτων Διαχείρισης Βάσεων Δεδομένων έχει εξελιχθεί 
στον χρόνο και έχουν προκύψει διαχωρισμοί στα Συστήματα Διαχείρισης Βάσεων 
Δεδομένων ανάλογα με τον τύπο των δεδομένων που αποθηκεύονται σε αυτά. Οι 
οργανωμένες δομές δεδομένων αποθηκεύουν σύνολα δεδομένων και τον τρόπο με τον 
οποίο αυτά συσχετίζονται μεταξύ τους. Η λογική πίσω από τη διαχείριση αυτών των 
δεδομένων είναι η συσχέτιση των δεδομένων, οπότε αυτές οι βάσεις αποκαλούνται 
Σχεσιακές Βάσεις Δεδομένων και τα συστήματά τους σχεσιακά. Υπάρχουν και άλλοι 
τύποι Συστημάτων Διαχείρισης Βάσεων Δεδομένων όπου τα δεδομένα τους έχουν άλλη 
δομή. 
Η MySQL έλαβε το όνομα της από το όνομα της κόρης του δημιουργού της 
Michael Widenius (MySQL 5.1 Reference Manual, 2011). Η πρώτη έκδοσή της ήταν τον 
Μάιο του 1995 και το σήμα κατατεθέν της είναι ένα δελφίνι (Εικόνα 7). 
 
 
Εικόνα  7. MySQL Logo (Πηγή: seeklogo). 
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Η τελευταία έκδοση που έχει βγει είναι η MySQL Server 8.0 και κυκλοφόρησε 
τον Απρίλιο του 2018. Η πιο παλιά έκδοση που υποστηρίζεται ακόμα είναι η MySQL 
Server 5.5 η οποία αναμένεται να σταματήσει να υποστηρίζεται τον Δεκέμβριο του 2018. 
Στην Εικόνα 8 φαίνονται οι εκδόσεις και οι χρονολογίες έκδοσής τους. 
 
ΕΚΔΟΣΗ ΗΜΕΡΟΜΗΝΙΑ 
ΠΡΩΤΗ ΕΚΔΟΣΗ 1995 
Version 3.19 1996 
Version 3.20 1997 
Version 3.21 1998 
Version 3.22 1998 
Version 3.23 2001 
Version 4.0 2002 
Version 4.01 2003 
Version 4.1 2004 
Version 5.0 2005 
Version 5.1 2008 
Version 6.0 2010 
MySQL Server 5.5 2010 
MySQL Server 5.6 2013 
MySQL Server 5.7 2015 
MySQL Server 8.0 2018 
Εικόνα  8. MySQL History. 
 2.4  Client-Server 
Ένα σύστημα client-server είναι ένα σύστημα του οποίου το δίκτυο ενώνει 
διάφορους υπολογιστικούς πόρους, έτσι ώστε οι clients να μπορούν να ζητούν υπηρεσίες 
από ένα server. Δηλαδή ο client θέτει μία αίτηση και ο server επιστρέφει μία 
ανταπόκριση ή κάνει μία σειρά από ενέργειες. 
Το σύστημα client-server είναι πολύ σημαντικό καθώς επιτυγχάνει τα εξής: 
• Αποτελεσματική χρήση της υπολογιστικής ισχύος. 
• Μείωση του κόστους συντήρησης και αναβάθμισης. 
• Αύξηση της παραγωγικότητας. 
• Αύξηση της ευελιξίας. 
O client δεν μπορεί παρά να είναι ένας υπολογιστής. Οι υπηρεσίες που ζητούνται 
από τον client μπορεί να υπάρχουν στους ίδιους σταθμούς εργασίας ή σε 
απομακρυσμένους σταθμούς εργασίας που συνδέονται μεταξύ τους μέσω ενός δικτύου. 
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Τα συστατικά του client είναι: 
• Να τρέχει το λογισμικό των γραφικών διεπαφών χρηστών. 
• Να δημιουργεί τις αιτήσεις για πληροφορίες και να τις στέλνει στον server. 
• Να αποθηκεύει τις επιστρεφόμενες πληροφορίες. 
Ο server απαντάει στις αιτήσεις που γίνονται από τους clients. Ένας client μπορεί 
να ενεργεί ως server εάν λαμβάνει και επεξεργάζεται αιτήσεις όπως ακριβώς και τις 
στέλνει. Οι server δεν ξεκινάνε τις επικοινωνίες αλλά περιμένουν τις αιτήσεις από τους 
clients. 
Τα συστατικά του server είναι: 
• Να αποθηκεύει, να ανακτά και να προστατεύει πληροφορίες. 
• Να επιθεωρεί τις αιτήσεις των clients. 
• Να δημιουργεί εφαρμογές διαχείρισης πληροφοριών. 
• Να διαχειρίζεται πληροφορίες. 
Τελικό συστατικό για το σύστημα client-server είναι το δίκτυο. Οι περισσότεροι 
δεν γνωρίζουν πως λειτουργούν τα δίκτυα στα συστήματα client-server, διότι τα 
συστήματα αυτά είναι σχεδιασμένα για να κάνουν τα δίκτυα διάφανα στον χρήστη. Τα 
δίκτυα πρέπει να είναι αξιόπιστα, να υποστηρίζουν την επικοινωνία και να ελέγχουν για 
σφάλματα. Στην Εικόνα 9 φαίνεται η αρχιτεκτονική ενός συστήματος client-server. 
 
 
Εικόνα  9. Αρχιτεκτονική Client-Server (Πηγή: Wikipedia). 
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 3 Ανάλυση και σχεδίαση της εφαρμογής 
 3.1  Ανάγκες της εφαρμογής 
Η εφαρμογή απευθύνεται σε μικρομεσαίες επιχειρήσεις και ένας από τους 
κύριους λόγους δημιουργίας της είναι το μηδενικό κόστος κτήσης και λειτουργίας της 
εφαρμογής. Για τον λόγο αυτό επιλέχθηκε η γλώσσα προγραμματισμού Java για την 
υλοποίηση του κυρίου μέρους της εφαρμογής και το σύστημα διαχείρισης βάσεων 
δεδομένων MySQL για τη σύνδεση και λειτουργία της βάσης δεδομένων. Και οι δύο 
τεχνολογίες ανήκουν στην κατηγορία του ελεύθερου λογισμικού. 
Η οποιαδήποτε εταιρία ενδιαφέρεται να έχει στην κατοχή της την εφαρμογή θα 
χρειάζεται να έχει τουλάχιστον έναν υπολογιστή και σύνδεση με το διαδίκτυο που 
χρειάζεται για τη σύνδεση με τη βάση δεδομένων. Ένας από τους κύριους πυλώνες της 
εφαρμογής είναι η χρήση της από πολλαπλούς χρήστες συγχρόνως. Για να επιτευχθεί το 
μοντέλο αυτό και για να κρατήσουμε το κόστος της εφαρμογής χαμηλό θα δημιουργηθεί 
ένας ελεύθερος διακομιστής (server) με τη βοήθεια του phpmyadmin το οποίο είναι ένα 
περιβάλλον στο οποίο μπορούμε να δημιουργήσουμε και να διαχειριστούμε βάσεις 
δεδομένων τύπου MySQL. Το μοντέλο που θα χρησιμοποιήσουμε είναι το μοντέλο του 
Client Server για να μπορούν πολλαπλοί χρήστες να συνδέονται με τη βάση δεδομένων 
χωρίς να υπάρχει πρόβλημα. 
 3.2  Βασικές λειτουργίες της εφαρμογής 
Οι βασικές λειτουργίες που χρειάζεται να έχει η εφαρμογή είναι οι εξής: 
 Εισαγωγή, προβολή και ενημέρωση Χρήστη. 
 Εισαγωγή, προβολή και ενημέρωση των Προμηθευτών 
 Εισαγωγή, προβολή και ενημέρωση των Πελατών. 
 Εισαγωγή, προβολή και ενημέρωση των Προϊόντων. 
 Εισαγωγή Προϊόντων στην Αποθήκη. 
 Εξαγωγή Προϊόντων από την Αποθήκη. 
 Προβολή των αποθεμάτων της Αποθήκης 
 
Όταν θα ξεκινάει η εφαρμογή θα ζητά από τον Χρήστη τα στοιχεία εισόδου. 
Εφόσον γίνει ταυτοποίηση των στοιχείων θα εμφανίζεται το βασικό παράθυρο της 
εφαρμογής. Τη πρώτη φορά που θα γίνει η εκκίνηση της εφαρμογής απαραίτητα θα 
22 
χρησιμοποιηθούν τα στοιχεία του κύριου Χρήστη τα οποία θα έχουν εισαχθεί στην Βάση 
Δεδομένων κατά τη δημιουργία της. 
Ο Χρήστης στην βασική εφαρμογή θα μπορεί να επιλέξει τις παρακάτω 
λειτουργίες: 
 Δημιουργία Χρήστη: Εισάγονται τα στοιχεία νέου Χρήστη στη βάση 
δεδομένων και επιλέγεται η προσβασιμότητα στις λειτουργίες της 
εφαρμογής. 
 Ενημέρωση Χρήστη: γίνεται ενημέρωση στην προσβασιμότητα του 
Χρήστη στις λειτουργίες της εφαρμογής. 
 Εισαγωγή Προμηθευτή: εισάγονται τα στοιχεία νέου Προμηθευτή στη 
βάση δεδομένων. 
 Προβολή Προμηθευτή: γίνεται προβολή των στοιχείων του Προμηθευτή 
που διαβάζονται από τη βάση δεδομένων. 
 Ενημέρωση Προμηθευτή: γίνεται ενημέρωση των στοιχείων του 
Προμηθευτή στη βάση δεδομένων. 
 Δημιουργία Πελάτη: εισάγονται τα στοιχεία νέου Πελάτη στη βάση 
δεδομένων. 
 Προβολή Πελάτη: γίνεται ενημέρωση των στοιχείων του Πελάτη που 
διαβάζονται από τη βάση δεδομένων. 
 Δημιουργία Προϊόντος: εισάγονται τα στοιχεία του νέου Προϊόντος στη 
βάση δεδομένων. 
 Προβολή Προϊόντος: γίνεται προβολή των στοιχείων του Προϊόντος που 
διαβάζονται από τη βάση δεδομένων. 
 Ενημέρωση Προϊόντος: γίνεται ενημέρωση των στοιχείων του Προϊόντος 
στη βάση δεδομένων. 
 Δημιουργία Εισαγωγής Προϊόντος: εισάγονται τα στοιχεία στη βάση 
δεδομένων και ενημερώνεται η αποθήκη. 
 Προβολή Εισαγωγής Προϊόντων: γίνεται προβολή των στοιχείων που 
διαβάζονται από τη βάση δεδομένων χωρίς τη δυνατότητα αλλαγής. 
 Δημιουργία Εξαγωγής Προϊόντων: εισάγονται τα στοιχεία στη βάση 
δεδομένων και ενημερώνεται η αποθήκη. 
 Προβολή Εξαγωγής Προϊόντων: γίνεται προβολή των στοιχείων που 
διαβάζονται από τη βάση δεδομένων χωρίς τη δυνατότητα αλλαγής. 
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 Προβολή της Αποθήκης: γίνεται προβολή των αποθεμάτων των 
προϊόντων χωρίς τη δυνατότητα αλλαγής. 
 
Στην Εικόνα 10 φαίνεται το διάγραμμα χρήσεων της εφαρμογής. 
 
 
Εικόνα  10. Διάγραμμα Χρήσεων. 
 
 Η προσβασιμότητα του κάθε χρήστη στις λειτουργίες της εφαρμογής θα 
καθορίζεται κατά τη δημιουργία του χρήστη. Αυτό θα έχει ως σκοπό οι λειτουργίες της 
εφαρμογής να είναι διακριτές και να υπάρχει ασφάλεια κατά τον χειρισμό της εφαρμογής 
από ένα άτομο το οποίο δεν είναι πλήρως καταρτισμένο σε όλες τις λειτουργίες. 
 3.3  Σχεδίαση της βάσης δεδομένων 
Η βάση δεδομένων της εφαρμογής θα αποτελείται από δύο κομμάτια. Το πρώτο 
κομμάτι θα αφορά τους χρήστες της εφαρμογής και τις λειτουργίες της. Οι λειτουργίες 
της εφαρμογής αντιμετωπίζονται ως οντότητα για να επιτευχθεί η ανάγκη των διακριτών 
λειτουργιών από τους χρήστες. Το δεύτερο κομμάτι της βάσης δεδομένων θα αφορά την 
αποθήκη και τις οντότητες προϊόν, πελάτης και προμηθευτής καθώς και τις εισαγωγές 
και τις εξαγωγές. 
Οι πίνακες της βάσης δεδομένων θα είναι οι εξής: 
1. ΧΡΗΣΤΗΣ 
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2. ΛΕΙΤΟΥΡΓΙΕΣ 
3. ΛΕΙΤΟΥΡΓΙΕΣ ΧΡΗΣΤΗ 
4. ΠΡΟΪΟΝ 
5. ΠΡΟΜΗΘΕΤΗΣ 
6. ΠΕΛΑΤΗΣ 
7. ΕΙΣΑΓΩΓΗ 
8. ΕΞΑΓΩΓΗ 
9. ΑΠΟΘΗΚΗ 
 
 Οι τρεις πρώτοι πίνακες αφορούν το πρώτο κομμάτι της βάσης δεδομένων και οι 
υπόλοιποι έξι το δεύτερο. Οι δύο πρώτοι πίνακες αντιπροσωπεύουν τα αντικείμενα 
χρήστης και τις λειτουργίες αντίστοιχα. Ο τρίτος πίνακας δημιουργήθηκε καθώς η σχέση 
των δύο παραπάνω πινάκων είναι πολλά προς πολλά οπότε είναι επιτακτική ανάγκη η 
δημιουργίας ενός ενδιάμεσου πίνακα. 
Ο πίνακας ΧΡΗΣΤΗΣ θα έχει ως κύριο κλειδί ένα πεδίο που θα αυξάνεται 
αυτόματα με την εισαγωγή κάθε νέου χρήστη. Τα υπόλοιπα πεδία που θα έχει είναι το 
όνομα χρήστη, ο κωδικός και το ονοματεπώνυμο του χρήστη. Στον πίνακα 
ΛΕΙΤΟΥΡΓΙΕΣ ΧΡΗΣΤΗ το κύριο κλειδί θα είναι ένας αύξων αριθμός και θα υπάρχει 
ακόμα ένα πεδίο με την ονομασία της λειτουργίας. Ο ενδιάμεσος πίνακας 
ΛΕΙΤΟΥΡΓΙΕΣ ΧΡΗΣΤΗ θα έχει δύο ξένα κλειδιά που θα τα λαμβάνει από τους πίνακες 
ΧΡΗΣΤΗΣ και ΛΕΙΤΟΥΡΓΙΕΣ. 
Ο πίνακας ΠΡΟΪΟΝ θα έχει και αυτός κύριο κλειδί έναν αύξων αριθμό. Τα 
υπόλοιπα πεδία που θα έχει είναι κωδικός προμηθευτή, περιγραφή, εναλλακτικός 
κωδικός και barcode. Ο κωδικός προμηθευτή είναι σημαντικός καθώς κάθε προϊόν 
πρέπει να ανήκει σε έναν προμηθευτή. Βασική προϋπόθεση για να δημιουργηθεί ένα 
προϊόν είναι να έχει δημιουργηθεί πρώτα ο προμηθευτής. Στον πίνακα 
ΠΡΟΜΗΘΕΥΤΗΣ κύριο κλειδί θα είναι επίσης ένας αύξων αριθμός. Ο αύξων αριθμός 
στις βάσεις δεδομένων είναι ένα πολύ σημαντικό στοιχείο το οποίο μας εξασφαλίζει την 
μοναδικότητα της εγγραφής και επίσης είναι εύκολος στην διαχείρισή του. Τα υπόλοιπα 
πεδία του πίνακα θα είναι το ονοματεπώνυμο, το Α.Φ.Μ, η διεύθυνση και το τηλέφωνο. 
Ο πίνακας ΠΕΛΑΤΗΣ θα έχει τα αντίστοιχα χαρακτηριστικά με τον πίνακα 
ΠΡΟΜΗΘΕΥΤΗΣ. 
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Σε αυτό το σημείο μπορούμε να αναφέρουμε ότι θα υπήρχε η δυνατότητα 
δημιουργίας ενός πίνακα με την ονομασία συναλλασσόμενος ο οποίος θα περιείχε μέσα 
και τους προμηθευτές και τους πελάτες. Η βάση δεδομένων σε αυτή την περίπτωση δεν 
θα ήταν σωστή με βάση τις αρχές σχεδιασμού καθώς πρέπει για κάθε αντικείμενο να 
υπάρχει ξεχωριστός πίνακας. Και στην περίπτωση μας ο πελάτης και ο προμηθευτής 
είναι δύο ξεχωριστά αντικείμενα. 
Οι πίνακες ΕΙΣΑΓΩΓΗ και ΕΞΑΓΩΓΗ έχουν την ίδια φιλοσοφία. Ένα βασικό 
κλειδί το οποίο αυξάνεται αυτόματα με κάθε νέα εγγραφή και ένα ξένο κλειδί που 
αντίστοιχα το λαμβάνει από τον ΠΡΟΜΗΘΕΥΤΗ και τον ΠΕΛΑΤΗ. Τα υπόλοιπα πεδία 
είναι η ημερομηνία, το εναλλακτικό παραστατικό και η ποσότητα. 
Ο τελευταίος πίνακας είναι η ΑΠΟΘΗΚΗ. Αυτός ο πίνακας είναι η απεικόνιση 
των αποθεμάτων και έχει δύο πεδία. Έχει ως ξένο κλειδί τον κωδικό του προϊόντος και 
το δεύτερο πεδίο είναι η ποσότητα η οποία είναι αποτέλεσμα από την αφαίρεση της 
ποσότητας των εξαγωγών από την ποσότητα των εισαγωγών. 
Ακολουθούν το διάγραμμα σχέσεων των πινάκων (Εικόνα 11) και το διάγραμμα 
οντοτήτων συσχετίσεων της βάσης δεδομένων (Εικόνα 12). Για τη δημιουργία των 
διαγραμμάτων χρησιμοποιήθηκε το σχεδιαστικό site www.draw.io. 
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Εικόνα  11. Διάγραμμα Σχέσεων Πινάκων Δεδομένων. 
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Εικόνα  12. Διάγραμμα Οντοτήτων – Συσχετίσεων. 
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 3.4  Σχεδίαση του γραφικού περιβάλλοντος 
Το γραφικό περιβάλλον της εφαρμογής θα πρέπει να είναι απλό και εύχρηστο. Η 
εφαρμογή απευθύνεται σε μικρομεσαίες επιχειρήσεις. Το μεγαλύτερο κόστος σε μία 
επιχείρηση είναι η εκπαίδευση των εργαζομένων. Για αυτό τον λόγο κυρίως η 
εκπαίδευση των εργαζομένων στην εφαρμογή θα πρέπει να είναι γρήγορη και ουσιώδης. 
Την παράμετρο λάθους που μπορεί να γίνει κατά τη χρήση της εφαρμογής την 
αντιμετωπίζουμε με τις διακριτές λειτουργίες που υπάρχουν στην εφαρμογή. Έτσι στον 
κάθε χρήστη θα είναι διαθέσιμές μόνο οι λειτουργίες της εφαρμογής που του είναι 
απαραίτητες και είναι αυτός εξοικειωμένος. 
Παρακάτω παρουσιάζονται ορισμένες mock up εικόνες που δημιουργήθηκαν 
κατά τον σχεδιασμό της εφαρμογής και δίνουν μία εικόνα για το πως θα μπορούσε να 
είναι η εφαρμογή. Για τα mock up χρησιμοποιήθηκε η ελεύθερη εφαρμογή Pencil της 
εταιρίας Evolus. 
 
 
Εικόνα  13. MockUp Menu. 
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Εικόνα  14. MockUp User. 
 
Εικόνα  15. MockUp Import. 
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 4 Προγραμματισμός της Εφαρμογής 
Ο κώδικας της εφαρμογής έχει οργανωθεί με βάση το πρότυπο σχεδίασης MVC 
(Model View Controller), σύμφωνα με το οποίο η εφαρμογή χωρίζεται σε τρία 
διασυνδεδεμένα μέρη όπως φαίνονται στην Εικόνα 16 . 
 
 
Εικόνα  16. Το σχεδιαστικό πρότυπο MVC. 
 
 Το Μοντέλο (Model) αφορά το κομμάτι της εφαρμογής που σχετίζεται με τις 
δομές δεδομένων. Συγκεκριμένα, διαχειρίζεται την ανάκτηση/αποθήκευση των 
δεδομένων στο σύστημα. 
 Ο Ελεγκτής (Controller) δέχεται την είσοδο από τον χρήστη και διαμορφώνει 
το μοντέλο αντίστοιχα. 
 Η Προβολή (View) αφόρα το γραφικό περιβάλλον σύμφωνα με το οποίο 
παρουσιάζεται το μοντέλο στον χρήστη. 
 
Σύμφωνα με αυτή την λογική έχουν οργανωθεί και οι κλάσεις της εφαρμογής σε 
πακέτα (packages), για την καλύτερη διαχείριση και παραγωγικότητα. Πιο 
συγκεκριμένα, το πακέτο wsp.model περιλαμβάνει τις κλάσεις που αποτελούν το 
μοντέλο, τα πακέτα wsp.frames & wsp.panels αποτελούν την προβολή και ο ελεγκτής 
περιλαμβάνεται αποκλειστικά στην κλάση wsp.data.DataHandler. Στον παρακάτω 
πίνακα αναφέρονται όλα τα ονόματα των κλάσεων της εφαρμογής καθώς και η βασική 
τους λειτουργία.  
 
31 
wsp 
WSP.java Περιλαμβάνει την μέθοδο main, και 
αποτελεί σημείο εκκίνησης της εφαρμογής 
wsp.data 
DataHandler.java Περιλαμβάνει όλες τις λειτουργίες που 
σχετίζονται με την βάση δεδομένων και 
την εκτέλεση ερωτημάτων 
DatabaseConfig.java Χρησιμοποιείται για τον καθορισμό των 
ρυθμίσεων για την διασύνδεση με την 
βάση δεδομένων, σύμφωνα με αυτές που 
δίνονται κατά την εγκατάσταση της 
εφαρμογής 
wsp.etc 
PlaceholderPasswordField.java Αποτελεί επέκταση της κλάσης 
JPasswordField, και χρησιμοποιείται για 
την δημιουργία του πεδίου εισαγωγής 
κωδικού χρήστη. Η επέκταση επιτρέπει τον 
καθορισμό placeholder στο πεδίο. 
PlaceholderTextField.java Αποτελεί επέκταση της κλάσης JTextField 
και χρησιμοποιείται για την δημιουργία 
του πεδίου εισαγωγής όνομα χρήστη. Η 
επέκταση επιτρέπει τον καθορισμό 
placeholder στο πεδίο. 
UserConnectionListener.java Κλάση διεπαφής η οποία σηματοδοτεί την 
σύνδεση ενός χρήστη. 
wsp.frames 
LoginFrame.java Καθορίζει το παράθυρο στο οποίο καλείται 
ο χρήστης να εισάγει τα στοιχεία του και 
να συνδεθεί. 
MainFrame.java Καθορίζει το κύριο παράθυρο της 
εφαρμογής που περιλαμβάνει όλες τις 
λειτουργίες πλην της λειτουργίας σύνδεσης 
χρήστη. 
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wsp.model 
Client.java Καθορίζει την οντότητα του πελάτη και τα 
πεδία του. 
Export.java Καθορίζει την οντότητα της εξαγωγής και 
τα πεδία της. 
Import.java Καθορίζει την οντότητα της εισαγωγής και 
τα πεδία της. 
Item.java Καθορίζει την οντότητα του προϊόντος και 
τα πεδία του. 
Stock.java Καθορίζει την οντότητα του στοκ της 
αποθήκης και τα πεδία του. 
Supplier.java Καθορίζει την οντότητα του προμηθευτή 
και τα πεδία του. 
User.java Καθορίζει την οντότητα του χρήστη και τα 
πεδία του. 
wsp.panels 
ClientListPanel.java Καθορίζει το πλαίσιο που περιλαμβάνει 
την λίστα με τους πελάτες. 
ClientPanel.java Καθορίζει το πλαίσιο που περιλαμβάνει τα 
πεδία των πελατών. 
ExportPanel.java Καθορίζει το πλαίσιο που περιλαμβάνει τα 
πεδία των εξαγωγών. 
ExportsListPanel.java Καθορίζει το πλαίσιο που περιλαμβάνει 
την λίστα με τις εξαγωγές. 
ImportPanel.java Καθορίζει το πλαίσιο που περιλαμβάνει τα 
πεδία των εισαγωγών. 
ImportsListPanel.java Καθορίζει το πλαίσιο που περιλαμβάνει 
την λίστα με τις εισαγωγές. 
ItemListPanel.java Καθορίζει το πλαίσιο που περιλαμβάνει 
την λίστα με τα προϊόντα. 
ItemPanel.java Καθορίζει το πλαίσιο που περιλαμβάνει τα 
πεδία των προϊόντων. 
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StockPanel.java Καθορίζει το πλαίσιο που περιλαμβάνει τα 
αποθέματα των προϊόντων στην αποθήκη. 
SupplierListPanel.java Καθορίζει το πλαίσιο που περιλαμβάνει 
την λίστα με τους προμηθευτές. 
SupplierPanel.java Καθορίζει το πλαίσιο που περιλαμβάνει τα 
πεδία των προμηθευτών. 
UserListPanel.java Καθορίζει το πλαίσιο που περιλαμβάνει 
την λίστα με τους χρήστες. 
UserPanel.java Καθορίζει το πλαίσιο που περιλαμβάνει τα 
πεδία των χρηστών. 
Table 1. Πακέτα και κλάσεις της εφαρμογής 
 4.1  Μοντέλο 
Το μοντέλο της εφαρμογής καθορίζει τις δομές δεδομένων οι οποίες περιγράφουν 
τις βασικές οντότητες του συστήματος. Σύμφωνα με τις πρακτικές της γλώσσας 
προγραμματισμού Java, δημιουργήθηκαν κλάσεις για κάθε μια από τις οντότητες της 
εφαρμογής οι οποίες αντιστοιχούν σε πίνακες της βάσεις δεδομένων. Πιο συγκεκριμένα, 
δημιουργήθηκαν οι κλάσεις Client, Export, Import, Item, Stock, Supplier και User. Η 
κάθε μια από αυτές περιλαμβάνει πεδία τα οποία αντιστοιχούν στις στήλες του πίνακα 
στην Βάση Δεδομένων αλλά και μια μέθοδο κατασκευαστή (Constructor). Στο 
παρακάτω κομμάτι κώδικα, φαίνεται ένα παράδειγμα για την κλάση Supplier.  
 
public class Supplier { 
    public int sid; 
    public String supplierName; 
    public String supplierAddress; 
    public String supplierPhone; 
    public String supplierAfm; 
     
    public Supplier(int _sid, String _supplierName, String 
_supplierAddress, String _supplierPhone, String _supplierAfm){ 
        sid = _sid; 
        supplierName = _supplierName; 
        supplierAddress = _supplierAddress; 
        supplierPhone = _supplierPhone; 
        supplierAfm = _supplierAfm; 
    } 
 
    @Override 
    public String toString() { 
        return supplierName; 
    }   
} 
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Η κλάση περιλαμβάνει το πεδίο sid το οποίο αντιστοιχεί στο κλειδί του πίνακα 
supplier στην βάση δεδομένων αλλά και τα πεδία supplierName, supplierAddress, 
supplierPhone και supplierAfm τα οποία αντιστοιχούν στις στήλες του πίνακα της 
βάσης. Αντίστοιχα έχουν δημιουργηθεί και άλλες κλάσεις για τους υπόλοιπους πίνακες 
της βάσης δεδομένων. 
 4.2  Ελεγκτής 
Ο ελεγκτής περιλαμβάνει τα κομμάτια κώδικα που εκτελούνται έπειτα από την 
αλληλεπίδραση του χρήστη με το γραφικό περιβάλλον.  
Για παράδειγμα, όταν ο χρήστης επιχειρεί τη σύνδεση με το σύστημα, έχοντας 
εισάγει το username και password του και πατώντας το κουμπί «Σύνδεση»,  
ενεργοποιείται το αντίστοιχο κομμάτι της εφαρμογής το οποίο καλείται να επιβεβαιώσει 
τα στοιχεία που έχει εισάγει ο χρήστης με τα στοιχεία της βάσης. Στο παρακάτω κομμάτι 
κώδικα παρουσιάζεται η μέθοδος που καλείται να αναλάβει αυτή την λειτουργία της 
εφαρμογής. Η μέθοδος authenticateUser(String username, String password), λαμβάνει 
ως είσοδο το username και password που έχει εισάγει ο χρήστης μέσω του γραφικού 
περιβάλλοντος της εφαρμογής. Έπειτα, εκτελεί ένα ερώτημα SELECT στη βάση 
δεδομένων το οποίο επιτυγχάνει δύο στόχους ταυτόχρονα. Ο πρώτος είναι να ελέγξει αν 
όντως το username και password είναι σωστά και αντιστοιχούν στη βάση δεδομένων με 
κάποιον χρήστη του πίνακα user. Ο δεύτερος, με τη χρήση ενός JOIN στον πίνακα 
user_applications, επιτυγχάνει να επιστρέψει τα δικαιώματα του χρήστη στην περίπτωση 
που τα στοιχεία είναι σωστά. Σε περίπτωση που τα στοιχεία είναι σωστά, οι πληροφορίες 
του χρήστη καθώς και τα δικαιώματά του θα αποθηκευθούν στη μνήμη της εφαρμογής 
για να χρησιμοποιηθούν στη συνέχεια, διαφορετικά θα τυπωθεί σχετικό μήνυμα λάθους 
το οποίο θα καλέσει τον χρήστη να ελέγξει τα στοιχεία του και να προσπαθήσει ξανά.  
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    public boolean authenticateUser(String username, String password) { 
        Statement stmt = null; 
        ResultSet rs = null; 
        boolean authenticationResult = false; 
        String currentUserName = null; 
        int currentUserId = 0; 
        ArrayList<Integer> appPermissions = new ArrayList<>(); 
        try { 
            stmt = conn.createStatement(); 
rs = stmt.executeQuery("select name,userid,username,password,aid from 
user left outer join user_applications on userid=uid where username='" 
+ username + "' and password='" + password + "'"); 
            while (rs.next()) { 
                appPermissions.add(rs.getInt("aid")); 
                currentUserName = rs.getString("name"); 
                currentUserId = rs.getInt("userid"); 
                authenticationResult = true; 
            } 
            if (currentUserName != null) { 
                currentUser = new User(currentUserId, username, 
currentUserName, appPermissions); 
            } 
        } catch (SQLException ex) { 
            System.out.println("SQLException: " + ex.getMessage()); 
            System.out.println("SQLState: " + ex.getSQLState()); 
            System.out.println("VendorError: " + ex.getErrorCode()); 
        } finally { 
            if (rs != null) { 
                try { 
                    rs.close(); 
                } catch (SQLException sqlEx) { 
                } // ignore 
 
                rs = null; 
            } 
 
            if (stmt != null) { 
                try { 
                    stmt.close(); 
                } catch (SQLException sqlEx) { 
                } // ignore 
 
                stmt = null; 
            } 
        } 
        return authenticationResult; 
    } 
 
Ο ελεγκτής καλείται επιπλέον να διαχειριστεί ενέργειες του χρήστη οι οποίες όχι 
μόνο ανακτούν δεδομένα αλλά και που τα τροποποιούν ή προσθέτουν νέα δεδομένα στη 
βάση. Οι ανάγκες της εφαρμογής καθορίζουν πως ο χρήστης θα μπορεί να προσθέτει, να 
επεξεργάζεται αλλά και να αναζητεί χρήστες, προμηθευτές, πελάτες, προϊόντα, 
εισαγωγές και εξαγωγές που αποθηκεύονται στο πληροφοριακό σύστημα. Για κάθε μια 
από αυτές τις ενέργειες έχει γραφτεί και μια ξεχωριστή μέθοδος όπως η παρακάτω η 
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οποία προσθέτει έναν νέο προμηθευτή. Αυτή η μέθοδος λαμβάνει από το γραφικό 
περιβάλλον τα στοιχεία που πληκτρολογεί ο χρήστης κατά την εισαγωγή νέου 
προμηθευτή όπως το όνομα, τη διεύθυνση, το ΑΦΜ και το τηλέφωνό του. Στη συνέχεια 
εκτελεί ένα ερώτημα INSERT στη βάση δεδομένων και δημιουργεί νέα γραμμή στο 
πίνακα supplier της βάσης. 
 
 public boolean createSupplier(String supplierName, String 
supplierAddress, String supplierAfm, String supplierPhone) { 
        Statement stmt = null; 
        try { 
            stmt = conn.createStatement(); 
            String sql = "INSERT INTO supplier(name,afm,address,phone) 
VALUES('" + supplierName + "', '" + supplierAfm + "', '" + 
supplierAddress + "','" + supplierPhone + "');"; 
            System.out.println(sql); 
            stmt.executeUpdate(sql); 
        } catch (SQLException ex) { 
            System.out.println("SQLException: " + ex.getMessage()); 
            System.out.println("SQLState: " + ex.getSQLState()); 
            System.out.println("VendorError: " + ex.getErrorCode()); 
            return false; 
        } finally { 
            if (stmt != null) { 
                try { 
                    stmt.close(); 
                } catch (SQLException sqlEx) { 
                }  
 
                stmt = null; 
            } 
        } 
        return true; 
    } 
 
Όλες οι μέθοδοι που αποτελούν τον «ελεγκτή» συμπεριλαμβάνονται στην κλάση 
DataHandler και και περιγράφονται στον παρακάτω πίνακα: 
Όνομα Είσοδοι Έξοδος Περιγραφή 
authenticateUser String username, 
String password 
Boolean Χρησιμοποιείται κατά 
την ταυτοποίηση 
χρήστη και επιστρέφει 
true αν η ταυτοποίηση 
ήταν επιτυχής. 
createClient String clientName, 
String 
clientAddress, 
Boolean Δημιουργεί νέο 
πελάτη στην βάση 
δεδομένων. 
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String clientAfm, 
String clientPhone 
Επιστρέφει true όταν 
η λειτουργία είναι 
επιτυχής. 
createExport String 
altParastatiko, 
String 
supplierName, 
String itemName, 
int quantity 
Boolean Δημιουργεί νέα 
εξαγωγή για το προϊόν 
με όνομα itemName, 
του προμηθευτή 
supplierName με 
ποσότητα quantity. 
Επιστρέφει true όταν 
η λειτουργία είναι 
επιτυχής. 
createImport String 
altParastatiko, 
String clientName, 
String itemName, 
int quantity 
Boolean Δημιουργεί νέα 
εξαγωγή για το προϊόν 
με όνομα itemName, 
για τον πελάτη με 
όνομα clientName, με 
ποσότητα quantity. 
Επιστρέφει true όταν 
η λειτουργία είναι 
επιτυχής. 
createItem String 
supplierName, 
String description, 
String altid, String 
barcode 
Boolean Δημιουργεί νέο 
προϊόν του 
προμηθευτή με όνομα 
supplierName. 
Επιστρέφει true όταν 
η λειτουργία είναι 
επιτυχής. 
createSupplier String 
supplierName, 
String 
supplierAddress, 
String 
Boolean Δημιουργεί νέο 
προμηθευτή και 
επιστρέφει true όταν η 
λειτουργία είναι 
επιτυχής. 
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supplierAfm, 
String 
supplierPhone 
createUser String name, 
String username, 
String password, 
List<Integer> 
applications 
Boolean Δημιουργεί νέο 
χρήστη για την 
εφαρμογή ο οποίος θα 
έχει πρόσβαση στις 
λειτουργίες που 
καθορίζονται από τα 
id που 
περιλαμβάνονται στην 
είσοδο applications. 
Επιστρέφει true όταν 
η λειτουργία είναι 
επιτυχής. 
editClient int cid, String 
name, String 
phone, String 
address, String 
afm 
Boolean Επεξεργάζεται τα 
στοιχεία ενός πελάτη 
σύμφωνα με τα 
στοιχεία που έδωσε 
ως είσοδο ο χρήστης. 
Επιστρέφει true όταν 
η επεξεργασία είναι 
επιτυχής. 
editExport int exportid, String 
altParastatiko, 
String clientName, 
String itemName, 
int quantity 
Boolean Επεξεργάζεται τα 
στοιχεία μιας 
εξαγωγής σύμφωνα με 
τα στοιχεία που έδωσε 
ως είσοδο ο χρήστης. 
Επιστρέφει true όταν 
η επεξεργασία είναι 
επιτυχής. 
editImport int importid, 
String 
Boolean Επεξεργάζεται τα 
στοιχεία μιας 
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altParastatiko, 
String 
supplierName, 
String itemName, 
int quantity 
εισαγωγής σύμφωνα 
με τα στοιχεία που 
έδωσε ως είσοδο ο 
χρήστης. Επιστρέφει 
true όταν η 
επεξεργασία είναι 
επιτυχής. 
editItem int itemid, String 
supplierName, 
String description, 
String altid, String 
barcode 
Boolean Επεξεργάζεται τα 
στοιχεία ενός 
προϊόντος σύμφωνα 
με τα στοιχεία που 
έδωσε ως είσοδο ο 
χρήστης. Επιστρέφει 
true όταν η 
επεξεργασία είναι 
επιτυχής. 
editSupplier int sid, String 
name, String 
phone, String 
address, String 
afm 
Boolean Επεξεργάζεται τα 
στοιχεία ενός 
προμηθευτή σύμφωνα 
με τα στοιχεία που 
έδωσε ως είσοδο ο 
χρήστης. Επιστρέφει 
true όταν η 
επεξεργασία είναι 
επιτυχής. 
ediUser int id, String 
name, String 
username, String 
password, 
List<Integer> 
applications 
Boolean Επεξεργάζεται τα 
στοιχεία ενός χρήστη 
σύμφωνα με τα 
στοιχεία που έδωσε 
ως είσοδο ο χρήστης. 
Επιστρέφει true όταν 
η επεξεργασία είναι 
επιτυχής. 
40 
getAllUsers  List<User> Επιστρέφει λίστα με 
τους χρήστες που 
είναι αποθηκευμένοι 
στην βάση δεδομένων. 
getClientWithId int cid Client Επιστρέφει τον 
πελάτη με id = cid. 
getClientWithName String name Client Επιστρέφει τον 
πελάτη με όνομα = 
name. 
getClients  List<Client> Επιστρέφει λίστα με 
όλους τους πελάτες. 
getExportWithId int exportid Export Επιστρέφει την 
εξαγωγή με id = 
exportid. 
getExports  List<Export> Επιστρέφει λίστα με 
τις εξαγωγές που είναι 
αποθηκευμένες στην 
βάση δεδομένων. 
getExportsWithFilter Date date, String 
clientName, String 
itemName, String 
altParastatiko 
List<Export> Επιστρέφει λίστα με 
τις εξαγωγές αφού 
πρώτα εφαρμόσει 
κάποια φίλτρα που 
όρισε ο χρήστης κατά 
την αναζήτηση του. 
getImportWithId int importid Import Επιστρέφει την 
εισαγωγή με id = 
importid.. 
getImports  List<Imports> Επιστρέφει λίστα με 
τις εισαγωγές που 
είναι αποθηκευμένες 
στην βάση δεδομένων. 
getImportsWithFilter Date date, String 
supplierName, 
List<Import> Επιστρέφει λίστα με 
τις εισαγωγές αφού 
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String itemName, 
String 
altParastatiko 
πρώτα εφαρμόσει 
κάποια φίλτρα που 
όρισε ο χρήστης κατά 
την αναζήτηση του. 
getItemWithDescription String description Item Επιστρέφει το προϊόν 
με περιγραφή = 
description. 
getItemWithId int id Item Επιστρέφει το προϊόν 
με συγκεκριμένο id. 
getItems  List<Item> Επιστρέφει λίστα με 
τα προϊόντα που είναι 
αποθηκευμένα στην 
βάση δεδομένων. 
getItemsWithFilter int itemid, String 
supplierName, 
String altcode, 
String barcode, 
String description 
List<Item> Επιστρέφει λίστα με 
τα προϊόντα αφού 
πρώτα εφαρμόσει 
κάποια φίλτρα που 
όρισε ο χρήστης κατά 
την αναζήτηση του. 
getStock  List<Stock> Υπολογίζει και 
επιστρέφει το στοκ 
των προϊόντων αφού 
λάβει υπόψη τις 
εισαγωγές και 
εξαγωγές. 
getStockWithFilter String altCode, 
String 
supplierName 
List<Stock> Υπολογίζει και 
επιστρέφει το στοκ 
των προϊόντων από 
συγκεκριμένο 
προμηθευτή ή για 
συγκεκριμένο προϊόν. 
getSupplierWithId int sid Supplier Επιστρέφει τον 
προμηθευτή με id = 
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sid. 
getSupplierWithName String name Supplier Επιστρέφει τον 
προμηθευτή με όνομα 
= name. 
getSuppliers  List<Supplier> Επιστρέφει λίστα με 
τους προμηθευτές που 
είναι αποθηκευμένοι 
στην βάση δεδομένων. 
getUserWithID int id User Επιστρέφει τον 
χρήστη με 
συγκεκριμένο id. 
Table 2. Περιγραφές των μεθόδων της κλάσεις DataHandler. 
 4.3  Προβολή 
Το κομμάτι της προβολής σχετίζεται με τον προγραμματισμό του γραφικού 
περιβάλλοντος της εφαρμογής. Για την ανάπτυξή του έχουν χρησιμοποιηθεί δύο βασικές 
κλάσεις της βιβλιοθήκης Swing, η JFrame και η JPanel, οι οποίες έχουν επεκταθεί και 
έχουν προσαρμοστεί στις ανάγκες της εφαρμογής. Για την καλύτερη κατανόηση της 
αρχιτεκτονικής του γραφικού περιβάλλοντος παραθέτεται το παρακάτω σχήμα. 
 
Όπως φαίνεται στο σχήμα, στο κορυφαίο επίπεδο βρίσκεται η κλάση JFrame, η 
οποία καθορίζει και το «παράθυρο» της εφαρμογής. Στην προκειμένη περίπτωση έχουμε 
δύο παράθυρα όπου το πρώτο αφορά τη σύνδεση του χρήστη με το σύστημα (κλάση 
LoginFrame) το οποίο κλείνει εφόσον η σύνδεση είναι επιτυχής και έπειτα ανοίγει το 
δεύτερο και κύριο παράθυρο (κλάση MainFrame) το οποίο περιλαμβάνει όλες τις 
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υπόλοιπες λειτουργίες. Εφόσον κάποιο από τα δύο παράθυρα κλείνει, τότε τερματίζεται 
και η λειτουργία του προγράμματος. 
Το παράθυρο Login, το οποίο χρησιμοποιείται για τη σύνδεση του χρήστη 
περιλαμβάνει απλά δύο πεδία για την εισαγωγή των στοιχείων του χρήστη και ένα 
κουμπί «Σύνδεση». Από την άλλη πλευρά, το παράθυρο Main περιλαμβάνει όλες τις 
υπόλοιπες λειτουργίες του συστήματος. Ο χρήστης μπορεί να πλοηγηθεί στο σύστημα 
κάνοντας χρήση του μενού το οποίο υλοποιήθηκε μέσω της κλάσης JMenu. Εφόσον, ο 
συνδεδεμένος χρήστης έχει πρόσβαση (δικαιώματα) για τη χρήση κάποιας λειτουργίας 
του συστήματος, τότε μπορεί να επιλέξει κάποιες από τις επιλογές του μενού όπως για 
παράδειγμα «Προμηθευτές». Στη συνέχεια θα ανοίξει το ανάλογο υπό-μενού το οποίο θα 
περιλαμβάνει επιλογές όπως «Νέος προμηθευτής» και «Διαχείριση προμηθευτών».  
Εφόσον ο χρήστης κάνει κλικ σε κάποια επιλογή του μενού, θα προστεθεί στο 
παράθυρο το JPanel που σχετίζεται με την επιλογή του χρήστη. Για κάθε μια από τις 
λειτουργίες του συστήματος έχει δημιουργηθεί και μία επέκταση της κλάσης JPanel. Το 
παράθυρο Main, παραμένει ενεργό σε όλη τη διάρκεια που ο χρήστης αλληλεπιδρά με 
την εφαρμογή μέχρις ότου κλείσει το παράθυρο. Κάθε φορά που επιλέγεται κάτι από το 
μενού, απλά εναλλάσσονται τα JPanels που αντιστοιχούν σε κάθε λειτουργία. Συνολικά 
έχουν δημιουργηθεί 13 JPanel με τις εξής ονομασίες: ClientListPanel, ClientPanel, 
ExportPanel, ExportsListPanel, ImportPanel, ImportsListPanel, ItemListPanel, 
ItemPanel, StockPanel, SupplierListPanel, SupplierPanel, UserListPanel, UserPanel.  
Τα JPanel που αναφέρθηκαν θα μπορούσαν ενδεχομένως να χωριστούν σε δύο 
κατηγορίες, η μία αφορά τη δημιουργία και επεξεργασία δεδομένων από τον χρήστη και 
η δεύτερη την προβολή των υπαρχόντων δεδομένων αλλά και την αναζήτησή τους. Οι 
κλάσεις που ανήκουν στην δεύτερη κατηγορία γίνονται εύκολα αντιληπτές καθώς 
περιέχουν την λέξη «List» στα ονόματα τους, ενώ στην πρώτη κατηγορία ανήκουν όλες 
οι υπόλοιπες. 
Για παράδειγμα, στην πρώτη κατηγορία ανήκει η UserPanel κλάση η οποία 
δημιουργεί τα κατάλληλα πεδία για τη δημιουργία νέου χρήστη. Η ίδια κλάση 
ταυτόχρονα εξυπηρετεί και τη λειτουργία επεξεργασίας χρήστη και γενικά στην 
εφαρμογή το γραφικό περιβάλλον δημιουργίας και επεξεργασίας δεδομένων είναι 
ακριβώς το ίδιο για αυτό και χρησιμοποιείται η ίδια κλάση και για τις δύο λειτουργίες. Η 
υλοποίηση της κλάσης ξεκινάει επεκτείνοντας την κλάση JPanel της Java που σημαίνει 
πως κληρονομεί όλες τις μεθόδους και μεταβλητές της JPanel. Αυτό σημαίνει πως 
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μπορούμε να καθορίσουμε ένα layout για το Panel καλώντας την εντολή 
«setLayout(new GridLayout(14, 2, 30, 20));». Αυτό σημαίνει πως θέλουμε να 
χρησιμοποιήσουμε μια διάταξη πλέγματος για το Panel, με 14 σειρές και 2 στήλες ενώ 
επίσης θέλουμε περιθώριο 30 & 20 στον οριζόντιο και κάθετο άξονα αντίστοιχα. Σε κάθε 
ένα από τα κελιά του πλέγματος τοποθετείται κάποιο συστατικό της Swing όπως ετικέτες 
(JLabel) και πεδία εισόδου (JTextField). Στο συγκεκριμένο παράδειγμα, στην πρώτη από 
τις δύο στήλες τοποθετήθηκαν ετικέτες επεξήγησης για τον χρήστη (Όνομα, Κωδικός, 
Δημιουργία χρήστη, Επεξεργασία χρήστη, κτλπ.), ενώ στη δεύτερη τοποθετήθηκαν τα 
πεδία εισαγωγής δεδομένων όπως JΤextField για την εισαγωγή ονόματος χρήστη αλλά 
και JCheckBox όπου χάρη σε αυτά ο χρήστης μπορεί να παραχωρήσει δικαιώματα στον 
νέο χρήστη (Εισαγωγή προμηθευτών, Επεξεργασία προϊόντος, κτλπ). Εφόσον 
δημιουργηθούν αυτά τα συστατικά μπορούν να τοποθετηθούν στην διάταξη του Panel 
καλώντας απλά την εντολή «add(usernameField);» η οποία τοποθετεί το πεδίο 
είσοδου ονόματος χρήστη στο σωστό κελί αναλόγως την σειρά με την οποία καλείται η 
μέθοδος add() για κάθε συστατικό. Στην τελευταία σειρά του JPanel τοποθετούνται δύο 
κουμπιά (JButton) για αποθήκευση των αλλαγών αλλά και για την εκκαθάριση των 
πεδίων που συμπληρώθηκαν. Για την χρήση των κουμπιών απαιτείται η υλοποίηση της 
διεπαφής ActionListener η οποία καθορίζει την μέθοδο «public void 
actionPerformed(ActionEvent e)» για τη διαχείριση του πατήματος κουμπιού. Στη 
συνέχεια με έναν απλό έλεγχο όπως ο «if (e.getSource() == saveButton)» 
μπορούμε να εξακριβώσουμε ποιο κουμπί πατήθηκε (εάν το Panel έχει πάνω από ένα 
κουμπί) και να εκτελεστούν οι εντολές που πρέπει. Στο συγκεκριμένο παράδειγμα 
εφόσον ο χρήστης πάτησε το κουμπί «Αποθήκευση» εκτελείται η εντολή δημιουργίας 
(α) ή επεξεργασίας χρήστη (β).  
 
(α) result = WSP.dHandler.createUser(nameField.getText(), 
usernameField.getText(), passwordField.getText(), applications); 
(β) result = WSP.dHandler.editUser(userid, nameField.getText(), 
usernameField.getText(), passwordField.getText(), applications); 
 
Ο πλήρης κώδικας της κλάσης UserPanel παραθέτεται παρακάτω. 
public class UserPanel extends JPanel implements ActionListener { 
 
    JButton saveButton, clearButton; 
    JLabel nameLabel, usernameLabel, passwordLabel, userCreateLabel, 
userMgmtLabel, supplierCreateLabel, supplierMgmtLabel, 
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clientCreateLabel, clientMgmtLabel, itemCreateLabel, itemMgmtLabel, 
importLabel, exportLabel; 
    JTextField nameField, usernameField, passwordField; 
    JCheckBox userCreateCheck, userMgmtCheck, supplierCreateCheck, 
supplierMgmtCheck, clientCreateCheck, clientMgmtCheck, itemCreateCheck, 
itemMgmtCheck, importCheck, exportCheck; 
    private boolean editUser; 
    private int userid; 
 
    public UserPanel(boolean _editUser) { 
        super(); 
 
        editUser = _editUser; 
 
        nameLabel = new JLabel("Όνομα:"); 
        usernameLabel = new JLabel("Username:"); 
        passwordLabel = new JLabel("Password:"); 
        userCreateLabel = new JLabel("Δημιουργία χρήστη:"); 
        userMgmtLabel = new JLabel("Διαχείριση χρήστη:"); 
        supplierCreateLabel = new JLabel("Δημιουργία προμηθευτών:"); 
        supplierMgmtLabel = new JLabel("Διαχείριση προμηθευτών:"); 
        clientCreateLabel = new JLabel("Δημιουργία πελάτη:"); 
        clientMgmtLabel = new JLabel("Διαχείριση πελάτη:"); 
        itemCreateLabel = new JLabel("Δημιουργία είδους:"); 
        itemMgmtLabel = new JLabel("Διαχείριση είδους:"); 
        importLabel = new JLabel("Εισαγωγή:"); 
        exportLabel = new JLabel("Εξαγωγή:"); 
 
        nameField = new JTextField(); 
        usernameField = new JTextField(); 
        passwordField = new JTextField(); 
        userCreateCheck = new JCheckBox(); 
        userMgmtCheck = new JCheckBox(); 
        supplierCreateCheck = new JCheckBox(); 
        supplierMgmtCheck = new JCheckBox(); 
        clientCreateCheck = new JCheckBox(); 
        clientMgmtCheck = new JCheckBox(); 
        itemCreateCheck = new JCheckBox(); 
        itemMgmtCheck = new JCheckBox(); 
        importCheck = new JCheckBox(); 
        exportCheck = new JCheckBox(); 
 
        saveButton = new JButton("Αποθήκευση"); 
        saveButton.addActionListener(this); 
        clearButton = new JButton("Εκκαθάριση"); 
        clearButton.addActionListener(this); 
 
        add(nameLabel); 
        add(nameField); 
        add(usernameLabel); 
        add(usernameField); 
        add(passwordLabel); 
        add(passwordField); 
        add(userCreateLabel); 
        add(userCreateCheck); 
        add(userMgmtLabel); 
        add(userMgmtCheck); 
        add(supplierCreateLabel); 
        add(supplierCreateCheck); 
        add(supplierMgmtLabel); 
        add(supplierMgmtCheck); 
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        add(clientCreateLabel); 
        add(clientCreateCheck); 
        add(clientMgmtLabel); 
        add(clientMgmtCheck); 
        add(itemCreateLabel); 
        add(itemCreateCheck); 
        add(itemMgmtLabel); 
        add(itemMgmtCheck); 
        add(importLabel); 
        add(importCheck); 
        add(exportLabel); 
        add(exportCheck); 
        add(saveButton); 
        add(clearButton); 
        setLayout(new GridLayout(14, 2, 30, 20)); 
        setSize(1024, 748); 
        setVisible(true); 
 
    } 
 
    private void clearFields() { 
        nameField.setText(""); 
        usernameField.setText(""); 
        passwordField.setText(""); 
        userCreateCheck.setSelected(false); 
        userMgmtCheck.setSelected(false); 
        supplierCreateCheck.setSelected(false); 
        supplierMgmtCheck.setSelected(false); 
        clientCreateCheck.setSelected(false); 
        clientMgmtCheck.setSelected(false); 
        itemCreateCheck.setSelected(false); 
        itemMgmtCheck.setSelected(false); 
        importCheck.setSelected(false); 
        exportCheck.setSelected(false); 
    } 
 
    public void setUser(int _userid) { 
        userid = _userid; 
        User user = WSP.dHandler.getUserWithID(userid); 
        nameField.setText(user.name); 
        usernameField.setText(user.username); 
        if (user.applications.contains(1)) { 
            userCreateCheck.setSelected(true); 
        } 
        if (user.applications.contains(2)) { 
            userMgmtCheck.setSelected(true); 
        } 
        if (user.applications.contains(3)) { 
            supplierCreateCheck.setSelected(true); 
        } 
        if (user.applications.contains(4)) { 
            supplierMgmtCheck.setSelected(true); 
        } 
        if (user.applications.contains(5)) { 
            clientCreateCheck.setSelected(true); 
        } 
        if (user.applications.contains(6)) { 
            clientMgmtCheck.setSelected(true); 
        } 
        if (user.applications.contains(7)) { 
            itemCreateCheck.setSelected(true); 
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        } 
        if (user.applications.contains(8)) { 
            itemMgmtCheck.setSelected(true); 
        } 
        if (user.applications.contains(9)) { 
            importCheck.setSelected(true); 
        } 
        if (user.applications.contains(10)) { 
            exportCheck.setSelected(true); 
        } 
    } 
    private boolean validateUserFields() { 
        if(nameField.getText().length() < 3){ 
            JOptionPane.showMessageDialog((JFrame) 
SwingUtilities.getWindowAncestor(this), "Το πεδίο \"Όνομα\" πρέπει να 
έχει τουλάχιστον 3 χαρακτήρες"); 
            return false; 
        } 
        else if(nameField.getText().length() > 64){ 
            JOptionPane.showMessageDialog((JFrame) 
SwingUtilities.getWindowAncestor(this), "Το πεδίο \"Όνομα\" πρέπει να 
έχει το πολύ 64 χαρακτήρες"); 
            return false; 
        } 
        if(passwordField.getText().length() < 3) { 
            JOptionPane.showMessageDialog((JFrame) 
SwingUtilities.getWindowAncestor(this), "Το πεδίο \"Password\" πρέπει 
να έχει τουλάχιστον 3 χαρακτήρες"); 
            return false; 
        } 
        else if(passwordField.getText().length() > 32){ 
            JOptionPane.showMessageDialog((JFrame) 
SwingUtilities.getWindowAncestor(this), "Το πεδίο \"Password\" πρέπει 
να έχει το πολύ 32 χαρακτήρες"); 
            return false; 
        } 
        if(usernameField.getText().length() < 3) { 
            JOptionPane.showMessageDialog((JFrame) 
SwingUtilities.getWindowAncestor(this), "Το πεδίο \"Username\" πρέπει 
να έχει τουλάχιστον 3 χαρακτήρες"); 
            return false; 
        } 
        else if(usernameField.getText().length() > 16){ 
            JOptionPane.showMessageDialog((JFrame) 
SwingUtilities.getWindowAncestor(this), "Το πεδίο \"Username\" πρέπει 
να έχει το πολύ 16 χαρακτήρες"); 
            return false; 
        } 
         
        return true; 
    } 
    @Override 
    public void actionPerformed(ActionEvent e) { 
        if (e.getSource() == saveButton) { 
            if(!validateUserFields()) 
                return; 
            ArrayList<Integer> applications = new ArrayList<Integer>(); 
            if (userCreateCheck.isSelected()) { 
                applications.add(1); 
            } 
            if (userMgmtCheck.isSelected()) { 
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                applications.add(2); 
            } 
            if (supplierCreateCheck.isSelected()) { 
                applications.add(3); 
            } 
            if (supplierMgmtCheck.isSelected()) { 
                applications.add(4); 
            } 
            if (clientCreateCheck.isSelected()) { 
                applications.add(5); 
            } 
            if (clientMgmtCheck.isSelected()) { 
                applications.add(6); 
            } 
            if (itemCreateCheck.isSelected()) { 
                applications.add(7); 
            } 
            if (itemMgmtCheck.isSelected()) { 
                applications.add(8); 
            } 
            if (importCheck.isSelected()) { 
                applications.add(9); 
            } 
            if (exportCheck.isSelected()) { 
                applications.add(10); 
            } 
            boolean result; 
            if (editUser) { 
                result = WSP.dHandler.editUser(userid, 
nameField.getText(), usernameField.getText(), passwordField.getText(), 
applications); 
            } else { 
                result = WSP.dHandler.createUser(nameField.getText(), 
usernameField.getText(), passwordField.getText(), applications); 
            } 
            if(result) { 
                clearFields(); 
            } 
        } else if (e.getSource() == clearButton) { 
            clearFields(); 
        } 
    } 
} 
 
Οι υπόλοιπες κλάσεις (SupplierPanel, ClientPanel, κτλπ.) έχουν αναπτυχθεί με 
αντίστοιχο τρόπο. 
Τα Panel που ανήκουν στην δεύτερη κατηγορία (προβολής και αναζήτησης 
δεδομένων) ακολουθούν μια ελαφρώς διαφορετική λογική. Για παράδειγμα, η κλάση 
ItemListPanel χρησιμοποιείται για την προβολή των ειδών που περιλαμβάνονται στο 
σύστημα αποθήκευσης ενώ ταυτόχρονα παρέχει λειτουργίες αναζήτησης. Όπως και η 
UserPanel κλάση, επεκτείνει την κλάση JPanel της Swing και υλοποιεί την διεπαφή 
ActionListener για τη διαχείριση κουμπιών. Το κύριο συστατικό αυτής της κλάσης είναι 
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ένας πίνακας JTable, στον οποίο εμφανίζονται τα προϊόντα μαζί με τις πληροφορίες 
τους. Το πρώτο βήμα για τη δημιουργία του πίνακα είναι να καθοριστεί το μοντέλο του, 
δηλαδή τα δεδομένα που θα συμπεριληφθούν σε αυτόν. Αυτό γίνεται με την εκτέλεση 
της εντολής «itemTable.setModel(new DefaultTableModel(getData(), 
column));», η οποία δημιουργεί έναν απλό πίνακα παίρνοντας ως είσοδο ένα 
δισδιάστατο String πίνακα με τα δεδομένα ο οποίος δημιουργείται από την μέθοδο 
«getData()», και έναν μονοδιάστατο String πίνακα ο οποίος περιλαμβάνει τις 
επικεφαλίδες των στηλών (Κωδικός προϊόντος, Εναλ.κωδικός, Προμηθευτής, Barcode 
και Περιγραφή). Στη συνέχεια, ρυθμίζεται έτσι ώστε να επιτρέπει την επιλογή γραμμών 
του πίνακα με διπλό κλικ, έτσι ώστε να επιτρέπει την επεξεργασία των πεδίων ενός 
προϊόντος «itemTable.addMouseListener(new MouseAdapter() {...». Η διάταξη 
του συγκεκριμένου Panel είναι ένα BoxLayout το οποίο αποτελείται από δύο κύρια 
συστατικά, ένα μικρό «υπό-Panel» το οποίο περιέχει τα πεδία και τις ετικέτες τους που 
χρησιμοποιούνται για την αναζήτηση των προϊόντων (Κωδικός, Εναλλακτικός κωδικός, 
Προμηθευτής, BARCODE και Περιγραφή) αλλά και τον πίνακα ο οποίος 
ενσωματώνεται σε ένα ScrollPane έτσι ώστε ο χρήστης να μπορεί να κάνει κύλιση του 
παραθύρου σε περίπτωση που τα δεδομένα υπερκαλύπτουν τον χώρο. Κατά την 
αρχικοποίηση του πίνακα, καλείται ένα ερώτημα στη βάση δεδομένων ώστε να 
επιστραφούν όλα τα προϊόντα και να γεμίσει ο πίνακας. Ο χρήστης μπορεί να εκτελέσει 
κάποια αναζήτηση στο σύστημα για συγκεκριμένα προϊόντα πατώντας το κουμπί 
«Αναζήτηση» εφόσον έχει εισάγει τα κλειδιά αναζήτησης στα διαθέσιμα πεδία. Εφόσον 
πατηθεί το κουμπί, εκτελείται η εντολή γίνεται εκ νέου αναζήτηση στη βάση με τα 
φίλτρα που όρισε ο χρήστης εκτελώντας την εντολή «List<Item> items = 
WSP.dHandler.getItemsWithFilter(pid, supplierName, altcode, barcode, 
description);» και ανανεώνεται ο πίνακας. 
Ο πλήρης κώδικας της κλάσης ItemListPanel παραθέτεται παρακάτω. 
public class ItemListPanel extends JPanel implements ActionListener{ 
     
    public JTable itemTable; 
    private final String column[] = {"Κωδικός", "Εναλ. κωδικός", 
"Προμηθευτής", "Barcode", "Περιγραφή"}; 
    private JButton searchButton, clearButton; 
    private JTextField idField, altIDField, barcodeField, 
descriptionField; 
    private JComboBox<Supplier> supplierBox; 
     
    public ItemListPanel(){ 
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        JPanel topPanel = new JPanel(); 
        topPanel.setLayout(new GridLayout(5,3,20,5)); 
         
        JLabel idLabel, altIDLabel, supplierLabel, barcodeLabel, 
descriptionLabel; 
        JButton  newItemButton, editItemButton; 
         
        List<Supplier> suppliers = WSP.dHandler.getSuppliers(); 
         
        idLabel = new JLabel("Κωδικός:"); 
        altIDLabel = new JLabel("Εναλλακτικός κωδικός:"); 
        supplierLabel = new JLabel("Προμηθευτής:"); 
        barcodeLabel = new JLabel("BARCODE"); 
        descriptionLabel = new JLabel("Περιγραφή"); 
         
        idField = new JTextField(); 
        altIDField = new JTextField(); 
        supplierBox = new JComboBox<>(); 
        for(Supplier supplier : suppliers){ 
            supplierBox.addItem(supplier); 
        } 
        supplierBox.setSelectedIndex(-1); 
        barcodeField = new JTextField(); 
        descriptionField = new JTextField(); 
         
        searchButton = new JButton("Αναζήτηση"); 
        clearButton = new JButton("Εκκαθάριση"); 
         
        searchButton.addActionListener(this); 
        clearButton.addActionListener(this); 
         
        JLabel emptyLabel = new JLabel(""); 
        JLabel emptyLabel2 = new JLabel(""); 
         
         
        topPanel.add(idLabel); topPanel.add(idField);  
topPanel.add(searchButton); 
        topPanel.add(altIDLabel); topPanel.add(altIDField); 
topPanel.add(clearButton); 
        topPanel.add(supplierLabel); topPanel.add(supplierBox); 
topPanel.add(emptyLabel); 
        topPanel.add(barcodeLabel); topPanel.add(barcodeField); 
topPanel.add(emptyLabel2); 
        topPanel.add(descriptionLabel); topPanel.add(descriptionField); 
         
             
        itemTable = new JTable(); 
        itemTable.setModel(new DefaultTableModel(getData(), column)); 
        itemTable.setCellSelectionEnabled(false);   
        itemTable.setRowSelectionAllowed(true); 
        itemTable.setDefaultEditor(Object.class, null); 
        itemTable.addMouseListener(new MouseAdapter() { 
            public void mousePressed(MouseEvent mouseEvent) { 
                JTable table =(JTable) mouseEvent.getSource(); 
                Point point = mouseEvent.getPoint(); 
                int row = table.rowAtPoint(point); 
                String pidStr; 
                pidStr = (String) table.getModel().getValueAt(row,0); 
                if (mouseEvent.getClickCount() == 2 && 
table.getSelectedRow() != -1) { 
                    ItemPanel editItemPanel = new ItemPanel(true); 
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                    editItemPanel.setItem(new Integer(pidStr)); 
                    JFrame frame2 = new JFrame("Επεξεργασία 
προϊόντος"); 
                    
frame2.setDefaultCloseOperation(JFrame.DISPOSE_ON_CLOSE); 
                    frame2.setLayout(new 
FlowLayout(FlowLayout.LEADING)); 
                    frame2.add(editItemPanel); 
                    frame2.pack(); 
                    frame2.setVisible(true); 
                } 
            } 
        });  
        JScrollPane sp=new JScrollPane(itemTable);     
        setLayout(new BoxLayout(this, BoxLayout.Y_AXIS)); 
        add(topPanel); 
        add(sp);   
         
        setSize(1024, 748);   
        setVisible(true);   
 
    }   
     
    public void reloadData(){ 
        DefaultTableModel tableModel = (DefaultTableModel) 
itemTable.getModel(); 
        tableModel.setDataVector(getData(), column); 
        tableModel.fireTableDataChanged(); 
    } 
     
    public void reloadData(int pid, String supplierName, String 
altcode, String barcode, String description) 
    { 
        DefaultTableModel tableModel = (DefaultTableModel) 
itemTable.getModel(); 
        tableModel.setDataVector(getData(pid, supplierName, altcode, 
barcode, description), column); 
        tableModel.fireTableDataChanged(); 
    } 
    private String[][] getData() { 
        List<Item> items = WSP.dHandler.getItems(); 
        String data[][] = new String[items.size()][5]; 
        for (int i = 0; i < items.size(); i++ ){ 
            data[i][0] = "" + items.get(i).itemid; 
            data[i][1] = items.get(i).altid; 
            data[i][2] = items.get(i).supplier.supplierName; 
            data[i][3] = items.get(i).barcode; 
            data[i][4] = items.get(i).description; 
        } 
        return data; 
    } 
     
    private String[][] getData(int pid, String supplierName, String 
altcode, String barcode, String description){ 
        List<Item> items = WSP.dHandler.getItemsWithFilter(pid, 
supplierName, altcode, barcode, description); 
        String data[][] = new String[items.size()][5]; 
        for (int i = 0; i < items.size(); i++ ){ 
            data[i][0] = "" + items.get(i).itemid; 
            data[i][1] = items.get(i).altid; 
            data[i][2] = items.get(i).supplier.supplierName; 
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            data[i][3] = items.get(i).barcode; 
            data[i][4] = items.get(i).description; 
        } 
        return data; 
    } 
    @Override 
    public void actionPerformed(ActionEvent e) { 
        if(e.getSource() == searchButton){ 
            int pid = -1; 
            String altcode = "", supplierName = "", barcode = "", 
description = ""; 
            try{ 
                pid = Integer.parseInt(idField.getText()); 
            } 
            catch(NumberFormatException nfe){ 
            } 
            altcode = altIDField.getText(); 
            if(supplierBox.getSelectedItem()!= null) 
                supplierName = ((Supplier) 
supplierBox.getSelectedItem()).supplierName; 
            barcode = barcodeField.getText(); 
            description = descriptionField.getText(); 
            reloadData(pid, supplierName, altcode, barcode, 
description); 
        } 
        else if(e.getSource() == clearButton) { 
            idField.setText(""); 
            altIDField.setText(""); 
            supplierBox.setSelectedIndex(-1); 
            barcodeField.setText(""); 
            descriptionField.setText(""); 
            reloadData(); 
        } 
    } 
     
} 
 4.4  Διασύνδεση με Βάση Δεδομένων 
Για τις ανάγκες ανάπτυξης της εφαρμογής στήθηκε ένας Apache server και μια 
βάση δεδομένων MySQL με την χρήση του προγράμματος XAMPP. Η βάση 
δημιουργήθηκε και προσαρμόστηκε με την χρήση του γραφικού εργαλείου 
phpMyAdmin, δηλαδή η δημιουργία των πινάκων και διάφορες άλλες ρυθμίσεις όπως η 
δημιουργία λογαριασμού χρήστη και η παροχή των κατάλληλων δικαιωμάτων.  
Η διασύνδεση της βάσης με το πρόγραμμα διαχείρισης έγινε με την βοήθεια του 
εργαλείου JDBC1, το οποίο παρέχει τις κατάλληλες Java κλάσεις για τη σύνδεση και την 
εκτέλεση SQL ερωτημάτων. To JDBC αποτελείται από ένα αρχείο jar το οποίο πολύ 
εύκολα μπορεί να εισαχθεί στο πρόγραμμα και να αξιοποιηθεί. Η σύνδεση με τη βάση 
γίνεται με την εκτέλεση της παρακάτω εντολής «Connection conn = 
                                                 
1
 https://dev.mysql.com/downloads/connector/j/8.0.html 
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DriverManager.getConnection("jdbc:mysql://[DB_ADDRESS]/[DB_NAME]?user=[
DB_USER]&password=[DB_PASSWORD]&serverTimezone=UTC");», όπου 
[DB_ADDRESS] είναι η διεύθυνση της βάσης στο δίκτυο, [DB_ΝΑΜΕ] το όνομα της, 
[DB_USER] το όνομα χρήστη με τα κατάλληλα δικαιώματα πρόσβασης στη βάση και 
[DB_PASSWORD] ο κωδικός του. Από τη στιγμή που τα παραπάνω στοιχεία είναι 
σωστά, δημιουργείται το στιγμιότυπο της κλάσης Connection, και γίνεται δυνατή η 
εκτέλεση SQL ερωτημάτων. Για παράδειγμα, παρατίθεται το κομμάτι κώδικα που 
ανακτά όλους τους πελάτες που είναι καταχωρημένοι στη βάση δεδομένων. 
 
public List<Client> getClients() { 
 ArrayList<Client> clientList = new ArrayList<Client>(); 
 Statement stmt = null; 
 ResultSet rs = null; 
 try { 
  stmt = conn.createStatement(); 
  rs = stmt.executeQuery("SELECT cid, name, afm, address, 
phone FROM customer;"); 
  while (rs.next()) { 
   int sid = rs.getInt("cid"); 
   String name = rs.getString("name"); 
   String afm = rs.getString("afm"); 
   String address = rs.getString("address"); 
   String phone = rs.getString("phone"); 
   clientList.add(new Client(sid, name, address, phone, 
afm)); 
  } 
 } catch (SQLException ex) { 
  System.out.println("SQLException: " + ex.getMessage()); 
  System.out.println("SQLState: " + ex.getSQLState()); 
  System.out.println("VendorError: " + ex.getErrorCode()); 
  } 
 return clientList; 
} 
 
Αρχικά, αρχικοποιείται μια δομή δεδομένων ArrayList<Client> έτσι ώστε να 
αποθηκεύσει τα αποτελέσματα του ερωτήματος, ένα στιγμιότυπο Statement για την 
εκτέλεση του ερωτήματος και ένα στιγμιότυπο ResultSet το οποίο θα περιλαμβάνει τα 
αποτελέσματα. Στη συνέχεια εκτελείται το ερώτημα "SELECT cid, name, afm, 
address, phone FROM customer;" το οποίο επιστρέφει όλες τις εγγραφές από τον 
πίνακα «customer» μαζί με όλα τα πεδία τους στο στιγμιότυπο της κλάσης ResultSet. 
Τέλος, με έναν βρόγχο while ανακτούνται όλες οι εγγραφές προστίθενται στη δομή 
ArrayList της Java η οποία μπορεί πολύ εύκολα να χρησιμοποιηθεί για τις ανάγκες του 
προγράμματος. Φυσικά σε κάθε συναλλαγή με τη βάση δεδομένων υπάρχει και 
πρόβλεψη για σφάλματα η οποία γίνεται με την χρήση try/catch μπλοκ. Στην προκειμένη 
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περίπτωση θα τυπωθεί μήνυμα λάθους στην κονσόλα για να μπορεί να γίνει 
αποσφαλμάτωση της εφαρμογής, ενώ θα επιστραφεί κενή λίστα με πελάτες χωρίς να 
τερματιστεί η λειτουργία του προγράμματος. Αναλόγως εκτελούνται και ερωτήματα 
τύπου UPDATE και INSERT. 
 4.5  Διανομή της εφαρμογής  
Η εφαρμογή περιλαμβάνει τα εξής παραδοτέα κατά τη διανομή σε υποψήφιους 
πελάτες: (α) Οδηγός εγκατάστασης (installation wizard) του προγράμματος και (β) SQL 
dump της βάσης δεδομένων. 
Ο οδηγός εγκατάστασης επιτρέπει την εύκολη εγκατάσταση του προγράμματος 
WSP σε περιβάλλοντα Windows. Η εφαρμογή φυσικά, μπορεί να εγκατασταθεί και σε 
άλλα λειτουργικά συστήματα καθώς πρόκειται για Java εφαρμογή, αλλά με πιο 
«χειρωνακτικό» τρόπο. Ο οδηγός αναπτύχθηκε με την χρήση του εργαλείου InnoSetup2 
και περιλαμβάνει τις εξής λειτουργίες: 
 Εγκατάσταση των αρχείων της εφαρμογής στον κατάλληλο φάκελο των 
Windows. 
 Δημιουργία συντομεύσεων στην επιφάνεια εργασίας. 
 Παραμετροποίηση της διασύνδεσης της εφαρμογής με τη βάση 
δεδομένων, δηλαδή η εισαγωγή των στοιχείων (α) διεύθυνση της βάσης 
δεδομένων (β) όνομα της βάσης (γ) όνομα χρήστη με τα κατάλληλα 
δικαιώματα και (δ) κωδικός του χρήστη. 
 Εύκολη απεγκατάσταση μέσω του πίνακα ελέγχου των Windows. 
Το InnoSetup επιτρέπει την εύκολη ανάπτυξη οδηγών εγκατάστασης με την 
χρήση ενός Pascal script, όπως αυτό που φαίνεται παρακάτω. Στην αρχή καθορίζονται 
κάποιες σταθερές όπως το όνομα της εφαρμογής, ο διανομέας κτλπ. Στη συνέχεια γίνεται 
ο καθορισμός των αρχείων που αποτελείται η εφαρμογή και ο φάκελος προορισμού στο 
σύστημα του χρήστη. Τέλος, υπάρχει ένα προσαρμοσμένο κομμάτι κώδικα το οποίο 
επιτρέπει στον χρήστη της εγκατάστασης να καθορίσει τις παραμέτρους για τη σύνδεση 
στη βάση μέσω κάποιων πεδίων εισόδου. Οι παράμετροι αυτοί αποθηκεύονται σε ένα 
αρχείο «db.cfg» το οποίο η εφαρμογή διαβάζει κατά την εκτέλεσή της και επιχειρεί την 
σύνδεση με τη βάση.   
  
                                                 
2
 http://www.jrsoftware.org/isinfo.php 
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#define MyAppName "WSP" 
#define MyAppVersion "1.0" 
#define MyAppPublisher "Konstantinos Deligas" 
#define MyAppExeName "wsp.jar" 
 
[Setup] 
AppId={{DC01D812-D3C5-4B57-98E0-262963F4DE23} 
AppName={#MyAppName} 
AppVersion={#MyAppVersion} 
AppPublisher={#MyAppPublisher} 
DefaultDirName={pf}\WSP 
DefaultGroupName=WSP 
OutputDir=installer 
OutputBaseFilename=setup 
[Files] 
Source: "WSP\dist\WSP.jar"; DestDir: "{app}" 
Source: "WSP\dist\lib\*"; DestDir: "{app}\lib"; Flags: ignoreversion 
recursesubdirs 
Source: "WSP.ico"; DestDir: "{app}" 
[Icons] 
Name: "{commonprograms}\{#MyAppName}"; Filename: 
"{app}\{#MyAppExeName}"; IconFilename: "{app}\WSP.ico" 
Name: "{commondesktop}\{#MyAppName}"; Filename: 
"{app}\{#MyAppExeName}"; IconFilename: "{app}\WSP.ico"; Tasks: 
desktopicon 
[Tasks] 
Name: "desktopicon"; Description: "{cm:CreateDesktopIcon}"; 
GroupDescription: "{cm:AdditionalIcons}"; Flags: unchecked 
[Code] 
var UserPage: TInputQueryWizardPage; 
 
procedure InitializeWizard(); 
begin 
    UserPage := CreateInputQueryPage(wpWelcome, 'Database Settings', 
'Address & Credentials', ''); 
    UserPage.Add('Username:', False); 
    UserPage.Add('Password:', False); 
    UserPage.Add('Address:',False); 
    UserPage.Add('Database name:', False); 
end; 
 
function NextButtonClick(CurPageID: Integer): Boolean; 
var 
  Lines: TArrayOfString; 
  FileName: String; 
begin 
  if CurPageID = UserPage.ID then 
  begin 
    fileName := ExpandConstant('{pf}') + '\WSP\db.cfg'; 
    SetArrayLength(lines, 4); 
    lines[0] := UserPage.Values[0]; 
    lines[1] := UserPage.Values[1]; 
    lines[2] := UserPage.Values[2]; 
    lines[3] := UserPage.Values[3]; 
    SaveStringsToFile(fileName,lines,False); 
    Result := True; 
  end else 
    Result := True; 
end;  
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Όσον αφορά το στήσιμο της βάσης δεδομένων καθώς οι απαιτήσεις μπορεί να 
διαφέρουν από πελάτη σε πελάτη δεν έχει αναπτυχθεί κάποια αυτοματοποιημένη 
διαδικασία. Παρόλαυτα παρέχεται αρχείο sql το οποίο μπορεί να χρησιμοποιηθεί για την 
αυτόματη δημιουργία της βάσης δεδομένων με κενούς πίνακες μέσω κάποιου γραφικού 
περιβάλλοντος όπως το phpMyAdmin. Αυτό το αρχείο εκτελεί μεγάλο μέρος των 
απαραίτητων ενεργειών για το στήσιμο της βάσης, αλλά και πάλι απομένουν κάποιες 
ενέργειες που πρέπει να γίνουν χειροκίνητα όπως η εγκατάσταση της MySQL, το 
στήσιμο του διακομιστή και η ρύθμιση τους.  
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 5 Παρουσίαση της εφαρμογής 
 5.1  Εγκατάσταση εφαρμογής 
Η εγκατάσταση προϋποθέτει την ύπαρξη ενός διακομιστή είτε στο τοπικό δίκτυο 
είτε στο διαδίκτυο, ο οποίος να διαθέτει μια σωστά προσαρμοσμένη βάση δεδομένων 
MySQL. Προτείνεται η χρήση του λογισμικού XAMPP3 η οποία αναλαμβάνει την 
εγκατάσταση όλων των απαραίτητων εργαλείων όπως Apache Server, MySQL, 
phpMyAdmin. Στη συνέχεια πρέπει να δημιουργηθεί μια καινούρια βάση (προτείνεται 
σύνθεση utf8_general_ci) και να της δοθεί κάποιο όνομα. Στο παράδειγμά μας το όνομα 
που θα χρησιμοποιήσουμε είναι το WSP. Έπειτα, επιλέγουμε την βάση δεδομένων που 
δημιουργήθηκε και πατάμε «Εισαγωγή» όπως φαίνεται στην Εικόνα 17. Επιλέγουμε το 
αρχείο sql που παραδίδεται μαζί με την εφαρμογή και πατάμε «Εκτέλεση». Με αυτό το 
βήμα θα δημιουργηθούν οι πίνακες της βάσης δεδομένων. Τα τελευταία βήματα θα είναι 
η δημιουργία κωδικών πρόσβασης, τόσο για την βάση δεδομένων αλλά και για το 
πρόγραμμα. Αρχικά επιλέγουμε την βάση δεδομένων που δημιουργήσαμε και μετά 
επιλέγουμε τη καρτέλα «Δικαιώματα» (Εικόνα 18). Δημιουργούμε έναν χρήστη (Εικόνα 
19) και παρέχουμε όλα τα δικαιώματα για τη βάση (Εικόνα 20), ενώ προσέχουμε 
ταυτόχρονα να καθορίσουμε έναν ασφαλή κωδικό πρόσβασης. Αυτός ο κωδικός θα 
χρειαστεί στην συνέχεια κατά την εγκατάσταση του προγράμματος οπότε καλό είναι να 
σημειωθεί κάπου. Έπειτα πάμε απευθείας στον πίνακα «user» και αλλάζουμε τα στοιχεία 
των στηλών (username, password, name) (Εικόνα 21). Τα στοιχεία που καθορίστηκαν σε 
αυτό το βήμα αποτελούν και τον κύριο διαχειριστή του προγράμματος και θα 
απαιτηθούν για  την πρώτη σύνδεση με το σύστημα. 
                                                 
3
 https://www.apachefriends.org/download.html 
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Εικόνα  17. Προσαρμογή της βάσης δεδομένων μέσω phpMyAdmin. 
 
 
Εικόνα  18. Δικαιώματα χρήστη. 
 
 
Εικόνα  19. Στοιχεία χρήστη. 
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Εικόνα  20. Δικαιώματα χρήστη. 
 
 
Εικόνα  21. Αλλαγή κωδικών πρόσβασης του κύριου χρήστη της εφαρμογής. 
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Εφόσον έχει δημιουργηθεί η βάση δεδομένων και ο διακομιστής είναι online, 
μπορούμε να ξεκινήσουμε με την εγκατάσταση της κύριας εφαρμογής μέσω του οδηγού 
εγκατάστασης. Εκτελώντας τον οδηγό εγκατάστασης, όπως εμφανίζεται στην Εικόνα 22, 
απαιτείται η συμπλήρωση τεσσάρων πεδίων. Στα πεδία Username & Password βάζουμε 
τα στοιχεία του χρήστη που έχει πρόσβαση στη βάση δεδομένων και δημιουργήθηκε στο 
προηγούμενο βήμα μέσω του phpMyAdmin. Στο παράδειγμά μας τα στοιχεία που έχουν 
χρησιμοποιηθεί είναι wspuser και wsppass αντίστοιχα. Στο πεδίο Address 
πληκτρολογούμε τη διεύθυνση του διακομιστή που περιέχει τη βάση δεδομένων και στο 
πεδίο Database name το όνομα της βάσης που περιλαμβάνει τους πίνακες του WSP. Στο 
επόμενο βήμα επιλέγουμε αν θέλουμε συντόμευση στην επιφάνεια εργασίας για το 
πρόγραμμα και τα υπόλοιπα τα αναλαμβάνει ο οδηγός εγκατάστασης.  
 
 
Εικόνα  22. Οδηγός εγκατάστασης. 
 
 5.2  Παρουσίαση λειτουργιών 
Η εφαρμογή αποτελείται συνολικά από 13 οθόνες. Αφού έχει γίνει η 
εγκατάσταση ο χρήστης μπορεί να ξεκινήσει τη λειτουργία της εφαρμογής. Η πρώτη 
οθόνη που θα συναντήσει είναι η οθόνη εισόδου όπως φαίνεται στην Εικόνα 23. Σε αυτή 
την οθόνη ο χρήστης καλείται να συμπληρώσει τα στοιχεία εισόδου του. Όταν γίνει η  
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εισαγωγή των στοιχείων και επιλεχθεί το κουμπί «Σύνδεση» γίνεται ο έλεγχος των 
στοιχείων που εισήχθησαν με τη βάση δεδομένων και εφόσον τα στοιχεία είναι σωστά 
γίνεται η είσοδος στην εφαρμογή. Σε περίπτωση που τα στοιχεία είναι λάθος εμφανίζεται 
ένα μήνυμα λάθους όπως φαίνεται στην Εικόνα 24. 
 
Εικόνα  23. Είσοδος Χρήστη. 
 
 
Εικόνα  24. Λάθος είσοδος. 
 
Εφόσον τα στοιχεία είναι σωστά και γίνει η εισαγωγή του χρήστη στην εφαρμογή 
εμφανίζεται η κύρια οθόνη της εφαρμογής. Το κύριο μενού όπως φαίνεται στην Εικόνα 
25 αποτελείται από πέντε επιλογές (Χρήστες, Προμηθευτές, Πελάτες, Είδη και 
Αποθήκη).  
 
 
Εικόνα  25. Μενού εφαρμογής. 
 
Η πρώτη επιλογή η οποία είναι η επιλογή «Χρήστες» έχει δύο υποεπιλογές, όπως 
φαίνεται στην Εικόνα 26. Επιλέγοντας την υποεπιλογή «Νέος Χρήστης» εμφανίζεται η 
οθόνη για τη δημιουργία ενός νέου χρήστη όπως φαίνεται στην Εικόνα 27. Σε αυτή την 
οθόνη υπάρχουν τρία πεδία εισαγωγής που αφορούν το Όνομα, το Όνομα χρήστη και τον 
Κωδικό που θα έχει ο νέος χρήστης στο σύστημα και δέκα πλαίσια ελέγχου τα οποία εάν 
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επιλεχθούν επιτρέπουν στον χρήστη τη λειτουργία της αντίστοιχης επιλογής. Στην 
επανεπιλογή «Προβολή Χρηστών» εμφανίζεται η λίστα των χρηστών της εφαρμογής. Η 
λίστα αποτελείται από τρεις στήλες, όπως φαίνεται στην Εικόνα 28, οι οποίες είναι ο 
αύξων αριθμός της λίστας, το Όνομα και το Όνομα Χρήστη. Πατώντας διπλό κλικ σε 
έναν από τους χρήστες της λίστας εμφανίζονται τα στοιχεία του χρήστη και μπορεί να 
γίνει επεξεργασία στα στοιχεία του και στο επίπεδο πρόσβασης στις λειτουργίες της 
εφαρμογής. 
 
 
Εικόνα  26. Μενού Χρήστες. 
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Εικόνα  27. Νέος Χρήστης. 
 
Εικόνα  28. Λίστα Χρηστών. 
 
Η δεύτερη επιλογή από το κύριο μενού είναι η επιλογή «Προμηθευτές». Εδώ 
πάλι έχουμε δύο υποεπιλογές όπως φαίνεται στην Εικόνα 29. Επιλέγοντας «Νέος 
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Προμηθευτής» εμφανίζεται η οθόνη για την εισαγωγή νέου προμηθευτή. Όπως φαίνεται 
στην Εικόνα 30 αυτή η οθόνη έχει τέσσερα πεδία εισαγωγής τα οποία αφορούν το 
Όνομα, τη Διεύθυνση, το Α.Φ.Μ. και το Τηλέφωνο του νέου προμηθευτή. Πατώντας το 
κουμπί «Αποθήκευση» τα στοιχεία εισάγονται στη βάση δεδομένων και αποθηκεύεται ο 
νέος προμηθευτής. Στην υποεπιλογή «Προβολή Προμηθευτών» εμφανίζεται η λίστα των 
προμηθευτών που είναι αποθηκευμένοι στη βάση δεδομένων (Εικόνα 31). Η λίστα 
αποτελείται από πέντε στήλες, οι οποίες είναι ο Κωδικός Προμηθευτή, το Όνομα, η 
Διεύθυνση, το Α.Φ.Μ. και το Τηλέφωνο. Πατώντας διπλό κλικ σε ένα στοιχείο της 
λίστας εμφανίζονται τα στοιχεία του προμηθευτή και μπορεί να γίνει ενημέρωση των 
στοιχείων του. 
 
 
Εικόνα  29. Μενού Προμηθευτές. 
 
Εικόνα  30. Νέος Προμηθευτής. 
 
Εικόνα  31. Λίστα Προμηθευτών. 
 
 Η τρίτη επιλογή στο κύριο μενού είναι η επιλογή «Πελάτες». Όπως φαίνεται 
στην Εικόνα 32 υπάρχουν δύο υποεπιλογές. Η πρώτη υποεπιλογή «Νέος Πελάτης» 
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εμφανίζει την οθόνη για τη δημιουργία νέου πελάτη, όπως φαίνεται στην Εικόνα 33. Σε 
αυτή την οθόνη υπάρχουν τέσσερα πεδία εισαγωγής τα οποία είναι το Όνομα, η 
Διεύθυνση, το Α.Φ.Μ. και το Τηλέφωνο του νέου πελάτη. Αφού γίνει η εισαγωγή των 
στοιχειών στα πεδία πατώντας το κουμπί «Αποθήκευση» εισάγονται τα στοιχεία του 
νέου πελάτη στη βάση δεδομένων. Η υποεπιλογή «Προβολή Πελατών» εμφανίζει την 
λίστα με τους πελάτες που υπάρχουν στη βάση δεδομένων. Η λίστα διαθέτει πέντε 
στήλες οι οποίες είναι ο Κωδικός Πελάτη, το Όνομα Πελάτη, η Διεύθυνση, το Α.Φ.Μ. 
και το Τηλέφωνο του πελάτη (Εικόνα 34). Πατώντας διπλό κλικ σε μία επιλογή της 
λίστας εμφανίζονται τα στοιχεία του πελάτη και μπορεί να γίνει επεξεργασία των 
στοιχείων του. 
 
 
Εικόνα  32. Μενού Πελάτες. 
 
Εικόνα  33. Νέος Πελάτης. 
 
Εικόνα  34. Λίστα Πελατών. 
 
 Η τέταρτη επιλογή από το κύριο μενού είναι η επιλογή «Είδη». Και σε αυτή την 
επιλογή υπάρχουν δύο υποεπιλογές (Εικόνα 35). Η υποεπιλογή «Νέο Είδος» εμφανίζει 
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την όψη για την δημιουργία νέου είδους στη βάση δεδομένων της εφαρμογής. Όπως 
φαίνεται στην Εικόνα 36 η οθόνη διαθέτει τρία πεδία εισαγωγής τα οποία είναι ο 
Εναλλακτικός Κωδικός, το Barcode, και η Περιγραφή του νέου είδους. Για την επιλογή 
του προμηθευτή υπάρχει ένα κουμπί πολλαπλής επιλογής που εμφανίζει την λίστα των 
προμηθευτών από τη βάση δεδομένων. Αφού συμπληρωθούν όλα τα πεδία πατώντας το 
κουμπί «Αποθήκευση» γίνεται η εισαγωγή των στοιχείων στη βάση δεδομένων. Η 
υποεπιλογή «Προβολή Ειδών» εμφανίζει την λίστα των προϊόντων που υπάρχουν στη 
βάση δεδομένων. Αυτή η οθόνη διαθέτει τέσσερα πεδία εισαγωγής (Κωδικός, 
Εναλλακτικός Κωδικός, Barcode και Περιγραφή) και ένα κουμπί πολλαπλής επιλογής 
για τον Προμηθευτή στα οποία βάζοντας στοιχεία βοηθούν στην αναζήτηση ενός ή 
περισσότερων προϊόντων από την λίστα (Εικόνα 37). 
 
Εικόνα  35. Μενού Είδη. 
 
Εικόνα  36. Νέο Είδος. 
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Εικόνα  37. Λίστα Ειδών. 
 
 Η τελευταία επιλογή από το κύριο μενού είναι η επιλογή «Αποθήκη», η οποία 
διαθέτει τρεις υποεπιλογές (Εικόνα 38). Εάν επιλέξουμε την υποεπιλογή «Εισαγωγές» 
εμφανίζεται η λίστα των εισαγωγών που έχουν γίνει (Εικόνα 39). Η λίστα διαθέτει έξι 
στήλες οι οποίες είναι ο Κωδικός Εισαγωγής, ο Προμηθευτής, το Προϊόν, η Ποσότητα, η 
Ημερομηνία και το Εναλλακτικό Παραστατικό. Υπάρχουν τρία πεδία εισαγωγής 
(Ημερομηνία, Εναλλακτικό Παραστατικό και Προϊόν) και ένα κουμπί πολλαπλής 
επιλογής για τον Προμηθευτή τα οποία βοηθούν στην αναζήτηση στη λίστα. Το κουμπί 
«Αναζήτηση» ενεργοποιεί την αναζήτηση στη βάση δεδομένων σύμφωνα με τα στοιχεία 
που έχουμε εισάγει στα πεδία. Το κουμπί «Εκκαθάριση» κάνει ανανέωση στα πεδία 
εισαγωγής από τα στοιχεία που έχουν. Πατώντας διπλό κλικ σε μία επιλογή της λίστας 
εισαγωγών μπορούμε να δούμε και να τροποποιήσουμε τα στοιχεία της αντίστοιχης 
εισαγωγής. Το τρίτο κουμπί της όψης «Νέα εισαγωγή» εμφανίζει ένα παράθυρο (Εικόνα 
40) που βοηθά στη δημιουργία νέας εισαγωγής. Το παράθυρο έχει δύο πεδία εισαγωγής 
(Εναλλακτικό Παραστατικό και Ποσότητα), δύο κουμπιά πολλαπλής επιλογής 
(Προμηθευτής και Είδος) και δύο κουμπιά (Εκκαθάριση και Αποθήκευση). Το κουμπί 
«Εκκαθάριση» κάνει ανανέωση στα πεδία εισαγωγής, ενώ το κουμπί «Αποθήκευση» 
εισάγει τα στοιχεία των πεδίων στη βάση δεδομένων. 
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Εικόνα  38. Μενού Αποθήκη. 
 
 
Εικόνα  39. Λίστα Εισαγωγών. 
 
Εικόνα  40. Νέα Εισαγωγή. 
 
Επιλέγοντας τη δεύτερη υποεπιλογή «Εξαγωγές» εμφανίζεται η λίστα των 
εξαγωγών (Εικόνα 41). Η εμφάνιση της οθόνης αυτής είναι ίδια με την οθόνη των 
εισαγωγών όπως και τα κουμπιά «Αναζήτηση», «Εκκαθάριση», και «Νέα Εξαγωγή» 
κάνουν τις αντίστοιχες ενέργειες. Η διαφορά είναι ότι η λίστα και οι ενέργειες αφορούν 
τις εξαγωγές και όχι τις εισαγωγές. 
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Εικόνα  41. Λίστα Εξαγωγών. 
 
 Η τελευταία υποεπιλογή είναι η «Προβολή Αποθήκης». Επιλέγοντάς την 
εμφανίζεται η λίστα των προϊόντων που υπάρχουν εντός της αποθήκης (Εικόνα 42). Η 
λίστα διαθέτει πέντε στήλες (Κωδικός Προϊόντος, Ποσότητα, Περιγραφή, Προμηθευτής 
και Εναλλακτικός Κωδικός). Η όψη διαθέτει δύο πεδία εισαγωγής (Κωδικός και 
Εναλλακτικός Κωδικός) και ένα κουμπί πολλαπλής επιλογής (Προμηθευτής) τα οποία 
βοηθούν στην αναζήτηση κάποιου προϊόντος από την λίστα. Στην οθόνη υπάρχουν 
επίσης και δύο κουμπιά. Το κουμπί «Αναζήτηση» το οποίο ενεργοποιεί την αναζήτηση 
σύμφωνα με τα στοιχεία που έχουν εισαχθεί στα πεδία και το κουμπί «Εκκαθάριση» το 
οποίο ανανεώνει τα πεδία εισαγωγής. 
 
 
Εικόνα  42. Προβολή Αποθήκης. 
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 6 Επίλογος 
 6.1  Σύνοψη και συμπεράσματα 
Η απόφαση για την απόκτηση από μία επιχείρηση της κατάλληλης εφαρμογής για 
την ηλεκτρονική παρακολούθηση της αποθήκης της, αλλά και των υπόλοιπων 
λειτουργιών της είναι πάρα πολύ δύσκολη. Οι εμπορικές εφαρμογές που υπάρχουν στην 
αγορά είναι απαγορευτικές ως προς το κόστος για τις Ελληνικές μικρομεσαίες 
επιχειρήσεις. Στην παρούσα εργασία, λαμβάνοντας υπόψη το υψηλό κόστος μίας 
εμπορικής εφαρμογής έγινε μια προσθάθεια σχεδιασμού και υλοποίησης μίας εφαρμογής 
ελεύθερου λογισμικού. Η εφαρμογή που αναπτύχθηκε δεν μπορεί να φτάσει φυσικά τις 
λειτουργικότητες μίας εμπορικής εφαρμογής αλλά καλύπτει πλήρως τις βασικές ανάγκες 
μίας μικρομεσαίας επιχείρησης που θέλει να έχει μία άμεση εικόνα της αποθήκης της και 
των κινήσεων των προμηθευτών και των πελατών της. 
 
 6.2  Όρια και περιορισμοί 
Τα όρια και οι περιορισμοί σε μία εμπορική εφαρμογή καθορίζονται αυστηρά 
από το ποσό που διατίθεται μία επιχείρηση να επενδύσει σε αυτό τον τομέα. Τα όρια και 
οι περιορισμοί σε μία εφαρμογή ελεύθερου τύπου όπως αυτή που έχει αναλυθεί και 
δημιουργηθεί στην παρούσα εργασία είναι οι ανάγκες και η φαντασία του δημιουργού. 
Βέβαια συμαντικό ρόλο στην δημιουργία μίας εφαρμογής ελεύθερου λογισμικού είναι 
και ο χρόνος, Ο χρόνος που απαιτείται για την δημιουργία μίας πλήρους λειτουργικής 
εφαρμογής είναι πάρα πολύ μεγάλος. Ειδικά εάν ο δημιουργός θέλει να συμπεριλάβει 
όσον τον δυνατόν περισσότερες λειτουργίες. Για την δημιουργία της παρούσας 
εφαρμογής χρειάστηκαν περίπου 4.000 γραμμές κώδικας και ο χρόνος υλοποίησης δεν 
είναι υπολογίσιμος καθώς ήταν αρκετά μεγάλος. 
Δεν υπάρχουν όρια και περιορισμοί όσον αφορά την συμβατότητα της 
εφαρμογής που αναπτύχθηκε στην παρούσα εργασία με διαφορετικά λειτουργικά 
συστήματα, καθώς η γλώσσα προγραμματισμού Java που χρησιμοποιήθηκε δεν 
αντιμετοπίζει τέτοια ζητήματα. 
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 6.3  Μελοντικές επεκτάσεις  
Η εφαρμογή που αναπτύχθηκε στην παρούσα εργασία καλύπτει τις βασικές 
ανάγκες μία μικρομεσαίας επιχείρησης αλλά μπορεί να δεχθεί επεκτάσεις αναλόγως και 
τις ανάγκες που αναμένεται να υποστηρίξει. Η Java δίνει την δυνατότητα στον 
προγραμματιστή να κάνει αλλαγές, προσθήκες και επεκτάσεις με ιδιέτερη ευκολία σε 
σύγκριση με άλλες γλώσσες προγραμματισμού. Επεκτάσεις όπως η είσοδος ενός 
προϊόντος μόνο με την χρήση του barcode με την βοήθεια ενός μηχανήματος σάρωσης ή 
η εξαγωγή στατιστικών δεδομένων μπορεί να γίνει με την προσθήκη νέων όψεων και 
κώδικα χωρίς να χρειάζονται αλλαγές στον ήδη υφιστάμενο κώδικα. 
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Παράρτημα A - Διάφορα 
 A.1 Κώδικας της εφαρμογής 
 A.1.1 WSP.java 
package wsp; 
 
 
import java.sql.Connection; 
import java.sql.DriverManager; 
import java.sql.SQLException; 
import javax.swing.*; 
import wsp.data.DataHandler; 
import wsp.etc.UserConnectionListener; 
import wsp.frames.LoginFrame; 
import wsp.frames.MainFrame; 
 
public class WSP { 
 
    public UserConnectionListener connectionListener; 
    public static DataHandler dHandler; 
 
    public static void main(String[] args) { 
        dHandler = new DataHandler(); 
        javax.swing.SwingUtilities.invokeLater(() -> { 
            final LoginFrame loginF = new LoginFrame(new 
UserConnectionListener() { 
                @Override 
                public void userConnected(boolean success) { 
                    final MainFrame mainF = new MainFrame(); 
                } 
            }); 
            loginF.setVisible(true); 
            if(dHandler.conn == null) { 
                loginF.connectLabel.setText("Η Σύνδεση με την βάση 
δεδομένων δεν ήταν επιτυχής."); 
            } 
        }); 
    } 
 
} 
 
 A.1.2 DataHandler.java 
package wsp.data; 
 
import java.sql.Connection; 
import java.sql.DriverManager; 
import java.sql.ResultSet; 
import java.sql.SQLException; 
import java.sql.Statement; 
import java.text.DateFormat; 
import java.text.SimpleDateFormat; 
import java.util.ArrayList; 
import java.util.Date; 
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import java.util.List; 
import java.util.logging.Level; 
import java.util.logging.Logger; 
import wsp.model.Client; 
import wsp.model.Export; 
import wsp.model.Import; 
import wsp.model.Item; 
import wsp.model.Stock; 
import wsp.model.Supplier; 
import wsp.model.User; 
 
public class DataHandler { 
 
    public String dbAddress; 
    public String dbName; 
    public String dbUsername; 
    public String dbPassword; 
 
    public Connection conn; 
    public User currentUser; 
 
    public DataHandler() { 
        DatabaseConfig dbCfg = new DatabaseConfig(); 
        conn = null; 
        try { 
            System.out.println("jdbc:mysql://" + dbCfg.address + "/" + 
dbCfg.dbname + "?" 
                            + "user=" + dbCfg.username + "&password=" + 
dbCfg.password); 
            conn 
                    = DriverManager.getConnection("jdbc:mysql://" +  
dbCfg.address + "/" + dbCfg.dbname + "?" 
                            + "user=" + dbCfg.username + "&password=" + 
dbCfg.password + "&serverTimezone=UTC"); 
            System.out.println("connected to DB"); 
 
        } catch (SQLException ex) { 
            System.out.println("SQLException: " + ex.getMessage()); 
            System.out.println("SQLState: " + ex.getSQLState()); 
            System.out.println("VendorError: " + ex.getErrorCode()); 
        } 
    } 
 
    public boolean authenticateUser(String username, String password) { 
        Statement stmt = null; 
        ResultSet rs = null; 
        boolean authenticationResult = false; 
        String currentUserName = null; 
        int currentUserId = 0; 
        ArrayList<Integer> appPermissions = new ArrayList<>(); 
        try { 
            stmt = conn.createStatement(); 
            rs = stmt.executeQuery("select 
name,userid,username,password,aid from user left outer join 
user_applications on userid=uid where username='" + username + "' and 
password='" + password + "'"); 
            while (rs.next()) { 
                appPermissions.add(rs.getInt("aid")); 
                System.out.println("" + rs.getInt("aid")); 
                currentUserName = rs.getString("name"); 
                System.out.println("" + rs.getString("name")); 
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                currentUserId = rs.getInt("userid"); 
                authenticationResult = true; 
            } 
            if (currentUserName != null) { 
                currentUser = new User(currentUserId, username, 
currentUserName, appPermissions); 
            } 
        } catch (SQLException ex) { 
            System.out.println("SQLException: " + ex.getMessage()); 
            System.out.println("SQLState: " + ex.getSQLState()); 
            System.out.println("VendorError: " + ex.getErrorCode()); 
        } finally { 
            
            if (rs != null) { 
                try { 
                    rs.close(); 
                } catch (SQLException sqlEx) { 
                } // ignore 
 
                rs = null; 
            } 
 
            if (stmt != null) { 
                try { 
                    stmt.close(); 
                } catch (SQLException sqlEx) { 
                } // ignore 
 
                stmt = null; 
            } 
        } 
        return authenticationResult; 
    } 
 
    public List<User> getAllUsers() { 
        ArrayList<User> userList = new ArrayList<User>(); 
        Statement stmt = null; 
        ResultSet rs = null; 
        try { 
            stmt = conn.createStatement(); 
            rs = stmt.executeQuery("SELECT userid,username,name FROM 
user;"); 
            while (rs.next()) { 
                int userid = rs.getInt("userid"); 
                String username = rs.getString("username"); 
                String name = rs.getString("name"); 
                userList.add(new User(userid, username, name)); 
            } 
        } catch (SQLException ex) { 
            System.out.println("SQLException: " + ex.getMessage()); 
            System.out.println("SQLState: " + ex.getSQLState()); 
            System.out.println("VendorError: " + ex.getErrorCode()); 
        } finally { 
 
            if (rs != null) { 
                try { 
                    rs.close(); 
                } catch (SQLException sqlEx) { 
                } // ignore 
 
                rs = null; 
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            } 
 
            if (stmt != null) { 
                try { 
                    stmt.close(); 
                } catch (SQLException sqlEx) { 
                } // ignore 
 
                stmt = null; 
            } 
        } 
 
        return userList; 
    } 
 
    public User getUserWithID(int id) { 
        Statement stmt = null; 
        ResultSet rs = null; 
        String name = null, username = null, password = null; 
        int userid = 0; 
        int currentUserId = 0; 
        ArrayList<Integer> appPermissions = new ArrayList<>(); 
        User user = null; 
        try { 
            stmt = conn.createStatement(); 
            rs = stmt.executeQuery("select 
name,userid,username,password,aid from user left outer join 
user_applications on userid=uid where userid=" + id); 
            while (rs.next()) { 
                appPermissions.add(rs.getInt("aid")); 
                System.out.println("adding: " + rs.getInt("aid")); 
                name = rs.getString("name"); 
                userid = rs.getInt("userid"); 
                username = rs.getString("username"); 
                password = rs.getString("password"); 
 
            } 
            user = new User(userid, username, name, appPermissions); 
        } catch (SQLException ex) { 
            System.out.println("SQLException: " + ex.getMessage()); 
            System.out.println("SQLState: " + ex.getSQLState()); 
            System.out.println("VendorError: " + ex.getErrorCode()); 
        } finally { 
            if (rs != null) { 
                try { 
                    rs.close(); 
                } catch (SQLException sqlEx) { 
                } // ignore 
 
                rs = null; 
            } 
 
            if (stmt != null) { 
                try { 
                    stmt.close(); 
                } catch (SQLException sqlEx) { 
                } // ignore 
 
                stmt = null; 
            } 
        } 
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        return user; 
    } 
 
    public boolean editUser(int id, String name, String username, 
String password, List<Integer> applications) { 
        Statement stmt = null, stmt2 = null, stmt3 = null; 
        try { 
            stmt = conn.createStatement(); 
            String sql; 
            if (password.length() == 0) { 
                sql = "UPDATE user SET username='" + username + "', 
name='" + name + "' where userid=" + id; 
            } else { 
                sql = "UPDATE user SET username='" + username + "', 
name='" + name + "', password='" + password + "' where userid=" + id; 
            } 
            stmt.executeUpdate(sql); 
 
            stmt2 = conn.createStatement(); 
            String sql2 = "DELETE FROM user_applications WHERE uid=" + 
id; 
            stmt2.executeUpdate(sql2); 
 
            for (Integer appid : applications) { 
                stmt3 = conn.createStatement(); 
                String sql3 = "INSERT INTO user_applications VALUES(" + 
id + ", " + appid + ");"; 
                stmt3.executeUpdate(sql3); 
            } 
        } catch (SQLException ex) { 
            System.out.println("SQLException: " + ex.getMessage()); 
            System.out.println("SQLState: " + ex.getSQLState()); 
            System.out.println("VendorError: " + ex.getErrorCode()); 
            return false; 
        } finally { 
            if (stmt != null) { 
                try { 
                    stmt.close(); 
                } catch (SQLException sqlEx) { 
                } // ignore 
 
                stmt = null; 
            } 
 
            if (stmt2 != null) { 
                try { 
                    stmt2.close(); 
                } catch (SQLException sqlEx) { 
 
                } 
                stmt2 = null; 
            } 
 
            if (stmt3 != null) { 
                try { 
                    stmt3.close(); 
                } catch (SQLException sqlEx) { 
 
                } 
                stmt3 = null; 
            } 
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        } 
        return true; 
    } 
 
    public boolean createUser(String name, String username, String 
password, List<Integer> applications) { 
        Statement stmt = null, stmt2 = null; 
        ResultSet rs = null; 
        try { 
            stmt = conn.createStatement(); 
            String sql = "INSERT INTO user(username,password,name) 
VALUES('" + username + "','" + password + "','" + name + "');"; 
            stmt.executeUpdate(sql, Statement.RETURN_GENERATED_KEYS); 
            rs = stmt.getGeneratedKeys(); 
            long userid = 0; 
            if (rs.next()) { 
                userid = rs.getLong(1); 
            } 
            for (Integer appid : applications) { 
                stmt2 = conn.createStatement(); 
                String sql2 = "INSERT INTO user_applications VALUES(" + 
userid + ", " + appid + ");"; 
                stmt2.executeUpdate(sql2); 
            } 
            System.out.println("userid = " + userid); 
        } catch (SQLException ex) { 
            System.out.println("SQLException: " + ex.getMessage()); 
            System.out.println("SQLState: " + ex.getSQLState()); 
            System.out.println("VendorError: " + ex.getErrorCode()); 
            return false; 
        } finally { 
 
            if (rs != null) { 
                try { 
                    rs.close(); 
                } catch (SQLException sqlEx) { 
                } // ignore 
 
                rs = null; 
            } 
 
            if (stmt != null) { 
                try { 
                    stmt.close(); 
                } catch (SQLException sqlEx) { 
                } // ignore 
 
                stmt = null; 
            } 
 
            if (stmt2 != null) { 
                try { 
                    stmt2.close(); 
                } catch (SQLException sqlEx) { 
 
                } 
                stmt2 = null; 
            } 
        } 
        return true; 
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    } 
 
    public boolean createSupplier(String supplierName, String 
supplierAddress, String supplierAfm, String supplierPhone) { 
        Statement stmt = null; 
        try { 
            stmt = conn.createStatement(); 
            String sql = "INSERT INTO supplier(name,afm,address,phone) 
VALUES('" + supplierName + "', '" + supplierAfm + "', '" + 
supplierAddress + "','" + supplierPhone + "');"; 
            System.out.println(sql); 
            stmt.executeUpdate(sql); 
        } catch (SQLException ex) { 
            System.out.println("SQLException: " + ex.getMessage()); 
            System.out.println("SQLState: " + ex.getSQLState()); 
            System.out.println("VendorError: " + ex.getErrorCode()); 
            return false; 
        } finally { 
            if (stmt != null) { 
                try { 
                    stmt.close(); 
                } catch (SQLException sqlEx) { 
                } // ignore 
 
                stmt = null; 
            } 
        } 
        return true; 
    } 
 
    public List<Supplier> getSuppliers() { 
        ArrayList<Supplier> supplierList = new ArrayList<Supplier>(); 
        Statement stmt = null; 
        ResultSet rs = null; 
        try { 
            stmt = conn.createStatement(); 
            rs = stmt.executeQuery("SELECT sid, name, afm, address, 
phone FROM supplier;"); 
            while (rs.next()) { 
                int sid = rs.getInt("sid"); 
                String name = rs.getString("name"); 
                String afm = rs.getString("afm"); 
                String address = rs.getString("address"); 
                System.out.println(address); 
                String phone = rs.getString("phone"); 
                supplierList.add(new Supplier(sid, name, address, 
phone, afm)); 
            } 
        } catch (SQLException ex) { 
            System.out.println("SQLException: " + ex.getMessage()); 
            System.out.println("SQLState: " + ex.getSQLState()); 
            System.out.println("VendorError: " + ex.getErrorCode()); 
        } finally { 
 
            if (rs != null) { 
                try { 
                    rs.close(); 
                } catch (SQLException sqlEx) { 
                } // ignore 
 
                rs = null; 
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            } 
 
            if (stmt != null) { 
                try { 
                    stmt.close(); 
                } catch (SQLException sqlEx) { 
                } // ignore 
 
                stmt = null; 
            } 
        } 
 
        return supplierList; 
    } 
 
    public Supplier getSupplierWithId(int sid) { 
        Statement stmt = null; 
        ResultSet rs = null; 
        String name = null, phone = null, address = null, afm = null; 
        int supplierid = 0; 
        Supplier supplier = null; 
        try { 
            stmt = conn.createStatement(); 
            rs = stmt.executeQuery("SELECT sid,name,afm,address,phone 
FROM supplier WHERE sid=" + sid); 
            while (rs.next()) { 
                supplierid = rs.getInt("sid"); 
                name = rs.getString("name"); 
                afm = rs.getString("afm"); 
                address = rs.getString("address"); 
                phone = rs.getString("phone"); 
            } 
            supplier = new Supplier(supplierid, name, address, phone, 
afm); 
        } catch (SQLException ex) { 
            System.out.println("SQLException: " + ex.getMessage()); 
            System.out.println("SQLState: " + ex.getSQLState()); 
            System.out.println("VendorError: " + ex.getErrorCode()); 
        } finally { 
            if (rs != null) { 
                try { 
                    rs.close(); 
                } catch (SQLException sqlEx) { 
                } // ignore 
 
                rs = null; 
            } 
 
            if (stmt != null) { 
                try { 
                    stmt.close(); 
                } catch (SQLException sqlEx) { 
                } // ignore 
 
                stmt = null; 
            } 
        } 
        return supplier; 
    } 
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    public boolean editSupplier(int sid, String name, String phone, 
String address, String afm) { 
        Statement stmt = null; 
        try { 
            stmt = conn.createStatement(); 
            String sql = "UPDATE supplier SET name='" + name + "', 
phone='" + phone + "', address='" + address + "', afm='" + afm + "' 
WHERE sid=" + sid; 
            System.out.println(sql); 
            stmt.executeUpdate(sql); 
 
        } catch (SQLException ex) { 
            System.out.println("SQLException: " + ex.getMessage()); 
            System.out.println("SQLState: " + ex.getSQLState()); 
            System.out.println("VendorError: " + ex.getErrorCode()); 
            return false; 
        } finally { 
            if (stmt != null) { 
                try { 
                    stmt.close(); 
                } catch (SQLException sqlEx) { 
                } // ignore 
 
                stmt = null; 
            } 
        } 
        return true; 
    } 
 
    public Supplier getSupplierWithName(String name) { 
        Statement stmt = null; 
        ResultSet rs = null; 
        int sid = 0; 
        String phone = null, address = null, afm = null; 
        Supplier supplier = null; 
        try { 
            stmt = conn.createStatement(); 
            rs = stmt.executeQuery("SELECT sid,name,afm,address,phone 
FROM supplier WHERE name='" + name + "'"); 
 
            if (rs.next()) { 
                sid = rs.getInt("sid"); 
                name = rs.getString("name"); 
                System.out.println("supplier name = " + name); 
                afm = rs.getString("afm"); 
                address = rs.getString("address"); 
                phone = rs.getString("phone"); 
                supplier = new Supplier(sid, name, address, phone, 
afm); 
            } else { 
                return null; 
            } 
        } catch (SQLException ex) { 
            System.out.println("SQLException: " + ex.getMessage()); 
            System.out.println("SQLState: " + ex.getSQLState()); 
            System.out.println("VendorError: " + ex.getErrorCode()); 
        } finally { 
            if (rs != null) { 
                try { 
                    rs.close(); 
                } catch (SQLException sqlEx) { 
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                } // ignore 
 
                rs = null; 
            } 
 
            if (stmt != null) { 
                try { 
                    stmt.close(); 
                } catch (SQLException sqlEx) { 
                } // ignore 
 
                stmt = null; 
            } 
        } 
        return supplier; 
    } 
 
    public boolean editClient(int cid, String name, String phone, 
String address, String afm) { 
        Statement stmt = null; 
        try { 
            stmt = conn.createStatement(); 
            String sql = "UPDATE customer SET name='" + name + "', 
phone='" + phone + "', address='" + address + "', afm='" + afm + "' 
WHERE cid=" + cid; 
            System.out.println(sql); 
            stmt.executeUpdate(sql); 
 
        } catch (SQLException ex) { 
            System.out.println("SQLException: " + ex.getMessage()); 
            System.out.println("SQLState: " + ex.getSQLState()); 
            System.out.println("VendorError: " + ex.getErrorCode()); 
            return false; 
        } finally { 
            if (stmt != null) { 
                try { 
                    stmt.close(); 
                } catch (SQLException sqlEx) { 
                } // ignore 
 
                stmt = null; 
            } 
        } 
        return true; 
    } 
 
    public boolean createClient(String clientName, String 
clientAddress, String clientAfm, String clientPhone) { 
        Statement stmt = null; 
        try { 
            stmt = conn.createStatement(); 
            String sql = "INSERT INTO customer(name,afm,address,phone) 
VALUES('" + clientName + "', '" + clientAfm + "', '" + clientAddress + 
"','" + clientPhone + "');"; 
            System.out.println(sql); 
            stmt.executeUpdate(sql); 
        } catch (SQLException ex) { 
            System.out.println("SQLException: " + ex.getMessage()); 
            System.out.println("SQLState: " + ex.getSQLState()); 
            System.out.println("VendorError: " + ex.getErrorCode()); 
            return false; 
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        } finally { 
            if (stmt != null) { 
                try { 
                    stmt.close(); 
                } catch (SQLException sqlEx) { 
                } // ignore 
 
                stmt = null; 
            } 
        } 
        return true; 
    } 
 
    public List<Client> getClients() { 
        ArrayList<Client> clientList = new ArrayList<Client>(); 
        Statement stmt = null; 
        ResultSet rs = null; 
        try { 
            stmt = conn.createStatement(); 
            rs = stmt.executeQuery("SELECT cid, name, afm, address, 
phone FROM customer;"); 
            while (rs.next()) { 
                int sid = rs.getInt("cid"); 
                String name = rs.getString("name"); 
                String afm = rs.getString("afm"); 
                String address = rs.getString("address"); 
                String phone = rs.getString("phone"); 
                clientList.add(new Client(sid, name, address, phone, 
afm)); 
            } 
        } catch (SQLException ex) { 
            System.out.println("SQLException: " + ex.getMessage()); 
            System.out.println("SQLState: " + ex.getSQLState()); 
            System.out.println("VendorError: " + ex.getErrorCode()); 
        } finally { 
 
            if (rs != null) { 
                try { 
                    rs.close(); 
                } catch (SQLException sqlEx) { 
                } // ignore 
 
                rs = null; 
            } 
 
            if (stmt != null) { 
                try { 
                    stmt.close(); 
                } catch (SQLException sqlEx) { 
                } // ignore 
 
                stmt = null; 
            } 
        } 
 
        return clientList; 
    } 
 
    public Client getClientWithId(int cid) { 
        Statement stmt = null; 
        ResultSet rs = null; 
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        String name = null, phone = null, address = null, afm = null; 
        int clientid = 0; 
        Client client = null; 
        try { 
            stmt = conn.createStatement(); 
            rs = stmt.executeQuery("SELECT cid,name,afm,address,phone 
FROM customer WHERE cid=" + cid); 
            while (rs.next()) { 
                clientid = rs.getInt("cid"); 
                name = rs.getString("name"); 
                afm = rs.getString("afm"); 
                address = rs.getString("address"); 
                phone = rs.getString("phone"); 
            } 
            client = new Client(clientid, name, address, phone, afm); 
        } catch (SQLException ex) { 
            System.out.println("SQLException: " + ex.getMessage()); 
            System.out.println("SQLState: " + ex.getSQLState()); 
            System.out.println("VendorError: " + ex.getErrorCode()); 
        } finally { 
            if (rs != null) { 
                try { 
                    rs.close(); 
                } catch (SQLException sqlEx) { 
                } // ignore 
 
                rs = null; 
            } 
 
            if (stmt != null) { 
                try { 
                    stmt.close(); 
                } catch (SQLException sqlEx) { 
                } // ignore 
 
                stmt = null; 
            } 
        } 
        return client; 
    } 
     
    public Client getClientWithName(String name) { 
        Statement stmt = null; 
        ResultSet rs = null; 
        int cid = 0; 
        String afm = null, phone = null, address = null; 
        Client client = null; 
        try { 
            stmt = conn.createStatement(); 
            rs = stmt.executeQuery("SELECT cid, name, afm, address, 
phone FROM customer WHERE name='" + name + "'"); 
             
            if (rs.next()) { 
                cid = rs.getInt("cid"); 
                name = rs.getString("name"); 
                afm = rs.getString("afm"); 
                address = rs.getString("address"); 
                phone = rs.getString("phone"); 
                client = new Client(cid,name, address, phone, afm); 
            } 
            else { 
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                return null; 
            } 
        }catch (SQLException ex) { 
            System.out.println("SQLException: " + ex.getMessage()); 
            System.out.println("SQLState: " + ex.getSQLState()); 
            System.out.println("VendorError: " + ex.getErrorCode()); 
        } finally { 
            if (rs != null) { 
                try { 
                    rs.close(); 
                } catch (SQLException sqlEx) { 
                } // ignore 
 
                rs = null; 
            } 
 
            if (stmt != null) { 
                try { 
                    stmt.close(); 
                } catch (SQLException sqlEx) { 
                } // ignore 
 
                stmt = null; 
            } 
        } 
        return client; 
    } 
 
    public Item getItemWithId(int id) { 
        Statement stmt = null; 
        ResultSet rs = null; 
        String description = null, altid = null, barcode = null; 
        Supplier supplier = null; 
        Item item = null; 
        try { 
            stmt = conn.createStatement(); 
            rs = stmt.executeQuery("SELECT 
pid,sid,description,alt_code,barcode FROM product WHERE pid=" + id); 
            while (rs.next()) { 
                supplier = getSupplierWithId(rs.getInt("sid")); 
                description = rs.getString("description"); 
                altid = rs.getString("alt_code"); 
                barcode = rs.getString("barcode"); 
            } 
            item = new Item(id, altid, supplier, barcode, description); 
 
        } catch (SQLException ex) { 
            System.out.println("SQLException: " + ex.getMessage()); 
            System.out.println("SQLState: " + ex.getSQLState()); 
            System.out.println("VendorError: " + ex.getErrorCode()); 
        } finally { 
            if (rs != null) { 
                try { 
                    rs.close(); 
                } catch (SQLException sqlEx) { 
                } // ignore 
 
                rs = null; 
            } 
 
            if (stmt != null) { 
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                try { 
                    stmt.close(); 
                } catch (SQLException sqlEx) { 
                } // ignore 
 
                stmt = null; 
            } 
        } 
        return item; 
    } 
 
    public Item getItemWithDescription(String description) { 
        Statement stmt = null; 
        ResultSet rs = null; 
        int itemid = 1; 
        String altid = null, barcode = null; 
        Supplier supplier = null; 
        Item item = null; 
        try { 
            stmt = conn.createStatement(); 
            rs = stmt.executeQuery("SELECT pid, sid, description, 
alt_code, barcode FROM product WHERE description='" + description + 
"';"); 
            if (rs.next()) { 
                itemid = rs.getInt("pid"); 
                supplier = getSupplierWithId(rs.getInt("sid")); 
                altid = rs.getString("alt_code"); 
                barcode = rs.getString("barcode"); 
                item = new Item(itemid, altid, supplier, barcode, 
description); 
            } else { 
                return null; 
            } 
        } catch (SQLException ex) { 
            System.out.println("SQLException: " + ex.getMessage()); 
            System.out.println("SQLState: " + ex.getSQLState()); 
            System.out.println("VendorError: " + ex.getErrorCode()); 
        } finally { 
            if (rs != null) { 
                try { 
                    rs.close(); 
                } catch (SQLException sqlEx) { 
                } // ignore 
 
                rs = null; 
            } 
 
            if (stmt != null) { 
                try { 
                    stmt.close(); 
                } catch (SQLException sqlEx) { 
                } // ignore 
 
                stmt = null; 
            } 
        } 
        return item; 
    } 
 
    public boolean editItem(int itemid, String supplierName, String 
description, String altid, String barcode) { 
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        Supplier itemSupplier = getSupplierWithName(supplierName); 
        if (itemSupplier == null) { 
            //supplier not found 
            return false; 
        } 
        Statement stmt = null; 
 
        try { 
            stmt = conn.createStatement(); 
            String sql = "UPDATE product SET sid=" + itemSupplier.sid + 
", description='" + description + "', alt_code='" + altid + "', 
barcode='" + barcode + "' WHERE pid=" + itemid; 
            System.out.println(sql); 
            stmt.executeUpdate(sql); 
        } catch (SQLException ex) { 
            System.out.println("SQLException: " + ex.getMessage()); 
            System.out.println("SQLState: " + ex.getSQLState()); 
            System.out.println("VendorError: " + ex.getErrorCode()); 
            return false; 
        } finally { 
            if (stmt != null) { 
                try { 
                    stmt.close(); 
                } catch (SQLException sqlEx) { 
                } // ignore 
 
                stmt = null; 
            } 
        } 
        return true; 
    } 
 
    public boolean createItem(String supplierName, String description, 
String altid, String barcode) { 
        Supplier itemSupplier = getSupplierWithName(supplierName); 
        if (itemSupplier == null) { 
            //supplier name not found 
            return false; 
        } 
        Statement stmt = null; 
        try { 
            stmt = conn.createStatement(); 
            String sql = "INSERT INTO 
product(sid,description,alt_code,barcode) VALUES(" + itemSupplier.sid + 
", '" + description + "', '" + altid + "', '" + barcode + "');"; 
            System.out.println(sql); 
            stmt.executeUpdate(sql); 
        } catch (SQLException ex) { 
            System.out.println("SQLException: " + ex.getMessage()); 
            System.out.println("SQLState: " + ex.getSQLState()); 
            System.out.println("VendorError: " + ex.getErrorCode()); 
            return false; 
        } finally { 
            if (stmt != null) { 
                try { 
                    stmt.close(); 
                } catch (SQLException sqlEx) { 
                } // ignore 
 
                stmt = null; 
            } 
88 
        } 
        return true; 
    } 
 
    public List<Item> getItems() { 
        ArrayList<Item> itemList = new ArrayList<Item>(); 
        Statement stmt = null; 
        ResultSet rs = null; 
        try { 
            stmt = conn.createStatement(); 
            rs = stmt.executeQuery("SELECT 
pid,sid,alt_code,description,barcode FROM product"); 
            while (rs.next()) { 
                int pid = rs.getInt("pid"); 
                int sid = rs.getInt("sid"); 
                String altid = rs.getString("alt_code"); 
                String description = rs.getString("description"); 
                String barcode = rs.getString("barcode"); 
                Supplier supplier = getSupplierWithId(sid); 
                itemList.add(new Item(pid, altid, supplier, barcode, 
description)); 
            } 
        } catch (SQLException ex) { 
            System.out.println("SQLException: " + ex.getMessage()); 
            System.out.println("SQLState: " + ex.getSQLState()); 
            System.out.println("VendorError: " + ex.getErrorCode()); 
        } finally { 
 
            if (rs != null) { 
                try { 
                    rs.close(); 
                } catch (SQLException sqlEx) { 
                } // ignore 
 
                rs = null; 
            } 
 
            if (stmt != null) { 
                try { 
                    stmt.close(); 
                } catch (SQLException sqlEx) { 
                } // ignore 
 
                stmt = null; 
            } 
        } 
        return itemList; 
    } 
 
    public List<Item> getItemsWithFilter(int itemid, String 
supplierName, String altcode, String barcode, String description) { 
        ArrayList<Item> itemList = new ArrayList<Item>(); 
        Supplier supplier = getSupplierWithName(supplierName); 
        int sid = -1; 
        if (supplier != null) { 
            sid = supplier.sid; 
        } 
        Statement stmt = null; 
        ResultSet rs = null; 
        try { 
            stmt = conn.createStatement(); 
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            String sql = "SELECT * FROM product WHERE pid=" + itemid + 
" OR sid=" + sid; 
            if (altcode.length() > 0) { 
                sql += " OR alt_code LIKE '%" + altcode + "%'"; 
            } 
            if (barcode.length() > 0) { 
                sql += " OR barcode LIKE '%" + barcode + "%'"; 
            } 
            if (description.length() > 0) { 
                sql += " OR description LIKE '%" + description + "%'"; 
            } 
            rs = stmt.executeQuery(sql); 
            System.out.println(sql); 
            while (rs.next()) { 
                int itemId = rs.getInt("pid"); 
                Supplier itemSupplier = 
getSupplierWithId(rs.getInt("sid")); 
                String itemAltcode = rs.getString("alt_code"); 
                String itemDescription = rs.getString("description"); 
                String itemBarcode = rs.getString("barcode"); 
                itemList.add(new Item(itemId, itemAltcode, 
itemSupplier, itemBarcode, itemDescription)); 
            } 
 
        } catch (SQLException ex) { 
            // handle any errors 
            System.out.println("SQLException: " + ex.getMessage()); 
            System.out.println("SQLState: " + ex.getSQLState()); 
            System.out.println("VendorError: " + ex.getErrorCode()); 
        } finally { 
 
            if (rs != null) { 
                try { 
                    rs.close(); 
                } catch (SQLException sqlEx) { 
                } // ignore 
 
                rs = null; 
            } 
 
            if (stmt != null) { 
                try { 
                    stmt.close(); 
                } catch (SQLException sqlEx) { 
                } // ignore 
 
                stmt = null; 
            } 
        } 
        return itemList; 
    } 
 
    public boolean createImport(String altParastatiko, String 
supplierName, String itemName, int quantity) { 
        Statement stmt = null; 
        ResultSet rs = null; 
        try { 
            stmt = conn.createStatement(); 
            Supplier importSupplier = 
getSupplierWithName(supplierName); 
            if (importSupplier == null) { 
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                return false; 
            } 
            Item importItem = getItemWithDescription(itemName); 
            if (importItem == null) { 
                return false; 
            } 
            String sql = "INSERT INTO 
import(sid,pid,alt_parastatiko,date, quantity) VALUES(" + 
importSupplier.sid + "," + importItem.itemid + ",'" + altParastatiko + 
"',NOW(), " + quantity + ");"; 
            System.out.println(sql); 
            stmt.executeUpdate(sql); 
        } catch (SQLException ex) { 
            System.out.println("SQLException: " + ex.getMessage()); 
            System.out.println("SQLState: " + ex.getSQLState()); 
            System.out.println("VendorError: " + ex.getErrorCode()); 
            return false; 
        } finally { 
            if (stmt != null) { 
                try { 
                    stmt.close(); 
                } catch (SQLException sqlEx) { 
                } // ignore 
 
                stmt = null; 
            } 
        } 
        return true; 
    } 
 
    public boolean editImport(int importid, String altParastatiko, 
String supplierName, String itemName, int quantity) { 
        Statement stmt = null; 
        try { 
            stmt = conn.createStatement(); 
            Supplier importSupplier = 
getSupplierWithName(supplierName); 
            if (importSupplier == null) { 
                return false; 
            } 
            Item importItem = getItemWithDescription(itemName); 
            if (importItem == null) { 
                return false; 
            } 
            String sql = "UPDATE import SET alt_parastatiko='" + 
altParastatiko + "', pid=" + importItem.itemid + ", sid=" + 
importSupplier.sid + ", quantity=" + quantity + " WHERE imp_id=" + 
importid; 
            System.out.println(sql); 
            stmt.executeUpdate(sql); 
        } catch (SQLException ex) { 
            System.out.println("SQLException: " + ex.getMessage()); 
            System.out.println("SQLState: " + ex.getSQLState()); 
            System.out.println("VendorError: " + ex.getErrorCode()); 
            return false; 
        } finally { 
            if (stmt != null) { 
                try { 
                    stmt.close(); 
                } catch (SQLException sqlEx) { 
                } // ignore 
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                stmt = null; 
            } 
        } 
        return true; 
    } 
     
    public Import getImportWithId(int importid) { 
        Statement stmt = null; 
        ResultSet rs = null; 
        Supplier importSupplier = null; 
        Item importItem = null; 
        String altParastatiko = null; 
        Date importDate = null; 
        int quantity = 0; 
        Import imp = null; 
        try {  
            stmt = conn.createStatement(); 
            rs = stmt.executeQuery("SELECT imp_id, sid, pid, 
alt_parastatiko, date, quantity FROM import WHERE imp_id=" + importid); 
            if(rs.next()) { 
                importItem = getItemWithId(rs.getInt("pid")); 
                importSupplier = getSupplierWithId(rs.getInt("sid")); 
                altParastatiko = rs.getString("alt_parastatiko"); 
                quantity = rs.getInt("quantity"); 
                importDate = rs.getDate("date"); 
            } 
            else{ 
                return null; 
            } 
            imp = new Import(importid, importDate, altParastatiko, 
quantity, importSupplier, importItem); 
        }catch (SQLException ex) { 
            System.out.println("SQLException: " + ex.getMessage()); 
            System.out.println("SQLState: " + ex.getSQLState()); 
            System.out.println("VendorError: " + ex.getErrorCode()); 
            return null; 
        } finally { 
            if (rs != null) { 
                try { 
                    rs.close(); 
                } catch (SQLException sqlEx) { 
                } // ignore 
 
                rs = null; 
            } 
 
            if (stmt != null) { 
                try { 
                    stmt.close(); 
                } catch (SQLException sqlEx) { 
                } // ignore 
 
                stmt = null; 
            } 
        } 
        return imp;      
    } 
     
    public List<Import> getImports() { 
        ArrayList<Import> importList = new ArrayList<Import>(); 
92 
        Statement stmt = null; 
        ResultSet rs = null; 
        try { 
            stmt = conn.createStatement(); 
            rs = stmt.executeQuery("SELECT imp_id, sid, pid, 
alt_parastatiko, date, quantity FROM import"); 
            while(rs.next()){ 
                int importid = rs.getInt("imp_id"); 
                int sid = rs.getInt("sid"); 
                int itemid = rs.getInt("pid"); 
                String altParastatiko = 
rs.getString("alt_parastatiko"); 
                Date date = rs.getDate("date"); 
                int quantity = rs.getInt("quantity"); 
                Supplier supplier = getSupplierWithId(sid); 
                Item item = getItemWithId(itemid); 
                importList.add(new Import(importid, date, 
altParastatiko, quantity, supplier, item)); 
            } 
        }catch (SQLException ex) { 
            System.out.println("SQLException: " + ex.getMessage()); 
            System.out.println("SQLState: " + ex.getSQLState()); 
            System.out.println("VendorError: " + ex.getErrorCode()); 
        } finally { 
 
            if (rs != null) { 
                try { 
                    rs.close(); 
                } catch (SQLException sqlEx) { 
                } // ignore 
 
                rs = null; 
            } 
 
            if (stmt != null) { 
                try { 
                    stmt.close(); 
                } catch (SQLException sqlEx) { 
                } // ignore 
 
                stmt = null; 
            } 
        } 
 
        return importList; 
    } 
     
    public List<Import> getImportsWithFilter(Date date, String 
supplierName, String itemName, String altParastatiko) 
    { 
        ArrayList<Import> importList = new ArrayList<Import>(); 
        Supplier supplier = getSupplierWithName(supplierName); 
        int sid = -1; 
        if(supplier != null) { 
            sid = supplier.sid; 
        } 
        int pid = -1; 
        Item item = getItemWithDescription(itemName); 
        if(item != null){ 
            pid = item.itemid; 
        } 
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        Statement stmt = null; 
        ResultSet rs = null; 
        String dateStr = ""; 
        if(date!=null){ 
            DateFormat dateFormat = new SimpleDateFormat("yyyy-MM-dd"); 
            dateStr = dateFormat.format(date); 
        } 
        try { 
            stmt = conn.createStatement(); 
            String sql; 
            if(date == null){ 
                if(altParastatiko.length()>0) 
                    sql = "SELECT * from import where pid=" + pid + " 
OR sid=" + sid + " OR alt_parastatiko LIKE '%" + altParastatiko + "%'"; 
                else 
                    sql = "SELECT * from import where pid=" + pid + " 
OR sid=" + sid; 
            } 
            else { 
                if(altParastatiko.length() > 0) 
                    sql = "SELECT * from import where DATE(date) = '" + 
dateStr +"' AND (pid=" + pid + " OR sid=" + sid + " OR alt_parastatiko 
LIKE '%" + altParastatiko + "%')"; 
                else 
                    sql = "SELECT * from import where DATE(date) = '" + 
dateStr +"' OR (pid=" + pid + " OR sid=" + sid + ")"; 
            } 
            System.out.println(sql); 
            rs = stmt.executeQuery(sql); 
            while (rs.next()) { 
                int impid = rs.getInt("imp_id"); 
                int importSid = rs.getInt("sid"); 
                Supplier importSupplier = getSupplierWithId(importSid); 
                int importPid = rs.getInt("pid"); 
                Item importItem = getItemWithId(importPid); 
                Date importDate = rs.getDate("date"); 
                String importAltParastatiko = 
rs.getString("alt_parastatiko"); 
                int quantity = rs.getInt("quantity"); 
                importList.add(new Import(impid, importDate, 
importAltParastatiko, quantity, importSupplier, importItem));                 
            } 
        }catch (SQLException ex) { 
            System.out.println("SQLException: " + ex.getMessage()); 
            System.out.println("SQLState: " + ex.getSQLState()); 
            System.out.println("VendorError: " + ex.getErrorCode()); 
        } finally { 
 
            if (rs != null) { 
                try { 
                    rs.close(); 
                } catch (SQLException sqlEx) { 
                } // ignore 
 
                rs = null; 
            } 
 
            if (stmt != null) { 
                try { 
                    stmt.close(); 
                } catch (SQLException sqlEx) { 
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                } // ignore 
 
                stmt = null; 
            } 
        } 
        return importList; 
    } 
     
    public boolean createExport(String altParastatiko, String 
supplierName, String itemName, int quantity) { 
        Statement stmt = null; 
        ResultSet rs = null; 
        try { 
            stmt = conn.createStatement(); 
            Client exportClient = getClientWithName(supplierName); 
            if (exportClient == null) { 
                return false; 
            } 
            Item exportItem = getItemWithDescription(itemName); 
            if (exportItem == null) { 
                return false; 
            } 
            String sql = "INSERT INTO 
export(cid,pid,alt_parastatiko,date, quantity) VALUES(" + 
exportClient.cid + "," + exportItem.itemid + ",'" + altParastatiko + 
"',NOW(), " + quantity + ");"; 
            System.out.println(sql); 
            stmt.executeUpdate(sql); 
        } catch (SQLException ex) { 
            System.out.println("SQLException: " + ex.getMessage()); 
            System.out.println("SQLState: " + ex.getSQLState()); 
            System.out.println("VendorError: " + ex.getErrorCode()); 
            return false; 
        } finally { 
            if (stmt != null) { 
                try { 
                    stmt.close(); 
                } catch (SQLException sqlEx) { 
                } // ignore 
 
                stmt = null; 
            } 
        } 
        return true; 
    } 
     
    public boolean editExport(int exportid, String altParastatiko, 
String clientName, String itemName, int quantity) { 
        Statement stmt = null; 
        try { 
            stmt = conn.createStatement(); 
            Client exportClient = getClientWithName(clientName); 
            if (exportClient == null) { 
                return false; 
            } 
            Item exportItem = getItemWithDescription(itemName); 
            if (exportItem == null) { 
                return false; 
            } 
            String sql = "UPDATE export SET alt_parastatiko='" + 
altParastatiko + "', pid=" + exportItem.itemid + ", sid=" + 
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exportClient.cid + ", quantity=" + quantity + " WHERE imp_id=" + 
exportid; 
            System.out.println(sql); 
            stmt.executeUpdate(sql); 
        } catch (SQLException ex) { 
            System.out.println("SQLException: " + ex.getMessage()); 
            System.out.println("SQLState: " + ex.getSQLState()); 
            System.out.println("VendorError: " + ex.getErrorCode()); 
            return false; 
        } finally { 
            if (stmt != null) { 
                try { 
                    stmt.close(); 
                } catch (SQLException sqlEx) { 
                } // ignore 
 
                stmt = null; 
            } 
        } 
        return true; 
    } 
     
    public Export getExportWithId(int exportid) { 
        Statement stmt = null; 
        ResultSet rs = null; 
        Client exportClient = null; 
        Item exportItem = null; 
        String altParastatiko = null; 
        Date exportDate = null; 
        int quantity = 0; 
        Export export = null; 
        try {  
            stmt = conn.createStatement(); 
            rs = stmt.executeQuery("SELECT expid, cid, pid, 
alt_parastatiko, date, quantity FROM export WHERE expid=" + exportid); 
            if(rs.next()) { 
                exportItem = getItemWithId(rs.getInt("pid")); 
                exportClient = getClientWithId(rs.getInt("cid")); 
                altParastatiko = rs.getString("alt_parastatiko"); 
                quantity = rs.getInt("quantity"); 
                exportDate = rs.getDate("date"); 
            } 
            else{ 
                return null; 
            } 
            export = new Export(exportid, exportDate, altParastatiko, 
quantity, exportClient, exportItem); 
        }catch (SQLException ex) { 
            System.out.println("SQLException: " + ex.getMessage()); 
            System.out.println("SQLState: " + ex.getSQLState()); 
            System.out.println("VendorError: " + ex.getErrorCode()); 
            return null; 
        } finally { 
            if (rs != null) { 
                try { 
                    rs.close(); 
                } catch (SQLException sqlEx) { 
                } // ignore 
 
                rs = null; 
            } 
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            if (stmt != null) { 
                try { 
                    stmt.close(); 
                } catch (SQLException sqlEx) { 
                } // ignore 
 
                stmt = null; 
            } 
        } 
        return export;      
    } 
     
    public List<Export> getExports() { 
        ArrayList<Export> exportList = new ArrayList<Export>(); 
        Statement stmt = null; 
        ResultSet rs = null; 
        try { 
            stmt = conn.createStatement(); 
            rs = stmt.executeQuery("SELECT expid, cid, pid, 
alt_parastatiko, date, quantity FROM export"); 
            while(rs.next()){ 
                int exportid = rs.getInt("expid"); 
                int cid = rs.getInt("cid"); 
                int itemid = rs.getInt("pid"); 
                String altParastatiko = 
rs.getString("alt_parastatiko"); 
                Date date = rs.getDate("date"); 
                int quantity = rs.getInt("quantity"); 
                Client client = getClientWithId(cid); 
                Item item = getItemWithId(itemid); 
                exportList.add(new Export(exportid, date, 
altParastatiko, quantity, client, item)); 
            } 
        }catch (SQLException ex) { 
            System.out.println("SQLException: " + ex.getMessage()); 
            System.out.println("SQLState: " + ex.getSQLState()); 
            System.out.println("VendorError: " + ex.getErrorCode()); 
        } finally { 
 
            if (rs != null) { 
                try { 
                    rs.close(); 
                } catch (SQLException sqlEx) { 
                } // ignore 
 
                rs = null; 
            } 
 
            if (stmt != null) { 
                try { 
                    stmt.close(); 
                } catch (SQLException sqlEx) { 
                } // ignore 
 
                stmt = null; 
            } 
        } 
 
        return exportList; 
    } 
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    public List<Export> getExportsWithFilter(Date date, String 
clientName, String itemName, String altParastatiko) 
    { 
        ArrayList<Export> exportList = new ArrayList<Export>(); 
        Client client = getClientWithName(clientName); 
        int cid = -1; 
        if(client != null) { 
            cid = client.cid; 
        } 
        int pid = -1; 
        Item item = getItemWithDescription(itemName); 
        if(item != null){ 
            pid = item.itemid; 
        } 
        Statement stmt = null; 
        ResultSet rs = null; 
        String dateStr = ""; 
        if(date!=null){ 
            DateFormat dateFormat = new SimpleDateFormat("yyyy-MM-dd"); 
            dateStr = dateFormat.format(date); 
        } 
        try { 
            stmt = conn.createStatement(); 
            String sql; 
            if(date == null){ 
                if(altParastatiko.length()>0) 
                    sql = "SELECT * from export where pid=" + pid + " 
OR cid=" + cid + " OR alt_parastatiko LIKE '%" + altParastatiko + "%'"; 
                else 
                    sql = "SELECT * from export where pid=" + pid + " 
OR cid=" + cid; 
            } 
            else { 
                if(altParastatiko.length() > 0) 
                    sql = "SELECT * from export where DATE(date) = '" + 
dateStr +"' AND (pid=" + pid + " OR cid=" + cid + " OR alt_parastatiko 
LIKE '%" + altParastatiko + "%')"; 
                else 
                    sql = "SELECT * from export where DATE(date) = '" + 
dateStr +"' OR (pid=" + pid + " OR cid=" + cid + ")"; 
            } 
            System.out.println(sql); 
            rs = stmt.executeQuery(sql); 
            while (rs.next()) { 
                int expid = rs.getInt("expid"); 
                int exportCid = rs.getInt("cid"); 
                Client exportClient = getClientWithId(exportCid); 
                int exportPid = rs.getInt("pid");                 
                Item exportItem = getItemWithId(exportPid); 
                Date exportDate = rs.getDate("date"); 
                String exportAltParastatiko = 
rs.getString("alt_parastatiko"); 
                int quantity = rs.getInt("quantity"); 
                exportList.add(new Export(exportPid, exportDate, 
exportAltParastatiko, quantity, exportClient, exportItem));               
            } 
        }catch (SQLException ex) { 
            System.out.println("SQLException: " + ex.getMessage()); 
            System.out.println("SQLState: " + ex.getSQLState()); 
            System.out.println("VendorError: " + ex.getErrorCode()); 
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        } finally { 
 
            if (rs != null) { 
                try { 
                    rs.close(); 
                } catch (SQLException sqlEx) { 
                } // ignore 
 
                rs = null; 
            } 
 
            if (stmt != null) { 
                try { 
                    stmt.close(); 
                } catch (SQLException sqlEx) { 
                } // ignore 
 
                stmt = null; 
            } 
        } 
        return exportList; 
    } 
     
    public List<Stock> getStock() { 
        ArrayList<Stock> stockList = new ArrayList<Stock>(); 
        Statement stmt = null; 
        ResultSet rs = null; 
        try { 
            stmt = conn.createStatement(); 
            String sql = "SELECT sum(quantity) as quantity, pid FROM 
(SELECT sum(quantity) as quantity,pid FROM import GROUP BY pid "  
                + "UNION SELECT sum(-quantity) as quantity, pid FROM 
export GROUP BY pid) as importsexports GROUP BY pid"; 
            rs = stmt.executeQuery(sql); 
            while(rs.next()){ 
                int pid = rs.getInt("pid"); 
                Item stockItem = getItemWithId(pid); 
                Supplier stockSupplier = stockItem.supplier; 
                int quantity = rs.getInt("quantity"); 
                stockList.add(new Stock(quantity, stockItem, 
stockSupplier)); 
            } 
        }catch (SQLException ex) { 
            System.out.println("SQLException: " + ex.getMessage()); 
            System.out.println("SQLState: " + ex.getSQLState()); 
            System.out.println("VendorError: " + ex.getErrorCode()); 
        } finally { 
 
            if (rs != null) { 
                try { 
                    rs.close(); 
                } catch (SQLException sqlEx) { 
                } // ignore 
 
                rs = null; 
            } 
 
            if (stmt != null) { 
                try { 
                    stmt.close(); 
                } catch (SQLException sqlEx) { 
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                } // ignore 
 
                stmt = null; 
            } 
        } 
 
        return stockList; 
    } 
     
    public List<Stock> getStockWithFilter(String altCode, String 
supplierName, String itemCode){ 
        ArrayList<Stock> stockList = new ArrayList<Stock>(); 
        Statement stmt = null; 
        ResultSet rs = null; 
        int sid = -1; 
        if(supplierName.length()>0){ 
            sid = getSupplierWithName(supplierName).sid; 
        } 
        try { 
            stmt = conn.createStatement(); 
            String sql = null; 
            if(altCode.length()==0 && sid == -1 && itemCode.length() == 
0){ 
                //no filter 
                sql = "SELECT sum(quantity) as quantity, pid FROM 
(SELECT sum(quantity) as quantity,pid FROM import GROUP BY pid "  
                    + "UNION SELECT sum(-quantity) as quantity, pid 
FROM export GROUP BY pid) as importsexports GROUP BY pid"; 
            } 
            else if(altCode.length()>0){ 
                //altcode exists 
                if(supplierName.length() == 0) 
                { 
                    if(itemCode.length() == 0){ 
                    //search by altcode 
                        sql = "SELECT sum(quantity) as quantity, 
importsexports.pid, alt_code FROM (SELECT sum(quantity) as quantity,pid 
FROM import GROUP BY pid " + 
                                "UNION SELECT sum(-quantity) as 
quantity, pid FROM export GROUP BY pid) as importsexports  " + 
                                "INNER JOIN product ON 
importsexports.pid=product.pid GROUP BY pid HAVING alt_code LIKE '%" + 
altCode + "%'"; 
                    } 
                    else{ 
                        //search by altcode or id 
                        sql = "SELECT sum(quantity) as quantity, 
importsexports.pid, alt_code FROM (SELECT sum(quantity) as quantity,pid 
FROM import GROUP BY pid " + 
                                "UNION SELECT sum(-quantity) as 
quantity, pid FROM export GROUP BY pid) as importsexports  " + 
                                "INNER JOIN product ON 
importsexports.pid=product.pid GROUP BY pid HAVING alt_code LIKE '%" + 
altCode + "%' OR pid=" + itemCode + ";"; 
                    } 
                } 
                else{ 
                    if(itemCode.length() == 0){ 
                        sql = "SELECT sum(quantity) as quantity, 
importsexports.pid, alt_code, sid FROM (SELECT sum(quantity) as 
quantity,pid FROM import GROUP BY pid " + 
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                            "UNION SELECT sum(-quantity) as quantity, 
pid FROM export GROUP BY pid) as importsexports " + 
                            "INNER JOIN product ON 
importsexports.pid=product.pid GROUP BY pid HAVING sid=" + sid + " AND 
alt_code LIKE '%" + altCode + "%';"; 
                        //search by altcode and supplier name 
                    } 
                    else{ 
                        //search by code or altcode and suppliername 
                                                sql = "SELECT 
sum(quantity) as quantity, importsexports.pid, alt_code, sid FROM 
(SELECT sum(quantity) as quantity,pid FROM import GROUP BY pid " + 
                            "UNION SELECT sum(-quantity) as quantity, 
pid FROM export GROUP BY pid) as importsexports " + 
                            "INNER JOIN product ON 
importsexports.pid=product.pid GROUP BY pid HAVING sid=" + sid + " AND 
alt_code LIKE '%" + altCode + "%' OR pid=" + itemCode + ";"; 
                    } 
                } 
            } 
            else if (supplierName.length() > 0){ 
                //supplier exists altcode not exists 
                if(itemCode.length() > 0 ){ 
                    //search by supplier name and pid 
                        sql = "SELECT sum(quantity) as quantity, 
importsexports.pid, alt_code, sid FROM (SELECT sum(quantity) as 
quantity,pid FROM import GROUP BY pid " + 
                            "UNION SELECT sum(-quantity) as quantity, 
pid FROM export GROUP BY pid) as importsexports " + 
                            "INNER JOIN product ON 
importsexports.pid=product.pid GROUP BY pid HAVING sid=" + sid + " AND 
pid= " + itemCode +";"; 
                } 
                else{ 
                    //search by supplier name 
                    sql = "SELECT sum(quantity) as quantity, 
importsexports.pid, alt_code, sid FROM (SELECT sum(quantity) as 
quantity,pid FROM import GROUP BY pid " + 
                            "UNION SELECT sum(-quantity) as quantity, 
pid FROM export GROUP BY pid) as importsexports " + 
                            "INNER JOIN product ON 
importsexports.pid=product.pid GROUP BY pid HAVING sid=" + sid + ";"; 
                } 
            } 
            else{ 
                //only pid exists 
                                    sql = "SELECT sum(quantity) as 
quantity, importsexports.pid, alt_code, sid FROM (SELECT sum(quantity) 
as quantity,pid FROM import GROUP BY pid " + 
                            "UNION SELECT sum(-quantity) as quantity, 
pid FROM export GROUP BY pid) as importsexports " + 
                            "INNER JOIN product ON 
importsexports.pid=product.pid GROUP BY pid HAVING pid=" + itemCode + 
";"; 
            } 
            rs = stmt.executeQuery(sql); 
            System.out.println(sql); 
            while(rs.next()){ 
                int pid = rs.getInt("pid"); 
                Item stockItem = getItemWithId(pid); 
                Supplier stockSupplier = stockItem.supplier; 
101 
                int quantity = rs.getInt("quantity"); 
                stockList.add(new Stock(quantity, stockItem, 
stockSupplier)); 
            } 
        }catch (SQLException ex) { 
            System.out.println("SQLException: " + ex.getMessage()); 
            System.out.println("SQLState: " + ex.getSQLState()); 
            System.out.println("VendorError: " + ex.getErrorCode()); 
        } finally { 
 
            if (rs != null) { 
                try { 
                    rs.close(); 
                } catch (SQLException sqlEx) { 
                } // ignore 
 
                rs = null; 
            } 
 
            if (stmt != null) { 
                try { 
                    stmt.close(); 
                } catch (SQLException sqlEx) { 
                } // ignore 
 
                stmt = null; 
            } 
        } 
 
        return stockList; 
    } 
} 
 
 A.1.3 DatabaseConfig.java 
package wsp.data; 
 
import java.io.BufferedReader; 
import java.io.FileReader; 
import java.io.IOException; 
import java.util.logging.Level; 
import java.util.logging.Logger; 
 
public class DatabaseConfig { 
 
    private final String FILENAME = "db.cfg"; 
    public String username; 
    public String password; 
    public String address; 
    public String dbname; 
    public DatabaseConfig() { 
        try (BufferedReader br = new BufferedReader(new 
FileReader(FILENAME))) { 
            String line; 
            int count = 0; 
            while ((line = br.readLine()) != null) { 
                switch(count) { 
                    case 0:  
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                        username = line; 
                        break; 
                    case 1: 
                        password = line; 
                        break; 
                    case 2: 
                        address = line; 
                        break; 
                    case 3: 
                        dbname = line; 
                        break; 
                } 
                count ++; 
                // process the line. 
            } 
        } catch (IOException ex) { 
            
Logger.getLogger(DatabaseConfig.class.getName()).log(Level.SEVERE, 
null, ex); 
        } 
    } 
 
} 
 A.1.4 PlaceholderPasswordField.java 
package wsp.etc; 
 
import java.awt.*; 
 
import javax.swing.*; 
import javax.swing.text.Document; 
 
@SuppressWarnings("serial") 
public class PlaceholderPasswordField extends JPasswordField { 
 
    private String placeholder; 
 
    public PlaceholderPasswordField() { 
    } 
 
    public PlaceholderPasswordField( 
        final Document pDoc, 
        final String pText, 
        final int pColumns) 
    { 
        super(pDoc, pText, pColumns); 
    } 
 
    public PlaceholderPasswordField(final int pColumns) { 
        super(pColumns); 
    } 
 
    public PlaceholderPasswordField(final String pText) { 
        super(pText); 
    } 
 
    public PlaceholderPasswordField(final String pText, final int 
pColumns) { 
        super(pText, pColumns); 
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    } 
 
    public String getPlaceholder() { 
        return placeholder; 
    } 
 
    @Override 
    protected void paintComponent(final Graphics pG) { 
        super.paintComponent(pG); 
 
        if (placeholder.length() == 0 || getText().length() > 0) { 
            return; 
        } 
 
        final Graphics2D g = (Graphics2D) pG; 
        g.setRenderingHint( 
            RenderingHints.KEY_ANTIALIASING, 
            RenderingHints.VALUE_ANTIALIAS_ON); 
        g.setColor(getDisabledTextColor()); 
        g.drawString(placeholder, getInsets().left, pG.getFontMetrics() 
            .getMaxAscent() + getInsets().top); 
    } 
 
    public void setPlaceholder(final String s) { 
        placeholder = s; 
    } 
 
} 
 A.1.5 PlaceholderTextField.java 
package wsp.etc; 
 
import java.awt.*; 
 
import javax.swing.*; 
import javax.swing.text.Document; 
 
@SuppressWarnings("serial") 
public class PlaceholderTextField extends JTextField { 
 
    private String placeholder; 
 
    public PlaceholderTextField() { 
    } 
 
    public PlaceholderTextField( 
        final Document pDoc, 
        final String pText, 
        final int pColumns) 
    { 
        super(pDoc, pText, pColumns); 
    } 
 
    public PlaceholderTextField(final int pColumns) { 
        super(pColumns); 
    } 
 
    public PlaceholderTextField(final String pText) { 
        super(pText); 
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    } 
 
    public PlaceholderTextField(final String pText, final int pColumns) 
{ 
        super(pText, pColumns); 
    } 
 
    public String getPlaceholder() { 
        return placeholder; 
    } 
 
    @Override 
    protected void paintComponent(final Graphics pG) { 
        super.paintComponent(pG); 
 
        if (placeholder.length() == 0 || getText().length() > 0) { 
            return; 
        } 
 
        final Graphics2D g = (Graphics2D) pG; 
        g.setRenderingHint( 
            RenderingHints.KEY_ANTIALIASING, 
            RenderingHints.VALUE_ANTIALIAS_ON); 
        g.setColor(getDisabledTextColor()); 
        g.drawString(placeholder, getInsets().left, pG.getFontMetrics() 
            .getMaxAscent() + getInsets().top); 
    } 
 
    public void setPlaceholder(final String s) { 
        placeholder = s; 
    } 
 
} 
 A.1.6 UserConnectionListener.java 
package wsp.etc; 
 
public interface UserConnectionListener { 
     public void userConnected(boolean success); 
} 
 A.1.7 MainFrame.java 
package wsp.frames; 
 
import java.awt.Color; 
import java.awt.FlowLayout; 
import java.awt.Font; 
import java.awt.event.ActionEvent; 
import java.awt.event.ActionListener; 
import java.awt.event.WindowAdapter; 
import java.awt.event.WindowEvent; 
import java.util.ArrayList; 
import javax.swing.JButton; 
import javax.swing.JFrame; 
import javax.swing.JLabel; 
import javax.swing.JMenu; 
import javax.swing.JMenuBar; 
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import javax.swing.JMenuItem; 
import javax.swing.JOptionPane; 
import javax.swing.JPanel; 
import javax.swing.WindowConstants; 
import javax.swing.event.MenuEvent; 
import javax.swing.event.MenuListener; 
import wsp.etc.PlaceholderPasswordField; 
import wsp.etc.PlaceholderTextField; 
import wsp.etc.UserConnectionListener; 
import wsp.panels.ClientListPanel; 
import wsp.panels.ClientPanel; 
import wsp.panels.ExportsListPanel; 
import wsp.panels.ImportsListPanel; 
import wsp.panels.ItemListPanel; 
import wsp.panels.ItemPanel; 
import wsp.panels.StockPanel; 
import wsp.panels.SupplierListPanel; 
import wsp.panels.SupplierPanel; 
import wsp.panels.UserListPanel; 
import wsp.panels.UserPanel; 
import wsp.WSP; 
 
public class MainFrame extends JFrame implements ActionListener{ 
        UserPanel newUserPanel, userPanel; 
        UserListPanel userListPanel; 
        SupplierPanel newSupplierPanel,supplierPanel; 
        SupplierListPanel supplierListPanel; 
        ClientPanel newClientPanel, clientPanel; 
        ClientListPanel clientListPanel; 
        ItemPanel newItemPanel, itemPanel; 
        ItemListPanel itemListPanel; 
        ImportsListPanel importsListPanel; 
        ExportsListPanel exportsListPanel; 
        StockPanel stockPanel; 
         
        JMenuBar menuBar; 
        JMenu mainMenu; 
        JMenu usersMenu, suppliersMenu, clientsMenu, itemsMenu, 
stockMenu; 
        JMenuItem userMgmtSubMenu, newUserSubMenu, viewUserSubMenu; 
        JMenuItem supplierMgmtSubMenu, newSupplierSubMenu, 
viewSupplierSubMenu; 
        JMenuItem clientMgmtSubMenu, newClientSubMenu, 
viewClientSubMenu; 
        JMenuItem itemsMgmtSubMenu, newItemSubMenu, viewItemSubMenu; 
        JMenuItem importsSubMenu, exportsSubMenu, stockSubMenu; 
     
    public MainFrame(){ 
        super("ΠΛΗΡΟΦΟΡΙΑΚΟ ΣΥΣΤΗΜΑ ΑΠΟΘΗΚΗΣ"); 
        menuBar = new JMenuBar(); 
        setDefaultCloseOperation(JFrame.EXIT_ON_CLOSE); 
   
  //Users menu 
        usersMenu = new JMenu("Χρήστες"); 
        menuBar.add(usersMenu); 
        newUserSubMenu = new JMenuItem("Νέος χρήστης"); 
        newUserSubMenu.addActionListener(this); 
        viewUserSubMenu = new JMenuItem("Προβολή χρηστών"); 
        viewUserSubMenu.addActionListener(this); 
        usersMenu.add(newUserSubMenu); 
        usersMenu.add(viewUserSubMenu); 
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        //Suppliers menu 
        suppliersMenu = new JMenu("Προμηθευτές"); 
        menuBar.add(suppliersMenu); 
        newSupplierSubMenu = new JMenuItem("Νέος προμηθευτής"); 
        newSupplierSubMenu.addActionListener(this); 
        viewSupplierSubMenu = new JMenuItem("Προβολή προμηθευτών"); 
        viewSupplierSubMenu.addActionListener(this); 
        suppliersMenu.add(newSupplierSubMenu); 
        suppliersMenu.add(viewSupplierSubMenu); 
         
        //Clients menu 
        clientsMenu = new JMenu("Πελάτες"); 
        menuBar.add(clientsMenu); 
        newClientSubMenu = new JMenuItem("Νέος πελάτης"); 
        newClientSubMenu.addActionListener(this); 
        viewClientSubMenu = new JMenuItem("Προβολή πελατών"); 
        viewClientSubMenu.addActionListener(this); 
        clientsMenu.add(newClientSubMenu); 
        clientsMenu.add(viewClientSubMenu); 
         
        //Items menu 
        itemsMenu = new JMenu("Είδη"); 
        menuBar.add(itemsMenu); 
        newItemSubMenu = new JMenuItem("Νέος είδος"); 
        newItemSubMenu.addActionListener(this); 
        viewItemSubMenu = new JMenuItem("Προβολή ειδών"); 
        viewItemSubMenu.addActionListener(this); 
        itemsMenu.add(newItemSubMenu); 
        itemsMenu.add(viewItemSubMenu); 
         
         
        stockMenu = new JMenu("Αποθήκη"); 
        importsSubMenu = new JMenuItem("Εισαγωγές"); 
        importsSubMenu.addActionListener(this); 
        exportsSubMenu = new JMenuItem("Εξαγωγές"); 
        exportsSubMenu.addActionListener(this); 
        stockSubMenu = new JMenuItem("Προβολή Αποθήκης"); 
        stockSubMenu.addActionListener(this); 
        stockMenu.add(importsSubMenu); 
        stockMenu.add(exportsSubMenu); 
        stockMenu.add(stockSubMenu); 
        menuBar.add(stockMenu); 
         
        setJMenuBar(menuBar); 
        setSize(1024,768); 
        setLayout(new FlowLayout(FlowLayout.LEADING)); 
        setVisible(true); 
         
    } 
     
    private void removeAllPanels(){ 
        getContentPane().removeAll(); 
    } 
     
    private boolean checkPermissions(ActionEvent e){ 
        ArrayList<Integer> userPermissions = 
WSP.dHandler.currentUser.applications; 
        if(e.getSource() == newUserSubMenu){ 
            if(userPermissions.contains(1)) 
                return true; 
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            else 
                return false; 
        } 
        if(e.getSource() == userMgmtSubMenu){ 
            if(userPermissions.contains(2)) 
                return true; 
            else 
                return false; 
        } 
        if(e.getSource() == newSupplierSubMenu){ 
            if(userPermissions.contains(3)) 
                return true; 
            else  
                return false; 
        } 
        if(e.getSource() == supplierMgmtSubMenu){ 
            if(userPermissions.contains(4)) 
                return true; 
            else 
                return false; 
        } 
        if(e.getSource() == newClientSubMenu){ 
            if(userPermissions.contains(5)) 
                return true; 
            else 
                return false; 
        } 
        if(e.getSource() == clientMgmtSubMenu){ 
            if(userPermissions.contains(6)) 
                return true; 
            else 
                return false; 
        } 
        if(e.getSource() == newItemSubMenu){ 
            if(userPermissions.contains(7)) 
                return true; 
            else 
                return false; 
        } 
        if(e.getSource() == itemsMgmtSubMenu){ 
            if(userPermissions.contains(8)) 
                return true; 
            else 
                return false; 
        } 
        if(e.getSource() == importsListPanel){ 
            if(userPermissions.contains(9)) 
                return true; 
            else 
                return false; 
        } 
        if(e.getSource() == exportsListPanel){ 
            if(userPermissions.contains(10)) 
                return true; 
            else 
                return false; 
        } 
        return true; 
    } 
    @Override 
    public void actionPerformed(ActionEvent e) { 
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        if(!checkPermissions(e)){ 
            JOptionPane.showMessageDialog(this, "Δεν έχετε πρόσβαση σε 
αυτήν την λειτουργία"); 
            return; 
        } 
        removeAllPanels(); 
        if(e.getSource() == newUserSubMenu){ 
             
            if(newUserPanel == null){ 
                newUserPanel = new UserPanel(false); 
                newUserPanel.setBounds(0,0,1024,748); 
                add(newUserPanel); 
                setVisible(true); 
                pack(); 
            } 
            else{ 
                add(newUserPanel); 
                setVisible(true); 
                pack(); 
            } 
        } 
        if(e.getSource() == userMgmtSubMenu){ 
            if(userPanel == null){ 
                userPanel = new UserPanel(true); 
                userPanel.setBounds(0,0,1024,748); 
                add(userPanel); 
                setVisible(true); 
                pack(); 
            } 
            else{ 
                add(userPanel); 
                setVisible(true); 
                pack(); 
            } 
        } 
        if(e.getSource() == viewUserSubMenu){ 
            if(userListPanel == null) { 
                userListPanel = new UserListPanel(); 
                userListPanel.setBounds(0,0,1024,748); 
                add(userListPanel); 
                setVisible(true); 
                pack(); 
            } 
            else{ 
                add(userListPanel); 
                setVisible(true); 
                pack(); 
            } 
            userListPanel.reloadData(); 
        } 
         
        if(e.getSource() == newSupplierSubMenu){ 
            if(newSupplierPanel == null){ 
                newSupplierPanel = new SupplierPanel(false); 
                newSupplierPanel.setBounds(0,0,1024,748); 
                add(newSupplierPanel); 
                setVisible(true); 
                pack(); 
            } 
            else{ 
                add(newSupplierPanel); 
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                setVisible(true); 
                pack(); 
            } 
        } 
        if(e.getSource() == supplierMgmtSubMenu){ 
            if(supplierPanel == null){ 
                supplierPanel = new SupplierPanel(true); 
                supplierPanel.setBounds(0,0,1024,748); 
                add(supplierPanel); 
                setVisible(true); 
                pack(); 
            } 
            else{ 
                add(supplierPanel); 
                setVisible(true); 
                pack(); 
            } 
        } 
        if(e.getSource() == viewSupplierSubMenu){ 
            if(supplierListPanel == null){ 
                supplierListPanel = new SupplierListPanel(); 
                supplierListPanel.setBounds(0,0,1024,748); 
                add(supplierListPanel); 
                setVisible(true); 
                pack(); 
            } 
            else{ 
                add(supplierListPanel); 
                setVisible(true); 
                pack(); 
            } 
            supplierListPanel.reloadData(); 
        } 
        if(e.getSource() == newClientSubMenu){ 
            if(newClientPanel == null) { 
                newClientPanel = new ClientPanel(false); 
                newClientPanel.setBounds(0,0,1024,748); 
                add(newClientPanel); 
                setVisible(true); 
                pack(); 
            } 
            else{ 
                add(newClientPanel); 
                setVisible(true); 
                pack(); 
            } 
        } 
        if(e.getSource() == clientMgmtSubMenu){ 
            if(clientPanel == null) { 
                clientPanel = new ClientPanel(true); 
                clientPanel.setBounds(0,0,1024,748); 
                add(clientPanel); 
                setVisible(true); 
                pack(); 
            } 
            else{ 
                add(clientPanel); 
                setVisible(true); 
                pack(); 
            } 
        } 
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        if(e.getSource() == viewClientSubMenu){ 
            if(clientListPanel == null) { 
                clientListPanel = new ClientListPanel(); 
                clientListPanel.setBounds(0,0,1024,748); 
                add(clientListPanel); 
                setVisible(true); 
                pack(); 
            } 
            else{ 
                add(clientListPanel); 
                setVisible(true); 
                pack(); 
            } 
            clientListPanel.reloadData(); 
        } 
        if(e.getSource() == newItemSubMenu){ 
            if(newItemPanel == null) { 
                newItemPanel = new ItemPanel(false); 
                newItemPanel.setBounds(0,0,1024,748); 
                add(newItemPanel); 
                setVisible(true); 
                pack(); 
            } 
            else{ 
                add(newItemPanel); 
                setVisible(true); 
                pack(); 
            } 
        } 
        if(e.getSource() == itemsMgmtSubMenu){ 
            if(itemPanel == null){ 
                itemPanel = new ItemPanel(true); 
                itemPanel.setBounds(0,0,1024,748); 
                add(itemPanel); 
                setVisible(true); 
                pack(); 
            } 
            else{ 
                add(itemPanel); 
                setVisible(true); 
                pack(); 
            } 
        } 
        if(e.getSource() == viewItemSubMenu){ 
            if(itemListPanel == null){ 
                itemListPanel = new ItemListPanel(); 
                itemListPanel.setBounds(0,0,1024,748); 
                add(itemListPanel); 
                setVisible(true); 
                pack(); 
            } 
            else{ 
                add(itemListPanel); 
                setVisible(true); 
                pack(); 
            } 
            itemListPanel.reloadData(); 
        } 
        if(e.getSource() == importsSubMenu) { 
            if(importsListPanel == null) { 
                importsListPanel = new ImportsListPanel(); 
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                importsListPanel.setBounds(0,0,1024,748); 
                add(importsListPanel); 
                setVisible(true); 
                pack(); 
            } 
            else { 
                add(importsListPanel); 
                setVisible(true); 
                pack(); 
            } 
        } 
        if(e.getSource() == exportsSubMenu) { 
            if(exportsListPanel == null) { 
                exportsListPanel = new ExportsListPanel(); 
                exportsListPanel.setBounds(0,0,1024,748); 
                add(exportsListPanel); 
                setVisible(true); 
                pack(); 
            } 
            else{ 
                add(exportsListPanel); 
                setVisible(true); 
                pack(); 
            } 
        } 
        if(e.getSource() == stockSubMenu) { 
            if(stockPanel == null) { 
                stockPanel = new StockPanel(); 
                stockPanel.setBounds(0,0,1024,748); 
                add(stockPanel); 
                setVisible(true); 
                pack(); 
            } 
            else{ 
                add(stockPanel); 
                setVisible(true); 
                pack(); 
            } 
        } 
        revalidate(); 
        repaint(); 
    } 
} 
 A.1.8 LoginFrame.java 
package wsp.frames; 
 
import java.awt.Color; 
import java.awt.FlowLayout; 
import java.awt.Font; 
import java.awt.event.ActionEvent; 
import java.awt.event.ActionListener; 
import java.awt.event.WindowAdapter; 
import java.awt.event.WindowEvent; 
import javax.swing.JButton; 
import javax.swing.JFrame; 
import javax.swing.JLabel; 
import javax.swing.JOptionPane; 
import javax.swing.WindowConstants; 
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import wsp.WSP; 
import wsp.etc.PlaceholderPasswordField; 
import wsp.etc.PlaceholderTextField; 
import wsp.etc.UserConnectionListener; 
 
public class LoginFrame extends JFrame{ 
    public JLabel connectLabel; 
    public UserConnectionListener connectionListener; 
    public LoginFrame(UserConnectionListener _connectionListener){ 
        super("ΣΥΝΔΕΣΗ ΧΡΗΣΤΗ"); 
        connectionListener = _connectionListener; 
         
        setDefaultCloseOperation(WindowConstants.DO_NOTHING_ON_CLOSE); 
        addWindowListener(new WindowAdapter() { 
            @Override 
            public void windowClosing(WindowEvent e){ 
                LoginFrame.this.setVisible(false); 
                LoginFrame.this.dispose(); 
            } 
        }); 
         
        connectLabel = new JLabel("Εισάγετε τα στοιχεία σας για να 
συνδεθείτε"); 
        add(connectLabel); 
        final PlaceholderTextField usernameField = new 
PlaceholderTextField(); 
        usernameField.setColumns(20); 
        usernameField.setPlaceholder("όνομα χρήστη"); 
        final Font f = usernameField.getFont(); 
        usernameField.setFont(new Font(f.getName(), f.getStyle(), 20)); 
        usernameField.setSize(100,100); 
        add(usernameField); 
         
        final PlaceholderPasswordField passField = new 
PlaceholderPasswordField(); 
        passField.setColumns(20); 
        passField.setPlaceholder("κωδικός"); 
        passField.setFont(new Font(f.getName(), f.getStyle(), 20)); 
        passField.setSize(100,100); 
        add(passField); 
         
        final JButton connectButton = new JButton("Σύνδεση"); 
        connectButton.setSize(100,100); 
        connectButton.addActionListener((ActionEvent e) -> { 
            //Check credentials 
            
if(WSP.dHandler.authenticateUser(usernameField.getText(),new 
String(passField.getPassword()))){ 
                dispose(); 
                connectionListener.userConnected(true); 
            } 
            else{ 
                connectLabel.setText("Ο λογαριασμός χρήστη δεν βρέθηκε, 
ελέγξτε τα στοιχεία σας και προσπαθήστε ξανά"); 
                connectLabel.setForeground(Color.red); 
            } 
 
        }); 
        add(connectButton); 
         
        setLayout(new FlowLayout(FlowLayout.CENTER,50,50)); 
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        setSize(500,400); 
        setVisible(true); 
 
        //pack(); 
    } 
} 
 A.1.9 Client.java 
package wsp.model; 
 
public class Client { 
    public int cid; 
    public String clientName; 
    public String clientAddress; 
    public String clientPhone; 
    public String clientAfm; 
     
    public Client(int _cid, String _clientName, String _clientAddress, 
String _clientPhone, String _clientAfm){ 
        cid = _cid; 
        clientName = _clientName; 
        clientAddress = _clientAddress; 
        clientPhone = _clientPhone; 
        clientAfm = _clientAfm; 
    } 
 
    @Override 
    public String toString() { 
        return clientName;  
    } 
     
     
} 
 A.1.10 Export.java 
package wsp.model; 
 
import java.util.Date; 
 
public class Export { 
    public int exportid; 
    public Date date; 
    public String altParastatiko; 
    public int quantity; 
    public Client client; 
    public Item item; 
     
    public Export(int _exportid, Date _date, String _altParastatiko, 
int _quantity, Client _client, Item _item){ 
        exportid = _exportid; 
        date = _date; 
        altParastatiko = _altParastatiko; 
        quantity = _quantity; 
        client = _client; 
        item = _item; 
    } 
     
} 
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 A.1.11 Import.java 
package wsp.model; 
 
import java.util.Date; 
 
public class Import { 
    public int importid; 
    public Date date; 
    public String altParastatiko; 
    public int quantity; 
    public Supplier supplier; 
    public Item item; 
     
    public Import(int _importid, Date _date, String _altParastatiko, 
int _quantity, Supplier _supplier, Item _item){ 
        importid = _importid; 
        date = _date; 
        altParastatiko = _altParastatiko; 
        quantity = _quantity; 
        supplier = _supplier; 
        item = _item; 
    } 
     
} 
 A.1.12 Item.java 
package wsp.model; 
 
public class Item { 
    public int itemid; 
    public String altid; 
    public Supplier supplier; 
    public String barcode; 
    public String description; 
     
    public Item (int _itemid, String _altid, Supplier _supplier, String 
_barcode, String _description){ 
        itemid = _itemid; 
        altid = _altid; 
        supplier = _supplier; 
        barcode = _barcode; 
        description = _description; 
    } 
 
    @Override 
    public String toString() { 
        return description;  
    } 
     
} 
 A.1.13 Stock.java 
package wsp.model; 
 
public class Stock { 
    public Item item; 
    public Supplier supplier; 
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    public int quantity; 
     
    public Stock(int _quantity, Item _item, Supplier _supplier){ 
        quantity = _quantity; 
        item = _item; 
        supplier = _supplier; 
    } 
} 
 A.1.14 Supplier.java 
package wsp.model; 
 
public class Supplier { 
    public int sid; 
    public String supplierName; 
    public String supplierAddress; 
    public String supplierPhone; 
    public String supplierAfm; 
     
    public Supplier(int _sid, String _supplierName, String 
_supplierAddress, String _supplierPhone, String _supplierAfm){ 
        sid = _sid; 
        supplierName = _supplierName; 
        supplierAddress = _supplierAddress; 
        supplierPhone = _supplierPhone; 
        supplierAfm = _supplierAfm; 
    } 
 
    @Override 
    public String toString() { 
        return supplierName; 
    } 
} 
 A.1.15 User.java 
package wsp.model; 
 
import java.util.ArrayList; 
 
public class User { 
    public int userid; 
    public String username; 
    public String name; 
    public ArrayList<Integer> applications; 
     
    public User(int _userid, String _username, String _name, 
ArrayList<Integer> _applications){ 
        userid = _userid; 
        username = _username; 
        name = _name; 
        applications = _applications; 
    } 
     
    public User(int _userid, String _username, String _name){ 
        userid = _userid; 
        username = _username; 
        name = _name; 
    } 
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} 
 A.1.16 ClientListPanel.java 
package wsp.panels; 
 
import java.awt.FlowLayout; 
import java.awt.Point; 
import java.awt.event.ActionEvent; 
import java.awt.event.ActionListener; 
import java.awt.event.MouseAdapter; 
import java.awt.event.MouseEvent; 
import java.util.List; 
import javax.swing.JFrame; 
import javax.swing.JPanel; 
import javax.swing.JScrollPane; 
import javax.swing.JTable; 
import javax.swing.ListSelectionModel; 
import javax.swing.event.ListSelectionEvent; 
import javax.swing.event.ListSelectionListener; 
import javax.swing.table.DefaultTableModel; 
import wsp.WSP; 
import wsp.model.Client; 
import wsp.model.Supplier; 
 
public class ClientListPanel extends JPanel implements ActionListener { 
 
    public JTable clientTable; 
    private final String column[] = {"Κωδικός Πελάτη", "Όνομα Πελάτη", 
"Διεύθυνση", "ΑΦΜ", "Τηλέφωνο"}; 
 
    public ClientListPanel() { 
 
        clientTable = new JTable(); 
        clientTable.setModel(new DefaultTableModel(getData(), column)); 
        clientTable.setCellSelectionEnabled(false); 
        clientTable.setRowSelectionAllowed(true); 
        clientTable.setDefaultEditor(Object.class, null); 
        clientTable.addMouseListener(new MouseAdapter() { 
            public void mousePressed(MouseEvent mouseEvent) { 
                JTable table = (JTable) mouseEvent.getSource(); 
                Point point = mouseEvent.getPoint(); 
                int row = table.rowAtPoint(point); 
                String cidStr; 
                cidStr = (String) table.getModel().getValueAt(row, 0); 
                if (mouseEvent.getClickCount() == 2 && 
table.getSelectedRow() != -1) { 
                    ClientPanel editClientPanel = new 
ClientPanel(true); 
                    editClientPanel.setClient(new Integer(cidStr)); 
                    JFrame frame2 = new JFrame("Επεξεργασία πελάτη"); 
                    
frame2.setDefaultCloseOperation(JFrame.DISPOSE_ON_CLOSE); 
                    frame2.setLayout(new 
FlowLayout(FlowLayout.LEADING)); 
                    frame2.add(editClientPanel); 
                    frame2.pack(); 
                    frame2.setVisible(true); 
                } 
            } 
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        }); 
        JScrollPane sp = new JScrollPane(clientTable); 
        add(sp); 
        setSize(1024, 748); 
        setVisible(true); 
    } 
 
    private String[][] getData() { 
        List<Client> clients = WSP.dHandler.getClients(); 
        String data[][] = new String[clients.size()][5]; 
        for (int i = 0; i < clients.size(); i++) { 
            data[i][0] = "" + clients.get(i).cid; 
            data[i][1] = clients.get(i).clientName; 
            data[i][2] = clients.get(i).clientAddress; 
            data[i][3] = clients.get(i).clientAfm; 
            data[i][4] = clients.get(i).clientPhone; 
        } 
        return data; 
    } 
 
    public void reloadData() { 
        DefaultTableModel tableModel = (DefaultTableModel) 
clientTable.getModel(); 
        tableModel.setDataVector(getData(), column); 
        tableModel.fireTableDataChanged(); 
    } 
 
    @Override 
    public void actionPerformed(ActionEvent e) { 
        throw new UnsupportedOperationException("Not supported yet."); 
//To change body of generated methods, choose Tools | Templates. 
    } 
 
} 
 A.1.17 ClientPanel.java 
package wsp.panels; 
 
import java.awt.GridLayout; 
import java.awt.event.ActionEvent; 
import java.awt.event.ActionListener; 
import javax.swing.JButton; 
import javax.swing.JFrame; 
import javax.swing.JLabel; 
import javax.swing.JOptionPane; 
import javax.swing.JPanel; 
import javax.swing.JTextField; 
import javax.swing.SwingUtilities; 
 
import wsp.WSP; 
import wsp.model.Client; 
 
public class ClientPanel extends JPanel implements ActionListener{ 
    JLabel clientIDLabel, nameLabel, addressLabel, afmLabel, 
phoneLabel; 
    JTextField clientField, nameField, addressField, afmField, 
phoneField; 
    JButton saveButton, clearButton; 
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    private boolean editClient; 
    private int cid; 
     
    public ClientPanel(boolean _editClient){ 
        super(); 
         
        editClient = _editClient; 
         
        nameLabel = new JLabel("Όνομα:"); 
        addressLabel = new JLabel("Διεύθυνση:"); 
        afmLabel = new JLabel("ΑΦΜ:"); 
        phoneLabel = new JLabel("Τηλέφωνο:"); 
         
        nameField = new JTextField(); 
        addressField = new JTextField(); 
        afmField = new JTextField(); 
        phoneField = new JTextField(); 
         
        saveButton = new JButton("Αποθήκευση"); 
        clearButton = new JButton("Εκκαθάριση"); 
         
        add(nameLabel); add(nameField); 
        add(addressLabel); add(addressField); 
        add(afmLabel); add(afmField); 
        add(phoneLabel); add(phoneField); 
        add(saveButton); add(clearButton); 
         
        saveButton.addActionListener(this); 
        clearButton.addActionListener(this); 
        setLayout(new GridLayout(5,2,30,20)); 
        setSize(1024,748); 
        setVisible(true); 
    } 
 
    public void setClient(int _cid){ 
        cid = _cid; 
        Client client = WSP.dHandler.getClientWithId(cid); 
        nameField.setText(client.clientName); 
        addressField.setText(client.clientAddress); 
        afmField.setText(client.clientAfm); 
        phoneField.setText(client.clientPhone); 
    } 
     
    private void clearFields(){ 
        nameField.setText(""); 
        addressField.setText(""); 
        afmField.setText(""); 
        phoneField.setText(""); 
    } 
     
    private boolean validateClientFields() { 
        if (nameField.getText().length() < 3) { 
            JOptionPane.showMessageDialog((JFrame) 
SwingUtilities.getWindowAncestor(this), "Το πεδίο \"Όνομα\" πρέπει να 
έχει τουλάχιστον 3 χαρακτήρες"); 
            return false; 
        } else if (nameField.getText().length() > 64) { 
            JOptionPane.showMessageDialog((JFrame) 
SwingUtilities.getWindowAncestor(this), "Το πεδίο \"Όνομα\" πρέπει να 
έχει το πολύ 64 χαρακτήρες"); 
            return false; 
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        } 
        if (addressField.getText().length() < 3) { 
            JOptionPane.showMessageDialog((JFrame) 
SwingUtilities.getWindowAncestor(this), "Το πεδίο \"Διεύθυνση\" πρέπει 
να έχει τουλάχιστον 3 χαρακτήρες"); 
            return false; 
        } else if (addressField.getText().length() > 64) { 
            JOptionPane.showMessageDialog((JFrame) 
SwingUtilities.getWindowAncestor(this), "Το πεδίο \"Διεύθυνση\" πρέπει 
να έχει το πολύ 64 χαρακτήρες"); 
            return false; 
        } 
        if (phoneField.getText().length() < 3) { 
            JOptionPane.showMessageDialog((JFrame) 
SwingUtilities.getWindowAncestor(this), "Το πεδίο \"Τηλέφωνο\" πρέπει 
να έχει τουλάχιστον 3 χαρακτήρες"); 
            return false; 
        } else if (phoneField.getText().length() > 32) { 
            JOptionPane.showMessageDialog((JFrame) 
SwingUtilities.getWindowAncestor(this), "Το πεδίο \"Τηλέφωνο\" πρέπει 
να έχει το πολύ 32 χαρακτήρες"); 
            return false; 
        } 
        if (afmField.getText().length() != 9) { 
            JOptionPane.showMessageDialog((JFrame) 
SwingUtilities.getWindowAncestor(this), "Το πεδίο \"ΑΦΜ\" πρέπει να 
έχει 9 νούμερα"); 
            return false; 
        } else { 
            try { 
                int afm = Integer.parseInt(afmField.getText()); 
            } catch (NumberFormatException e) { 
                JOptionPane.showMessageDialog((JFrame) 
SwingUtilities.getWindowAncestor(this), "Το πεδίο \"ΑΦΜ\" πρέπει να 
έχει 9 νούμερα"); 
                return false; 
            } 
        } 
        return true; 
    } 
    @Override 
    public void actionPerformed(ActionEvent e) { 
        if(e.getSource() == saveButton){ 
            if(!validateClientFields()) return; 
            String clientName = nameField.getText(); 
            String clientAddress = addressField.getText(); 
            String clientAfm = afmField.getText(); 
            String clientPhone = phoneField.getText(); 
            boolean result = false; 
            if(editClient){ 
                result = WSP.dHandler.editClient(cid, clientName, 
clientPhone, clientAddress, clientAfm); 
            } 
            else{ 
                result = WSP.dHandler.createClient(clientName, 
clientAddress, clientAfm, clientPhone); 
            } 
            if(result){ 
                clearFields(); 
            } 
        } 
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        else if(e.getSource() == clearButton){ 
            clearFields(); 
        } 
    } 
 
     
} 
 A.1.18 ExportPanel.java 
package wsp.panels; 
 
import java.awt.GridLayout; 
import java.awt.event.ActionEvent; 
import java.awt.event.ActionListener; 
import java.util.List; 
import javax.swing.JButton; 
import javax.swing.JComboBox; 
import javax.swing.JFrame; 
import javax.swing.JLabel; 
import javax.swing.JOptionPane; 
import javax.swing.JPanel; 
import javax.swing.JTextField; 
import javax.swing.SwingUtilities; 
import wsp.model.Import; 
import wsp.WSP; 
import wsp.model.Client; 
import wsp.model.Export; 
import wsp.model.Item; 
 
public class ExportPanel extends JPanel implements ActionListener { 
 
    JLabel altParastatikoLabel, clientLabel, productLabel, 
quantityLabel; 
    JTextField altParastatikoField, quantityField; 
    JComboBox<Item> productBox; 
    JComboBox<Client> clientBox; 
    JButton saveButton, clearButton; 
 
    private boolean editExport; 
    private int exportid; 
 
    public ExportPanel(boolean _editExport) { 
        super(); 
 
        editExport = _editExport; 
 
        altParastatikoLabel = new JLabel("Εναλ. Παραστατικό:"); 
        clientLabel = new JLabel("Πελάτης:"); 
        productLabel = new JLabel("Είδος:"); 
        quantityLabel = new JLabel("Ποσότητα:"); 
         
        List<Item> items = WSP.dHandler.getItems(); 
        List<Client> clients = WSP.dHandler.getClients(); 
 
        altParastatikoField = new JTextField(); 
        clientBox = new JComboBox<>(); 
        for (Client client : clients){ 
            clientBox.addItem(client); 
        } 
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        productBox = new JComboBox<>(); 
        for (Item item : items){ 
            productBox.addItem(item); 
        } 
        quantityField = new JTextField(); 
 
        saveButton = new JButton("Αποθήκευση"); 
        clearButton = new JButton("Εκκαθάριση"); 
 
        add(altParastatikoLabel); 
        add(altParastatikoField); 
        add(clientLabel); 
        add(clientBox); 
        add(productLabel); 
        add(productBox); 
        add(quantityLabel); 
        add(quantityField); 
        add(saveButton); 
        add(clearButton); 
 
        saveButton.addActionListener(this); 
        clearButton.addActionListener(this); 
 
        setLayout(new GridLayout(5, 2, 30, 20)); 
        setSize(1024, 748); 
        setVisible(true); 
    } 
 
    public void setExport(int _exportid) { 
        exportid = _exportid; 
        Export ex = WSP.dHandler.getExportWithId(exportid); 
        altParastatikoField.setText(ex.altParastatiko); 
        clientBox.setSelectedItem(ex.client); 
        productBox.setSelectedItem(ex.item); 
        quantityField.setText("" + ex.quantity); 
    } 
 
    private void clearFields() { 
        altParastatikoField.setText(""); 
        clientBox.setSelectedItem(0); 
        productBox.setSelectedItem(0); 
        quantityField.setText(""); 
    } 
 
    private boolean validateExportFields() { 
        if (altParastatikoField.getText().length() < 3) { 
            JOptionPane.showMessageDialog((JFrame) 
SwingUtilities.getWindowAncestor(this), "Το πεδίο \"Εναλλακτικό 
παρασταστικό\" πρέπει να έχει τουλάχιστον 3 χαρακτήρες"); 
        } else if (altParastatikoField.getText().length() > 32) { 
            JOptionPane.showMessageDialog((JFrame) 
SwingUtilities.getWindowAncestor(this), "Το πεδίο \"Εναλλακτικό 
παραστατικό\" πρέπει να έχει λιγότερο από 32 χαρακτήρες"); 
        } 
        if (quantityField.getText().length() == 0) { 
            JOptionPane.showMessageDialog((JFrame) 
SwingUtilities.getWindowAncestor(this), "Το πεδίο \"Ποσότητα\" δεν 
πρέπει να είναι κενό"); 
        } else { 
            try { 
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                int quantity = 
Integer.parseInt(quantityField.getText()); 
            } catch (NumberFormatException e) { 
                JOptionPane.showMessageDialog((JFrame) 
SwingUtilities.getWindowAncestor(this), "Το πεδίο \"Ποσότητα\" πρέπει 
να είναι αριθμός"); 
            } 
        } 
        return true; 
    } 
 
    @Override 
    public void actionPerformed(ActionEvent e) { 
        if (e.getSource() == saveButton) { 
            if(!validateExportFields()) return; 
            String altParastatiko = altParastatikoField.getText(); 
            String clientName = clientBox.getSelectedItem().toString(); 
            String itemName = productBox.getSelectedItem().toString(); 
            int quantity; 
            try { 
                quantity = Integer.parseInt(quantityField.getText()); 
            } catch (NumberFormatException exc) { 
                return; 
            } 
            boolean result = false; 
            if (editExport) { 
                result = WSP.dHandler.editExport(exportid, 
altParastatiko, clientName, itemName, quantity); 
            } else { 
                result = WSP.dHandler.createExport(altParastatiko, 
clientName, itemName, quantity); 
            } 
            if (result) { 
                clearFields(); 
            } 
        } else if (e.getSource() == clearButton) { 
            clearFields(); 
        } 
    } 
 
} 
 A.1.19 ExportListPanel.java 
package wsp.panels; 
 
import java.awt.FlowLayout; 
import java.awt.GridLayout; 
import java.awt.Point; 
import java.awt.event.ActionEvent; 
import java.awt.event.ActionListener; 
import java.awt.event.MouseAdapter; 
import java.awt.event.MouseEvent; 
import java.text.DateFormat; 
import java.text.ParseException; 
import java.text.SimpleDateFormat; 
import java.util.Date; 
import java.util.List; 
import javax.swing.BoxLayout; 
import javax.swing.JButton; 
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import javax.swing.JComboBox; 
import javax.swing.JFrame; 
import javax.swing.JLabel; 
import javax.swing.JPanel; 
import javax.swing.JScrollPane; 
import javax.swing.JTable; 
import javax.swing.JTextField; 
import javax.swing.ListSelectionModel; 
import javax.swing.event.ListSelectionEvent; 
import javax.swing.event.ListSelectionListener; 
import javax.swing.table.DefaultTableModel; 
import wsp.WSP; 
import wsp.model.Client; 
import wsp.model.Export; 
import wsp.model.Import; 
import wsp.model.Item; 
 
public class ExportsListPanel extends JPanel implements ActionListener 
{ 
 
    public JTable exportsTable; 
    private final String column[] = {"Κωδικός εξαγωγής", "Πελάτης", 
"Προϊόν", "Ποσότητα", "Ημ/νία", "Εναλ. παραστατικό"}; 
    private JButton searchButton, clearButton, newExportButton; 
    private JTextField altParastatikoField, dateField; 
    private JComboBox<Item> productBox; 
    private JComboBox<Client> clientBox; 
 
    public ExportsListPanel() { 
 
        JPanel topPanel = new JPanel(); 
        topPanel.setLayout(new GridLayout(4, 3, 20, 5)); 
 
        List<Item> items = WSP.dHandler.getItems(); 
        List<Client> clients = WSP.dHandler.getClients(); 
         
        JLabel dateLabel, altParastatikoLabel, clientLabel, 
productLabel; 
 
        dateLabel = new JLabel("Ημερομηνία:"); 
        altParastatikoLabel = new JLabel("Εναλλακτικό παραστατικό:"); 
        clientLabel = new JLabel("Πελάτης:"); 
        productLabel = new JLabel("Προϊόν:"); 
 
        dateField = new JTextField("dd-mm-YYYY"); 
        altParastatikoField = new JTextField(); 
        clientBox = new JComboBox<>(); 
        for (Client client : clients){ 
            clientBox.addItem(client); 
        } 
        clientBox.setSelectedIndex(-1); 
        productBox = new JComboBox<>(); 
        for (Item item : items) { 
            productBox.addItem(item); 
        } 
        productBox.setSelectedIndex(-1); 
        searchButton = new JButton("Αναζήτηση"); 
        clearButton = new JButton("Εκκαθάριση"); 
        newExportButton = new JButton("Νέα εξαγωγή"); 
 
        JLabel emptyLabel = new JLabel(" "); 
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        searchButton.addActionListener(this); 
        clearButton.addActionListener(this); 
        newExportButton.addActionListener(this); 
 
        topPanel.add(dateLabel); 
        topPanel.add(dateField); 
        topPanel.add(searchButton); 
        topPanel.add(altParastatikoLabel); 
        topPanel.add(altParastatikoField); 
        topPanel.add(clearButton); 
        topPanel.add(clientLabel); 
        topPanel.add(clientBox); 
        topPanel.add(newExportButton); 
        topPanel.add(productLabel); 
        topPanel.add(productBox); 
 
        exportsTable = new JTable(); 
        exportsTable.setModel(new DefaultTableModel(getData(), 
column)); 
        exportsTable.setCellSelectionEnabled(false); 
        exportsTable.setRowSelectionAllowed(true); 
        exportsTable.setDefaultEditor(Object.class, null); 
        exportsTable.addMouseListener(new MouseAdapter() { 
            public void mousePressed(MouseEvent mouseEvent) { 
                JTable table = (JTable) mouseEvent.getSource(); 
                Point point = mouseEvent.getPoint(); 
                int row = table.rowAtPoint(point); 
                String exportIdStr; 
                exportIdStr = (String) table.getModel().getValueAt(row, 
0); 
                if (mouseEvent.getClickCount() == 2 && 
table.getSelectedRow() != -1) { 
                    ExportPanel editExportPanel = new 
ExportPanel(true); 
                    editExportPanel.setExport(new 
Integer(exportIdStr)); 
                    JFrame frame2 = new JFrame("Επεξεργασία εξαγωγής"); 
                    
frame2.setDefaultCloseOperation(JFrame.DISPOSE_ON_CLOSE); 
                    frame2.setLayout(new 
FlowLayout(FlowLayout.LEADING)); 
                    frame2.add(editExportPanel); 
                    frame2.pack(); 
                    frame2.setVisible(true); 
                } 
            } 
        }); 
        JScrollPane sp = new JScrollPane(exportsTable); 
        setLayout(new BoxLayout(this, BoxLayout.Y_AXIS)); 
        add(topPanel); 
        add(sp); 
 
        setSize(1024, 748); 
        setVisible(true); 
    } 
 
    public void reloadData() { 
        DefaultTableModel tableModel = (DefaultTableModel) 
exportsTable.getModel(); 
        tableModel.setDataVector(getData(), column); 
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        tableModel.fireTableDataChanged(); 
    } 
 
    public void reloadData(Date date, String itemName, String 
clientName, String altParastatiko) { 
        DefaultTableModel tableModel = (DefaultTableModel) 
exportsTable.getModel(); 
        tableModel.setDataVector(getData(date, itemName, clientName, 
altParastatiko), column); 
        tableModel.fireTableDataChanged(); 
    } 
 
    private String[][] getData() { 
        List<Export> exports = WSP.dHandler.getExports(); 
        String data[][] = new String[exports.size()][6]; 
        for (int i = 0; i < exports.size(); i++) { 
            data[i][0] = "" + exports.get(i).exportid; 
            data[i][1] = exports.get(i).client.clientName; 
            data[i][2] = exports.get(i).item.description; 
            data[i][3] = "" + exports.get(i).quantity; 
            data[i][4] = exports.get(i).date.toString(); 
            data[i][5] = exports.get(i).altParastatiko; 
        } 
        return data; 
    } 
 
    private String[][] getData(Date date, String itemName, String 
clientName, String altParastatiko) { 
        List<Export> exports = WSP.dHandler.getExportsWithFilter(date, 
clientName, itemName, altParastatiko); 
        String data[][] = new String[exports.size()][6]; 
        for (int i = 0; i < exports.size(); i++) { 
            data[i][0] = "" + exports.get(i).exportid; 
            data[i][1] = exports.get(i).client.clientName; 
            data[i][2] = exports.get(i).item.description; 
            data[i][3] = "" + exports.get(i).quantity; 
            data[i][4] = exports.get(i).date.toString(); 
            data[i][5] = exports.get(i).altParastatiko; 
        } 
        return data; 
    } 
 
    @Override 
    public void actionPerformed(ActionEvent e) { 
        if(e.getSource() == searchButton) { 
            DateFormat dateFormat = new SimpleDateFormat("dd-MM-yyyy"); 
            Date date; 
            try{ 
                date = dateFormat.parse(dateField.getText()); 
            } 
            catch(ParseException exc){ 
                date = null; 
            } 
            String itemName = ""; 
            if(productBox.getSelectedItem() != null) 
                itemName = productBox.getSelectedItem().toString(); 
            String clientName = ""; 
            if(clientBox.getSelectedItem() != null) 
                clientName = clientBox.getSelectedItem().toString(); 
            String altParastatiko = altParastatikoField.getText(); 
            reloadData(date,itemName,clientName,altParastatiko); 
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        } 
        else if(e.getSource() == clearButton) { 
            dateField.setText("dd-mm-YYYY"); 
            productBox.setSelectedIndex(-1); 
            clientBox.setSelectedIndex(-1); 
            altParastatikoField.setText(""); 
            reloadData(); 
        } 
        else if(e.getSource() == newExportButton){ 
            ExportPanel exportPanel = new ExportPanel(false); 
            JFrame frame2 = new JFrame("Νέα εξαγωγή"); 
            frame2.setDefaultCloseOperation(JFrame.DISPOSE_ON_CLOSE); 
            frame2.setLayout(new FlowLayout(FlowLayout.LEADING)); 
            frame2.add(exportPanel); 
            frame2.pack(); 
            frame2.setVisible(true); 
        } 
    } 
 
} 
 A.1.20 ImportPanel.java 
package wsp.panels; 
 
import java.awt.GridLayout; 
import java.awt.event.ActionEvent; 
import java.awt.event.ActionListener; 
import java.util.List; 
import javax.swing.JButton; 
import javax.swing.JComboBox; 
import javax.swing.JFrame; 
import javax.swing.JLabel; 
import javax.swing.JOptionPane; 
import javax.swing.JPanel; 
import javax.swing.JTextField; 
import javax.swing.SwingUtilities; 
import wsp.model.Import; 
import wsp.WSP; 
import wsp.model.Item; 
import wsp.model.Supplier; 
 
public class ImportPanel extends JPanel implements ActionListener{ 
    JLabel altParastatikoLabel, supplierLabel, productLabel, 
quantityLabel; 
    JTextField altParastatikoField, quantityField; 
    JComboBox<Supplier> supplierBox; 
    JComboBox<Item> productBox; 
    JButton saveButton, clearButton; 
     
    private boolean editImport; 
    private int importid; 
     
    public ImportPanel(boolean _editImport){ 
        super(); 
         
        editImport = _editImport; 
         
        List<Supplier> suppliers = WSP.dHandler.getSuppliers(); 
        List<Item> items = WSP.dHandler.getItems(); 
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        altParastatikoLabel = new JLabel("Εναλ. Παραστατικό:"); 
        supplierLabel = new JLabel("Προμηθευτής:"); 
        productLabel = new JLabel("Είδος:"); 
        quantityLabel = new JLabel("Ποσότητα:"); 
         
        altParastatikoField = new JTextField(); 
        supplierBox = new JComboBox<>(); 
        for(Supplier supplier : suppliers) { 
            supplierBox.addItem(supplier); 
        } 
        productBox = new JComboBox<>(); 
        for (Item item : items) { 
            productBox.addItem(item); 
        } 
        quantityField = new JTextField(); 
         
        saveButton = new JButton("Αποθήκευση"); 
        clearButton = new JButton("Εκκαθάριση"); 
         
        add(altParastatikoLabel); add(altParastatikoField); 
        add(supplierLabel); add(supplierBox); 
        add(productLabel); add(productBox); 
        add(quantityLabel); add(quantityField); 
        add(saveButton); add(clearButton); 
         
        saveButton.addActionListener(this); 
        clearButton.addActionListener(this); 
         
        setLayout(new GridLayout(5,2,30,20)); 
        setSize(1024,748); 
        setVisible(true); 
    } 
 
    public void setImport(int _importid){ 
        importid = _importid; 
        Import im = WSP.dHandler.getImportWithId(importid); 
        altParastatikoField.setText(im.altParastatiko); 
        supplierBox.setSelectedItem(im.supplier); 
        productBox.setSelectedItem(im.item); 
        quantityField.setText("" + im.quantity); 
    } 
     
    private void clearFields(){ 
        altParastatikoField.setText(""); 
        supplierBox.setSelectedIndex(-1); 
        productBox.setSelectedIndex(-1); 
        quantityField.setText(""); 
    } 
    private boolean validateImportFields() { 
        if(altParastatikoField.getText().length() < 3){ 
            JOptionPane.showMessageDialog((JFrame) 
SwingUtilities.getWindowAncestor(this), "Το πεδίο \"Εναλλακτικό 
παρασταστικό\" πρέπει να έχει τουλάχιστον 3 χαρακτήρες"); 
        } 
        else if(altParastatikoField.getText().length() > 32){ 
            JOptionPane.showMessageDialog((JFrame) 
SwingUtilities.getWindowAncestor(this), "Το πεδίο \"Εναλλακτικό 
παραστατικό\" πρέπει να έχει λιγότερο από 32 χαρακτήρες"); 
        } 
        if(quantityField.getText().length() == 0){ 
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            JOptionPane.showMessageDialog((JFrame) 
SwingUtilities.getWindowAncestor(this), "Το πεδίο \"Ποσότητα\" δεν 
πρέπει να είναι κενό"); 
        } 
        else{ 
            try { 
                int quantity = 
Integer.parseInt(quantityField.getText()); 
            } catch (NumberFormatException e) { 
                JOptionPane.showMessageDialog((JFrame) 
SwingUtilities.getWindowAncestor(this), "Το πεδίο \"Ποσότητα\" πρέπει 
να είναι αριθμός"); 
            } 
        } 
        return true; 
    } 
    @Override 
    public void actionPerformed(ActionEvent e) { 
        if(e.getSource() == saveButton) { 
            if(!validateImportFields()) return; 
            String altParastatiko = altParastatikoField.getText(); 
            String supplierName = 
supplierBox.getSelectedItem().toString(); 
            String itemName = productBox.getSelectedItem().toString(); 
            int quantity; 
            try{ 
                quantity = Integer.parseInt(quantityField.getText()); 
            } 
            catch(NumberFormatException exc){ 
                return; 
            } 
            boolean result = false; 
            if(editImport){ 
                result = 
WSP.dHandler.editImport(importid,altParastatiko, supplierName, 
itemName, quantity); 
            } 
            else{ 
                result = WSP.dHandler.createImport(altParastatiko, 
supplierName, itemName, quantity); 
            } 
            if(result){ 
                clearFields(); 
            } 
        } 
        else if(e.getSource() == clearButton){ 
            clearFields(); 
        } 
    } 
     
} 
 A.1.21 ImportsListPanel.java 
package wsp.panels; 
 
import java.awt.FlowLayout; 
import java.awt.GridLayout; 
import java.awt.Point; 
import java.awt.event.ActionEvent; 
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import java.awt.event.ActionListener; 
import java.awt.event.MouseAdapter; 
import java.awt.event.MouseEvent; 
import java.text.DateFormat; 
import java.text.ParseException; 
import java.text.SimpleDateFormat; 
import java.util.Date; 
import java.util.List; 
import java.util.Properties; 
import javax.swing.BoxLayout; 
import javax.swing.JButton; 
import javax.swing.JComboBox; 
import javax.swing.JFormattedTextField.AbstractFormatter; 
import javax.swing.JFrame; 
import javax.swing.JLabel; 
import javax.swing.JPanel; 
import javax.swing.JScrollPane; 
import javax.swing.JTable; 
import javax.swing.JTextField; 
import javax.swing.ListSelectionModel; 
import javax.swing.event.ListSelectionEvent; 
import javax.swing.event.ListSelectionListener; 
import javax.swing.table.DefaultTableModel; 
import javax.swing.text.DateFormatter; 
import org.jdatepicker.impl.JDatePanelImpl; 
import org.jdatepicker.impl.JDatePickerImpl; 
import org.jdatepicker.impl.UtilDateModel; 
import wsp.model.Import; 
import wsp.WSP; 
import wsp.model.Supplier; 
 
public class ImportsListPanel extends JPanel implements ActionListener{ 
     
    public JTable importsTable; 
    private final String column[] = {"Κωδικός εισαγωγής" , 
"Προμηθευτής", "Προϊόν" , "Ποσότητα", "Ημ/νία", "Εναλ. παραστατικό"}; 
    private JButton searchButton, clearButton, newImportButton; 
    private JTextField altParastatikoField, dateField, productField; 
    private JComboBox<Supplier> supplierBox; 
    public ImportsListPanel(){ 
        JPanel topPanel = new JPanel(); 
        topPanel.setLayout(new GridLayout(4,3,20,5)); 
         
        JLabel dateLabel, altParastatikoLabel, supplierLabel, 
productLabel; 
        List<Supplier> suppliers = WSP.dHandler.getSuppliers(); 
         
        dateLabel = new JLabel("Ημερομηνία:"); 
        altParastatikoLabel = new JLabel("Εναλλακτικό παραστατικό:"); 
        supplierLabel = new JLabel("Προμηθευτής:"); 
        productLabel = new JLabel("Προϊόν:"); 
         
        dateField = new JTextField("dd-mm-YYYY"); 
        altParastatikoField = new JTextField(); 
        supplierBox = new JComboBox<Supplier>(); 
        for (Supplier supplier : suppliers){ 
            supplierBox.addItem(supplier); 
        } 
        supplierBox.setSelectedIndex(-1); 
        productField = new JTextField(); 
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        searchButton = new JButton("Αναζήτηση"); 
        clearButton = new JButton("Εκκαθάριση"); 
        newImportButton = new JButton("Νέα εισαγωγή"); 
         
        searchButton.addActionListener(this); 
        clearButton.addActionListener(this); 
        newImportButton.addActionListener(this); 
         
        JLabel emptyLabel = new JLabel(""); 
         
        topPanel.add(dateLabel); topPanel.add(dateField);  
topPanel.add(searchButton); 
        topPanel.add(altParastatikoLabel); 
topPanel.add(altParastatikoField); topPanel.add(clearButton); 
        topPanel.add(supplierLabel); topPanel.add(supplierBox); 
topPanel.add(newImportButton); 
        topPanel.add(productLabel); topPanel.add(productField); 
         
        importsTable = new JTable(); 
        importsTable.setModel(new DefaultTableModel(getData(), 
column)); 
        importsTable.setCellSelectionEnabled(false);   
        importsTable.setRowSelectionAllowed(true); 
        importsTable.setDefaultEditor(Object.class, null); 
        importsTable.addMouseListener(new MouseAdapter() { 
            public void mousePressed(MouseEvent mouseEvent) { 
                JTable table =(JTable) mouseEvent.getSource(); 
                Point point = mouseEvent.getPoint(); 
                int row = table.rowAtPoint(point); 
                String importIdStr; 
                importIdStr = (String) 
table.getModel().getValueAt(row,0); 
                if (mouseEvent.getClickCount() == 2 && 
table.getSelectedRow() != -1) { 
                    ImportPanel editImportPanel = new 
ImportPanel(true); 
                    editImportPanel.setImport(new 
Integer(importIdStr)); 
                    JFrame frame2 = new JFrame("Επεξεργασία 
εισαγωγής"); 
                    
frame2.setDefaultCloseOperation(JFrame.DISPOSE_ON_CLOSE); 
                    frame2.setLayout(new 
FlowLayout(FlowLayout.LEADING)); 
                    frame2.add(editImportPanel); 
                    frame2.pack(); 
                    frame2.setVisible(true); 
                } 
            } 
        });  
        JScrollPane sp=new JScrollPane(importsTable);     
        setLayout(new BoxLayout(this, BoxLayout.Y_AXIS)); 
        add(topPanel); 
        add(sp);   
         
        setSize(1024, 748);   
        setVisible(true);   
    }   
     
    public void reloadData() { 
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        DefaultTableModel tableModel = (DefaultTableModel) 
importsTable.getModel(); 
        tableModel.setDataVector(getData(), column); 
        tableModel.fireTableDataChanged(); 
    } 
     
    public void reloadData(Date date, String itemName, String 
supplierName, String altParastatiko) 
    { 
        DefaultTableModel tableModel = (DefaultTableModel) 
importsTable.getModel(); 
        tableModel.setDataVector(getData(date, itemName, supplierName, 
altParastatiko), column); 
        tableModel.fireTableDataChanged(); 
    } 
    private String[][] getData(){ 
        List<Import> imports = WSP.dHandler.getImports(); 
        String data[][] = new String[imports.size()][6]; 
        for (int i = 0; i < imports.size(); i ++){ 
            data[i][0] = "" + imports.get(i).importid; 
            data[i][1] = imports.get(i).supplier.supplierName; 
            data[i][2] = imports.get(i).item.description; 
            data[i][3] = "" + imports.get(i).quantity; 
            data[i][4] = imports.get(i).date.toString(); 
            data[i][5] = imports.get(i).altParastatiko; 
        } 
        return data; 
    } 
     
    private String[][] getData(Date date, String itemName, String 
supplierName, String altParastatiko) { 
        List<Import> imports = WSP.dHandler.getImportsWithFilter(date, 
supplierName, itemName, altParastatiko); 
        String data[][] = new String[imports.size()][6]; 
        for (int i = 0; i < imports.size(); i ++){ 
            data[i][0] = "" + imports.get(i).importid; 
            data[i][1] = imports.get(i).supplier.supplierName; 
            data[i][2] = imports.get(i).item.description; 
            data[i][3] = "" + imports.get(i).quantity; 
            data[i][4] = imports.get(i).date.toString(); 
            data[i][5] = imports.get(i).altParastatiko; 
        } 
        return data; 
    } 
     
 
    @Override 
    public void actionPerformed(ActionEvent e) { 
        if(e.getSource() == searchButton) { 
            DateFormat dateFormat = new SimpleDateFormat("dd-MM-yyyy"); 
            Date date; 
            try{ 
                date = dateFormat.parse(dateField.getText()); 
            } 
            catch(ParseException exc){ 
                date = null; 
            } 
            String itemName = productField.getText(); 
            String supplierName = ""; 
            if(supplierBox.getSelectedItem()!= null) 
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                supplierName = 
supplierBox.getSelectedItem().toString(); 
            String altParastatiko = altParastatikoField.getText(); 
            reloadData(date,itemName,supplierName,altParastatiko); 
        } 
        else if(e.getSource() == clearButton) { 
            dateField.setText("dd-mm-YYYY"); 
            productField.setText(""); 
            supplierBox.setSelectedIndex(-1); 
            altParastatikoField.setText(""); 
            reloadData(); 
        } 
        else if(e.getSource() == newImportButton){ 
            ImportPanel importPanel = new ImportPanel(false); 
            JFrame frame2 = new JFrame("Νέα εισαγωγή"); 
            frame2.setDefaultCloseOperation(JFrame.DISPOSE_ON_CLOSE); 
            frame2.setLayout(new FlowLayout(FlowLayout.LEADING)); 
            frame2.add(importPanel); 
            frame2.pack(); 
            frame2.setVisible(true); 
        } 
    } 
     
} 
 A.1.22 ItemListPanel.java 
package wsp.panels; 
 
import java.awt.FlowLayout; 
import java.awt.GridLayout; 
import java.awt.Point; 
import java.awt.event.ActionEvent; 
import java.awt.event.ActionListener; 
import java.awt.event.MouseAdapter; 
import java.awt.event.MouseEvent; 
import java.util.List; 
import javax.swing.BoxLayout; 
import javax.swing.JButton; 
import javax.swing.JComboBox; 
import javax.swing.JFrame; 
import javax.swing.JLabel; 
import javax.swing.JPanel; 
import javax.swing.JScrollPane; 
import javax.swing.JTable; 
import javax.swing.JTextField; 
import javax.swing.ListSelectionModel; 
import javax.swing.event.ListSelectionEvent; 
import javax.swing.event.ListSelectionListener; 
import javax.swing.table.DefaultTableModel; 
import wsp.model.Item; 
import wsp.WSP; 
import wsp.model.Supplier; 
 
public class ItemListPanel extends JPanel implements ActionListener{ 
     
    public JTable itemTable; 
    private final String column[] = {"Κωδικός", "Εναλ. κωδικός", 
"Προμηθευτής", "Barcode", "Περιγραφή"}; 
    private JButton searchButton, clearButton; 
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    private JTextField idField, altIDField, barcodeField, 
descriptionField; 
    private JComboBox<Supplier> supplierBox; 
     
    public ItemListPanel(){ 
         
         
        JPanel topPanel = new JPanel(); 
        topPanel.setLayout(new GridLayout(5,3,20,5)); 
         
        JLabel idLabel, altIDLabel, supplierLabel, barcodeLabel, 
descriptionLabel; 
        JButton  newItemButton, editItemButton; 
         
        List<Supplier> suppliers = WSP.dHandler.getSuppliers(); 
         
        idLabel = new JLabel("Κωδικός:"); 
        altIDLabel = new JLabel("Εναλλακτικός κωδικός:"); 
        supplierLabel = new JLabel("Προμηθευτής:"); 
        barcodeLabel = new JLabel("BARCODE"); 
        descriptionLabel = new JLabel("Περιγραφή"); 
         
        idField = new JTextField(); 
        altIDField = new JTextField(); 
        supplierBox = new JComboBox<>(); 
        for(Supplier supplier : suppliers){ 
            supplierBox.addItem(supplier); 
        } 
        supplierBox.setSelectedIndex(-1); 
        barcodeField = new JTextField(); 
        descriptionField = new JTextField(); 
         
        searchButton = new JButton("Αναζήτηση"); 
        clearButton = new JButton("Εκκαθάριση"); 
         
        searchButton.addActionListener(this); 
        clearButton.addActionListener(this); 
         
        JLabel emptyLabel = new JLabel(""); 
        JLabel emptyLabel2 = new JLabel(""); 
         
         
        topPanel.add(idLabel); topPanel.add(idField);  
topPanel.add(searchButton); 
        topPanel.add(altIDLabel); topPanel.add(altIDField); 
topPanel.add(clearButton); 
        topPanel.add(supplierLabel); topPanel.add(supplierBox); 
topPanel.add(emptyLabel); 
        topPanel.add(barcodeLabel); topPanel.add(barcodeField); 
topPanel.add(emptyLabel2); 
        topPanel.add(descriptionLabel); topPanel.add(descriptionField); 
         
             
        itemTable = new JTable(); 
        itemTable.setModel(new DefaultTableModel(getData(), column)); 
        itemTable.setCellSelectionEnabled(false);   
        itemTable.setRowSelectionAllowed(true); 
        itemTable.setDefaultEditor(Object.class, null); 
        itemTable.addMouseListener(new MouseAdapter() { 
            public void mousePressed(MouseEvent mouseEvent) { 
                JTable table =(JTable) mouseEvent.getSource(); 
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                Point point = mouseEvent.getPoint(); 
                int row = table.rowAtPoint(point); 
                String pidStr; 
                pidStr = (String) table.getModel().getValueAt(row,0); 
                if (mouseEvent.getClickCount() == 2 && 
table.getSelectedRow() != -1) { 
                    ItemPanel editItemPanel = new ItemPanel(true); 
                    editItemPanel.setItem(new Integer(pidStr)); 
                    JFrame frame2 = new JFrame("Επεξεργασία 
προϊόντος"); 
                    
frame2.setDefaultCloseOperation(JFrame.DISPOSE_ON_CLOSE); 
                    frame2.setLayout(new 
FlowLayout(FlowLayout.LEADING)); 
                    frame2.add(editItemPanel); 
                    frame2.pack(); 
                    frame2.setVisible(true); 
                } 
            } 
        });  
        JScrollPane sp=new JScrollPane(itemTable);     
        setLayout(new BoxLayout(this, BoxLayout.Y_AXIS)); 
        add(topPanel); 
        add(sp);   
         
        setSize(1024, 748);   
        setVisible(true);   
 
    }   
     
    public void reloadData(){ 
        DefaultTableModel tableModel = (DefaultTableModel) 
itemTable.getModel(); 
        tableModel.setDataVector(getData(), column); 
        tableModel.fireTableDataChanged(); 
    } 
     
    public void reloadData(int pid, String supplierName, String 
altcode, String barcode, String description) 
    { 
        DefaultTableModel tableModel = (DefaultTableModel) 
itemTable.getModel(); 
        tableModel.setDataVector(getData(pid, supplierName, altcode, 
barcode, description), column); 
        tableModel.fireTableDataChanged(); 
    } 
    private String[][] getData() { 
        List<Item> items = WSP.dHandler.getItems(); 
        String data[][] = new String[items.size()][5]; 
        for (int i = 0; i < items.size(); i++ ){ 
            data[i][0] = "" + items.get(i).itemid; 
            data[i][1] = items.get(i).altid; 
            data[i][2] = items.get(i).supplier.supplierName; 
            data[i][3] = items.get(i).barcode; 
            data[i][4] = items.get(i).description; 
        } 
        return data; 
    } 
     
    private String[][] getData(int pid, String supplierName, String 
altcode, String barcode, String description){ 
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        List<Item> items = WSP.dHandler.getItemsWithFilter(pid, 
supplierName, altcode, barcode, description); 
        String data[][] = new String[items.size()][5]; 
        for (int i = 0; i < items.size(); i++ ){ 
            data[i][0] = "" + items.get(i).itemid; 
            data[i][1] = items.get(i).altid; 
            data[i][2] = items.get(i).supplier.supplierName; 
            data[i][3] = items.get(i).barcode; 
            data[i][4] = items.get(i).description; 
        } 
        return data; 
    } 
    @Override 
    public void actionPerformed(ActionEvent e) { 
        if(e.getSource() == searchButton){ 
            int pid = -1; 
            String altcode = "", supplierName = "", barcode = "", 
description = ""; 
            try{ 
                pid = Integer.parseInt(idField.getText()); 
            } 
            catch(NumberFormatException nfe){ 
            } 
            altcode = altIDField.getText(); 
            if(supplierBox.getSelectedItem()!= null) 
                supplierName = ((Supplier) 
supplierBox.getSelectedItem()).supplierName; 
            barcode = barcodeField.getText(); 
            description = descriptionField.getText(); 
            reloadData(pid, supplierName, altcode, barcode, 
description); 
        } 
        else if(e.getSource() == clearButton) { 
            idField.setText(""); 
            altIDField.setText(""); 
            supplierBox.setSelectedIndex(-1); 
            barcodeField.setText(""); 
            descriptionField.setText(""); 
            reloadData(); 
        } 
    } 
     
} 
 A.1.23 ItemPanel.java 
package wsp.panels; 
 
import java.awt.GridLayout; 
import java.awt.event.ActionEvent; 
import java.awt.event.ActionListener; 
import java.util.List; 
import javax.swing.JButton; 
import javax.swing.JComboBox; 
import javax.swing.JFrame; 
import javax.swing.JLabel; 
import javax.swing.JOptionPane; 
import javax.swing.JPanel; 
import javax.swing.JTextField; 
import javax.swing.SwingUtilities; 
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import wsp.model.Item; 
import wsp.WSP; 
import wsp.model.Supplier; 
 
public class ItemPanel extends JPanel implements ActionListener { 
    JLabel itemIDLabel, itemAltIDLabel, supplierLabel, barcodeLabel, 
descriptionLabel; 
    JTextField itemIDField, itemAltIDField, barcodeField, 
descriptionField; 
    JComboBox<Supplier> supplierBox; 
    JButton saveButton, clearButton; 
     
    private boolean editItem; 
    private int itemid; 
    public ItemPanel(boolean _editItem){ 
        super(); 
         
        editItem = _editItem; 
        List<Supplier> suppliers = WSP.dHandler.getSuppliers(); 
         
        itemIDLabel = new JLabel("Κωδικός:"); 
        itemAltIDLabel = new JLabel("Εναλλακτικός κωδικός:"); 
        supplierLabel = new JLabel("Προμηθευτής:"); 
        barcodeLabel = new JLabel("BARCODE:"); 
        descriptionLabel = new JLabel("Περιγραφή:"); 
         
        itemIDField = new JTextField(); 
        itemAltIDField = new JTextField(); 
        supplierBox = new JComboBox<Supplier>(); 
        for (Supplier supplier : suppliers){ 
            supplierBox.addItem(supplier); 
        } 
        barcodeField = new JTextField(); 
        descriptionField = new JTextField(); 
         
        saveButton = new JButton("Αποθήκευση"); 
        clearButton = new JButton("Εκκαθάριση"); 
         
        add(itemAltIDLabel); add(itemAltIDField); 
        add(supplierLabel); add(supplierBox); 
        add(barcodeLabel); add(barcodeField); 
        add(descriptionLabel); add(descriptionField); 
        add(saveButton); add(clearButton); 
         
        saveButton.addActionListener(this); 
        clearButton.addActionListener(this); 
        setLayout(new GridLayout(5,2,30,20)); 
        setSize(1024,748); 
        setVisible(true); 
         
    } 
 
    public void setItem(int _itemid){ 
        itemid = _itemid; 
        Item item = WSP.dHandler.getItemWithId(itemid); 
        itemAltIDField.setText(item.altid); 
        supplierBox.setSelectedItem(item.supplier); 
        barcodeField.setText(item.barcode); 
        descriptionField.setText(item.description); 
    } 
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    private void clearFields(){ 
        itemAltIDField.setText(""); 
        supplierBox.setSelectedIndex(0); 
        barcodeField.setText(""); 
        descriptionField.setText(""); 
    } 
    private boolean validateItemFields(){ 
        if(itemAltIDField.getText().length() < 3){ 
            JOptionPane.showMessageDialog((JFrame) 
SwingUtilities.getWindowAncestor(this), "Το πεδίο \"Εναλλακτικός 
κωδικός\" πρέπει να έχει τουλάχιστον 3 χαρακτήρες"); 
            return false; 
        } 
        if(barcodeField.getText().length() < 3) { 
            JOptionPane.showMessageDialog((JFrame) 
SwingUtilities.getWindowAncestor(this), "Το πεδίο \"BARCODE\" πρέπει να 
έχει τουλάχιστον 3 χαρακτήρες"); 
            return false; 
        } 
        else{ 
            try { 
                long afm = Long.parseLong(barcodeField.getText()); 
            } catch (NumberFormatException e) { 
                JOptionPane.showMessageDialog((JFrame) 
SwingUtilities.getWindowAncestor(this), "Το πεδίο \"BARCODE\" πρέπει να 
αποτελείται από αριθμούς"); 
                return false; 
            } 
        } 
        if(descriptionField.getText().length() < 3){ 
            JOptionPane.showMessageDialog((JFrame) 
SwingUtilities.getWindowAncestor(this), "Το πεδίο \"Περιγραφή\" πρέπει 
να έχει τουλάχιστον 3 χαρακτήρες"); 
            return false; 
        } 
        return true; 
    } 
    @Override 
    public void actionPerformed(ActionEvent e) { 
        if(e.getSource()== saveButton){ 
            if(!validateItemFields()) return; 
            String altID = itemAltIDField.getText(); 
            String supplierName = ((Supplier) 
supplierBox.getSelectedItem()).supplierName; 
            String barcode = barcodeField.getText(); 
            String description = descriptionField.getText(); 
            boolean result = false; 
            if(editItem) { 
                result = WSP.dHandler.editItem(itemid, supplierName, 
description, altID, barcode); 
            } 
            else{ 
                result = WSP.dHandler.createItem(supplierName, 
description, altID, barcode); 
            } 
            if(result) { 
                clearFields(); 
            } 
        } 
        else if(e.getSource()==clearButton){ 
            clearFields(); 
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        } 
    } 
     
} 
 A.1.24 StockPanel.java 
package wsp.panels; 
 
import java.awt.FlowLayout; 
import java.awt.GridLayout; 
import java.awt.Point; 
import java.awt.event.ActionEvent; 
import java.awt.event.ActionListener; 
import java.awt.event.MouseAdapter; 
import java.awt.event.MouseEvent; 
import java.util.Date; 
import java.util.List; 
import javax.swing.BoxLayout; 
import javax.swing.JButton; 
import javax.swing.JComboBox; 
import javax.swing.JFrame; 
import javax.swing.JLabel; 
import javax.swing.JPanel; 
import javax.swing.JScrollPane; 
import javax.swing.JTable; 
import javax.swing.JTextField; 
import javax.swing.ListSelectionModel; 
import javax.swing.event.ListSelectionEvent; 
import javax.swing.event.ListSelectionListener; 
import javax.swing.table.DefaultTableModel; 
import wsp.WSP; 
import wsp.model.Import; 
import wsp.model.Stock; 
import wsp.model.Supplier; 
 
public class StockPanel extends JPanel implements ActionListener{ 
     
    public JTable stockTable; 
    private final String column[] = {"Κωδικός προϊόντος", "Ποσότητα", 
"Περιγραφή", "Προμηθευτής", "Εναλλακτικός κωδικός"};  
    private JButton searchButton, clearButton; 
    private JTextField idField, itemIDField; 
    private JComboBox<Supplier> supplierBox; 
    public StockPanel(){ 
         
        JPanel topPanel = new JPanel(); 
        topPanel.setLayout(new GridLayout(3,3,20,5)); 
         
        JLabel idLabel, supplierLabel, itemIDLabel; 
         
        itemIDLabel = new JLabel("Κωδικός:"); 
        idLabel = new JLabel("Εναλ. κωδικός:"); 
        supplierLabel = new JLabel("Προμηθευτής:"); 
         
        List<Supplier> suppliers = WSP.dHandler.getSuppliers(); 
        itemIDField = new JTextField(); 
        idField = new JTextField(); 
        supplierBox = new JComboBox<>(); 
        for (Supplier supplier : suppliers){ 
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            supplierBox.addItem(supplier); 
        } 
        supplierBox.setSelectedIndex(-1); 
        searchButton = new JButton("Αναζήτηση"); 
        clearButton = new JButton("Εκκαθάριση"); 
         
        searchButton.addActionListener(this); 
        clearButton.addActionListener(this); 
         
        topPanel.add(itemIDLabel); topPanel.add(itemIDField); 
topPanel.add(new JLabel("")); 
        topPanel.add(idLabel); topPanel.add(idField);  
topPanel.add(searchButton); 
        topPanel.add(supplierLabel); topPanel.add(supplierBox); 
topPanel.add(clearButton); 
         
        stockTable = new JTable(); 
        stockTable.setModel((new DefaultTableModel(getData(), 
column))); 
        stockTable.setCellSelectionEnabled(false);   
        stockTable.setRowSelectionAllowed(true); 
        stockTable.setDefaultEditor(Object.class, null); 
         
        JScrollPane sp=new JScrollPane(stockTable);     
        setLayout(new BoxLayout(this, BoxLayout.Y_AXIS)); 
        add(topPanel); 
        add(sp);   
         
        setSize(1024, 748);   
        setVisible(true);   
    }   
 
     public void reloadData() { 
        DefaultTableModel tableModel = (DefaultTableModel) 
stockTable.getModel(); 
        tableModel.setDataVector(getData(), column); 
        tableModel.fireTableDataChanged(); 
    } 
     
    public void reloadData(String altCode, String supplierName, String 
itemID) 
    { 
        DefaultTableModel tableModel = (DefaultTableModel) 
stockTable.getModel(); 
        tableModel.setDataVector(getData(altCode, supplierName, 
itemID), column); 
        tableModel.fireTableDataChanged(); 
    } 
    //"Κωδικός προϊόντος", "Ποσότητα", "Περιγραφή", "Προμηθευτής", 
"Εναλλακτικός κωδικός" 
    private String[][] getData(){ 
        List<Stock> stockList = WSP.dHandler.getStock(); 
        String data[][] = new String[stockList.size()][6]; 
        for (int i = 0; i < stockList.size(); i ++){ 
            data[i][0] = "" + stockList.get(i).item.itemid; 
            data[i][1] = "" + stockList.get(i).quantity; 
            data[i][2] = stockList.get(i).item.description; 
            data[i][3] = stockList.get(i).supplier.supplierName; 
            data[i][4] = stockList.get(i).item.altid; 
        } 
        return data; 
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    } 
     
    private String[][] getData(String altCode, String supplierName, 
String itemID){ 
        List<Stock> stockList = 
WSP.dHandler.getStockWithFilter(altCode, supplierName, itemID); 
        String data[][] = new String[stockList.size()][6]; 
        for (int i = 0; i < stockList.size(); i ++){ 
            data[i][0] = "" + stockList.get(i).item.itemid; 
            data[i][1] = "" + stockList.get(i).quantity; 
            data[i][2] = stockList.get(i).item.description; 
            data[i][3] = stockList.get(i).supplier.supplierName; 
            data[i][4] = stockList.get(i).item.altid; 
        } 
        return data; 
    } 
    
    @Override 
    public void actionPerformed(ActionEvent e) { 
        if(e.getSource() == searchButton) { 
            String altCode = idField.getText(); 
            String itemCode = itemIDField.getText(); 
            String supplierName = ""; 
            if(supplierBox.getSelectedItem() != null) 
                supplierName = 
supplierBox.getSelectedItem().toString(); 
            reloadData(altCode, supplierName, itemCode); 
        } 
        else if(e.getSource() == clearButton){ 
            idField.setText(""); 
            itemIDField.setText(""); 
            supplierBox.setSelectedIndex(-1); 
            reloadData(); 
        } 
    } 
     
} 
 A.1.25 SupplierListPanel.java 
package wsp.panels; 
 
import java.awt.FlowLayout; 
import java.awt.Point; 
import java.awt.event.ActionEvent; 
import java.awt.event.ActionListener; 
import java.awt.event.MouseAdapter; 
import java.awt.event.MouseEvent; 
import java.util.List; 
import javax.swing.JFrame; 
import javax.swing.JPanel; 
import javax.swing.JScrollPane; 
import javax.swing.JTable; 
import javax.swing.ListSelectionModel; 
import javax.swing.event.ListSelectionEvent; 
import javax.swing.event.ListSelectionListener; 
import javax.swing.table.DefaultTableModel; 
import wsp.model.Supplier; 
import wsp.WSP; 
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public class SupplierListPanel extends JPanel{ 
     
    public JTable supplierTable; 
    private final String column[]={"Κωδικός 
Προμηθευτή","Όνομα","Διεύθυνση", "ΑΦΜ", "Τηλέφωνο"};          
    public SupplierListPanel(){ 
        supplierTable = new JTable(); 
        supplierTable.setModel(new DefaultTableModel(getData(), 
column)); 
        supplierTable.setCellSelectionEnabled(false);   
        supplierTable.setRowSelectionAllowed(true); 
        supplierTable.setDefaultEditor(Object.class, null); 
        supplierTable.addMouseListener(new MouseAdapter() { 
            public void mousePressed(MouseEvent mouseEvent) { 
                JTable table =(JTable) mouseEvent.getSource(); 
                Point point = mouseEvent.getPoint(); 
                int row = table.rowAtPoint(point); 
                String sidStr; 
                sidStr = (String) table.getModel().getValueAt(row,0); 
                if (mouseEvent.getClickCount() == 2 && 
table.getSelectedRow() != -1) { 
                    SupplierPanel editSupplierPanel = new 
SupplierPanel(true); 
                    editSupplierPanel.setSupplier(new Integer(sidStr)); 
                    JFrame frame2 = new JFrame("Επεξεργασία 
προμηθευτή"); 
                    
frame2.setDefaultCloseOperation(JFrame.DISPOSE_ON_CLOSE); 
                    frame2.setLayout(new 
FlowLayout(FlowLayout.LEADING)); 
                    frame2.add(editSupplierPanel); 
                    frame2.pack(); 
                    frame2.setVisible(true); 
                } 
            } 
        });  
        JScrollPane sp=new JScrollPane(supplierTable);     
        add(sp);   
        setSize(1024, 748);   
        setVisible(true);   
    }   
     
    public void reloadData(){ 
        DefaultTableModel tableModel = (DefaultTableModel) 
supplierTable.getModel(); 
        tableModel.setDataVector(getData(), column); 
        tableModel.fireTableDataChanged(); 
    } 
 
    private String[][] getData(){ 
        List<Supplier> suppliers = WSP.dHandler.getSuppliers(); 
        String data[][] = new String[suppliers.size()][5]; 
        for (int i = 0; i < suppliers.size(); i ++ ){ 
            data[i][0] = "" + suppliers.get(i).sid; 
            data[i][1] = suppliers.get(i).supplierName; 
            data[i][2] = suppliers.get(i).supplierAddress; 
            data[i][3] = suppliers.get(i).supplierAfm; 
            data[i][4] = suppliers.get(i).supplierPhone; 
        } 
        return data; 
    } 
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} 
 A.1.26 SupplierPanel.java 
package wsp.panels; 
 
import wsp.WSP; 
import java.awt.GridLayout; 
import java.awt.event.ActionEvent; 
import java.awt.event.ActionListener; 
import javax.swing.JButton; 
import javax.swing.JFrame; 
import javax.swing.JLabel; 
import javax.swing.JOptionPane; 
import javax.swing.JPanel; 
import javax.swing.JTextField; 
import javax.swing.SwingUtilities; 
import wsp.model.Supplier; 
 
public class SupplierPanel extends JPanel implements ActionListener { 
 
    JLabel supplierIDLabel, nameLabel, addressLabel, afmLabel, 
phoneLabel; 
    JTextField supplierField, nameField, addressField, afmField, 
phoneField; 
    JButton saveButton, clearButton; 
 
    private boolean editSupplier; 
    private int sid; 
 
    public SupplierPanel(boolean _editSupplier) { 
        super(); 
 
        editSupplier = _editSupplier; 
 
        nameLabel = new JLabel("Όνομα:"); 
        addressLabel = new JLabel("Διεύθυνση:"); 
        afmLabel = new JLabel("ΑΦΜ:"); 
        phoneLabel = new JLabel("Τηλέφωνο:"); 
 
        nameField = new JTextField(); 
        addressField = new JTextField(); 
        afmField = new JTextField(); 
        phoneField = new JTextField(); 
 
        saveButton = new JButton("Αποθήκευση"); 
        clearButton = new JButton("Εκκαθάριση"); 
 
        add(nameLabel); 
        add(nameField); 
        add(addressLabel); 
        add(addressField); 
        add(afmLabel); 
        add(afmField); 
        add(phoneLabel); 
        add(phoneField); 
        add(saveButton); 
        add(clearButton); 
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        saveButton.addActionListener(this); 
        clearButton.addActionListener(this); 
        setLayout(new GridLayout(5, 2, 30, 20)); 
        setSize(1024, 748); 
        setVisible(true); 
 
    } 
 
    public void setSupplier(int _sid) { 
        sid = _sid; 
        Supplier supplier = WSP.dHandler.getSupplierWithId(sid); 
        nameField.setText(supplier.supplierName); 
        addressField.setText(supplier.supplierAddress); 
        afmField.setText(supplier.supplierAfm); 
        phoneField.setText(supplier.supplierPhone); 
 
    } 
 
    private void clearFields() { 
        nameField.setText(""); 
        addressField.setText(""); 
        afmField.setText(""); 
        phoneField.setText(""); 
    } 
 
    private boolean validateSupplierFields() { 
        if (nameField.getText().length() < 3) { 
            JOptionPane.showMessageDialog((JFrame) 
SwingUtilities.getWindowAncestor(this), "Το πεδίο \"Όνομα\" πρέπει να 
έχει τουλάχιστον 3 χαρακτήρες"); 
            return false; 
        } else if (nameField.getText().length() > 64) { 
            JOptionPane.showMessageDialog((JFrame) 
SwingUtilities.getWindowAncestor(this), "Το πεδίο \"Όνομα\" πρέπει να 
έχει το πολύ 64 χαρακτήρες"); 
            return false; 
        } 
        if (addressField.getText().length() < 3) { 
            JOptionPane.showMessageDialog((JFrame) 
SwingUtilities.getWindowAncestor(this), "Το πεδίο \"Διεύθυνση\" πρέπει 
να έχει τουλάχιστον 3 χαρακτήρες"); 
            return false; 
        } else if (addressField.getText().length() > 64) { 
            JOptionPane.showMessageDialog((JFrame) 
SwingUtilities.getWindowAncestor(this), "Το πεδίο \"Διεύθυνση\" πρέπει 
να έχει το πολύ 64 χαρακτήρες"); 
            return false; 
        } 
        if (phoneField.getText().length() < 3) { 
            JOptionPane.showMessageDialog((JFrame) 
SwingUtilities.getWindowAncestor(this), "Το πεδίο \"Τηλέφωνο\" πρέπει 
να έχει τουλάχιστον 3 χαρακτήρες"); 
            return false; 
        } else if (phoneField.getText().length() > 32) { 
            JOptionPane.showMessageDialog((JFrame) 
SwingUtilities.getWindowAncestor(this), "Το πεδίο \"Τηλέφωνο\" πρέπει 
να έχει το πολύ 32 χαρακτήρες"); 
            return false; 
        } 
        if (afmField.getText().length() != 9) { 
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            JOptionPane.showMessageDialog((JFrame) 
SwingUtilities.getWindowAncestor(this), "Το πεδίο \"ΑΦΜ\" πρέπει να 
έχει 9 νούμερα"); 
            return false; 
        } else { 
            try { 
                int afm = Integer.parseInt(afmField.getText()); 
            } catch (NumberFormatException e) { 
                JOptionPane.showMessageDialog((JFrame) 
SwingUtilities.getWindowAncestor(this), "Το πεδίο \"ΑΦΜ\" πρέπει να 
έχει 9 νούμερα"); 
                return false; 
            } 
        } 
        return true; 
    } 
 
    @Override 
    public void actionPerformed(ActionEvent e) { 
        if (e.getSource() == saveButton) { 
            if(!validateSupplierFields()) return; 
            String supplierName = nameField.getText(); 
            String supplierAddress = addressField.getText(); 
            String supplierAFM = afmField.getText(); 
            String supplierPhone = phoneField.getText(); 
            boolean result = false; 
            if (editSupplier) { 
                result = WSP.dHandler.editSupplier(sid, supplierName, 
supplierPhone, supplierAddress, supplierAFM); 
            } else { 
                result = WSP.dHandler.createSupplier(supplierName, 
supplierAddress, supplierAFM, supplierPhone); 
            } 
 
            if (result) { 
                clearFields(); 
            } 
        } else if (e.getSource() == clearButton) { 
            clearFields(); 
        } 
 
    } 
 
} 
 A.1.27 UserListPanel.java 
package wsp.panels; 
 
import java.awt.FlowLayout; 
import java.awt.Point; 
import java.awt.event.ActionEvent; 
import java.awt.event.ActionListener; 
import java.awt.event.MouseAdapter; 
import java.awt.event.MouseEvent; 
import java.util.List; 
import javax.swing.JFrame; 
import javax.swing.JPanel; 
import javax.swing.JScrollPane; 
import javax.swing.JTable; 
145 
import javax.swing.ListSelectionModel; 
import javax.swing.event.ListSelectionEvent; 
import javax.swing.event.ListSelectionListener; 
import javax.swing.table.AbstractTableModel; 
import javax.swing.table.DefaultTableModel; 
 
import wsp.WSP; 
import wsp.model.User; 
 
public class UserListPanel extends JPanel{ 
     
    public JTable userTable; 
    private final String column[]={"Α/Α","Όνομα","Όνομα χρήστη"};          
    public UserListPanel(){ 
        userTable =new JTable(); 
        userTable.setModel(new DefaultTableModel(getData(), column)); 
        userTable.setCellSelectionEnabled(false);   
        userTable.setRowSelectionAllowed(true); 
        userTable.setDefaultEditor(Object.class, null); 
        userTable.addMouseListener(new MouseAdapter() { 
            public void mousePressed(MouseEvent mouseEvent) { 
                JTable table =(JTable) mouseEvent.getSource(); 
                Point point = mouseEvent.getPoint(); 
                int row = table.rowAtPoint(point); 
                String uidStr; 
                uidStr = (String) table.getModel().getValueAt(row, 0); 
                if (mouseEvent.getClickCount() == 2 && 
table.getSelectedRow() != -1) { 
                    UserPanel editUserPanel = new UserPanel(true); 
                    editUserPanel.setUser(new Integer(uidStr)); 
                    System.out.println("double"); 
                    JFrame frame2 = new JFrame("Επεξεργασία χρήστη"); 
                    
frame2.setDefaultCloseOperation(JFrame.DISPOSE_ON_CLOSE); 
                    frame2.setLayout(new 
FlowLayout(FlowLayout.LEADING)); 
                    frame2.add(editUserPanel); 
                    frame2.pack(); 
                    frame2.setVisible(true); 
                } 
            } 
        });  
        JScrollPane sp=new JScrollPane(userTable);     
        add(sp);   
        setSize(1024, 748);   
        setVisible(true);   
    } 
     
    public void reloadData(){ 
        DefaultTableModel tableModel = (DefaultTableModel) 
userTable.getModel(); 
        tableModel.setDataVector(getData(), column); 
        tableModel.fireTableDataChanged(); 
    } 
     
    private String[][] getData(){ 
        List<User> users = WSP.dHandler.getAllUsers(); 
        String data[][] = new String[users.size()][3]; 
        for(int i = 0; i < users.size() ; i ++){ 
            data[i][0] = "" + users.get(i).userid; 
            data[i][1] = users.get(i).name; 
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            data[i][2] = users.get(i).username; 
        } 
        return data; 
    } 
     
} 
 A.1.28 UserPanel.java 
package wsp.panels; 
 
import wsp.WSP; 
import java.awt.GridLayout; 
import java.awt.event.ActionEvent; 
import java.awt.event.ActionListener; 
import java.util.ArrayList; 
import javax.swing.JButton; 
import javax.swing.JCheckBox; 
import javax.swing.JFrame; 
import javax.swing.JLabel; 
import javax.swing.JOptionPane; 
import javax.swing.JPanel; 
import javax.swing.JTextField; 
import javax.swing.SwingUtilities; 
import wsp.model.User; 
 
public class UserPanel extends JPanel implements ActionListener { 
 
    JButton saveButton, clearButton; 
    JLabel nameLabel, usernameLabel, passwordLabel, userCreateLabel, 
userMgmtLabel, supplierCreateLabel, supplierMgmtLabel, 
clientCreateLabel, clientMgmtLabel, itemCreateLabel, itemMgmtLabel, 
importLabel, exportLabel; 
    JTextField nameField, usernameField, passwordField; 
    JCheckBox userCreateCheck, userMgmtCheck, supplierCreateCheck, 
supplierMgmtCheck, clientCreateCheck, clientMgmtCheck, itemCreateCheck, 
itemMgmtCheck, importCheck, exportCheck; 
    private boolean editUser; 
    private int userid; 
 
    public UserPanel(boolean _editUser) { 
        super(); 
 
        editUser = _editUser; 
 
        nameLabel = new JLabel("Όνομα:"); 
        usernameLabel = new JLabel("Username:"); 
        passwordLabel = new JLabel("Password:"); 
        userCreateLabel = new JLabel("Δημιουργία χρήστη:"); 
        userMgmtLabel = new JLabel("Διαχείριση χρήστη:"); 
        supplierCreateLabel = new JLabel("Δημιουργία προμηθευτών:"); 
        supplierMgmtLabel = new JLabel("Διαχείριση προμηθευτών:"); 
        clientCreateLabel = new JLabel("Δημιουργία πελάτη:"); 
        clientMgmtLabel = new JLabel("Διαχείριση πελάτη:"); 
        itemCreateLabel = new JLabel("Δημιουργία είδους:"); 
        itemMgmtLabel = new JLabel("Διαχείριση είδους:"); 
        importLabel = new JLabel("Εισαγωγή:"); 
        exportLabel = new JLabel("Εξαγωγή:"); 
 
        nameField = new JTextField(); 
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        usernameField = new JTextField(); 
        passwordField = new JTextField(); 
        userCreateCheck = new JCheckBox(); 
        userMgmtCheck = new JCheckBox(); 
        supplierCreateCheck = new JCheckBox(); 
        supplierMgmtCheck = new JCheckBox(); 
        clientCreateCheck = new JCheckBox(); 
        clientMgmtCheck = new JCheckBox(); 
        itemCreateCheck = new JCheckBox(); 
        itemMgmtCheck = new JCheckBox(); 
        importCheck = new JCheckBox(); 
        exportCheck = new JCheckBox(); 
 
        saveButton = new JButton("Αποθήκευση"); 
        saveButton.addActionListener(this); 
        clearButton = new JButton("Εκκαθάριση"); 
        clearButton.addActionListener(this); 
 
        add(nameLabel); 
        add(nameField); 
        add(usernameLabel); 
        add(usernameField); 
        add(passwordLabel); 
        add(passwordField); 
        add(userCreateLabel); 
        add(userCreateCheck); 
        add(userMgmtLabel); 
        add(userMgmtCheck); 
        add(supplierCreateLabel); 
        add(supplierCreateCheck); 
        add(supplierMgmtLabel); 
        add(supplierMgmtCheck); 
        add(clientCreateLabel); 
        add(clientCreateCheck); 
        add(clientMgmtLabel); 
        add(clientMgmtCheck); 
        add(itemCreateLabel); 
        add(itemCreateCheck); 
        add(itemMgmtLabel); 
        add(itemMgmtCheck); 
        add(importLabel); 
        add(importCheck); 
        add(exportLabel); 
        add(exportCheck); 
        add(saveButton); 
        add(clearButton); 
        setLayout(new GridLayout(14, 2, 30, 20)); 
        setSize(1024, 748); 
        setVisible(true); 
 
    } 
 
    private void clearFields() { 
        nameField.setText(""); 
        usernameField.setText(""); 
        passwordField.setText(""); 
        userCreateCheck.setSelected(false); 
        userMgmtCheck.setSelected(false); 
        supplierCreateCheck.setSelected(false); 
        supplierMgmtCheck.setSelected(false); 
        clientCreateCheck.setSelected(false); 
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        clientMgmtCheck.setSelected(false); 
        itemCreateCheck.setSelected(false); 
        itemMgmtCheck.setSelected(false); 
        importCheck.setSelected(false); 
        exportCheck.setSelected(false); 
    } 
 
    public void setUser(int _userid) { 
        userid = _userid; 
        User user = WSP.dHandler.getUserWithID(userid); 
        nameField.setText(user.name); 
        usernameField.setText(user.username); 
        if (user.applications.contains(1)) { 
            userCreateCheck.setSelected(true); 
        } 
        if (user.applications.contains(2)) { 
            userMgmtCheck.setSelected(true); 
        } 
        if (user.applications.contains(3)) { 
            supplierCreateCheck.setSelected(true); 
        } 
        if (user.applications.contains(4)) { 
            supplierMgmtCheck.setSelected(true); 
        } 
        if (user.applications.contains(5)) { 
            clientCreateCheck.setSelected(true); 
        } 
        if (user.applications.contains(6)) { 
            clientMgmtCheck.setSelected(true); 
        } 
        if (user.applications.contains(7)) { 
            itemCreateCheck.setSelected(true); 
        } 
        if (user.applications.contains(8)) { 
            itemMgmtCheck.setSelected(true); 
        } 
        if (user.applications.contains(9)) { 
            importCheck.setSelected(true); 
        } 
        if (user.applications.contains(10)) { 
            exportCheck.setSelected(true); 
        } 
    } 
    private boolean validateUserFields() { 
        if(nameField.getText().length() < 3){ 
            JOptionPane.showMessageDialog((JFrame) 
SwingUtilities.getWindowAncestor(this), "Το πεδίο \"Όνομα\" πρέπει να 
έχει τουλάχιστον 3 χαρακτήρες"); 
            return false; 
        } 
        else if(nameField.getText().length() > 64){ 
            JOptionPane.showMessageDialog((JFrame) 
SwingUtilities.getWindowAncestor(this), "Το πεδίο \"Όνομα\" πρέπει να 
έχει το πολύ 64 χαρακτήρες"); 
            return false; 
        } 
        if(passwordField.getText().length() < 3) { 
            JOptionPane.showMessageDialog((JFrame) 
SwingUtilities.getWindowAncestor(this), "Το πεδίο \"Password\" πρέπει 
να έχει τουλάχιστον 3 χαρακτήρες"); 
            return false; 
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        } 
        else if(passwordField.getText().length() > 32){ 
            JOptionPane.showMessageDialog((JFrame) 
SwingUtilities.getWindowAncestor(this), "Το πεδίο \"Password\" πρέπει 
να έχει το πολύ 32 χαρακτήρες"); 
            return false; 
        } 
        if(usernameField.getText().length() < 3) { 
            JOptionPane.showMessageDialog((JFrame) 
SwingUtilities.getWindowAncestor(this), "Το πεδίο \"Username\" πρέπει 
να έχει τουλάχιστον 3 χαρακτήρες"); 
            return false; 
        } 
        else if(usernameField.getText().length() > 16){ 
            JOptionPane.showMessageDialog((JFrame) 
SwingUtilities.getWindowAncestor(this), "Το πεδίο \"Username\" πρέπει 
να έχει το πολύ 16 χαρακτήρες"); 
            return false; 
        } 
         
        return true; 
    } 
    @Override 
    public void actionPerformed(ActionEvent e) { 
        if (e.getSource() == saveButton) { 
            if(!validateUserFields()) 
                return; 
            ArrayList<Integer> applications = new ArrayList<Integer>(); 
            if (userCreateCheck.isSelected()) { 
                applications.add(1); 
            } 
            if (userMgmtCheck.isSelected()) { 
                applications.add(2); 
            } 
            if (supplierCreateCheck.isSelected()) { 
                applications.add(3); 
            } 
            if (supplierMgmtCheck.isSelected()) { 
                applications.add(4); 
            } 
            if (clientCreateCheck.isSelected()) { 
                applications.add(5); 
            } 
            if (clientMgmtCheck.isSelected()) { 
                applications.add(6); 
            } 
            if (itemCreateCheck.isSelected()) { 
                applications.add(7); 
            } 
            if (itemMgmtCheck.isSelected()) { 
                applications.add(8); 
            } 
            if (importCheck.isSelected()) { 
                applications.add(9); 
            } 
            if (exportCheck.isSelected()) { 
                applications.add(10); 
            } 
            boolean result; 
            if (editUser) { 
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                result = WSP.dHandler.editUser(userid, 
nameField.getText(), usernameField.getText(), passwordField.getText(), 
applications); 
            } else { 
                result = WSP.dHandler.createUser(nameField.getText(), 
usernameField.getText(), passwordField.getText(), applications); 
            } 
            if(result) { 
                clearFields(); 
            } 
        } else if (e.getSource() == clearButton) { 
            clearFields(); 
        } 
    } 
} 
 
