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Cap´ıtulo 1
Introduccio´n
En el an˜o 2001, se consiguio´ secuenciar el genoma humano, aunque el honor de ser el
primero en ser secuenciado lo tiene el organismo bacterio´fago Phi-X174, en 1975. Secuen-
ciar el genoma humano en aquel momento, tuvo un coste superior a los 3.000 millones de
do´lares americanos y hoy en d´ıa el coste se ha reducido a alrededor de 1.000 do´lares. Este
abaratamiento en el coste ha supuesto un aute´ntico boom en la geno´mica, sobre todo en
la u´ltima de´cada, donde se han secuenciado ma´s de 100.000 genomas.
La informa´tica iba a estar estrechamente ligada a la gene´tica, por la ingente cantidad
de datos que se deben manejar. Para hacernos una idea, la secuencia gene´tica humana
ocupa unos 750MB. Sin embargo, la informacio´n contenida en la secuencia completa, no
se puede leer como si de literatura se tratase. Se debe hacer un ana´lisis exhaustivo de toda
la secuencia gene´tica, localizar las regiones que sean de intere´s, conocer despue´s la funcio´n
de esas regiones, etc. Inevitablemente, la bioinforma´tica se convertir´ıa en una rama de
estudio ma´s de las ciencias.
Desde aquel primer ser que fue secuenciado y especialmente en la u´ltima de´cada, se
han secuenciado los genomas de ma´s de 100.000 seres y su la vez se ha ido desarrollando
cada vez ma´s la bioinforma´tica, considerando que en la actualidad esta´ en pleno auge.
1.1. Antecedentes
El proyecto tiene su origen en la necesidad del Departamento de Gene´tica de la Uni-
versidad Pu´blica de Navarra (UPNA) de analizar la secuencia gene´tica de los organismos
con los que trabajan actualmente.
Mi toma de contacto con este grupo se remonta a una asignatura que curse´ en 2011-
2012, con el t´ıtulo: QUE´ DEBE USTED SABER PARA ENTENDER LA HERENCIA
GENE´TICA. Esta asignatura aumento´ mi intere´s por la gene´tica y al empezar a plantear
mi proyecto de fin de carrera en el segundo ciclo de Ingenier´ıa Informa´tica, me puse en
contacto con la Doctora Luc´ıa Ramı´rez Nasto, quien fuera mi profesora en la asignatura
3
4 CAPI´TULO 1. INTRODUCCIO´N
mencionada. Me comento´ el trabajo que se realizaba en su grupo y comence´ a trabajar con
Fran Naranjo, antiguo estudiante de Ingenier´ıa Agro´noma de la Universidad. Fue quien
inicio´ al grupo en el a´rea de la bioinforma´tica y quien co-turorizara mi proyecto desde el
inicio. Ma´s tarde, Rau´l Castanera asumir´ıa el papel de co-tutor en sustitucio´n de Fran.
Este trabajo viene a apoyar la labor realizada por este grupo, analizando y obteniendo
datos de un hongo con el que realizan experimentos y del que tratan de conocer cua´les son
sus caracter´ısticas gene´ticas heredadas.
Este grupo de Gene´tica y Microbiolog´ıa, realiza diferentes estudios con el organismo
Pleurotus ostreatus. Se trata de un hongo muy utilizado por su intere´s alimentario y
biotecnolo´gico. En la industria alimentaria es muy apreciado y consumido, conocido con
el nombre de Seta de ostra. En el a´mbito biotecnolo´gico, produce encimas de gran intere´s:
degradadoras de substancias, hidrofobinas para recubrimientos, produccio´n de bioetanol,
etc. Es por ello, que el estudio de este organismo tiene una gran repercusio´n y el tratamiento
de la informacio´n que se genera en su estudio, parte que nos incumbe, requiere de un
especial cuidado. El objetivo de este proyecto trata de determinar en un gen, cua´l de sus
progenitores es el dominante, mediante el ana´lisis de su genoma. Por ejemplo, en el gen
que controla la velocidad de crecimiento del organismo, conocer si esta´ ma´s presente el
gen de uno u otro progenitor. Al conocer de antemano las caracter´ısticas ge´nicas de ambos
progenitores, podemos saber que´ caracter´ıstica es la predominante en su descendencia.
1.2. Bases gene´ticas
Antes de seguir, conviene explicar algunos conceptos gene´ticos para que la lectura sea
ma´s fa´cil.
Todo ser vivo esta´ formado por al menos una ce´lula. En este momento no nos importa
si es un organismo unicelular o pluricelular, pues nos vamos a centrar en el ADN de dicho
organismo y todas las ce´lulas que lo forman comparten el mismo material gene´tico. El
ADN o A´cido DesoxirriboNucle´ico es una cadena de nucleo´tidos que codifican todas y
cada una de las funciones biolo´gicas de los seres vivos. Se trata de una receta donde esta´
escrito, co´mo debe ser la produccio´n de melanina de la piel, formacio´n de tejidos, etc.
y es la herencia que recibimos de nuestro padre y nuestra madre, en el caso de la raza
humana. En el hongo que nos ocupa, el ADN tambie´n contiene informacio´n sobre con que´
rapidez y en que´ cantidad se reproduce el hongo, as´ı como tambie´n sobre la produccio´n de
determinadas prote´ınas que pueden ser de intere´s para usos industriales, entre otra mucha
informacio´n.
En todos los casos, el ADN se representa como una secuencia de cuatro letras: A,C,G
y T. Estas letras corresponden a las bases nitrogenadas que hay en cada nucleo´tido y
son: Adenina, Citosina, Guanina y Timina. En este proyecto, las secuencias con las que
trabajamos se componen precisamente de estas letras.
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El ARN es muy parecido al ADN. Sus siglas se corresponden con A´cido RiboNucle´ico
y podemos considerarlo como una traduccio´n del ADN. En el ADN esta´ la receta y el
ARN es una traduccio´n de esa receta, que se usara´ para producir las prote´ınas que regulan
nuestras funciones biolo´gicas. Tambie´n se trata de una cadena de nucleo´tidos, aunque no
es tan larga como el ADN ni tampoco esta´ formada por las mismas bases nitrogenadas.
En el caso del ARN la Timina se sustituye por Uracilo, por lo que una secuencia de ARN
estar´ıa formada por las letras A,C,G y U.
Un gen es la instruccio´n que codifica la produccio´n de una prote´ına con una funcio´n
concreta, como puede ser el color de nuestros ojos, o el nu´mero de descendientes que
tendra´ nuestro hongo. Cada gen esta´ formado por una cadena de nucleo´tidos y lo veremos
representado como una secuencia de A,C,G,T. Su longitud var´ıa de unos organismos a
otros y dependiendo de que´ gen se trate, aunque en nuestro hongo, los genes tienen una
longitud aproximada de entre 50 y 150 nucleo´tidos.
A la hora de leer un gen, este debe transcribirse. En resumen, se transcribe la cadena
de ADN a ARN y de esta u´ltima se obtendra´n las prote´ınas que esta´n codificadas en el
ADN. La secuencia de letras, se lee en grupos de tres, en lo que se conoce como codo´n. Cada
codo´n tiene asociado un aminoa´cido concreto (algunos codones tienen el mismo aminoa´cido
asociado) y al unir estos aminoa´cidos se forma la prote´ına que estaba codificada en el ADN.
En el caso de los organismos diploides, estos heredan los genes de ambos progenitores.
Sin embargo uno de los dos genes puede expresarse ma´s que el otro. Veamos un ejemplo
ma´s cercano: mi padre tienes ojos de color azul y mi madre de color marro´n. En mi caso,
los genes que contienen las instrucciones que coloreara´n mis ojos, tienen la informacio´n
para dar color azul como tambie´n marro´n. Dependiendo de cua´ntas veces se transcriba el
gen de marro´n o azul, mis ojos sera´n ma´s de un color o del otro, por la sencilla razo´n de
que uno de los genes se expresa ma´s que el otro.
Obviamente, las secuencias del gen de ojos azules y ojos marrones no van a ser ide´nti-
cas, la secuencia de nucleo´tidos sera´ diferente. Adema´s de esas diferencias, existen otras
conocidas como SNP o Single Nucleotide Polymorphism, que se trata de la variacio´n de
una sola letra en la secuencia del gen. Una marca caracter´ıstica que diferencia la secuencia
gene´tica de un progenitor de la del otro, aunque quiza´s en la expresio´n, ambas secuencias
sean ide´nticas.
1.3. Objetivo
El grupo de gene´tica de la UPNA viene trabajando con este organismo desde hace ma´s
de 20 an˜os. Hace un tiempo, vieron la necesidad de conocer la expresio´n ale´lica de un indi-
viduo concreto, sus caracter´ısticas gene´ticas al fin y al cabo, pero no dispon´ıan de ninguna
herramienta. Los objetivos de este trabajo vienen a cubrir estas nuevas necesidades.
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Durante el trabajo del equipo, se suele secuenciar el transcriptoma de los individuos
en estudio. Hace unos an˜os, comenzaron a desarrollar un programa que analizaba los
organismos en busca de ciertas caracter´ısticas que les fueran de intere´s. Sin embargo a
medida que avanzaba el tiempo, el aumento de datos obtenidos en los estudios supuso un
problema, tanto en su tratamiento como en su visualizacio´n y comprensio´n. Por una parte,
hay muchos datos que almacenar, procesar y comparar. T´ıpicamente el almacenamiento
no es un gran problema, por el bajo coste que supone. Sin embargo, procesar y comparar
muchos datos supone un problema mayor, pues hay que hacerlo en unos ma´rgenes de
tiempo razonables, ma´s bien cortos. Aqu´ı es determinante una buena programacio´n y
aprovechar los recursos que este´n al alcance de la investigacio´n.
Por otro lado, no todas las personas en los grupos de investigacio´n tienen por que´
tener conocimientos informa´ticos, por lo que el uso que pueden hacer de las computadoras
es limitado.
Mi objetivo es desarrollar una herramienta de ana´lisis para obtener los resultados de
la expresio´n ale´lica diferencial. Su uso debera´ ser sencillo, la ejecucio´n ra´pida y debera´
mostrar resultados que puedan interpretarse fa´cilmente.
1.4. Estado del arte
Hasta ahora, para poder saber si un individuo hab´ıa heredado un gen de uno u otro
progenitor, el estudio se limitaba a ese u´nico gen, tanto por los pocos datos que se pod´ıan
obtener como por la complejidad de obtener resultados fiables de ellos.
La te´cnica que se utilizaba para averiguar el origen de un gen, se trataba de marcar
con un elemento fluorescente un gen concreto y segu´n la cantidad de fluorescencia medida,
se infer´ıa la expresio´n de ese gen. Esta te´cnica ten´ıa el limitante de hacerlo gen a gen,
preparar el estudio y el tiempo de espera para medir la fluorescencia, adema´s de no se
muy exacto.
No es hasta 2005 cuando se secuencia el genoma completo del Pleurotus ostreatus.
Pasara´n unos an˜os hasta que el coste de secuenciacio´n sea asequible y asumible. Cuando
se decidieron a obtener los transcriptomas de los individuos con los que realizaban estudios,
se encontraron con un mar de datos, donde ya dispon´ıan de la expresio´n de todos los genes
de una sola vez, de forma ra´pida y sencilla, pero cuya interpretacio´n no era asumible.
En general los ana´lisis de expresio´n ale´lica, se limitaban a genes o regiones muy
concreta, mientras que un ana´lisis global no era muy comu´n.
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1.5. Propuesta
En el a´mbito de la gene´tica se trabaja con una cantidad ingente de datos y no es
factible analizar estos sin la ayuda de computadoras. Nuestro grupo de investigacio´n se
encuentra en la misma tesitura. A modo de ejemplo: nada ma´s comenzar el proyecto, tuve
que analizar un par de ficheros por cada uno de los dos progenitores de un hongo. La suma
de los cuatro ficheros totaliza ma´s de 95MB de pura letra, 1.525.918 de l´ıneas con casi 70
millones de letras que conforman el ADN de los hongos en cuestio´n. Las cifras abruman,
ma´s au´n, al darnos cuenta de que las secuencias gene´ticas no pueden leerse como si de
literatura se tratarse. Ni siquiera tendr´ıa demasiado sentido leerlas de comienzo a fin de
la secuencia, pues caprichos de la naturaleza, a veces la secuencia esta´ escrita al reve´s
(transpuesta), se parte y tiene zonas que no nos interesan en mitad de la secuencia que
nos interesa (intrones) y dema´s curiosidades.
El factor de la gran cantidad de datos que suponen estos ana´lisis, nos obliga a hacer
uso de herramientas informa´ticas para su tratamiento. A mayor cantidad de datos, es de
esperar mayor tiempo para tratarlos y es aqu´ı donde entra el segundo de los factores:
una buena programacio´n de esas herramientas informa´ticas, lo ma´s optimizada posible,
con el objetivo de utilizar la menor cantidad de recursos, disponer de los resultados en el
menor tiempo y hacerlo con la mayor fiabilidad posible. Una mala programacio´n, puede
no aprovechar todo el potencial de un ordenador y hacernos perder tiempo a la hora de
obtener los esperados resultados o de poder disponer de ese ordenador para otros ana´lisis.
A todo lo anterior, debemos sumar una representacio´n adecuada de los datos. Ya he
mencionado que el coste de analizar los datos, crece cuando estos lo hacen, pero tambie´n
crece el nu´mero de resultados, por lo que debemos poner especial cuidado en co´mo los
representamos para que el usuario pueda hacer uso de ellos. De lo contrario, tendremos de
nuevo mucha informacio´n que no podemos manejar.
Desarrollare´ una herramienta que indique para cada uno de los genes del individuo,
a quie´n de los dos progenitores se le parece ma´s. Algo as´ı como saber si mis ojos, pero
tambie´n el resto de mis genes y sobre todo de aquellos cuya expresio´n no es visible, se
parecen ma´s a los de mi madre o a los de mi padre, por poner un ejemplo cercano.
Para el desarrollo de la herramienta, he elegido el lenguaje de programacio´n Python.
Los dos lenguajes ma´s apropiados para el desarrollo son PERL y Python. En principio,
cualquier lenguaje de programacio´n ser´ıa candidato, pero estos dos son los ma´s presentes
en programas de ana´lisis bioinforma´tico y mi intencio´n no es fragmentar ma´s el co´digo, sino
intentar estandarizarlo y seguir la corriente predominante. Ambos son muy utilizados y
disponen de herramientas y bibliotecas para trabajar en el a´mbito de la bioinforma´tica, una
razo´n ma´s para centrarme en estos dos, pues se facilitara´ mucho el manejo de estructuras
y cadenas gene´ticas.
En diferentes pruebas de ejecucio´n, PERL supera a Python en tiempo de ejecucio´n,
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siendo mucho ma´s ra´pido que Python. Sin embargo, la tendencia de varias compan˜´ıas esta´
siendo la de migrar sus sistemas en PERL a Python. Por alguna razo´n, Python y Biopyt-
hon esta´ cada vez ma´s presente en bioinforma´tica y en el grupo de investigacio´n ya han
comenzado a trabajar con ese lenguaje en sustitucio´n de PERL, donde comenzaron algu-
nos proyectos. Lo cierto es que el hecho de que Python sea un lenguaje orientado a objetos,
con una estructura de programacio´n muy similar a C, que es un lenguaje muy extendido,
facilita su mantenimiento y distribucio´n. En palabras de Damian Conway, miembro de la
comunidad PERL y defensor de la programacio´n orientada a objetos,‘El enfoque de Perl
orientado a los objetos es casi excesivamente Perlish: hay demasiadas maneras de hacerlo”.
Esto implica que un mismo problema, se puede implementar de muy distintas formas en
Perl, lo cual dificulta la comprensio´n de los co´digos. En Python sin embargo, la forma de
programar es ma´s esta´ndar y su co´digo resulta ma´s fa´cil de comprender, razo´n por la cua´l
es ma´s fa´cil mantener el co´digo y distribuirlo entre personas que no lo han desarrollado.
Aunque no pretendo que las personas del grupo de investigacio´n deban mantener esta
herramienta que voy a desarrollar, puede que en un futuro sea necesario y les sera´ ma´s
sencillo de hacerlo en Python que en PERL.
Otro de los aspectos que determina el desarrollo de la herramienta es el almacena-
miento de los datos. El grupo de investigacio´n viene trabajando en su mayor´ıa con ficheros
de texto plano. Se planteo´ crear una base de datos relacional para el almacenamiento de
los datos, pero se descarto´ desde el primer momento. Ninguna de las herramientas que ya
disponen hace uso de una base de datos, por lo que tendr´ıa que crearla desde cero. Esta
herramienta, sera´ otra ma´s de las que ya disponen y su uso debe ser lo ma´s parecido a sus
sistemas actuales. En ningu´n momento se plantea este proyecto como creacio´n o migracio´n
de sus sistemas a uno nuevo.
Cap´ıtulo 2
Ana´lisis y especificaciones
2.1. Metodolog´ıa
La metodolog´ıa elegida para desarrollar la herramienta es la Programacio´n Extrema.
Es una ma´s de las denominadas metodolog´ıas a´giles y su punto fuerte radica en adaptarse
a los cambios que vayan surgiendo en el desarrollo de una herramienta, para aumentar las
probabilidades de e´xito en la obtencio´n del producto final.
La programacio´n extrema se basa en diversos valores. SIMPLICIDAD: se dara´n pe-
quen˜os pasos hacia nuestro objetivo, corrigiendo los errores conforme vayan surgiendo;
COMUNICACIO´N: toda persona implicada en el proyecto es parte de e´l, por lo que par-
ticipara´ desde el disen˜o hasta el co´digo, manteniendo una comunicacio´n constante entre
todas ellas; RETROALIMENTACIO´N: se hara´n entregas frecuentes de software funcional
y se revisara´ su funcionamiento. En dichas revisiones, se detectara´n los fallos en la im-
plementacio´n y se adaptara´ el software a las necesidades del proyecto; RESPETO: toda
persona participante del proyecto merece el respeto de sus ideas; y CORAJE: debemos ser
sinceros con el progreso y las previsiones del proyecto.
Trasladando estos valores a nuestro proyecto, nos va a permitir desarrollar poco a poco
una herramienta que va a ir ampliando su funcionalidad. Nos vemos obligados a mantener
una comunicacio´n constante, puesto que al equipo le faltan conocimientos de informa´ti-
ca y a mi conocimientos de gene´tica. En las sucesivas entregas, iremos comprobando el
buen funcionamiento de todas las partes de la herramienta, detectando errores de forma
temprana y corrigie´ndolos, asegurando as´ı que se cumplen todas las expectativas. Y todo,
reconociendo el saber que cada una de las partes aporta al proyecto: mis conocimientos
de informa´tica y los conocimientos del grupo sobre gene´tica.
Estos valores se traducen a su vez en varias reglas. Una de las ma´s importantes ser´ıa
la del desarrollo iterativo e incremental del producto. Esto adema´s exige que antes de
ampliar el producto, se corrijan todos los fallos que se hayan detectado. Es decir, no
vamos a desarrollar nuevas funciones, hasta que no hayamos corregido las que ya tenemos
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implementadas. Continuamente se revisa el producto en su conjunto y se va aumentando su
funcionalidad. Tambie´n implica simplicidad en el co´digo, lo cual facilitara´ su comprensio´n
y mantenimiento. Al ir desarrollando el producto poco a poco, el co´digo implementado
resulta ma´s simple, porque aborda tareas pequen˜as una tras otra. La revisio´n continua
del proyecto dota a este de ma´s fiabilidad, pues aspectos que se hayan pasado por alto
en un primer momento, saldra´n a la luz en las siguientes revisiones. Implica tambie´n
una integracio´n cliente-desarrollador muy alta, en la que ambos toman parte en todas las
fases que se sucedan, desde el disen˜o, donde se establecen los requisitos que se tengan
que abordar, pasando por la implementacio´n, explicando al cliente co´mo se tratan los
datos, hasta las pruebas, donde tanto el desarrollador como el cliente comprueban el buen
funcionamiento del producto.
Cabe mencionar, que una de las reglas utilizadas en esta metodolog´ıa, no se aplica
en este proyecto y no es otra que la de desarrollo en parejas. Esta regla establece que
dos personas trabajen en una misma ma´quina desarrollando el co´digo, de manera que
discutiendo sobre la implementacio´n, se consiga un co´digo optimizado y simple. En este
caso, hay un solo desarrollador, por lo que no se puede formar una pareja que trabaje
conjuntamente.
2.2. Requisitos funcionales
En un principio, al sistema se le requer´ıa que funcionara en cualquier PC. So´lo son
necesarios los cuatro archivos iniciales que nos tienen que ser facilitados. En alguna ocasio´n,
se dispondra´n de los ficheros intermedios que se van generando en el proceso, por ello el
sistema se desarrollara´ para el peor de los casos, que es disponer de la informacio´n ma´s
ba´sica.
El sistema se compartimentara´ en secciones que den resultados con sentido para la
biolog´ıa. Unido a lo dicho en el pa´rrafo anterior, si disponemos de los ficheros del segundo
paso, el sistema esta´ preparado para realizar todos los ca´lculos a partir de ese punto.
El modus-operandi del grupo de investigacio´n se basa en ficheros, por lo que la infor-
macio´n de entrada como de salida, ha de estar almacenada en ficheros de texto plano. Y
en este caso, cada fase ha de dar como resultado ficheros cuyo formato y disposicio´n de
los datos sean los comu´nmente aceptados.
2.3. Definicio´n de ficheros
El formato de ficheros que usa el sistema son:
.gtf o .gff: GFF (General Feature Format), se trata de un fichero separado por tabu-
ladores con nueve columnas. Existen 3 versiones y en todas ellas las siete primeras
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Figura 2.1: Ejemplo .gff
Figura 2.2: Ejemplo .gtf
columnas siguen la misma estructura, siendo las dos u´ltimas en las que hay pequen˜as
diferencias. Los campos o columnas contienen la siguiente informacio´n:
1. Secuencia: nombre de la secuencia donde se encuentra la caracter´ıstica
2. Fuente: nombre del programa mediante el cual se ha obtenido esta informacio´n
3. Caracter´ıstica: nombre de la caracter´ıstica (ej. exon, gene, stopcodon, etc. )
4. Inicio: inicio de la caracter´ıstica (1..n, offset de base 1)
5. Fin: fin de la caracter´ıstica (1..n, offset de base 1)
6. Score: valor nume´rico de la fiabilidad de los datos obtenidos de esta caracter´ısti-
ca
7. Strand: sentido de la caracter´ıstica (+, -)
8. Marco (GFF, GFF2) / Fase (GFF3): Fase del CDS. Si el codo´n empieza en la
1a, 2a o 3a base.
9. Atributos: toda la informacio´n sobre la caracter´ıstica
Nos encontramos con algu´n fichero .gtf (Gene Transfer Format). En realidad se
trata de una evolucio´n de GFF2 y a todos los efectos, para el uso que hacemos, lo
consideramos como un .gff salvo por un detalle: en .gff, en el archivo .fasta asociado,
la secuencia o scaffold se define como chr mientras que en GTF la encontramos como
scaffold. En ambos archivos, .gtf/.gff aparece como scaffold.
.fasta: se utiliza para almacenar secuencias de nucleo´tidos. Su formato es muy simple:
encontramos un s´ımbolo de mayor que al inicio de la l´ınea y seguido el nombre de la
secuencia o scaffold en nuestro caso. Las siguientes l´ıneas, hasta encontrar otra que
comience por ))”, sera´n l´ıneas de ancho fijo de letras que representan a los nucleo´tidos:
A C G T. Cualquier otro cara´cter simplemente se desecha. En estos ficheros se ha de
tener en cuenta que se trabaja con un offset de base 1, es decir, el primer cara´cter
se considera la posicio´n 1 y no la 0 como suele ser comu´n en informa´tica.
.bam: se trata de un archivo binario que almacena datos de secuenciamiento. Tanto
BAM como SAM contienen la misma informacio´n, pero BAM la comprime para
que ocupe menos y en SAM podemos visualizarla como texto plano. Como vemos
en la figura 0.3, las primeras filas vienen precedidas del s´ımbolo ”@”. Estas l´ıneas
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Figura 2.3: Ejemplo .SAM
son cabeceras, que definen como esta´ organizada la informacio´n ma´s abajo. No me
detendre´ ma´s en describir este tipo de archivo, pues no manejamos la informacio´n
directamente, sino que so´lo haremos uso del archivo en binario BAM junto con los
ficheros que hemos creado anteriormente.
Hasta aqu´ı, hemos podido ver co´mo son y co´mo se organiza la informacio´n en los
archivos que usaremos como de entrada de informacio´n. Obviamente hemos de conocer su
estructura y organizacio´n, pues no esta´ en nuestras manos como se guardan los datos. Los
ficheros que se vayan creando en las distintas etapas y que guarden informacio´n para la
siguiente, debera´n seguir tambie´n una organizacio´n esta´ndar, sin importar que la siguiente
etapa sea programada por mi o sea un programa externo que use. Veamos en cada caso
co´mo organizo la informacio´n:
Formato multiFasta: consiste en un fichero de texto plano, donde la primera l´ınea
comienza por el s´ımbolo mayor que seguido de informacio´n de un gen concreto. Aqu´ı
la informacio´n del gen puede variar, pero la ba´sica es: nombre, scaffold, inicio del
gen y fin del gen. Las siguientes l´ıneas contienen la secuencia del gen, pero so´lo la
parte codificante, formada por los exones. Los intrones no se incluyen en multiFasta.
Se tratar´ıa de un archivo FASTA, que en lugar de almacenar secuencias de scaffolds,
almacene secuencias de genes.
Formato BLAST: aqu´ı se genera un fichero XML. La organizacio´n de la informacio´n
es bastante clara y hasta la encontramos tabulada. Describire´ la informacio´n de
aquellas etiquetas que nos son u´tiles:
• Iteration: engloba toda la informacio´n relativa a un gen de un progenitor, que
se ha alineado con otros genes del otro progenitor.
• Iteration query-def: contiene la cabecera del gen que actu´a como query en la
comparacio´n.
• Iteration query-len: longitud de la alineacio´n.
• Iteration hits: engloba todas las partes en las que se ha podido dividir la ali-
neacio´n. Cabe pensar que la alineacio´n tenga que ser de inicio a fin sin cortes,
pero no nos debe preocupar esta circunstancia. Tendremos en cuenta la suma
de las partes alineadas y la consideramos como una total.
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• Hit def contiene la cabecera del gen que actu´a como subject en la comparacio´n.
• Hit len: indica la longitud de la alineacio´n
• Hit hsps: aqu´ı es donde se engloban todas las partes en las que se ha podido
dividir la alineacio´n. Cada parte, acotada por Hsp.
• Hsp query-from: indica la posicio´n del gen query donde comienza el alineamien-
to
• Hsp query-to: indica la posicio´n del gen query donde acaba el alineamiento
• Hsp align-len: indica la longitud parcial del alineamiento
Ahora encapsulado en etiquetas HSP se encuentra la informacio´n de cada una de las
partes en las que puede dividirse la alineacio´n completa.
• Hsp qseq: muestra la secuencia del gen query implicada en el alineamiento
• Hsp hseq: muestra la secuencia del gen subject implicada en el alineamiento
• Hsp midline: muestra co´mo se alinean, nucleo´tido a nucleo´tido, ambas secuen-
cias: la barra vertical significa alineacio´n, un espacio en blanco significa dife-
rencia de nucleo´tidos y una barra que hay alguna insercio´n en la secuencia.
entre las etiquetas Iteration e Iteration se encuentran todas las alineaciones para un
gen de uno de los progenitores contra el otro. En nuestro caso, hemos limitado los
resultados a uno, puesto que so´lo nos interesa la alineacio´n que ma´s se parezca y esa
siempre es la primera.
Formato VCF: Variant Call Format, es un fichero de texto que normalmente se uti-
liza para guardar informacio´n relativa a los SNP. Recordemos que la bu´squeda de
SNP es en el fondo el objetivo principal de este proyecto, por lo que almacenar esa
informacio´n en un formato adecuado es imprescindible. Podr´ıamos ser ma´s laxos
en la generacio´n de archivos intermedios, utilizar estructuras propias o quiza´s ma´s
co´modas, pero en este punto, se genera un archivo final y por ello es ma´s importan-
te que el resto. La especificacio´n de este formato es muy intrincada, pues se puede
indicar multitud de informacio´n acerca de los SNP. En nuestro caso, primamos la
concrecio´n y claridad, por lo que guardaremos el mı´nimo de informacio´n indispensa-
ble para nuestro trabajo y tambie´n el mı´nimo requerido por las especificacio´n. Las
primeras l´ıneas del texto son cabeceras, l´ıneas precedidas del s´ımbolo almohadilla
“#”tras las cuales vendra´n los datos de los SNP. Son tres, el nu´mero de cabeceras
mı´nimo que hay que incluir en todo archivo VCF:
• Formato: se indicara la versio´n de VCF con la que se trabaja. Segu´n la versio´n,
las especificaciones var´ıan, por lo que la disposicio´n de los datos tambie´n lo
hara´. La primera l´ınea ya nos clarifica esa cuestio´n, para que no haya dudas
desde el comienzo.
• Ficheros implicados: este campo es ma´s como informacio´n que necesario para el
tratamiento del fichero en s´ı. En e´l suelen indicarse los nombres de los ficheros
de los que se ha extra´ıdo la informacio´n para generar el VCF.
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Figura 2.4: Ejemplo BLAST XML
• Cabeceras de datos: los datos de cada SNP se separan por tabuladores y aqu´ı
se indica el t´ıtulo de cada una de esas cabeceras. Destacar que todas las ca-
beceras anteriores, van precedidas por dos s´ımbolos almohadilla y este u´ltimo
solo de una. De nuevo, optamos por concretar y minimizar la informacio´n que
guardamos:
◦ CHROM: indica el nu´mero del scaffold donde se encuentra el SNP descrito
en esta l´ınea
◦ POS: indica la posicio´n absoluta, referente al scaffold, no al gen, del SNP
descrito en esta l´ınea
◦ ID: identificador del SNP descrito. En este caso hemos decidido que el iden-
tificador este´ compuesto por el ID del gen, seguido de un nu´mero ordinal
que indica el n-SNP encontrado en ese gen.
◦ REF: nucleo´tido de referencia en el SNP. En este caso se tratar´ıa del nu-
cleo´tido de la secuencia denominada como query, en la generacio´n del ar-
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chivo BLAST
◦ ALT: nucleo´tido alternativo en el SNP. Ser´ıa el nucleo´tido que hemos en-
contrado en la secuencia subject cuando genera´bamos el archivo BLAST.
◦ QUAL: calidad en la obtencio´n de la informacio´n de este SNP.
◦ FILTER: indica si ha superado todos los filtros.
Los campos QUAL y FILTER no son relevantes para nosotros, por lo que
hemos indicado en todos los casos valores por defecto. En el caso de QUAL
encontramos un punto y en el caso de FILTER encontraremos PASS.
◦ INFO: aqu´ı se an˜ade la informacio´n que se desee sin ningu´n orden estable-
cido. Hemos decidido guardar la informacio´n de SCORE, por si en algu´n
momento posterior quisie´ramos filtrar por la calidad de obtencio´n del ali-
neamiento (que no de la calidad de obtencio´n del SNP).
2.4. Requisitos no funcionales
Como requisitos no funcionales, el equipo de investigacio´n requiere las siguientes ca-
racter´ısticas:
Que la aplicacio´n sea fa´cil e intuitiva a la hora de ser usada.
Que trabaje con ficheros de texto plano y no con bases de datos.
Sea posible ser ejecutada en cualquier equipo

Cap´ıtulo 3
Disen˜o
El disen˜o se divide en dos grandes fases. Esta divisio´n tiene su razo´n principal por
el uso que se le va a dar a la herramienta. En la primera de las dos fases se analizan los
genomas de ambos progenitores para identificar los SNP. Podemos considerarlos como los
marcadores que se verifican en todas las secuencias que queramos analizar de individuos
de una misma especie. As´ı, so´lo cuando cambiemos de especie, habra´ que ejecutar esta
fase de la herramienta. La segunda fase sera´ la que ma´s se utilice y en general hablamos
de funciones que nos permiten seleccionar los marcadores que hayamos obtenido.
A su vez, cada una de las dos fases se divide en subfases en las que se procesan
los datos y se guardan en ficheros, para que sean utilizados por la siguiente subfase.
Gracias a que hemos dividido el disen˜o en subfases que tienen sentido desde un punto
de vista biolo´gico, los ficheros resultantes de cada subfase, tambie´n contienen informacio´n
coherente y completa que puede ser verificada por parte del equipo.
Fase uno: obtencio´n de los SNP
Este conjunto de funcionalidades se ejecutara´n so´lo cuando se secuencie el genoma de
un organismo por primera vez. Cabe mencionar que esto no ocurre con frecuencia, por lo
que rara vez habra´ que hacer uso de ellas y en el disen˜o las encapsulo en la primera fase.
Figura 3.1: Secuencia de ejecucio´n primera parte
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En esta primera parte, esencialmente se comparan dos secuencias gene´ticas y se localizan
los SNP.
El proceso parte de dos secuencias gene´ticas, de ambos progenitores y la informacio´n
que nosotros queremos buscar surge de enfrentar ambas. Pero no se pueden enfrentar
las secuencias completas directamente entre s´ı. Se han de comparar secciones de ambas
secuencias que tengan algo en comu´n: los genes. Como los genes no siempre esta´n en la
misma posicio´n, es necesario localizarlos primero, para despue´s localizar los SNP entre
genes.
Esta primera parte, a su vez, se divide en otras tres:
1. multiFasta
En este primer paso, obtendremos la secuencia gene´tica de cada gen. Usando la infor-
macio´n de los dos archivos iniciales, donde en uno tenemos el genoma completo y en
el otro las posiciones de cada gen en el genoma. En el fichero .fasta encontramos la se-
cuencia geno´mica completa y en el .gff/.gtf un listado de los exones que componen cada
gen, con informacio´n sobre su ubicacio´n en el genoma. Con esta informacio´n, debemos
ser capaces de localizar la secuencia de cada gen en el fichero .fasta y poder agrupar la
informacio´n de cada gen, junto con su secuencia.
2. BLAST
Con la informacio´n del paso anterior, buscaremos genes homo´logos. Lamentablemente,
aunque sepamos do´nde empieza y acaba cada gen, no tenemos tan claro cua´l es su
funcio´n y por tanto de que´ gen se trata. En esta etapa, lo que hacemos es buscar
genes homo´logos y la u´nica forma de proceder es hacer lo que se conoce como BLAST:
comparar todos y cada uno de los genes de un progenitor, contra los del otro progenitor.
En este proceso, se obtienen parejas de genes, que segu´n su secuencia gene´tica, son los
ma´s parecidos. Para ello, haremos uso de funciones ya existentes, que comparando dos
ficheros multiFasta, arrojan un listado de los genes ma´s parecidos a un gen concreto.
En este paso, se toma un gen de uno de los progenitores como referencia, o query y
se compara con todos los genes del otro progenitor. Se elige de este segundo, el ma´s
parecido y se le denomina subject. Normalmente para cada query habra´ un subject, pero
en algu´n caso puede que no se encuentre ningu´n gen candidato a ser subject.
3. SNP
Aunque hayamos localizado para cada gen query, un subject, no significa que e´ste sea
va´lido. Consideraremos so´lo va´lidas aquellas parejas de genes que sean rec´ıprocas. De-
terminaremos cua´les son genes rec´ıprocos, en el caso de que la pareja de genes sea igual
cuando se toma como referencia los genes de un progenitor o del otro. Esta te´cnica se
conoce como bu´squeda de genes orto´logos mediante BLAST rec´ıproco. Si se tratan de
genes rec´ıprocos, buscaremos los SNP o Single Nucleotide Polymorphism, que no son
ma´s que discordancias de longitud uno al comparar ambas secuencias de un gen. En un
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Figura 3.2: Secuencia de ejecucio´n segunda parte
mismo gen, podemos encontrar varios SNP y se debe guardar la informacio´n de todos
ellos. Utilizaremos la propia secuencia que nos devuelva la fase anterior y no la original,
pues los alineamientos que se realizan en el proceso de BLAST, alteran la secuencia tal
y como la encontramos en el archivo .fasta inicial.
Hasta aqu´ı tenemos la explicacio´n del disen˜o de la primera parte. Partiendo de un
archivo con el genoma de un organismo y otro archivo con las posiciones donde se en-
cuentran todos los genes conocidos para ese organismo, hemos obtenido los SNP, que nos
servira´n para saber si sus descendientes heredan dicho gen de un progenitor o del otro.
Impl´ıcitamente encontramos la razo´n por la cual separamos esta parte de la siguiente: so´lo
se ejecuta una vez para una pareja de progenitores. Una vez hemos encontrado sus marcas
caracter´ısticas, no las volvemos a buscar.
Fase dos: contando y seleccionando SNP
En la segunda parte del sistema, se contabilizara´n el nu´mero de apariciones de cada
SNP en un genoma concreto. En los estudios que realiza el equipo, utilizan clones de un
mismo individuo en diferentes entornos. Despue´s se secuencian sus genomas y a la vez se
obtienen las lecturas de las prote´ınas, que recordemos son las traducciones del genoma.
A ma´s prote´ınas de un gen, ma´s veces aparecera´n los SNP localizados en su regio´n y por
tanto estaremos en disposicio´n de determinar cua´ntos SNP hay de un progenitor y cua´ntos
del otro. Dicho de otra forma: si el gen de un progenitor se expresa ma´s que el otro. Esta
segunda fase se dividira´ en dos partes:
1. GenomeAnalysis: se contabilizara´n el nu´mero de apariciones de una prote´ına de un
gen concreto. Hara´ uso de la informacio´n generada en el anterior paso, es decir,
el listado SNP, as´ı como del archivo del genoma del progenitor que se tome como
referencia en el paso anterior de obtencio´n de SNP y por supuesto, de un archivo que
contenta el transcriptoma del individuo del cua´l queremos saber sus caracter´ısticas
ge´nicas.
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2. filterSNP: permitira´ filtrar los resultados de todos lo SNP, segu´n los criterios del
usuario, como son la distancia con otros SNP a su alrededor o algu´n criterio de
calidad.
3. draw: se mostrara´n los datos de forma visual, facilitando su comprensio´n y a ser
posible, comparando el resultado de otros individuos.
Cap´ıtulo 4
Implementacio´n
4.1. Entorno de desarrollo
El lenguaje de programacio´n elegido es Python, en su version 2.7.12. El equipo de
investigacio´n ya trabaja con Python en la actualidad y no desean introducir un nuevo
lenguaje de programacio´n a su entorno. La ma´quina donde se ejecutara´ y se hara´n las
pruebas es un porta´til con procesador Intel Core i5-2410M a 2,30GHz, con 8GB de memoria
RAM y como sistema operativo Ubuntu 16.04LTS
Otro lenguaje candidato para este proyecto era PERL. No se considero´ otro por que
estos dos son los ma´s usados en soluciones bioinforma´ticas y son los que ma´s librer´ıas
y funciones desarrolladas disponen en ese a´mbito. La razo´n aparente de que Python sea
ma´s utilizado que PERL, es que las soluciones en PERL para un mismo problema pueden
llegar a ser completamente diferentes, mientras que en Python, la propia programacio´n
orientada a objetos hace que el esquema de programacio´n no var´ıe mucho. Y por tanto sea
ma´s fa´cil de compartir y entender estos proyectos. Todo ello a pesar de que PERL parece
dar mejores resultados que Python en el tiempo de ejecucio´n de programas. Y la diferencia
puede ser bastante grande en algunos casos: hacer un BLAST le lleva 38 minutos a Python
y so´lo 7,28 a PERL. Ver figura 4.1.
Para el desarrollo, se han utilizado librer´ıas para utilizar funciones espec´ıficas para
trabajar con datos gene´ticos y son:
blast
samtools
Biopython (y a su vez SciPy, NumPy, cyton)
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Figura 4.1: Tiempos de ejecucio´n de BLAST en diferentes lenguajes
4.2. Desarrollo definitivo
Ahora pasare´ a explicar co´mo he desarrollado cada una de las partes que se especifican
en el apartado anterior, haciendo especial hincapie´ en aquellas partes de co´digo cr´ıticas.
Se han creado scripts que se corresponden con las fases que figuran en la parte de disen˜o.
1. multiFASTA: Esta funcio´n recopilara´ la informacio´n de cada gen y la agrupara´ en
formato multifasta. Toma como ficheros de entrada un .fasta y un .gtf o .gff. De
la informacio´n contenida en estos ficheros, se obtendra´ un fichero de salida .fasta,
do´nde se guardara´ la informacio´n de cada gen: identificador, scaffold, inicio, fin y su
secuencia.
El programa comienza recorriendo el fichero .gtf/.gff donde cada l´ınea contiene un
exo´n de un gen concreto. Los exones esta´n agrupados por gen y ordenados en orden
creciente o decreciente. La posicio´n inicial y final del gen no la tenemos directamente,
pero podemos saber cua´l es la posicio´n ma´s baja y la ma´s alta de todos su exones,
y por tanto do´nde comienza y acaba el gen. En este momento, no nos importa si el
gen esta´ invertido, so´lo guardaremos su secuencia completa tal y como se encuentra
en el fichero .fasta.
Mientras leemos el fichero .gtf/.gff, cuando leamos un exon de otro gen, significa que
ya hemos le´ıdo todos los del anterior y se hace una llamada a la funcio´n writegene,
para que extraiga del archivo .fasta la secuencia desde la posicio´n inicial hasta la
final y escriba todos los datos de ese gen en el nuevo fichero multifasta.
Uno de los problemas que surgio´ a la hora de localizar la secuencia en el transcrip-
toma, fue que hab´ıa que ir leyendo el fichero y calculando en que´ l´ınea y columna
iba a estar la posicio´n de inicio del gen. Recordemos que el fichero .fasta almacena el
genoma en l´ıneas de ancho fijo. El problema se soluciono´ cargando el fichero entero
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Figura 4.2: Ejemplo de fichero multiFasta
en memoria y accediendo a la posicio´n de inicio del gen directamente, indicando la
posicio´n de inicio en la variable que conten´ıa la secuencia completa.
Al cambiar de scaffold, se deb´ıa eliminar la secuencia hasta el primer nucleo´tido del
nuevo scaffold y volvemos a tener los nucleo´tidos en la posicio´n deseada.
2. BLAST: Conocemos cua´les son los genes y su secuencia, pero no conocemos cua´l es
su gen pareja en el otro progenitor. Para ello usaremos la te´cnica de bu´squeda de
genes orto´logos mediante blast rec´ıproco. Esta te´cnica consiste en comparar todos y
cada uno de los genes de un progenitor contra los del otro progenitor y as´ı saber cua´l
es el que ma´s se le parece. Esa comparacio´n se debe hacer en ambos sentidos, por lo
que primero uno de los progenitores se tomara´ como referencia y luego el otro. Al
progenitor o gen de referencia nos referimos como query y al que se designa como
gen ma´s parecido, subject.
Para este apartado, usaremos una funcio´n ya desarrollada, por la complejidad que
supone y el alto coste en tiempo que supondr´ıa no programarla bien. De hecho, este
apartado es el que ma´s tiempo de esta primera parte le lleva ejecutarse. Usando esta
funcio´n existente, tenemos una ventaja an˜adida y es que al hacer la comparacio´n y
decirnos cua´l es el gen homo´logo, si es que lo hay, tambie´n nos da las secuencias de
ambos genes comparadas y lo que es ma´s importante au´n: los SNP (Single-nucleotide
polymorphism). Aqu´ı es donde hemos encontrado la informacio´n que nos interesa, en
bruto au´n, pero ba´sicamente es lo que necesita´bamos conocer para alcanzar nuestro
objetivo.
Para la comparacio´n, necesita los archivos multifasta que hemos creado en el paso
anterior y genera un archivo de salida en formato XML, donde indica el gen query,
el gen subject (el ma´s parecido), y las alineaciones de ambas secuencias enfrentadas
y con unos indicadores de concordancia entre nucleo´tidos. La llamada a la funcio´n
se hace desde Python lanzando dos procesos en paralelo.
3. SNP: En el paso anterior hemos encontrado el gen que ma´s se le parece a cada uno,
pero eso no significa que ambos genes sean compatibles, para el caso que nos ocupa.
Debemos comprobar que ambos son los ma´s parecidos entre s´ı de forma rec´ıproca.
Esta se trata de la parte ma´s crucial de toda la ejecucio´n, pues vamos a determinar
con que´ gen vamos a establecer la comparacio´n para obtener los SNP, por lo tanto,
si elegimos de forma erro´nea una pareja de genes, los resultados no sera´n correctos.
El proceso comienza con los dos ficheros generados en el paso anterior, dos ficheros
XML donde uno tiene como gen de referencia el de un progenitor y el otro fichero
como referencia al otro progenitor. Comprobamos primero si la pareja de genes son
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Figura 4.3: Ejemplo de fichero BLAST en XML
Figura 4.4: Ejemplo de fichero BLAST en texto plano, donde se aprecia mejor el alinea-
miento de los genes
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rec´ıprocos. Para ello revisamos si en ambos ficheros, el gen homo´logo para uno y el
otro son el mismo. En un lenguaje ma´s te´cnico, comprobamos que el query de cada
subject en un BLAST es el subject del query en el otro BLAST. Cuando dos genes
sean rec´ıprocos, desecharemos aquellos que tengan un porcentaje de similitud menor
que 0.5. No consideramos genes homo´logos, aquellos que aun siendo rec´ıprocos, su
alineamiento no se parece en al menos el 50 por ciento de su secuencia. Durante la
ejecucio´n, por un intere´s futuro del grupo, se diferencian aquellos que son similares
en al menos un 80 por ciento de su secuencia y los que lo son hasta el 50 por
ciento, pero para el resultado final, ambos resultados se mezclan y todos ellos se
consideran va´lidos. Este valor lo calculamos obteniendo el mı´nimo de los porcentajes
de identidad de ambos blast con respecto a ambas secuencias.
Hay otra condicio´n para considerar va´lido un alineamiento de genes rec´ıprocos y
es que todas las partes en las que se divide un alineamiento, deben tener la misma
direccio´n. En el BLAST podemos comprobar que el alineamiento se realiza por partes
y en algunas ocasiones, una de esas partes se ha alineado en sentido contrario al resto,
del mismo gen obviamente. Estos casos no los consideramos va´lidos tampoco.
Si los genes no son rec´ıprocos, entonces se descartan directamente y no se comprueba
ni similitud ni direccio´n de sus alineamientos.
Mientras recorremos ambos ficheros, nos encontraremos con los siguientes escenarios:
Rec´ıprocos: aquellos genes que en ambos blast, aparecen como pareja del otro
• Alelos: se deben parecer en al menos el 80 % de su secuencia
• Semialelos: ambos genes deben ser parecidos en al menos 50 % de su se-
cuencia
• Wrong: se parecen menos del 50 % en toda la secuencia
• Girados: algu´n alineamiento esta´ girado. Es decir, se codifica en en otro
sentido al del resto de la alineacio´n.
No rec´ıprocos: genes cuya pareja en uno de los dos blast es diferente
No concordantes: genes u´nicos, sin pareja
So´lo con los genes que hemos dado por va´lidos, buscaremos los SNP para proceder
a guardarlos en un fichero .vcf.
Aqu´ı un problema supuso el acceso aleatorio que se hac´ıa sobre el segundo fichero, lo
cua´l ralentizaba mucho el proceso. La solucio´n fue crear listas con la informacio´n del
BLAST, cuyo identificador es el id del gen de referencia, o gen query. Despue´s, para
conseguir los alelos, se recorren todos los genes de una de las listas y se comprueba
que en la otra lista, la pareja se repite.
Los SNP (Single-nucleotide polymorphism), como indica su nombre, se considera la
diferencia de un so´lo nucleo´tido en dos secuencias comparadas. Podemos considerar-
los como fallos a la hora de alinear ambas secuencias de los genes homo´logos. No son
fallos desde el punto de vista gene´tico, pues ambos genes pueden ser perfectamente
funcionales. Sin embargo a nuestros ojos, es una diferencia en la alineacio´n. Si nos
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Figura 4.5: Ejemplo de fichero VCF
encontramos dos nucleo´tidos o bases consecutivas que difieren con la secuencia com-
parada, entonces no estamos ante un SNP. Esa circunstancia no la contemplamos en
este proyecto.
Este tipo de fallos, son interesantes desde el punto de vista gene´tico, pues ayudan a
identificar de que´ progenitor hemos heredado ese gen en concreto.
Para buscar los SNP, usaremos uno de los datos que ya nos arrojo´ BLAST en su
fichero. Por un lado tenemos la l´ınea del gen query, por otro la del gen subject y la
tercera es una alineacio´n entre ambas secuencias, donde mediante barras verticales
se indica si los nucleo´tidos son iguales o no. La bu´squeda de SNP se basa en buscar
un solo espacio entre dos barras verticales. Tenemos dos excepciones: al inicio y fin
del alineamiento, donde la cadena a buscar es ”— 2”— respectivamente. As´ı para
cada SNP encontrado, se imprimira´ una l´ınea con toda su informacio´n asociada:
scaffold, posicio´n, snpid (geneid ma´s un nu´mero correlativo para diferenciar los SNP
de un mismo gen), nucleo´tido de referencia, nucleo´tido alternativo, calidad, filtro e
informacio´n adicional. Estos tres u´ltimos campos no son obligatorios, por lo que los
valores para las columnas calidad y filtro las rellenamos con valores por defecto y en
la columna de informacio´n adicional guardaremos el valor de calidad del gen, que no
del SNP. Este valor nos lo proporciona el propio BLAST.
En la segunda fase, nos centramos en contabilizar el nu´mero de apariciones de un
SNP concreto en cada gen. Aqu´ı es donde finalmente veremos si se expresa ma´s
el gen de un progenitor o del otro, mediante un conteo de las apariciones de cada
SNP. En esta fase, se utilizan tres ficheros como entrada de informacio´n, que listo a
continuacio´n:
.fasta: se trata de uno de los primeros ficheros con que se inicia el programa,
donde encontramos el genoma completo de uno de los progenitores. Este sera´ el
que se utilice como de referencia para ver cua´ntas apariciones hay. Si eligie´ramos
el del otro progenitor, las cuentas ser´ıan las mismas, so´lo que en la columna de
nucleo´tidos de referencia, aparecer´ıan los alternativos
.bam: este fichero contiene toda la informacio´n de la secuenciacio´n de un genoma
del descendiente que queramos estudiar.
.vcf: es el fichero creado como u´ltimo resultado en la primera fase. Contiene
todos los SNP encontrados para cada gen.
4. GenomaAnalysisTK: con esos tres ficheros, usamos una funcio´n ya existente para el
conteo, ASEReadCounter. Como salida, da un fichero de texto plano, con campos
separados por tabuladores y que son:
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Figura 4.6: Vista del fichero resumen de SNP
contig: indica el scaffold donde se encuentra el gen
position: posicio´n en relacio´n al scaffold
variantID: identificador del SNP
refAllele: nucleo´tido de referencia (segu´n el progenitor cambia).
altAllele: nucleo´tido alternativo (el del otro progenitor).
refCount: nu´mero de apariciones del nucleo´tido de referencia
altCount: nu´mero de apariciones del nucleo´tido de referencia.
totalCount: total del conteo
lowMAPQDept, lowBaseQDepth, rawDepth, otherBasesherr, improperPairs no
las usaremos.
5. filterSNP: esta funcio´n permite hacer una criba de todos los SNP obtenidos. Son
tres los valores con los que se puede afinar la criba. Toma como fichero de entrada
el fichero de texto plano generado en la fase anterior. En la llamada a esta funcio´n,
el usuario debe indicar los siguientes para´metros que le ayudara´n a filtrar los SNP:
a) filterMode: 1 indica modo estricto y 2 modo relajado. En modo estricto, no se
permite ninguna aparicio´n de otro SNP antes ni despue´s en el rango indicado
por el para´metro window. En el modo relajado se permitira´ que haya un solo
SNP a uno de los lados.
b) window: se indica mediante un valor, el nu´mero de nucleo´tidos antes y despue´s
del SNP actual en los que se comprobara´ si existe otro SNP.
c) totalCount: se comprueba si el nu´mero total de apariciones de SNP, tanto de
referencia como alternativos, es al menos igual a este valor. Se busca eliminar
aquellos SNP cuya expresio´n sea muy baja.
Como ficheros de salida encontramos dos: uno que en estructura es ide´ntico al ori-
ginal, donde aparecera´n los SNP que cumplan con las condiciones que hayamos
indicado en la llamada del script y otro que denomino summary o resumen. En este,
se seleccionan los SNP que cumplen con las condiciones y se agrupan en una sola
l´ınea por gen. Los datos que se muestran en el fichero de resumen son:
contig: indica el scaffold donde se encuentra el gen
FirstSNPpos: indica la posicio´n del primero de los SNP de dicho gen
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Figura 4.7: Muestra del fichero final con 8 conjuntos de datos
lastSNPpos: indica la posicio´n del u´ltimo de los SNP del gen
varianID: indica el identificador del gen
SNPCount: su nu´mero nos dice cua´ntos SNP tiene el gen
refCountSUM: suma el nu´mero de apariciones de nucleo´tidos de referencia en
todos los SNP del gen
altCountSUM: suma el nu´mero de apariciones de nucleo´tidos alternativos en
todos los SNP del gen
ourColumn: esta columna la generamos segu´n el conteo de nucleo´tidos de refe-
rencia y alternativos. Sera´ 0 si se cumple que (altCountSUM mayor que 2*ref-
CountSUM), sera´ 1 si (refCountSUM mayor que 2*altCountSUM) y sera´ 2 en
el resto de los casos.
Este segundo fichero de resumen es el que nos interesa. Los genes se heredan enteros,
por lo que es de esperar que todos los SNP correspondan a un mismo progenitor y
por tanto visualizar todos los SNP indicando su progenitor de procedencia, no aporta
ma´s informacio´n que si los agrupamos.
6. Draw:
Nos encontramos en el final del proyecto y ya tenemos un fichero donde indica gen
a gen, a cua´l de los dos progenitores se parece ma´s. Aunque lo interesante es poder
comparar los resultados de diferentes individuos, puesto que el grupo de investigacio´n
suelen lanzar los experimentos con varios individuos a la vez. Para ello, hacemos uso
de un script del que ya disponen en el equipo de investigacio´n, que recopila el listado
de genes del fichero de sumario. Con todos ellos, por cada l´ınea mostrara´ los datos
relativos al gen tras lo cual mostrara´ tantas columnas como ficheros de datos haya de
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entrada, donde cada columna contendra´ la u´ltima columna mencionada en el paso
anterior.
As´ı, segu´n el valor, las celdas se coloreara´n de diferente color: rojo si el valor es 0, lo
cual indica que predominan el conteo alternativo, PC9 en nuestro caso. Veremos azul
oscuro cuando el valor de la columna sea 1, que indica predominancia de conteos
de referencia o PC15. Si el valor es 2, aparecera´ en azul claro y significa que no
podemos determinar cua´l de los dos conteos es mayor y finalmente veremos gris
cuando el valor de la celda sea 3, lo cua´l nos indica que no existen datos de ese gen,
para ese individuo. El resultado se puede ver en la figura 4.7
4.3. Cambios mayores
A lo largo de todo el proyecto, este ha sufrido algunos cambios y creo conveniente
comentarlos.
1. Cambio formato BLAST: en un principio se desarrollo´ esta solucio´n con un formato
de archivo, que ma´s tarde, se descubrir´ıa esta´ en desuso. Aunque el cambio en el
mo´dulo de BLAST no supuso mucho esfuerzo, en SNP hubo que modificar la funcio´n
que le´ıa el fichero de entrada, para que leyera correctamente el nuevo formato en
XML. No as´ı el resto de funciones en SNP, pues no fue necesario modificar las
estructuras de manejo de los datos internas.
2. Cambio formato SNP: aunque no difiere mucho el actual formato del que se ha
adoptado finalmente, aprovechando el cambio en el fichero de entrada en este mo´dulo,
se cambio´ tambie´n el formato de salida de los datos, para adecuarlo al esta´ndar VCF.
3. Cambio en la plataforma de ejecucio´n: llegados a la fase de GenomeAnalysis, donde se
contabilizan el nu´mero de SNP, vimos que era ma´s conveniente utilizar la herramienta
en el cluster que utiliza el grupo de investigacio´n, en lugar de desarrollar un script
propio y ejecutarlo en local. Se considero´ como mejor solucio´n migrar la herramienta
al cluster, pues los datos de secuencias ya estaban ah´ı, para otros estudios. De esta
manera se centraliza la ejecucio´n de software en un u´nico lugar, con ma´s recursos de
ejecucio´n que los que se disponen en la universidad.

Cap´ıtulo 5
Pruebas y validacio´n
Explicare´ las pruebas realizadas por mi parte, en cada una de las fases.
multiFasta: en este punto, se realizan dos pruebas diferentes con varios genes es-
cogidos al azar a lo largo de todo el gen y de diferentes scaffolds. Por un lado se
comprueba la correccio´n de los metadatos de cada gen, en concreto, sobre el inicio y
final indicado de cada gen. Este punto es algo cr´ıtico, por dos razones: en los archivos
.gtf/.gff no indican directamente el inicio y el fin de cada gen, sino de cada uno de
los exones que lo componen. A su vez, puede que el gen este al reve´s, por lo que el
primer valor obtenido, puede ser en realidad el final del gen. Ver comparacio´n figuras
5.1 con 5.2.
Despue´s se comprobo´ que la secuencia extra´ıda del fichero .fasta, sobre la secuencia
del gen era la correcta, compara´ndola con el visor de JGI (Joint Genome Institute),
donde entre otros, tienen la secuencia geno´mica de nuestro Pleurotus Ostreatus. Ver
comparacio´n de figuras 5.3 y 5.4.
BLAST: aunque se tratan de funciones ya implementadas, compruebo algunos ge-
nes para asegurar su buen funcionamiento. Como se puede ver en la figura 5.5, el
Figura 5.1: Vista fichero gff del gen 102125
Figura 5.2: Metadatos del gen 102125 en fichero multifasta
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Figura 5.3: Vista resumen del gen 170763 en el visor web del JGI
Figura 5.4: Secuencia exon no1 del gen 170763 en el visor web del JGI
alineamiento en local es el mismo que en JGI y adema´s se muestra el mismo SNP
en la 5o posicio´n desde el inicio del alineamiento.
SNP: para esta comprobacio´n tambie´n selecciono varios genes al azar a lo largo
del genoma. En la figura 5.6, se muestra el ejemplo del gen 1059265 de PC15. Se
comprueba que para PC9 como referencia, el gen 67336 tiene como gen ma´s parecido
el mismo. Despue´s, en un proceso ma´s laborioso y rudimentario, se comprueban las
posiciones de SNP en el fichero .xml y se comprueba que dicho SNP se incluye en el
fichero de salida, con la posicio´n as´ı como los nucleo´tidos de referencia y alternativo
correctos.
filterSNP: La comprobacio´n de este script es trivial. Como su funcio´n consiste en
filtrar los resultados que tengan ma´s cuentas que las indicadas y que los SNP este´n
separados por una distancia dada, basta con comprobar que no se muestran los SNP
que no deben. Se toman para la comprobacio´n el conjunto de SNP del primer y
u´ltimo gen del fichero. En la figura 5.7 se ven tres ima´genes. La primera corresponde
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Figura 5.5: Comparacio´n visor JGI contra BLAST local en gen 1106098
Figura 5.6: Test de BLAST
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Figura 5.7: Test de filterSNP ventana = 10, count = 20, modo estricto y medio respecti-
vamente
a todos los SNP del monocarionte M83 sin filtrar. La segunda, bajo la etiqueta Strict
- 10 - 20, los primeros SNP del gen 153847 filtrados con una ventana de 10 y cuenta
de 10. Aquellos SNP que este´n a una distancia menor de 10 a ambos lados o el
nu´mero de cuentas sea menor que 20, no se muestran. Y bajo la etiqueta Half - 10
- 20, podemos comprobar que se incluyen los SNP no 4 y 6.
draw: este paso, no deber´ıa ser muy conflictivo, sin embargo no esta´ exento de posi-
bles errores, ma´s cuando el fichero se crea con un script que dispone el equipo para
juntar diferentes resultados y poder compararlos entre s´ı, el cua´l no he disen˜ado
yo. Aunque lo doy por bueno, conviene comprobar su funcionamiento, aplicando a
los ficheros originales de salida de cuentas de SNP, las mismas operaciones que se
han aplicado para despue´s combinar esos resultados. Realizo contra-pruebas para
comprobar que el script funciona correctamente al encontrar un fallo. Ver figura 5.8
Durante el desarrollo de la herramienta, he utilizado los genomas de PC15 y PC9
as´ı como de N001 para validar el resultado. Una vez se dio por finalizado y correcto el
desarrollo de la herramienta, el equipo de investigacio´n la puso a prueba con los 8 trans-
criptomas de una investigacio´n que hab´ıan realizado previamente y pudieron comprobar
que la herramienta funcionaba correctamente. Los 8 transcriptomas utilizados son M01,
M08, M20, M28, M62, M69, M82 y M83, los mismos que se pueden ver en la figura 5.8
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Figura 5.8: Test final
5.1. Tiempos de ejecucio´n
En este proyecto, como en muchos otros, el tiempo que se invierte en analizar los
datos y mostrar los resultados ha de ser tenido muy en cuenta, pues la herramienta va a
estar en uso constante y las personas que este´n usa´ndola, dependera´n de los resultados de
esta para continuar con su trabajo. Los resultados han de ser fiables, pero tambie´n estar
disponibles en un tiempo razonable.
Las pruebas de ejecucio´n se han realizado sobre el mismo equipo en el que se ha
desarrollado la herramienta, que dispone de un procesador Intel Core i5-2410M a 2,30GHz
x4, con 8GB de memoria y corriendo Ubuntu 16.04LTS, excepto la fase GenomeAnalisys,
cuya ejecucio´n y pruebas deben hacerse en el cluster.
En la siguiente tabla, se pueden comprobar los tiempos de ejecucio´n de las diferentes
fases del proyecto. En general la mejora en el tiempo de ejecucio´n es muy notable y se debe
a reorganizacio´n del co´digo, uso de otras funciones ma´s apropiadas o manejo de estructuras
de datos gracias a Biopython.
De todas ellas, la que ma´s cabe destacar es BLAST, sobre todo por que es la fase que
ma´s ralentiza la ejecucio´n de la primera parte del proyecto. Se consiguio´ reducir a menos
de la mitad el tiempo de ejecucio´n en BLAST, aprovechando el paralelismo del que se
puede hacer uso en el BLAST rec´ıproco, pues se hacen sendos BLAST y son totalmente
independientes entre s´ı. De los 619 segundos que tardo´ en la primera versio´n a poco ma´s
de 286 segundos.
Puede llamar la atencio´n que en la versio´n final, se pase de esos 286 a 289 segundos.
Sin embargo, este ligero aumento en el tiempo de ejecucio´n es achacable al cambio en el
formato de fichero de salida utilizado en BLAST. En un primer momento, se utilizo´ un
formato de fichero en texto plano, que luego descubrir´ıa que estaba en desuso, por lo que
lo modifique´ para que el fichero de salida fuera en XML, que era el otro formato disponible
y el que se usa actualmente.
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Figura 5.9: Tiempos de ejecucio´n
Este cambio de fichero de texto plano, tambie´n tuvo su repercusio´n en la siguiente
fase: SNP. De algo ma´s de 13 segundos que tardaba en una primera versio´n a los ma´s
de 28 que tarda la versio´n final. Aqu´ı hab´ıa que manejar un formato de entrada distinto,
pero tambie´n se modifico´ el formato de salida para cumplir con el formato VCF. Ambos
cambios provocaron un aumento en el tiempo de ejecucio´n.
En general, los tiempos de ejecucio´n no variara´n demasiado cuando se utilicen genomas
de la especie Pleurotus ostreatus. Al introducir datos de una especie diferente, segu´n el
taman˜o de su genoma, el tiempo de ejecucio´n variara´. Sin embargo, una de las fases, puede
que var´ıe y mucho, en diferentes ejecuciones con genomas de la misma especie. En la fase
GenomeAnalisys, que adema´s resulta ser la que ma´s aporta al tiempo de ejecucio´n total
de la herramienta, segu´n el nu´mero de lecturas o coverage de que se dispongan, el tiempo
sera´ mayor o menor. El nu´mero de lecturas, depende de co´mo de precisa queremos que sea
la secuencia gene´tica y de cua´nto dinero se disponga para la secuenciacio´n. Estos aspectos,
dependen del intere´s y del estudio concretos que se este´n llevando a cabo en ese momento
y no del desarrollador. En la tabla, se muestra un tiempo de ejecucio´n de 5100 segundos,
1h y 25 minutos, para analizar un total de 25’5 millones de lecturas, en una configuracio´n
de 12 cpu y 16GB de memoria, que es la configuracio´n que suelen utilizar en el equipo en
sus ejecuciones del cluster.
Cap´ıtulo 6
Conclusiones y l´ıneas futuras
Como resumen he de decir que la mayor complejidad que he encontrado en este
proyecto ha sido la distancia de conocimiento que existe entre la informa´tica y la gene´tica.
Ha sido mayor la complejidad de incorporar a mi lenguaje los te´rminos utilizados en el
a´mbito de la gene´tica, que la complejidad del sistema y su implementacio´n. A pesar de mis
conocimientos previos en la materia, trabajar e integrarme en un grupo totalmente ajeno a
mi en estudios, ha supuesto un gran esfuerzo tanto por mi parte como por la del grupo de
investigacio´n. En muchas de las reuniones que hemos tenido, a la hora de explicarme co´mo
es el funcionamiento de los organismos, para que posteriormente pudiera implementar
en co´digo la funcionalidad que me solicitaban, he tenido que pedir aclaraciones, buscar
informacio´n adicional mientras desarrollaba el co´digo y a pesar de ello, siempre hab´ıa
cuestiones que escapaban a mi control.
El cambio de tutor, supuso un antes y un despue´s en el desarrollo de mi proyecto. Con
Fran desde el principio, un desarrollo a muy bajo nivel me permitio´ aprender mucho sobre el
funcionamiento de los genes, sus interacciones, distribucio´n en el genoma, etc. Aunque con
mucho esfuerzo y a costa de avanzar ma´s lentamente. Ya con el nuevo tutor, pude encontrar
algunas herramientas ya desarrolladas, que aceleraron enormentente mi desarrollo, aunque
para ello fue necesario que Rau´l me ayudara en la bu´squeda de estas herramientas. Aunque
estaban bien documentadas para su uso, su funcionalidad era totalmente desconocida para
mi, pues sus descripciones estaban orientadas a personas con conocimientos de gene´tica,
de los que yo carec´ıa.
Este proyecto me ha permitido experimentar co´mo es el trabajo en un equipo multi-
disciplinar. De co´mo es ma´s necesario que en ningu´n otro proyecto, que todas las personas
participantes compartan la visio´n y objetivos del proyecto, as´ı como que queden claras las
distintas etapas del proyecto y sobre todo se cree un glosario comu´n. Especial hincapie´ en
esto u´ltimo, pues a mi parecer, al definir los conceptos, se disipan dudas y se concreta de
que´ se esta´ hablando pero sobre todo de que´ NO se esta´ hablando, evitando as´ı confusiones.
El desarrollo paulatino de una herramienta dividida en secciones, gene´ticamente con-
37
38 CAPI´TULO 6. CONCLUSIONES Y LI´NEAS FUTURAS
sistentes y que tuvieran sentido para el grupo investigador, me permitio´ ir avanzando en
el proyecto con la supervisio´n y validacio´n por parte del grupo de investigacio´n, a pesar
de que para mi fuera indiferente que el proyecto se dividiera en unas partes u otras. Yo
no tengo por que tener profundos conocimientos de gene´tica, ni el grupo conocimientos
de informa´tica y sin embargo entre los dos poder desarrollar una herramienta plenamente
funcional.
El cambio de plataforma, tanto la migracio´n de un ordenador de escritorio al cluster,
como la actualizacio´n que sufrio´ el propio cluster, me permitio´ comprobar el buen disen˜o
que se hab´ıa realizado de la herramienta y de sus divisiones. En ambos cambios, hubo
que modificar algunas partes del co´digo, pero al haber encapsulado las funcionalidades
de forma coherente, me permitio´ hacer las modificaciones de forma ra´pida y adaptarme
fa´cilmente a los cambios.
Para dar continuidad a este proyecto sugiero las siguientes ideas:
Optimizacio´n del co´digo: siempre hay partes que pueden mejorar su ejecucio´n en
te´rminos de menor uso de recursos o mayor velocidad de ejecucio´n. Tambie´n se
puede mejorar la seguridad en los datos de entrada. Se ha dado por hecho que los
ficheros de entrada son consistentes y cumplen con las especificaciones de cada uno
de ellos, pero podr´ıa no ser siempre as´ı.
Paralelismo: algunas partes del co´digo, se han implementado teniendo en cuenta que
pueden ejecutarse de forma paralela, pero la ejecucio´n en el cluster de la herramienta
no. Esta´ preparada para la ejecucio´n de varios ana´lisis, pero de forma secuencial.
Ampliacio´n de las funciones: incorporar funciones que faciliten la labor de investiga-
cio´n al grupo, este´n relacionadas o no con este proyecto.
Cap´ıtulo 7
Anexos
Los siguientes anexos esta´n disponibles en el CD do´nde se entrega esta documentacio´n.
1. Scripts en Python para ejecucio´n en local
2. Leeme con ejemplos de ejecucio´n y explicacio´n de para´metros en las llamadas a los
scripts
3. Datos de prueba: .fasta y .gff/.gtf de PC15 y PC9 as´ı como .bam de N001
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