Abstract-Business process management has yet to fully conquer the healthcare sector. Although it has proven effective for more static and standardized healthcare processes, it does not offer a definitive answer for the dynamic, flexible and knowledge intensive processes typically associated with the health care sector. Contemporary business process techniques, like imperative business process models (e.g., BPMN), do not allow for the flexibility required by these types of processes. In this paper we propose a new type of tool, a recommendation-based robust business process engine, in an effort to combat this problem. The goal is to not only support a more process-driven approach in healthcare, but also assist the users (i.e., doctors, nurses and other hospital personnel) during these processes. This should result in an improvement of the service levels and add another barrier to prevent doctor errors, without being detrimental to the empowerment of the personnel that characterizes the healthcare sector.
I. INTRODUCTION
Business process modeling (BPM) [1] has, generally speaking, been successfully adopted in many different sectors (e.g., manufacturing, sales, marketing ... ). However, healthcare is one of the few sectors that have yet to fully embrace the process-driven approach [2] - [4] , even though some of the main concerns trending in eHealth are very similar to other sectors, namely cost reduction, efficiency and patient-orientation [4] . The primary cause for this is the flexible, dynamic and knowledge-intensive nature of healthcare processes [5] , where deviations and variations are the rule, rather than the exception. Hospitals still depend heavily on the knowledge, skill and judgment of their personnel to handle the day-to-day workload in an acceptable manner. The doctors are heavily empowered and presumed to be fully aware of a patient's history, allergies, previously performed activities, emergent health problems and possible particular preferences. Yet, doctors usually do not treat just one patient at a time, but rather they treat many simultaneously. Additionally, they have to keep track of many possible diagnoses and treatments, the legislative rules and norms, the hospital's policy and availability of key resources. This results in a large variety of ways that a certain case could be and would be processed in different hospitals and even by different doctors in the same hospital [6]- [8] .
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The primary goals of healthcare processes, for both the patients as the doctors, are timeliness (i.e., the correct diagnosis and treatment in a timely manner) and efficiency (i.e., minimizing the waiting time and excess activities during process). Both are generally negatively influenced by the current variety of tacit processes, which rarely are the result of any research [6], as some variants will be less beneficial or even possibly harmful to the patient, while others are just less efficient [9] . However, as the solution space is large and dynamic, there exist many valid variations. Finding the optimal one is hard and time-consuming, while finding one that stays optimal over time is impossible.
The goal of this paper is to propose a process-driven tool to support flexible healthcare processes, called a recommendation-based robust business process engine. It is not our intent to eliminate all variation, nor is this workable, but rather to increase the transparency and quality of the decision making concerning which path to follow in what circumstances. The idea is to gain valuable insight as to why a certain variation is chosen in certain circumstances and what its consequences are. This information will then be offered to the users (i.e., doctors, nurses and other hospital personnel) at the moment that the decision needs to be made. The fmal call is still made by the user; the system only offers support and insight as it is not an expert system. This system thus attempts to avoid undesirable variations, but does not disallow them as they may be needed in certain extreme circumstances. This should result in an even better prevention of doctor errors, an increase in service levels and a decrease in steepness of the learning curve for beginning doctors as the knowledge of more experienced doctors is made more explicit. Ultimately, this translates to a higher patient and doctor satisfaction by saving lives, time and money. This paper is structured as follows. Section II gives a high level description of the system requirements in order to realize the above mentioned tool. In section III, a mock-up of the tool is presented. Finally, we conclude the paper and describe the future work in section IV.
II. SYSTEM REQUIREMENTS
A system as introduced above must meet certain requirements for it to be functional: Know all possible activities of the process 2. Keep track of the current state of process instances 3. Keep track of many and possibly complex constraints 4. Allow all valid variations to complete the process 5. Disallow next activities that make end-states unreachable 6. Log the usage data 7. Recommend best available next activities 8. Encapsulate the knowledge of the decision making process Requirement 1 and 2 can be satisfied by a regular business process engine (e.g., jBPM) and, if business rules are supported, requirement 3 can also be fulfilled. A regular process engine uses an imperative process model to specify an exact path and forces the user to follow it. This model is designed at build-time ' and thus offers no possibility of divergence from the path at run-time 2 . This works well for predictable and stable processes, like production and administration processes, but is too restrictive for flexible processes [10] .
To support flexible processes the system needs to allow the user to personalize the chosen execution path to its specific execution context at run-time. This means that all valid variations need to be supported and invalid execution paths need to be disallowed (i.e., requirement 4 and 5). We can accomplish this in two ways: imperatively enumerating all options or using a declarative model that implicitly contains all these variations. The former is very time consuming and needs to be done each time that the model is adjusted, which is not at all desirable in a dynamic environment. As stated by Goedertier, Vanthienen and Caron [11], dynamic, human centric, knowledge-intensive and non-standardized business processes are most likely to require the run-time flexibility offered by declarative process modeling. In contrary to imperative approaches, declarative approaches determine only the activities that may be performed as well as constraints prohibiting undesired behavior [12] . This results in the specification of a collection of rules and constraints that leave enough freedom for various execution paths towards the process goals to exist. Furthermore, by explicitly defming these rules that would normally remain tacit we enhance the knowledge management capabilities of the organization, allow I Build-time: before deployment, when creating the model. 2 Run-time: after deployment, when the model is used.
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for reuse of the rules in other process models, increase process compliance and improve the overall traceability [13] . We will refer to a process engine that uses a declarative model instead of an imperative model as a robust business process engine.
As illustration of how such a robust process engine works internally, consider the example execution of a very simple model with just two activities A and B. There are two rules: B can only be executed when it is preceded or succeeded by A and both activities can only be executed once. This leaves three valid variations that implicitly exist at the start of the execution, as visualized at To in Fig. l. At T" the user chooses to execute activity A, which is allowed by the first two variations, but invalidates the third variation. Finally, at T 2 the user executes activity B, which in tum invalidates the first variation. At this time the process ends and in hindsight we can conclude that this particular user followed the second variation. It is important to notice that this choice was made at run-time, not at build-time. This is exactly the power of declarative models, as they allow for the path to be adjusted to the specific circumstances of each case at hand, while making sure that the rules are satisfied.
Requirement 6 states that the system should attempt to store all available relevant data for each terminated or running process instance (i.e., each patient case). This allows us to map and analyze this data so that we can gain more insight into the specifics of the process and possibly even improve upon it. For example, it could be used to count the number of historic cases impacted by a potential policy change in order to predict the impact it would have on current and future cases.
We would satisfy requirements 1 through 6 by creating a robust process engine with logging capabilities, but this system would be received badly due to its bad user friendliness. The user would be expected to know all of the possibly numerous variations himself to be able to choose the best one. To counter this lack of guidance, requirement 7 calls for the system to make recommendations in order to assist the user when making a decision. Similar approaches have been proposed for environments with less focus on flexibility and knowledge [14] , [15] . The recommendations will be based on multiple criteria, like the overall completion time, the cost, the future flexibility, resource availabilities and historic compliance, so recommendations will even be possible with no historic data available. This offers some much needed guidance and insight to the user, but does not restrict the user's options as he can still choose any valid next activities. We merely try to provide Fig. 2 . A mock-up of how the envisioned system would look like to the user support and assistance to the user during the decision making process, in contrast to expert systems, which attempt to automate the whole decision process. This should result in better informed users, more transparency and an overall improvement of the decision making process. However, it also adds a lot of complexity to the system, as it now needs to be able to analyze historic data and metadata about the process in order to calculate or predict certain criteria.
Finally, requirement 8 states that we also want the system to learn from the user. As the system is used in all sorts of situations, patterns will emerge. These patterns are the tacit knowledge that can be found inside the heads of the doctors, of which they might not even be fully aware of. By capturing these patterns we indirectly capture the evidence-based medicine knowledge as is known to the doctors, either consciously but also unconsciously. The younger doctors, that recently finished their studies, will probably contribute more about state-of-the-art techniques and evidence-based medicine, while older doctors contribute with their vast amount of practical experience. Practically, a combination of process and decision mining techniques will be used to identify interesting patterns. The knowledge that we are interested in is how the doctors decide on what the next step will be. The knowledge about the decision process is slowly built up as the system is being used. In the first phase, mere suspicions of patterns will be used to improve the scoring of recommendations. But ultimately, if the confidence and support (measured by historic compliance) of the patterns is high enough, these can be consolidated by domain experts and used explicitly throughout the process. This can be a big aid for young doctors with little experience, as this knowledge normally only could have been learned by prolonged observation of how cases are handled by more experienced doctors or, regrettably so, by making costly mistakes and learning from them.
III. RECOMMENDATION-BASED ROBUST PROCESS ENGINE
As the health care processes that we are interested in are knowledge-and data-intensive, we want the system to have access to as much relevant data as possible. Specifically this means that we want to integrate the related systems, in order to access resource schedules, patient files and history, inventories ... Fig. 2 shows a simple mock-up of how we envision the integrated system would look like from the point of view of the users.
The mock-up contains 4 main components: general information, resources and inventory information, previous activities and recommendations. First, the general information shows the available data from the patient's file. In the second component an overview of the resources availabilities and the inventory of relevant drugs can be consulted. The next component gives an overview of the already performed activities in the treatment of the patient (i.e., requirement 2). These activities are c1ickable, so that the data produced by each activity (e.g., scans and reports) can be reviewed to keep the doctor fully up-to-date of the specifics of the case. Although the system also offers guidance and assistance, the user is still able (and advised) to examine the relevant data himself to make an independent decision. These first three components allow the user to do this by offering the required background information. The last and most important component gives the user recommendations on what to do next. This is a direct result of requirement 7, but indirectly also ensures requirements 1, 3, 4 and 5 are satisfied. It shows a number of top recommendations and their relative scores for each of the used criteria. This could possibly be enriched with the direct and indirect consequences of selecting a certain recommendation (e.g., which other activities will no longer be possible). Of course it is also possible to select lower ranked recommendations, but invalid next activities are made unavailable.
Requirements 6 and 8 are the only ones that are not directly visible to the (regular) user. The available process and application data is stored on the back-end of the system. This data is analyzed in the background in order to detect decision patterns. These in turn can be used to score recommendations (i.e., historic compliance), but their consolidation occurs separately. The patterns with a high enough confidence and support could, for example, be discussed regularly by all doctors of the department. The patterns that are confumed can be used by the system to provide an explanation and justification of why a certain recommendations scores higher or lower than others.
IV. CONCLUSION AND FUTURE WORK
In this paper, we have presented a process-driven system, the recommendation-based robust business process engine, which offers support and guidance during the execution of healthcare processes. It does not prohibit any valid action, but instead allows a maximum of freedom and flexibility to the users while making sure that everything is done by the book. Additionally, users will be helped through each the decision making process by being presented with recommendations and offered insight into what the consequences of a certain option will be. This does not only help the users, but also the patients and the whole organization as service levels and transparency will increase, another barrier preventing doctor error is added, knowledge management is improved and younger doctors gain an extra source of insight to learn their trade. The system can also be applied to other service branches. Any process that can be classified as a flexible, but still at least loosely framed [16] , process that is knowledge-intensive should benefit from the techniques used by the tool.
The system itself is currently still a work-in-progress. The foundations of the techniques and algorithms behind the robust business process engine and the recommendation engine [17] have been implemented, though they are not yet able to deal with decisions. This is because current declarative process modeling languages (e.g., Declare) are missing the support for the decision logic as well. So in order to realize the system, we fust will need to add this support to one of those languages. A proposal for the basics of the new language has been created and accepted for publication in the near future. In the next phase we will further expand this to a formal metamodel of the new language and give the system the proper support for this new language. Another important future step is to study and select different process mining and decision mining techniques [18] in order to integrate these into the system. They are 332 essential for the knowledge extraction and consolidation requirement and thus for the general learning capabilities of the system. If existing techniques are found to be insufficient in their current form, we will propose a tailored solution.
The system will also be thoroughly evaluated in different ways. First, the added value of recommendations will be evaluated though comparative studies. Next, when a prototype of the system is available, we will evaluate the system in an actual healthcare environment. This should give a clear view of the effectiveness of the proposed system. Additionally, we will also test the system in another service sector in order to evaluate its general usefulness and effectiveness.
