Abstract. The Java Supercompiler (JScp) is a specializer of Java programs based on the Turchin's supercompilation method and extended to support imperative and object-oriented notions absent in functional languages. It has been successfully applied to verification of a number of parameterized models including cache-coherence protocols. Protocols are modeled in Java following the method by G. Delzanno and experiments by A. Lisitsa and A. Nemytykh on verification of protocol models by means of the Refal Supercompiler SCP4. The part of the supercompilation method relevant to the protocol verification is reviewed. It deals with an imperative subset of Java.
Introduction
Program specialization methods -partial evaluation [10] , supercompilation [23, 24, 25] , mixed computation [8] , etc. -have been first developed for functional and simplified imperative languages. Later the time has come for specialization of more complex practical object-oriented languages.
There are already a number of works on partial evaluation of imperative and object-oriented languages [3, 4, 5, 15, 21] . However, to the best of our knowledge, our work is the first one on supercompilation of a practical object-oriented language [9, 11, 14] . Inspired by far-reaching results by Alexei Lisitsa and Andrei Nemytykh on verification of protocol models by means of the Refal Supercompiler SCP4 [16, 17, 18] , we extended the Java Supercompiler with the elements of the supercompilation method that were needed to reproduce the results in Java [12] (namely, with restrictions on configuration variables of integral types).
Specialization of operations on objects in JScp is discussed in another paper [11] . Since objects are not used in the protocol models coded in Java, in this paper we review supercompilation of the imperative subset of Java. A novelty of this part of the supercompilation method implemented in JScp is that breadth-first unfolding of the graph of configurations and recursive construction of the residual code of a statement from the residual codes of nested statements is used rather than depth-first traversal of configuration as in other known supercompilers. Another contribution of this paper is reproduction of the results of the experiment on verification of protocols by another supercompiler (JScp instead of SCP4) for a rather different language (the object-oriented Java instead of the functional Refal). This confirms the result is based on the essence of supercompilation rather than on technical implementation details. As a consequence of the experiment the part of supercompilation method relevant to the verification of protocols has been uncovered. This paper is an extended abstract of the longer version published in the PSI'09 preproceedings [13] . It is organized as follows. In Section 2 the part of the Java supercompilation method that is relevant to verification of protocols is reviewed. In Section 3 experiments on verification of protocol models are described. In Section 4 we conclude.
Java Supercompilation
The notion of a configuration While an interpreter runs a program on a ground data, a supercompiler runs the program on a set of data.
A representation of a subject program state in a supercompiler is referred to as a configuration. We follow the general rule of construction of the notion of a configuration in a supercompiler from that of the program state in an interpreter that reads as follows: add configuration variables to the data domain, and allow the variables to occur anywhere where an ordinary ground value can occur. A configuration represents the set of states that can be obtained by replacing configuration variables with all possible values. Each configuration variable is identified by a unique integer index and carries the type of values it stands for: either one of the Java primitive types, or the reference type along with a class name and some additional information, or the string type. A configuration variable can carry a restriction on the set of values. The configuration variables become the local variables of the residual program.
In the Java virtual machine, a program state consists of global variables (static fields of Java classes), a representation of threads and a heap.
In the Java Supercompiler, non-final global variables are not represented in a configuration, since at supercompilation time they are considered unknown and no information about them is kept. The values of final static fields are evaluated only once at the initialization stage, thus one copy of them is kept for all configurations. As the current version of JScp does not specialize multithreaded code, the configuration contains only one thread now.
The definition of a configuration in the current JScp is as follows:
-a configuration is a triple (thread, restrictions, heap) ; -a thread is a call stack, a sequence of frames;
