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El objetivo principal del proyecto es llevar a las tabletas Android las lecciones de un servidor LAMS
(Learning  Activity  Management  System,  ver  2.1   Contexto    y    motivación)  por  ser  ésta  una
desafortunada carencia de uno de los mejores sistemas para la gestión del aprendizaje.
Como usuario habitual de este tipo de dispositivos encontrarme con productos que no ofrecen soporte
a éstos, en plena era Post-PC (http  ://  en  . wikipedia  . org  / wiki  / Post  - PC  _  era), me parece además de un
anacronismo, una gran oportunidad perdida. La ergonomía de las tabletas (y su decreciente precio)
las convierte en los dispositivos ideales para la docencia virtual.
Durante los 12 meses en los que se ha llevado a cabo el proyecto el alcance de éste ha ido variando
a medida que se iba completando. El objetivo principal -llevar a las tabletas Android las lecciones de
un servidor LAMS- ha seguido vigente, pero el resultado de las fases iniciales de investigación de
LAMS determinó que gran parte de la carga de trabajo sería consumida por la implementación de un
componente servidor para viabilizar el componente cliente.
Por todo lo expuesto anteriormente, el título del proyecto, únicamente hace referencia a la punta del
iceberg  del  producto  desarrollado.  El  cliente  Android  implementado  en efecto  permite  al  usuario
consumir lecciones de un repositorio LAMS, pero el verdadero potencial del proyecto es el módulo
servidor, que sienta las bases de un LMS (Learning Management System, ver apartado 2.1  Contexto
y    motivación) genérico -preparado para LAMS- que facilita la implementación de cualquier tipo de
módulos cliente: Android, HTML5, iOS, Windows Phone, etc.
La memoria está estructurada en cinco bloques:
● Introducción (capítulo 2)
● Planificación (capítulo 3)
● Iteraciones (capítulos 4, 5, 6, 7, y 8)
● Conclusiones (capítulo 9)
● Bibliografía y anexos (resto de capítulos)
El  segundo bloque  Planificación define la  metodología  usada para el  seguimiento del  proyecto y
pormenoriza  las  estimaciones  que  se  llevaron  a  cabo  al  inicio  y  mitad  del  proyecto.  El  tercero
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Iteraciones contiene el grueso del proyecto, detallando las tareas llevadas a cabo en orden
cronológico  referenciando  los  Anexos relevantes.  El  apartado  de  Conclusiones valora  el
conjunto de decisiones tomadas y elabora la potencialidad del proyecto.
Una lectura de los bloques Introducción y Planificación seguida del bloque Conclusiones dará
una visión global del proyecto y su ejecución.
 
Para  el  lector  interesado  en  los  detalles,  los  capítulos  del  bloque  Iteraciones ofrecen  la
descripción del trabajo realizado en cada una de ellas, en orden cronológico, con las decisiones
críticas que se han ido tomando en cada momento. Pese a ser el bloque más denso toda





Un  LMS  (Learning  Management  System)  es  un  sistema  de  software  diseñado  para  facilitar  a
profesores la  gestión de cursos virtuales para sus estudiantes,  especialmente  ayudándolos  en la
administración  y  desarrollo  del  curso.  El  sistema  puede  seguir  a  menudo  el  progreso  de  los
principiantes,  puede  ser  controlado  por  los  profesores  y  los  mismos  estudiantes.  Originalmente
diseñados para el desarrollo de cursos a distancia, vienen siendo utilizados como suplementos para
cursos presenciales.
Los LMS funcionan generalmente en un servidor al cual acceden los estudiantes a través de Internet.
El profesor se convierte en orientador y diseñador de medios y métodos. El alumno es el protagonista
del proceso de formación, un "investigador" que activamente busca información, la analiza y es capaz
de incorporar ésta a proyectos en grupo o individuales con la finalidad de acrecentar el acervo de
aprendizaje  involucrado  en  el  método,  toda  vez  que  es  de  vital  importancia  el  intercambio  de
investigación que cada uno de los alumnos aporte para beneficio del grupo de trabajo
Los componentes de estos sistemas incluyen por lo general plantillas para elaboración de contenido,
foros,  charla,  cuestionarios  y  ejercicios  tipo múltiple-opción,  verdadero/falso  y  respuestas de una
palabra. Los profesores completan estas plantillas y después las publican para ser utilizados por los
estudiantes.  Nuevas  características  en  estos  sistemas  incluyen  blogs  y  RSS.  Los  servicios
proporcionados  generalmente  incluyen  control  de  acceso,  elaboración  de  contenido  educativo,
herramientas de comunicación y la administración de grupos de estudiantes.
Estos entornos de aprendizaje son principalmente de carácter colaborativo. Por lo general se permite
a los estudiantes realizar sus aportes y expresar sus inquietudes en los foros, además van apoyados
de herramientas multimedia que hagan más agradable el aprendizaje pasando de ser simplemente un
texto en línea, a un entorno interactivo de construcción de conocimiento.
El LMS más conocido es Moodle, creado por Martin Dougiamas, que lo dió a conocer el 20 de agosto
de 2002. Sus principales ventajas son las siguientes:
● Es gratuito. De gran importancia en épocas de crisis económicas, como la actual, donde el
acceso a la educación tiene mayor coste debido a los recortes.
● Se distribuye actualmente en 43 idiomas, incluyendo el Catalán, el Euskera o el Castellano
entre ellos.
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● Maduro.  Es  el  LMS  más  extendido,  con  más  de  una  década  de  desarrollo  a  sus
espaldas.  Sin  duda tiempo suficiente  para haber  conllevado múltiples  iteraciones de
refinamiento.
● Facilita la disponibilidad de recursos didácticos constantemente actualizados en gran
variedad de formatos, lo que supone un gran ahorro en libros de texto o papel.
● La actualización del sistema es muy sencilla y se garantiza la compatibilidad hacia atrás
con el contenido generado previamente.
● Cuenta con una gran diversidad de herramientas de gran utilidad para el proceso del
aprendizaje, tales como foros, cuestionarios, consultas, encuestas, chat, etc.
● Mantiene un registro minucioso de las actividades de los usuarios, generando informes
de actividad de cada estudiante, con gráficos y detalles sobre su paso por cada módulo,
último acceso, número de lecturas, etc.
● Soporta los estándares internacionales SCORM (Modelo Referencial para Objetos de
Contenido  Compartido)  lo  cual  posibilita  la  importación/exportación  de  contenidos  a
otras plataformas.
Es precísamente la  última de las ventaja  la  que posibilita  la  integración de otros sistemas
similares,  como  LAMS  (Learning  Activity  Management  System),  LMS  de  orientación
constructivista para la creación y gestión de actividades educativas. 
LAMS comparte el origen australiano de Moodle. Está desarrollado colaborativamente por la
LAMS Foundation,  LAMS Internacional,  y el  Centro de E-learning Macquarie  Of Excellence




Desde que fue lanzado como software libre en 2004, LAMS se ha centrado en los enfoques de la
pedagogía constructivista y el aprendizaje significativo, enfatizando el contexto, las actividades y el
aprendizaje en grupo que ha llevado a la creación de excelentes secuencias de aprendizaje que son
compartidas en la Comunidad LAMS a través de su repositorio (el aprendizaje entre iguales)..
En LAMS los profesores pueden usar en entorno visual para crear secuencias de aprendizaje. Las
mismas pueden ser guardadas, reusadas o compartidas con otros profesores. Este entorno visual de
autoría permite a los profesores crear diseños de actividades educativas de una manera muy sencilla
e intuitiva. 
Crear secuencias de actividades educativas es sin duda una de las ventajas que LAMS tiene sobre
otros entornos de aprendizaje ya que estas secuencias educativas son utilizadas con estudiantes de
manera colaborativa. LAMS tiene una amplia gama de herramientas y actividades que pueden ser
utilizadas para muchos tipos de pedagogías.
Uno de los puntos débiles de LAMS sin embargo, es el hecho de que el consumo de las lecciones por
parte de los alumnos se apoya en tecnologías de interfaz de usuario Adobe Flash que no permiten
hacer uso de dispositivos de implantación reciente como las tabletas Android y Apple. 
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2.2 Motivación y alcance
El principal objetivo del proyecto es la implementación de un cliente Android para LAMS. El
usuario podrá acceder a una instancia con sus credenciales,  consultar la lista de lecciones
disponibles y llevarlas a cabo mediante en una misma aplicación nativa. El diseño técnico y la
arquitectura desplegada facilitará el soporte de otros LMS.
LAMS es un sistema cliente-servidor web cuyos principales módulos son:
● Authoring:  aplicación  externa,  descargada  y  ejecutada  en  permanente  conexión  al
servidor, que permite el diseño de lecciones.
● Monitoring:  aplicación externa,  descargada y ejecutada en permanente conexión al
servidor,  que  permite  el  control  y  seguimiento  de  los  alumnos  llevando  a  cabo  las
lecciones
● Learner:  aplicación  externa,  descargada  y  ejecutada  en  permanente  conexión  al
servidor, que permite el consumo de las lecciones por parte de los alumnos
● Administrator:  aplicación web privada para la  gestión y administración del  sistema.
Permite  la  modelización  de  las  organizaciones,  gestión  de  usuarios,  grupos,
asignaciones de lecciones. También es la herramienta de parametrización usada por los
administradores de sistema y usuarios avanzados.
● Web portal: aplicación web pública donde los usuarios, profesores y alumnos, pueden
acceder a sus datos, obtener las listas de lecciones disponibles y lanzar los módulos
Authoring, Monitoring y Learner dentro del contexto y rol pertinente.
● Content Repository:  subsistema interno de  LAMS mediante  el  cual  se  gestiona la
persistencia de la información relacionada con las lecciones y los recursos asociados a
éstas
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Tal  y  como  se  ha  comentado  al  final  del  apartado  anterior,  la  elección  de  la  tecnología  de
presentación Adobe Flash para ciertos módulos imposibilita su ejecución en plataformas Android e
iOS. Esto deja fuera a más del 96% de los dispositivos:
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La  arquitectura  de  LAMS  prevée  la  implementación  de  herramientas  de  extensión.  Estas
herramientas permiten crear nuevos tipos de actividades tales como preguntas de selección
múltiple, herramientas colaborativas en tiempo real, etc.
En cuanto a integraciones con sistemas externos únicamente se provee una pequeña capa de
servicios orientada a la autenticación de usuarios y poco más. No hay una capa de servicios
que exponga toda la información necesaria para reproducir un curso en su totalidad, que es
precísamente lo que es necesario para implementar un nuevo cliente "Learner".
Por el alto acoplamiento de la implementación de LAMS y lo precario de la documentación
técnica existente decidimos implementar un nuevo módulo servidor -que habilite el acceso a la
información por parte del cliente Android- dentro del alcance del proyecto.
Las principales implicaciones de este enfoque son:
● La nueva  capa de servicios  hará  viable  la  implementación  en futuros  proyectos  de
nuevos clientes como iOS o Windows Phone.
● Del proyecto se extraerá también una librería Java que agiliza la implementación de
nuevos clientes en dicho lenguaje.
● La integración con LAMS se basará en el acceso directo a la BDD, y éste a su vez
estaría encapsulado en un "plugin". 
● Será viable en futuros proyectos integrar este nuevo back end con otros LMS.
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3. Planificación
Durante todo el desarrollo del proyecto se ha seguido una metodología para la gestión de proyectos
basada en SCRUM. Esta metodología sigue un paradigma iterativo y consiste en realizar entregas
parciales y regulares del producto final, siempre priorizadas por el beneficio que aportan al receptor,
normalmente el cliente o un representante de éste.
Se ha escogido este método ante otros, como el desarrollo en cascada, por los siguientes motivos:
● Con SCRUM el  riesgo de  no completar  el  desarrollo  disminuye  ya  que  se van  haciendo
entregas parciales a intervalos relativamente cortos de tiempo.
● Por lo anterior, las funcionalidades se ordenan según su importancia, se estima su coste a alto
nivel y con los recursos disponibles se puede preveer,  con cierta garantía, el  conjunto de
funcionalidades mínimas a entregar en un tiempo determinado.
● En caso de que se llegue a la última iteración y se acaben los recursos disponibles para el
desarrollo,  el  cliente dispondrá del producto con todas las funcionalidades de mayor valor,
faltando las de menor.
● Como se van entregando funcionalidades al cliente al final  de cada iteración, el cliente ya
puede comenzar a usar el producto antes, lo cual disminuye drásticamente su incertidumbre
sobre el producto final a la vez que va descubriendo posibles cambios cuya viabilidad de ser
implementados es mayor dado que aún no está desarrollado el producto al completo.
3.1 Metodología
Un proyecto SCRUM se ejecuta en bloques temporales cortos y fijos (en este proyecto se han llevado
20  iteraciones  de  2  semanas).  Cada  iteración/sprint  tiene  que  finalizar  con  un  número  de
funcionalidades completamente acabadas y susceptibles de ser entregadas al cliente.
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En la siguiente figura se presenta de forma resumida cómo se lleva a cabo un proyecto bajo
SCRUM:
Todo proyecto SCRUM comienza con un Product Backlog. Éste se trata de un documento que
contiene todos los requerimientos indicados por el cliente a alto nivel, priorizados según el valor
que darían al  producto final.  Además incluye  a su vez una estimación de la  dificultad y el
número de horas necesarias para poder realizar con éxito cada funcionalidad requerida.
En una primera iteración (Iteración 0) se planifican y distribuyen los objetivos y el alcance del
proyecto asignados según su prioridad a las iteraciones. En las iteraciones se debe priorizar el
beneficio  aportado  al  cliente,  el  coste  del  desarrollo  y  la  minimización  de  posibles  riesgos
teniendo  en  cuenta  que  los  objetivos  a  satisfacer  en  cada  iteración  deben  encajar  en  la
duración  de  ésta.  Acabada  la  iteración  se  hace  entrega  al  cliente  del  Product  Roadmap,
documento que contiene el Product Backlog de todas las iteraciones.
Una vez entregado y aprobado el  Product  Roadmap,  se da comienzo a las iteraciones de
desarrollo. En nuestro caso han sido 20 sprints agrupados en bloques de 4, dando lugar a 5
iteraciones. Cada iteración tiene como objetivo completar un incremento del producto que sea
demostrable (entregando al cliente un bloque de funcionalidad completa), acabando con todo el
desarrollo y pruebas funcionales seleccionadas para cada iteración.
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Iteración 1er Sprint 2ndo Sprint 3er Sprint 4to Sprint
0
-  Investigación de la
implementación del backend
de LAMS
-  Borrador inicial del diseño
técnico de la
implementación del PFC
-  Borrador inicial del
diseño técnico de la
implementación del PFC
-  Análisis de la BDD
respecto a la gestión de
los usuarios
-  Diseño técnico
completo del
componente servidor
- Investigación de 
marcos de trabajo MVC 
y ORM




de la autenticación 
mediante HTML
1
-  Análisis de la BDD
respecto a las
organizaciones y lecciones
-  Implementación de
esqueleto base app Android
-  Implementación de la
pantalla de preferencias
de conexión
-  Análisis de la BDD
respecto a las secuencias
de actividades
-  Implementación la
recuperación de
secuencias de actividades
asignadas a una lección
-  Implementación vista
básica de la secuencia de
actividades de una
lección




-  Investigación como
renderizar HTML
embebido en Android
-  Implementación vista
básica “Notice Board”
- Análisis de la BDD 
respecto a las 
actividades de tipo 
“Shared Resources”
- Investigación del 
sistema “Content 
Repository” de LAMS
- Implementación de 
capa ligera de acceso al
LAMS CR
- Implementación vista 
básica “Shared 
Resources”
- Automatización de la 
actualización y 
despliegue del módulo 
backend
2
-  Análisis de la BDD
respecto a las actividades
de tipo “Image Gallery”
-  Discriminación de tipos de
contenidos de LAMS CR
-  Implementación vista
básica “Image Gallery”
-  Análisis de la BDD
respecto a las actividades
de tipo “Assessment”
-  Implementación vista
básica “Assessment”





-  Implementación del nuevo
contenedor de la app
-  Vista definitiva de la
pantalla de autenticación
-  Vista definitiva de las
lecciones disponibles
agrupadas por curso
-  Vista definitiva de la
previa de una lección
-  Vista definitiva del
contenedor de
lecciones,  secuencia de
actividades y la vista
dividida
- Vista definitiva de las 
actividades “Notice 
Board”




-  Vista definitiva de las
actividades “Image Gallery”
-  Vista definitiva de las
actividades “Assessment”
-  Vista definitiva de las
actividades “Assessment”
(continuación)
- Documentación final - Documentación final (continuación)
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En  un  proyecto  SCRUM  también  se  definen  diferentes  roles.  Estos  roles  se  engloban
popularmente  en  dos  grupos;  los  cerdos  (aquellos  comprometidos  con  el  proyecto)  y  las
gallinas (aquellos que no forman parte del proyecto, pero han de ser tenidos en cuenta).
En el primer grupo tenemos al cliente (con su portavoz del proyecto a la cabeza), el Scrum
Master (encargado de asegurar el correcto funcionamiento de SCRUM) y el equipo de trabajo.
Dado que se trata de un proyecto relativamente pequeño llevado a cabo por una única persona,
los dos últimos roles serán llevados a cabo por la misma.
En el grupo de las gallinas tan sólo tendremos a los futuros usuarios de la aplicación, ya que el
resto de posibles roles (Stakeholders o Managers) no tendrían peso en un proyecto de estas
características. En este proyecto estos roles serán simulados dada su inexistencia.
3.2 Requisitos
Inicialmente los requisitos del proyecto consistían en replicar el cliente web (Flash) de LAMS
como aplicación nativa Android. Con esa asunción, los requisitos serían llevar cabo, ordenadas
por  prioridad,  la  visualización  de  los  diferentes  tipos  de  actividades  que  LAMS  pone  a
disposición del docente para elaborar las lecciones.
Pero cómo se explica en el apartado  2.2   Motivación    y    alcance, se ha tenido que desarrollar
desde cero un componente servidor que expone los contenidos de las lecciones lo cual habilita
la implementación de todo tipo de clientes, pero reduce la dedicación en el proyecto al propio
cliente Android.
Dentro del alcance del proyecto identificamos claramente 2 módulos: servidor y cliente. Tiene
sentido agrupar de este modo los requisitos, los cuales se listan a continuación.
3.2.1 Módulo servidor
Autenticación
El módulo servidor proveerá un servicio mediante el cual el cliente puede autenticar al usuario
con sus credenciales LAMS.
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Gestión   de   la   sesión
El módulo servidor mantendrá sesiones activas permitiendo al cliente el cierre y reapertura de sesión.
También se garantizará la unicidad de la sesión.
Listado de grupos y organizaciones por usuario
El módulo servidor permitirá consultar los grupos y organizaciones a los que pertenece el usuario de
la sesión. Retornará toda la información relativa a estas entidades dada de alta en LAMS.
Listado   de   lecciones
El  módulo  servidor  permitirá  consultar  la  lista  de  lecciones  disponibles  para  una  organización
determinada.
Detalle   de   una   lección
El módulo servidor permitirá obtener los detalles de una lección. Dichos detalles consistirán en la
secuencia de actividades que la componen.
Detalle   de   una   actividad
El módulo servidor permitirá obtener los detalles de una actividad. Dichos detalles contendrán toda la
información necesaria para que el cliente pueda reproducir cualquier tipo de actividad.
3.2.2 Módulo cliente
Configuración   del   servidor
La aplicación cliente deberá permitir establecer el servidor al que conectarse.
Autenticación
El usuario podrá autenticarse con su usuario.
Listado   de   lecciones
La aplicación deberá mostrar de los cursos a los que el usuario puede acceder agrupados por las
organizaciones a las que pertenece.
Detalle   de   lección
La aplicación mostrará la secuencia de actividades que componen una lección, permitiendo acceder
al contenido de éstas a voluntad.
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Detalle   de   actividad   tipo   “ Notice   Board  ”
La aplicación mostrará los contenidos de una actividad generada con la LAMS tool “Notice
Board”
Detalle   de   actividad   tipo   “ Shared   Resources  ”
La aplicación mostrará los contenidos de una actividad generada con la LAMS tool “Shared
Resources”. Esto incluye visualizar el título y descripción de cada elemento dado de alta así
como su descarga y consumo por la aplicación de terceros definida en el sistema operativo.
Detalle   de   actividad   tipo   “ Image   Gallery  ”
La aplicación mostrará los contenidos de una actividad generada con la LAMS tool “Image
Gallery”. Esto incluye poder visualizar una rejilla con las miniaturas de todas las imágenes y
poder visualizar cada imagen en el tamaño original, con controles de zoom in/out por pellizco.
Detalle   de   actividad   tipo   “ Assessment  ”
La  aplicación  mostrará  los  contenidos  de  una  actividad  generada  con  la  LAMS  tool
“Assessment”.  Esto  incluye  visualizar  los  tipos  de  pregunta:  selección  múltiple,
emparejamientos, respuesta corta, respuesta numérica, respuesta booleana y respuesta larga.
3.3 Estimación del esfuerzo
Una vez identificados los requisitos se realizará una estimación del esfuerzo que conlleva la
ejecución del proyecto. En este apartado no se tiene en cuenta el perfil que llevará a cabo cada
tarea. Ésto se hará en el apartado 3.7  Presupuesto.
Se  seguirá  una  aproximación  top-down,  definiendo  a  alto  nivel  las  siguientes  fases  del
proyecto:
● Investigación: fase inicial, en la que se llevará a cabo todo tipo de análisis técnicos,
comparativas de marcos de trabajo, proveedores de alojamiento, etc.
● Infraestructura:  a  continuación  se sentarán las  bases “logísticas”  sobre  las que se
llevará a cabo de desarrollo, esto es, toda instalación de sistemas operativos, bases de
datos, servidores de aplicaciones, middleware, etc. que sea necesario.
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● Implementación:  finalmente  se  pormenoriza  la  propia  producción  del  proyecto.  Vemos
conveniente separar  la  implementación del  módulo cliente y del  módulo servidor.  Esto no
implica necesariamente secuencialidad. Ambos grupos de tareas se ejecutarán en paralelo de
modo natural.
Sobre ellas se continuará ya, a enumerar los ítems a un nivel lo suficientemente concreto como para
poder dar una estimación temporal de cada uno de ellos:
Investigación (144h.)
● Análisis técnico inicial de LAMS: 32h.
○ Guía de usuario: 8h.
○ Guía de instalación personal: 8h.
○ Instalación en servidor para explotación: 16h.
● Análisis detallado del esquema de base de datos: 112h.
○ Autenticación: 16h
○ Grupos y organizaciones: 16h
○ Lecciones: 16h
○ Actividades tipo “Notice Board”: 16h
○ Actividades tipo “Shared Resources”: 16h
○ Actividades tipo “Image Gallery”: 16h
○ Actividades tipo “Assessment”: 32h
Infraestructura (48h.)
● Setup de servidor dedicado: 16h.
● Instalación servidor Tomcat y MySQL: 8h.
● Instalación LAMS: 8h.
● Setup para despliegue continuo: Java, Ant, SVN: 16h.
20
Implementación módulo servidor (168h.)
● Setup pila tecnológica: 40h.
○ Spring MVC: 16h.
○ MyBatis/ORM y automatización con MyBatis Generator: 24h.
● Servicio de autenticación: 32h.
● Servicio de obtención de grupos/organizaciones: 32h.
● Servicio de obtención de lecciones: 32h.
● Servicio de obtención de actividades: 32h.
Implementación   módulo   cliente   (268 h  .)
● Setup pila tecnológica: 60h.
○ Ejecución de tareas asíncronas con Robospice: 16h.
○ Serialización/Deserialización JSON con Gson: 4h.
○ Aplicación Android basada en Activities y Fragments: 40h.
● Gestión de la barra de acción global: 16h.
● Pantalla de configuración: 16h.
● Pantalla de autenticación: 16h.
● Pantalla de listado de lecciones por grupo: 24h.
● Pantalla de lección: 24h.
● Detalle de lección tipo “Notice Board”: 24h.
● Detalle de lección tipo “Shared Resources”: 24h.
● Detalle de lección tipo “Image Gallery”: 24h.
● Detalle de lección tipo “Assessment”: 40h.
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3.4 Calendario de proyecto
En el ecuador del proyecto, la normativa establece generar un documento de estado del proyecto a
modo de informe. 
En este punto se llevará a cabo un ejercicio  de recapitulación.  Con más conocimiento de causa
elaboramos el siguiente calendario de proyecto, con fases más definidas y basadas en la realidad:
● Investigación inicial
● Análisis técnico del servidor LAMS
● Implementación del prototipo
● Diseño funcional
● Implementación de la candidata a lanzamiento
● Documentación
A continuación se detalla cada fase:
Investigación inicial
En esta fase se llevarán a cabo todas las investigaciones alrededor del ecosistema LAMS. Tanto la
comunidad  de  desarrollo  (actividad,  calidad  de  la  documentación,  etc.)  como el  propio  producto
(perspectiva de uso desde los diferentes roles, instalación, etc.).
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Análisis técnico del servidor LAMS
Una vez completada la fase anterior se llevará a cabo un análisis de los pormenores de la
implementación de LAMS. El principal objetivo de esta fase será evaluar las capacidades de
extensión proporcionadas por la arquitectura disponible y tomar decisiones de ámbito global
como la de implementar un servidor paralelo para acceder a la base de datos.
Implementación del prototipo
En  este  punto  ya  se  estará  en  disposición  de  implementar  un  prototipo  completo  a  nivel
funcional,  incluyendo la instalación de un servidor dedicado de LAMS, la  implementación y




El paso siguiente será llevar a cabo el diseño completo (workflows) de la metáfora de navegación de
la aplicación Android. El detalle debe ser lo suficientemente completo como para poder abordar en la
siguiente fase el pulido del prototipo.
Implementación de la candidata a lanzamiento
En esta fase final, previa al cierre de la documentación y el proyecto, se llevarán a cabo todas las
actualizaciones necesarias en el cliente Android para satisfacer el Diseño Funcional.
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Documentación
Finalmente se hará recopilación de la documentación generada en el transcurso del proyecto y
se  confeccionará  la  memoria  con  todas  las  iteraciones  que  sean  necesarias  así  como  la
presentación.
3.5 Recursos
Basándose en las funcionalidades a llevar a cabo se hizo un listado de recursos que se usarían
durante y/o después del desarrollo:
● 1 Jefe de proyecto, que en este caso hará de cliente
● 1 Programador / Desarrollador
● 1  Ordenador  con  el  hardware  necesario  para  poder  ejecutar  las  herramientas
necesarias para el desarrollo de los módulos.
● 1 Servidor dedicado accesible por Internet 24x7
● 1 dispositivo móvil tipo tablet Android
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3.6 Riesgos
Durante  el  desarrollo  de  cualquier  proyecto  pueden  aparecer  diversos  problemas  que  se  deben
afrontar y resolver para poder alcanzar los objetivos del proyecto. Si antes de suceder una situación
indeseada se puede anticipar estos riesgos, sus solución será más rápida y eficiente.
A continuación  se definen los  los  riesgos  identificados  junto  a  sus  descripciones,  estrategias  de
mitigación y plan de contingencia.  Adicionalmente para tener una visión cualitativa de los riesgos se
aplicará la siguiente matriz de criticidad:
Retraso al finalizar una iteración | 9 |
● Descripción: no acabar una iteración/sprint en el tiempo previsto, con el consecuente riesgo
de retrasar todo el proyecto
● Impacto: medio
● Probabilidad: media
● Estrategia de mitigación:  seguir  el  calendario  de actividades programado y mantener de
forma periódica reuniones de seguimiento
● Plan de contingencia: si es posible, usar horas de desarrollo de iteraciones posteriores en
las que se haya previsto que se puedan reducir
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No   poder   alcanzar   una   funcionalidad   deseada   por   el   cliente   | 6 |
● Descripción: se llega a un punto en el que el desarrollador no encuentra la manera de
satisfacer  una  necesidad  en  un  tiempo  que  no  ponga  en  peligro  la  fecha  máxima
permitida para finalizar el proyecto
● Impacto: alto
● Probabilidad: baja
● Estrategia de mitigación: estudiar en la iteración 0 la viabilidad en tiempos de cada
funcionalidad y avisar al cliente de las posibles modificaciones en el calendario
● Plan de contingencia: se parará el desarrollo de la funcionalidad y se continuará con la
siguiente que no dependa de ésta. Se descontará del presupuesto las horas asignadas
a la funcionalidad afectada.
La   finalización   del   proyecto   tiene   un   retraso   de   más   de   15 días   | 6 |
● Descripción: se llega a la finalización del proyecto y no se ha acabado. El tiempo extra
previsto es superior a dos semanas.
● Impacto: alto
● Probabilidad: baja
● Estrategia de mitigación: se llevará al día el calendario de actividades para detectar
estos desviamientos tan pronto se produzcan
● Plan de contingencia: se acabará en el menor tiempo posible intentando no demorar la
presentación y se rehará el presupuesto inicial.
No disponer de dispositivos móviles con SO Android | 15 |
● Descripción: se llega al proceso de pruebas de la aplicación Android y no se dispone
de terminales reales para llevarlas a cabo
● Impacto: alto
● Probabilidad: media
● Estrategia de mitigación:  el  desarrollador  se  encargará  de  tener  el  dispositivo
necesario
● Plan de contingencia: el codirector dispone de dicho dispositivo. También se dispondrá
de máquinas virtuales y el emulador del SDK.
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Nueva versión de LAMS | 6 |
● Descripción:  durante el  desarrollo  se libera una nueva versión de LAMS con el  más que
probable cambio en el modelo de datos
● Impacto: alto
● Probabilidad: baja
● Estrategia de mitigación:  la  pila  tecnológica  del  módulo  servidor,  el  único  directamente
dependiente de LAMS, contará con un ORM que soporte la actualización del modelo de datos
● Plan de contingencia: si las capacidades del ORM no fueran suficientes para absorber los
cambios de la nueva versión sin impactar severamente la planificación se renunciaría a la
actualización de LAMS dentro del alcance del proyecto y se documentaría la lista de acciones
necesarias para compatibilizar el desarrollo con la nueva versión
Nueva versión de Android | 25 |
● Descripción: durante el desarrollo se libera una nueva versión del sistema operativo Android
● Impacto: alto
● Probabilidad: alta
● Estrategia de mitigación: la pila tecnológica del módulo cliente contendrá librerías con un
pasado contrastado de retrocompatibilidad en situaciones similares. En líneas generales se
seguirá la guía oficial de Google para el desarrollo de aplicaciones Android.
● Plan de contingencia: se renunciaría a la compatibilidad con la última versión de Android y
se documentaría la lista de acciones necesarias para compatibilizar el desarrollo con la nueva
versión
Retraso en la contratación del servidor dedicado | 6 |




● Estrategia de mitigación: se contratará el servidor lo más pronto posible, tras la fase inicial
de investigación una vez estén claras las características necesarias
● Plan de contingencia:  se  usará  un  servidor  temporal  en  el  equipo  doméstico  del
desarrollador
28
Retraso   en   la   entrega   del   documento   de   finalización   de   iteración   | 6 |
● Descripción: al final de una iteración no se entrega el documento pertinente
● Impacto: bajo
● Probabilidad: alta
● Estrategia de mitigación: se tratará de llevar al día la documentación del proyecto
● Plan de contingencia: al final del proyecto se completará la documentación faltante
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3.7 Presupuesto
Prescindiendo de la figura de jefe de proyecto, que hace las veces de cliente, definimos los siguientes
roles/costes en el equipo de desarrollo:
● Arquitecto J2EE
○ Análisis técnico de LAMS
○ Infraestructura
○ Implementación inicial de las pilas tecnológicas
○ 40 € / hora
● Programador Java
○ Implementación del módulo servidor
○ Implementación del módulo cliente
○ 20 € / hora
De acuerdo con el  cálculo  de horas del  apartado  3.3   Estimación    del    esfuerzo el  coste del  perfil
Arquitecto J2EE será:
● 144 horas (Investigación) + 48 horas (Infraestructura) + 100 horas (pilas tecnológicas):  292
horas x 40 € / hora = 11680 €
El coste del perfil Programador Java será:
● 128 horas (Módulo servidor) + 208 horas (Módulo cliente):                                             336
horas x 20 € / hora = 6720 €
Por otra parte se ha contratado un servidor dedicado de bajo coste en OVH con un coste mensual de
12 € al mes, durante 12 meses: 144 €
Pese a que el desarrollador cuenta con el equipo necesario para desarrollar el proyecto se imputará
el coste equivalente de la máquina por el tiempo que dura el proyecto. Asumiendo que el tiempo de
amortización de la máquina es de 2 años (plazo en el cual será necesario renovarlo) y que el coste de
la máquina son 1000 €, el coste del equipo en el proyecto será 500€.
Respecto  a  costes  relativos  a  licencias  de  software,  tanto  el  propio  LAMS  como  los  IDEs  de
desarrollo, servidor de aplicaciones, base de datos etc. es gratuito: 0 €.
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Recapitulando, se obtiene el siguiente coste total:
● I+D: 11680 + 6720 = 18400 €
● Servidor dedicado: 144 €
● Hardware: 500 €
● Software: 0 €
● TOTAL: 19044 €
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4. Iteración 0 - Investigación y preparativos
SCRUM  aconseja  llevar  a  cabo  las  siguientes  tareas  en  la  iteración  inicial:
● Creación  del  esqueleto  básico  del  proyecto  con  el  fin  de  que  las  siguientes  iteraciones
realmente generen potenciales incrementos de valor al producto.
● Si es necesario, llevar a cabo toda aquella investigación que sea necesaria.
● Mínimo diseño inicial que facilite el diseño emergente en las iteraciones posteriores. Dicho de
otro modo, las guías generales que dan dirección al proyecto, pero no lo secuestran en este
estado inicial en el que la incertidumbre es mayor.
● Selección de los marcos de trabajo que cuenten con la flexibilidad necesaria para facilitar
tareas de refactorización.
● Selección de unos pocos los ítems del product backlog que serán implementados al completo.
Al partir de la nada, estos ítems acarrean con ellos la puesta en marcha de los pilares del
proyecto. Pese a ello, la iteración debe igualmente aportar valor al producto a su finalización.
En nuestro caso realmente se llevará a cabo todas las tareas anteriores con la excepción de la
selección de marcos de trabajo:
● Tras esta iteración se contará con una comprensión suficiente para afrontar el desarrollo en su
totalidad.
● Los análisis técnicos serán lo suficientemente exhaustivos de modo que no haya cabida a
sorpresas que puedan tener un impacto global en la dirección del proyecto.
● La viabilidad del conjunto del proyecto y las fases posteriores quedará fuera de ninguna duda.
● Cualquier prerrequisito estructural y/o logístico de iteraciones posteriores quedará resuelto al
finalizar esta iteración.
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4.1 Análisis de LAMS
La arquitectura de LAMS, en cuanto a extensiones, está centralizada en la implementación de
herramientas.  Estas  herramientas  permiten  crear  nuevos  tipos  de  actividades  tales  como
preguntas de selección múltiple, herramientas colaborativas en tiempo real, etc.
En cuanto a integraciones con sistemas externos únicamente se provee una pequeña capa de
servicios orientada a la autenticación de usuarios y poco más. No hay una capa de servicios
que exponga toda la información necesaria para reproducir un curso en su totalidad, que es
precísamente lo que es necesario para implementar un nuevo cliente "Learner".
El cliente "Learner" de LAMS es una parte interna del core del sistema, y está implementado
como un  conjunto  de  JSP's  que  sirven  HTML que  a  su vez  embebe una  pieza  Flash.  El
navegador/HTML, Flash y servidor interactúan bidireccionalmente conformando un esquema
demasiado acoplado:
● El navegador carga el HTML generado dinámicamente en una JSP.
● El navegador carga el FLASH según las directivas declaradas en el HTML, pasando
parámetros por GET (en la URL)
● La pieza FLASH se comunica con el servidor a través de paquetes WDDX para obtener
la estructura del curso/ejercicio
● El usuario cumplimenta los formularios HTML, se envían al servidor y éste le redirije a
una nueva página volviendo al paso 1/.
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4.2 Arquitectura de la solución
Para llevar a cabo el proyecto, la primera aproximación sería clonar las JSPs y adaptarlas para la
versión Android. Además habría que implementar los servicios WDDX para Android:
Los mayores inconvenientes que presenta este enfoque son:
● Implementación dentro del "core" de LAMS.
● Totalmente acoplado a la implementación actual.
● Alto coste de tiempo por la ingeniería inversa a llevar a cabo dada la falta de documentación
explícita.
● La presentación  de las  actividades  sería  HTML,  no por  controles  nativos.  Ello  impactaría
notablemente en la usabilidad en la tablet.
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Para no penalizar la presentación de las actividades en la tablet una segunda aproximación
se basaría en implementar esa capa de servicios que falta:
Se continua teniendo los siguientes inconvenientes:
● Implementación dentro del "core" de LAMS.
● Totalmente acoplado a la implementación actual.
● Alto  coste  de  tiempo  por  la  ingeniería  inversa  a  llevar  a  cabo  dada  la  falta  de
documentación explícita.
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Pero a cambio, se obtienen los siguientes beneficios:
● La nueva capa de servicios haría viable la implementación en futuros proyectos de nuevos
clientes como iOS o Windows 8.
● Del  proyecto  se  extraería  también  una  librería  Java  que  agilizaría  la  implementación  de
nuevos clientes en dicho lenguaje.
Finalmente, la  tercera y definitiva aproximación conlleva la implementación de una nuevo Back
End dentro del alcance del proyecto, para liberarse de los inconvenientes derivados de desarrollar
dentro del sistema de LAMS:
En este caso, se tiene los siguientes inconvenientes:
● Alto coste de tiempo por la ingeniería inversa a llevar a cabo dada la falta de documentación
explícita.
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Pero a cambio se obtiene los siguientes beneficios:
● La nueva capa de servicios  haría viable  la  implementación en futuros proyectos  de
nuevos clientes como iOS o Windows Phone.
● Del proyecto se extraería también una librería Java que agilizaría la implementación de
nuevos clientes en dicho lenguaje.
● La integración con LAMS se basaría en el acceso directo a la BDD, y éste a su vez
estaría encapsulado en un "plugin". Ello haría viable en futuros proyectos integrar este
nuevo Back Ends con otros LMS.
4.3 Configuración del entorno de ejecución
LAMS es básicamente una aplicación web desarrollada con una pila  tecnológica J2EE que
persiste la información en una base de datos MySQL.
En la documentación disponible no existe una relación de los requisitos para su instalación. En
su  detrimento  hay  varias  guías  de  instalación  en  diversos  sistemas  operativos  así  como
paquetes descargables.
Los paquetes descargables contienen una distribución del contenedor de aplicaciones JBOSS
con una versión ya desplegada de la aplicación web. Dependiendo del sistema operativo el
proceso de instalación varía.
4.3.1 Entorno de desarrollo
El desarrollo del proyecto se ha llevado a cabo en Windows. Para este sistema operativo LAMS
proporciona  un  paquete  autoinstalable  que  simplifica  el  proceso.  Como  pre-requisitos
únicamente  basta  con  contar  con  una  instalación  de  Mysql  y  el  JRE  (Java  Runtime
Environment). La instalación por defecto de ambos es perfectamente válida para LAMS, por lo
que únicamente ha bastado con seguir los pasos del instalador.
Dejamos los detalles de la instalación en el capítulo 12.  Anexo   I :  Instalación   de   LAMS.
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4.3.2 Servidor dedicado
Para  determinar  las  características  del  entorno  de  explotación  necesarias  se  consultaron  los
requerimientos expuestos en la documentación de LAMS. 
Desgraciadamente  éstos  no  están  demasiado  detallados  indicando  únicamente  la  configuración
mínima siguiente:
● CPU: Pentium 4
● RAM: 512 Mb.
● HD: 2 Gb.
A priori estos requisitos parecían lo suficientemente bajos como para poder instalar LAMS en tarifas
gatuitas de proveedores en la nube como Amazon, pero como se verá más adelante no fue así.
Probablemente la documentación de LAMS, además de escasa está obsoleta.
4.3.2.1 Amazon EC2
Amazon Web Services, es una empresa parte de Amazon que proporciona servicios en la nube. Entre
ellos tenemos Elastic Compute Cloud (EC2), un servicio web que proporciona capacidad informática
con tamaño modificable en la nube. Esta capacidad informática se explota mediante instancias de
máquinas virtuales.
Para ayudar a que los nuevos clientes de AWS empiecen a utilizar los servicios en la nube, AWS
ofrece una capa de uso gratuito. La capa de uso gratuito puede emplearse para todo aquello que
desee realizar en la nube: ejecutar nuevas aplicaciones, probar aplicaciones existentes en la nube o
simplemente obtener experiencia práctica con AWS. Los límites de uso de los servicios de esta capa
gratuita son los siguientes:
● 750 horas de Instancias Micro Linux de Amazon Elastic Compute Cloud (Amazon EC2);
● 750 horas de Instancias Micro Microsoft Windows Server de Amazon Elastic Compute Cloud
(Amazon EC2);
● 750 horas de Elastic Load Balancing y 15 Gigabytes (GB) de procesamiento de datos con
Elastic Load Balancing;
● 30  GB  de  almacenamiento  en  Amazon  Elastic  Block  Storage  además  de  2  millones  de
solicitudes de entrada y salida y 1 GB de almacenamientos de instantáneas;
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● 5 GB de almacenamiento en Amazon Simple Storage Solution (Amazon S3) más 20.000
solicitudes "get" y 2.000 "put" de objetos almacenados en Amazon S3.
● Se añaden 15 GB de ancho de banda saliente en todos los servicios de AWS.
Para la instalación de LAMS se realizó la instalación en una micro instancia Linux y una micro
instancia Windows. Ambas instancias cuentan con una capacidad muy limitada de memoria
RAM (0.613 GiB), lo cual resultó demasiado restrictivo para el arranque de JBoss. En la micro
instancia Windows LAMS llegaba a arrancar completamente pero tras unos minutos de uso el
rendimiento empeora hasta el punto de llegar a ser inutilizable. En Linux JBoss no llegaba a
arrancar.  Así  pues  descartamos  el  uso  de  AWS  EC2  y  buscamos  un  servidor  dedicado
asequible que tuviera 1 Gb de RAM o más. 
4.3.2.2 Kimsufi 
Tras evaluar  diversas opciones finalmente se optó por  Kimsufi  (http  ://  www  . kimsufi  . com  / es  /),
marca “low cost” de OVH (http  ://  www  . ovh  . es  /).  En concreto se contrató un servidor con las
siguientes características:
● Procesador: Atom™ D2500
● Cores/Threads: 2/2
● RAM: 2 Gb.
● Disco duro: 500 Gb.
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● Red: 100 Mbps
Una vez provisionado el servidor, se procedió a la instalación de Ubuntu Server 12.10 mediante el
manager de OVH.
A continuación se instalaron los pre-requisitos de LAMS, JRE y Mysql, y se proceció a la instalación
de LAMS.
La instalación de LAMS en Linux se lleva a cabo de modo similar a Windows, si bien son necesario
varios pasos extra de configuración no automátizada.
Los detalles de la instalación están disponibles en el capítulo 12.  Anexo   I :  Instalación   de   LAMS
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5. Iteración 1 - Componente servidor
El componente servidor es necesario dado que LAMS no provee de ningún tipo de acceso al
dominio de la información.
Este componente se encargará de:
● Acceder a la base de datos de LAMS.
● Modelar la información con el nivel de abstracción necesario para exponer una API clara
y concisa a clientes externos. 
● Exponer una serie de servicios web que retornarán la información en formato JSON.
5.1 Diseño técnico del componente servidor
Los elementos principales del componente servidor (PFC BACKEND) son:
● Service  API:  la  capa  de  servicios  web  expuesta  a  los  clientes,  y  en  concreto  a  la
aplicación Android.
● LAMS integration plugin: el conjunto de entidades del sistema encargadas de interactuar
con la base de datos de LAMS
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5.1.1 Service API
Esta capa de servicios se implementará con los siguientes elementos:
● Managers: entidades encargadas de la obtención de la información necesaria en base a los
parámetros recibidos. Sus métodos son de alto nivel, por ejemplo:
○ Login(<username>,<password>) : <Resultado>+<Información de Usuario>
○ GetUserAvailableActivities(<Id usuario>) : <Lista de Actividades>
● Services:  controladores  web  (servlets)  que  reciben  los  parámetros  de entrada por  POST,
invocan el Manager asociado del modo adecuado y formatean la respuesta en JSON/XML.
5.1.2 LAMS integration plugin
El módulo servidor define un contrato abstracto para el  acceso a los datos del LMS. Sobre este
contrato abstracto se implementa la concreción para LAMS como plugin del sistema.
A continuación se analizan las operaciones de lectura y escritura para determinar las interacciones
entre las diferentes entidades del sistema.
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5.1.3 Flujo de una operación de lectura
En  una  petición  lectura,  por  ejemplo  LOGIN,  el  Service  invoca  el  método  pertinente  del
Manager.
Esta invocación genera un flujo de interacciones entre las siguientes entidades del sistema:
● MANAGER
● PFC MODEL: objeto de datos (DTO) del dominio del PFC BACKEND
● MODEL FETCHER: controlador encargado de crear instancias PFC MODEL a partir de
datasets JDBC.
● LAMS_DAO: uno por  tabla  de la  BD de LAMS.  Proveen operaciones de lectura de
registros de las tablas de manera individual o en grupo. Lanzan las consultas SQL y
retornan datasets JDBC.
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5.1.4 Flujo de una operación de escritura
En una petición de escritura, por ejemplo la cumplimentación de una actividad, intervienen las misma
entidades que en las de escritura.  El  flujo  sin embargo es diferente. Se muestra en el  diagrama
siguiente:
5.2 Pila tecnológica del componente servidor
LAMS está implementado en Java/J2EE y se ejecuta en JBoss. Tiene sentido basar el componente
servidor en tecnologías que no añadan nuevos requerimientos para la ejecución.
En un servidor donde esté LAMS instalado contaremos con lo siguiente:
● Java Runtime Environment 1.6
● Base de datos Mysql
● Sistema de ficheros
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La pila tecnológica se bastará de lo anterior para ejecutarse. 
5.2.1 Lenguaje y runtime
El lenguaje de programación  Java fue originalmente desarrollado por James Gosling de Sun
Microsystems (la cual fue adquirida por la compañía Oracle) y publicado en 1995 como un
componente fundamental de la plataforma Java de Sun Microsystems.
Su sintaxis deriva mucho de C y C++, pero tiene menos facilidades de bajo nivel que cualquiera
de ellos. Las aplicaciones de Java son generalmente compiladas a bytecode (clase Java) que
puede ejecutarse en cualquier máquina virtual Java (JVM) sin importar la arquitectura de la
computadora subyacente.
5.2.2 Automatización de la construcción
Apache Ant es  una  herramienta  usada  en  programación  para  la  realización  de  tareas
mecánicas y repetitivas, normalmente durante la fase de compilación y construcción (build). 
Es, por tanto, un software para procesos de automatización de compilación, similar a Make
pero desarrollado en lenguaje Java y requiere la plataforma Java, así que es más apropiado
para la construcción de proyectos Java.
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5.2.3 Gestor de dependencias
Apache Ivy es  una  herramienta  para  la  gestión  de dependencias  de  proyectos.  Sus  principales
características son:
● Flexibilidad y configurabilidad: Ivy es agnóstico respecto a procesos y no fuerza metodología o
estructura alguna.  Al contrario,  proporciona la flexibilidad y configurabilidad necesaria para
adaptarse a un amplio abanico de procesos de construcción y gestión de dependencias.
● Totalmente integrado con Apache Ant: pese a que puede ser usado de manera autónoma, el
uso de Ivy junto a Apache Ant es particularmente bueno ya que proporciona Ant tasks para
todas las operaciones disponibles.
5.2.4 Servlet API
La programación de aplicaciones web en Java suele apoyarse en servidores de aplicaciones que
gestionan protocolos de intercambio de datos, como TCP/HTTP. 
El  desarrollador  de  la  aplicación  web  puede  abstraerse  de  dicha  gestión  e  implementa  las
operaciones en módulos llamados Servlets. La Servlet API del proyecto Apache Tomcat servlet-api
proporciona las clases y estructuras de datos necesarias.
5.2.5 Servidor de aplicaciones
Jetty es  un  servidor  de  aplicaciones  y  contenedor  de  servlets  100% Java.  Está  especialmente
diseñado para ser sencillo, eficiente y sobre todo empotrable.
El  módulo se apoyará  en Jetty para su ejecución,  por  lo  que no será necesario contar  con otro
servidor de aplicaciones en el servidor donde LAMS esté ejecutándose..
5.2.6 Contenedor de inversión de control
Spring es un framework para el desarrollo de aplicaciones y contenedor de inversión de control, de
código abierto para la plataforma Java.
Gracias a la inversión de control,  el  desarrollo será totalmente modular y reutilizable.  Además se
podrá integrar de modo limpio otros módulos de la pila tecnológica, y el intercambio de cualquiera de
éstos podrá llevarse a cabo sin afectar al resto del sistema.
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5.2.7 JSON-processor
Jackson es una librería Java que da soporte a la serialización de objetos Java a JSON y la
deserialización en el sentido contrario.
Las principales características de esta librería son las siguientes:
● Es la implementación más rápida que existe para la tarea
● Permite streaming
● No tiene dependencias externas, JDK y nada más
● Potente catálogo de funcionalidades
5.2.8 Modelo vista controlador web
Spring MVC es el módulo de Spring basado en HTTP y servlets, que provee herramientas para
la extensión y personalización de aplicaciones web y servicios web.
5.2.9 Connector JDBC
JDBC (Java Database Connectivity) es la API que permite la ejecución de operaciones sobre
bases de datos desde  el  lenguaje  de programación Java,  independientemente  del  sistema
operativo donde se ejecute o de la base de datos a la cual se accede, utilizando el dialecto SQL
del modelo de base de datos que se utilice.
Cada fabricante provee la implementación concreta. En nuestro caso usaremos el conector de
Mysql: Mysql JDBC connector.
5.2.10 Pool de conexiones a base de datos
Como toda aplicación web, tendremos concurrencia de usuarios. Las conexiones a la base de
datos acarrean operaciones pesadas, por lo que necesitaremos usar cierta cantidad de ellas
para dar respuesta a los clientes.
La técnica más común para afrontar esta casuística es usar un pool de conexiones, esto es,
mantener un conjunto de conexiones que se van reutilizando para dar servicio a los clientes.




El mapeo objeto-relacional (más conocido por su nombre en inglés, Object-Relational mapping, o sus
siglas ORM) es una técnica de programación para convertir datos entre el sistema de tipos utilizado
en un lenguaje de programación orientado a objetos y la utilización de una base de datos relacional,
utilizando un motor de persistencia. 
En la  práctica  esto  crea una base de datos  orientada a  objetos  virtual,  sobre  la  base de datos
relacional.  Esto  posibilita  el  uso  de  las  características  propias  de  la  orientación  a  objetos
(básicamente herencia y polimorfismo). 
MyBatis es una herramienta de persistencia algo diferente a los ORM tradicionales.  En lugar de
mapear objetos a tablas, los mapea a sentencias SQL. Ello le dota de mayor flexibilidad y, lo que es
más importante, mayor control sobre la interacción final que lleva a cabo la aplicación con la base de
datos.
Esta  flexibilidad  a  priori  comporta  la  pérdida  de  una  de  las  principales  ventajas  de  los  ORM
tradicionales, que es la completa abstracción de la base de datos. Para paliar esto, contaremos con
MyBatis generator, un generador de código que lee los metadatos de la base de datos para generar
los objetos básicos y las clases de acceso..
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6. Iteración 2 - Componente cliente
El componente cliente es en esencia una aplicación Android diseñada específicamente para
tablets.
Este componente se encargará de:
● Permitir al usuario parametrizar los datos de acceso al servidor
● Proporcionar la autenticación del usuario
● Acceder a las lecciones disponibles en LAMS para dicho usuario, organizadas por los
grupos a los que pertenece
● Mostrar los contenidos de las lecciones, como secuencia de actividades
6.1 Diseño técnico del componente cliente
La arquitectura de la aplicación estará basada en el patrón MVC (modelo-vista-controlador),
adaptado a las clases que Android proporciona.
6.1.1 Patrón modelo-vista-controlador
Este patrón separa los datos y la  lógica  de negocio  de la  interfaz de usuario  y el  módulo
encargado  de  gestionar  los  eventos  y  las  comunicaciones.  Para  ello  MVC  propone  la
construcción de tres componentes distintos que son el modelo, la vista y el  controlador,  es
decir, por un lado define componentes para la representación de la información, y por otro lado
para la interacción del usuario.. Este patrón de diseño se basa en las ideas de reutilización de
código y la separación de conceptos, características que buscan facilitar la tarea de desarrollo
de aplicaciones y su posterior mantenimiento.
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6.1.1.1 Componentes
Los componentes del patrón -y su interacción- son los siguientes:
● Modelo: representación de la información con la cual el sistema opera, por lo tanto gestiona
todos los accesos a dicha información, tanto consultas como actualizaciones, implementando
también  los  privilegios  de  acceso  que  se  hayan  descrito  en  las  especificaciones  de  la
aplicación (lógica de negocio). Envía a la 'vista' aquella parte de la información que en cada
momento se le solicita para que sea mostrada (típicamente a un usuario). Las peticiones de
acceso o manipulación de información llegan al 'modelo' a través del 'controlador'.
● Controlador:  entidad que responde a eventos (usualmente acciones del usuario) e invoca
peticiones al  'modelo'  cuando se hace alguna  solicitud  sobre la  información (por  ejemplo,
editar un documento o un registro en una base de datos). También puede enviar comandos a
su 'vista' asociada si se solicita un cambio en la forma en que se presenta de 'modelo' (por
ejemplo, desplazamiento o scroll por un documento o por los diferentes registros de una base
de datos), por tanto se podría decir que el 'controlador' hace de intermediario entre la 'vista' y
el 'modelo'.
● Vista:  entidad  que  presenta  el  'modelo'  (información  y  lógica  de  negocio)  en  un  formato
adecuado para interactuar (usualmente la interfaz de usuario)  por tanto requiere de dicho
'modelo' la información que debe representar como salida.
6.1.1.2 Flujo de control
Los componentes interactúan para llevar cabo la funcionalidad. El flujo de control general que se da
este patrón es el siguiente:
1. El usuario interactúa con la interfaz de usuario de alguna forma (por ejemplo, el usuario pulsa
un botón, enlace, etc.)
2. El controlador recibe (por parte de los objetos de la interfaz-vista) la notificación de la acción
solicitada por el usuario. El controlador gestiona el evento que llega, frecuentemente a través
de un gestor de eventos (handler) o callback.
3. El  controlador  accede  al  modelo,  actualizándolo,  posiblemente  modificándose  de  forma
adecuada a la acción solicitada por el usuario (por ejemplo, el controlador actualiza el carro de
la compra del usuario). Los controladores complejos están a menudo estructurados usando un
patrón de comando que encapsula las acciones y simplifica su extensión.
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4. El  controlador  delega  a  los  objetos  de la  vista  la  tarea de desplegar  la  interfaz de
usuario. La vista obtiene sus datos del modelo para generar la interfaz apropiada para el
usuario donde se reflejan los cambios en el modelo (por ejemplo, produce un listado del
contenido del carro de la compra). El modelo no debe tener conocimiento directo sobre
la  vista.  Sin  embargo,  se  podría  utilizar  el  patrón  Observador  para  proveer  cierta
indirección entre el modelo y la vista, permitiendo al modelo notificar a los interesados
de cualquier cambio. Un objeto vista puede registrarse con el modelo y esperar a los
cambios, pero aun así el modelo en sí mismo sigue sin saber nada de la vista. Este uso
del patrón Observador no es posible en las aplicaciones Web puesto que las clases de
la vista están desconectadas del modelo y del controlador. En general el controlador no
pasa objetos de dominio (el modelo) a la vista aunque puede dar la orden a la vista para
que se actualice.
5. La interfaz de usuario espera nuevas interacciones del usuario, comenzando el ciclo
nuevamente.
6.1.2 MVC en Android
Una de las  diferencias  fundamentales  entre  las  aplicaciones  para  terminales  móviles  y  las
aplicaciones de escritorio es cómo gestionan la persistencia. Las aplicaciones tradicionales de
escritorio -procesadores de texto, editores de texto, programas de dibujo, etc.- normalmente
usan una forma de MVC basada en el  documento.  Abren el  documento,  lo  almacenan  en
memoria, lo transforman en objetos y éstos conforman el modelo de datos. Estos programas
crean  vistas  para  el  modelo  de  datos,  procesan  la  entrada  del  usuario  a  través  de  los
controladores y finalmente modifican del modelo de datos. La principal consecuencia de este
diseño es que explícitamente se abren y cierran documentos para lograr la persistencia de la
información entre ejecuciones.
Las aplicaciones que se ejecutan en terminales móviles se encuentran con dispositivos con
memoria limitada, que pueden quedarse sin batería en cualquier momento, probablemente en
el peor momento. Estos dispositivos además intentan reducir al máximo la carga interactiva con
el usuario: recordar a éste que almacene un documento antes de responder a una llamada
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entrante no es a todas luces una gran experiencia de usuario. Así pues, el concepto de documento
está ausente en Android. El usuario debería en todo momento tener la información necesaria a su
alcance, totalmente seguro de que la información está a salvo.
Para facilitar el guardado y uso incremental de la información de la aplicación, ítem a ítem, y tenerla
persistentemente  en memoria sin almacenar explícitamente la totalidad del modelo de datos,  en
Android disponemos de soporte en su base de datos embebida, las vistas y las clases de tipo Activity,
para la gestión centrada en base de datos (en contraposición a documentos).
El  escenario  dado  en  el  proyecto  no  se  corresponde  completamente  a  ninguno  de  los  casos
anteriores. Se aproxima al segundo, pero en este proyecto no se persistirá el modelo de datos ya que
de ello se encarga el componente servidor y, en última instancia, el propio LAMS.
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La Vista estará definida por XML layouts de Android. El Controlador será una subclase de la
clase Activity, que se encarga de la carga inicial de la vista y la entrada de usuario. El Modelo
viene definido por la Service API -entidades PFC MODEL- (ver apartado  5.1.3   Flujo    de    una
operación   de   lectura).
Como se ha comentado  anteriormente,  la  persistencia  de la  información  queda  totalmente
delegada al componente servidor. Así pues toda la información que la aplicación presentará al
usuario para su manipulación se obtendrá mediante peticiones asíncronas usando el clases
SpiceRequest,  que  pertenecen  a  una  librería  llamada  RoboSpice,  que  se  detallará  en  el
siguiente apartado, 6.2  Pila   tecnológica   del   componente   cliente..
Del mismo modo, XML Layouts y las subclases de Activity también se verán en mayor detalle
en el apartado 7.  Iteraciones   3 y   4 - Implementación.
6.2 Pila tecnológica del componente cliente
Para el desarrollo del componente cliente Android cubre la mayor parte de las necesidades. 
Al  tratarse  de  un  entorno  de  ejecución  muy  heterogéneo  con  gran  fragmentación  de
dispositivos, múltiples resoluciones, capacidades de cálculo, etc. conviene también agregar el
menor número de componentes a nuestra pila:
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6.2.1 Android Application Framework
Android es un sistema operativo basado en Linux diseñado principalmente para dispositivos móviles
con pantalla táctil, como teléfonos inteligentes o tabletas, inicialmente desarrollado por Android, Inc.
Google respaldó económicamente y más tarde compró esta empresa en 2005. 
Android  fue presentado en 2007 junto  la  fundación  del  Open Handset  Alliance:  un consorcio  de
compañías de hardware, software y telecomunicaciones para avanzar en los estándares abiertos de
los dispositivos móviles.El primer móvil  con el  sistema operativo Android fue el HTC Dream y se
vendió en octubre de 2008.
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Como se puede ver en el diagrama, Android proporciona el ‘Application Framework”. Se trata
de un conjunto de clases que cubre la mayor parte de las necesidades para la implementación
de las aplicaciones.
El desarrollo se basará en este framework minimizando (ver apartado 3.6  Riesgos) el riesgo de
incompatibilidad tanto entre versiones de Android como de diferentes dispositivos.
6.2.2 API módulo servidor
Los dos componentes del proyecto están desarrollados en el mismo lenguaje, Java. Ésto ofrece
la oportunidad de compartir directamente partes de la arquitectura, como la  Server API y el
modelado de la información (ver apartado 5.1.1  Service   API).
6.2.3 JSON processor
En el caso del cliente usaremos la librería Gson, de Google. No está incluida en el framework
de Android. Es muy sencilla de utilizar y no requiere dependencias adicionales.
6.2.4 Ejecutores asíncronos
La  aplicación  llevará  a  cabo  peticiones  al  servidor  que,  lógicamente,  serán  de  carácter
asíncrono. RoboSpice es una librería modular para Android que facilita la escritura de tareas
asíncronas.
Las  principales  características  que  han  conllevado  su  elección  han  sido:
● Soporte desde versiones de Android muy tempranas (2.2.x en adelante).
● Supone  una  solución  más  robusta  que  las  básicas  de  la  API  de  Android  para  la
ejecución de tareas asíncronas,
● Su API es elegante, destacando el tipado fuerte
● Es open source
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7. Iteraciones 3 y 4 - Implementación
Tras haber llevado a cabo todas las investigaciones iniciales necesarias para acotar el alcance del
proyecto -iteración 0-, la selección, contratación y configuración de los recursos “logísticos” -iteración
1- y finalmente el diseño técnico, selección y preparación de los marcos de trabajo y middleware
necesarios  -iteración  2-  ya  estamos  listos  para  afrontar  la  implementación  de  los  componentes
servidor y cliente.
En lugar de implementar en su totalidad el componente servidor y posteriormente el componente
cliente se han ido implementando las funcionalidades de manera secuencial, trabajando la parte de
cada módulo que fuera necesaria. Este enfoque encaja con la metodología SCRUM que se vuelca en
el aporte de valor al producto en cada iteración. Con lo anterior al final de cada iteración, e incluso de
cada Sprint, teníamos una versión totalmente funcional.





Define los siguientes componentes:
● Generic API: módulo compartido con el cliente definido por los siguientes submódulos
○ Model: objetos que modelan el dominio. Son POJOs (Plain Old Java Objects).
En el siguiente apartado se detallan.
○ Response: interfaz genérica que define el contrato de la información retornada
al cliente. Es parametrizable por objetos de tipo Model.
○ Manager:  interfaz genérica  que define  el  contrato  del  acceso agregado a la
información.
● Web Controller:  objetos  que  reciben  las  peticiones  HTTP entrantes,  procesan  los
parámetros  y  orquestan  los  objetos  Manager  pertinentes  para  generar  un  objeto
Response que retornan como respuesta HTTP.
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7.1.2 Modelo de datos y persistencia
El modelo de datos se compone de los siguientes elementos:
● Activity: actividad de una lección
● Group: grupo al que pertenece un usuario durante el transcurso de una lección
● Lesson: lección disponible
● Organisation: curso al que pertenece el usuario y al que están asignadas lecciones
● ToolContent: interfaz de marcaje (para la serialización) aplicada a todo contenido de actividad
● ToolContentData: superclase de todo contenido de actividad
● ToolContentDataAssessment: contenido de actividad de tipo “Assessment”
● ToolContentDataAssessmentQuestion:  pregunta  concreta  de  una  actividad  de  tipo
“Assessment”
● ToolContentDataAssessmentQuestionOption:  opción  disponible  para  una  pregunta
concreta de una actividad de tipo “Assessment”
● ToolContentDataImageGallery: contenido de actividad de tipo “Image Gallery”
● ToolContentDataImageGalleryItem: detalle del un elemento del contenido de actividad de
tipo “Image Gallery”
● ToolContentDataNoticeBoard: contenido de actividad de tipo “Notice Board”
● ToolContentDataSharedResources: contenido de actividad de tipo “Shared Resources”
● ToolContentDataSharedResourcesItem: detalle del un elemento del contenido de actividad
de tipo “Shared Resources”
● ToolType: enumerador de los diferentes tipos de actividad disponibles
● User: usuario del sistema




Los  objetos  Web Controller se  encargan  de  procesar  los  parámetros  de  las  peticiones  HTTP
entrantes, generan objetos Response, los serializan a una respuesta JSON que será consumida por
el módulo cliente. 
Los objetos  Response están implementados como clases genéricas que se concretan con objetos
Model.
Un objeto Response tiene dos atributos:
● code: un entero que representa el resultado de la operación.
● payload: una lista de objetos del tipo con el que se ha concretado el Response
Para ilustrar el proceso se detalla a continuación la gestión de la autenticación.
Se define el siguiente contrato de la petición web en la clase UserController para llevar a cabo la
autenticación:
http://<host>:<port>/<context>/user/login
El método HTTP aceptado es POST, y los parámetros esperados son:
● username: nombre de usuario
● password: contraseña
Mediante  el  método  completeByCredentials de  la  clase  UserManager comprobamos  si  las
credenciales corresponden a algún registro de la base de datos, y en caso correcto marcamos la
sesión  como  logada  y  retornamos  un  objeto  LoginResponse.IS_ALREADY_LOGGED cuya
serialización es la siguiente:
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{
    "code": 0,
    "payload": null
}
Si las credenciales no tienen correspondencia alguna en la base de datos, retornaremos un
objeto LoginResponse.HAS_WRONG_CREDENTIALS cuya serialización es la siguiente:
{
    "code": 1,
    "payload": [
        "Wrong credentials provided"
    ]
}
7.1.4 LAMS plugin
La  integración  con  LAMS se  materializa  con la  implementación  concreta  de  las  interfaces
Manager definidas por la API.
Esta implementación a su vez se apoya en el conjunto de clases autogeneradas por el ORM
MyBatis.
7.2 Módulo cliente
La arquitectura del módulo cliente define los siguientes componentes:
● Generic API: el mismo que se ha definido en el módulo servidor. En este módulo no
aplican los Managers.
● Request: sublclases de SpiceRequest,  clase abstracta de la librería RoboSpace que
permite la ejecución de tareas asíncronas.
● Activity:  tipo  de  clase  básica  de Android.  Se  define  como una  única  tarea  que  el
usuario  puede  hacer.  En  la  práctica  cada  pantalla  o  sección  de  una  aplicación
corresponde a una Activity.
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● Fragment:  tipo  de  clase  básica  de  Android.  Relativamente  reciente,  representa  un
comportamiento o porción de la interfaz gráfica en una Activity.  Permite la reutilización de
bloques de contenido. En el módulo cliente de Lams, el contenido de las lecciones se presenta
en un Fragment.
● View:  bloque  básico  de  construcción  de  interfaz  gráfica  de  Android.  Las  Activity  de  la
aplicación gestionan múltiples instancias View para los diferentes controles con los que el
usuario interactúa.
● Dialog: tipo de clase básica de Android. Como su nombre indica proporciona las capacidades
de creación, guardado y restauración de diálogos. El componente cliente los usa para generar
diálogos de confirmación o informativos.
● Adapter: tipo de clase báasica de Android. Los Adapter se usan para coordinar objetos Model
con vistas especializadas. Por ejemplo, para la lista de actividades de una lección existen un
Adapter que gestiona la traducción entre Model y item de lista.
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7.3 Funcionalidades
Tras  habernos  fogueado  con  las  implementaciones  de  la  iteración  anterior,  procedimos  a
implementar el soporte de más tipos de actividad, dentro del tiempo disponible para el proyecto.
Decidimos  abordar  la  implementación  de  un  tipo  de  actividad  cuya  implementación  sería
bastante sencilla por su similitud a una ya finalizada -Image Gallery vs. Shared Resources- y
finalmente el tipo de actividad más complejo pero con mayor aprovechamiento del uso de la
interfaz nativa de las tabletas.
7.3.1 Autenticación
La primera tarea de implementación consiste en proporcionar acceso a los usuarios existentes
de una instancia de LAMS desde la aplicación para tabletas Android.
LAMS almacena la información de sus usuarios , como era de esperar, en la base de datos. La
entidad ‘Usuario’ cuenta con una tabla dedicada con los campos que contienen los atributos de
éstos, entre ellos el nombre de usuario y la contraseña. Como medida de seguridad, no se
almacenan las contraseñas en plano sino una hash criptográfica de éstas.
Los usuarios están agrupados en ‘Organizaciones’, y tienen asociado un ‘Rol’ que los identifica
como alumnos, profesores o administradores.
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Por otra parte, durante el desarrollo de una actividad LAMS posibilita la creación de subgrupos que se
distribuyen equitativamente en una bifurcación de la secuencia que define la lección. De este modo el
docente puede diseñar lecciones que se completan siguiendo diferentes caminos.
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Para  la  implementación  de  la  autenticación  bastará  con  consultar  la  tabla  pertinente  y
comprobar la existencia de un registro que cuadre con los datos de acceso proporcionados por
el usuario.
Para  la  obtención  de  toda  la  información  que  necesita  al  cliente  respecto  a  las  lecciones
intervienen las siguientes entidades: Usuario, Organización, Lección y Actividad.
7.3.2 Listado de lecciones
Para la elaboración de lecciones LAMS ofrece al docente-diseñador una paleta de tipos de
actividad  con  los  que  se  construyen  las  lecciones.  Éstas  son  en  esencia  secuencias  de
actividades de diversos tipos.
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Cada vez que un docente diseña una lección,  definiendo una secuencia de actividades,  ésta se
persiste como un ‘Diseño’. El diseño define una secuencia de ‘Actividades’, cada una con un tipo y
atributos específicos. Cuando se crea una ‘Lección’ asociada a una ‘Organización’ se genera una
copia de las actividades y transiciones definidas en el diseño.
Para  obtener  la  definición  de  una  lección  tendremos  que  navegar  por  las  actividades  que  la
constituyen teniendo en cuenta las transiciones entre éstas.
7.3.3 Actividades “Notice Board”
Uno de los tipos de actividad más usados en el diseño de lecciones en LAMS es el “Notice Board”. Se
trata de un canvas de HTML donde el docente puede insertar contenido como si de un editor de
textos  avanzado  se  tratara,  incluyendo  elementos  empotrados  tales  como  imágenes,  videos  de
YouTube u otras páginas en su propio marco.
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El contenido principal de este tipo de actividades está autocontenido en un atributo de tipo ‘text’
de la tabla pertinente.
7.3.4 Actividades “Shared Resources”
El  siguiente  tipo  de  actividad  para  el  que  hemos  implementado  soporte  ha  sido  “Shared
Resources”.  En  estas  actividades  consisten  en  un  repositorio  de  recursos,  debidamente
identificados y descritos, que el alumno debe consultar para completar la tarea. Estos recursos
pueden ser enlaces web, imágenes o archivos binarios de contenido arbitrario, habitualmente
documentos ofimáticos.
En este caso tenemos la información repartida en tres tablas:
● tl_larsrc11_resource: con el título y descripción global de la actividad
● tl_larsrc11_resource_item:  cada  recurso  en  sí.  Contiene  el  típo,  la  URL  si  es  un
enlace, sinó un el campo ‘file_uuid’ que enlaza con el repositorio de contenidos
● tl_larsrc11_item_instruction:  para  cada  recurso  el  docente  puede  definir  tantas
instrucciones como desee. Cada una de ellas generará un registro en esta tabla.
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En este  análisis  es  dónde  descubrimos  el  Repositorio  de Contenidos  de LAMS.  Se trata  de  un
importante subsistema desarrollado con el fin de persistir documentos en el sistema de fichero, fuera
de la base de datos. Estos campos hacen referencia a otra tabla llamada ‘lams_cr_node’ en la cual se
almacenan metadatos del documento.
Afortunadamente existe una traducción directa entre el identificador de la base de datos y la ruta
física del sistema de ficheros:
[ruta de instalación]    /data/repository/    [file_uuid]    /1
7.3.5 Actividades “Image Gallery”
Las  actividades  de  tipo  “Image  Gallery”  son  en  esencia  una  especialización  de  las  actividades
“Shared Resources” en las que el  docente recopila  una serie de imágenes que el alumno puede
consultar de manera cómoda.
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La información está repartida en 2 tablas:
● tl_laimag10_imagegallery: con las instrucciones globales de la actividad
● tl_laimag10_imagegallery_item: cada una de las imágenes. Contiene identificadores
de recursos del Repositorio de Contenidos de LAMS
Aplican las mismas reglas de traducción de contenidos del RC determinadas en la sección
7.3.4  Actividades   “ Shared   Resources  ”.
7.3.6 Actividades “Assessment”
El último tipo de actividad implementado es “Assessment”. Se trata del tipo de actividad clásico
de  secuencia  de  preguntas.  Estas  preguntas  pueden  ser  de  diversos  tipos  tales  como
preguntas cierto / falso, respuesta corta, respuesta larga / redacción, ordenación de pares y
emparejamiento de pares.
Sin duda se trata del esquema relacional más complejo analizado respecto al resto de tipos de
actividades. Esto es debido a que se están modelizando tipos variados de preguntas.
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En un ejercicio  de sintetización por  parte de los  diseñadores  del  modelo  relacional,  se  ha
conseguido modelizar toda pregunta como un registro en la tabla de ‘Preguntas’ y, en los casos
pertinentes, varios registros relacionados en la tabla de ‘Respuestas’.
Se observan los siguientes tipos de preguntas:
● Respuesta múltiple: en este caso tenemos varias respuestas posibles. En la interfaz
de usuario se permitirá la selección de una, varias o todas.
● Emparejamientos: en este caso tenemos un número par de respuestas, y una relación
uno a uno entre ellas
● Respuesta corta: en este caso no tenemos respuesta, ya que se trata de una pregunta
libre.
● Respuesta numérica: igual que en el caso anterior. En la interfaz se forzará la entrada
por teclado numérico.
● Cierto o falso: en este caso la respuesta es un valor booleano.
● Respuesta larga: como la respuesta corta y la numérica, es una pregunta libre.
● Ordenación: en este caso tenemos un conjunto de respuestas y cada una de ellas tiene
asociado un valor de ordenación. Con este valor se puede computar la corrección de la
ordenación llevada a cabo por el usuario.
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8. Iteración 5 - Refinamiento
Tras completar las funcionalidades se desarrolló un conjunto de wireframes navegables disponibles
en el capítulo 11.  Anexo   I :  Diseño   de   la   aplicación.
Fueron  desarrollados  usando  una  herramienta  que  genera  HTML,  por  lo  que  también  pueden
navegarse de forma interactiva en 
http  ://  xsampedro  . com  / lams  - pfc  /
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9. Análisis final
Una vez visto el qué, el porqué, cuánto costaría, cómo lo haríamos y cómo lo hemos hecho se
realizará  (en  este  capítulo  final)  un  ejercicio  de  sintetización  centrada  en  los  escollos
encontrados, los desvíos que éstos provocaron, el coste final corregido y las conclusiones y
aprendizajes  que  extraemos  del  proyecto.  Finalmente  expondremos  las  posibles  vías  de
extensión del trabajo realizado, así como las implicaciones inmediatas que tiene su finalización
sobre la comunidad educativa.
9.1 Problemas técnicos
9.1.1 Documentación
Siendo  consumidor  habitual  de  middleware  desarrollado  en ecosistemas de  código  abierto
sabía que la cantidad y calidad de documentación podía ser desde muy mala a muy buena. En
el caso de LAMS, tenemos las 2 caras de la moneda.
La documentación de cara al usuario final,  sobre todo para el docente, es bastante amplia,
contando con material multimedia, bien estructurado y completo. No supuso problema alguno
entender el uso del diseñador, acceder a las lecciones, etc.
La documentación técnica sin embargo es escasa y obsoleta, con referencias continuas a las
versiones de hace 2 años, especificaciones de instalación basadas en versiones antiguas de
sistemas operativos o hardware vetusto. Los foros de discusión tampoco son de gran utilidad,
están desiertos y hay pocas entradas útiles.
Pero es código abierto, así que pudimos avanzar examinando hasta el fondo el código fuente
de los diferentes componentes, la base de datos, etc. y gracias a la metodología ágil adoptada
en el proyecto, las investigaciones que precedían a las implementaciones siempre estaban muy
acotadas y contextualizadas, con una traducción directa en valor para el producto.
9.1.2 Arquitectura
Como vimos en los primeros capítulos, la arquitectura de LAMS no facilita la implementación de
nuevos clientes.  El  foco lo  tiene la  extensión de la  paleta de tipos de actividades,  pero el
acceso a la información no se facilita de modo alguno.
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Pese a ser un gran impedimento, el tomar noción de él en los estados iniciales del proyecto nos
permitió reaccionar y decidimos continuar adelante con una implementación imprevista: el módulo
servidor. Ello restó tiempo de dedicación al módulo cliente pero, como veremos en las conclusiones y
futuras ampliaciones, abrió nuevas posibilidades.
9.1.3 Base de datos
Para  implementar  el  módulo  servidor  teníamos,  a  grandes  rasgos,  dos  opciones:  ampliar  LAMS
“desde dentro”, o desarrollar un servidor en paralelo.
La precariedad de la documentación nos hizo desestimar la primera opción así que optamos por la
segunda. Ésta, de todos modos, tampoco estaba carente de inconvenientes. El principal es que está
basado en el acceso directo una base de datos cuyo esquema relacional está determinado por otro.
Por esta falta de control del esquema, el acceso a la base de datos por parte de nuestro módulo
servidor  no  podía  basarse  en  la  definición  de  una  serie  de  consultas  fijas.  Lo  solventamos
incorporando a nuestra pila tecnológica un mapeador objeto-relacional, integrado en la construcción
del módulo, con el que obtenemos código generado a partir de ingeniería inversa sobre la base de
datos. Como beneficio adicional, hemos podido trabajar la lógica de negocio del módulo con objetos
del dominio.
Si mañana LAMS liberase una nueva versión con toda probabilidad nuestro proyecto seguiría siendo
compatible.
9.2 Tiempo
El  desarrollo  del  componente  servidor  adicional  ha  fagotizado  gran  parte  del  total  designado  al
proyecto de final de carrera. Afortunadamente detectamos el escenario en los estados iniciales del
proyecto, por lo que las estimaciones ya tenían en cuenta el traspaso de tiempo efectivo.
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Por otra parte la metodología SCRUM nos permitió ir seleccionando los ítems de producto a
llevar  a  cabo  priorizándolos  por  el  valor  que  aportan  al  producto  final.  Tras  el  desarrollo
indispensable estructural del módulo servidor, fuimos implementando funcionalidad en ambos
módulos seleccionando los tipos de actividades más usadas en las lecciones LAMS.
Podríamos  haber  hecho  una  estimación  exhaustiva  de  todos  los  tipos  de  actividades  y
hubiéramos visto que no tenían cabida en el proyecto. Así que decidimos elaborar una lista con
las funcionalidades priorizadas por su potencial. Cada nueva funcionalidad era implementada
en su totalidad en el componente servidor y de forma rudimentaria en el cliente. El desarrollo en
el cliente no era más que una prueba de la viabilidad del primero. Con este enfoque cuando
llegamos  al  punto  en  que  nos  quedaba  la  última  iteración  -Refinamiento-  detuvimos  el
desarrollo de nueva funcionalidad y pasamos a completar el desarrollo del módulo cliente.
Cabe puntualizar que el esfuerzo dedicado en líneas generales ha sido ligeramente superior al
estimado debido a la impredecibilidad inherente a la continua ingeniería inversa derivada de la
falta de documentación,  y por otro lado por la naturaleza cliente-servidor del proyecto,  que
incrementa la complejidad de las pruebas.
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9.3 Coste
A consecuencia  de  la  poca  desviación  en  el  esfuerzo  dedicado  el  coste  final  se  ha  mantenido
prácticamente sin variación respecto al capítulo 3.7  Presupuesto.
De proseguir con el proyecto la variación del coste por incremento de funcionalidad tendería a la baja
ya que el perfil de Arquitecto J2EE deja de tener relevancia. Si contamos un esfuerzo medio de 32
horas por tipo de actividad desarrollado por un Programador Java a 20 € la  hora y el  coste del
servidor dedicado a 3 € la semana (que duraría el desarrollo) tenemos:
Coste medio por nuevo tipo de actividad = 32 x 20 +3 = 643 €
Las herramientas de desarrollo utilizadas son versiones “Community” que resultan gratuitas para fines
no comerciales. Si se quisiera llevar a cabo actividad comercial con el desarrollo deberíamos incluir
en  los  costes  las  licencias  de  estas  herramientas.  En  nuestro  caso  hemos  desarrollado  ambos
componentes  con  IntelliJ  Idea  Community  Edition,  de  la  compañía  Jetbrains
(http://www.jetbrains.com/idea/). La actualización a la versión comercial tiene un costo de 449€. De
todos modos, este coste sería totalmente evitable pasando a usar otra herramienta sin restricción de
uso comercial y perfectamente válida para desarrollar los componentes del proyecto, como Eclipse
(http://www.eclipse.org/).
9.4 Conclusión
Gracias al desarrollo del proyecto he redescubierto una nueva filosofía docente que pensaba que
conocía mejor tras mi paso por la facultad. Bien es cierto que contamos con el Racó, con foros,
intranet, etc. pero el enfoque constructivista de LAMS o Moodle va más allá. Familiares que están
llevando a cabo estudios a distancia (UOC e IOC) no experimentan la interactividad y la interacción
con otros alumnos, limitada a hilos en foros como mucho. Los ejercicios son cuestionarios que deben
cumplimentar según lo aprendido en la lectura de material estático. Realmente me sorprende que no
se use más estos sistemas de aprendizaje en nuestras universidades e institutos a distancia.
En el caso concreto de LAMS me ha sorprendido gratamente la gran calidad de las herramientas de
creación de contenidos.  El docente -o el  alumno, por qué no- puede diseñar las experiencias de
aprendizaje arrastrando actividades, componiendo secuencias lineales o bifurcadas, puede probar el
diseño a medias, experimentarlo, retocarlo y, lo más importante, compartirlo. Sólo hay que dar un
vistado al repositorio público de lecciones de LAMS para darse cuenta de lo que supone disponer de
estas “armas” docentes.
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El mayor atractivo del proyecto desde mi punto de vista era la posibilidad de implementar una
aplicación para Android rica en funcionalidades y con una clara visión de uso. He desarrollado
varios proyectos personales en dicha plataforma y me interesaba completar mi conocimiento en
el área. Esperaba una fase inicial de investigación sobre la API de LAMS para clientes externos
y volcarme de lleno en el cliente. Pero tal API no existía y había que implementar un módulo
servidor intermedio. Felizmente mi desarrollo profesional me ha llevado a adquirir una basta
experiencia en el desarrollo J2EE, y junto a los conocimientos adquiridos durante el transcurso
de la  carrera en asignaturas de ingeniería  del  software/sistemas de información y técnicas
avanzadas de programación ha sido posible implementar ambos.
Respecto a la gestión del proyecto, debo reconocer que me faltaban conocimientos teóricos al
respecto. Conocía metodologías tradicionales basadas en cascada pero no la aproximación ágil
y ultra-iterativa de SCRUM. Valoro su eficacia en cuanto a la minimización de riesgos por el
continuo seguimiento y adaptación al estado del proyecto, posibilitando el aporte continuado de
valor al producto. En todo momento sabía que tenía “algo que funciona”, lo cual ha mantenido
mi nivel de motivación hasta el final.
9.5 Futuras ampliaciones
Llegados a este punto vamos a enumerar las posibilidades de ampliación más relevantes que
nos podríamos marcar para evolucionar el producto del proyecto.
Nuevas   plataforma   cliente
El  componente  servidor  define  el  dominio  de la  información  de las  lecciones  mediante  un
modelo de datos totalmente desvinculado de LAMS y con un nivel mayor de abstracción. Dicha
abstracción era necesaria y ha permitido la implementación de una API ligera que facilita la
integración de todo tipo de clientes, por ejemplo iPad, Windows Phone o incluso, si tuviera
sentido, Adobe Flash.
Retroalimentación   con   el   servidor
Pese a que la arquitectura está lista, no se ha podido implementar la inyección de información
en la base de datos desde el cliente. Bastaría con implementar la API para retornar al servidor
las respuestas del alumno.
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Integración   con   Moodle   u   otros   LMS
La arquitectura de la solución mantiene toda la implementación específica de LAMS en una parcela.
Es totalmente factible reemplazarla por otra que conecte con otra fuente de datos, ya sea una base
de datos o un conjunto de servicios web. El mismo cliente podría acceder a contenidos de múltiples
sistemas LMS.
Soporte   de   más   tipos   de   actividad
Siguiendo los mismo patrones de investigación, implementación en el módulo servidor y finalmente en
el cliente, de modo natural se podría ampliar el catálogo de tipos de actividad soportadas.
LMS   genérico
Siendo más ambiciosos, la información que genera al vuelo el módulo servidor desde LAMS podría
ser persistida en una base de datos propia. Esto sentaría los cimientos del desarrollo de un nuevo
LMS con todos los componentes necesarios (Administrador web, portal web, herramienta de creación
































API Application Programming Interface
AWS Amazon Web Services
CPU Central Processing Unit
HD Hard Drive
HTML5 HyperText Markup Language, version 5
HTTP Hypertext Transfer Protocol
IOC Institut Obert de Catalunya
J2EE Java Platform, Enterprise Edition
JRE Java Runtime Environment
JSON JavaScript Object Notation
JSP Java Server Pages
JVM Java Virtual Machine
LAMS Learning Activity Management System
LMS Learning Management System
MELCOE Centro de E-learning Macquarie Of Excellence
MVC Model View Controller
ORM Object Relation Mapping
POJO Plain Old Java Object
RAM Random Access Memory
RSS Rich Site Summary
SCORM Sharable Content Object Reference Model
SDK Software Development Kit
TCP Transmission Control Protocol 
UOC Universitat Oberta de Catalunya
WDDX Web Distributed Data eXchange
XML Extensible Markup Language
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12. Anexo I: Instalación de LAMS
12.1 Windows
Especificar   la   ubicación   de   Mysql
Especificar   la   ubicación   actual   del   JRE   y   de   LAMS
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Configurar   los   parámetros   básicos   de   LAMS
Una vez completada la instalación tendremos los siguiente contenidos en la ubicación seleccionada
en los anteriores pasos:
Dentro de la carpeta ‘jboss-5.1/bin’ encontramos varios scripts:
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Para lanzar LAMS ejecutamos el script ‘run.bat’, que lanza el servidor de aplicaciones J2EE
JBoss.  Tras  un  minuto  aproximadamente  podemos  acceder  a  LAMS  en
http://localhost:8080/lams/index.do
12.2 Linux
Descarga   e   instalación   de   JBOSS
Descargamos  el  archivo  ‘lams-unix-installer-2.4.0.tar.gz’  a  un  directorio  temporal,  lo
descomprimimos y copiamos el subdirectorio ‘jboss-5.1 a, por ejemplo, ‘/usr/local’:
txabi@ks360514:~$  wget http  ://  downloads  . lamsinternational  . com  /2.4/  stable  / unix  / lams  - unix  -
installer  -2.4.0.  tar  . gz
txabi@ks360514:~$ tar xzf lams-unix-installer-2.4.0.tar.gz
txabi@ks360514:~$ cp -rp jboss-5.1 /usr/local
Creación   de   un   usuario   de   ejecución   para   LAMS
Creamos un usuario, sin permisos de login, específico para LAMS, y le asignamos el ownership
del directorio de instalación de JBoss:
txabi@ks360514:~$ useradd -d /usr/local/jboss-5.1/bin -M lams
txabi@ks360514:~$ chown -R lams:lams /usr/local/jboss-5.1/
Creación   del   esquema   inicial   de   la   base   datos
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Dentro del paquete de instalación tenemos un script SQL ‘lams.sql’ que se encarga de la creación de
la base de datos y las tablas necesarias para el estado inicial de LAMS.
txabi@ks360514:~$ mysql -u lams -p lams < lams.sql
Creación   del   directorio   de   recursos
Además de la base de datos, LAMS se apoya en el sistema de ficheros para persistir documentos e
imágenes asociadas a las lecciones.  El  directorio por defecto es ‘/var/opt/lams’.  Lo creamos y le
damos ownership al usuario ‘lams’.
txabi@ks360514:~$ mkdir -p /var/opt/lams
txabi@ks360514:~$ chown -R lams:lams /var/opt/lams
 
Arranque   de   LAMS
Finalmente ya podemos arrancar el  servidor de LAMS mediante el  script  de arranque de JBoss,
indicando la IP pública del servidor.
txabi@ks360514:~$ /usr/local/jboss-5.1/bin/run.sh -b 91.121.163.152
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13. Anexo II: Diseño de la aplicación
Splash   Screen




Tras la splash screen se mostrará el diálogo de autenticación.
Error   en   la   autenticación
Si el nombre de usuario o la contraseña son erróneas se informa al usuario.
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Ayuda contextual
En todo momento el usuario podrá consultar la ayuda contextual mediante la barra superior.
Confirmación de salida
En la misma barra superior está el acceso directo a la desconexión y cierre de aplicación con
su correspondiente confirmación.
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Listado   de   lecciones   por   grupo
Una  vez  autenticado  se  muestra  al  usuario  las  lecciones  a  las  que  tiene  acceso  debidamente
organizadas por los grupos/organizaciones a las que pertenece.
Selección de lección
Al seleccionar una lección se muestra la descripción de ésta.
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Vista anticipada de lección
Si está disponible, el usuario puede consultar el esquema de la secuencia de actividades que
conforman la lección.
Actividad “Assessment” - Respuesta múltiple
Las  preguntas  de  tipo  “Respuesta  múltiple”  de  las  actividades  de  tipo  “Assessment”  se
muestran del siguiente modo.
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Actividad “Assessment” - Emparejamientos
Las preguntas de tipo “Emparejamientos” de las actividades de tipo “Assessment” se muestran del
siguiente modo.
Actividad “Assessment” - Pregunta de respuesta corta
Las preguntas de tipo “Respuesta corta” de las actividades de tipo “Assessment” se muestran del
siguiente modo.
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Actividad   “ Assessment  ”  -  Pregunta   numérica
Las  preguntas  de  tipo  “Respuesta  numérica”  de  las  actividades  de  tipo  “Assessment”  se
muestran del siguiente modo.
Actividad “Assessment”  - Pregunta booleana
Las  preguntas  de  tipo  “Respuesta  boolena”  de  las  actividades  de  tipo  “Assessment”  se
muestran del siguiente modo.
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Actividad “Assessment” - Pregunta larga
Las preguntas de tipo “Respuesta larga” de las actividades de tipo “Assessment” se muestran del
siguiente modo.
Actividad “Assessment” - Ordenación
Las preguntas de tipo “Ordenación” de las actividades de tipo “Assessment” se muestran del siguiente
modo.
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Actividad   “ Image   Gallery  ” -  Rejilla
Las actividades tipo “Image Gallery” mostrarán una rejilla con las miniaturas.
Actividad “Image Gallery” - Detalle
Al seleccionar una de las miniaturas aparecerá un diálogo con la imagen en el tamaño original.
La imagen del diálogo contará con el gesto “pellizco” para hacer zoom.
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Actividad   “ Shared   Resources  ” -  Enlace
Los recursos de tipo “Enlace URL” de las actividades tipo “Shared Resources” se mostrarán como un
botón cuya etiqueta será el propio enlace.
Actividad “Shared Resources” - Enlace abierto
Al accionar dicho botón el enlace aparecerá en un diálogo o bien en la aplicación por defecto del
sistema operativo.
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Actividad “Shared Resources” - Imagen
Los recursos de tipo “Imagen” de las actividades tipo “Shared Resources” se mostrarán como
una miniatura.
Actividad “Shared Resources” - Detalle de imagen
Al accionar la miniatura aparecerá la imagen en un diálogo o bien en la aplicación por defecto.
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Actividad “Shared Resources” - Fichero de texto
Los recursos de tipo “Texto” de las actividades tipo “Shared Resources” se mostrarán directamente.
Actividad “Shared Resources” - Fichero binario
Los recursos de tipo “Binario” se descargarán mediante un botón.
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Actividad   “ Noticeboard  ”
Las actividades tipo “Noticeboard” se mostrarán mediante controles “WebView” embebidos, los
cuales renderizan HTML usando el mismo motor que el navegador web del sistema.
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