A trend in software development is to assemble a system from a number of components. In many cases, the system is expected to function for multiple configurations of interchangeable components, leading to the problem of determining a set of system test configurations to fit a reasonable budget. One approach is to test all configurations that cover, for example, all two-way interactions. We investigate the feasibility of using an integer programming approach to solve the interaction test coverage problem exactly. We also examine the formulation to see if it provides insight into the NP-completeness of the interaction problem.
INTRODUCTION
A common source of system faults is unexpected interactions between system components. The risk is magnified when there are a number of interchangeable components for each element in a system. A manufacturer of a system constructed from heterogeneous components would want to test as many of the potential system configurations as possible, to reduce the risk of interaction problems. However, the number of potential system configurations grows exponentially. The scenario in Figure 1 has four parameters, each with three values. There are 3 4 = 81 possible configurations. The system test suite for a single configuration may consist of a large number of tests. Even if there were only 30 tests for the system illustrated in Figure 1 , running the entire test suite for every possible configuration would require running 2,430 tests. In practice, systems would have far more parameters and values, and larger test suites for a single configuration.
A system tester faces the constraints of time and money, and all possible configurations cannot be tested within any reasonable allotment. Furthermore, changing between configurations normally requires additional effort, either in physical re-configuration, or in modification of test cases. Therefore, reducing the number of system test configurations will produce significant savings. How, then, can the risk of interaction faults be managed in a realistic test plan?
One approach is to at least test for all two-way interactions among various system components. This leads to a reduced set of test configurations. The assumption is that the risk of an interaction among three or more components is balanced against the ability to complete system testing within a reasonable budget.
Previous work on determining a set of test configurations that covers two way interactions includes [5] , [6] , [13] , [14] , [15] , and [16] . Previous work where this method has been applied to various types of testing includes [3] , [4] , [5] , [6] , [8] , [11] , and [12] . In this paper, we extend the work in [16] that formally defines interaction test coverage by investigating an approach that could solve the problem of how to find the smallest set of test configurations to achieve interaction coverage of a specified degree (for example, cover all 2-way interactions). A fast algorithm that finds an approximate solution has been presented in [15] ; here, we try to solve the problem exactly.
THE INTERACTION TEST COVERAGE PROBLEM
In this section, we set up the problem of selecting test configurations to cover parameter interactions. We subdivide the problem into two parts. The first part is the general problem of selecting from a set of discrete parameter values. In the second part, we look at the problem from the point of view of coverage of sets of interactions. The following is adapted from [16] .
Basic definitions
We start by introducing terminology that will help to define precisely the test interaction coverage problem. The basic inputs to the problem are the number of parameters, and the number of values for each parameter. We begin by presenting notations for these quantities. Let:
• p denote the number of independent system parameters.
• n i denote the number of possible values for the parameter with index i.
We can assume, without loss of generality, that the parameters are ordered such that n 1 ≥ n 2 ≥ … ≥ n p . In the special case where n 1 = n 2 = … = n p , the common number of values for each parameter will be denoted by n.
• v i denote a selected indefinite value in a specific test configuration for the parameter with index i. • 1 3 denote a selected definite value in a specific test configuration (in this case, parameter 3 takes the value 1).
• T denote the set of all possible test configurations.
• S denote the set of test configurations selected for execution.
• d denote the interaction degree; the size of the subsets of parameter values for which we wish to detect unwanted interactions.
• d denote a subset of the parameter indices of size d; that is, we are choosing d out of p of the parameters.
• d denote the set of all possible parameter subsets d . The size of this set
The notation for definite and indefinite selected values allows us to keep track, using the subscript, of which parameter has been assigned a value in situations when we shall refer to a partial set of parameter values.
The property of parameter independence means that the selection of a particular value for one parameter affects neither the existence of other parameters, nor the selection of any other parameter values. This may not be the case in general. However, dependencies among parameters can be resolved by substituting a hybrid parameter that enumerates the legal combinations of the dependent parameters [14] .
A general test coverage criterion
In practice, it is not usually possible to test all possible configurations, and therefore we have to select a subset for actual execution. The general test configuration selection problem is to find S ⊆ T such that S satisfies a test coverage criterion.
Normally, an additional objective is to minimize | S |, the cardinality of the set of test configurations that satisfy the test coverage criterion. For the moment, we will leave the exact criterion that S satisfies undefined.
We want to find the set of test configurations with minimal size that will satisfy our (currently, undefined) test coverage criterion. Our goal is to define a test coverage criterion using a set of "test units" that need to be covered. We shall investigate what constitutes an interaction testing coverage unit in the next section.
2.3
Applying the criterion to interaction testing
To this point, all of the concepts defined and discussed in this section are generic in nature, in that they do not rely on any particular test selection strategy. In this section, we shall fill in the undefined test coverage criterion from the previous section, by introducing the concept of interaction elements.
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The idea behind interaction elements is that they represent a "unit" of test coverage, in terms of system component interaction testing. Other types of test "units" used in other contexts (see, for example, [1] ) are as follows:
• Control flow testing: statements, branches, flow graph nodes, flow graph edges, conditions • Data flow testing: definition-use pairs, IO-chains In the context of system component interaction testing, the approach that we are taking is that there could be unwanted interactions among system components when a particular set of values is assigned to the set of parameters. This would be detected when a test suite is run using the configuration defined by the set of parameter values.
We shall take the view that an unwanted interaction is usually not caused by the particular values of the entire set of parameters, but by the values of only a (hopefully, small) subset of parameters. The philosophy of test coverage we shall adopt is to try and cover as many subsets of parameters as possible, where we shall limit ourselves to subsets of size d ! p. These subsets will be referred to as interaction elements (or interaction elements of degree d, when referring to the cardinality of the subsets).
The aim is to reduce the number of test configurations to the point where the testing can be conducted with a feasible cost in time and money, and still have a good probability of detecting unwanted system interactions.
While it would be ideal to have d = p, it is shown in [16] that the number of test configurations to meet this test coverage criterion is be proportional to n d . In practice, constraints of time and money will usually dictate that a small value of d, such as d = 2, be used. A study of the effectiveness of various values of d is presented in [8] .
There is no particular order to the selection of parameters, so we shall use a set of d indices as opposed to an ordered d-tuple, when selecting a subset of parameters.
Interaction elements
Suppose that = {v 1 , …, v p } is a given test configuration in T, and d is a given index subset of {1, …, p}. An interaction element of degree d,
In other words, we are selecting a subset, of size d, of the assigned values for a given test configuration. An interaction element captures a single dway interaction among the parameter values. The notation is chosen to emphasize that there are two parts to constructing an interaction element: selecting a subset of parameters, and that specific values are assigned to those parameters.
Because we have chosen a subset of the parameter indices, there are no repeated elements, and therefore an interaction element will not contain two values for the same parameter. This is a crucial property of a test configuration that we wish to preserve. The set notation is used to indicate that the ordering of the elements is not important. We can recover the parameter associations through the subscripts.
It is time for an example. Suppose that we want to select the values for parameters 1, 3, and 4 from the test configuration = {5 1 ,4 2 ,3 3 ,2 4 ,1 5 }. For d = 3, and 3 = {1,3,4}, we have ( 3 , ) = {5 1 ,3 3 ,2 4 }. The subscripts of the interaction element match the index set.
Having defined an interaction element, the next step is to look at the set of all possible interaction elements for specified values of p, n i , and d. Let us denote this set by X d , to highlight the dependence on d. The set X d is: Another way to look at the set X d is consider it to be the set of all interaction elements contained within all possible test configurations. While the definition of interaction elements is dependent on a specific test configuration , the set of all possible interaction elements X d is independent of the choice of test configurations.
For general values of d, the set X d is the set of all possible interaction elements of degree d. The number of possible interaction elements is ) ... 
Test configurations as sets of interaction elements
We have previously defined concepts related to system test configuration selection and interaction elements. We can now bring these concepts together to define the interaction test coverage problem.
Suppose that we consider a test configuration in an alternative form: as a set of interaction elements of degree d, where d can be chosen arbitrarily to balance sufficient coverage with a feasible number of test configurations. For example, suppose there are three parameters. The test configuration {1 1 ,1 2 ,1 3 } can also be considered as a set of three interaction elements of degree 2, namely {{1 1 ,1 2 }, {1 1 ,1 3 }, {1 2 ,1 3 }}. In the latter form, we are considering this test configuration to represent the three pairs of 1's produced by selecting parameters, two at a time.
Clearly, each test configuration ′, constructed from an element of T, is a subset of X d , the set of all interaction elements of degree d. Therefore, the entire set of potential test configurations, T, is a collection of subsets of X d . This is a significant property that we shall incorporate into our test coverage criterion.
Let T be the set of all possible test configurations. Then, the set of all possible test configurations expressed as interaction elements of degree d, denoted T′, is:
Each element of T′ is a set of cardinality ( Suppose that S is an arbitrary set of test configurations so that S ⊆ T. For each test configuration ∈ S, let ′ be the equivalent test configuration expressed as a set of interaction elements of degree d. We can then denote as S′ the set of all selected configurations ′ expressed as interaction elements. Since S ⊆ T, S′ ⊆ T′.
2.6
The interaction test coverage problem
We can now define the interaction test coverage problem: the goal is to find S ⊆ T (and thus S′ ⊆ T′ ), such that every element in X d belongs to at least one member of S′. In other words, we require that every interaction element be covered by a selected test configuration.
An additional objective is to minimize | S |, the cardinality of the set of selected test configurations. We want the minimum number of test
This definition corresponds to other types of test coverage, where the goal is to cover all (or as large a percentage as possible) of some sort of test unit, within the set of selected test configurations. We are using interaction elements as test units for system interaction testing, as one would use control flow branches or definition-use associations in other type of test coverage criteria. Since we are assuming that the parameters are independent, all of our potential test configurations are feasible, and therefore, the test coverage criterion is to cover all interaction elements.
If a test coverage criterion based on interaction elements is used, then any interaction problem that is caused by an interaction of up to d specific values can be detected. Interactions of d + 1 or more values may not be detected. Thus, the criterion also defines the degree of risk inherent in a set of test configurations.
FORMULATION AS A {0,1} INTEGER PROGRAM
In this section, we shall re-formulate the interaction test coverage problem as a constraint-based problem. The result will become a {0, 1} integer programming problem.
Our objective in the interaction test coverage problem is to cover all of the interaction elements using a subset of all possible configurations. That is, given the set X d of all interaction elements, and the set of all possible test configurations T, select S ⊆ T as the set of selected test configurations. When each element of S is expressed as a set of interaction elements, the set S′ is formed as the collection of all covered interaction elements. Then, every element of X d must be in S′. To meet our coverage goal, we require that the sum of those variables is greater than or equal to one, so that the interaction element is covered by at least one test configuration. This represents one constraint on our set of selected test configuration. Therefore, the set of y interaction elements will produce a set of y constraints of the form ∑ At this point, a comment on the restriction of the values x j to 0 or 1 is in order. Clearly, the values must be restricted to non-negative integers, as a test configuration cannot be "partially selected" (a fractional value) or "negatively selected". However, suppose that we relax the restriction on the values of x j to be non-negative integers instead. x would be reduced by the amount x q -1, which contradicts the assumption that the sum was minimized. Therefore, in the minimized sum, all of the x j ∈ {0, 1}. The result is that the restriction x j ∈ {0, 1} does not exclude any potential minimal solutions. The restriction may be useful in practice, as we can provide an integer-programming solver with the information that the variables are binary in nature. This allows the integer-programming solver to discard potential solutions more quickly. (Note that either of these are still much more difficult to solve as compared with a linear programming problem.)
Set up the problem
Here is an example. Suppose that there are three parameters, and there are two possible values for each parameter. There are 2 3 = 8 possible test configurations, and         2 3 2 2 = 12 interaction elements to be covered. We define a set of variables {x 1 , …, x 8 } such that x j ∈ {0, 1}. We will have x j = 1 if configuration j is selected, and 0 otherwise. Figure 2 illustrates the resulting {0,1} integer programming problem. In Figure 2 , the sets of test configurations are listed in the column headings, and the sets of interaction elements are listed in the row headings. 11   Configurations   Interaction  Elements  {1,1,1}  {1,1,2}  {1,2,1}  {1,2,2}  {2,1,1}  {2,1,2}  {2,2,1} {2,2,2} If we minimize x 1 + x 2 + x 3 + x 4 + x 5 + x 6 + x 7 + x 8 , subject to x 1 + x 2 ≥ 1, 
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{1 1 ,1 2 } x 1 + x 2 ≥ 1 {1 1 ,1 3 } x 1 + x 3 ≥ 1 {1 2 ,1 3 } x 1 + x 5 ≥ 1 {1 1 ,2 2 } x 3 + x 4 ≥ 1 {1 1 ,2 3 } x 2 + x 4 ≥ 1 {1 2 ,2 3 } x 2 + x 6 ≥ 1 {2 1 ,1 2 } x 5 + x 6 ≥ 1 {2 1 ,1 3 } x 5 + x 7 ≥ 1 {2 2 ,1 3 } x 3 + x 7 ≥ 1 {2 1 ,2 2 } x 7 + x 8 ≥ 1 {2 1 ,2 3 } x 6 + x 8 ≥ 1 {2 2 ,2 3 } x 4 + x 8 ≥ 1x 1 + x 3 ≥ 1, x 1 + x 5 ≥ 1, x 3 + x 4 ≥ 1, x 2 + x 4 ≥ 1, x 2 + x 6 ≥ 1, x 5 + x 6 ≥ 1, x 5 + x 7 ≥ 1, x 3 + x 7 ≥ 1, x 7 + x 8 ≥ 1, x 6 + x 8 ≥ 1, x 4 + x 8 ≥ 1,
Solving the integer program
For experimental purposes, a linear programming solver called "lp_solve" [2] written by Michel Berkelaar was used. Lp_solve is available as free-ware from Eindhoven University. The input file format is straightforward, given the above discussion: min: x0 + x1 + x2 + x3 + x4 + x5 + x6 + x7; x0 + x1 >= 1; x1 + x2 >= 1; x1 + x3 >= 1; x1 + x5 >= 1; x3 + x4 >= 1; x2 + x4 >= 1; x5 + x6 >= 1; x5 + x7 >= 1; x3 + x7 >= 1; x7 + x8 >= 1; x6 + x8 >= 1; x4 + x8 >= 1; int x1, x2, x3, x4, x5, x6, x7, x8;
The first line represents the objective function, and indicates that it should be minimized. The constraints are listed, and the final line indicates that variables x1 through x8 should be restricted to integers. An implied constraint is that all variables are greater than or equal to zero.
The output produced by lp_solve for the above input file is: The value of the objective function is 4, which is the sum of x1 through x8. This indicates that four test configurations are sufficient to provide coverage of all interaction elements. The specific values of the solution variables indicate that the test configurations {1, 1, 1}, {1, 2, 2}, {2, 1, 2}, and {2, 2, 1} should be selected. The configurations can be determined quickly by representing the variable number (plus 1, to allow for indexing from 1 instead of 0) in binary, and increasing each value by 1: for example, x4 is binary 101, which indicates {2, 1, 2}.
By formulating the interaction test coverage problem as a {0, 1} integer programming problem, solving the resulting integer program exactly will produce the best possible solution.
Difficulties with the approach
We run into problems because the number of variables required grows exponentially. If there is the same number of values, n, for each parameter, we have the following results:
which is the number of interaction elements. This is somewhat manageable, since the power in the exponent is only d.
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• The column dimension will be n p , which is the number of configurations. This will be extremely large in most cases.
• The number of non-zero a ij per row will be n p-d
• The number of non-zero a ij will be  
To get an idea of how quickly this becomes infeasible to calculate in practice, here are some experimental results using the lp_solve tool: The * in Table 1 indicates the best possible solution found at the point when the process was killed after running for about 6.5 hours. Some results provided by other users of lp_solve, (included as documentation in the distribution) indicate lp_solve will have difficulties for problems that have more than about 100 integer variables. The above results support this statement.
3.4
Is the interaction test coverage problem NPcomplete?
We have reformulated the interaction test coverage problem as a {0, 1} integer programming problem, which is NP-complete [7] . We now present an argument why a general {0, 1} integer programming problem does not reduce directly by this mapping to a test configuration problem.
In a general {0, 1} integer programming problem, we could have, for example, the following set of constraints: Constraint 1:
We have seven variables and five constraints and the key point that seven is a prime number. Now, the number of variables represents the number of configurations, which is 
A
, and this is the number of constraints in an interaction test coverage problem. However, we know of the existence of at least one parameter with seven values, and therefore this sum is at least seven. We cannot have any terms of this sum less than zero, since this would represent a parameter with a negative number of values, and that is definitely not an interaction test coverage problem. However, our integer program has only five constraints, and therefore cannot represent the number of interaction elements for any problem with seven variables.
Thus, we have found a counter-example to the hypothesis that a general {0,1} integer programming problem can be represented directly as an interaction test coverage problem.
Therefore, we cannot reduce a general {0, 1} integer programming problem to a test configuration problem, and therefore we cannot obtain a result as to whether the interaction test coverage problem is NP-complete using this approach.
There is regularity to how the 0 and 1 coefficients appear in the constraint grid, of which the integer programming formulation does not take advantage. That regularity is also enough to guarantee that there is a feasible minimum solution to the integer-programming problem constructed out of a test configuration problem. There has to be at least one feasible solution since we are guaranteed to cover every interaction element by selecting every possible test configuration. Of course, the minimum ought to be much less than that, but we have shown the existence of at least one solution, and therefore a minimum has to exist.
CONCLUSIONS AND FURTHER WORK
We have shown that the interaction test coverage problem can be solved exactly by formulating the problem as a {0,1} integer program. Unfortunately, this leads to difficulties in practice because the latter is NPcomplete. The experiments we have run show that only the very smallest of interaction test coverage problems can be solved with this approach.
We have also shown the reverse mapping is not possible; a general {0,1} integer programming problem cannot always be converted to an interaction
Formulation of the Interaction Test Coverage Problem as an Integer Program
15 test coverage problem. Therefore, we cannot establish that the interaction test coverage problem is NP-complete by this route.
For further work, one avenue of investigation is whether a linear programming approximation will produce useful results. Our initial experiments indicate that such an approximation is possible, but the results do not appear to be as good as the recursive covering array construction of [15] .
Other work is needed in extending the results of [15] to cover interactions of degree higher than 2, and to investigate recursive covering array construction for parameters with varying numbers of values.
5.
