
































































de  operación,  monitoreo  y  control,  se  han  seleccionado  los  sensores  de  medida,  se  han 
propuesto  soluciones de  las diferentes partes del  robot de acuerdo  con  las especificaciones 






recorrido  previsto.  El  robot  lleva  incorporadas  unas  baterías  recargables  con  autonomía 
mínima de una hora. Los datos tomados son enviados a una estación central desde la cual se 
establece  comunicación  mediante  un  dispositivo  inalámbrico.  Un  ordenador  portátil  es 
utilizado como estación central. 
El microcontrolador elegido ha sido Arduino y el control de los dispositivos del robot se realiza 
con Arduino  Ide. El  lenguaje de programación  soportado por Arduino  Ide es C++. Todos  los 



































En  un  invernadero,  la  producción  es  capaz  de  verse  aumentada  considerablemente  si  se 
controlan adecuadamente  las variables medioambientales del entorno, ya que se favorece el 




convenientemente  a  lo  largo  de  la  instalación  y  conectados  a  un  ordenador  central  que 










irregulares  si  no  se  le  dota  del  suficiente  número  de  patas,  lo  que  significa  un
incremento de motores, consumo eléctrico y complejidad del sistema.
 Los  robots  de  oruga  son  perfectos  para  moverse  por  terrenos  irregulares  pero
consumen bastante  energía,  tienen  problemas para  realizar  giros,  y  se mueven  con
lentitud.

































































































































































































































































































































































































































































































































































































































































































































para  desplazarse  y  tomar medidas  de  diferentes  variables  ambientales  en  invernaderos.  El 
movimiento y adquisición de datos se realizará de forma programada.  
Se considera necesario que  sea un vehículo dotado de un  sistema que permita  controlar  su 
recorrido,  que  pueda  adaptarse  a  un  terreno  con  irregularidades  y  en  el  que  se  pueden 
encontrar obstáculos y que además pueda registrar y transmitir  las medidas realizadas a una 
estación de control. 
Para  ello,  en  este  trabajo  se  pretende  seleccionar  los  componentes  electromecánicos  que 
permitan  realizar  un  diseño  de  robot  de  acuerdo  con  las  especificaciones  previstas.  A 
continuación  se  llevará  a  cabo  su montaje  y  programación  en  un  prototipo  de  pruebas  y 
finalmente se ensayará su funcionamiento. 
En  los  próximos  apartados  se  desarrolla  el  trabajo  realizado.  En  el  Capítulo  2,  se  hace  el  
estudio de  la parte mecánica y eléctrica del  robot, explicando  los métodos empleados en  la 
selección de componentes. En el Capítulo 3 se describe la estructura y desarrollo del programa 
de  control  para  que  el  robot  realice  su  función  dentro  del  invernadero.  Además,  toda  la 
información  relacionada  con  las  características  de  los  componentes  electromecánicos 
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La  tracción  se  llevará  a  cabo  a  través  de  un  único  motor.  Se  pueden  utilizar  dos  tipos 
principales de motores: de corriente continua, y paso a paso. 
Los motores de  corriente  continua  son pequeños motores  eléctricos que  giran  a diferentes 
velocidades, mientras que  los motores paso a paso,  tienen  la  gran  ventaja de que  giran de 






















Con  ello,  según  equilibrio de  fuerzas  en  el  eje  vertical  y de momentos  en  el  eje  trasero,  la 
normal trasera se calcula como sigue: 
஽ܰ ൅ ்ܰ ൌ ܲ 








3 ⋅ 1,5	݇݃ ൌ 1	݇݃ 
La fuerza de rozamiento que actúa en el eje trasero es de: 
ܨோ ൌ ߤ ⋅ ்ܰ ൌ 0,8 ⋅ 1	݇݃ ൌ 0,8	݇݃ 




ܯிೃ ൌ ܨோܴ ൌ 0,8	݇݃ ⋅ 30	݉݉ ൌ 2,4	݇݃ ⋅ ܿ݉ 
Al haber un reductor con una relación 1:2, el par mínimo que ha de suministrar el motor será 
de: 
ܯ௠௢௧௢௥ ൌ 	12ܯிೃ ൌ
1








ܫ ൌ 12 ൈ 0.3505 ൌ 0,84ܣ  
El  sistema  de  tracción  se  ha  modelado  como  se  muestra  en  la  Figura  9.  Consta  de  dos 
engranajes  rectos, uno conectado a  la  salida del motor, y otro al eje de  las  ruedas. De esta 
manera, el movimiento es capaz de ser transmitido de un eje a otro.  
Se ha considerado oportuno establecer una relación 1:2. La rueda dentada que va montada en 












































































































































como  un  disco  que  gira  por  un  eje  que  pasa  por  su  centro  y  el momento  de  inercia  vale 
ܫ ൌ ௠ೃோమସ   donde ݉ோ   es  la masa  de  la  rueda  y  R  su  radio.  La  aceleración  angular  se  puede 
estimar considerando que en un tiempo t la rueda gira un ángulo ߠ partiendo del reposo y por 
tanto se cumple ߠ ൌ ଵଶ ߙݐଶ ⟹ ߙ ൌ
ଶఏ
௧మ . Se puede estimar  ߙ con el dato del fabricante de  que 
en  0,2  segundos  la  rueda  gira  60o.  Expresado  en  radianes  ߠ ൌ ଺଴⋅ଶగଷ଺଴ ൌ 1,047ݎܽ݀.  La 
aceleración angular es ߙ ൌ ଵ,଴ସ଻⋅ଶ଴,ଶ ൌ 10,472 ݎܽ݀ ݏଶ⁄ . 
Considerando una  rueda de 30݃ݎ ൌ 0,03ܭ݃ con un  radio de 3ܿ݉ ൌ 0,03݉ el momento de 
inercia vale ܫ ൌ ଴,଴ଷ⋅଴,଴ଷయସ ൌ 0,00000675ܭ݃ ⋅ ݉ଶ y por tanto el par para mover una rueda es 
de  ߬ ≃ 0,00003ܰ ⋅ ݉. Para mover  las dos  ruedas  se necesita el doble del par,  luego el par 
total para mover las ruedas es el siguiente: 
߬ଵ ൌ 0,00007ܰ ⋅ ݉ 
Si  el  peso  sobre  la  rueda  fuera  grande  se  produciría  una  deformación  de  la  rueda  y  el 
rozamiento  ejercería  un momento  que  se  opondría  al  giro  de  la  rueda  pero  al  ser  el  peso 
pequeño  no  se  produce  esa  deformación  y  la  superficie  de  contacto  con  el  suelo  es muy 
pequeña y por tanto se puede despreciar el momento que ejerce la fuerza de rozamiento. 
Para  ejercer  ese momento  hay  dos  varillas  junto  a  las  ruedas  que  giran  a  una  aceleración 










߬ଶ ൌ 0,01 ൈ 0,03ଶ ൈ 10,472 ≃ 0,00009ܰ ⋅ ݉ 





como  60°  son  60 ൈ ߨ 180⁄ ൌ 1,047ݎܽ݀  la  velocidad  angular  es  de  1.047 0.2⁄ ൌ
5,235 ݎܽ݀ ݏ݁݃⁄ . 
 La potencia es momento por velocidad angular  luego  la potencia desarrollada es de 




 Por  otra  parte  la  potencia  eléctrica  es  voltaje  por  intensidad  luego  la  intensidad
mínima  para  obtener  esta  potencia  es  la  siguiente  (notar  que  esta  potencia  está
medida a 4.8V):
4.245
4.8 ൌ 0.884 ≃ 0.9ܣ ൌ 900݉ܣ 
2.2.	Electrónica	de	Control	









Un  microcontrolador  consta  de  tres  bloques  fundamentales,  que  son  los  mismos  que  se 
pueden considerar en cualquier en cualquier tipo de ordenador: procesador o unidad central 
de  procesamiento  (en  inglés  CPU,  Central  Process  Unit),  memoria  y  periféricos  de 
entrada/salida. El procesador en capaz de entender un conjunto de órdenes definido, que se 
denomina código máquina. Con este conjunto de instrucciones se pueden elaborar programas 
que permiten definir  las  tareas que  tiene que hacer el microcontrolador. Tanto el programa 
como los datos necesarios para su ejecución tienen que estar almacenados en la memoria. El 
microcontrolador se comunica con el entorno  utilizando periféricos. 
Existen  muchos  microcontroladores  en  el  mercado  y  de  muy  diversos  precios.  Para  el 
desarrollo del proyecto  se han elegido microcontroladores Arduino. Se han considerado dos 
alternativas:  Arduino  Uno  es  la  paca  aconsejada  para  proyectos  sencillos.  Incorpora  un 
procesador ATmega328P. Tiene 14 pines digitales de  los cuales 6 permiten un control PWM 
(control  por  ancho  de  pulsos)  que  pueden  ser  usados  para  controlar motores,  6  pines  de 


























































































































































































































consumos  para Arduino Mega  dependiendo  del  voltaje  de  alimentación  de  la  placa  y de  la 
frecuencia de reloj del Arduino, que se muestra en la Tabla 1. 
  500 KHz  1 MHz  2 MHz  4 MHz  8 MHz  16 MHz 
5 V  18,1  18,8  19,6  21,8  25,4  35,2 
6 V  26,2  26,9  28  30,7  35,3  44,2 
7 V  49  49,8  51,2  54,3  58,3  67,4 
8 V  49,7  50,3  51,4  54,8  59,7  71,3 
9 V  49,7  50,3  51,4  54,8  59,7  71,3 
10 V  49,7  50,3  51,4  54,8  59,7  71,3 
11 V  49,7  50,3  51,4  54,8  59,7  71,3 












El microcontrolador  Arduino  permite  alimentar  eléctricamente  otros  dispositivos  siempre  y 
cuando su consumo no sea muy elevado y además podría controlar motores que se conectaran 
directamente.  Sin  embargo  los  consumos  de  intensidad  eléctrica  de  los  motores  y  las 
complejidades  de  su  control  hacen  que  en  el  diseño  del  robot  se  tenga  que  emplear  un 
componente específico que se dedique al control de los motores. 












































































































































































































































































































































































































































































































































































































































































































































































































































































































El  sensor  elegido  es  el  HC‐SR04,  que  tiene  un  rango  de  precisión  que  va  de  unos  pocos 
centímetros  hasta  unos  4 metros.  El  sensor  tiene  cuatro  conectores:  tensión  y  tierra  como 
todos los sensores y dos conectores denominados trigger y echo. Su conectividad a Arduino se 
ilustra en la Figura 19. Cuando se activa el conector trigger se envía un pulso de untrasonidos y 
al  rebotar en un obstáculo el valor del pin echo  indica el  tiempo  transcurrido. Haciendo un 








 Motor paso a paso:           840mA. 
 Motor servo:            900mA. 
 Arduino Mega (incluido consumo de sensores):    70mA. 











La  tendencia  en  proyectos  de  este  tipo  es  incorporar  una  batería  potente  que  se  pueda 
recargar conectando el robot a una toma USB. La batería seleccionada es el pack compacto de 
baterías de  litio de 3,7V y 6600mAh, es capaz de proporcionar una  intensidad continuada de 





































































































































































El  robot  ha  de  recibir  como  entrada  unas  determinadas  instrucciones  relacionadas  con  el 




de  dos  programas,  uno  que  se  ejecutará  en  el  microcontrolador  Arduino  y  otro  que  se 
ejecutará en un dispositivo externo de control, que puede ser un ordenador convencional, una 









se  reconoce  directamente.  No  se  ha  probado  ni  con  dispositivos  Linux  ni  con  sistemas 
operativos Android o IOS, propios de Tablets y Smartphones. 








el  hardware  de  la  máquina)  recibir  los  bits,  convertirlos  en  bytes  y  almacenarlos  en  una 




para definir  la manera de enviar y recibir  la  información, que es  lo único que van a tener en 
común  el  programa  del  microcontrolador  y  el  programa  de  control.  Se  ha  decidido 
implementar  un  sencillo  lenguaje  de  comandos  consistente  en  un  carácter  y  un  número 









interpreten  correctamente  los  comandos.  Incluso  se  podría  controlar  al  robot 






para conseguir nuevas  funcionalidades siempre y cuando se  implementen  las nuevas 

























 D0:  Pedir  distancia  al  obstáculo.  El  robot  devuelve  un  entero  que  es  la  distancia  al 
obstáculo en centímetros. 
































Contiene  toda  la  funcionalidad  relacionada  con  la  toma de datos de  los  sensores. Todas  las 
funciones se han incluido en una clase llamada TSensores. 
La  clase  contiene  unas  variables  que  almacenan  los  últimos  datos  leídos  de  temperatura, 
porcentaje  de  humedad,  luminosidad  y  concentración  de  CO2.  Hay  una  función  llamada 
actualizardatos que se encarga de leer la información de los sensores y almacenarla en dichas 

























funciones  donde  hay  que  encapsular  toda  la  funcionalidad  con  la  que  se  dota  al 
microcontrolador. 
 
 Setup:  se  ejecuta  una  única  vez  al  encender  el  microcontrolador  y  ahí  se  deben 

































si recibe  la orden de actualizar  los valores de  los sensores  llama a  la función correspondiente 
del módulo de sensores y si se le pide un valor de un sensor lo solicita al módulo de sensores y 
lo transmite al programa de control usando el módulo de comunicaciones. 
Se  ha  definido  una  variable  que  permite  distinguir  si  la  comunicación  se  realiza  con  un 
programa de control o con un programa de comunicaciones por puerto serie como el monitor 
serie del Arduino Ide. El objetivo es variar los mensajes que se envían desde el robot. Cuando 
el  destinatario  es  un  programa  se  envía  solamente  el  dato  solicitado  mientras  que  si  el 






















valores negativos  indican  giro  a  la  izquierda  y  valores positivos  giro  a  la derecha. Otro 
control numérico permite especificar la distancia a recorrer en centímetros, cuyos valores 






























































































































































































Se  ha  conseguido  diseñar  un  robot  capaz  de  moverse  de  manera  autónoma  por  un 
invernadero, y tomar variables ambientales del entorno para su control. Además, en caso de 
detectar un obstáculo, el robot se detiene y manda una señal de alarma a una estación central. 
La  comunicación  con  el  robot  se  realiza  con  dos  dispositivos  de  comunicación  inalámbrica 
Xbee, uno conectado a la estación central, y el otro instalado sobre el propio robot. 
Los  principales  parámetros  a  tener  en  cuenta  a  la  hora  de  seleccionar  los  componentes 
necesarios han sido el peso, el voltaje de funcionamiento y la corriente consumida. El peso es 
importante, ya que al tener un motor paso a paso que no es capaz de dar un par elevado, se ha 
buscado  la  mayor  ligereza  posible  en  todos  los  componentes,  sobre  todo  al  diseñar  el  
bastidor.  El  voltaje  de  funcionamiento  es  vital  para  lograr  que  todos  los  dispositivos 





Una  vez  seleccionados  los  componentes,  se  ha  procedido  al modelado  y montaje  real  del 
robot,  buscado sencillez en la versión final del prototipo tanto en el sistema de tracción como 
en el de dirección.  








es  suficiente  a  velocidades  altas  como  para mover  el  robot  adecuadamente.  Por  tanto,  las 
pruebas realizadas se han realizado a una velocidad del motor entre 75‐80 rpm. 
El  programa  de  control  se  ha  realizado  con  el  programa  Qt.  La  ventana  del  programa  de 
control  ha  sido  hecha  con  la  idea  de  que  sea  lo más  sencilla  posible,  pensando  en  que  el 
usuario  final  del  producto  lo  pueda manejar  con  facilidad.  Por  ello,  una  vez  establecida  la 
conexión  con el  robot, el usuario  solamente  introduce directamente  los parámetro de  giro, 
distancia a recorrer y velocidad del motor. El programa realizado dispone de un ejecutable que 
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Sensor SKU: SEN 10915
Sensor TSL 256116
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Se  ha  utilizado  C++  que  además  de  una  programación  orientada  a  objetos,  permite  definir 
clases para conseguir una mejor modularidad del diseño. 
Todo programa consiste en una serie de funciones que trabajan con una serie de datos. En la 
programación  tradicional,  datos  y  funciones  son  independientes  mientras  que  en  la 
programación orientada a objetos los datos y las funciones que tratan con ellos se unen en una 






objetos.  Todas  las  librerías  de  apoyo  empleadas  en  la  elaboración  del  programa  utilizan 
orientación a objetos. 
La  orientación  a  objetos  ha  sido  la  base  que  ha  permitido  dividir  el  programa  en módulos 
independientes.  Se  ha  diseñado  el  programa  principal  para  que  se  apoye  en  tres módulos 
principales, que son los siguientes: 






ya  se  tiene  acceso  a  la  funcionalidad  de dicho módulo. Dada  la  simplicidad del  entorno de 



























encuentra  conectado  al  puerto  serie  del Arduino  a  través  del  shield.  Tiene  una  función  de 
inicialización que  inicializa  la velocidad de  comunicación a 9600 baudios  (bits por  segundo). 
Pese a que XBee puede funcionar a velocidades mayores se ha optado por esta velocidad por 
ser  la  más  empleada  y  es  lo  suficientemente  elevada  para  la  información  que  se  va  a 
intercambiar.  En  la  clase  se  ha  definido  una  variable  llamada  “orden”  que  almacenará  el 
comando recibido. 



















































































































































e  en  los  otr






































































































El problema de  las funciones de  la biblioteca de Adafruit es que  interrumpen  la ejecución del 






motor  paso  a  paso,  a  diferencia  de  las  librerías  de  Adafruit,  que  solo  sirven  para  sus 















 setSpeed:  Fija  la  velocidad  del  motor  en  revoluciones  por  minuto.  Según  la 
















Estas  características de  la  librería AccelStepper han permitido programar el movimiento del 
motor de la siguiente manera: 












Esta  función devolverá “true”  si el motor ya ha  llegado a  su destino o bien  si está parado y 
“false”  si el motor  tiene que  seguir moviéndose.  Si en un momento determinado  se quiere 
parar el robot basta con hacer que la variable “r” valga “false”. 
La  función distancia a mover  recibe  como parámetro  los  centímetros que  se debe mover el 
robot. Esos centímetros se deben traducir a pasos y se necesita un factor de conversión que se 




















El  programa  principal  define  los  objetos  “sensores”,  “comunicaciones”  y  “motores”  para 
trabajar con  las  librerías anteriores, una variable para almacenar  la distancia de  seguridad y 
otra para  indicar si se quiere trabajar en modo consola (envío directo de comandos desde el 
monitor del puerto serie, por ejemplo) o por programa de control. 
























































y  los  comandos  para  ordenar  al  robot  que  haga  algo  se  han  codificado  en minúsculas.  Las 
funciones para mandar un determinado valor al programa de control se han codificado todas 








Notar  el  uso  de  la  variable  “consola”  para  enviar mensajes  informativos  con  el  dato  o  no 







































vuelta  completa  de  las  ruedas.  La  distancia  de  seguridad  se  deberá  fijar  en  una  cantidad 





































 D0:  Pedir  distancia  al  obstáculo.  El  robot  devuelve  un  entero  que  es  la  distancia  al 
obstáculo en centímetros. 




































































































































































































































































































































































































































































































































































































































































































































































   void o
   void o
   void o


















































































































































































realiza  la comunicación y una variable booleana  llamada “m_conectado” para  indicar si se ha 
establecido conexión con el robot. 





La  función  “buscarpuertos”  es  la  que  obtiene  la  lista  de  puertos  y  la  carga  en  el  control 
correspondiente. Su codificación es la siguiente: 










Según  la  documentación  de Qt  se  puede  obtener  la  lista  de  puertos  de  un  objeto  de  tipo 





Este  código  significa  que  al  arrancar  el  programa  ya  se  dispone  de  la  lista  de  puertos 
disponibles, basta con elegir el que se corresponda con el dispositivo XBee y pulsar el botón de 




    m_puerto->close(); // Por si ya estaba abierto 
    m_conectado=false; 
    m_puerto->setPortName(ui->cbPuertos->currentText()); 
 
    if(m_puerto->open(QIODevice::ReadWrite)) { 
      m_puerto->write("s0"); 
      m_puerto->waitForBytesWritten(); 
      if(m_puerto->waitForReadyRead()) { 
       ui->lblCom->setText("Comunicación establecida con éxito."); 
       m_puerto->clear(); 




      } 
         else ui->lblCom->setText("ERROR: El robot no responde."); 
    } else 






que el  robot pase al modo de no consola. El  robot debe  responder con un carácter salto de 
línea. Hay dos funciones que se utilizan y que conviene explicar: 




















    QByteArray comando; 
 
    if(!m_conectado) return; 
    if (ui->spinDireccion->value()>0) { 
        comando.append("d"); 
        comando.append(QString::number(ui->spinDireccion->value())); 
    } 
    else if(ui->spinDireccion->value()<0) { 
        comando.append("i"); 
        comando.append(QString::number(-ui->spinDireccion-
>value())); 
    } else comando.append("c0"); 
    m_puerto->write(comando); 





Algo  común  a  todas  las  funciones  que  se  van  a  analizar  es  que  si  la  conexión  no  se  ha 
producido o ha fallado se sale de la función sin hacer nada. 
El  código  es bastante  sencillo. Dependiendo del  signo del  valor del  control  se  selecciona  el 













    if(!m_conectado) return; 
    if(m_semueve) { 
        m_puerto->write("p0"); 
        m_puerto->waitForBytesWritten(); 
        m_semueve=false; 
        ui->btnMover->setText("Mover"); 
    } else { 
        m_semueve=true; 
        ui->btnMover->setText("Parar"); 
        moverrobot(); 
        QTimer::singleShot(500,this,SLOT(funciontimer())); 
    } 
} 









void MainWindow::moverrobot() { 
QByteArray comando; 
 




















































 Cuando  se desee  cambiar  lo que  se  representa en pantalla hay que usar  la  función 
setStringList  para  pasarle  una  lista  de  cadenas  de  caracteres  y  el  cambio  se  refleja 
automáticamente en el control visual de la pantalla. 









    if(!m_conectado) return; 
    // Actualizar valores 
    m_puerto->write("A0"); 
    m_puerto->waitForBytesWritten(); 
    m_puerto->waitForReadyRead(); // Espera que llegue la 
contestacion 
    m_sensores.clear(); 
    m_puerto->clear(); 
    // Temperatura 
    m_sensores<<("Temperatura: "+leerunsensor("T0")+"ºC"); 
    // Humedad 
    m_sensores<<("Humedad: "+leerunsensor("H0")+"%"); 
    // Luminosidad 
    m_sensores<<("Luminosidad: "+leerunsensor("L0")+" luxes"); 
    // CO2 
    m_sensores<<("CO2: "+leerunsensor("C0")+" ppm"); 
    // Resultados por pantalla 
    m_modelo.setStringList(m_sensores); 
} 
Primero se envía el comando “A0” para que el robot lea los sensores. Como es una función que 
consume  tiempo  se  utiliza  la  función waitForReadyRead()  para  esperar  hasta  que  el  robot 
responda, lo que indica que ha terminado de actualizar los valores de los sensores.  Luego se le 
van  pidiendo  los  valores.  La  lectura  se  realiza  a  través  de  la  función  “leerunsensor”.  Por 
ejemplo: 




cadena  constante  “oC”.  La  función  leerunsensor  es  una  función  que  se  ha  codificado  de  la 
siguiente manera: 
QString MainWindow::leerunsensor(QByteArray comando) { 
    char datos[100]; 
    QString entrada; 





    memset(datos,0,sizeof(datos)); 
    m_puerto->write(comando); 
    m_puerto->waitForBytesWritten(); 
    for(i=0,m_puerto->waitForReadyRead(100), m_puerto-
>read(&datos[i],1); 
        (i<100) && (datos[i]!='\n'); 
        i++,m_puerto->waitForReadyRead(100),m_puerto-
>read(&datos[i],1)); 
    if(i<100) datos[i]='\0'; 
    entrada.append(datos); 
    return entrada; 
} 
La variable “datos” va a  recibir  la entrada y se  inicializan  todos sus bytes a cero para que el 
resto de funciones no encuentren valores aleatorios. Primero se envía el comando y  luego se 
lee  la  entrada  carácter  a  carácter  hasta  que  se  encuentra  el  carácter  salto  de  línea.  Es 









Una vez  leídos  todos  los datos  transmitidos,  incluyendo el carácter  fin de  línea,  se  sustituye 
dicho  carácter por un  cero  ya que no  interesa que ese  carácter  se  incluya en  la  cadena de 
caracteres de retorno ya que provocaría un salto de línea no deseado en la lista de valores. 
Una  vez obtenidos  todos  los datos  se  copia  la  lista de bytes  leídos  en una  variable de  tipo 
cadena de caracteres (variable “entrada” de tipo QStringList) y se devuelve el valor. 
Notar que si el programa simplemente almacenara  la  información en  la variable m_sensores 
ésta  no  se mostraría  nunca  por  pantalla.  Una  vez  recopilada  toda  la  información  hay  que 













cuándo el  robot envía un comando  indicando que se ha parado porque ha  llegado al  final o 
porque ha encontrado un obstáculo. 
La  mejor  manera  de  implementar  este  control  es  lanzar  una  función  que  se  ejecute 
periódicamente  para  lo  cual  se  ha  utilizado  la  función QTimer::singleShot().    La  instrucción 
empleada es la siguiente: 
QTimer::singleShot(500,this,SLOT(funciontimer())); 
Esta  función hace que después de 500 milisegundos  (medio  segundo)  se  llame  a  la  función 
“funciontimer”  de  la  ventana  principal.  El  programa  se  sigue  ejecutando  normalmente  y 
cuando han pasado 500 milisegundos se ejecuta esta  función, por  lo que el programa no se 






     void on_actionPuertoConectar_triggered(); 
 
     void on_actionDireccion_triggered(); 
 
     void on_actionMover_triggered(); 
 
     void on_actionSensores_triggered(); 
 
         void funciontimer(); 
Se puede comprobar que están declaradas todas  las funciones definidas automáticamente al 
definir  las  acciones  y  esta  nueva  función  que  se  ha  declarado  para  la  función 
QTimer::singleShot(). La función “funciontimer()” es la siguiente: 
void MainWindow::funciontimer() { 
    char datos[100]; 
    QString texto; 
    int i; 
 
    if(m_puerto->bytesAvailable()>0) { //Ha llegado un comando del 
robot 
        i=0; 
        m_puerto->read(&datos[i],1); 
        while(datos[i]!='\n') { 
            m_puerto->waitForReadyRead(100); 
            i++; 
            m_puerto->read(&datos[i],1); 
        } 
        if(datos[0]=='s') {   // Ha llegado un comando de parada 
            ui->btnMover->setText("Mover"); 
            m_semueve=false; 
            if(datos[1]=='0') ui->lblDistFalta->setText("Trayecto 
finalizado"); 
            else ui->lblDistFalta->setText("Obstaculo detectado"); 
         } 




   if(m_semueve) { // El robot se sigue moviendo y se pide la 
distancia al destino 
       texto="Distancia a destino: "+leerunsensor("R0")+"cm."; 
       ui->lblDistFalta->setText(texto); 
       QTimer::singleShot(500,this,SLOT(funciontimer())); 
       } 
} 
Lo  primero  que  hace  es  comprobar  si  el  robot  ha  enviado  un  comando  usando  la  función 
“bytesAvailable()” del  puerto  serie, que devuelve  el número de bytes que  están  esperando 
para  ser  leídos.  Si  es  así  lee  el  comando  byte  a  byte  y  lo  almacena  en  la  variable  “datos”.  
Mientras  no  llegue  el  carácter  de  fin  de  línea  no  se  ha  terminado  el  comando  y  se  siguen 






















QT       += core gui 
QT       += serialport 
 
RC_ICONS = robot.ico 
 
greaterThan(QT_MAJOR_VERSION, 4): QT += widgets 
 
TARGET = robot 
TEMPLATE = app 
 
# The following define makes your compiler emit warnings if you use 





# depend on your compiler). Please consult the documentation of the 
# deprecated API in order to know how to port your code away from it. 
DEFINES += QT_DEPRECATED_WARNINGS 
 
# You can also make your code fail to compile if you use deprecated 
APIs. 
# In order to do so, uncomment the following line. 
# You can also select to disable deprecated APIs only up to a certain 
version of Qt. 
#DEFINES += QT_DISABLE_DEPRECATED_BEFORE=0x060000    # disables all 
the APIs deprecated before Qt 6.0.0 
 
 
SOURCES += main.cpp\ 
        mainwindow.cpp 
 
HEADERS  += mainwindow.h 
 






int main(int argc, char *argv[]) 
{ 
    QApplication a(argc, argv); 
    MainWindow w; 
    w.show(); 
 















class MainWindow : public QMainWindow 
{ 
    Q_OBJECT 
 
public: 
    explicit MainWindow(QWidget *parent = 0); 
    ~MainWindow(); 
 
private slots: 





     void on_actionDireccion_triggered(); 
 
     void on_actionMover_triggered(); 
 
     void on_actionSensores_triggered(); 
 
     void funciontimer(); 
 
private: 
    Ui::MainWindow *ui; 
    QSerialPort *m_puerto; 
    bool m_conectado; 
    bool m_semueve; 
    QStringList m_sensores; 
    QStringListModel m_modelo; 
    void buscarpuertos(); 
    QString leerunsensor(QByteArray comando); 
    void moverrobot(); 
}; 
 








MainWindow::MainWindow(QWidget *parent) : 
    QMainWindow(parent), 
    ui(new Ui::MainWindow) 
{ 
    ui->setupUi(this); 
    buscarpuertos(); 
    m_puerto=new QSerialPort(this); 
    m_conectado=false; 
    m_semueve=false; 
    m_sensores.clear(); 
    m_modelo.setStringList(m_sensores); 
    ui->lvSensores->setModel(&m_modelo); 





    delete ui; 
} 
 















    m_puerto->close(); // Por si ya estaba abierto 
    m_conectado=false; 
    m_puerto->setPortName(ui->cbPuertos->currentText()); 
 
    if(m_puerto->open(QIODevice::ReadWrite)) { 
      m_puerto->write("s0"); 
      m_puerto->waitForBytesWritten(); 
      if(m_puerto->waitForReadyRead()) { 
       ui->lblCom->setText("Comunicación establecida con éxito."); 
       m_puerto->clear(); 
       m_conectado=true; 
      } 
         else ui->lblCom->setText("ERROR: El robot no responde."); 
    } else 





    QByteArray comando; 
 
    if(!m_conectado) return; 
    if (ui->spinDireccion->value()>0) { 
        comando.append("d"); 
        comando.append(QString::number(ui->spinDireccion->value())); 
    } 
    else if(ui->spinDireccion->value()<0) { 
        comando.append("i"); 
        comando.append(QString::number(-ui->spinDireccion->value())); 
    } else comando.append("c0"); 
    m_puerto->write(comando); 






    if(!m_conectado) return; 
    if(m_semueve) { 
        m_puerto->write("p0"); 
        m_puerto->waitForBytesWritten(); 
        m_semueve=false; 
        ui->btnMover->setText("Mover"); 
    } else { 
        m_semueve=true; 
        ui->btnMover->setText("Parar"); 
        moverrobot(); 
        QTimer::singleShot(500,this,SLOT(funciontimer())); 
    } 
} 
 
void MainWindow::moverrobot() { 
QByteArray comando; 
 





























    if(!m_conectado) return; 
    // Actualizar valores 
    m_puerto->write("A0"); 
    m_puerto->waitForBytesWritten(); 
    m_puerto->waitForReadyRead(); // Espera que llegue la contestacion 
    m_sensores.clear(); 
    m_puerto->clear(); 
    // Temperatura 
    m_sensores<<("Temperatura: "+leerunsensor("T0")+"ºC"); 
    // Humedad 
    m_sensores<<("Humedad: "+leerunsensor("H0")+"%"); 
    // Luminosidad 
    m_sensores<<("Luminosidad: "+leerunsensor("L0")+" luxes"); 
    // CO2 
    m_sensores<<("CO2: "+leerunsensor("C0")+" ppm"); 
    // Resultados por pantalla 
    m_modelo.setStringList(m_sensores); 
} 
 
QString MainWindow::leerunsensor(QByteArray comando) { 
    char datos[100]; 
    QString entrada; 
    int i; 
 
    memset(datos,0,sizeof(datos)); 
    m_puerto->write(comando); 
    m_puerto->waitForBytesWritten(); 
    for(i=0,m_puerto->waitForReadyRead(100), m_puerto-
>read(&datos[i],1); 
        (i<100) && (datos[i]!='\n'); 
        i++,m_puerto->waitForReadyRead(100),m_puerto-
>read(&datos[i],1)); 
    if(i<100) datos[i]='\0'; 
    entrada.append(datos); 
    return entrada; 
} 
 
void MainWindow::funciontimer() { 
    char datos[100]; 
    QString texto; 





    if(m_puerto->bytesAvailable()>0) { //Ha llegado un comando del 
robot 
        i=0; 
        m_puerto->read(&datos[i],1); 
        while(datos[i]!='\n') { 
            m_puerto->waitForReadyRead(100); 
            i++; 
            m_puerto->read(&datos[i],1); 
        } 
        if(datos[0]=='s') {   // Ha llegado un comando de parada 
            ui->btnMover->setText("Mover"); 
            m_semueve=false; 
            if(datos[1]=='0') ui->lblDistFalta->setText("Trayecto 
finalizado"); 
            else ui->lblDistFalta->setText("Obstaculo detectado"); 
         } 
    }; 
   if(m_semueve) { // El robot se sigue moviendo y se pide la 
distancia al destino 
       texto="Distancia a destino: "+leerunsensor("R0")+"cm."; 
       ui->lblDistFalta->setText(texto); 
       QTimer::singleShot(500,this,SLOT(funciontimer())); 









sido  encargados  a  las  siguientes  compañías:  Adafruit  Industries,  PC  Componentes,  Farnell 
element  14,    Amazon,  Mouser,  DF  Robot  y  Hobbymodelismo.  Estas  compañías  han  sido 
seleccionadas de acuerdo a la disponibilidad del producto y precio ofertado. 
A  continuación  se  detallan  los  precios  de  cada  uno  de  los  componentes.  En  cada  caso  se 
indican el incremento del coste total por tasas e impuestos y los gastos de envío.  
Adafruit	Industries	
Componente	 Precio	(€)	
Motor	paso	a	paso	Nema	17 13.12
Sensor	TSL2561	Luminosidad 5.58
Sensor	DHT22	Temperatura	y	Humedad 14.06
Interruptor	Powerboost	 0.89
Motor	servo	Towerpro	SG‐5010 11.25
Batería	Litio	3.7	V	 27.65
Powerboost	1000C	 18.7
Gastos	de	envío	e	impuestos 42.14
TOTAL	 133
 
PC	Componentes	
Componente	 Precio	(€)	
Arduino	Mega	2560	R3	 14.01
Sensor	HC‐SR04	Ultrasonido 6.57
Cable	USB‐USB	 1.45
Gastos	de	envío	e	impuestos 9.95
TOTAL	 31.98
 
Farnell	element	14	
Componente	 Precio	(€)	
Xbee	Shield	 15.9
Gastos	de	envío	e	impuestos 14.23
TOTAL	 30.13
	
Amazon	
Componente	 Precio	(	€)	
Adafruit	Motor	Shield	V2.3 20.62
Gastos	de	envío	e	impuestos 4.33
TOTAL	 24.95
	
63 
 
 
Mouser	
Componente	 Precio	(€)	
Xbee	S2	(x2)	 33.54
Adaptador	Xbee‐USB	 26.4
Gastos	de	envío	e	impuesto 0
TOTAL	 59.94
 
DF	Robot	
Componente	 Precio	(€)	
Sensor	CO2	 52.49
Gastos	de	envío	e	impuestos 15
TOTAL	 67.49
 
Hobbymodelismo	
Componente	 Precio	(€)	
Ruedas	delanteras	 9.95
Ruedas	traseras	 9.95
Gastos	de	envío	e	impuestos 0
TOTAL	 19.9
 
 
Importe	Total	
Adafruit	Industries	 133	€
PC	Componentes	 31.98	€	
Farnell	element	14	 30.13
Amazon	 24.95
Mouser	 59.94
DF	Robot	 67.49
Hobbymodelismo	 19.9
TOTAL	 367.39	€	
 
	
 
 
