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MESH GENERATION FOR THE COMPUTATION OF 
FLOW'FIELDS OVER COMPLEX AERODYNAMIC SHAPES 
TIMOTHY BAKER 
Departmen~ of Mer]~ardcal and Aerospace Engineering 
En~neerlng Quadrangle, Princeton Unlverslty, Princeton, NJ 08544, U.S.A. 
AbstractmMethods are presented for generating both structured and unstructured meshes about 
three dhn~lional shapes. Results for both approaches are shown and their strengths anti weaknesses 
are compared. For relatively simple confisuratlons, such as wing/body combln~ions, a structured 
mesh is the preferred approach. Fora complete aircraft, however, structured meshes !_~_~ the necessary 
flexlbl]ity, but nstructured meshes do offer the opportunity otreat completely general configurations 
with relative ase. 
1. INTRODUCTION 
The solution of a partial differential equation by either finite difference or finite element methods 
is only possible if one can provide a suitable mesh covering the region of interest. It is generally 
accepted that accurate results require a mesh that conforms to all solid boundaries. For simply 
shaped regions, particularly in two dimensions, this requirement does not present any serious dif- 
ficulty. In three dimensions, however, it becomes cumbersome and sometimes highly complicated 
to produce a mesh that conforms to all solid boundaries without creating areas of mesh overlap 
or severe distortion. 
Practical expediency as well as aesthetic onsiderations dictate the development of meshing 
algorithms that are well automated and not dependent on extensive adjustments by the user. It 
is from this standpoint that we shall view mesh generation, and argue that the type of mesh one 
should employ is largely determined by the geometric omplexity of the surfaces bounding the 
region of interest. In fact, we believe that ease of handling complex shapes is the primary concern 
and that computational efficiency of the numerical f ow algorithm is of less importance. In the 
following, the examples shown all represent aerodynamic problems. However, the considerations 
that govern the choice of mesh generation methods have a much wider range of application. 
The majority of methods for calculating aerodynamic flows employ meshes [1-3], consisting 
of quadrilaterals in two dimensions, or hexahedra in three dimensional space. Such meshes are 
usually referred to as structured meshes, on account of the high degree of ordering that these 
meshes possess. Parallel developments in flow solvers have often exploited this structure. For 
example, approximate factorization and ADI schemes construct operators that are factored along 
the different coordinate directions. In fact, flow algorithms for reaching steady state solutions 
of the inviscid flow equations [4] and the Navier-Stokes equations [5] on structured meshes have 
reached a high level of maturity. Since each point and cell of a structured mesh is readily defined 
by an array of indices, these flow algorithms usually run very efficiently on computers which have 
a significant vector capability. 
On the other hand, a mesh may equally well be constructed in such a way that the distribution 
of mesh cells does not possess any global ordering or structure. For example, in two dimensions 
one can cover any region with triangles or a mixture of triangles, quadrilaterals and other cell 
shapes. Unstructured meshes of this type are often associated with finite element methods, 
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which were originally developed to handle regions that are clearly difficult o mesh in an entirely 
structured manner. Unfortunately, it is not clear how one can apply fast implicit flow solvers, 
such as approximation factorization and ADI, to unstructured meshes. In addition, the lack of 
any regular ordering to the collection of mesh cells means that a mesh data structure must be 
maintained in order to keep track of cell neighbors, the number of edges and faces meeting at 
each point, etc. Unfortunately, this significantly increases the amount of computer memory per 
point that is required and also necessitates the use of indirect addressing, a feature that can cause 
a considerable drop in performance on some computer architectures. 
At first sight there would appear to be no advantage in using an unstructured mesh. However, 
the ordering of cells that is inherent in a structured mesh becomes a severe handicap when 
one attempts to generate a mesh that must conform with several highly complicated bounding 
surfaces. For example, a commercial ircraft usually has a nacelle and pylon that is closely coupled 
with the wing or rear fuselage. A turbofan engine has an inner and outer nacelle cowling, and 
there are other appendages such as flap track fairings that the aerodynamicist may wish to include 
in his calculations. Wrapping a structured mesh around this type of configuration soon becomes 
a seemingly intractable problem. 
One way out of this difficulty is the adoption of a multiblock scheme [6-8], whereby one cuts 
up the region into a number of simpler subregions or blocks, each of which can then be covered 
with a structured mesh. In general such a mesh is now structured at the local or block level but 
no longer possesses any global structure. The collection of blocks can be viewed as an extremely 
coarse unstructured mesh, and so, one must also introduce a data management structure that 
maintains information on the location and orientation of neighboring blocks; To be entirely 
general and flexible, a multiblock scheme should achieve the initial blocking in a manner that 
is well automated and requires minimal user intervention. To the author's knowledge, this goal 
has only been partially realized, and the construction of a blocked mesh for a complete aircraft 
remains a time consuming process. 
For highly complex regions, the use of an unstructured mesh thus becomes an attractive ap- 
proach. In principle one can lways connect a planar set of points to produce a covering of any 
planar region by triangles [9,10]. Likewise, one can produce a mesh of tetrahedra around any 
three dimensional object [11-13]. Recent advances in tetrahedral mesh generation have culmi- 
nated in the development of an efficient algorithm for creating an unstructured mesh around 
aerodynamic shapes ranging from isolated wings and nacelles to a complete aircraft [13,14]. It 
is our opinion that the ease with which such meshes can be generated far outweighs the relative 
inefficiency of an unstructured flow solver. 
The position adopted in this paper is that a structured mesh should be used, whenever it is 
possible to generate a single block mesh automatically without any intervention from the user. 
One can pursue this approach surprisingly far, and in the next section we describe a method 
for generating structured meshes about the combination of a wing, fuselage and tail [15,16]. For 
configurations that exceed this level of geometric complexity, we advocate the use of a tetrahedral 
mesh and flow solver. We describe an algorithm for generating tetrahedral meshes that is based on 
the Delaunay triangulation. Examples of the application of this mesh generator and some typical 
flow solutions are also presented. Finally, we discuss algorithm efficiency for both structured 
and unstructured flow solvers, and argue that routine inviscid flow computations for a complete 
aircraft are well within the scope of current computer hardware capabilities. Indeed, the latest 
generation ofsupercomputers a e sufficiemtly powerful to handle Reynolds averaged Navier-Stokes 
computations for a complete aircraft in an acceptable turn around time. 
2. STRUCTURED MESH GENERATION BY A SEQUENCE OF MAPPINGS 
A particularly effective way to generate a single block mesh is achieved by the application 
of several simple mappings to reduce a relatively complicated configuration to a simple generic 
shape [15,16]. After a set of coordinated surfaces have been defined in the transformed space, 
the mapping sequence is reversed to create a mesh of hexahedra conforming with all bounding 
surfaces. One has considerable atitude in the choice of mapping that can be used as well as the 
choice of a mesh point distribution i  the transformed plane. This feature permits one to exercise 
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considerable control over the distribution of mesh points, thus ensuring an adequate density of 
points close to solid boundaries, particularly in regions of high curvature. 
Each mapping has the effect of deflating a component of the configuration. For example, for 
a wing/fuselage/tail combination, one mapping takes the fuselage into the symmetry plane, a 
second mapping transforms the tail into a single sheet and finally a third reduces the wing to a 
single sheet. The transformed space is bounded by the symmetry plane and has two sheets, one 
corresponding to the wing and one to the tail, that must each coincide with a coordinate surface. 
It is now fairly straightforward to generate a mesh in the mapped space in such a way that 
the two sheets match specified coordinate surfaces, by exploiting an appropriate selection of one 
dimensional stretching functions. The final step consists of reversing the mapping sequence to 
re-infiate both lifting surfaces and re-establish the fuselage shape. The inverse mappings displace 
all the mesh points in a smoothly varying manner, to generate a mesh that conforms with the 
solid boundaries while ensuring a well controlled point distribution. 
To illustrate the procedure for generating a C-H mesh about a wing alone, we consider a trans- 
formation from physical space to a mapped space, that is defined by a square root unwrapping 
about a singular line just inside the wing leading edge (Figure 1), Let the vector x = (z, y, z) 
determine a point in physical space, and assume that the wing is defined by the set of points 
W = {xw }. Let X -- (X, I/, Z) be the vector in mapped space, corresponding to the x in physical 
space, and denote the singular line by x0(z). 
~""~ ' S l l~Z~ LINE 
Figure 1. Wing and singular line for square root unwrapping. 
The square root unwrapping is given by 
x = & x,  (1) 
where P~ is defined as 
z -  0(z) = X 2 - y2 ,  v - v0(z)  = 2X  Y, z = Z. (2) 
Under the transformation Pw, the x-space is mapped onto the half space Y > 0. 
Let Ytv(X, Z) be the surface in the mapped space and introduce a shearing Sty, taking 
X I = (XI,Y ', Z') to X by the transformation 
X=SwX' ,  de f inedbyX=X' ,  Y=Y~+Yw(X,Z), Z=Z'. (3) 
We may now create a stretching transformation to map the unit cube onto X~-space. Thus 
X'  -- T~, (4) 
where ~ -- (~, ~/, (), 0 _< ~ < 1, 0 < t /< 1, 0 < ( < 1, and T is defined by 
X t = 1(~), Y' = g(t/), Z' = h(C). (5) 
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Figure 2. 
The stretching transformations are all smoothly varying monotone mappings that concentrate 
points in the neighborhood of the mapped wing surface. 
Thus the mapping procedure that is used to generate the transformed wing surface is 
Xw " -  Pw xw j 
and the inverse mapping sequence, that takes a lattice of mesh points in the unit cube to the 
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(b) mapped coordinate lines and airfoil shape 
after square root unwrapping. 
Figure 3. 
mesh in physical space, is given by 
x = pjZ Sw T~. (6) 
Particular coordinate surfaces in mapped and physical space are illustrated in Figure 2. Fig- 
ure 2(a) shows the sheared mesh in the Z = 0 plane. The line BPLC corresponds to a section 
of the mapped wing surface. Under the inverse mapping pj1,  the mesh shown in Figure 2(a) 
is mapped to that presented in Figure 2(b). Each point designated by a letter in Figure 2(a) is 
mapped to its primed counterpart in Figure 2(b). Figure 2(c) illustrates the H-mesh distribution 
in the spanwise direction. 
A closely related procedure can be employed to generate an H-H mesh about a wing. Suppose 
we apply the mapping 
X~ = p~1 S~I Pw xw. (7) 
The set of points X~ will consist of a single sheet of zero thickness. Let T'~ represent a mapping 
of lattice points in the unit cube onto physical space, where the functions (5) axe now chosen 
to make the sheet X~ coincide with a particular coordinate surface t} = constant. In addition, 
the leading and trailing edge positions of the sheet each correspond to a constant value ~, and 
the wing tip matches a fixed value of ~. If this mesh in physical space is made up of constant x 
and y lines, then under the mapping P= the coordinate lines become families of parabolas and 
hyperbolas (see Figure 3). After applying the shearing Sw and mapping back to physical space, 
the complete transformation given by 
x = Pj1 S~ P~T'~ 
inflates the wing, so that the part of the coordinate surface coinciding with the sheet X~ maps 
to the wing surface and all other mesh points are smoothly displaced to generate an H-H mesh 
around the wing. 
To generate a mesh that also conforms with a specified fuselage, consider apreliminary mapping 
to take the fuselage into the symmetry plane, z = 0. This can be achieved by a combination of 
a 3oukowski mapping plus shearing. Suppose that R(x) is half the diameter of the body profile 
at a particular axial position z, and yc(x) is the position of the body center line. We define the 
transformation taking x = (x, y, z) into x' = (z', y', z') as 
x' = =, y' = (y - yo) i + (y _ yc) 2 + , z '=z  1 -  (y_yc)  2+z2 . (8) 
For a body with a circular cross-section, this maps each body section into the z' = 0 plane. 
For general shapes, however, this mapping takes each body section into a shallow bump and a 
shearing is then needed to complete the mapping into the z I= 0 plane. If we assume that the 
shearing is included in the body transformation B, we can write the mapping procedure that 
determines the wing geometry in mapped space as 
X~ = Pw B x,~. 
CAI, MA 24=5/6-H 
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A C-H mesh is now created by the mapping sequence 
x = B - I  pZx Sw T~, 
whereas an H-H mesh is generated by the mapping sequence 
x = B-~PC. ~ S,. P,o ~ l l .  
This set of operations will generate a mesh that conforms with the fuselage surface but such that 
the crown-line of the fuselage is not necessarily aligned with any particular mesh line. This is 
illustrated for the C-H mesh case in Figure 4. To rectify this deficiency, we deform the mesh lines 
in mapped space so that one line coincides with the mapped fuselage profile. For example, for 
the C-H mesh, the transformation T is modified so that 
X'  = f(~), Y' = g'(~,Yl,C), Z' = h(O, 
where 
= { 
Ya( X) - Yw( X ,  O) + g(TI) -- g(ria ), 
o_<~<_~, 
~B <,7< i. 
(9) 
In the above expression, YB(X) is the fuselage profile in mapped space, and ~/B is the assigned 
value of the variable r/that corresponds to the fuselage profile. For non-zero values of ¢, we 
employ a blended combination of g~(~, t/, 0) and the stretching (~) for the wing alone. The mesh 
that is generated in this way is illustrated in Figure 5. 
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(a) Shev.red mesh and body profile in physical space; Z -- 0 plane. (b) Mesh and body profile in physical space, 
Figure 4. 
In order to generate an H-H mesh that conforms with the fuselage crown-line, we consider the 
space consisting of the symmetry plane and a sheet hat corresponds to the deflated wing, after 
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(a) Sheared mesh con_eormlng with body (b) Mesh conforming with body profile in physical space. 
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(c) Mesh conformln~ with body profile in physical space; spanwise cut through wing. 
Figure 5. 
mapping the fuselage into the symmetry plane and removing the wing thickness by the wing 
square root unwrapping. The deformed wing sheet in given by 
= pj1 S;1 B 
We can again use a blended combination of stretching to fit a smoothly varying distribution 
of points that conforms with both the mapped fuselage crown-line and the wing sheet [16]. A 
suitable H-H mesh outside the fuselage is easily generated by applying the square unwrapping 
transformation to the crown-line profile. 
Examples of a C-H mesh and an H-H mesh that were generated by this method for the Boeing 
?47-200 wing/fuselage combination are shown in Figures 6 and ?. 
The extension of these ideas to include a horizontal and/or vertical tall follows the same prin- 
ciple of first utilizing a set of mapping to simplify the configuration, fitting a mesh in mapped 
space, and then mapping back to obtain the mesh in physical space [15,16]. Suppose that the 
transformation Pr generates a square root unwrapping of the horizontal tail, and that ST rep- 
resents the shearing that adds on the tail displacement after applying the mapping /~r. The 
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Figure 6. C-H mesh around Boeing 747-200 wing/fuselage. 
Figure 7. H-H mesh around Boeing 747-200 wing/fusela4~e. 
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following mapping sequence 
Xw -- -1  -1 Pj S~ PwP~ l S~ I pT B xw 
transforms the fuselage into the symmetry plane and reduces the wing points to a sheet of zero 
thickness a~ter the tail has been similarly reduced to a single sheet. We can now introduce a 
stretching transformation T of the form 
R = i(~, ~, ¢), ? = #(~, ~, ¢), 2 = ~(¢). 
Here, f and ~ are blended combinations of one dimensional stretching functions chosen to ensure 
that the fuselage crown-line and the wing and tail sheets each coincide with a constant value of 
the variable ~}, while the wing and tail sheet leading and trailing edges coincide with constant 
values of ~. 
The following combination of mappings, 
x = B -~ P~ ST PT P;.~ S,. P~,~Y¢, 
will produce the required mesh in physical space. By an appropriate choice of the mapping 
= T~, one can generate ither an H-H or a C-H mesh. 
Both the C-H and H-H mesh generators have been linked to a cell vertex based, finite volume 
flow solver [17]. An example of the surface mesh generated by the C-H mesh generator for 
the Boeing 747-200 wing/fuselage/tail combination is shown in Figure 8 and computed surface 
pressure contours are presented in Figure 9. 
Figure 8. Surface mesh from the C-H generator for the Boeing 747-200 wlng/fimelage/tail. 
Figure 9. Computed pressure contours on the surface of the Boeing 747-200, 
Moo = 0.84, (~ = 2.73 °. 
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3. UNSTRUCTURED MESH GENERATOR 
The structured mesh generator described in Section 2 is very robust and effective for configura- 
tions consisting of a fuselage and two lifting surfaces, such as a wing plus horizontal tail or a wing 
pins canard. The degree of geometric complexity that can be handled in this manner depends on 
the complexity of the generic shape in mapped space. For the above example, the generic shape 
consists of two non-intersecting surfaces, through which one can easily define a single block of 
mesh lines that conform with these surfaces and their edges. For more complex configurations 
this approach is no longer attractive, and the generation of a structured mesh is better achieved 
by exploiting the multiblock technique. 
However, an unstructured mesh offers much greater flexibility and generality for handling 
complex configurations. An unstructured mesh may be regarded asa multiblock approach where 
each block consists of just one cell. This characteristic gives unstructured meshes the maximum 
flexibility in treating complex geometries while retaining a high degree of control over mesh point 
distribution [18]. 
At least three essentially different methods have been used to generate trahedrai meshes and 
several variants of these approaches have been proposed. Shephard et al. [19] derive an octree 
representation f the solid object and surrounding space, and then cut each of the octree cubes 
into tetrahedra. The moving front technique [9,11,12] generates a mesh by repeatedly adding 
tetrahedra, starting from the boundary surfaces and moving inward until the entire space has 
been filled. Methods based on the Delaunay triangulation [10,13,14] start with a triangulation of
just eight points and then repeatedly add points, reconfiguring the triangulation each time until 
all mesh points have been inserted. 
The approach described here is based on the Delaunay triangulation. The difficulty with this 
method lies in the requirement to establish the correct riangulation on any boundary surface, 
and then preserve the surface triangulation while introducing the remaining mesh points. This 
can only be achieved by overriding the Delaunay algorithm to prevent connections that would 
break through the surface triangulation [14]. 
The Delaunay triangulation [20] of a set of points and the dual geometric construct, he Voronoi 
diagram [21], are extremely fertile concepts that have been the subject of considerable theoretical 
investigation and have found numerous practical applications. The Voronoi diagram marks off 
the region of space that lies closer to each point than the other points. This is illustrated for the 
planar case in Figure 10. The solid lines make up the Voronoi diagram which form a tessellation 
of the space surrounding the points. Each Voronoi tile (e.g., the hatched area around point P) 
consists of the region of the plane that is closer to that point than any other. The edges of the 
Voronoi diagram are formed from the perpendicular bisectors of the lines connecting neighboring 
points (e.g., points P, Qs, Q4 in Figure 10) and, hence, ach vertex is the circumcenter of the 
triangle formed by three points. This determines a unique triangulation known as the Delaunay 
triangulation and is such that the circumcircle through each triangle contains no points other 
than its forming points. 
Qf Oz 
• • 
. \" 
Figure 10. Voronoi diagram of a planar set of points. 
These concepts generalize to higher dimensions. In particular, the Delaunay triangulation of 
three space is the unique triangulation such that the circumsphere through each tetrahedron 
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Figure 11. Surface triangulation for the U.S. Space Shuttle. 
contains no points other than its forming points. In two dimensions, this circle criterion can 
be shown [22] to be equivalent to the equiangular property that selects the triangulation which 
maximizes the minimum of the six angles in any pair of two triangles which make up a convex 
quadrilateral. No equivalent characterization is known in three dimensions, but the circle criterion 
can still be regarded as selecting a good triangulation for the given set of points. 
A particularly straightforward method for generating the Delaunay triangulation is Bowyer's 
algorithm [23], which can readily be applied to any number of dimensions. It is an incremental 
algorithm that directly exploits the circle criterion of the Delannay triangulation as follows. 
Let Tn be the Delaunay triangulation of the set of n points, Vn = {Pi ] i = 1,. . . ,  n}. For 
any simplex S E Tn, let R, be the circumradins and Q, the circumcenter. Now introduce a new 
point Pn+l inside the convex hull of V,, and define B = {S [ S E Tn, d(Pn+x, Q,) < R,} where 
d(P, Q) is the Euclidean distance between points P and Q. Now B is non-empty, since Pn+l 
is inside the convex hull of Vn and hence inside some simplex S ~ E Tn, from which it follows 
that S ~ E B. The region C formed when B is removed from T is simply connected, contains 
Pn+l (since Pn+l is inside S I E B), and Pn+l is visible from all points on the boundary of C. 
It is therefore possible to generate a triangulation of the set of points Vn+l - Vn U {Pn+l} by 
connecting Pn+l to all points on the boundary of C. Furthermore, this triangulation is precisely 
the Delaunay triangulation T~+I. 
Proofs that the cavity C is simply connected, that Pn+l is visible from the cavity boundary 
and that the new triangulation is also Delaunay can be found in [13,14]. 
To implement Bowyer's algorithm in three dimensions, we start with a supertetrahedron, or 
supercube partitioned into five tetrahedra, which contains all the other points. The remaining 
points, which comprise the mesh to be triangulated, are now introduced one at a time and 
Bowyer's algorithm is applied to create the Delaunay triangulation after each point insertion. 
It is necessary to maintain two lists, each of length four, for each tetrahedron i  the existing 
structure. One list holds the forming points of the tetrahedron, the other holds the addresses 
of the four neighboring tetrahedra that have a common face. The second list, which provides 
information about the contiguities between the tetrahedra, is not strictly needed for the imple- 
mentation of the algorithm. However, it allows us to find all tetrahedra belonging to a cavity 
by means of a tree search, once one such tetrahedron has been found. Without the contiguity 
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information the algorithm would be hopelessly inefficient. It is also convenient to store the radius 
of the circumsphere and the coordinates of the circumcenter for each tetrahedron. 
The remaining step in Bowyer's algorithm is the requirement to update the data structure. 
Tetrahedra belonging to the set B are deleted from the lists, and new tetrahedra, obtained by 
connecting the new point to all triangular faces of the cavity boundary are added. Finally, we 
need to determine the contiguities that exist among the new tetrahedra, and also between the 
new tetrahedra nd the old tetrahedra that have faces on the cavity boundary. 
The only floating point operations required in this algorithm occur in the Delaunay test for 
each tetrahedron that is examined when searching for those tetrahedra that make up the cavity. 
Owing to the finite precision arithmetic that is used, the Delaunay test will make an ambiguous 
decision if the new point falls on the circumsphere of a tetrahedron. Therefore, high precision 
arithmetic must be used. Moreover, it is particularly important when forming the set of B of 
cavity tetrahedra to exclude from B any tetrahedron whose circumsphere does not strictly contain 
the new point. We therefore introduce a tolerance # > 0 and include in B only those tetrahedra 
S for which d(P, Q) < R, - p, where/~ is chosen sufficiently large to ensure strict inclusion. 
When a new point is inserted, a search is made through the list of tetrahedra to find the first 
tetrahedron that fails the Delaunay test. The remaining tetrahedra that make up the cavity can 
be found by a tree search. After these tetrahedra have been removed, the points on the boundary 
of the cavity are connected to the new point P and the new tetrahedra thus formed are added 
to the data structure. 
The time required to triangulate N points will be given by 
N 
T = + TD. 
k 
Here, Tk is the time taken to search for the first tetrahedron broken by the introduction of the k th 
point into the triangulation of b - 1 points. T~ is the time taken to find all remaining tetrahedra 
in the cavity and construct he new triangulation. The time T~k will be proportional to the 
number of tetrahedra in the cavity. If the points are inserted in a widely distributed manner 
corresponding to a coarse sprinkling followed by a finer distribution [13], the cavity size, and 
hence time T~, should be roughly independent of k. The majority of points are flow-field points 
that are introduced first as a coarse lattice for the farfield, followed by a finer lattice of midfleld 
points, and so on. The time T~, therefore, can be regarded as O(1). 
Thus, the time complexity of the algorithm is dominated by the search time Tk. In general, 
the list of tetrahedra will be randomly ordered and, in the worst case, Tk will be O(]¢), leading 
to an overall time complexity for the triangulation that is O(N~). In [13], it is shown that this 
can be improved to O(N 4Is) by starting the search with the most recently created tetrahedra. 
However, this requires that the points be inserted in a series of forward and backward sweeps, 
which presumes a well-defined ordering. 
It is therefore necessary to introduce a data structure that allows an efficient search for the 
first tetrahedron that fails the Delaunay test irrespective of the point ordering. To achieve this, 
we have exploited an octree structure to store the points that have previously been inserted [24]. 
The octree data structure is exploited to find the point nearest o a newly introduced point. 
With each previously introduced point, one associates a tetrahedron that has this point as a 
vertex. The search for the first broken tetrahedron thus starts with the tetrahedron associated 
with the point nearest o the new point, and proceeds to examine all neighboring tetrahedra that 
have this nearest point as a vertex. In this way, it is possible to find the first broken tetrahedron 
in a time Tk, that is O(log k). It follows that the overall time complexity of the algorithm 
is O(N log N). 
The tetrahedral mesh generator has been linked to an unstructured flow solver [25,26], and 
inviscid flow computations have been run for several configurations including complete aircraft, 
space vehicles as well as automobiles. Figure 11 shows the surface mesh and Figure 12 shows 
the pressure contours for the U.S. Space Shuttle with the external tank and solid rocket booster. 
The freestream Mach number is 1,25 and the angle of attack is -5.1 °. This corresponds to the 
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Figure 12. Computed pressure contours on thesurface of the U.S. Space Shuttle; 
Moo = 1.25, ~ = --5.1 °. 
Figure 14. Computed roach number contours howing the Bow Shock pattern in the 
symmetry plane for the Hermes vehicle; Moo -- 3.8, ~ --- 20 °. 
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118 T. BAKER 
ONERA-M6 WING 
MACH = 0.84- ALPHA = ,5.06 
WING ROOT 
F-- 
Z 
W 
O__ 
LJ 
0 (,D 
Ld Q/ 
03 
rY 
[1_  
-1.0 
-0.8 
-0.6 
-0.4 
-0.2 
0.0 
0.2 
0.4 
0.6 
0.8 
1.0 
~NG ONLY 
Figure 16. Surface triangulation and pressure contours for the Onera-M6 wind-tunnel 
geometry; M,~ = 0.84, ~ -~ 3.06 °. 
I I I l i I I I I I 
0.0 0.1 0.2 0.3 0.4 0.5 0.6 0.7 O.B 0,9 1.0 
x/c 
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Figure 19. l~ar  view of s~e triangulation on the MDC Tri-Jet. 
flight condition just prior to separation of the orbiter. In Figure 13, we show the surface mesh 
of the European Hermes vehicle. The interesting aspect of this example is that we have include 
the inboard wing flap, tip flap and body flap. Figure 14 shows Ma~h number contours in the 
symmetry plane of the vehicle for a freestream Mach number of 3.8 and an angle of attack of 200 .
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Figure 20a. Computed pressure contours on thesurface of the MDC 'l~ri-Jet undea- 
wing engine; M~ = 0.825, a = 1 °. 
Fi l~re 20b. Computed p:re~ure contours on the surface of the MDC Tri-Jet wln~]et; 
Moo ---- 0~25, a ffi 1 °. 
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Figure 21. Comparison of computed and experimental pressure distributions at two 
wing span stations of the MDC Tri-Jet; Moo = 0.825,  ~ = 1 °.  
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The mesh for the shuttle computation contained 415,000 points and 2,574,000 cells; for the 
Hermes flow calculation the mesh contained 368,000 points and 2,195,000 cells. This mesh size 
is around the minimum necessary to resolve all flow features adequately. One would normally 
expect an inviscid flow calculation to be carried out with at least wice as many points. However, 
we anticipate that the introduction of a solution adaptive mesh refinement will allow the number 
of mesh points to be increased in such a way that no redundant regions of high point densities 
are created, leading to adequate flowfield resolution with a final mesh containing rather less than 
700,000 points. 
To illustrate the accuracy that is attained, with the present mesh size and without any adap- 
tive refinement, we show some xamples of computations obtained by Vassberg and Dailey [27]. 
Figure 15 shows the calculated and experimental pressure distribution at several span stations 
for the Onera-M6 wing. The unstructured mesh for this example contained 177,000 points and 
1,050,000 tetrahedral cells. The unstructured flow solution is indicated by the solid line. The 
broken line represents the pressure distribution calculated by a cell vertex-based structured flow 
solver using a very fine mesh of 415,500 cells. Over the inboard part of the wing, the struc- 
tured flow solution agrees better with the experimental data indicated by discrete circles. In 
particular, the forward shock at 65% span is captured by the structured solution whereas the un- 
structured solution misses this feature entirely. Towards the wing tip, however, the unstructured 
flow solution shows superior agreement with experimental data. 
It is interesting to note that the wing tested in the wind tunnel was offset from the tunnel side 
wall by an endplate in order to divert the sidewall boundary layer [28]. With the flexibility in 
handling different geometric shapes that is offered by the unstructured mesh generator, it was not 
too difficult to generate a mesh that included the endplate [2?]. Figure 16 shows the mesh and 
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Figure 22. Comparison of computed and experimental pressure distributions for the 
MDC Td- Jet  wing with and without engine assembly; Moo - 0.825, c~ -- 1 °. 
pressure contours on the wing, sidewall and endplate, while Figure 17 presents a comparison of 
the pressure distribution at the root section, as calculated by the unstructured flow solver for the 
wing alone and for the wing with endplate. The discrepancy in pressure distributions indicates a 
significant interference caused by the endplate. From the comparison of sectional fir distribution 
for these two cases (see Figure 18), it is clear that the interference effect extends over much of 
the wing span. 
In Figure 19, we show the surface mesh generated by the unstructured mesh generator for a 
generic MDC Tri-Jet transport aircraft. For this case, the mesh contained 385,000 points and 
2,332,000 tetrshedra. Figures 20 and 21, which are also taken from [27], show the results of a 
calculation for a cruise condition of 0.825 Mach number and an angle of attack of I °. Figure 20 
presents pressure contours in the vicinity of the under-wing engine and the winglet. In Figure 21, 
computed and experimental pressure distributions are compared at two wing span stations. The 
overall agreement is good, although there is some discrepancy near the upper surface shock. As 
stated earlier, it is anticipated that the introduction of a solution adaptive mesh refinement will 
lead to a much sharper resolution of shockwaves and other flow features. A final comparison, 
again taken from [27] is presented in Figure 22. This figure compares theoretical and experimental 
pressure distributions at 32% wing span for the aircraft both with and without the under-wing 
engine assembly. It is evident that the main interference effects of engine and pylon on the wing 
pressure distribution are well predicted. 
4. CHOICE OF MESH TYPE AND FUTURE DEVELOPMENTS 
For aerodynamic flow calculations, the development of flow algorithms has traditionally cen- 
tered on structured meshes of quadrilaterals in two dimensions and hexahedra in thzee space. 
The flow algorithms have reached a high level of maturity, and efficient methods are now avail- 
able for obtaining accurate steady state solutions of the Euler equations. For Reynolds averaged 
Navier Stokes computations, the main stumbling block is the lack of a turbulence model that is 
sufficiently accurate over a range of flow conditions. 
Unstructured flow methods, on the other hand, are less well developed and there is considerable 
uncertainty about what should be the most suitable spatial discretization, particularly for the 
construction of the artificial dissipation. For Navier Stokes computations, the situation is even 
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less clear and there is much controversy about how the turbulence model should be implemented. 
This is a particularly moot consideration for an algebraic turbulence model such as the widely 
used Baldwin-Lomax model [29]. In this case, it is necessary to know the distance of the maximum 
eddy viscosity position normal to the wall. This information is readily available with a structured 
mesh, since a good mesh will have one family of lines that are approximately normal to the wall. 
For an unstructured mesh, however, this information is not directly available. 
In time one can anticipate the d velopment of turbulence models that do not explicitly require a 
knowledge of distance normal to the wall, and the development of a robust differential turbulence 
model should circumvent this difficulty. In the short term, however, it will be necessary to 
address this problem, since the Baldwin-Lomax model is widely accepted as an efficient and 
reliable turbulence model for aerodynamic flow calculations. Mavriplis [30] has overcome this 
difficulty by overlaying a triangular mesh with a structured mesh, that is used only to effect he 
evaluation of the maximum eddy viscosity position. In his two dimensional triangular method, 
this is particularly convenient since the mesh point distribution is defined by an overlayed set 
of structured meshes. It appears that Mavriplis' approach could be generalized to employ a 
series of normals pointing outward from all surface points. It would be necessary to identify the 
position of each normal relative to the underlying unstructured mesh, and set up an efficient and 
unambiguous interpolation scheme for passing flow information from the unstructured mesh onto 
the template of normals and back again. Although this appears to be a rather cumbersome and 
inelegant procedure, it should prove an efficient way to apply an algebraic turbulence model on 
an unstructured mesh in three dimensions as well as in the planar case. 
With the increased emphasis on research into unstructured flow solvers, one can reasonably 
expect hat issues of solution accuracy and algorithm efficiency will be resolved and brought o 
a level that is comparable to that currently enjoyed by the structured methods. In one respect, 
however, the unstructured methods must remain at a significant disadvantage compared with 
their structured counterparts. The number of floating point operations that is required per 
iteration is roughly proportional to the number of flux computations that must be carried out, 
and hence, is usually proportional to the number of cell faces that the mesh contains. For a 
structured mesh with N points, the number of cells is approximately N and the number of faces 
is roughly 3N (each cell has six faces and each internal face is shared by two cells). For an 
unstructured mesh of tetrahedra, however, the number of cells is about six times the number of 
mesh points, so that the number of faces is roughly 12N (each tetrahedron hasfour faces and each 
internal face is shared by two cells). For a fixed number of points, a tetrahedral mesh therefore 
has about four times as many faces as a hexahedral mesh and so one would expect about four 
times as much computational work per iteration. It is not clear at present whether comparable 
accuracy on structured and unstructured meshes is achieved with the same number of points or 
with the same number of cells. However, in the present uncertainty, it seems prudent o take a 
conservative view and assume that comparable accuracy requires an equivalent number of mesh 
points. In this case, the best flow algorithm that could be applied to a tetrahedral mesh would 
still require four times as much computation as the corresponding structured flow solver. 
An additional concern associated with unstructured meshes is a direct consequence of the lack 
of any ordering to the points that appear in the mesh. For any given tetrahedral cell, the addresses 
of its four forming points may occupy widely separated positions in memory. This feature will 
cause a severe degradation on computers that depend on a small high speed memory cache to 
achieve fast computing speeds. In addition it is necessary to employ indirect addressing, with 
the result that each point will be referenced every time it appears as the vertex of a cell. Since 
several cells are incident at any given mesh point, each point will be referenced several times, 
and the possibility of vector dependency will inhibit vectorizaton by the compiler. It is possible 
to overcome this problem by first sorting the cells into groups o that no point is referenced more 
than once in each group. One can then override the compiler and force vectorization [31]. The 
grouping of cells has the added bonus that each group may be sent to a different processor, thus 
facilitating the exploitation of parallel processing on multiprocessor computers. The efficiency of 
parallel processing and vectorization for unstructured codes can be further enhanced by balancing 
the number of cells in each group to match the characteristics of a given computer architecture. 
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Nevertheless, tructured mesh flow solvers usually vectorize fairly readily without any need for 
cell sorting. In fact, it appears that the efficiency of structured mesh flow solvers on computers 
with vector capability will continue to outperform unstructured flow solvers. In view of the supe- 
rior vectorizing capabilities and the fourfold reduction in the number of floating point operations 
per iteration, it would appear that structured mesh flow solvers maintain a clear advantage over 
unstructured algorithms. 
These considerations suggest hat both structured and unstructured meshes will continue to 
be used. For configurations with a relatively simple geometry, such as wing/fuselage/tail com- 
binations, a single block mesh can be generated automatically using the techniques described 
in Section 2. For more complicated shapes, the time spent by a user in assembling the surface 
geometry and generating the mesh becomes the dominant concern. A general structured mesh 
generator for handling a complete aircraft has to adopt a multi-block decomposition of the flow- 
field, and a large amount of user interaction is required to define and examine the arrangement 
of these blocks. 
With a tetrahedral mesh generator, a relatively small amount of user interaction is required to 
assemble the surface geometry and ensure that the distribution of surface points and the surface 
mesh quality is acceptable. After this initial stage, generation of the mesh for the flowfield that 
surrounds the aircraft is entirely automatic. Thus, we propose that a structured mesh and flow 
solver should be employed for geometries up to, and including, a wing/fuselage/tail combination. 
For shapes that exceed this degree of geometric omplexity, an unstructured mesh and flow solver 
is the preferred approach. For in such cases, ease of use and flexibility of the mesh generator far 
outweigh the disadvantage in performance of the flow solver. 
We conclude this paper with an assessment of current and future computer hardware require- 
ments for carrying out complete aircraft flowfield computations. As a baseline case, we consider 
the inviscid flow computation that was carried out for the MDC Tri-Jet. The flow solver reduced 
the average residual by three orders of magnitude after 300 iterations of a four stage Runge-Kutta 
scheme, at which point the flow solution was effectively converged. Both the mesh generator and 
flow solver are run using 64-bit real numbers for all floating point operations. Times for this case 
are presented in Table 1, for the Cray 2, Cray YMP and Convex C2 computers. For the Convex 
computer we show times for a single processor run (C210) and for a run with four processors 
operating in parallel (C240). The times shown for the Cray 2 and YMP are all single processor 
runs. 
Table I. Mesh generation and flow solution times for the MDC ~i-Jet. 
Computer Mesh Generation Time Flow Solution Time 
59 mlns. 47 secs. Convex C210 
Convex C240 
Cray 2 
Cray YMP 
25 rains. 21 secs. 
18 rains. 0 secs. 
29 hours 50 rains. 
8 hours 51 rains. 
4 hours 22 rnin~, 
1 hour 47 mins. 
On the Convex C2, the mesh generation was completed in just under one hour. Since the 
algorithm used by the tetrahedral mesh generator has almost no vector or parallel processing 
characteristics, the mesh generation time on the C240 does not change. On the Cray 2, the mesh 
generation time drops to 25 minutes and to 18 minutes on the YMP. 
However, the significant portion of the computation time lies with the flow solver. On the 
Convex C210, the flow solution time was just under 30 hours. On the Cray 2, the flow solution 
time was 4 hours 22 minutes; on the YMP, the time dropped to 1 hour 47 minutes, a speedup 
of 2.44 compared with the Cray 2. 
As stated earlier, the flow algorithm is well suited to multi-processing. The Convex C240 
time of 8 hours 51 minutes reflects a 3.4 speedup when running in parallel on four processors. 
Extrapolating this improvement to the Cray computers, we can expect that running with all 
four processors of the Cray 2 should achieve a flow solution time of about 1.5 hours, and that 
the YMP running with all eight processors should accomplish a complete aircraft computation 
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Table 2. Estim~ted relative performance. 
Performance per Number of Overall Performace 
Computer 
Processor (ASU/Hour) Processors Rating (ASU/Hour) 
Convex C240 
Cray 2 
NEC SX-2 
Hitachi $820 
Cray YMP 
Cray 3 
0.04 
0.25 
0.5 
0.7"5 
0.5 
0.5 
4 
4 
1 
1 
8 
16 
0.16 
1 
0.5 
0.75 
4 
8 
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Figure 23. Computational requirements for complete aircraft computations. 
in about 20 minutes. Thus, we can confidently state that routine inviscid flow computations for 
complete aircraft are feasible with current computer hardware, and that computer turn around 
times do not present any obstacle to the exploitation of these methods. 
To obtain a perspective on future prospects, we have for convenience defined an Aerodynamic 
Simulation Unit (ASU), as the computational capacity of a Cray 2 running all four processors 
for one hour. We can thus state that a computation of the inviscid flowfield around a complete 
aircraft is accomplished in around 1 to 1.5 ASU. Using this unit of computational capacity, we 
can compare the performance of different computers (see Table 2). We have stuck to round 
numbers and been fairly conservative. For example, each processor of the YMP is taken as twice 
as fast as a Cray 2 processor, despite the evidence of the MDC Tri-Jet benchmark that showed 
a more generous factor of 2.44. We now make the deliberately rough estimate that a Reynolds 
averaged Navier Stokes computation will require about ten times the computational time and 
memory of an inviscid flow calculation. This increase reflects the need for about five times as 
many points and twice as many floating point operations per point. Similarly, we estimate that 
a time accurate unsteady Euler flow solution will require ten times the computation time of 
a steady state calculation, but with no increase in memory requirement. Finally, an unsteady 
Navier Stokes computation for a complete aircraft will require of the order of 100 ASU. 
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I t  is convenient o distinguish between a production run and an overnight run. A product ion 
run we define as taking one hour to complete. This appears to be a reasonable turnaround time 
in a product ion environment. On the other hand, a ten hour run is reasonable for a job that  is 
left on the computer overnight. 
Figure 23 compares the computat ional  requirement for a complete aircraft calculation with the 
computat ional  capacity of current computer hardware. An inviscid steady state flow calculation 
is feasible as a product ion run on the three Cray machines displayed in the figure, and as an 
overnight run on a Convex C240. On the Cray 3 and YMP, a steady state Navier Stokes calcula- 
t ion is certainly possible as an overnight run, and an unsteady Navier Stokes calculation is just 
about possible as an overnight run on the Cray 3. 
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