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Introduction
J’ai fait partie de la premie`re promotion du DEA ”Mathe´matique-Informatique” de l’Uni-
versite´ de Nice. Ce Diploˆme d’Etudes Approfondies e´tait alors de´die´ au calcul formel
et posse´dait trois composantes fortes. La premie`re composante e´tait alge´brique et l’on
y e´tudiait les bases standards (ou de Gro¨bner) et notamment l’algorithme de Buchberger.
Dans une deuxie`me, les me´canismes calculatoires et les calculs de complexite´ e´taient passe´s
au crible, notamment en ce qui concerne l’e´valuation des formes line´aires. On se consacrait
dans la troisie`me a` des imple´mentations expe´rimentales ; on programmait en Macsyma puis
en Scratchpad et en Maple a` travers de lourds protocoles a` la fois informatiques et adminis-
tratifs qui connectaient quelques terminaux alphanume´riques nic¸ois au serveur providentiel
du Centre InterUniversitaire de Calcul de Grenoble. Je partageai ainsi l’enthousiasme nais-
sant d’une communaute´ de mathe´maticiens-alge´bristes pour des techniques et des outils
qui leur permettraient de manipuler et de calculer effectivement avec leurs objets favoris,
sans restreindre ni leur diversite´ ni leur abstraction.
C’est aussi au cours de cette anne´e que je rencontrai le monde industriel en re´alisant,
au sein du bureau d’e´tude de l’Aerospatiale Cannes, le projet individuel qui avait une
large place dans ce diploˆme. Cette rencontre, avec celles de jeunes inge´nieurs dynamiques,
enthousiastes et motive´s, Christophe Garnier et Pascal Rideau, de´termineraient le choix de
mon sujet de the`se, et donneraient dore´navant a` la plupart de mes recherches, une certaine
orientation vers les applications industrielles.
Dans le sillage des Professeurs Andre´ Galligo et Jacques Morgenstern, mes anne´es de the`se
sont indissociables du de´marrage de l’e´quipe-projet SAFIR – pour ”Syste`mes Alge´briques et
Formels pour l’Industrie et la Recherche” –, e´quipe-projet commune entre le laboratoire de
Mathe´matique de l’Universite´ de Nice - Sophia Antipolis et l’Unite´ de Recherche de Sophia
Antipolis de l’Institut National de Recherche en Informatique et en Automatique (INRIA).
Se retrouvaient dans cette e´quipe-projet les trois composantes du DEA transcende´es en
the´matiques de recherches, la plus repre´sente´e e´tant la re´solution de syste`mes alge´briques
et plus ge´ne´ralement la ge´ome´trie alge´brique effective. Celle-ci restera longtemps – et reste
encore ? – une the´matique primordiale dans la communaute´ acade´mique franc¸aise en cal-
cul formel. Une composante informatique, ne´e des expe´riences pre´ce´dentes, s’attaquait aux
proble`mes spe´cifiques d’imple´mentation efficace de structures de donne´es et d’algorithmes
pour le calcul symbolique en cherchant notamment a` exprimer ces algorithmes dans toute
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leur ge´ne´ricite´. L’e´tude des me´canismes calculatoires poussait a` conside´rer les codes de cal-
culs nume´riques comme des objets que l’on pouvait symboliquement analyser, manipuler
et transformer et sur lesquels on pouvait calculer. Ceci offrait de belles perspectives et in-
troduirait plus tard les travaux sur la diffe´rentiation automatique. Enfin la pre´sence du ”I”
dans l’acronyme SAFIR – pour ”Industrie” – n’e´tait pas fortuite mais bien repre´sentative
d’une orientation de l’e´quipe vers les applications concre`tes et les utilisateurs potentiels
des techniques e´tudie´es.
Dans cet environnement riche, j’e´tudiais pendant ma the`se comment ge´ne´rer automatique-
ment les e´quations gouvernant la dynamique de syste`mes me´caniques rigides poly-articule´s,
a` partir d’une description structurelle de ces syste`mes. Je regardais aussi si l’alge`bre pou-
vait se substituer a` l’intuition de l’inge´nieur me´canicien pour traiter automatiquement les
cas durs ou` ces syste`mes e´taient cine´matiquement boucle´s. L’ensemble de ces travaux e´tait
toujours re´alise´ en e´troite collaboration avec le bureau d’e´tude de l’Aerospatiale a` Cannes.
Le de´but des anne´es 90 a vu la communaute´ de calcul formel s’inte´resser a` la re´solution
de syste`mes d’e´quations polynomiales issus de la robotique, et notamment au mode`le
ge´ome´trique direct de la plateforme de Stewart[Laz92]. Ce fut l’occasion de mes premiers
contacts avec Jean-Pierre Merlet qui me fera de´couvrir la diversite´ des proble`mes lie´s a` la
mode´lisation des robots paralle`les, et me fera croiser le chemin du Dr Hirohisa Hirukawa
dans l’e´quipe duquel j’attaquai alors, en se´jour post-doctoral au sein du prestigieux la-
boratoire de robotique ElectroTechnical Laboratory a` Tsukuba au Japon, une carrie`re de
chercheur. Cet e´pisode nippon fut tre`s enrichissant, tant sur le plan scientifique que cultu-
rel et personnel. Je de´couvrais notamment que dans un certain re´fe´rentiel, recherche et
de´veloppement ne sont pas des activite´s qui s’opposent, mais bien comple´mentaires et mu-
tuellement indispensables, comme le sont the´orie et expe´rimentation de`s que l’on souhaite
faire fonctionner effectivement un robot.
J’avais he´rite´ de ma formation universitaire une double compe´tence mathe´matique et in-
formatique, et du contexte de collaboration industrielle de ma the`se un gouˆt prononce´ pour
l’application concre`te. De mes anne´es passe´es dans l’e´quipe-projet SAFIR, j’avais acquis
expe´rimentalement une solide connaissance des techniques et des syste`mes de calcul formel
existants, de leurs fonctionnalite´s, de leur puissance et de leurs limitations. En collaborant
avec un bureau d’e´tude industriel, j’avais acquis une solide connaissance des besoins lie´s
a` la conception de syste`mes de plus en plus complexes, et des contraintes opposables en
terme de rapidite´ de prototypage, de performance de simulation, de pre´cision et de justesse
des re´sultats. J’avais alors la profonde conviction que la possibilite´ de calculer avec des
symboles – en utilisant la puissance informatique – en se libe´rant provisoirement de la
ne´cessite´ d’une e´valuation nume´rique, devait, dans le contexte des me´thodes d’inge´nierie,
permettre de grands progre`s dans la mode´lisation des phe´nome`nes physiques et par voie
de conse´quence dans la fiabilite´, l’efficacite´ et la qualite´ de la simulation du comportement
des syste`mes complexes.
En me proposant de rejoindre les rangs de ses chercheurs, INRIA m’offrit la possibilite´
de concre´tiser cette conviction, au fil des anne´es, en un objectif, celui de concevoir et de
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de´velopper un environnement logiciel pour la mode´lisation et la simulation qui posse`de de
solides fonctionnalite´s aussi bien formelles que nume´riques, et qui permette a` l’inge´nieur en
charge de l’e´laboration de mode`les d’obtenir automatiquement in fine le code de simulation
correspondant sans avoir eu a` se soucier, ni des me´thodes de re´solution e´ventuellement mises
en oeuvre, ni de contraintes informatiques d’imple´mentation.
De fait, depuis cette e´poque, une grande partie de mes activite´s de recherche est reste´e
centre´e sur l’application des techniques et des outils de manipulation symbolique a` des
proble`mes de conception, de mode´lisation et de simulation. Les domaines d’applications
ont e´te´ tre`s varie´s. J’ai e´tudie´ des proble`mes et obtenus des re´sultats en me´canique tout
d’abord (me´canique des syste`mes poly-articule´s), puis en robotique (e´tude d’espaces de
configurations pour la planification de mouvements d’assemblage), en optique ensuite (bi-
lans de performances d’interfe´rome`tres embarque´s), ainsi qu’en e´lectronique (simulation de
circuits a` base de transistors) et enfin en ae´rodynamique (simulation de la dynamique du
vol d’avions). A chaque fois, bien suˆr, les proble`mes the´oriques e´tudie´s sont diffe´rents, et
mes travaux, toujours effectue´s dans un environnement applicatif industriel, sont guide´s
par la ne´cessite´ de fournir a` ces proble`mes une re´ponse concre`te, le plus souvent a` travers
une imple´mentation logicielle.
La richesse de l’environnement scientifique du Centre de Recherche Sophia Me´diterrane´e et
les caprices d’un destin cruel qui a mis fin pre´mature´ment a` l’e´quipe-projet SAFIR m’ont
conduit a` eˆtre aussi confronte´ avec les notions qui interviennent dans la qualite´ nume´rique
des codes de calculs, et plus pre´cise´ment de m’inte´resser aux calculs de sensibilite´ et aux
calculs de propagation des incertitudes.
Successivement chercheur dans les e´quipes-projets SAGA (pour ”Syste`mes Alge´briques,
Ge´ome´trie et Applications”) et COPRIN (pour ”Contraintes, OPtimisation, Re´solution
par INtervalles”), j’ai consacre´ une partie de mon activite´ a` l’e´tude de proprie´te´s des
robots paralle`les et des robots a` caˆbles, qui e´taient le domaine applicatif privile´gie´ ces
deux e´quipes-projets. En paralle`le de mes activite´s dans le domaine de la mode´lisation-
simulation, je me suis aussi inte´resse´ aux me´thodes et aux outils de l’analyse par intervalles
et de la programmation par contrainte, coeur de me´tier de l’e´quipe-projet COPRIN, et ces
deux inte´reˆts ont converge´ vers la prise en compte des incertitudes et les calculs de domaines
de validite´ dans les proble`mes de mode´lisation industrielle.
Plan du me´moire
Ce me´moire, dont l’objet est de pre´senter une synthe`se de mes travaux de recherche et de
les mettre en perspective avec l’objectif ge´ne´ral de la conception et du de´veloppement d’un
environnement logiciel pour la mode´lisation et la simulation est compose´ de quatre cha-
pitres, les trois premiers ayant pour objets mes travaux et le quatrie`me cet environnement.
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Contributions
Les travaux pre´sente´s dans les trois premiers chapitres de ce me´moire sont de´veloppe´s
selon trois axes the´matiques. Le quatrie`me, plus technique, pre´sente les contours et les
fonctionnalite´s de cet environnement logiciel inte´gre´ pour la mode´lisation et la simulation,
dont la conception a e´te´ le cadre ge´ne´ral et le fil conducteur de l’essentiel de mes travaux
et dont une premie`re version est sur le point d’eˆtre utilise´e par Airbus.
Bien mode´liser pour mieux simuler La finalite´ de la simulation est claire, puisqu’il
s’agit d’appre´cier le comportement d’un syste`me complexe dans un certain environne-
ment sans avoir a` plonger le syste`me dans cet environnement. Toutefois, une re´flexion est
ne´cessaire pour bien identifier et analyser toutes les e´tapes, qui, partant du syste`me a`
e´tudier, conduisent a` en e´tablir un mode`le physique tout d’abord, un mode`le calculatoire
par la suite pour aboutir a` un programme de simulation. Ainsi les concepts de grandeurs,
de variable, de donne´es, de relations, d’e´quation, de formalisme, de mode`le d’une part,
les proprie´te´s attache´es a` ces concepts et a` leurs instances d’autres parts, me´ritent d’eˆtre
formellement de´finis et e´tablis. Ces de´finitions pre´cises sont aussi la base ne´cessaire pour
mettre en place des langages de description plus ou moins spe´cialise´s des syste`mes et des
mode`les. L’analyse des textes de ces langages fournira les informations ne´cessaires a` la
fabrication de programmes de simulation et c’est bien l’existence de tels langages qui per-
mettra une automatisation de ce processus.
Dans ce cadre de re´flexion the´orique sur les objets et les langages de mode´lisation, j’ai
notamment e´tudie´ en de´tail l’influence du choix de la me´thode et du formalisme sur la pos-
sibilite´ d’exploiter un mode`le avec des outils de calcul symbolique. Je me suis inte´resse´ aussi
a` la notion d’orientation des e´quations dans les mode`les et l’impact sur la production d’un
mode`le calculatoire a` partir d’un mode`le e´quationnel. Pour cela, des algorithmes originaux
ont e´te´ de´veloppe´s, base´s sur une repre´sentation des de´pendances entre les parame`tres en
termes de graphes. Plusieurs imple´mentations ont e´te´ re´alise´es, produisant de nombreux
re´sultats applicatifs en me´canique, en e´lectronique, en optique et en ae´ronautique.
Calculer efficacement, pre´cise´ment et juste Les phe´nome`nes de croissance parfois
exponentielle des expressions interme´diaires est une limitation bien connue de certains
algorithmes de calcul formels, d’autant que la taille du re´sultat final n’est pas force´ment
concerne´e. Quand on conserve la perspective de calculer des re´sultats nume´riques a` partir
des expressions formelles, ce phe´nome`ne peut devenir bloquant au niveau des performances
mais aussi au niveau de la qualite´ nume´rique des re´sultats obtenus. Dans certains cas, une
adaptation des me´thodes symboliques utilise´es est suffisante pour retrouver des re´sultats
utilisables alors que dans d’autres cas, il est ne´cessaire d’abandonner ces me´thodes pour
d’autres me´thodes fournissant des re´sultats certifie´s.
Travaillant sur l’exploitation nume´rique des calculs mene´s symboliquement, j’ai mis en
4
e´vidence des exemples relativement simples en cine´matique des me´canismes ou` les me´thodes
symboliques e´chouent par la taille des expressions intervenant dans les calculs et sur lesquels
les me´thodes nume´riques ge´ne´riques fournissent des re´sultats errone´s,
L’utilisation d’une arithme´tique d’intervalles permet de certifier les calculs nume´riques
effectue´s tout en tenant compte des incertitudes inhe´rentes a` certains parame`tres implique´s
dans ces calculs. Un inconve´nient du calcul par intervalles est le phe´nome`ne intrinse`que
de surestimation du re´sultat et les me´thodes de´veloppe´es dans le cadre de l’analyse par
intervalles visent a` minimiser les conse´quences de cette surestimation, en adaptant les
algorithmes nume´riques classiques a` cette arithme´tique diffe´rente.
Avec l’objectif de re´aliser des simulations nume´riques certifie´es efficaces de mode`les symbo-
liques, j’ai de´veloppe´ des adaptations aux intervalles d’algorithmes hybrides symboliques-
nume´riques, et ge´ne´ralise´ le principe d’un pre´conditionnement symbolique pour l’e´valuation
par intervalles. Ces me´thodes ont e´te´ applique´es a` la re´solution de mode`les de robots pa-
ralle`les.
Ge´ne´rer un code de calcul de´die´ Lorsque la mode´lisation se fait dans un cadre in-
dustriel, pour des syste`mes de grande taille ou avec des perspectives de simulation en
temps-re´el, et meˆme si l’on ne rencontre pas les proble`mes intrinse`ques de performances ou
de qualite´ logicielle de´crits ci-dessus, il est fre´quent de devoir laisser la responsabilite´ des
calculs nume´riques a` des langages conc¸us pour ces calculs comme le Fortran ou le C. Dans
ces cas, la connaissance d’une description des mode`les dans un langage symbolique de haut-
niveau permet une ge´ne´ration comple`tement automatisable du code de simulation. Cette
ge´ne´ration peut s’assimiler a` la production de code cible d’un compilateur et comporte les
meˆmes e´tapes d’analyse syntaxique et se´mantique de repre´sentation interme´diaire du code
et d’e´ventuelle optimisation de ce code. Les techniques en jeux pour e´crire ce ”compilateur
symbolique” sont toutefois spe´cifiques de la nature du langage source.
Dans ce domaine mon travail s’est concre´tise´ par deux projets logiciels qui ont de´bouche´
sur des transferts industriels : une repre´sentation se´mantique formelle du langage C dans
le syste`me de calcul formel Mathematica, et un environnement de mode´lisation-simulation
pour la production de code des simulateurs de vol Airbus.
Diffe´rentes contributions logicielles portant sur la manipulation symbolique d’expressions,
la communication d’objets mathe´matiques et les calculs a` base d’intervalles sont aussi
pre´sente´es dans ce chapitre.
Un environnement logiciel pour la mode´lisation et la simulation
Ce dernier chapitre est fortement inspire´ d’un document ine´dit de spe´cification de l’envi-
ronnement logiciel de´veloppe´ depuis 2005 dans le cadre d’une collaboration avec Airbus
dans lequel certains de´tails ont e´te´ omis pour des raisons de confidentialite´, il pre´sente les
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actuels besoins industriels en terme de fonctionnalite´s d’un tel environnement et les pistes
que nous avons suivies pour les satisfaire.
Une dernie`re section pre´sente le prototype qui a e´te´ effectivement re´alise´, e´voque certaines
difficulte´s de re´alisation et les solutions de´veloppe´es pour les surmonter.
Conclusion
En guise de conclusion, on e´voque des perspectives d’e´volutions ne´cessaires pour les actuels
outils de calculs formel pour devenir les environnements informatiques ide´aux pour adresser
les proble`mes de mode´lisation/simulation e´voque´ tout au long de ce me´moire.
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Chapitre 1
Bien mode´liser pour mieux simuler
Lorsque l’on conc¸oit un nouvel objet, une nouvel e´quipement, une nouvelle technique, un
nouveau syste`me complexe, on le veut conforme a` certaines spe´cifications qui de´crivent
ce qu’on attend de son comportement en termes de fonctionnalite´s, de re´sultats, ou de
performances.
Pour eˆtre guide´ pendant les phases de conceptions, et eˆtre aide´ a` prendre une de´cision a`
chaque fois qu’il se trouve face a` un choix (forme, mate´riau, solution technique, algorithme,
structure, topologie, etc.), le concepteur a besoin d’e´valuer par avance le comportement de
l’objet ou du syste`me avant meˆme que ne soit fige´e pre´cise´ment sa de´finition.
Pour cela il va chercher a` simuler ce comportement, par exemple en e´tudiant le comporte-
ment d’un prototype, ou d’une maquette de l’objet, c’est a` dire d’un objet plus simple et
plus facile a` re´aliser mais qui est cense´ avoir des fonctionnalite´s et des performances proches,
ou tout au moins dont l’e´tude et la mesure doit permettre d’obtenir des informations sur
l’objet en cours de conception. Cette approche de la simulation est expe´rimentale.
Une approche comple´mentaire, plus the´orique, parfois concurrente, consiste a` e´laborer un
mode`le. Il s’agit d’assembler des concepts qui repre´sentent, qui permettent de comprendre
et de pre´dire le syste`me que l’on conc¸oit, en exploitant les connaissances scientifiques,
technologiques et techniques concerne´es, et en exploitant l’analogie entre ce syste`me et des
syste`mes de´ja` existants, e´tudie´s et bien connus.
Nous allons nous inte´resser dans ce chapitre a` cette deuxie`me approche, base´e sur la
mode´lisation, en de´taillant notre vision de cette activite´ de mode´lisation/simulation qui,
comme on vient de le voir, est au coeur de nombreux processus de conceptions, mais que
l’on retrouve aussi avec la meˆme proble´matique dans de nombreux autres composants de
l’activite´ humaine, notamment scientifique et technologique.
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1.1 A` propos de mode`les
Si l’on se re´fe`re a` la de´finition d’un dictionnaire de la langue franc¸aise, on de´signe par
mode`le ”toute structure logique ou mathe´matique formalise´e, utilise´e pour rendre compte
d’un ensemble de phe´nome`nes qui, bien que n’ayant pas de lien de causalite´ univoque,
posse`dent entre eux certaines relations”. Dans cette de´finition, les termes importants sont
”rendre compte”, ”relations” et ”formalise´e”. Ils font re´fe´rence aux trois e´tapes de´cision-
nelles de l’e´laboration du mode`le du comportement d’un syste`me complexe :
1. identifier quels sont les phe´nome`nes repre´sentatifs de ce comportement dont on sou-
haite rendre compte, et leur attacher un certain nombre de grandeurs physiques qui
en sont caracte´ristiques,
2. associer a` ces grandeurs une ou plusieurs the´orie physique connue – par the´orie on
entend un ensemble pre´cise´ment identifie´ et cohe´rent de relations qui font intervenir
des grandeurs pour traduire la connaissance scientifique que l’on a des phe´nome`nes
qui les font intervenir,
3. exprimer ces relations au moyen d’un formalisme pre´cis qui permette d’associer les
grandeurs physiques caracte´ristiques a` des variables qui les repre´sentent et de trans-
crire en termes d’e´quations et d’ine´quations les relations physiques entre ces gran-
deurs.
Chacune de ces e´tapes correspond a` des choix de la part de l’inge´nieur, que l’on pourrait
croire naturellement guide´s par la nature physique du syste`me et des grandeurs e´tudie´s.
Mais dans la plupart des cas, plusieurs approches scientifiques et plusieurs formalismes
existent pour repre´senter le meˆme syste`me et e´tudier un meˆme type de comportement.
Prenons un exemple : si l’on s’inte´resse au mode`le du comportement dynamique d’un
me´canisme, on pourra choisir de conside´rer des grandeurs comme la masse, l’inertie, la po-
sition, et l’acce´le´ration de chacune des pie`ces du me´canisme et les conside´rer dans le cadre
du principe fondamentale de la dynamique. Mais l’on pourra aussi pre´fe´rer introduire les
vitesses de ces composants et l’e´nergie cine´tique du syste`me pour utiliser le principe varia-
tionnel de Lagrange. Dans tous les cas, pour donner une existence concre`te et mathe´matique
au mode`le, il faudra en plus choisir un formalisme pour repre´senter l’orientation des corps
de notre me´canisme, et quel que soit le choix fait pre´ce´demment, on pourra utiliser des qua-
ternions, des angles d’Euler ou de Bryant, voire des parame`tres de Denavit-Hartenberg...
A travers leur influence fondamentale sur la manie`re d’e´crire les e´quations du mode`le phy-
sique, la me´thode et le formalisme retenus conditionnent la facilite´, voire la possibilite´
d’expliciter ces e´quations et de produire un mode`le calculatoire, et ces choix sont donc
de´cisifs quant a` la possibilite´ d’obtenir in-fine un code de simulation avec de bonnes pro-
prie´te´s. Ils conditionnent la complexite´ du mode`le, la fide´lite´ et la pre´cision des re´sultats
qu’il permet de calculer ainsi que la qualite´ et les performances de ce code de simulation.
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J’ai e´tudie´ en de´tail cette influence du choix de la me´thode et du formalisme sur la
possibilite´ d’exploiter un mode`le avec des outils de calcul symbolique. L’exemple traite´
est celui de la ge´ne´ration des e´quations de la dynamique d’un syste`me de corps rigides
poly-articule´s simple (un satellite transportant une antenne orientable). Cette e´tude
constitue le deuxie`me chapitre de
[1] Outils formels pour la mode´lisation en me´canique. The`se de Doctorat, Universite´
de Nice Sophia-Antipolis, France, Novembre 1992.
Pour pre´ciser le propos, on peut donner une de´finition pre´cise d’un mode`le tel qu’on vient
de l’e´voquer
De´finition 1 (Mode`le formel) : Un mode`le formel est caracte´rise´ par la donne´e d’un
ensemble de parame`tres, {pi}i=1..m , d’un ensemble d’e´quations, {fj(p) = 0}j=1..n , et d’un
ensemble d’ine´quations {gk(p) < 0}k=1..r.
Dans cette de´finition rien ne restreint, a priori, la ge´ne´ralite´ des e´quations qui peuvent eˆtre
alge´briques, inte´grales, ou diffe´rentielles. Toutefois, pour eˆtre exploite´, ce mode`le formel doit
eˆtre associe´ a` un mode`le mathe´matique calculatoire qui explicite comment on peut calculer
certaines de ces grandeurs en fonction d’autres et qui permet d’exe´cuter ces calculs. Les
deux sections suivantes pre´cisent les e´tapes ne´cessaires pour obtenir ce mode`le calculatoire.
1.1.1 Orientation des e´quations
En de´crivant des relations multi-late´rales entre des grandeurs physiques, les e´quations du
mode`le formel tel qu’on l’a de´fini ci-dessus sont ge´ne´ralement implicites et non-oriente´es,
tandis que les proble`mes d’inge´nierie pour lequel le mode`le a e´te´ de´veloppe´ le sont in-
trinse`quement : parmi les parame`tres du mode`le, certains sont connus, d’autres sont a`
calculer.
Lors de la conception d’un syste`me, se succe`dent en alternant, des phases de synthe`se et
des phases d’analyse, au cours desquelles respectivement, on de´termine des parame`tres de
conception, et on e´value leur influence sur le comportement du syste`me :
– pendant les phases de synthe`se, on de´finit quel est le comportement souhaite´ du syste`me
pour un environnement donne´, et on recherche une architecture et des dimensions qui
permettent au syste`me d’avoir ce comportement.
– pendant les phases d’analyse, au contraire, l’architecture du syste`me et ses caracte´ris-
tiques sont fixe´es et, pour un environnement donne´, on cherche a` connaˆıtre le compor-
tement du syste`me en terme de performances.
Toutes ces phases, lorsque l’on s’inte´resse au meˆme syste`me et au meˆme type de comporte-
ment s’appuient sur le meˆme mode`le formel. Mais pour eˆtre mises en oeuvre, les e´quations
(et les ine´quations) du mode`le sont explicite´es et oriente´es diffe´remment et les mode`les
obtenus sont caracte´rise´s par des ensembles d’e´quations diffe´rentes bien qu’e´quivalentes.
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Si l’on reprend l’exemple du comportement dynamique d’un me´canisme, le mode`le formel
exprimera la loi fondamentale de la dynamique en e´tablissant, pour chaque corps, le lien
entre efforts, masse et acce´le´ration avec la formulation classique annulant le bilan des
forces : F − (m.γ) = 0
Selon les cas, on explicitera cette relation en e´crivant au choix :
– lorsque l’on s’inte´resse a` tester la re´sistance du syste`me, F = m.γ
– lorsque l’on veut analyser ses performances dynamiques, γ = F
m
– et si l’on souhaite dimensionner sa masse, m = F
γ
La` encore, on peut pre´ciser cette notion par une de´finition.
De´finition 2 (Mode`le oriente´) Un mode`le oriente´ est caracte´rise´
– par la donne´e de trois ensembles de parame`tres, les parame`tres d’entre´e {ei}i=1..me , les
parame`tres de sortie {si}i=1..ms , et les parame`tres locaux {li}i=1..ml
– par la donne´e de deux ensembles d’e´quations explicites {sj = fsj(e, s, l)}j=1..ns et{lj = flj(e, s, l)}j=1..nl ou` e, (reps. s et l) est une notation abre´ge´e pour (ei)i=1..me,i6=j
– par la donne´e e´ventuelle d’un ensemble d’ine´quations {gk(e, s, l) < 0}k=1..r
On passe ainsi du mode`le formel au mode`le oriente´ en partitionnant l’ensemble des pa-
rame`tres en trois en fonction de leur nature et en orientant chaque e´quation fj(p) = 0 en
l’explicitant sous la forme pi(j) = fˆj(e, s, l) apre`s avoir fait le choix d’un parame`tre pi(j)
parmi les parame`tres locaux ou de sortie.
Il y a deux difficulte´s a` surmonter pour re´aliser effectivement ce passage dans la pratique :
1. Il n’est bien suˆr pas toujours possible de re´soudre l’e´quation f(p1, .., pn) = 0 par
rapport a` un quelconque des parame`tres pi qui y interviennent pour e´crire formel-
lement une e´quation e´quivalente pi = F (p1, . . . , pi−1, pi+1, . . . , pn). Il y a des cas ou`
cette expression analytique n’existe pas et ou` l’on devra lui substituer un processus
de re´solution nume´rique, et il y a aussi des cas ou` il n’y a pas unicite´ de la solution
symbolique et ou` l’on devra choisir. Enfin il y a des cas ou le calcul de cette solution
est simplement trop couˆteux en temps ou produirait un re´sultat trop important en
taille des expressions pour eˆtre pratiquement utilisable.
2. Le choix du parame`tre pi(j) pour le calcul duquel on va expliciter l’e´quation fj(p) =
0, ne se fait pas simplement localement, en ne regardant que cette e´quation et en
fonction de l’expression de l’e´quation. Il re´sulte de l’analyse globale de l’ensemble des
e´quations du mode`les et des parame`tres qu’elles font intervenir, qui de´termine les
de´pendances entre les parame`tres et garantit, en imposant l’orientation des e´quations.
la possibilite´ de mener a` bien les calculs voulus.
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Ces questions d’orientation de mode`les ont e´te´ discute´es pre´cise´ment et plus parti-
culie`rement dans le rapport technique
[57] ypama : un assistant a` la mode´lisation, comment imple´menter la de´sorientation
des mode`les. Rapport d’e´tude, INRIA/Airbus France, De´cembre 2003.
1.1.2 Ordre des e´quations
Le mode`le oriente´ que l’on vient de voir n’est pas directement traduisible en un code de
calcul, car il ne se pre´occupe pas de l’ordonnancement du calcul.
Le mode`le qui va pouvoir eˆtre traduit en un code nume´rique de simulation s’obtient a` partir
du mode`le oriente´ e´voque´ ci-dessus en ordonnant les e´quations selon un ordre topologique
respectant les de´pendances des parame`tres qu’expriment ces e´quations. On de´finit ainsi un
troisie`me type de mode`le que l’on obtient apre`s avoir ordonne´ et oriente´ un mode`le formel :
De´finition 3 (Mode`le calculatoire) Un mode`le calculatoire est caracte´rise´ par
– la donne´e de 3 ensembles de parame`tres, connus (E), a` calculer (S) et locaux (L)
– d’une liste ordonne´e d’e´quations (eqj)j=1...n ve´rifiant
eq1 : q1 = f1(p) ou` p repre´sente les parame`tres connus de E
eqj : qj = fj(p, q1, . . . , qj−1) pour tout j,
S ⊂ {qj}j=1...n
– et e´ventuellement d’un ensemble de contraintes C (sous la forme d’ine´quations).
Ainsi l’obtention d’un mode`le calculatoire est e´troitement lie´e a` l’analyse et a` la connais-
sance des de´pendances entre les parame`tres au travers des e´quations du mode`le formel. qui
permet de construire ite´rativement la liste d’e´quations en ge´rant les parame`tres connus ou
de´ja calcule´s.
Quelques proble`mes inte´ressants se posent quant a` l’obtention e´ventuelle d’un mode`le cal-
culatoire, avec des applications imme´diates en inge´nierie, particulie`rement inte´ressantes si
les mode`les sont gros.
1. Etant donne´ un mode`le oriente´ peut-on ordonner ses e´quations pour obtenir un
mode`le calculatoire ?
2. Etant donne´ un mode`le formel et un partitionnement de ses parame`tres en parame`tres
connus et a` calculer peut-on trouver un mode`le calculatoire avec ce partitionnement ?
3. Etant donne´ un mode`le formel et un partitionnement {E ,S,L} de ces parame`tres tel
qu’on ne peut pas trouver un mode`le calculatoire avec ce partitionnement, existe-t-il
un ensemble de parame`tres de sorties ou locaux {pj ∈ S ∪ L}| tel que le partition-
nement qui les conside`re comme connus, {E ∪ {pj},S \ {pj}j,L \ {pj}j} permet de
de´finir un mode`le calculatoire ? et dans l’affirmative peut-on de´terminer un ensemble
minimal - et avec quel crite`re de minimalite´ - posse´dant cette proprie´te´ ?
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Des algorithmes efficaces ont e´te´ de´veloppe´s pour attaquer ces proble`mes, base´s sur une
repre´sentation des de´pendances entre les parame`tres en termes de graphes.
Ces algorithmes ont e´te´ imple´mente´s notamment dans les prototypes logiciels Lacapio
et Ypama de´crits dans les rapports techniques
[51]Un logiciel d’aide a` la conception et a` l’e´valuation des performances d’instruments
optiques. Rapport Technique, aerospatiale/INRIA, fe´vrier 1995.
[56]ypama : un assistant a` la mode´lisation. Rapport d’e´tude, INRIA/Airbus France,
Janvier 2002.
Certains d’entre eux seront pre´sente´s dans la deuxie`me partie de ce me´moire.
1.2 Mode`les de l’inge´nieur
Les conside´rations the´oriques pre´ce´dentes n’entraˆınent pas explicitement de restriction ni
sur les mode`les ni sur la nature des e´quations et des variables qui y interviennent. Dans ce
cadre ge´ne´ral purement the´orique et symbolique, on peut ainsi imaginer qu’une variable
d’un mode`le soit une fonction par exemple du temps, et que les e´quations qui la font
intervenir soient des e´quations diffe´rentielles ou inte´grales. On peut aussi rencontrer des
e´quations aux de´rive´es partielles, des e´quations transcendantales, etc.
Mais si l’on a en teˆte la simulation concre`te du comportement d’un syste`me, une phase de
re´solution de ces e´quations est en ge´ne´ral ne´cessaire pour obtenir un mode`le calculatoire,
et l’on sait que cette phase ne de´bouche souvent pas sur une expression litte´rale explicite
unique : pour la plupart des e´quations diffe´rentielles, on utilisera des processus d’inte´gration
nume´rique, pour la plupart des e´quations alge´briques, on n’aura pas l’unicite´ des solutions,
ni l’existence d’une expression symbolique associe´e, enfin, pour de nombreuses e´quations,
on utilisera des processus ite´ratifs nume´riques.
Pour pouvoir conside´rer aussi ces cas-la`, on doit e´tendre la notion d’e´quation des mode`les
– qui e´tait limite´e jusque la` a` une e´galite´ entre une variable et une expression formelle
faisant intervenir d’autres variables – pour tenir compte des cas ou` les calculs s’appuient
sur un processus calculatoire. Ainsi, on doit de´tailler dans la de´finition 3 la nature de ces
fonctions fj(p, q) en pre´cisant qu’il peut s’agir :
– d’expressions symboliques,
– de programmes de calculs,
– ou de tables nume´riques associe´es a` des fonctions d’interpolation et d’extrapolation.
Dans tous les cas, on doit savoir e´valuer nume´riquement une telle fonction pour n’importe
quelle valeur des parame`tres qui y interviennent, et si c’est la seule information dont on dis-
pose, on parlera de boˆıte noire, mais il se peut que l’on ait des informations supple´mentaires
sur la nature du processus nume´rique, ou par exemple un moyen d’e´valuer sa de´rive´e par
rapport aux parame`tres, on parlera alors de boˆıte transparente.
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L’utilisation concre`te de mode`les dans le cadre de l’inge´nierie ne´cessite aussi d’attacher
aux variables et aux relations des proprie´te´s qui sortent du cadre mathe´matique ci-dessus,
mais qu’il est indispensable de ge´rer dans le processus de mode´lisation/simulation.
– Ainsi, repre´sentant une grandeur physique, chaque variable est associe´e a` une unite´
physique, et a` une e´chelle ; on peut aussi lui attacher une pre´cision ou une incertitude
– voire un mode`le de bruit – s’il s’agit d’une entre´e. Les e´quations du mode`le doivent
permettre de ve´rifier la cohe´rence des proprie´te´s connues des variables, et de propager
ces proprie´te´s le cas e´che´ant.
– Mais s’agissant d’e´quations mode´lisant des relations entres des grandeurs physiques, elles
posse`dent aussi des proprie´te´s the´oriques qui leur sont propres, comme la pre´cision de
leur approximation, leur domaine de validite´ ou leur sensibilite´ aux parame`tres d’entre´e.
La` encore, il faut eˆtre capable d’assurer la cohe´rence de ces proprie´te´s et leur propagation
a` travers le mode`le.
Au cours du de´veloppement des prototypes Lacapio et Ypama, on s’est bien entendu
inte´resse´ a` ge´rer ces proprie´te´s des variables et des e´quations des mode`les, a` les analyser
et a` ve´rifier leur cohe´rence. Ces points ont e´te´ plus particulie`rement aborde´s dans le
rapport technique suivant
[58] ypama : un assistant a` la mode´lisation, analyse dimensionnelle et cohe´rence des
unite´s. Rapport d’e´tude, INRIA/Airbus France, April 2004.
On y reviendra dans la deuxie`me partie de ce me´moire.
De plus, l’inge´nieur a l’habitude de conside´rer le temps comme une variable a` part, et de
traiter se´pare´ment les proble`mes qui en sont inde´pendants qu’il qualifie de statiques et les
proble`mes qui la font intervenir qu’il qualifie de dynamiques. Souvent une discre´tisation
de la variable temporelle est utilise´e pour transformer un mode`le dynamique en plusieurs
instances d’un proble`me statique que l’on conside`re ite´rativement a` chaque pas de temps.
Cette approche ne´cessite de distinguer parmi les variables celles qui sont constantes et donc
uniquement de´finies pour toutes les instances de celles qui repre´sentent des grandeurs qui
e´voluent au cours du temps, et doivent donc eˆtre conside´re´es pour chaque instance, tout en
conservant l’information que chacune repre´sente la meˆme grandeur. Le plus fre´quemment,
le comportement d’un syste`me dynamique a` un instant donne´ de´pend aussi de son com-
portement aux instants pre´ce´dents, ainsi on verra souvent dans un mode`le des variables
repre´sentant la meˆme grandeur a` des pas de temps diffe´rents, ce qui ne´cessitera pour la
simulation de ge´rer un contexte global exte´rieur aux diffe´rentes instances.
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Cette proprie´te´ de certaines variables de certains mode`les ne´cessite une adaptation
pas force´ment simple des algorithmes d’orientation des mode`les ou de propagation des
proprie´te´s a` travers les mode`les que nous avons e´voque´s pre´ce´demment.
Si le premier prototype d’environnement de mode´lisation que j’ai de´veloppe´ pour Air-
bus, Ypama, se limitait aux mode`les statiques, le second, Mosela permet l’e´tude des
mode`les de syste`mes dynamiques. Il est de´crit notamment dans le rapport technique
suivant
[59]The Mosela Modeling and Simulation Environment. Rapport d’e´tude, INRIA-
Airbus France, Janvier 2007.
1.3 De la mode´lisation a` la simulation
On a vu comment le processus de mode´lisation/simulation se de´compose en l’identification
des grandeurs et des phe´nome`nes physiques, le choix d’un formalisme pour l’e´laboration
d’un mode`le puis l’analyse de ce mode`le que l’on oriente et ordonne pour le rendre calcu-
latoire. On peut ajouter a` ce processus une e´tape pre´liminaire de ge´ne´ration de mode`les a`
partir d’une description du syste`me a` mode´liser – qui sera re´alise´e dans un langage ad-hoc
– et des choix de formalismes e´tablis. Il reste ensuite a` traduire ce mode`le calculatoire en
un programme de simulation dans un langage ade´quat, en l’imple´mentant de sorte qu’il
soit pre´cis, juste et efficace, pour simuler le comportement du syste`me.
Si l’e´valuation des performances, et donc la validation des choix techniques de conception,
se focalisent sur les re´sultats de simulation, encore faut-il que les re´sultats nume´riques
obtenus traduisent de manie`re fide`le le comportement futur du syste`me que l’on est en
train de concevoir. Or, a` toutes les e´tapes du processus de mode´lisation sont faits des
choix de me´thodes, assume´es des hypothe`ses, et parfois introduites des incertitudes, qui
conditionnent la qualite´ de ces re´sultats. La confrontation des re´sultats ainsi obtenus avec
des expe´rimentations, ou leur comparaison avec des re´sultats similaires peut conduire a`
modifier certains des choix de me´thodes ou certaines des hypothe`ses de mode´lisation et
a` ite´rer ce processus de mode´lisation en trois e´tapes produisant successivement le mode`le
formel, le mode`le calculatoire, et le code de simulation (voir figure 1.1). La premie`re e´tape
rele`ve du domaine de compe´tences de l’inge´nieur me´tier qui fait le choix du formalisme et
de la the´orie a` mettre en oeuvre, la deuxie`me rele`ve des compe´tences du mathe´maticien
ou du nume´ricien qui mets en place les sche´mas de calculs (d’inte´gration, de re´solution,
etc. . .), la troisie`me fait appel aux compe´tences de l’informaticien qui optimise la structure
des donne´es et des calculs pour obtenir un code efficace.
Avoir au sein d’un meˆme environnement de travail la possibilite´ de repre´senter ces deux
mode`les et ce code, et avoir des outils permettant d’automatiser, au moins partiellement les
passages entre ces repre´sentations, conditionne une bonne collaboration entre l’inge´nierie
me´tier ne´cessaire a` l’e´laboration du mode`le physique, l’inge´nierie mathe´matique permettant
de l’expliciter, et l’inge´nierie informatique en assurant une imple´mentation rigoureuse et
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Figure 1.1 – Processus de mode´lisation/simulation
efficace. Cela permet notamment d’effectuer les ite´rations du processus beaucoup plus
simplement, et donc d’eˆtre plus exigeant, a` moindre couˆt, envers la qualite´ des re´sultats
obtenus.
De fait, dans le monde industriel d’aujourd’hui, les outils n’existent pas qui permettraient,
dans un environnement commun, que des experts de chaque domaine de compe´tence – les
compe´tences me´tier, l’analyse nume´rique, l’informatique – interviennent successivement
pour produire un code de simulation efficace d’un syste`me physique. Par contre, de nom-
breux logiciels de simulation sont disponibles, dont la plupart s’appuient sur des formats de
description et de repre´sentation de mode`les qui leur sont propres, et produisent un code de
simulation plus ou moins efficace en fonction d’une description plus ou moins e´quationnelle
du syste`me e´tudie´.
Un e´tat de l’art des outils inte´gre´s de mode´lisation et de simulation est pre´sente´ dans
[45] Mode´lisation et simulation avec Mathematica. Confe´rence Mathematica Paris
2004.
L’obtention d’un code de simulation nume´rique pre´cis et efficace du comportement d’un
syste`me complexe a` partir de la description du mode`le de ce syste`me dans un langage de
haut niveau proche du me´tier de sa physique, peut s’assimiler a` un processus de compilation
de ce langage source symbolique vers un langage cible comme C ou Fortran et les techniques
et les me´thodes utiles a` sa mise en oeuvre sont voisines de celles utilise´es dans ce domaine
de l’informatique.
On peut pousser l’analogie en rapprochant cette notion d’environnement de mode´lisation
et de simulation d’un environnement de de´veloppement informatique – a` la Eclipse, par
exemple – qui inte`gre a` la fois des outils d’e´dition, de ve´rification syntaxique et se´mantique,
de compilation, d’exe´cution du code cible, de visualisation des re´sultats, de mise au point,
etc.
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Les fonctionnalite´s et les spe´cifications fonctionnelles d’un tel environnement de
mode´lisation/simulation seront longuement de´veloppe´es dans la seconde partie de ce
me´moire. Elles ont aussi fait l’objet du rapport technique
[59] The Mosela Modeling and Simulation Environment. Rapport d’e´tude, INRIA-
Airbus France, Janvier 2007.
1.4 Quelques contributions
Etudier les me´thodes pour la mode´lisation et la simulation a` partir de descriptions symbo-
liques des e´quations qui gouvernent le comportement des syste`mes a e´te´ un the`me central
de mon activite´ scientifique des 25 dernie`res anne´es. Les paragraphes ci-dessous pre´sentent
les re´sultats applicatifs obtenus en un expose´ the´matique et chronologique.
1.4.1 En me´canique
De 1987 a` 1992, j’ai travaille´, en collaboration avec l’aerospatiale Cannes, sur l’e´tude
du comportement dynamique de syste`mes de corps rigides poly-articule´s. L’utilisation de
me´thodes et d’outils de calcul formel, tre`s peu de´veloppe´e a` l’e´poque, a permis d’attaquer
deux proble´matiques inte´ressantes :
– la ge´ne´ration automatique du mode`le e´quationnel
– la prise en compte de bouclages structurels
ge´ne´ration du mode`le e´quationnel Avec un champ applicatif re´duit a` l’e´tude de
me´canismes rigides embarque´s sur des satellites et destine´s au de´ploiement et au position-
nement d’outils ou de capteurs, il e´tait envisageable de dresser un catalogue exhaustif de
composants et de liaisons ge´ne´riques de ces me´canismes. Il s’agissait donc de voir com-
ment les e´quations de la dynamique du syste`me pouvaient se de´duire des e´quations de
chaque composant et de la structure topologique du syste`me en termes de liaisons, ainsi
que de la nature de ces liaisons. Nous avons montre´ comment l’ajout d’un composant a`
un syste`me existant, se traduisait, dans l’approche Lagrangienne choisie, par l’adjonction
de parame`tres de configuration et le recalcul syste´matique d’une matrice de contrainte ne
de´pendant que de la nature de la liaison conside´re´e. Ainsi, un processus ite´ratif d’ajout de
composant permettait de construire comple`tement automatiquement les e´quations alge´bro-
diffe´rentielles de Lagrange du syste`me, a` partir de sa description structurelle.
prise en compte de bouclages structurels L’exhibition d’un parame´trage minimal
de la varie´te´ de configurations du me´canisme fournit un noyau de la matrice de contrainte
qui repre´sente la partie alge´brique des e´quations de Lagrange, et permet ainsi l’e´limination
formelle des multiplicateurs de Lagrange dans ces e´quations. Nous avons montre´ que la
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de´termination automatique d’un tel parame´trage n’est possible que lorsque la structure
topologique des liaisons entre les composants du me´canisme est arborescente. Dans le cas
de bouclages structurels, une e´tude alge´brique de la matrice de contrainte, et notamment
du module de syzygies associe´, a permis, dans certains cas la de´termination du nombre de
degre´s de liberte´ et l’e´limination des multiplicateurs.
Ces travaux sont de´crits dans ma the`se de doctorat, et dans les articles et rapports
suivants :
[1] Outils formels pour la mode´lisation en me´canique. PhD thesis, Universite´ de Nice
Sophia-Antipolis, France, November 1992.
[48] avec C. Garnier et P. Rideau.Mode´lisation dynamique litte´rale. Rapport technique
1255 CA/TC, aerospatiale, March 1987.
[9] avec C. Garnier et P. Rideau. Mode´lisation dynamique litte´rale. Journal of Compu-
ter Methods in Applied Mechanics and Engineering, 75 :215–225, 1989.
[49] avec P. Capolsini, L. Pottier, et P. Rideau. Outils d’aide a` la mode´lisation for-
melle en me´canique et en automatique. Rapport Technique CA/TSV 173, aerospa-
tiale/INRIA, December 1991.
[44] Calcul formel pour la mode´lisation en me´canique. In CALSYF, 9. GRECO de
Calcul Formel, 1991.
1.4.2 En e´lectronique
Mes travaux sur la ge´ne´ration de mode`le de simulation de transistors MOS on e´te´ re´alise´
en collaboration avec Siemens, Munich en 1995.
La taille du mode`le en jeu et le nombre de parame`tres intervenant dans les calculs condui-
sant a` des expressions litte´rales trop volumineuses et a` des pertes de performances ou a` des
blocages logiciels, nous nous sommes penche´s sur la recherche de sous-expressions dans les
expressions et sur la repre´sentation des expressions par des programmes de calcul. Nous
nous sommes inte´resse´s a` diverses manipulations sur les expressions ainsi repre´sente´es et
notamment a` leur diffe´rentiation en combinant des techniques issues de la diffe´rentiation
automatique et des techniques de diffe´rentiation symbolique.
Ces travaux ont e´te´ pre´sente´s dans
[15] avec W. Klein. Automatic generation of a mos transistor simulation model with
maple v. Nuclear Instruments and Methods in Physics Research A, 389 :125–127, 1997.
1.4.3 En optique
J’ai e´tudie´, en 1995 et en 1996, la mode´lisation des performances optique d’un interfe´ro-
me`tre destine´ a` eˆtre embarque´ sur un satellite d’observation, dans le cadre d’une autre
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collaboration avec l’aerospatiale Cannes. Ces travaux ont de´bouche´ sur la re´alisation d’une
the`se[Phil97] et d’un prototype CIRCE.
Dans cette e´tude, c’est l’automatisation du processus de ge´ne´ration du mode`le calculatoire
a` partir du mode`le physique qui a e´te´ principalement investigue´e et notamment l’automa-
tisation des e´tapes d’orientation et d’ordonnancement des e´quations.
En effet, en pleine phase de conception et de dimensionnement de cet instrument optique, et
e´tant donne´ le grand nombre de parame`tres en jeu, la multiplicite´ et la diversite´ des mode`les
reliant ces parame`tres entre eux (me´caniques, optiques, e´lectronique, e´lectromagne´tique,
thermique, etc.), il e´tait essentiel de pouvoir re´pe´ter facilement et rapidement le sce´nario
suivant :
1. identifier comme entre´es et comme sorties de la simulation certains parame`tres,
2. ve´rifier la possibilite´ de calculer les sorties en fonction des entre´es (ou revenir a` l’e´tape
pre´ce´dente)
3. ge´ne´rer et mettre en oeuvre le code de simulation correspondant
Ces travaux sont de´crits dans les articles et les rapports suivants :
[13] avec S. Philoreau. Design and performances analysis of complex optical devices
using symbolic computation. In Scientists Inc., editor, Proceedings of the 2nd ASCM,
pages 55–61, Tokyo, August 1996. H. Kobayashi Ed.
[26] avec S. Dalmas. Design and performance analysis of optical instruments with
computer algebra. In University of New Mexico, editor, Electronic proceedings of the
first IMACS conference on Applications of Computer Algebra, 1995.
[27] avec S. Philoreau, D. Miras, et D. Simeoni. Circe : A new approach to performance
management of optical instruments. In SPIE, editor, Proceedings of the SPIE 96 An-
nual Meeting, volume 2817. Infrared Spaceborne Remote Sensing Conference, August
1996.
[28] From modeling to simulation with symbolic computation : An application to design
and performance analysis of complex optical devices. In Proceedings of the Second
Workshop on Computer Algebra in Scientific Computing. Munich, June 1999. Springer,
Telos.
[51] Un logiciel d’aide a` la conception et a` l’e´valuation des performances d’instruments
optiques. Rapport Technique, aerospatiale/INRIA, fe´vrier 1995.
[52] Aide a` la conception et a` l’e´valuation des performances d’instruments optiques.
Rapport Technique, aerospatiale/INRIA, mars 1996.
1.4.4 En ae´ronautique
Mes travaux de mode´lisation ae´rodynamique et me´canique en ae´ronautique sont re´alise´s
en proche collaboration avec Airbus depuis 2002.
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environnement de mode´lisation Lorsque de´marre cette collaboration, la chaˆıne de
de´veloppement d’une nouvelle ge´ne´ration d’avion est particulie`rement complexe, elle fait
intervenir de nombreux acteurs au sein du bureau d’e´tude qui produisent ou raffinent les
mode`les ae´rodynamiques et dynamiques de l’avion sous forme de documents imprime´s
et qui les transmettent a` leur colle`gues informaticiens en charge du de´veloppement du
simulateur de vol de´die´. L’ambition de l’e´tude est d’automatiser ce processus de ge´ne´ration
des simulateurs en dotant Airbus d’un environnement d’e´dition de mode`les qui permette
a` la fois leur validation nume´rique expe´rimentale et leur traduction en un code nume´rique
d’e´valuation efficace inte´grable dans les simulateurs de vol existant.
La plupart des fonctionnalite´s ne´cessaires existe a` l’e´tat embryonnaire dans les outils lo-
giciels de calcul formel, mais ne´cessiteront d’eˆtre de´veloppe´es et inte´gre´es. Le prototype
Ypama de´veloppe´ sera repris et industrialise´ par Airbus en 2006 pour entrer (sous un autre
nom) dans sa chaˆıne de production.
Au cours de cette e´tude, nous nous sommes beaucoup inte´resse´s a` la propagation de cer-
taines proprie´te´s des variables au travers des mode`les, notamment les unite´s physiques, les
e´chelles, et les domaines de validite´, ce qui a conduit a` utiliser et a` de´velopper si ne´cessaire
des arithme´tiques exotiques sur ces proprie´te´s.
Peu de publications concernent ces travaux qui ne devaient pas eˆtre divulgue´s avec
trop de de´tail pour des raisons de confidentialite´ industrielle. Toutefois ils sont de´crits
dans les rapports suivants :
[33] avec L. Farenc. Modeling flight dynamics for real-time simulator applications. In
Applied Mathematica, Proc. of the 8th Int. Mathematica Symposium, Juin 2006.
[56] ypama : un assistant a` la mode´lisation. Rapport d’e´tude, INRIA/Airbus France,
Janvier 2002.
[57] ypama : un assistant a` la mode´lisation, comment imple´menter la de´sorientation
des mode`les. Rapport d’e´tude, INRIA/Airbus France, December 2003.
[58] ypama : un assistant a` la mode´lisation, analyse dimensionnelle et cohe´rence des
unite´s. Rapport d’e´tude, INRIA/Airbus France, April 2004.
ge´ne´ration de code C Au sein d’un autre de´partement du bureau d’e´tude, une autre
collaboration est initie´e cette meˆme anne´e qui se place the´matiquement dans la continuite´
de la premie`re mais cible plus particulie`rement la ge´ne´ration comple`tement automatique
de code de simulation en langage C a` partir de descriptions e´quationnelles des mode`le et
l’extension du champ d’application de l’environnement aux mode`les dynamiques.
Le de´veloppement d’un deuxie`me prototype inte´grant environnement d’e´dition, ge´ne´ration
de code d’e´valuation nume´rique pour la mise au point, ge´ne´ration de code de simulation
nume´rique en langage C et production automatique de documentation me´tier est sur le
point de se terminer.
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La` encore et pour les meˆmes raisons, peu de publications concernent ces travaux de´crits
essentiellement dans les articles et rapports suivants :
[33] avec L. Farenc. Modeling flight dynamics for real-time simulator applications. In
Applied Mathematica, Proc. of the 8th Int. Mathematica Symposium, Juin 2006.
[59] The Mosela Modeling and Simulation Environment. Rapport d’e´tude, INRIA-
Airbus France, Janvier 2007.
[60] The Mosela Modeling and Simulation Environment : Code Generation. Rapport
d’e´tude, INRIA-Airbus France, Avril 2008.
[61]The Mosela Modeling and Simulation Environment : Model Verification. Rapport
d’etude, INRIA-Airbus France, Avril 2009.
[62]The Mosela Modeling and Simulation Environment : Efficient Compilation. Rap-
port d’etude, INRIA-Airbus France, December 2010.
[63] The Mosela Modeling and Simulation Environment : User’s Guide. Rapport
d’etude, INRIA-Airbus France, November 2011.
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Chapitre 2
Efficacite´, pre´cision et exactitude
L’efficacite´, la pre´cision et l’exactitude sont les trois qualite´s que l’on demande principale-
ment a` un calcul. Et le fait d’utiliser une arithme´tique essentiellement exacte, manipulant
des entiers et des rationnels conjointement avec des variables, combine´ a` une e´valuation
nume´rique en pre´cision arbitraire, semble autoriser les outils de calculs formels a` garantir
ces qualite´s. Mais l’on va voir que l’efficacite´ n’est pas toujours au rendez-vous, et qu’il
faut prendre quelques pre´cautions dans l’interpre´tation des re´sultats obtenus si l’on veut
conserver la pre´cision et l’exactitude. On verra aussi que les me´thodes formelles n’ont pas
l’apanage de la pre´cision et de l’exactitude et que d’autre me´thodes s’appuyant sur les
intervalles garantissent l’exactitude et la qualite´ nume´rique de leurs re´sultats.
2.1 Calcul symbolique versus calcul nume´rique
Le monde acade´mique a longtemps oppose´, au moins en tant que domaines de recherche,
calcul formel a` calcul nume´rique et de fait, il a fallu attendre le de´but des anne´es 2000
pour que des outils informatiques de calculs combinent des fonctionnalite´s symboliques et
des fonctionnalite´s nume´riques inte´ressantes et performantes.
Pourtant ces deux types de calculs sont intrinse`quement imbrique´s et indissociables, tant
ils font l’objet de liens varie´s. Sur le plan de l’utilisation, tout d’abord, quel est le calcul
nume´rique qui ne se conc¸oit pas au de´part par des formules et des e´quations, et quel est
le calcul formel que l’on ne cherchera pas a` visualiser par une e´valuation nume´rique voire
un trace´ ? Sur le plan the´orique aussi, la nature des objets nume´riques repre´sente´s par des
variables conditionnent les traitements que l’on peut leur appliquer – par exemple
√
x2
ne se simplifiera en x que si la valeur de x est positive, et x − x ne devra pas s’e´valuer
en 0 si x repre´sente un intervalle – tandis que l’e´tude symbolique d’un objet permet-
tra de mieux connaˆıtre la pre´cision ou la justesse de son e´valuation nume´rique. Enfin en
ce qui concerne les me´thodes, c’est souvent une discussion ou une classification symbo-
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lique qui de´termine la nature de la me´thode nume´rique a` utiliser, et c’est souvent un
pre´-conditionnement symbolique qui garantit l’efficacite´ ou la convergence d’algorithme
nume´riques ite´ratifs. Syme´triquement, ce sont parfois de simples et rapides e´valuations
nume´riques qui permettent de franchir des e´tapes de´cisives dans un algorithme symbo-
lique – ainsi, une e´valuation ale´atoire des variables permettra de de´celer l’ine´galite´ de deux
expressions symboliques qui ne serait apparue e´videntes qu’apre`s de longues et couˆteuses
transformations.
Mais le premier de ces liens est historique : c’est bel et bien le besoin de pouvoir faire
exe´cuter a` une machine des calculs nume´riques toujours plus pre´cis, plus complexes et
donc gourmands en temps et en me´moire qui a conduit au de´veloppement des premiers
outils de calcul symbolique, le plus souvent sous l’impulsion des physiciens. Historiquement,
c’est en effet dans l’entourage des experts de me´canique ce´leste, de relativite´ ge´ne´rale ou
d’e´lectrodynamique quantique qu’ont vu le jour les premiers syste`mes de calculs formels,
pour manipuler les interminables de´veloppement en se´ries des uns, les dizaines de milliers
de termes des e´quations des autres, et inte´grer les e´normes diagrammes des derniers.
En permettant de manipuler des expressions et des variables, l’environnement de calcul
symbolique attire l’utilisateur en lui donnant l’espoir de re´soudre des proble`mes d’une
autre dimension sur le plan de la difficulte´, mais sans le lien avec le calcul nume´rique, il ne
lui permettrait pas d’exploiter ni d’appliquer ces re´sultats.
J’ai pre´sente´ et illustre´ ces conside´rations notamment historiques lors d’une invitation
a` une confe´rence :
[24] Le calcul formel : un outil pour l’inge´nieur. In Universitat Politecnica de Catalu-
nya, editor, TEMU-95, February 1995.
2.1.1 Apports et limitations du calcul symbolique
Pour la plupart des me´thodes nume´riques, intrinse`quement approximantes, on peut ge´ne´-
ralement exhiber des exemples qui les mettent en de´faut, soit au niveau de la convergence,
soit au niveau de la justesse du re´sultat retourne´.
La figure 2.1 ci-dessous montre comment l’application re´pe´te´e d’un processus de re´solution
de Newton pour le calcul d’une trajectoire le long d’une courbe solution peut conduire a` des
re´sultats errone´s, ce processus n’apportant ni garantie ni meˆme indication sur la solution
vers laquelle il converge.
Sur cette figure, les courbes grises repre´sentent les deux composantes de la courbe des
solutions, qui correspondent respectivement a` deux trajectoires possibles. La courbe noire
est la trajectoire calcule´e par l’ite´ration, en des points d’abscisses diffe´rentes, de prochessus
de re´solution de Newton. On voit que cette trajectoire ”saute” d’une composante solution
a` l’autre lorsque les deux composantes sont proches. De plus ces courbes grises peuvent
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eˆtre choisies arbitrairement proches et donc l’augmentation de la pre´cision nume´rique ne
permettra pas d’e´viter ce phe´nome`ne.
Figure 2.1 – saut entre deux composantes solutions
Sur cet exemple, un calcul symbolique fournirait une description explicite de chacune des
composantes ce qui re´soudrait le proble`me. Un suivi par e´valuations nume´riques successives
d’une des composantes permettrait alors de visualiser cette trajectoire, juste, et a` coup suˆr.
Toutefois, un inconve´nient connu de nombreux algorithmes de calculs symboliques est
la taille des expressions interme´diaires qu’ils engendrent, ce qui rend les calcul parfois
impraticables, car exce´dant les capacite´s me´moires des machines, ou parfois produit des
re´sultats trop gros (en nombre de termes) pour eˆtre e´value´s de fac¸on fiable.
Ces phe´nome`nes d’impraticabilite´ des calculs et d’erreurs d’e´valuation en pre´sence de
grosses expressions est e´tudie´ en de´tail dans l’article ci-dessous. En conside´rant la
cine´matique de me´canismes de suspension automobile de plus en plus complexes, on
montre que si les me´thodes purement nume´riques fournissent, sur ces exemples, des
re´sultats inexacts, les me´thodes symboliques obtiennent d’abord facilement puis avec
peine les re´sultats et enfin qu’elles e´chouent sur les me´canismes les plus e´labore´s.
[4] avec J-P. Merlet, et D. Daney. Exact kinematics analysis of car’s suspension me-
chanisms using symbolic computation and interval analysis. Mechanism and Machine
Theory. 40, 395-413. 2005.
Le proble`me de performance pur de l’e´valuation nume´rique de grosses expressions peut
souvent eˆtre contourne´ en produisant de manie`re automatique un code de calcul nume´rique
de´die´ – par exemple en C ou en FORTRAN – qui sera un ordre de grandeur plus rapide.
Mais cette solution ne re´sout pas le proble`me de fiabilite´ de l’e´valuation nume´rique de
grosses expressions qui provient de l’accumulation d’erreurs d’arrondis, surtout en pre´sence
de valeurs nume´riques de diffe´rents ordres de grandeurs. L’e´tude d’applications montre qu’il
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est souvent pre´fe´rable de diviser le calcul, meˆme symbolique, en e´tapes successives qui
seront ensuite e´value´es nume´riquement les unes apre`s les autres : il s’agit en quelque sorte
de produire un programme de calcul symbolique, se´quence d’expressions, plutoˆt qu’une
seule expression.
Ces proble`mes de taille des expressions symboliques et leur re´solution par des
de´coupages en programmes de calcul ont e´te´ largement rencontre´s et aborde´s dans
l’e´tude sur la simulation des transistors MOS de´crites section 1.4.2.
[15] avec W. Klein. Automatic generation of a mos transistor simulation model with
maple v. Nuclear Instruments and Methods in Physics Research A, 389 :125–127, 1997.
2.1.2 Apports et limitations du calcul nume´rique
Apre`s avoir oppose´ calculs nume´riques et calculs symboliques et avoir e´nume´re´ les ap-
ports du calcul symbolique, il n’est pas ne´cessaire de revenir sur les limitations du calcul
nume´rique. Citons juste un petit exemple qui montre combien il est facile de rencontrer un
proble`me de pre´cision et de convergence :
Soit f la fonction nume´rique re´elle de´finie par f(x) = 11x−2. On a, a` n’en pas
douter, f(y) = y pour y = 0.2. Si l’on note
f (n)(x) = f(f(f(. . . f︸ ︷︷ ︸
n fois
(x) . . .)))
on devrait avoir ∀n, f (n)(0.2) = f (n−1)(0.2) = . . . = 0.2.
Mais, en effectuant le calcul nume´riquement en double pre´cision sur une ma-
chine posse´dant une arithme´tique code´e en 64 bits, on obtient
n f (n)(0.2)
1 0.2
. . . . . .
12 0.200005
13 0.200051
14 0.200557
15 0.206132
16 0.267457
17 0.942028
18 8.36231
19 89.9854
20 987.84
21 10864.2
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Toutefois, toujours dans le but de calculer efficacement, pre´cise´ment et juste, on va voir
comment le calcul nume´rique peut nous permettre de de´passer les limitations du calcul
symbolique, notamment au travers des algorithmes symboliques–nume´riques, et a` travers
les me´thodes de l’analyse par intervalles.
2.2 Algorithmes symboliques–nume´riques
L’apparition et le de´veloppement des algorithmes symboliques-nume´riques se sont faits
conjointement et de manie`re comple´mentaire au sein des communaute´s acade´miques de
calcul formel et de calcul nume´rique.
C’est depuis les anne´es 90 que la communaute´ acade´mique de calcul formel, et notamment
la composante alge´briste de cette communaute´ s’inte´resse a` la possibilite´ d’employer du
calcul nume´rique a` l’inte´rieur d’algorithmes de re´solution symboliques pour contourner les
e´tapes trop couˆteuses en temps de calcul ou trop gourmande en me´moire en raison de la
taille et du nombre des expressions interme´diaires ge´ne´re´es. Depuis lors de nombreuses
e´quipes se sont penche´es sur ces me´thodes, pour e´valuer la possibilite´ d’utiliser par endroit
une arithme´tique en pre´cision finie et des approximations de rationnels par des nombres
flottants a` l’inte´rieur d’algorithmes de calcul formel.
Un exemple caracte´ristique est le calcul de ze´ros de polynoˆmes pour lequel le recours a` des
calculs de valeurs propres permet d’e´viter des de´veloppements de re´sultants extreˆmement
couteux [Mou98].
En continuation d’une e´tude commence´e lors de mon se´jour post-doctoral a` ETL,
j’ai mis en oeuvre de tels algorithmes pour le calcul de la silhouette d’un ensemble
semi-alge´brique. Ce calcul intervient dans ce cas notamment dans la planification de
mouvement de robots en contacts.
[17] avec H. Hirukawa et B. Mourrain. A symbolic-numeric silhouette algorithm. In
Proceedings of 2000 IEEE International conference on RObotics Systems.
Pendant ce temps, la communaute´ acade´mique d’analyse nume´rique s’inte´resse a` l’emploi
d’outils et de me´thodes de calcul formel notamment pour appliquer un pre´-conditionnement
a` certains proble`mes mal conditionne´s et les rendre traitables. Dans la re´solutions de
syste`mes d’e´quations polynomiales, ou matricielles a` coefficients parame´triques, Il s’agit
par exemple d’essayer de factoriser ou de simplifier analytiquement les e´quations a` re´soudre,
par des combinaisons, par des substitutions, ou par des changements de variables.
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Nous avons ainsi utilise´ le calcul formel pour analyser et simplifier des ensembles
d’e´quations de distances qui interviennent dans la mode´lisation des robots paralle`les,
notamment lors de calculs de positionnement de robots en pre´sence d’incertitudes.
[21] avec C. Grandon, D. Daney, C. Tavolieri, E. Ottaviano, et M. Ceccarelli. Handling
Uncertainties with Symbolic/Numerical Solvers for a Class of Parallel Robots. In WC
- International Federation for the Theory of Machines and Mechanisms (IFToMM),
June 2007.
2.3 Analyse par intervalles
Intrinse`quement juste malgre´ son caracte`re nume´rique - a` condition de bien tenir compte
des arrondis effectue´s par les calculateurs en nombres flottants - l’arithme´tique par inter-
valles combine a` la fois l’efficacite´ du calcul nume´rique et l’exactitude du calcul symbolique,
mais au prix d’une perte de pre´cision qui se propage en empirant au long des calculs du
fait, entre autres, de l’accumulation de ces erreurs d’arrondis.
Une autre raison de la perte de pre´cision dans les calculs est que dans cette arithme´tique,
ni l’addition, ni la multiplication n’ont les proprie´te´s classiques d’e´le´ments neutres et
syme´triques et que donc x− x n’est pas nul si x est un intervalle :
[0, 1]− [0, 1] = [−1, 1]
Enfin un effet d’enveloppement dont deux exemples sont repre´sente´s dans la figure 2.2 se
manifeste sur les calculs multidimensionnels. Cet effet concourt a` surestimer les re´sultats
de calculs et encore une fois a` perdre en pre´cision. Sur la figure on voit teinte´es en rose les
zones calcule´es par des me´thodes d’analyse par intervalles pour localiser la courbe dans le
dessin de droite et l’aire d’intersection des deux couronnes dans le dessin de gauche. Sont
aussi repre´sente´s par un contour en gras les ensembles que l’on pourrait espe´rer obtenir en
supprimant l’effet d’enveloppement par un changement d’axes ad-hoc.
Une communaute´ scientifique dont Moore [Moo65] fut un pionnier en 1960, a de´veloppe´ des
me´thodes d’e´valuation d’expressions, et adapte´ des algorithmes nume´riques de re´solution
et d’optimisation spe´cifiquement pour compenser ces pertes de pre´cision. Par la suite, la
combinaison de ces me´thodes avec des techniques de propagation et de filtrage issues de la
programmation par contraintes a produit des algorithmes encore plus efficaces et robustes
aux incertitudes.
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Figure 2.2 – effet d’enveloppement
Ma contribution a` ces me´thodes dites d’analyse par intervalles dont le de´veloppement
a connu un essor au de´but des anne´es 2000 porte a` la fois
– sur leur diffusion, en de´veloppant l’interface entre la bibliothe`que ALIAS d’analyse
par intervalles et le logiciel Mathematica,
[30] avec D. Daney. Solving with interval analysis. In Wolfram Technology Confe-
rence, Illinois, USA, 2005.
– sur leur utilisation, dans le cadre de la mode´lisation cine´matique de robots paralle`les,
pour laquelle elles se sont ave´re´es tre`s efficaces,
[32] avec C. Grando´n et D. Daney. Combining CP and interval methods for solving
the direct kinematic of a parallel robot under uncertainties. In Workshop of the Int.
Conf. on Principles and Practice of Constraint Programming (IntCP 06), September
2006.
– sur leur de´veloppement, notamment pour leur extension a` l’inte´gration nume´rique
d’e´quations diffe´rentielles,
[39] avec N. Ramdani. Guaranteed Numerical Integration of Nonlinear Parametric
ODEs. In Proceedings of the 9th International Mathematica Symposium, Maas-
tricht, The Netherlands, 2008.
Calcul symbolique et analyse par intervalles Un corollaire de l’absence d’e´le´ment
neutre pour l’addition des intervalles est la sensibilite´ de l’e´valuation d’une expression a` sa
forme analytique.
Ainsi une e´valuation du polynoˆme P (x) = x2+x−6 sur l’intervalle [−1, 1] donne [−7,−4].
Or P (x) peut s’e´crire de manie`re symboliquement e´quivalente :
– en factorisant (x− 2)(x+ 3) qui s’e´value en [−12,−2],
– sous forme de Horner x(x+ 1)− 6 qui s’e´value en [−8,−4],
– ou meˆme (x+ 1
2
)2 − 25
4
qui s’e´value en [−6.25,−4]
Cet exemple montre bien l’influence d’un pre´-conditionnement symbolique sur la qualite´
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nume´rique de l’e´valuation.
Le pre´-conditionnement des expressions pour l’e´valuation n’est qu’un exemple d’utili-
sation du calcul symbolique en analyse par intervalles. Une autre utilisation est dans
l’imple´mentation d’un algorithme de filtrage issu de la programmation par contrainte qui
ne´cessite de multiples re´solutions d’une e´quation par rapport a` toutes ses variables. On
peut aussi l’utiliser pour ame´liorer des algorithmes nume´riques en forc¸ant une pre´-exe´cution
symbolique.
Divers pistes ont e´te´ explore´es dans la communication suivante :
[35] avec D. Daney. Computing with Intervals : the Ultimate Symbolic Computation ?
In Wolfram Technology Conference, Champaign, Illinois, USA, 2007.
Conclusion
Les sections pre´ce´dentes ont e´tabli que pour calculer efficacement, pre´cise´ment et juste, ni
le calcul symbolique, ni le calcul nume´rique ne suffit dans la plupart des cas complexes. Par
contre la combinaison de fonctionnalite´s nume´riques et symboliques permet de de´velopper
des me´thodes varie´es ou` l’e´valuation nume´rique pallie au manque d’efficacite´ des calculs
symboliques (en temps et en espace), et ou` l’analyse et le pre´-conditionnement symbolique
prote`ge des divergences et perte de pre´cisions. Enfin l’analyse par intervalles qui utilise
a` la fois des me´thodes symboliques et nume´riques pour compenser l’accumulation et la
propagation des impre´cisions dans les calculs posse`de toutes les qualite´s pour effectuer des
calculs de simulation.
La prochaine section pre´sente mes travaux dans le cadre des algorithmes symboliques-
nume´riques qui proviennent d’exemple d’application en robotique.
2.4 Quelques contributions : applications en robotique
Parmi les domaines ou` la mode´lisation et la simulation sont d’une importance primor-
diale, la robotique a une place de choix. C’est une science essentiellement tourne´e vers la
conception de syste`mes complexes, innovants et originaux, repoussant sans cesse les limites
de l’imagination, de la cre´ativite´ et de la technologie. Ces syste`mes sont amene´s, le plus
souvent, a` appre´hender leur environnement, a` s’y adapter ou a` interagir avec lui. Ainsi
les mode`les sont omnipre´sents soit pour repre´senter les syste`mes eux-meˆmes, soit pour
repre´senter leur environnement, ou encore leur interaction.
Planification de mouvement En se´jour post-doctoral au laboratoire de robotique
d’ElectroTechnical Lab., j’ai e´tudie´ la planification de mouvement d’objets en contacts. Le
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but ultime e´tait de calculer une se´quence de mouvements d’un effecteur qui aurait permis
d’amener un objet maintenu en contact avec cet effecteur sous la seule action de la gra-
vite´ d’une position initiale mesure´e jusqu’a` une position terminale pre´de´termine´e. Dans la
ligne´e de travaux de Brooks [Bro83], je me suis inte´resse´ a` la mode´lisation ge´ome´trique des
diffe´rents objets, et de leur espace de configurations cine´matiques, utilisant une repre´sen-
tation analytique en termes d’ensembles semi-alge´briques puis a` la caracte´risation de ces
ensembles semi alge´briques et de leur frontie`re dans l’optique d’une planification de mou-
vement en contact,
Les diffe´rentes avance´es re´alise´es dans le cadre de cette e´tude ont e´te´ publie´es en
collaboration avec mon hoˆte a` ETL, le Dr. H. Hirukawa.
[10] avec H. Hirukawa, et T. Matsui. A motion planning algorithm for convex polyhedra
in contact under translation and rotation. In proceedings of the 1994 IEEE Internatio-
nal Conference on Robotics and Automation, 3020–3028, San Diego, California, May
1994.
[11] avec H. Hirukawa et H. Tsukune. A motion planning algorithm of polyhedra in
contact for mechanical assembly. In proceedings of the 20th International Conference
on Industrial Electronics Control and Instrumentation, pages 924–929, Bologna, Italia,
September 1994.
[12] avec H. Hirukawa. A lazy algorithm for planning motions in contact. In proceedings
of the 1994 IEEE/RSJ/GI International Conference on Intelligent Robots and Systems,
2152–2159, Munich, Germany, September 1994.
[16] avec H. Hirukawa. Motion planning of objects in contact by the silhouette algo-
rithm. In proceedings of the 2000 IEEE International Conference on Robotics and
Automation, 3020–3028, San Francisco, California, May 2000.
Calibration de robots paralle`les En 2002, j’ai e´te´ e´troitement meˆle´ a` la cre´ation de
l’e´quipe-projet COPRIN de l’INRIA. Sous l’impulsion de Jean-Pierre Merlet [Mer93], cette
e´quipe, dont l’acronyme signifie ”Contraintes, OPtimisation, Re´solution par INtervalles” a
privile´gie´ l’e´tude des robots paralle`les et des robots a` caˆbles comme domaine applicatif et
comme source de proble`me pour expe´rimenter ses me´thodes.
Parmi les multiples proble`mes aborde´s par l’e´quipe, allant de la mode´lisation directe et
inverse cine´matique et dynamique aux calculs d’espaces de travail en passant par la concep-
tion optimale, je me suis essentiellement inte´resse´ aux proble`mes de calibration.
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Si la calibration s’appuie sur les mode`les formels classiques des robots e´tudie´s, elle les
conside`re habituellement avec une orientation diffe´rente, les parame`tres a` de´terminer
e´tant les parame`tres physiques du robot e´tudie´, a` partir de positions mesure´es de la
base et de l’effecteur. De plus la calibration fournit en ge´ne´ral des syste`mes d’e´quations
surcontraints, le nombre de mesures re´alise´es e´tant largement supe´rieur au nombre de
parame`tres a` de´terminer. Ces proble`mes conviennent bien a` certaines des me´thodes
de calculs issues de l’analyse par intervalles qui voient les e´quations a` re´soudre comme
autant de contraintes a` satisfaire au mieux en fonction des incertitudes. Plusieurs
expe´riences ont donne´ lieu a` divers publications.
[5] avec D. Daney et B. Madeline. Choosing Measurement Poses for Robot Calibration
with Local Convergence Method and Tabu Search. International Journal of Robotic
Research, 24(6) :501–518, 2005.
[6] avec D. Daney, N. Andreff, et G. Chabert. Interval method for calibration of parallel
robots : a vision-based experimentation. Mechanism and Machine Theory, 41(8) :929–
944, August 2006.
[19] avec D. Daney, et A. Neumaier. Interval methods for certification of the kinematic
calibration of parallel robots. In Proc. IEEE International Conference on Robotics and
Automation (ICRA), 147–152, New Orleans, USA, April 28-30 2004.
[20] avec D. Daney et N. Andreff. Interval method for calibration of parallel robots : a
vision-based experimentation. In Computational Kinematics, Cassino, 2005.
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Chapitre 3
Quelques contributions logicielles
Utilisateur quotidien des logiciels de calcul formel Macsyma, puis Maple et Mathematica,
j’ai pu appre´cie´ combien en trois de´cades ces logiciels se sont de´veloppe´s et enrichis.
Ils e´taient initialement concentre´s sur ce qui faisait leur spe´cificite´ a` savoir des capa-
cite´s de manipulation symbolique bien entendu, mais aussi une arithme´tique entie`re, une
arithme´tique rationnelle exacte et une arithme´tique flottante en pre´cision infinie, dont les
capacite´s n’avaient de limites que celles impose´es par la puissance de la machine. Et si,
en e´voluant, ils ont inte´gre´, sous forme d’imple´mentation, les meilleurs algorithmes de
calcul formel issus de la recherche - concernant notamment la re´solution d’e´quations po-
lynomiales, la factorisation et la simplification d’expressions, l’inte´gration, les se´ries, le
calcul diffe´rentiel, etc. - leur e´volution la plus notable est de s’eˆtre ouverts vers le monde
de l’inge´nieur et d’eˆtre devenus des environnements de calcul inte´gre´s combinant a` la fois
des fonctionnalite´s d’import et d’export de donne´es, des routines efficaces d’inte´gration,
de re´solution et d’optimisation nume´rique, une puissance de calcul matriciel honorable,
d’excellentes fonctionnalite´s d’analyse statistique et de visualisation de donne´es, et d’avoir
e´largi la nature des objets qu’ils peuvent manipuler aux graphiques, images, sons et vide´os.
J’ai accompagne´ cette e´volution en de´veloppant, au sein de logiciels comme Maple ou Ma-
thematica plusieurs bibliothe`ques pour re´pondre ge´ne´ralement a un besoin ponctuel que
je ressentais et ainsi ajouter une fonctionnalite´ manquante. Il est arrive´ que ces fonction-
nalite´s soient ensuite, ou en meˆme temps, de´veloppe´es par les concepteurs de ces syste`mes
et que ces bibliothe`ques deviennent obsole`tes. D’autres fournissent des fonctionnalite´s qui
n’existent toujours pas ou ont e´te´ inte´gre´es dans ces syste`mes.
La suite de ce chapitre pre´sente mes contributions logicielles les plus significatives dans
quatre domaines essentiels pour les logiciels de calcul formel : la repre´sentation des ex-
pressions, la communication inter-syste`mes, la ge´ne´ration de code de bas niveau, et les
algorithmes de calcul.
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3.1 Repre´senter les expressions
Dans le cadre d’une e´tude re´alise´e en collaboration avec le Centre National d’Etude Spatiale
concernant la cine´matique de syste`mes me´caniques complexes et poly-articule´s, j’avais e´te´
amene´ a` utiliser des quaternions pour repre´senter les orientations relatives des repe`res
attache´s aux divers composants me´caniques et la mode´lisation conduisait a` des expressions
de grandes tailles faisant intervenir des quaternions.
Un quaternion peut eˆtre repre´sente´ selon le cas par la donne´e de quatre coordonne´es par
rapport a` une base canonique obe´issant a` des re`gles de calcul exotiques : le corps des
quaternions est un corps non commutatif que l’on peut conside´rer comme engendre´ par
1, e1, e2, e3 ve´rifiant
1
2
(eiej + ejei) = δij. Mais on l’utilise plus souvent sous la forme d’une
paire compose´ d’un scalaire et d’un vecteur a` cause de l’isomorphisme entre l’ensemble des
rotations de l’espace et celui des quaternions unitaires.
De plus, un autre isomorphisme entre l’ensemble des quaternions et une sous-alge`bre des
matrices 2 × 2 a` coefficients complexes nous apporte - par transposition de l’identite´ de
Cayley-Hamilton un lot de re`gles de simplifications qui s’applique sur les symboles lorsque
ceux-ci repre´sentent des quaternions. Ainsi, par exemple, si q1, q2 et q3 sont des quaternions
et si on note < q1, q2 >= q1q2 − q2q1, on a << q1, q2 >2, q3 >= 0.
Il est donc important de pouvoir appliquer ces re`gles de calcul et de simplifications, lorsque
l’on de´veloppe puis que l’on simplifie une expression dont les variables repre´sentent des
quaternions, et cela avant de passer a` une repre´sentation en termes de scalaires et de
vecteurs. Ensuite de nouvelles re`gles s’appliqueront au niveau scalaire et vecteur, et ce
n’est qu’en fin de calcul que l’on passera aux coordonne´es.
Un syste`me de calcul formel permet ge´ne´ralement de de´finir de nouveaux ope´rateurs a` partir
des re`gles de calcul qui leur sont associe´es et d’imple´menter des re`gles de simplification sur
les expressions. Cela constitue, avec les outils de passage d’une repre´sentation a` l’autre et
les outils de conversion entre quaternions et rotations l’essentiels des fonctionnalite´s des
bibliothe`ques que nous avons de´veloppe´es pour la manipulation des quaternions.
On retrouvera dans le de´tail toutes ces conside´rations the´oriques sur les quaternions,
les re`gles de calculs et de simplification des expressions, leur utilite´ a` repre´senter les
rotations, et l’inte´reˆt a` les utiliser en terme de complexite´ de calcul dans les publica-
tions qui de´crivent ces bibliothe`ques de´veloppe´es pour les deux principaux syste`mes
de calcul formel.
[50] avec P. Capolsini et S Dalmas. Quaterman : une bibliothe`que maple de calculs et de
manipulations sur l’alge`bre des quaternions - a library for computing with quaternions
in Maple. Rapport technique 148, INRIA-I3S, jan 1993.
[25] avec S. Dalmas. Quaternica : A package for manipulating expressions involving
quaternions. In Computational Mechanics publications, editor, Mathematics with vi-
sion : proceedings of the First International Mathematica Symposium, 291–298, 1995.
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Cette communication pre´sente une vision plus oriente´ sur l’imple´mentation compare´e
des bibliothe`ques dans les deux syste`mes.
[14] avec S. Dalmas. Quaterman vs. Quaternica : a comparative implementation of
quaternions in maple and mathematica. In Scientists Inc., editor, Proceedings of the
2nd ASCM, 113–120, Tokyo, August 1996.
3.2 Communiquer
L’initiative OpenMath [Abb95] a e´te´ initie´e dans les anne´es 1990 par les principaux acteurs
de la branche ”syste`mes” de la communaute´ acade´mique du calcul formel dans le but de
mettre en place un standard pour la repre´sentation se´mantique des objets mathe´matiques
afin de permettre l’e´change de ces objets entre des programmes, avec des bases de donne´es
et leur publication notamment sur le Web. Fortement relie´ au standard MathML de´veloppe´
par le W3C pour la communication des objets mathe´matiques sur la toile, le format Open-
Math se concentre sur la se´mantique la` ou` MathML conside`re une double repre´sentation
base´e sur la pre´sentation et le contenu. Ainsi OpenMath est un des candidats a fournir un
contenu standard aux objets MathML.
Dans le cadre de la mise en place cette initiative, il e´tait important, en marge des activite´s
de normalisations et de standardisations, de de´velopper des prototypes afin de pouvoir
cre´er, e´changer, et visualiser des objets a` ce format.
Nous avons de´veloppe´ l’interface Mathematica permettant la cre´ation, et l’e´change
de donne´es OpenMath depuis ce programme et mis en place une architecture client-
serveur entre deux noyaux de Mathematica communiquant en OpenMath.
[3] avec S. Dalmas et H. Prieto. Mathematica as an OpenMath application. SIGSAM
Bulletin, 2000.
3.3 Ge´ne´rer du code C
Ge´ne´rer un code de plus bas niveau comme par exemple en langage C pour traduire dans
ce langage les algorithmes que l’on a prototype´s, ou les calculs que l’on a re´alise´s dans
un langage de calcul formel, est un besoin naturel qui permet d’envisager un gain de
performance e´norme lors de l’exe´cution. En effet, si les syste`mes de calcul formel sont tre`s
permissifs sur le plan de la syntaxe et permettent de manipuler des objets symboliques
sans connaˆıtre le type des valeurs qu’ils peuvent prendre, si les arithme´tiques propose´es de
manie`re transparente pour l’utilisateur sont diverses et complexes, ce confort d’utilisation
a un couˆt en terme de performances et le gain de temps qu’il procure au de´veloppement a
une contrepartie en temps d’exe´cution du programme une fois termine´.
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Ge´ne´rer du code C est un processus en deux e´tapes qui comporte une phase de traduction
des expressions apparaissant dans les instructions e´le´mentaires, et une deuxie`me phase pen-
dant laquelle il faut analyser la structure du programme formel, lui ajouter des hypothe`ses,
notamment de typage et de repre´sentation des donne´es, et la transposer en un programme
C en fabriquant au de´part toutes les instructions de de´clarations de variables, de gestion
et d’allocation de me´moire qui sont inconnues des syste`mes de calcul formel.
L’ide´e originale de posse´der un ensemble d’outils a` l’inte´rieur du langage de calcul formel
pour effectuer cette deuxie`me e´tape du processus de ge´ne´ration de manie`re algorithmique
et calculatrice – et non comme un bricolage de chaines de caracte`res – est due a` C. Gomez
[Gom90].
Confronte´, dans le cadre d’une collaboration avec Airbus a` la difficulte´ de ge´ne´rer, a` partir
de Mathematica, du code C destine´ a` eˆtre inte´gre´ dans un environnement industriel de si-
mulation de vol et devant satisfaire a` des normes de codage et de nommage tre`s spe´cifiques,
j’ai de´veloppe´ une repre´sentation comple`te du langage C dans le langage de ce syste`me de
calcul formel qui permet de repre´senter toutes les constructions et toute la structure des
objets du langage C a` la norme ANSI avec leur se´mantique. Ainsi le programme C devient
dans le processus de ge´ne´ration, le re´sultat d’une manipulation ou d’un calcul symbolique,
et se manipule comme n’importe quel autre objet symbolique jusqu’a` une ultime e´tape
d’exportation.
Cette bibliothe`que de repre´sentation du langage C en Mathematica s’appelle Symbo-
licC.
[34] Industrial C code generation, SymbolicC : a C wrapper. In Wolfram Technology
Conference, Champaign, Illinois, USA, 2006.
[46] Ge´ne´ration de code C avec Mathematica : le packetage SymbolicC. In Confe´rence
Mathematica Paris 2007, Juin 2007.
Disponible sur la forge de l’INRIA, SymbolicC a e´te´ acquis par Wolfram Research Inc. et
a e´te´ inte´gre´ dans la version 8 de Mathematica apre`s des modifications mineures.
Cette capacite´ de repre´senter le code C comme un objet du langage formel permet au-
jourd’hui a Mathematica de traduire en C a` la vole´e certaines expressions repe´re´es comme
couˆteuses a` e´valuer. Les programmes C ainsi ge´ne´re´s sont exporte´s et compile´s en des librai-
ries dynamiques. Enfin, et toujours de fac¸on imme´diate et transparente pour l’utilisateur,
ces librairies sont lie´es dynamiquement au noyau de calcul. Ce processus ame´liore sensi-
blement les performances de certains algorithmes notamment des algorithmes nume´riques
devant faire de nombreuses e´valuations de meˆmes expressions.
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3.4 Calculer
Depuis 1999, sous l’impulsion de Jean-Pierre Merlet, les principales contributions logi-
cielles du projet COPRIN en analyse par intervalles (voir section 2.3) sont imple´mente´es
dans la librairie ALIAS [Mer02]. Cette librairie a une composante C++ qui propose de
nombreux algorithmes pour re´soudre des syste`mes d’e´quations et d’ine´quations, re´soudre
des proble`mes d’optimisation globale, d’alge`bre line´aire, etc. . . en travaillant sur tout type
d’expression mathe´matique a` base de nombres flottants et d’intervalles.
L’interfac¸age de cette librairie avec un logiciel de calcul formel, permet d’une part d’avoir
un acce`s direct depuis ce syste`me aux fonctionnalite´s de cette librairie, mais il permet
surtout d’enrichir cette librairie avec des fonctionnalite´s de calcul formel, soit pour le
pre´-conditionnement formel des expressions soit dans l’imple´mentation d’algorithmes spe´-
cifiques (re´solutions utilisant le gradient ou le hessien du syste`me d’e´quations, filtrage 2-B,
etc. . .)
Pendant d’une interface tre`s comple`te avec Maple de´veloppe´e par J.P. Merlet, j’ai
re´alise´ une interface d’ALIAS avec Mathematica que je continue a` enrichir pour
re´pondre aux besoins des utilisateurs de l’e´quipe.
[30] avec D. Daney. Solving with interval analysis. In Wolfram Technology Conference,
Illinois, USA, 2005.
La plupart des algorithmes d’analyse par intervalles peuvent eˆtre vus comme des algo-
rithmes de recherche globale sur un domaine de points satisfaisant des contraintes. On
peut alors leur donner une forme ge´ne´rique :
– initialiser le domaine de recherche,
– filtrer le domaine de recherche par les contraintes (i.e e´liminer de ce domaine des sous-
ensembles qui ne satisfont pas les contraintes)
– tant que le domaine de recherche n’est pas suffisamment re´duit,
– partitionner le domaine en sous-domaines
– re´pe´ter ite´rativement ce processus de recherche sur les sous-domaines
Ce qui fait la richesse et les diffe´rences entre ces algorithmes re´side dans le choix des
me´thodes pour chacune de ces trois actions : quelle filtrage utiliser ? comment partition-
ner le domaine ? comment ge´rer l’ite´ration et les priorite´s lors de cette ite´ration ? Pour le
concepteur d’algorithme, un quatrie`me choix concerne la me´thode d’e´valuation d’expres-
sions utilise´e.
On voit alors l’inte´reˆt d’une plateforme de prototypage d’algorithme permettant de rapide-
ment faire ces choix, de´velopper et expe´rimenter l’algorithme correspondant, en en e´valuant
les performances non pas en terme de temps de calcul brut, mais de crite`res tels que le
nombre d’e´valuations re´alise´es ou le nombre de sous-domaines conside´re´s.
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J’ai re´alise´ une telle plateforme en Mathematica sous la forme d’un package, UnCer-
tainities, qui lui aussi e´volue encore en fonction des besoins.
[36] Certified Computations with UnCertainties‘. In Mathematica User Conference,
Champaign, Illinois, USA, 2008.
[37] avec D. Daney. UnCertainties‘, a Package for Interval Analysis. In Proceedings of
the 9th International Mathematica Symposium, Maastricht, The Netherlands, 2008.
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Chapitre 4
Un environnement logiciel pour la
mode´lisation et la simulation
A quelques modifications pre`s, les quatre premie`res sections de ce chapitre sont extraites
d’un document de spe´cification pour Mosela, un environnement logiciel symbolique-nume´rique
pour la mode´lisation et la simulation de´veloppe´ en collaboration avec Airbus depuis 2005.
Il spe´cifie pre´cise´ment les fonctionnalite´s que doit proposer un tel environnement. Partant
de l’analyse des besoins industriels dans ce domaine, et de l’e´tude de l’existant, il de´finit
ou pre´cise les concepts et les me´thodes sur lesquels doit s’appuyer le de´veloppement d’un
tel environnement. Il propose aussi une structure et une architecture pour les diffe´rents
e´le´ments logiciels qui le composent. Enfin, il pre´sente des choix sur la repre´sentation des
objets a` manipuler et sur les algorithmes a` imple´menter dans ces diffe´rents composants.
La dernie`re section pre´sente le travail qui a e´te´ effectivement re´alise´, certaines difficulte´s
rencontre´es et les solutions de´veloppe´es pour les surmonter.
4.1 Pre´sentation ge´ne´rale
On pre´sente ici les motivations, les besoins en comparaison de l’existant, et l’architecture
ge´ne´rale du projet.
4.1.1 Motivations
Dans un contexte industriel, l’activite´ de mode´lisation–simulation est l’apanage des bu-
reaux d’e´tudes et constitue leur activite´ principale que ce soit au cours de phases de concep-
tion de syste`mes complexes, de phases d’analyses des performances de ces syste`mes une
fois conc¸us ou de phases d’identification de parame`tres du comportement de prototypes.
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Le cycle de vie des mode`les est une boucle ou` se succe`dent une e´tape de de´veloppement
du mode`le, une e´tape de simulation, et enfin une e´tape de comparaison des re´sultats de la
simulation avec des mesures qui conduit soit a` la validation du mode`le soit a` un retour a`
l’e´tape de de´veloppement pour effectuer des modifications. Une fois le mode`le valide´, il sert
a` produire un code de simulation nume´rique efficace destine´e a` des simulations en temps
re´el ou a` grande e´chelle.
Trois types d’acteurs collaborent et entrent en jeux successivement dans l’e´tape de de´velop-
pement de la boucle du cycle de vie des mode`les :
– des inge´nieurs ”me´tiers” qui posse`dent les connaissances et l’expe´rience du ou des do-
maines scientifiques concerne´s, et sont a` meˆme de faire les choix de mode´lisation, a` savoir
des parame`tres et des formalismes pour repre´senter le syste`me, et d’e´crire les mode`les
sous forme e´quationnelle,
– des inge´nieurs ”me´thodes” qui savent au mieux quelles me´thodes nume´riques mettre en
oeuvre pour expliciter ces e´quations et fabriquer, a` partir de mode`les les algorithmes de
calculs efficaces et pertinents,
– des de´veloppeurs, charge´s de l’imple´mentation, et donc du choix de la repre´sentation
informatique des donne´es et des calculs, pour produire les codes de simulation nume´rique.
On souhaite permettre a` ces diffe´rents acteurs de travailler au sein du meˆme environnement
logiciel et sur les meˆmes objets et que le produit final de ce travail soit un code de simulation
nume´rique efficace, satisfaisant aux contraintes d’e´criture, de codage et de nommage en
vigueur ainsi qu’a` des contraintes de compatibilite´ e´ventuelles avec d’autres codes.
4.1.2 Besoins
Dans le cadre de ce projet, on s’attend a` pouvoir dans cet environnement :
– de´finir un mode`le, ou modifier un mode`le existant,
– simuler facilement un mode`le ou une partie de mode`le pour le mettre au point, pour
valider une hypothe`se, ou une approximation
– ge´ne´rer le code de simulation nume´rique efficace correspondant
– valider nume´riquement le code de simulation ge´ne´re´
De´finir un mode`le A tout moment, en cours de de´finition, un mode`le doit pouvoir eˆtre
sauvegarde´ et/ou re´cupe´re´ a` partir d’une sauvegarde.
Un mode`le est de´fini
– par la de´claration d’un certain nombre de variables auxquelles sont attache´es diverses
proprie´te´s (grandeur physique, formalisme, unite´, valeurs limites, etc. . .) ainsi que leur
nature dans le mode`le (entre´e, sortie, interme´diaire) et leur caracte´ristique temporelle
(constante ou dynamique)
– par la de´claration d’un certain nombre de relations entre ces variables sous forme ana-
lytique explicite et auxquelles sont e´galement attache´es diverses proprie´te´s (domaine ou
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hypothe`se de validite´, signification physique, etc. . .)
– par la de´claration d’un certain nombre de relation entre des variables et des variables
d’autres mode`les, de sorte que l’exe´cution de ces mode`les permettraient le calcul de ces
variables.
Un mode`le est valide lorsque l’on peut en de´duire un mode`le calculatoire, i.e. une suite
d’expressions permettant, a` chaque pas de temps - et e´ventuellement apre`s une phase
d’initialisation - de calculer les sorties du mode`le en fonction de ses entre´es. La validite´
d’un mode`le doit eˆtre ve´rifiable par l’environnement.
Simuler un mode`le Lors de sa mise au point, on doit pouvoir rapidement ve´rifier cer-
taines proprie´te´s nume´riques d’un mode`le, ou de certaines relations du mode`le. L’environ-
nement doit donc eˆtre capable de produire un code d’e´valuation nume´rique interpre´table
et modifiable facilement, ainsi que posse´der les fonctionnalite´s d’import de donne´es et de
visualisation de donne´es ne´cessaires au calcul et a` l’exploitation des sorties du mode`le - en
plus de fonctionnalite´s e´le´mentaires de calcul nume´rique et de calcul symbolique.
Ge´ne´rer le code de simulation Une fois le mode`le, et ses e´ventuels sous-mode`les
(mode`les appele´s au cours de l’e´valuation) valide´s, on souhaite ge´ne´rer un code de si-
mulation nume´rique efficace - par exemple un code C - satisfaisant certaines contraintes
d’e´criture. Il est important que ce code ge´ne´re´ par l’environnement soit produit - et rai-
sonnablement commente´ - automatiquement et que son inte´gration dans un e´ventuel outil
inte´gre´ de simulation puisse se faire sans la moindre intervention de l’utilisateur. Ainsi
le code ge´ne´re´ doit notamment ge´rer de manie`re autonome les allocations me´moires, les
appels et interruptions ainsi que les erreurs e´ventuelles d’exe´cution.
Valider le code de simulation Pour valider par comparaison au code d’e´valuation
nume´rique, le code de simulation ge´ne´re´, ainsi que pour des raisons d’efficacite´ lors de la
mise au point de gros mode`les, on souhaite pouvoir appeler et exe´cuter depuis l’environ-
nement le code de simulation, et ainsi effectuer des calculs de re´sultats a` l’aide de celui-ci,
et la visualisation des re´sultats obtenus aussi simplement qu’avec le code d’e´valuation.
4.1.3 Existant
Deux des principaux outils ge´ne´ralistes de mode´lisation et de simulation actuellement uti-
lise´s est l’environnement Simulink ∗ [Kar06] inte´gre´ dans l’environnement de calcul scienti-
∗. Simulink et Matlab sont deux produits MathWorks - www.mathworks.com/products
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fique et technique Matlab ∗ [Ett96], et son alternative libre Xcos † inte´gre´ dans l’environ-
nement Scilab † .
Si l’on souhaite utiliser une approche analytique de la mode´lisation est d’utiliser le lan-
gage libre oriente´-objet Modelica [Mat98] par l’interme´diaire d’un des environnements qui
l’imple´mente, citons parmi les plus re´pandus Dymola ‡ , Xcos de nouveau † , MapleSim §
, et MathModelica ¶, le premier e´tant inte´gre´ a` Catia ‡ , la principale solution logicielle
industrielle de conception de produits, les deux derniers reposant respectivement sur les
deux principaux syste`mes de calcul formel commerciaux, Maple § et Mathematica ‖.
Simulink C’est un environnement de mode´lisation et de simulation base´ sur une ap-
proche graphique de la mode´lisation a` l’aide de diagrammes interconnectant des blocs.
Cette repre´sentation est he´rite´e de plusieurs ge´ne´rations de simulateurs/calculateurs ana-
logiques, et s’appuie sur la notion de blocs qui sont de´finis par la nature de leurs entre´es,
de leurs sorties et de la transformation simple qui fournit les entre´es en fonction des sorties
(inte´gration, sommation, multiplication par une constante).
Meˆme si les blocs Simulink sont infiniment plus riches que les blocs des calculateurs analo-
giques, cette me´thode de description de syste`mes reste limite´e par le paradigme de calcul
qu’elle imple´mente de fait, a` base de variables d’e´tat et d’e´quations diffe´rentielles ordinaires.
Cette limite ne satisfait pas nos besoins en terme de description de mode`les. De plus, les
fonctionnalite´s de ge´ne´ration de code C de cette solution ne permettent pas facilement
d’obtenir un code satisfaisant les contraintes de nommage et de codage impose´es.
Modelica Apparu en 1997, le langage Modelica est le re´sultat d’un effort de standar-
disation pour faire converger de nombreuses expe´riences d’une approche oriente´e-objet de
la mode´lisation. Un syste`me est de´crit par l’interconnexion de ses sous-syste`mes. Chaque
sous-syste`me est de´fini comme une instance d’une classe pre´de´finie d’objets de re´fe´rence.
C’est un objet auquel on sait attacher des variables et des e´quations. La diffusion de ce
langage tre`s complet a produit d’une part de nombreuses bibliothe`ques de composants,
et d’autre part plusieurs imple´mentations d’analyseurs de cohe´rence de syste`mes, de mo-
teurs de simulation, et d’interfaces graphique de de´finitions de mode`les, dont j’ai donne´
des exemples plus haut.
Quitte a` rede´finir les fonctionnalite´s de ge´ne´ration de code C, et a` retravailler les fonc-
tionnalite´s de validation nume´rique, a` la fois du mode`le et du code C ge´ne´re´, on pourrait
utiliser une solution existante a` base de Modelica, mais devant l’ampleur de cette taˆche,
on pre´fe`rera de´finir un langage de mode´lisation plus simple et imple´menter seulement les
†. Les environnements Xcos et Scilab sont de´veloppe´s par le consortium Scilab - www.scilab.org
‡. Dymola et Catia sont deux produits Dassault System - www.3ds.com/fr/products/catia
§. MapleSim et Maple sont des produits MapleSoft - www.maplesoft.com/products
¶. MathModelica est un produit MathCore - www.mathcore.com/products/mathmodelica
‖. Mathematica est un produit Wolfram Research - www.wolfram.com
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fonctionnalite´s ne´cessaires correspondantes a` ce langage.
4.1.4 Architecture
La clef de vouˆte de l’architecture du projet est donc la de´finition d’un langage simple de
mode´lisation - que nous de´signerons dans la suite par LSM - qui soit capable de repre´senter
nos besoins en termes de description de mode`les.
On peut alors faire une analogie entre l’environnement que l’on souhaite de´velopper et un
environnement de de´veloppement logiciel. Ainsi notre environnement doit posse´der quatre
composants principaux qui s’appuient sur ce langage.
– un e´diteur pour pouvoir fabriquer des mode`les, i.e. des textes de ce langage,
– un analyseur syntaxique et lexical pour ve´rifier la validite´ des mode`les,
– un interpre`te pour la fabrication du code d’e´valuation nume´rique,
– un compilateur pour la ge´ne´ration du code C de simulation nume´rique.
La figure 4.1 montre comment s’organisent les composants en mettant en e´vidence deux
perspectives, de conception et de validation.
e´diteur ﬀ
?
ﬀ
analyseur
Langage Simple
de
Mode´lisation
conception
 
 	
interpre`te
 
 	
Code d’e´valuation
@
@R
compilateur
@
@R
Code de simulation
validation
simulateur
Figure 4.1 – Architecture de l’environnement
Il doit aussi inte´grer comme cinquie`me composant un simulateur qui posse`de des fonction-
nalite´s
– d’exe´cution nume´rique pour le code interpre´te´ (arithme´tique en pre´cision infinie, controˆle
de la pre´cision, arithme´tique par intervalles, etc. . .),
– d’importation et d’exportation de donne´es avec des formats varie´s depuis ou vers des
bases de donne´es,
– de communication avec des programmes de calcul externes,
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– d’analyse et de visualisation de donne´es.
Remarque 4.1 Pour minimiser le travail de de´veloppement, on s’appuiera sur un logiciel
de calcul formel car ce type de logiciel posse`de de´ja` l’essentiel des fonctionnalite´s demande´es
au simulateur, et posse`de des fonctionnalite´s de manipulation symbolique qui aideront a`
coder les quatre autres composants.
4.2 Conception des mode`les
Dans le cadre de ce projet, on s’inte´resse a` des mode`les statiques ou constants - qui
n’e´voluent pas au cours du temps - et a` des mode`les dynamiques discrets ou continus
discre´tise´s. Dans ces mode`les, on distingue les constantes, des variables dynamiques qui
seront recalcule´es a` chaque instant. Le petit intervalle de temps qui se´pare deux instants
conse´cutifs et pendant lequel on suppose que les variables du mode`le ne changent pas de
valeur est appele´ le pas de temps. La valeur d’une variable a` un instant donne´ de´pend de
la valeur des constantes, de la valeur de certaines variables dynamiques a` cet instant mais
aussi e´ventuellement de valeurs de certaines variables a` des instants pre´ce´dents. Il faut
donc distinguer le ou les premier(s) instant(s) de la simulation pour lesquels ces valeurs ne
sont pas de´finies.
Lors de la simulation nume´rique de tels mode`les, on distingue trois phases :
– le chargement du mode`le pendant lequel sont calcule´es les valeurs des constantes,
– l’initialisation de la simulation qui calcule les valeurs des variables pour le(s) premier(s)
instant(s) de la simulation,
– l’exe´cution de la simulation qui calcule les valeurs des variables pour chaque instant.
Et on doit de´clarer, pour chaque variable dynamique comment elle se calcule lors de l’initia-
lisation et lors de l’exe´cution. Par de´faut, on conside`re que les deux calculs sont identiques
si un seul est de´crit.
On suppose de plus que ces mode`les sont explicites, ou que les parties implicites ont e´te´
explicite´es par des sche´mas de re´solution. La description du mode`le consiste a` associer une
variable a` une expression analytique, ou a` associer une liste de variables a` un programme
de calcul, pre´cise´ment de´fini ci-dessous :
Un programme de calcul est de´fini par la donne´e
– d’une liste de variables d’entre´es,
– d’une liste de variables de sorties
– d’une liste d’instructions
sachant que
– la i-e`me instruction est
– soit une affectation a` une variable temporaire de la valeur d’une expression
analytique ne faisant intervenir que les variables d’entre´es et les variables
temporaires pre´ce´demment affecte´es,
42
– soit une instruction de branchement, a` laquelle sera substitue´e, en fonction
du re´sultat d’un test ne faisant intervenir que les valeurs des variables
d’entre´es et des variables temporaires pre´ce´demment affecte´es, une nouvelle
liste d’instructions,
– soit une instruction de re´pe´tition, a` laquelle sera substitue´e un certain
nombre de fois une liste d’instructions, ce nombre de´pendant de l’exe´cution
d’une instruction de fin de re´pe´tition,
– toutes les variables de sorties sont affecte´es par des instructions au cours du
programme, quelles que soient les branches des instructions de branchement
conside´re´es.
Ainsi la valeur de n’importe quelle variable a` un instant donne´ s’obtient :
– s’il s’agit d’une entre´e, par simple lecture ou requeˆte a` une base de donne´e
– si elle est de´crite par une expression analytique, par son e´valuation,
– si elle est de´crite par un programme de calcul, par l’exe´cution de ce programme de calcul,
– si elle est associe´e a` une instance d’un autre mode`le, par la simulation de ce sous-mode`le.
De´finition de fonctions
Pour e´viter d’e´ventuelles re´pe´titions dans les de´clarations de variables, on peut de´finir des
fonctions. Une fonction est associe´e soit a` une expression analytique, soit a` un programme
de calcul, mais dans les deux cas, sa de´finition contient aussi une liste d’arguments qui
interviennent dans ces expressions et qui seront passe´s par valeurs lors d’un appel de la
fonction. Ces appels peuvent avoir lieu a` l’inte´rieur de n’importe quelle expression analy-
tique.
Remarque 4.2 On peut e´ventuellement de´finir une fonction sans lui associer ni expres-
sion analytique, ni programme de calcul, mais en pre´cisant la liste de ses arguments, la liste
de ses sorties et les me´thodes effectives qui permettent d’obtenir les sorties en fonctions des
arguments dans les deux langages cibles de l’environnement, le code d’e´valuation nume´rique
et le code de simulation. Cette fonctionnalite´ sera particulie`rement utile pour acce´der, au
cours de calculs, a` des donne´es tabule´es par l’interme´diaire de fonctions d’interpolations.
4.2.1 Langage Simple de Mode´lisation - LSM
Le langage Simple de Mode´lisation est un langage de´claratif qui va servir de base a` la
repre´sentation des mode`les dans tout l’environnement. On le de´finit ci-dessous par sa syn-
taxe abstraite dans un format a` la XML :
– un document bien forme´ est constitue´ d’e´le´ments,
– un e´le´ment est constitue´ d’un nom qui de´finit son type, d’un certain nombre d’attributs,
et de son contenu,
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– chaque attribut est une paire dont le premier composant est le nom de l’attribut et le
second sa valeur,
– le contenu d’un e´le´ment est un ensemble d’e´le´ments et de commentaires.
On peut passer de cette syntaxe abstraite a` une syntaxe concre`te classique a` base de
marqueurs (voir figure 4.2) ou a` une syntaxe fonctionnelle avec des fonctions inertes (voir
figure 4.3)
<element att1=val1 .. attN=valN>
<element1> .. </element1>
..
<elementP> .. </elementP>
</element>
Figure 4.2 – Syntaxe XML
Element[
{ Element1[..], ..,ElementN[..] },
att1 -> val1,
..,
attN -> valN ]
Figure 4.3 – Syntaxe fonctionnelle
Document
L’unite´ la plus englobante de description est le mode`le qui se confond avec la notion de
document. Dans ce langage, un mode`le est de´crit par un document bien forme´ qui contient
a` sa racine exactement un e´le´ment mode`le.
Mode`le Les attributs de l’e´le´ment mode`le sont les suivants :
– nom pour le nom du mode`le,
– version pour le nume´ro de version du mode`le,
– temps pour pre´ciser la variable qui repre´sente le pas-de-temps le cas e´che´ant,
– sorties pour pre´ciser la liste des variables sorties du mode`le.
Le contenu de l’e´le´ment mode`le est un ensemble de de´clarations, c’est a` dire d’e´le´ments
entre´e, constante, relation, fonction ou sous-mode`le.
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De´clarations
Entre´e Les e´le´ments entre´e sont les de´clarations des variables d’entre´e du mode`le. Les
attributs de l’e´le´ment entre´e sont :
– nature pour pre´ciser si cette entre´e est constante (a` re´cupe´rer une fois lors du chargement
du mode`le) ou dynamique (a` re´cupe´rer a` chaque pas de temps) - on distingue alors le
cas ge´ne´rique du cas d’initialisation de la simulation.
– type pour renseigner le type de la variable a de´clarer lors de la ge´ne´ration de code. Les
types simples sont boole´ens, entiers, flottants, et les types compose´s, vecteurs et matrices
construits sur les types simples.
– unite´ pour l’unite´ physique de la grandeur associe´e (ce qui permettra des conversions
automatiques si besoin pendant l’e´valuation,
– pre´cision permet d’attacher une pre´cision a` la variable,
– incertitude permet d’attacher un mode`le d’incertitude a` la variable
Le contenu de l’e´le´ment entre´e est un e´le´ment variable.
Constante Les e´le´ments constante sont les de´clarations des constantes du mode`le. Ils
ont deux possibilite´s pour leur contenu,
– soit un e´le´ment constante est compose´ de :
– un e´le´ment variable de´finissant la constante de´clare´e,
– un e´le´ment expression analytique exprimant la valeur de la constante de´clare´e,
– soit il est compose´ de :
– un e´le´ment liste de variables de´finissant les constantes de´clare´es,
– un e´le´ment programme de calcul ayant pour sorties les constantes de´clare´es.
Ils ont comme attribut le meˆme attribut unite´ que l’e´le´ment entre´e dont la valeur selon le
cas est une liste.
Relation Les e´le´ments relation sont les de´clarations des variables dynamiques du mode`le.
Ils ont plusieurs attributs :
– un attribut boole´en initialisation qui pre´cise que la de´claration concerne l’initialisation
du mode`le ou l’exe´cution du mode`le,
– un attribut validite´ qui pre´cise quels sont les domaines de validite´ pour les variables qui
interviennent dans la de´claration,
– un attribut incertitude qui permet d’attacher un mode`le d’incertitude de me´thode au
calcul de la variable de´clare´e,
– et le meˆme attribut unite´ que l’e´le´ment constante.
Comme un e´le´ment constante, l’e´le´ment relation a deux formes possibles pour son contenu :
– soit il est compose´ de :
– un e´le´ment variable de´finissant la variable de´clare´e,
– un e´le´ment expression analytique exprimant la valeur de la variable de´clare´e,
– soit il est compose´ de :
45
– un e´le´ment liste de variables de´finissant les variables de´clare´es,
– un e´le´ment programme de calcul ayant pour sorties les variables de´clare´es.
Fonction Les e´le´ments fonction sont utilise´s pour de´clarer les fonctions utilise´es dans le
mode`le. Ils ont un attribut boole´en externe qui est vrai lorsque la fonction est de´finie ni
par une expression analytique, ni par un programme de calcul, dans ce cas, les moyens de
traduire cette fonction sont respectivement stocke´s dans les attributs code e´valuation et
code simulation.
Ils ont pour contenu :
– un symbole repre´sentant le nom de la fonction,
– un e´le´ment liste de variables de´finissant les arguments de la fonction,
– un e´le´ment variable ou liste de variables de´finissant la ou les sortie(s) de la fonction,
– un e´le´ment expression analytique ou programme de calcul sauf dans le cas de fonction
externe.
Sous-mode`le Un e´le´ment sous mode`le de´clare les variables qui sont calcule´es par la
simulation d’un autre mode`le. Il a pour attributs :
– nom pour le nom du mode`le appele´,
– version pour la version du mode`le appele´,
– phase pour pre´ciser dans quelle phase (chargement, initialisation, ou exe´cution) le mode`le
est appele´
– instant pour pre´ciser a` quel instant le mode`le est appele´ (dans le cas d’un mode`le appele´
en exe´cution. Cet attribut permet d’envisager le multiplexage entre mode`les, c’est a` dire
de faire tourner le mode`le appele´ plus rapidement que le mode`le appelant.
Le contenu d’un e´le´ment sous-mode`le est
– un e´le´ment liste de variables qui de´clare les variables du mode`le appelant qui vont eˆtre
fournies en entre´e au mode`le appele´,
– un e´le´ment liste de variables qui de´clare les entre´es correspondantes du mode`le appele´,
– un e´le´ment liste de variables qui de´clare les variables du mode`le appelant qui vont eˆtre
re´cupe´re´es en sortie du mode`le appele´,
– un e´le´ment liste de variables qui de´clare les variables du mode`le appele´ correspondantes.
Ele´ments de base
Plus bas dans l’arbre de syntaxe abstraite du langage, on trouve encore des e´le´ments qui
repre´sentent des objets structure´s complexes ainsi que des objets simples.
Les objets simples conside´re´s comme les e´le´ments terminaux du langage sont :
– les nombres (entiers et flottants),
– les symboles,
– et les chaˆınes de caracte`res.
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A partir de ces objets simples on construit l’e´le´ments de base variable, puis liste de variables
et expression analytique et enfin programme de calcul.
Variable Un e´le´ment variable a comme contenu un symbole. Il a comme attributs :
– type qui pre´cise le type de la variable a` de´clarer lors de la ge´ne´ration du code de simulation
(boole´en, entier, flottant, vecteur, matrice)
– instant pour caracte´riser les variables calcule´es a` des instants pre´ce´dant l’instant courant
de simulation.
Liste de variables Cet e´le´ment qui ne sert qu’a` regrouper des variables n’a pas d’attribut
et son contenu est un ensemble de variables.
Expression analytique L’e´le´ment expression analytique n’a pas d’attribut, et son con-
tenu est une expression analytique faisant intervenir des variables au sens du syste`me de
calcul formel dans lequel on va re´aliser l’imple´mentation de l’environnement. On pour-
rait conside´rer une expression analytique comme un e´le´ment terminal du langage, mais ce
n’est pas pre´cis car c’est un e´le´ment construit sur des variables et non sur n’importe quel
symbole. Pour eˆtre plus rigoureux, on pourrait donner une de´finition re´cursive terminale
d’expression analytique de´crivant son contenu comme
– soit un e´le´ment variable
– soit un symbole et un ensemble d’e´le´ments expression analytique pour repre´senter l’ap-
plication d’un ope´rateur :
symbole(expr1, . . . , exprn)
avec la contrainte se´mantique que le symbole soit un ope´rateur connu de l’environnement
ou de´fini comme une fonction dans le langage.
Remarque 4.3 Lors de l’imple´mentation, on e´vitera l’alourdissement syntaxique du a`
cette repre´sentation re´cursive, en l’implicitant de`s le premier niveau de re´cursion.
Programme de calcul Un e´le´ment programme de calcul n’a pas d’attribut. Il a pour
contenu :
– un e´le´ment liste de variables pre´cisant ses variables d’entre´e,
– un e´le´ment liste de variables pre´cisant ses variables de sortie,
– un ensemble d’e´le´ments instruction.
Instruction Un e´le´ment instruction a un attribut nature qui pre´cise si il s’agit d’une
affection, d’une instruction de branchement, d’une instruction de re´pe´tition, ou d’un bloc
d’instructions. Il a pour contenu selon le cas :
– s’il s’agit d’une affectation :
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– un e´le´ment variable,
– un e´le´ment expression analytique,
– s’il s’agit d’une instruction de branchement :
– un e´le´ment expression analytique pour exprimer la condition,
– un e´le´ment instruction a` exe´cuter dans le cas ou` la condition est vraie,
– un e´le´ment instruction a` exe´cuter dans le cas ou` elle est fausse,
– s’il s’agit d’une instruction de re´pe´tition :
– un e´le´ment expression analytique pour exprimer la condition de fin de re´pe´tition,
– un e´le´ment instruction a` exe´cuter en boucle,
– s’il s’agit d’un bloc d’instructions :
– un ensemble d’e´le´ments instruction.
4.3 Analyse de mode`les
L’analyse de mode`le a pour objet d’e´tudier le bon fondement se´mantique d’un mode`le
syntaxiquement valide, et d’en extraire les informations ne´cessaires soit au concepteur
au cours de l’e´dition du mode`le, soit une fois le mode`le termine´, a` l’interpre`te ou au
compilateur pour la production d’un code d’e´valuation ou de simulation.
La premie`re e´tape est l’analyse lexicale, puis syntaxique qui a` partir d’un texte du Langage
Simple de Mode´lisation repre´sentant un mode`le construit la repre´sentation de ce mode`le
par exemple sous la forme d’un arbre, chaque e´le´ment e´tant a` la racine d’un sous-arbre
repre´sentant son contenu, et en supposant que chaque noeud est e´tiquete´ par le type de
l’e´le´ment repre´sente´ et que l’on dispose d’un acce`s inde´pendant aux attributs pour chaque
e´le´ment. C’est la description de la grammaire de syntaxe abstraite pre´sente´e dans la section
pre´ce´dente qui permet de fabriquer syste´matiquement, sans plus d’information, un analy-
seur lexical et un analyseur syntaxique. On veillera a` connecter ces analyseurs a` l’e´diteur
pour qu’en cas d’erreurs, ce dernier puisse les localiser automatiquement.
La plupart des me´thodes d’analyse sont alors des parcours d’arbre au cours desquels un
contexte est mis a` jour, la sortie calcule´e par la me´thode se de´duisant de ce contexte en fin
de parcours.
4.3.1 Validation se´mantique
La validation se´mantique est aussi une e´tape pre´liminaire a` toute autre analyse, et doit
pouvoir eˆtre re´alise´e a` n’importe quel moment, au cours de l’e´dition.
On va de´crire la validation se´mantique de chaque type d’e´le´ment, e´ventuellement en terme
de validation se´mantique de son contenu, ce qui induit implicitement le parcours d’arbre
en profondeur d’abord. Cette me´thode maintient a` jour dans un contexte les informations
suivantes :
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– le mode`le courant (nom et version),
– la liste des variables,
– la liste des constantes,
– la liste des variables dynamiques,
– la liste des variables dynamiques de´finies a` l’initialisation de la simulation,
– la liste des variables dynamiques de´finies ge´ne´riquement,
– la liste des fonctions,
– la liste des variables locales,
– la liste des sorties.
Mode`le La validation se´mantique dumode`le proce`de a` l’initialisation du contexte, de´finit
le mode`le courant a` partir des attributs nom et version - ou sa valeur par de´faut -, ajoute
la variable de l’attribut temps - ou sa valeur par de´faut - a` la liste des variables et a` la liste
des constantes, positionne la liste des sorties a` partir de l’attribut sorties. Elle reporte une
erreur si l’attribut nom ou l’attribut sorties n’a pas de valeur. Puis, elle lance la validation
se´mantique ite´rativement sur les de´clarations, e´le´ments de son contenu. Enfin, elle ve´rifie
que la liste des sorties est incluse dans la liste des variables, reporte une erreur sinon.
Entre´e La validation se´mantique d’un e´le´ment entre´e conside`re l’e´le´ment variable de
son contenu et ve´rifie que son attribut instant n’est pas positionne´ (i.e la variable est
conside´re´e au pas de temps courant). En fonction de son attribut nature, elle ajoute la
variable aux listes de variables du contexte correspondantes. Elle reporte une erreur si cette
meˆme variable appartient de´ja` a` une de ces listes (seule une variable dynamique peut-eˆtre
de´clare´e deux fois, une fois dans le cas ge´ne´rique, une fois dans le cas d’initialisation de la
simulation).
Constante La validation se´mantique d’un e´le´ment constante conside`re son contenu, et
selon le cas,
– valide se´mantiquement son e´le´ment expression analytique, puis conside`re l’e´le´ment va-
riable de son contenu et ve´rifie que son attribut instant n’est pas positionne´, enfin ajoute
la variable a` la liste des constantes et a` la liste des variables - elle reporte une erreur si
cette variable appartient de´ja` a` une de ces deux listes.
– valide se´mantiquement son e´le´ment programme de calcul, puis conside`re dans son contenu
l’e´le´ment liste de variables et, pour chacune des variable du contenu de cet e´le´ment,
ve´rifie que son attribut instant n’est pas positionne´, et ajoute la variable a` la liste des
constantes et a` la liste des variables - elle reporte une erreur si cette variable appar-
tient de´ja` a` une de ces deux listes. Enfin, elle ve´rifie que la liste de variables, sorties du
programme de calcul est bien incluse dans l’e´le´ment liste de variables de la constante.
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Relation La validation se´mantique d’un e´le´ment relation conside`re son contenu, et selon
le cas,
– valide se´mantiquement son e´le´ment expression analytique, puis conside`re l’e´le´ment va-
riable de son contenu et ve´rifie que son attribut instant n’est pas positionne´, enfin ajoute
la variable a` la liste des variables dynamiques et a` la liste des variables, et en fonction de
l’attribut initialisation, a` la liste des variables de´finies a` l’initialisation, ou a` la liste des
variables de´finies ge´ne´riquement - elle reporte une erreur si la variable appartient de´ja` a`
la liste correspondante, ou a` la liste des constantes.
– valide se´mantiquement son e´le´ment programme de calcul, puis conside`re dans son contenu
l’e´le´ment liste de variables et, pour chacune des variable du contenu de cet e´le´ment,
proce`de comme explique´ ci-dessus, en reportant une erreur dans les meˆmes cas. Enfin,
elle ve´rifie que la liste de variables, sorties du programme de calcul est bien incluse dans
l’e´le´ment liste de variables de la relation.
Fonction La validation se´mantique d’un e´le´ment fonction ve´rifie que
– soit l’attribut externe est positionne´ et dans ce cas, les attributs code e´valuation et
code simulation le sont aussi, et l’e´le´ment ne contient pas d’e´le´ment expression analytique
ni programme de calcul
– ou l’inverse, dans ce cas, elle ve´rifie aussi que le contenu est bien constitue´ d’une variable
pour la sortie et d’une expression analytique ou d’une liste de variables et d’un pro-
gramme de calcul. Puis elle proce´de a` la ve´rification se´mantique de l’expression analytique
ou du programme de calcul.
Dans les deux cas, les variables de la liste des arguments de la fonction sont ajoute´es a` la
liste des variables locales.
Sous-mode`le La validation se´mantique d’un e´le´ment sous-mode`le conside`re son contenu
et ve´rifie la cohe´rence entre les longueurs des diffe´rentes listes de variables. En fonction de
la valeur de l’attribut phase, elle ajoute les variables rec¸ues du sous-mode`les aux listes de
variables correspondantes du contexte en ve´rifiant qu’elles n’ont pas de´ja` e´te´ de´clare´es, et
elle ve´rifie qu’il n’y a pas d’incompatibilite´ entre la nature induite des variables passe´es au
sous-mode`le et ces meˆmes listes.
Remarque 4.4 Optionnellement, la validation se´mantique peut maintenir dans son contexte
l’ensemble des mode`les connus de l’environnement avec pour chaque mode`le l’ensemble des
versions connues, elle peut alors ve´rifier que les attributs nom et version correspondent a`
un mode`le et a` une version connus.
Expression analytique La validation se´mantique des expressions analytiques consiste
ici essentiellement a` ve´rifier que les ope´rateurs utilise´s sont bien des ope´rateurs connus ou
des fonctions du mode`le et a` ve´rifier la cohe´rence entre les ope´rateurs et leurs ope´randes,
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notamment en ce qui concerne leur nombre. Elle sera de´le´gue´e au syste`me de calcul formel
dans lequel on va re´aliser l’environnement.
Programme de calcul et instructions La validation se´mantique d’un e´le´ment pro-
gramme de calcul consiste a` valider se´mantiquement ses instructions, et a` ve´rifier si cha-
cune de ses variables de sortie apparait effectivement au moins une fois comme variable
dans une instruction d’affectation. Les variables qui apparaissent comme variable dans une
instruction d’affectation mais ne sont pas des variables de sorties sont ajoute´es a` la liste
des variables locales.
Un e´le´ment instruction est valide se´mantiquement lorsque
– s’il s’agit d’une affectation : l’expression analytique est valide,
– s’il s’agit d’une instruction de branchement :
– l’expression analytique pour exprimer la condition est valide
– les instructions a` exe´cuter dans les deux cas sont valides et contiennent des instructions
d’affectation qui de´finissent les meˆmes variables,
– s’il s’agit d’une instruction de re´pe´tition : l’ expression analytique pour exprimer la condi-
tion de fin de re´pe´tition, et l’e´le´ment instruction a` exe´cuter en boucle sont valides,
– s’il s’agit d’un bloc d’instructions : toutes ces instructions sont valides.
4.3.2 Variables, de´pendances et comple´tude
On a vu comment la validation se´mantique d’un mode`le maintient, pour des raisons in-
ternes, diffe´rentes listes de variables en fonction de leurs natures. Ces listes, si elles sont
propose´es a` l’utilisateur pendant l’e´dition d’un mode`le peuvent s’ave´rer une aide pre´cieuse,
surtout lorsque les mode`les sont gros et qu’il devient difficile de me´moriser toutes les va-
riables de´ja` introduites. Par construction, il existe des relations d’inclusions entre ces listes
qui sont repre´sente´es dans la figure 4.4. On conside`re par de´faut que si une variable dy-
namique n’a pas de de´finition spe´ciale pour le cas d’initialisation, la de´finition pour le cas
ge´ne´rique lui est associe´e.
Ainsi, on pourra, soit faire en sorte que le contexte maintenu par la validation persiste et
soit disponible pour l’interface d’e´dition, soit coder un parcours d’arbre simplifie´ qui main-
tient un complexe similaire, sans s’occuper de validation, et est exe´cute´ syste´matiquement
comme pre´liminaire a` toute analyse du mode`le.
Au cours de l’e´dition, il est inte´ressant pour l’utilisateur de savoir quelles sont, en l’e´tat
actuel du mode`le, les variables qu’il utilise sans qu’elles aient e´te´ de´clare´es - ou de´finies -
ou quelles sont les variables qui ont e´te´ de´clare´es mais ne sont pas utilise´es. Pour cela, on
est amene´ a` calculer les de´pendances entre variables, localement pour chaque de´claration
et a` propager ces de´pendances.
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cas ge´ne´rique
initialisation
dynamiques localesconstantes
variables
. . . . . . . . . . . . . . . . . . . . . . . . . . .
. . . . . . . . . . . . . . . . . . . . . . . . . . .
. . . . . . . . . . . . . . . . . . . . . . . . . . .
. . . . . . . . . . . . . . . . . . . . . . . . . . .
. . . . . . . . . . . . . . . . . . . . . . . . . . .
. . . . . . . . . . . . . . . . . . . . . . . . . . .
Figure 4.4 – Listes de variables
Variables
Une premie`re analyse sur les variables consiste a` extraire toutes les variables apparaissant
dans le mode`le, et a` comparer l’ensemble obtenu a` la re´union de la liste de toutes les va-
riables (globales) et de la liste des variables locales. Si il existe des variables dans le premier
ensemble qui n’appartiennent pas au deuxie`me, cela traduit que certaines expressions du
mode`le font re´fe´rence a` des variables qui ne sont pas de´finies. L’e´galite´ de ces ensembles
par contre ne garantit pas que l’on puisse exe´cuter le mode`le, une analyse de de´pendance
et de comple´tude doit eˆtre re´alise´e pour cela, et elle doit eˆtre re´alise´e pour les trois phases
d’utilisation du mode`le.
De´pendances
On analyse un mode`le pour calculer les de´pendances entre variables en extrayant du
mode`le toutes les de´clarations et en les analysant ite´rativement. Pour chaque de´claration
on repre´sente son impact en terme de de´pendance entre variables sous la forme d’une re`gle
qui, a` l’ensemble des variables qui doivent eˆtre connues pour ”effectuer” la de´claration
associe le comple´mentaire de cet ensemble a` l’ensemble des variables qui seront connues
apre`s. Nous allons voir pre´cise´ment comment cela se fait sur chaque type de de´claration.
Remarque 4.5 Un traitement spe´cial est re´serve´ aux de´clarations de fonction qui ne sont
pas conside´re´es dans cette analyse. A la place, on de´veloppera chaque appel de fonction
rencontre´ au cours de l’analyse des autres de´clarations dans une expression analytique ou
dans un programme de calcul, et cela re´cursivement.
Les re´sultats sont stocke´s dans trois listes qui correspondent aux trois phases d’utilisation
du mode`le :
52
– la liste des re`gles de de´pendance entre constantes,
– la liste des re`gles de de´pendance pour l’initialisation du mode`le,
– la liste des re`gles de de´pendance pour l’exe´cution du mode`le.
Les e´le´ments de type entre´e ne sont pas conside´re´s dans cet analyse, car leur traitement
est trivial. On suppose que l’on dispose par ailleurs de la liste des variables d’entre´es -
suppose´es comme connues lors de la simulation - , de´cline´e en liste des entre´es constantes,
liste des entre´es pour l’initialisation, et liste des entre´es pour l’exe´cution.
Constante L’analyse des e´le´ments de type constante fournit des re`gles de de´pendance
pour la phase constante : selon le cas,
– on va associer a` l’ensemble des variables apparaissant dans l’expression analytique la
variable de son contenu,
– ou alors on va associer a` l’ensemble des variables d’entre´e du programme de calcul, la
liste de variables de son contenu.
Relation Une analyse similaire des e´le´ments de type relation produit des re`gles de meˆme
nature que l’on ajoute, selon l’attribut initialisation soit aux re`gles de de´pendance pour
l’initialisation, soit aux re`gles de de´pendance pour l’exe´cution.
Sous-mode`le La valeur de l’attribut phase de l’e´le´ment sous-mode´le de´termine la liste a`
laquelle est ajoute´e la re`gle de de´pendance qui se de´duit directement de la liste de variables
fournie au sous-mode`le et de la liste de variables re´cupe´re´e du sous-mode`le.
Remarque 4.6 Il est important de noter qu’au cours de cette analyse de de´pendance,
on ne ”rentre” pas a` l’inte´rieur des e´le´ments programme de calcul et l’on conside`re que
chaque variable de sortie de´pends de toutes les variables d’entre´e. Ceci ne correspond pas
force´ment a` la re´alite´ physique, mais correspond bien a` la re´alite´ calculatoire. On fait le
meˆme choix pour les appels de sous-mode`les.
Remarque 4.7 On notera aussi que, lors de l’analyse de de´pendances pour l’exe´cution du
mode`le, on ne conside`re pas les de´pendances faisant intervenir des variables de´finies a` des
instants pre´ce´dant l’instant courant. En effet, toutes ces variables ont e´te´ calcule´es a` des
instants de simulation pre´ce´dents et leurs valeurs sont donc connues.
Remarque 4.8 Il faut noter enfin qu’en fin de traitement, la liste des re`gles de de´pendances
pour l’initialisation du mode`le est comple´te´e par certaines re`gles de la liste des re`gles de
de´pendances pour l’exe´cution du mode`le pour prendre en compte l’hypothe`se par de´faut pour
les variables dynamiques qui n’ont pas de de´claration spe´cifique pour la phase d’initialisa-
tion.
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Comple´tude
Une fois les de´pendances locales analyse´es, on applique, pour chaque phase d’utilisation du
mode`le, un algorithme de propagation (voir algorithme 1) a` partir des listes de variables
d’entre´es qui doit retourner l’ensemble de toutes les variables :
– dans le cas constant, on prend en entre´e la liste des entre´es constantes et l’on compare
l’ensemble obtenu a` la liste des variables constantes,
– pour la phase d’initialisation, on prend en entre´e la re´union de la liste des constantes et
de liste des entre´es dynamiques pour l’initialisation et l’on compare l’ensemble obtenu a`
la liste des variables dynamiques,
– pour la phase d’exe´cution, on prend en entre´e la re´union de la liste des constantes et
de liste des entre´es dynamiques pour l’exe´cution et l’on compare l’ensemble obtenu a` la
liste des variables dynamiques.
On obtient ainsi la garantie de pouvoir calculer toutes les variables ou, par diffe´rence, la
liste des variables que l’on ne saura pas calculer.
Algorithme 1 : Propage les de´pendances a` partir des entre´es
Input : E et R, respectivement l’ensemble des variables d’entre´es et l’ensemble des
re`gles de de´pendances
Output : V , l’ensemble des variables que le mode`le permet de calculer
initialisation;
V ← E ;
point fixe;
Vprev ← V ;
repeat Propage
foreach re`gle (Vin 7→ Vout) ∈ R do
if (Vin ∈ V) then
V ←− (V ∪ Vout)
until V = Vprev;
return V ;
Un algorithme de propagation dans l’autre sens a` partir des sorties du mode`le (voir al-
gorithme 2) permet de de´celer des boucles et e´ventuellement de repe´rer des variables qui
sont de´finies mais ne sont pas utilise´es. Il faut, pour de´celer les boucles, garder une trace,
au cours de l’exe´cution de la boucle ”Propage”, des valeurs successives de l’ensemble V
des variables que l’on ne sait pas encore calculer et interrompre l’algorithme si la valeur
courante de V est une valeur qu’il a de´ja` prise. Pour repe´rer les variables de´finies mais non
utilise´es, il faut garder une trace des re`gles utilise´es au cours de l’exe´cution de l’algorithme
et les comparer a` l’ensemble de toutes les re`gles.
La` encore, on applique cet algorithme pour chaque phase d’utilisation du mode`le, et a`
chaque fois avec les ensembles de variables et les listes de re`gles correspondants.
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Algorithme 2 : Propage les de´pendances depuis les sorties
Input : E , S et R, respectivement l’ensemble des variables d’entre´e, de sortie et
l’ensemble des re`gles de de´pendances
Output : V , l’ensemble des variables que l’on ne sait pas encore calculer
initialisation;
V ← (S \ E);
repeat Propage
choisir v ∈ V;
trouver une re`gle (Vin 7→ Vout) ∈ R telle que v ∈ Vout;
V ← ((V \ Vout) ∪ Vin) \ E ;
until V = ∅;
return V ;
4.3.3 Calculs de grandeurs et d’unite´s
On a vu la possibilite´ d’attacher a` une entre´e une unite´ physique. A travers cette unite´,
on re´cupe`re deux informations,
– une information de grandeur - par exemple si l’unite´ est le micron, on sait que la variable
repre´sente une longueur,
– et une information d’e´chelle, qui peut s’appre´cier relativement a` l’unite´ choisie par le
Syste`me International - sur l’exemple du micron, ce sera 10−6
L’analyse d’un mode`le doit permettre de ve´rifier la cohe´rence des grandeurs a` travers les
relations de´crites par le mode`le et la cohe´rence des e´chelles. Pour ce faire, on va ge´ne´rer un
code d’e´valuation du mode`le utilisant une arithme´tique exotique imple´mentant le calcul
des unite´s et l’exe´cuter.
Si l’on utilise un syste`me de calcul formel pour imple´menter l’environnement, il n’est pas
ne´cessaire d’ordonner les de´clarations de ce mode`le pour l’e´valuer. En effet, ce genre de
syste`me posse`de ge´ne´ralement un me´canisme d’e´valuation retarde´e - ou ”jusqu’au bout”,
qui permet de suivre la chaˆıne des affectations, inde´pendamment de l’ordre d’apparition
de ces affections. Ainsi, si on e´value successivement les affectations
a ←− b
b ←− 1
l’e´valuation de a donne 1.
On s’inte´ressera aux proble`mes d’ordonnancement de calcul dans le cadre de la ge´ne´ration
de code de simulation, dans la section 4.4.1.
Arithme´tique sur les grandeurs
Les grandeurs physiques de base - et leurs unite´s associe´es sont :
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– la longueur - me`tre
– la masse - kilogramme
– le temps - seconde
– le courant e´lectrique - ampe`re
– la tempe´rature - kelvin
– la quantite´ de matie`re - mole
– l’intensite´ lumineuse - candela
A partir de ces sept grandeurs de base, on de´rive l’ensemble des grandeurs physiques ∗∗
multiplicativement, en voici quelques exemples :
– la fre´quence - hertz −→ temps−1
– l’acce´le´ration −→ longueur.temps−2
– la force - newton −→ masse.longueur.temps−2
– la pression - pascal −→ masse.longueur−1.temps−2
– la puissance - watt −→ masse.longueur2.temps−3
– etc. . .
Ainsi, au prix d’une conversion pre´liminaire des grandeurs de´rive´es en grandeur de base,
on peut se limiter aux grandeurs de base. On de´finit une arithme´tique sur les grandeurs
en conservant la de´finition habituelle de la multiplication et en imple´mentant les re`gles
suivantes pour l’addition :
x+ y 7→
{
x si x = y
erreur sinon
L’e´valuation du mode`le dans cette arithme´tique a` partir des grandeurs de´rive´es des unite´s
des entre´es permet d’associer des grandeurs aux autres variables du mode`le ou e´ventuel-
lement de ve´rifier la cohe´rence de celles de´ja` associe´es. Elle permet aussi de repe´rer les
erreurs dans les expressions concernant des incohe´rences d’unite´s.
Arithme´tique sur les unite´s
Les conversions d’unite´s sont fre´quentes dans les mode`les industrielles. Parfois explicites,
elles peuvent aussi eˆtre cache´es par une constante nume´rique qui apparaˆıt non dimen-
sionne´e dans une expression analytique. Il peut eˆtre inte´ressant pour l’utilisateur de mettre
en e´vidence ces conversions, et cela est possible par une simple e´valuation du mode`le en
conside´rant un nouveau type de valeurs que l’on peut donner aux variables. Cette e´valuation
est aussi une alternative a` l’imple´mentation de l’arithme´tique sur les grandeurs du para-
graphe pre´ce´dent
Conside´rons chaque valeur comme un monoˆme dans l’un des sept inde´termine´es suivantes
longueur, masse, temps, courant, temperature, matiere, lumiere, en acceptant des
puissances entie`res ne´gatives pour pouvoir repre´senter n’importe quelle grandeur. Le calcul
∗∗. voir www.industrie.gouv.fr/metro/aquoisert/si.htm pour un document de re´fe´rence sur le Syste`me
International d’unite´s, ou le de´cret n˚ 61-501 du 3 mai 1961
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de chaque variable, par le biais d’une expression analytique ou d’un programme de calcul
retourne
– soit le meˆme genre de monoˆme, et dans ce cas, c’est dans le coefficient que l’on trouvera
de l’information sur d’e´ventuelles conversions d’e´chelles,
– soit une expression faisant intervenir des sommes, ou des appels de fonctions nume´riques
sur des inde´termine´es, et dans ce cas de´montrera une incohe´rence des grandeurs.
4.4 Compilation
A l’issue de l’analyse, le compilateur produit, selon deux me´thodes diffe´rentes,
– un code d’e´valuation pour la mise au point rapide du mode`le
– et un code de simulation nume´rique.
Les qualite´s du premier sont la lisibilite´, l’interope´rabilite´ avec les autres fonctionnalite´s de
l’environnement he´rite´es du syste`me de calcul formel, - graphiques pour la visualisation,
arithme´tiques en pre´cision infinie ou d’intervalles pour e´tudier les qualite´s nume´riques du
mode`le (pre´cision, fiabilite´, exactitude), l’interactivite´ avec les donne´es ne´cessaires a` ces
e´tudes, et la facilite´ d’utilisation.
Les qualite´s du second sont l’efficacite´ et son interope´rabilite´ avec l’environnement indus-
triel de simulation. Ce code ge´ne´re´, doit eˆtre pre´cise´ment, aux noms de fonctions et de
variable pre`s, aux allocations de me´moires pre`s, identique a` celui que l’industriel aurait
code´ pour simuler le meˆme mode`le.
Code d’e´valuation
Une simple traduction des de´clarations d’e´le´ments en des de´finitions selon le cas, de sym-
boles, de fonctions ou de proce´dures, permet de fabriquer ce code d’e´valuation, e´tant
donne´es les capacite´s d’e´valuation des syste`mes de calcul formel dont on a de´ja` parle´
dans la section pre´ce´dente.
On utilisera simplement un symbole pour repre´senter une constante, ou une entre´e cons-
tante. On utilisera une syntaxe fonctionnelle v(t) pour repre´senter une variable intervenant
au cours de la phase d’exe´cution du mode`le et la meˆme syntaxe correspondant a` l’instant
initial v(t0) pour la meˆme variable intervenant au cours de la phase d’intialisation du
mode`le.
Les points techniques a` re´gler pour imple´menter cette traduction de´pendent beaucoup de
la syntaxe et plus ge´ne´ralement du syste`me de calcul formel utilise´. Leur description sort
du cadre de ce document.
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Code de simulation
En ce qui concerne le code de simulation, dont le langage cible est force´ment, ne serait-ce
que pour des raisons d’efficacite´ un code de bas niveau, sa ge´ne´ration ne´cessite d’abord
– de calculer le type des variables intervenant dans le mode`le pour ge´rer l’allocation de
me´moire
– de calculer l’ordre dans lequel on doit e´valuer les affectations traduisant les de´clarations
du mode`le, puisque que l’on ne pourra utiliser une variable dans un calcul que si on lui
a auparavant affecte´ une valeur.
4.4.1 Ordonnancement
Cette phase d’ordonnancement du calcul s’exe´cute apre`s l’analyse du mode`le, on suppose
que celui-ci est complet et cohe´rent et donc qu’il permet le calcul des variables de sortie a`
partir des variables d’entre´e.
Pour chacune des phases d’utilisation du mode`le, on va ordonner les de´clarations corres-
pondantes, en fonctions des de´pendances entre les variables qu’elles de´finissent :
– Soit {d1, d2, . . . , dn} la liste des de´clarations avant ordonnancement,
– soit
r1 = (V1in −→ V1out), r2 = (V2in −→ V2out), . . . , rn = (Vnin −→ Vnout)
la liste des re`gles de de´pendance correspondante,
– soit
{
dα(1), dα(2), . . . , dα(n)
}
la liste des de´clarations apre`s ordonnancement,
– alors α(i) < α(j), c’est a` dire que la i-e`me de´claration se trouve avant la j-
e`me dans la liste ordonne´e seulement si aucune variable d’entre´e de la i-e`me
de´claration n’est une variable de sortie de la j-e`me :
Vα(i)in ∩ Vα(j)out = ∅
Un algorithme d’ordonnancement consiste a` proce´der par comparaison et a` ite´rer la re-
cherche du premier e´le´ment de la liste a` trier (voir algorithme 3).
C’est l’absence de boucle dans le graphe de de´pendance du mode`le - que l’on a ve´rifie´e
pendant l’analyse - qui garantit la bonne terminaison de cet algorithme. On pourrait aussi,
en me´morisant les valeurs successives de L repe´rer une boucle et s’en servir pour de´celer
une boucle dans le graphe de de´pendance.
4.4.2 Typage dynamique
Le typage de toutes les variables du mode`le est re´alise´ par la propagation des types des
variables d’entre´e et des types des variables qui interviennent dans le mode`le a` des instants
diffe´rents, apre`s ordonnancement.
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Algorithme 3 : ordonnancement
Input : L = {(d1,V1in −→ V1out), (d2,V2in −→ V2out), . . . , (dn,Vnin −→ Vnout)} la liste des
de´clarations et de leurs re`gles de de´pendances avant ordonnancement
Output : Lout =
{
dα(1), dα(2), . . . , dα(n)
}
la liste des de´clarations apre`s
ordonnancement
repeat Place
(d, vin, vout)←− first(L);
L ←− rest(L);
if (vin ∩ (∪LVout)) = ∅ then
Lout ←− append(Lout, d);
else
L ←−append(L, (d, vin, vout))
until L = ∅;
return Lout;
Remarque 4.9 Il est important que l’utilisateur fournisse les types des variables qui in-
terviennent dans le mode`le a` des instants diffe´rents car on n’en a pas tenu compte dans
le calcul du graphe de de´pendance (voir remarque 4.7). Le choix alternatif aurait conduit
dans la plupart des cas a` des boucles dans le graphe de de´pendance.
La me´thode de typage est en tout point similaire au calcul re´alise´ pour la de´termination
et la ve´rification de la cohe´rence des unite´s : il faut de´finir une arithme´tique diffe´rente sur
les types en fonction du langage informatique cible - par exemple C.
Les types chaˆıne de caracte`re et boole´en ne sont pas utilise´s dans les variables, on conside`re
seulement les types nume´riques entier et flottant, et les types complexes vecteur et matrice
construits sur l’un des types nume´riques, ces types complexes comportent explicitement
leur(s) dimension(s).
Pour les ope´rateurs de somme et de produit, par exemple, on a les tables suivantes :
+ E F VE(n) VF (n) ME(l, c) MF (l, c)
E E F X X X X
F F F X X X X
VE(n) X X VE(n) VF (n) X X
VE(6= n) X X X X X X
VF (n) X X VF (n) VF (n) X X
VF (6= n) X X X X X X
ME(l, c) X X X X ME(l, c) MF (l, c)
ME(6= (l, c)) X X X X X X
MF (l, c) X X X X MF (l, c) MF (l, c)
MF (6= (l, c)) X X X X X X
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. E F VE(n) VF (n) ME(l, c) MF (l, c)
E E F VE(n) VF (n) ME(l, c) MF (l, c)
F F F VF (n) VF (n) MF (l, c) MF (l, c)
VE(n) VE(n) VF (n) E F X X
VE(l) VE(l) VF (l) X X VE(c) VF (c)
VF (n) VF (n) VF (n) E F X X
VF (l) VF (l) VF (l) X X VF (c) VF (c)
ME(l, n) ME(l, n) MF (l, n) VE(l) VF (l) X X
ME(p, l) ME(p, l) MF (p, l) X X ME(p, c) MF (p, c)
ME(p, q) ME(p, q) MF (p, q) X X X X
MF (l, n) MF (l, n) MF (l, n) VF (l) VF (l) X X
MF (p, l) MF (p, l) MF (p, l) X X MF (p, c) MF (p, c)
MF (p, q) MF (p, q) MF (p, q) X X X X
Chaque X dans la table correspond a` une incompatibilite´ de type dans une ope´ration qui
doit retourner une erreur. La propagation des types dans tous les calculs du mode`le donne
un type a` toutes les variables du mode`le et permet notamment de ve´rifier la cohe´rence avec
les types de´clare´s par l’utilisateur. Une fois les types de´termine´s, ils sont stocke´s comme
attribut dans les e´le´ments variable.
4.4.3 Ge´ne´ration de code
La manie`re dont l’environnement va ge´ne´rer le code de´pend fortement des re`gles et des
contraintes de nommage et de codage a` respecter.
Dans le cas du C, la ge´ne´ration du code concerne aussi bien les fichiers de code source que
les fichiers d’enteˆte. Dans certains fichiers, peu de morceaux de code de´pendent du mode`le,
alors que dans d’autres, peu de morceaux de codes restent inchange´s d’un mode`le a` l’autre.
La ge´ne´ration de code C combine donc deux me´thodes :
– l’instanciation de mode`le de code (template),
– la ge´ne´ration de code a` partir de la traduction d’expression et de la repre´sentation
formelle du squelette du code source a` l’aide de macros.
Les syste`mes de calcul formel posse`dent en ge´ne´ral de bonnes fonctionnalite´s de traduction
d’expression analytique en C. Certains offrent de plus la possibilite´ de repre´senter par des
objets spe´cifiques les e´le´ments de la syntaxe abstraite du langage C ††
Le processus de ge´ne´ration de code est alors le suivant :
– en fonction des contraintes de codage, de´finir,
– le squelette du programme de simulation complet, imple´mentant les 3 phases de
chargement, d’initialisation et d’exe´cution, incluant des se´quences d’e´valuation des
de´clarations du mode`le, et ge´rant les variables globales.
††. SymbolicC a` partir de la version 8 de Mathematica, MacroC pour Maple
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– les repre´sentations des programmes d’acquisition des donne´es d’entre´es a` partir de
l’environnement de simulation,
– une repre´sentation ge´ne´rique d’un programme de calcul d’une variable a` partir d’une
expression analytique,
– une repre´sentation ge´ne´rique d’un programme de calcul d’une liste de variables a` partir
d’un programme de calcul,
– instancier, pour chaque de´claration du mode`le, une des deux repre´sentations ge´ne´riques
pre´ce´dentes et ge´ne´rer le code source des programmes correspondants,
– de´finir les se´quences d’e´valuation des de´clarations du mode`le, sous la forme d’appels de
ces programmes - en tenant compte de l’ordonnancement calcule´ en de´but de compilation
-
– incorporer ces se´quences a` la repre´sentation du programme de simulation et ge´ne´rer le
ou les fichiers de code source correspondant.
4.5 Re´alisations
L’environnement de mode´lisation et de simulation Mosela que j’ai de´veloppe´ en suivant
des spe´cifications proches de celles expose´es ci-dessus est aujourd’hui un prototype pre´-
industriel comple`tement ope´rationnel appartenant a` Airbus. Il est constitue´ d’un ensemble
de 34 bibliothe`ques de code source Mathematica re´parties the´matiquement (repre´sentation
des objets et fondamentales, e´dition de mode`les, analyse de mode`les, ge´ne´ration de code
C, ge´ne´ration de code d’e´valuation, ge´ne´ration de documentation, simulation nume´rique)
pour un total de pre`s de 14.200 lignes de code Mathematica.
Teste´ sur des dizaines de mode`les e´labore´s au bureau d’e´tude Airbus, il est a` meˆme de
traiter tre`s efficacement des mode`les de plusieurs centaines de variables ou faisant appels
a` plusieurs instances de plusieurs sous-mode`les. Pour chacun de ces mode`les, il est capable
de produire en quelques (fractions de) secondes :
– un code C compatible avec les normes de codage Airbus et donc preˆt a` eˆtre inte´gre´ aux
outils internes de simulation de vol,
– la documentation me´tier des mode`les dans un format tre`s similaire a` l’existant,
– un code Mathematica d’e´valuation nume´rique du mode`le compatible avec une arithme´tique
par intervalles.
Il contient aussi un environnement de simulation nume´rique capable d’importer les donne´es
nume´riques me´tiers fournies par les bases de donne´es du bureau d’e´tude, de simuler le
comportement du mode`le a` partir de son code Mathematica d’e´valuation ou de son code
C de simulation, et permettant la visualisation des re´sultats obtenus.
Une des principales difficulte´s rencontre´es lors du de´veloppement de ce prototype concerne
le typage automatique des variables et les ve´rifications de cohe´rence des types dans les
expressions symbolique. Meˆme avec un choix relativement restreint de types de bases (en-
tiers, flottants, flottants en double pre´cision) et la possibilite´ de ne construire sur ces types
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que des vecteurs ou des matrices, la propagation du typage a` travers un mode`le apre`s
ordonnancement - voir section 4.4.2 - s’est ave´re´e difficile a` imple´menter et a` mettre au
point, notamment en pre´sence d’appels de fonctions faisant intervenir des programmes de
calculs, et en pre´sence d’instructions de branchement multiples. Une adaptation de cette
me´thode mais qui prend en compte les de´clarations de types des variables en sortie, et ne
conside`re qu’une des branches a` chaque instruction de branchement a e´te´ de´veloppe´e et
inte´gre´e au prototype. Un calcul supple´mentaire de cohe´rence des types est alors ne´cessaire.
Une me´thode alternative, base´e sur la programmation par contraintes, et qui ne ne´cessite
aucun ordonnancement pre´alable a aussi e´te´ e´tudie´e : on de´finit un univers des possibles
ou` chaque variable peut eˆtre de n’importe quel type, et que l’on filtre ensuite par les
contraintes induites par chacune des de´clarations du mode`le.
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Perspectives
Pour conclure ce me´moire et la synthe`se de mes travaux de recherche, j’aimerais revenir
sur une re´flexion qui a fait l’objet d’une communication il y a quelques mois[43] .
J’ai commence´ a` utiliser des syste`mes de calcul formel a` une e´poque ou` leur principale
originalite´ e´tait leur me´canisme de repre´sentation et d’e´valuation des objets leur permet-
tant notamment de conside´rer des symboles sans les associer ne´cessairement a` des valeurs
nume´riques et d’autre part de faire des calculs exacts sur les entiers et sur les rationnels.
Quand l’essentiel d’une communaute´ scientifique a vu l’extraordinaire potentiel de ces ou-
tils pour e´tudier les syste`mes alge´briques et a aide´ a` leur de´veloppement dans ce sens, en
traduisant calcul formel par Computer Algebra, j’ai pre´fe´re´ chercher a` exploiter leur po-
tentiel de repre´sentation et de manipulation d’objets symboliques, base´ sur une vision tre`s
universelle et tre`s homoge`ne a` base d’arbres, bien adapte´e a` la programmation fonction-
nelle et a` l’application de re`gles de transformation, en traduisant alors calcul formel par
Symbolic Computation.
Aujourd’hui les principales e´volutions commerciales de ces syste`mes, les logiciels Maple et
Mathematica, sont devenus des environnements de calcul, voire de re´solution de proble`mes
tre`s complets et tre`s performants. Ils ont inte´gre´s les algorithmes les plus performants
de manipulation et de re´solution alge´brique. Ils se sont ouverts au calcul nume´rique en
de´veloppant des bibliothe`ques d’analyse nume´rique, de calcul matriciel qui n’ont rien a`
envier en termes de performances a` celles des logiciels spe´cialise´s. Ils ont e´tendu leur capa-
cite´ de repre´sentation et de manipulation symbolique aux graphiques, aux images, au son,
aux textes, aux interfaces interactives pour certain, tout en conservant cet homoge´ne´ite´ de
repre´sentation arborescente qui les rend si intuitifs et si performants pour l’expe´rimentation
et le prototypage.
Toutefois, et alors queMatlab, leur principal concurrent en tant qu’environnement de calcul
et de re´solution de proble`me, s’imposait dans les bureaux d’e´tudes et le monde industriel,
avec l’aide de sa solution inte´gre´e de mode´lisation et de simulation Simulink, ils n’ont pas
jusqu’a` pre´sent exploite´ leur potentiel de manipulation symbolique dans ce domaine. Certes,
ces dernie`res anne´es ont vu apparaˆıtre les initiatives MapleSim et MathModelica qui per-
mettent a` Maple et a` Mathematica d’enrichir leur fonctionnalite´s en communicant avec ces
environnements de mode´lisation/simulation. Mais en choisissant de s’appuyer sur le forma-
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lisme un peu lourd - quoiqu’extraordinairement universel et efficace - du langage Modelica,
aucun de ces deux logiciels n’a voulu inte´grer dans son propre environnement les mode`les,
simplement en tant qu’objet symbolique, avec la meˆme homoge´ne´ite´ de repre´sentation.
L’enjeu de cette inte´gration serait d’avoir un environnement de re´solution de proble`me vrai-
ment universel, un outil de prototypage et d’expe´rimentation absolu. La contrepartie tient
en quelques points a` imple´menter, a` quelques concepts a` modifier, quelques manipulations
a` simplifier, de´crits ci-dessous.
Ge´rer un contexte La mode´lisation est, comme on l’a vu, une activite´ descriptive,
de´clarative. Actuellement, chaque ligne de commande e´value´ produit des calculs et en effet
de bord la modification du contexte de l’e´valuateur ou` sont garde´es les informations et les
de´finitions concernant une session d’utilisation. Cette notion de contexte devrait eˆtre e´tendu
et un syste`me devrait pouvoir ge´rer simultane´ment et efficacement plusieurs contextes de
de´clarations qui correspondraient a` une repre´sentation le´ge`re et naturelle des mode`les.
Attacher des proprie´te´s aux symboles Les variables, et leurs repre´sentations, sont
centrales dans l’activite´ de mode´lisation et de simulation. Repre´sente´es par des symboles
dans un syste`me de calcul formel, on devrait pouvoir leur attacher naturellement des pro-
prie´te´s et faire en sorte que certains calculs re´alise´s avec ces variables propagent ou ve´rifient
la cohe´rence des proprie´te´s qui leur sont attache´es. Un exemple de traitement similaire est
imple´mente´ sur les valeurs nume´riques dans un de ces syste`mes qui attache une notion
de pre´cision aux variables et propage les pre´cisions des variables a` travers les calculs. On
voudrait la possibilite´ de de´finir ainsi les proprie´te´s et les me´canismes de propagation,
simplement et efficacement.
Manipuler des programmes Dans les mode`les, les programmes de calculs sont une
extension naturelle et indispensable des expressions alge´briques. Meˆme si ces programmes,
et notamment leur expression la plus simple, les Straight Line Program (SLP) ont e´te´ l’objet
de nombreuses e´tudes the´oriques, on peut s’e´tonner que les syste`mes de calcul formel ne
les manipulent, ni les conside`rent aujourd’hui avec autant d’aisance que les expressions
analytiques, sur le plan de l’e´valuation, la composition, la diffe´rentiation, etc. . .. C’est une
extension indispensable pour la mode´lisation.
Evaluer de fac¸on re´versible Entre mode´lisation et simulation, on voudrait pouvoir
aller alternativement d’une forme e´value´e des expressions (pour leur e´valuation nume´rique)
a` une forme non e´value´e (pour leur analyse symbolique) et conserver l’acce`s naturellement
a` ces deux formes au cours des calculs. Ainsi a` l’e´valuation imme´diate, et a` l’e´valuation
retarde´e, il faudrait ajouter une e´valuation re´versible pour revenir au mode`le apre`s la
simulation.
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