Stefan Tilkov (ST):
The original article on this topic was "Test Infected: Programmers Love Writing Tests." Do programmers love writing tests? If they don't, what's a good way to get them to love tests? Jay Fields (JF): I think the rst time you start writing tests, you fall in love with a couple of things, like being able to play around without impacting production code. You can experiment a little in your tests. I don't know many programmers who don't love experimenting. I also think they love the con dence you can gain from writing tests. It's very easy to fall in love with code where you can be playful and then tell yourself, "There's also value to this code; it's giving me con dence in my application."
For those who don't love it, I think they fall into two categories. The rst is people who believe they don't have enough time to write tests. I think that's a terrible justi cation. If you don't have time to write tests, it's possibly because you're always debugging. Maybe you wouldn't have to debug so often if you were writing tests.
The second category consists of people who have worked with tests, but the tests haven't provided them as much value as they expected. For people in that category, I would encourage them to do more of what they were already doing, but see if there's another way to write tests that would give them more value in the future. 
ST:

UPCOMING EPISODES
• 262-Bill Curtis of CISQ (Consortium for IT Software Quality) discusses software quality with host Sven Johann.
• 264-Charles Anderson talks about service discovery with James Phillips.
• 265-Pat Kua shares his thoughts about becoming a tech lead with host Johannes Thönes. JF: It really makes no sense-even from a high level-to approach these two pieces of code in the same way. The test should be approached from value: what is the value of the test with respect to keeping the application up and running? In production, pretty much all code should be created equally. A bug in some trivial feature could just as easily take down the system if it throws an exception.
You want to apply different thinking to your tests. For tests, readability is more important than performance. But, at the same time, performance is still going to be important enough on a different scale. I work in the trading industry, where milliseconds are important to us. Individual milliseconds for tests are not a big deal, but when the test suite starts to run at around 10 minutes [which is a long time for us], you have to wonder if people are going to keep using that test suite. There are a lot of tradeoffs, but I think you start with readability because you want people to be able to maintain your tests and then start making tradeoffs where necessary. JF: I did follow it and agree that the kind of tests David talks about are a waste of time. I hope they did delete them and that they're dead. But that doesn't mean everybody is spending time that they shouldn't on testing. I think there are plenty of unit tests out there that are very helpful.
ST:
You're going to get what you put into it. Like I said before, it's very easy to write terrible tests, and it's very easy to then blame the tests. I advise every single person out there who is writing tests that are not making them more productive to just stop. If they're not making you more productive, you shouldn't do it. You can replace the time spent writing tests with any other [productive] activity. I applaud [Hansson] for coming out saying that this sacred cow is not necessarily what it's made out to be. I think more people should delete their tests if they're not nding them helpful.
But then they have a choice to make: Do you want to just go without tests? Do you want to go without that con dence? You didn't start out with a test suite that was all bad. At some point, it was providing you value. Now, do you want to invest in trying to write better unit tests? I think testing is worth investing in, unless you've found some other way to get the same level of con dence [without it]. But I don't know what that would be.
ST: I originally planned to ask you whether there's such a thing as having too many tests, but I think you just answered it.
JF: Too many tests is the same as not enough tests. In both cases it's suboptimal. Whether you waste time debugging because you don't have enough tests or you waste time maintaining tests that don't need to be there, at the end of the day both of those things amount to waste.
What do you think about a metric such as code coverage? Is that a useful thing? JF: I do think that code coverage is a useful thing. I remember when Relevance, now Cognitect, was putting 100 percent code coverage in their contracts. At the time, I thought it was a great idea. But they don't do that anymore, and most people I know aren't looking for 100 percent Too many tests is the same as not enough tests. In both cases it's suboptimal.
