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Abstract. This article presents the main techniques of programming in data 
base. The use of Stored Procedures, User Defined Functions, Triggers and 
Constraints as an alternative solution aims at improvements in the 
development of applications. 
Resumo. Este artigo apresenta as principais técnicas de programação em 
banco de dados. O uso de Stored Procedures, User Defined Functions, 
Triggers e Constraints são funcionalidades que podem ser utilizadas como  
soluções alternativas  no processo de desenvolvimento de aplicações. 
1. Introdução 
Existem duas abordagens que podem ser aplicadas no desenvolvimento de aplicações, a 
primeira, mais difundida nas empresas, estipulava que a lógica do negócio deveria 
residir na aplicação, a segunda, não muito utilizada, sugere que a mesma deveria residir 
no banco de dados. Porém, os profissionais não adotaram sempre o primeiro ou o 
segundo ponto de vista. Como sempre, existem situações em que os dois pontos de vista 
fazem sentido. Talvez por falta de conhecimento da funcionalidade, é comum optar-se 
pela primeira abordagem (a lógica deve residir na aplicação), mas só o adotaram porque 
até o momento não tinham nenhuma outra escolha, ou já era a forma a qual já estavam 
acostumados a utilizar. 
Procura-se sempre fazer o melhor no desenvolvimento de aplicações, seja em 
termos de desempenho ou aparência do sistema. Sempre se quer que a aplicação seja a 
mais rápida possível, visando à satisfação do cliente. Se uma operação pode ser feita 
completamente no servidor, sem a necessidade de obter informações do usuário 
enquanto a operação estiver sendo processada, pode-se escrever a lógica do negócio no 
servidor de banco de dados. Cada vez mais os sistemas gerenciadores de banco de dados 
trazem inclusas funcionalidades e facilidades, como procedimentos armazenados 
utilizando recursos de linguagens externas, e deve-se aproveitar o  melhor nestes 
recursos. 
A seção 2 tem o intuito de transmitir um aspecto teórico relacionado à programação em 
banco de dados, tendo como enfoque técnicas que podem ser utilizadas para auxiliar na 
criação e desenvolvimento de aplicações: Stored Procedures (procedimentos 
armazenados), User Defined Functions (funções definidas pelo usuário), Triggers 
(gatilhos) e Constraints (restrições). Na seção 3 segue a contextualização de suas 
utilizações, diferenciando as técnicas de programação usadas em aplicações das 
estudadas neste trabalho e aplicadas na base de dados. 
2. Técnicas de utilização 
Sistemas de bancos de dados tornaram-se um componente essencial no cotidiano da 
sociedade moderna [Navathe, 2002], e consequentemente as maneiras de acesso aos 
dados requer uma constante atualização por parte do desenvolvedor.   
A programação é o método de criação ou alteração de um programa de 
computador, que se pode entender como algo que sofra processamento. Em banco de 
dados, a programação pode ser feita com as instruções SQL e a exploração dessas 
técnicas, demonstra que há muito tempo elas existem, mas que a pouco são utilizadas.  
2.1. Procedimento Armazenado 
Um procedimento armazenado é uma coleção de comandos em SQL para 
gerenciamento de Banco de dados. Encapsula tarefas repetitivas, aceita parâmetros de 
entrada e retorna um valor de status (para indicar aceitação ou falha na execução). O 
procedimento armazenado pode reduzir o tráfego na rede, melhorar o desempenho e 
criar mecanismos de segurança.  
Há dois tipos diferentes de procedimentos armazenados que podem ser criados: 
a) externos, onde o corpo de procedimento é escrito em uma linguagem de 
programação, que pode ser JAVA, C, COBOL, OLE e b) SQL onde o corpo do 
procedimento é escrito na linguagem SQL. 
Um aplicativo cliente pode, então, simplesmente chamar os procedimentos 
armazenados para obter resultados das instruções SQL que estão contidas no 
procedimento. Devido ao procedimento armazenado executar a instrução SQL no 
servidor, o desempenho do banco de dados é melhorado. Além disso, procedimentos 
armazenados podem ajudar a centralizar a lógica comercial. Se você fizer alterações em 
um procedimento armazenado, as alterações tornam-se imediatamente disponíveis para 
todos os aplicativos clientes que o utilizam. Como exemplo de sua prática de uso, 
imagine um procedimento armazenado que dispare um e-mail automaticamente quando 
a quantidade de um produto estiver abaixo do nível fazendo o pedido para o fornecedor.  
2.2. Função Definida pelo Usuário (UDF) 
Uma função definida pelo usuário é uma extensão ou adição às funções internas 
existentes da linguagem SQL. Com UDFs, é permitido que você estenda a função do 
sistema de banco de dados, incluindo definições de funções a serem aplicadas no 
mecanismo do banco de dados. Ao incluir a função no mecanismo, você poderá 
economizar o esforço de recuperar linhas do banco de dados e aplicar funções 
semelhantes nos dados recuperados.  
Funções definidas pelo usuário permitem que o banco de dados explore as 
mesmas funções do mecanismo utilizadas pelos aplicativos. Elas fornecem mais 
sinergia entre o aplicativo e o banco de dados. Elas também contribuem com a alta 
produtividade para desenvolvedores de aplicativos, pois elas incentivam a reutilização 
de códigos. Como exemplo, pode-se criar uma simples função definida pelo o usuário 
que retorne o primeiro nome do cliente em uma tabela aonde só possui o nome 
completo. 
2.3. Gatilhos 
Gatilho é um recurso de programação presente na maioria dos sistemas de 
gerenciamento de banco de dados, utilizado para associar um procedimento armazenado 
a um evento do banco de dados (inclusão, exclusão, atualização de registro, por 
exemplo) de modo que o procedimento armazenado seja executado automaticamente 
sempre que o evento associado ocorrer. 
Os gatilhos consistem de técnicas para especificar regras ativas em um banco de 
dados. Se ganha benefícios usando gatilhos, como no desenvolvimento mais rápido da 
aplicação, pois os gatilhos são armazenados na base de dados, e estão disponíveis a 
todas as aplicações, que o alivia da necessidade de codificar funções equivalentes para 
cada aplicação [Dill, 2002]. Como exemplo, pode ser criado um gatilho que atualiza 
automaticamente o estoque de um produto quando este é vendido, economizando 
comandos e garantindo a integridade.  
2.4. Restrições 
Mantém os dados do usuário restritos, e assim evitam que dados inválidos sejam 
inseridos no banco [SQL Magazine, 2005]. Como tipos de restrições de integridade 
existem: restrição de nulo, que não permite que valores nulos sejam inseridos em uma 
coluna; restrição de chave, que impede que valores duplos sejam inseridos na coluna; 
restrição de domínio, que define padrões de entrada de dados para colunas, restrição de 
integridade referencial, que garante a integridade entre colunas de mais de uma tabela. 
A mera definição do tipo de dado para uma coluna é por si só uma restrição de 
integridade. Por exemplo, uma restrição de domínio, pode assegurar-se de que o nível 
de salário para um empregado seja pelo menos R$1.000,00 sempre que os dados do 
salário são adicionados ou atualizados em uma tabela que contem a informação dos 
funcionários [IBM, 2005].  
3. Contextualização 
As técnicas utilizadas na programação em banco de dados apresentam diferenças 
abordagens na sua implementação. Na Figura 1a temos uma contextualização de uma 
aplicação que utiliza as regras de negócio nas aplicações clientes, já na Figura 1b 
apresenta uma contextualização de uma aplicação que faz uso de técnicas de 
programação residente em banco de dados e por ele são controlados. 
 
                                        
 
Figura 1a. Programação incluída  
na aplicação 
 
Figura 1b. Programação incluída  
no SGBD 
Conforme mostra a Figura 1a, as aplicações clientes que utilizam técnicas de 
programação incluídas na aplicação necessitam de mais tráfego de rede para a execução 
de rotinas na base de dados, pois as regras de negócios (P1, U1, G1, R1) devem ser 
passadas ao SGBD sempre que uma instrução é necessária. Além disso, as regras devem 
ser incluídas em cada aplicação que as utiliza tornando o processo de manutenção mais 
trabalhoso e complexo. Por outro lado, na Figura 1b, mostra-se um aplicativo cliente 
que tira vantagem de um procedimento armazenado, de uma UDF, de um gatilho ou 
ainda, com as restrições definidas diretamente no SGBD. Isso pode ajudar a diminuir o 
tráfego de rede e o número de vezes que um banco de dados é acessado, pois há a 
redução de necessidade de interação, já que as regras estão no próprio servidor de banco 
de dados. Outra vantagem é que o código gerenciado pelo SGBD é único e centralizado, 
ou seja, caso há a necessidade de alterações nas regras, altera-se uma única vez, 
diferente das aplicações clientes, onde uma mudança de regra deve se alterada em todas 
as aplicações.  
Deve-se ter cuidado também com o acúmulo de instruções utilizadas no banco 
de dados. Um gatilho, por exemplo, que dispara uma atualização em outra tabela e esta 
por sua vez também pode executar um novo disparo ocasionando perda de desempenho 
do banco de dados. 
4. Conclusão 
Técnicas de programação em bancos de dados já existem há muito tempo, mas com o 
aumento do uso das redes, volume de informações e necessidade de desempenho nas 
aplicações, sua utilização mostra-se como uma solução alternativa para melhoras no 
desenvolvimento de sistemas.  
Através deste trabalho, foi possível conhecer as principais técnicas utilizadas de 
programação em banco de dados, apontando as vantagens de sua utilização. Deve-se 
avaliar cada caso antes de optar pela utilização ou não das técnicas, visando sempre à 
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