Oracles used for testing graphical user interface (GUI) programs are required to take into consideration complicating factors such as variations in screen resolution or color scheme when comparing observed GUI elements to expected GUI elements.
Introduction
Testing of graphical user interface (GUI) programs entails several challenges that have no counterpart when testing text based command line programs. Most importantly, practical oracles that accurately check whether the observed behavior in GUI execution traces satisfies the expected behavior are hard to construct. In particular, the rendering behavior of GUI components (i.e., their appearance and relative positioning) depends on variant non-functional display parameters such as screen resolution, color scheme, line style, thickness and transparency attributes. This necessitates researchers to suggest the use of sophisticated comparison methods such as computationally expensive image processing techniques [4] [29] and fuzzy comparison rules [22] in oracles; otherwise absolute comparison would be too constraining and consequently impractical. It should be noted that many researchers opted to circumvent this issue by relying on the null-oracle, which considers a program to have failed if it never terminates or terminates abnormally [7] .
Other complications do exist. For example, GUI programs have several entry points enabled by an obscure system or library event loop whereas a text based program has one entry point. Each GUI element accepts sequences of inputs of various types and from various devices as opposed to a fixed number of parameters with predefined types in text based programs.
Alternatively, this paper proposes GUICop, a novel approach with a supporting toolset that takes a GUI program and user-defined GUI specifications that characterize the rendering behavior of GUI elements, and checks whether the execution trace of the program satisfy the specifications. In other words, GUICop specifications act as tester configurable oracles. The user-defined GUI specifications aim at describing how GUI elements are meant to be displayed in terms of their layout, relative positioning, and visibility.
In order to support the GUICop approach, the following supporting tools are provided: 1) a GUI Specification Language; 2) a GUI test Driver; 3) Instrumented GUI Libraries; 4) a Solver; and 5) a Code Weaver. The user defines the specifications of the subject program using the GUI Specification Language whose atomic alphabet consists of basic geometric objects describing GUI components, and positional operators that express relative object positions. Also provided is a library of commonly used GUI elements specified in the GUI Specification Language which are used in a hierarchical manner to specify more complex GUI elements and behaviors.
Based on the user-defined specifications, the Code Weaver injects code at various locations in the subject program, the purpose of which is to enable the Solver to monitor the execution traces and check the specifications at appropriate locations and times. The GUI test Driver traverses the GUI structure of the program in order to generate events that drive its execution [11] . During the execution of the program: 1) the Instrumented GUI Libraries capture the GUI execution trace [27] that comprises information about the relative positions taken by the displayed GUI components and the relative times when the GUI events were triggered; and 2) the Solver, enabled by the Code Weaver, checks whether the captured traces satisfy the user-defined specifications.
A sizable body of work on GUI testing was conducted in the past two decades. The most notable was the work of Memon et al. [10] focused on test case generation, fault-detection, coverage, and regression testing, and the earlier work of Lee White [32] which tackled regression testing of GUI systems.
In regard to specification-based GUI testing, a closely related approach is PatternBased GUI Testing (PBGT) [17] [18] [19] [20] [21] . PGBT mainly aims at modeling GUI functional requirements; the authors comparatively discuss GUICop and PBGT in Section 3. Abbot (abbot.sourceforge.net) is an existing specification-based GUI testing framework that is an extension of JUnit. It supports writing specificationsfor programmable Java GUI components but stops short of enabling the user to specify general layout and component interactions. For example, a component may match its programmablespecification,evenifitwaspartiallyhidden by another component on the screen. Other JUnit extensions that enable the user to write assertions also suffer from that problem, namely, JFCUnit (jfcunit.sourceforge.net), Pounder (pounder.sourceforge.net), Marathon (marathontesting.com), SWTBot (swtbot.org), UISpec4J (www.uispec4j.org), and Jemmy (jemmy.java.net).
Many of the existing tools leverage the GUI hierarchical tree structure where nodes are GUI elements such as frames, text boxes, and push buttons, and edges represent parenthood relations. Generally, these tools require naming all concerned GUI elements and then take the following steps: They (1) find a GUI component of interest starting from the root of the GUI tree based on the programmable name of the component; (2) exercise a relevant event on the component; and (3) check the status of the GUI tree following the event using JUnit assertions. However, unlike GUICop, the above steps suffer from the following problems:
 Programmable component names are not always known. Developers do not always name their GUI components. And even if they do, the names are not necessarily known by testers. Also GUI components could be automatically generated, for example, a scroll bar in an edit box gets instantiated when the length of the text exceeds the width of the edit box.
 GUI trees are not adequately expressive. GUI trees capture parenthood information amongst visible components, i.e., they express positional containment only and fall short of expressing other positional and timing relations. For example, a YES/NO dialog box may contain the title bar, the message label box, and the YES/NO push button components. While it is easy to express and check such containment relations using a GUI tree, it is not possible to express and check the layout of the components, e.g. YES is to the left of NO.
In practice, the authors envision GUICop to be primarily deployed as a configurable oracle that monitors the rendering behavior of a GUI program with respect to test cases and user-defined specifications. It is also ideal for making sure that rendering scenarios of interest are correctly designed and covered. Those scenarios could originate from design use cases or from fixes of bugs that should not resurrect. The description of a use case or a bug fix could be readily translated into a GUI specification; and in future work the researchers intend to automate that process [1] [26] .
This paper makes the following contributions:
 A new GUI specification-based testing approach and supporting toolset that circumvents non-functional discrepancies. Those discrepancies typically hinder the task of reusing test suites, such as changes in screen resolution.
 A novel specification language that enables capturing information about the layout and appearance of GUI components.
 A solver that monitors a GUI execution via instrumentation and code weaving, in order to check whether the GUI application satisfies its user-defined specifications. In its current implementation, GUICop supports specifications [33] . The GUICop toolset and case studies are downloadable from [5] .
The remainder of this paper is organized as follows. Section 2 motivates the work.
Section 3 discusses related work. GUICop and its components are described in 
Motivating Example
This section presents a motivating example showing the advantages of GUICop over the common approach of programmatically checking for GUI correctness. Given an edit-box and the associated requirement: "When the text entered by the user exceeds the width of the edit-box, a horizontal scrollbar should appear". This requirement could be checked programmatically using the code shown in Figure 1 .
At s 1 , the code specifies the edit-box under test using its explicit name. The condition for when a horizontal scrollbar needs to appear is evaluated at s 2 . The check for whether the requirement is satisfied is done at s 3 by calling the containsHSB() method which recursively traverses the GUI tree rooted at the edit-box in order to check whether it contains a horizontal scrollbar. This paper foresees the following problematic points in this code: (eb contains t1); (t1.width > eb.width) implies ((eb contains hb) and (t1 above hb)); } } Focusing on theconstruct"constraints" above, the specification asserts the following: 1) edit-box eb contains text area t1; and 2) if the width of t1 exceeds the width of eb, then eb contains horizontal scrollbar hb and t1 is rendered above hb.
The following are highlights concerning the EditboxOverflow specification:
1. No explicit component name is needed.
2. The tester does not need to know that a GUI tree even exists.
3. Due to the high level of abstraction at which the specification is written, the specification is portable across machines, displays, and GUI libraries. 
Related Work
Numerous existing GUI testing tools require the user to manually write unit tests to validate the behavior of the GUI application in order to automate the test execution, such as Abbot, Pounder, JFCUnit, SWTBot and UISpec4J. Other techniques would capture the user sessions and replay them later without having the tester writing unit tests, such as HP WinRunner [6] and jRapture [27] . Using GUICop the specifications are defined separately without intertwining them with the unit tests. Other tools like Sikuli for instance, allow testers to take a screenshot of a GUI element and query a help system using the screenshot instead of the name of the component [4] [29] . For example, a tester can write the following script: "click(>); assertExist(||); assertNotExist(>);".This script states that when the play button is pressed, it should automaticallybereplacedbyapausebutton.">"and"||"refertorealsnapshotsinthe Sikuli environment. The main issue in Sikuli is that it"s highly dependent on the images in the application, if one is modified then the testing script should be updated.
GUICop on the other hand operates at a high level of abstraction in terms of its components representation; therefore it doesn"t face such issue. Another technique
, traverses the application"s GUI and extracts its structure and execution behavior in order to automatically generate test cases; the GUICop Driver is actually implemented based on the work presented in [11] . GUICop on the other hand focuses on an instrumented version of the application to capture its behavior. GUICop, in comparison with the other tools, is innovative in terms of: 1) the level of abstraction it operates at; 2) the reusability of its specifications; 3) its accuracy as it depends on instrumenting GUI libraries; and 4) the automation potential it provides.
Researchers have also devised model-based GUI testing approaches, which are closely related to specification-based testing. That is, they generated test cases out of models that characterize GUI programs [12] , or they used these models as oracles [3] [23] . The models were extracted from the programs via reverse engineering in [11] [25] [18] , and were built manually using specification languages in [23] [24] (e.g., VDM [28] , Spec#, and PARADIGM [16] ). The work most relevant to GUICop is Pattern-Based GUI Testing (PBGT) [18] [19] , which promotes the reuse of GUI testing strategies that target GUI functional requirements. In an analogy to design patterns, User interface (UI) patterns and testing patterns represent repeatable solutions to commonly occurring problems in GUI design and testing, respectively. A UI Pattern is a template for how to solve a GUI problem that can be used in slightly different situations. A UI Test Pattern [19] provides a configurable test strategy to test an implementation of a given UI Pattern embedded in a GUI program. In PGBT, a UI Test Pattern may be configured to specify how the application should behave, by providing the following: 1) Test Goals: identifiers/names of the tests; 2) V: the set of variables involved in the test; 3) A: the sequence of actions to perform during test execution; 4) C: the set of possible checks to perform during test execution.
The authors in [19] [17] illustrated the concept of UI Test Patterns usingthe"LoginUI
Test Pattern" (among others), which defines a test strategy for the authentication process in GUI applications. They define the "LoginUITestPattern"as follows:
1) Test Goals: {"Valid login", "Invalid login"}. That is, check that the authentication will succeed given a valid username/password, or, check that the authentication will fail given an invalid username/password.
2) V: the involved variables are {username, password}. Given a GUI that uses the "Login UI Pattern" in which the username is labeled as "Email", the password as "Password", and the submit button as "LogIn", a tester wouldconfigurethe"LoginUITestPattern"asfollows: GUI functional testing requirements, (2) define reusable testing strategies, and (3) generate test cases out of the specified testing models. While the methods of PGBT require the test suites to satisfy the testing requirements in terms of covering all the test models and consequently testing scenarios specified in them, these methods do not specify how GUI components should be correctly rendered, as it is the case with the GUICop specifications. In addition, even though the PGBT methods provide checks on whether the generated test cases cover the GUI testing requirements as specified by the GUI testing models, it appears that PGBT does not provide an automated ability to verify whether a given test case passed or failed, i.e., the tester is required to provide such a verification mechanism. This was inferred by the fact that there was no discussion in [16] Figure 2 provides an overview of the GUICop approach. The user writes specifications to describe the GUI under test using the GUICop Specification Language. The user defined specifications therefore represents the expected output. A Specification Library is maintained in order to support the reuse of specifications of commonly used GUI components that were previously defined by the user. By design, GUICop is not meant to modify the SUT's source code; the alternative is provided by the Code Weaver, which injects the SUT's code with calls to the Solver. The
GUICop: Approach and Tool Set
Instrumented GUI Library allows for capturing traces of GUI events. The Driver executes the SUT in order to generate the traces to be validated by the Solver.
Specifically, the Driver uses GUI Ripping, proposed by Memon et al. [1] [2] [8] [11] , to generate test cases, and the Solver checks the traces against the specifications to determine whether a given test case passed or failed. Described next, are the main components of GUICop, namely, the Language, the instrumentation, the Weaver, the Driver, and the Solver.
GUI Specification Language
The GUICop Specification Language aims at capturing positional, arithmetic, logic, and relational GUI behaviors. Consider a radio button, which in its normal state should appear as an ellipse. But when pressed, it should appear as two ellipses, one inside the other as shown below.
In order to test its behavior for when it is pressed, the user could write the following specification:
variables { Ellipse e1, e2; } properties { X = e1.x; Y = e1.y; WIDTH = e1.width; HEIGHT = e1.height; } constraints { (e1 contains e2); } }
The above asserts that when the button is pushed, ellipses e1 and e2 should appear, the button should be confined to the rectangle bounding e1, and e1 should contain e2.
The above example illustrates the following regarding a GUICop specification:
1) It comprises the construct "variables" in which the user declares the variables to be used. These variables could be of primitive types, namely, Rectangle, Line, Ellipse, Polygon, Triangle, Text, and Textrect; or they could be of complex types, i.e., of a type previously defined by the user and stored in the Specification Library.
2) It comprises the construct "properties" in which the user provides information about the location and size of the component under test.
Specifically, the properties of the rectangle that bounds it, namely, X, Y, WIDTH and HEIGHT.
3) It comprises the construct "constraints" in which the user describes how primitive or complex objects should appear and how they should be positioned with respect to each other. A constraint is an expression involving the declared variables as operands and the supported operators.
Noting that several constraints could be defined.
ANTLR was used to parse the user defined specifications in order to generate the corresponding Abstract Syntax Tree (AST) that will be processed by the Solver. 
Instrumenting the GUI Libraries
In order the capture the GUI traces, GUICop requires that the underlying GUI library be instrumented. Specifically, code should be injected in functions that draw the following basic shapes: Rectangle, Line, Ellipse, Polygon, Triangle, Text, and Textrect.
The purpose is to externally save information about the rendered GUI components. A typical trace would take on the following form:
rectangle(x, y, w, h); line(x1, x2, y1, y2); … polygon(x1, y1, ..., xn, yn); triangle(x1, y1, x2, y2, x3, y3); textrect(x, y, w, h, str); … The trace data generated by the instrumented graphics library follows a format that adheres to the ANTLR grammar shown in Figure 5 
Code Weaver
The Code Weaver is used to deploy the GUICop specifications. It uses Aspect
Oriented Programming (AOP) to weave calls (using AspectJ) from the SUT to the Solver at appropriate code locations. The calls invoke the Solver to check whether a given specification (whose identifier is passed as a parameter) has been violated or not.
For example, the aspect code shown in Figure 6 injects a call (at runtime) to the Solver that will verify whether the specification named "MenuItemSeparator" is satisfied. The call is injected right after the drawMenu() method returns. Finally, in order to ease the burden of writing AOP code, GUICop allows the user to write equivalent English like directives. For example, the aspect code in Figure 6 would be specified as in Figure 7 .
Driver
For the purpose of test case generation, the researchers implemented the GUICop AbstractButton class which provides the doClick() method. In regard to text components such as JTextField and JTextArea, the Driver trigger them by typing few characters within following a check of whether they are editable.
Solver
The purpose of the GUICop Solver is to check whether a GUI trace satisfies the specifications defined by the user. The timing of a given check is dictated by the location at which the Code Weaver injected its corresponding call. Multiple checks might be performed since multiple specifications could be defined and each could be weaved at multiple locations. A check is driven by the GUI trace and the AST of the specification at hand, specifically, its constraints subtree. Illustrated next is how the Solver performs a check, considering the GUI in Figure 8 , the specification in Figure   9 , the trace in Figure 10 , and the constraints subtree in Figure 11 .
Illustrative Example
The internal nodes of the constraints subtree represent the operators, and the leaves represent the variables declared in the variables construct of the specification. In this case, the variables are all of primitive types; however, if a variable was of a complex user defined type, its corresponding leaf node would be replaced by the constraints subtree of its type. Listed below are the steps taken by the Solver to perform the satisfiability check in the example:
Step1. Each leaf node in Figure 11 is annotated with the objects appearing in the GUI trace (from Figure 10 ) that match its type. For example, since leaf nodes "r1", "r2", and "r3" represent objects of type Rectangle, each is annotated with all the rectangles captured in the trace, namely, o1, o2, o3, and o4. Similarly, triangles "t1" and "t2" are annotated with the traced triangles o5 and o6. This step provides the initial solution, that is, lists of traced objects that potentially match their respective leaf nodes.
Step2. The annotations of Step1 are augmented with information about the order of appearance of the objects in the variables section of the specification. For example, since t2 was declared second in variables and was initially annotated with o5 and o6, the new annotations become <j><o5><j><j><j> and <j><o6><j><j><j>. The "j" represents a dummy place holder (or joker) to be identified in subsequent steps. The outcome of
Step1 and Step2 is shown in Figure 11 .
Step3. The AST is recursively traversed in order to identify and process the subtrees that are rooted at an operator with two leaf nodes. In the example two of such subtrees are identified, the first is rooted at a "contains"
operator with r1 and t1 as operands, the second is also rooted at a "contains" operator but with r3 and t2 as operands.
Step4. Processing the first subtree involves computing the Cartesian product of the respective solutions of r1 and t1, and for each of the resulting eight pairs checking if the rules associated with the "contains" operator hold.
For example, the pair (<j><j><o3><j><j>, <o5><j><j><j><j>) satisfies the rules for "contains" since (o3.getMostTop() < o5.getMostTop() and o3.getMostLeft() < o5.getMostLeft() and o3.getMostBottom() > o5.getMostBottom() and o3.getMost Right > o5.getMostRight()). Whereas the pair (<j><j><o1><j><j>, <o6><j><j><j><j>) violates such rules since (o1.getMostTop() > o5.getMostTop()). In all, it is determined that only (<j><j><o3><j><j>, <o5><j><j><j><j>) and (<j><j><o2><j><j>, <o6><j><j><j><j>) satisfy the "contains" rules. The second subtree is processed in a similar manner yielding the same results. In order to reflect these results on the AST, the Solver collapses the two processed "contains" subtrees and annotates them with <o5><j><o3><j><j> and <o6><j><o2><j><j> as the updated solutions. The Solver also computes the new properties (i.e., bounding boxes) for the resulting leaf nodes based on the properties of the components of their respective solutions, namely, o2, o3, o5, and o6. The outcome of Step3 and Step4 is shown in Figure 12 .
Step5. At this point, the subtree to the left of the AST root is the only subtree that is rooted at an operator with two leaf nodes; therefore, the Solver will process it next. It is rooted at a "leftto" operator with r2 as a right operand and the leftmost node resulting from Step4 as a left operand. This subtree is processed similarly to Step4 except that the rules associated with the "leftto" operator are used instead. The pairs that satisfy the "leftto" rules are found to be ((<o6><j><o2><j><j>), <j><j><j><o4><j>) and ((<o6><j><o2><j><j>), <j><j><j><o3><j>), which is reflected in Figure 13 by collapsing the processed subtree and annotating it with <o6><j><o2><o3><j> and <o6><j><o2><o4><j>. Here also, the Solver computes the bounding box for the resulting leaf node based on the bounding boxes of o2, o3, o4 and o6.
Step6. Finally, when the Solver processes the last remaining subtree, it determines that (<o6><j><o2><o4><j>, <j><o5><j><j><o3>) is the only pair that satisfies the "leftof" rules. Therefore, it collapses the node and annotates it with <o6><o5><o2><o4><o3>, as shown in Figure 14 . Given that a solution for the operation associated with the root of the AST was found, the specification is considered to be satisfied. Note how, as expected, the solution did not include o1. for i = 1 < Size ( List1 ) do 5.
for j = 1 < Size ( List2 ) do 6. Condition = Compare (Operation, List1 (i), List2 (j)) 7.
if Condition then 8.
List3.add( merge (List1 (i), List2 (j)) ) 9.
end if 10. 
Solver Algorithms
Algorithm-1 in Figure 15 provides the pseudocode for processing a subtree in the constraints AST. As a precondition, the root of the subtree is an operator node with two leaf nodes representing operands. Each leaf comprises a list of components that could potentially form a solution (Lines 2-3) . Lines 4-10 compare (see Section 4.5.3) each component in the left leaf (List1) with each component in the right leaf (List2) to check whether the pair satisfies the rules of the operator at hand. In case of a successful check, the pair is merged (using Algorithm-2) and added to list List3, which will ultimately contain the solution for the subtree. At Line 12, List3 is associated with a new node N. Line 13-14 sets the SATISFIED bit of N to true in case List3 was nonempty, indicating that a solution for the given operation was found. Line 16 returns node N to be used as a replacement for the subtree; i.e., the subtree will collapse into the single node N.
As illustrated in Section 4.5.1, the AST is traversed and its subtrees collapsed until a single node remains. The SATISFIED bit of that remaining node indicates whether or not the specification was satisfied.
Operators Semantics
The Compare() function (Line 6, Algorithm-1) implements the semantics for the operators, which are listed and described in this section.
Binary positional operators are listed in Table 1 . An operator takes as input two sets of components Left and Right and returns the set of element pairs Left that satisfy the operation semantics. The Boolean operator not takes as input a set of elements and returns its complement in the set of all captured elements. The conjunction and operator implements set 
Right (not Left or Right).
The arithmetic operators +, -, *, /, the relational operators ==, <, >, !=, and the string operators equals and concat apply to the properties of the components declared in the variables section of the specification, e.g., r1.width + r2. width < r3.height.
Additionally, in future work, GUICop will support temporal operators, string operators, and regular expression matching.
Case Studies
GUICop was evaluated using three open source Java GUI applications that are based on the Swing GUI toolkit. The researchers considered three existing defects and injected two defects. The subject programs are: Jajuk (86K LOC), Gason (1.7K LOC), and JEdit (301K LOC). Please note that the GUICop toolset and case studies are available for download [5] . Also available online [5] are detailed descriptions and illustrations of: 1) how the case studies were setup, e.g., the usage of the Code Weaver and Driver; and 2) snapshots of the GUICop (verbose) outputs when applied onto the case studies. Next, the five defects are described along with their corresponding
GUICop specifications whose respective violation was successfully detected by
GUICop.
OrderedTracks = { variables { Textrect track_x; Textrect track_y; } properties { // Defining properties is optional // by default X, Y, WIDTH and HEIGHT will describe the smallest rectangle // enclosing track_x and track_y, but in this case they have no role } constraints { ( ((track_x.text == 'Track2') and (track_y.text == 'Track10')) implies (track_x above track_y) ); } } Figure 16 -Faulty Jajuk display and corresponding GUICop specification.
Jajuk
Jajuk (www.jajuk.info) is an advanced jukebox, a Java cross platform music organizer and player. GUICop was applied on a real defect in Jajuk resulting in "numbered tracks not being listed in order".
When listing numbered tracks, Jajuk may fail to display them in the right order. For instance, Track1 is followed by Track10 instead of Track2 in the Tracks table shown in Figure 16 . A GUICop specification named OrderedTracks was defined, also shown in 
Gason
Gason is an open source plugin developed in Java to use sqlmap from BurpSuite (portswigger.net/burp), which is an integrated platform for performing security testing of web applications. GUICop was applied on a real defect in Gason which causes some labels not to display words in full, i.e., the contents of the labels are in some cases cropped, as in the labels shown in Figure 17 . The defect is reported and Figure 17 shows CroppedLabels, a GUICop specification that was defined to check whether four labels are cropped. It involves: 1) four Textrect variables label1, label2, label3, and label4; 2) default properties; and 3) one constraint asserting that label1 must show "Cookie", label2 must show "Method", label3 must show "Post parameter", and label4 must show "SQLMap". Note that the label showing "Send to…" is meant to be displayed as such.
JEdit
JEdit (www.jedit.org) is an open source Java text editor. GUICop specifications were written to guard against three defects in JEdit, of which one is real and two are injected. The real defect involves "Wrong Justification of Text". The first injected defect involves a "Missing HotKey Indicator", and the second involves a "Missing MenuItem Separator".
Wrong Justification of Text
JEdit supports over 160 character encodings for languages that are written left to right (LTR) and others that are written right to left (RTL) such as Arabic, Hebrew, and Urdu. However, when writing in an RTL language, the characters (wrongly) appear left justified. Figure 18 shows a GUICop specification that checks whether sentences of an RTL language appear right justified. RightToLeft declares Editbox eb, and two Textrect t1 and t2 meant to contain RTL sentences, and defines the following constraints:
1. t1 and t2 should be contained within eb 2. t1 and t2 should be shorter than eb It should be noted that in RightToLeft, t1.text and t2.text appear to have the same width. However, depending on the font used, t1.width might be greater, less, or equal to t2.width. This is why the bottom constraint considers all three cases, and does not simply assume that t1 and t2 are of the same length.
RightToLeft = {
variables { Textrect t1, t2; Editbox eb; } properties { // by default X, Y, WIDTH and HEIGHT will describe // the smallest rectangle enclosing t1 and t2 } constraints { // the concatenation of t1 and t2 yields a sentence stating that "the little girl went to // school carrying her bag then she met her friend with whom she shared a candy bar" (eb contains t1); (eb contains t2); (t1 above t2); (eb.width > t1.width); (eb.width > t2.width); ( ((t1.text equals ‫حاملت'‬ ‫المدرست‬ ‫الً‬ ‫الفتاة‬ ‫ذهبت‬ ‫)'حقيبتها‬ and (t2.text equals ‫ثم'‬ ‫حلىي‬ ‫لىح‬ ‫واقتسمتا‬ ‫بصديقتها‬ ‫))'التقت‬ implies ( (((t1.width > t2.width) implies (t1.x < t2.x)) and ((t1.width < t2.width) implies (t1.x > t2.x))) and ((t1.width == t2.width) implies (t1.x == t2.x))) ); } } Figure 18 -JEdit: right to left justification specification, which applies once the two RTL sentences above are entered.
Note that as part of future work the intention is to extend the GUICop Specification
Language, which will then support the function "boolean isRTL()" in Textrect that returns true when the entered text is in an RTL language. When this is done, the bottom constraint in Figure 18 could instead be written as:
( ( (t1.isRTL() == true) and ((t2.isRTL() == true) ) implies ( (((t1.width > t2.width) implies (t1.x < t2.x)) and ((t1.width < t2.width) implies (t1.x > t2.x))) and ((t1.width == t2.width) implies (t1.x == t2.x))) );
Missing HotKey Indicator
A defect was injected in JEdit by removing the hotkey indicator from the label of its Markers menu. Figure 19 shows the Markers menu with the hotkey indicator under the letter "M". It also shows it following the injection of the defect (note the missing hotkey from the label). Injecting the defect involved modifying the jedit_en.props properties file, and rebuilding JEdit.
The specification MainMenuLabel, shown in Figure 19 , was written to check against the absence of a hotkey in the label of the Markers menu, or any other menu.
MainMenuLabel declares the variables: 1) m, an ExtTextRect representing the menu label; and 2) hotkey, an ExtRectangle representing the hotkey indicator. ExtTextRect is a specification, also shown in Figure 19 , which defines a TextRect with three additional properties, x2, y2, and text. ExtRectangle is a specification which defines a
Rectangle with two additional properties, x2 and y2. 
Missing Menu Item Separator
A menu item separator was programmatically removed from a context menu in JEdit.
The left of Figure 20 shows a separator between menu items "Properties" and "Parent Directory". The right of the figure shows the separator missing. Injecting this defect involved modifying BrowserCommandsMenu.java by commenting out a call to the addSeparator() function. Figure 20 shows the MenuWithSeparator specification which was written to check whether the separator between the "Properties" and "Parent Directory" menu items is rendered. MenuWithSeparator declares the variables: 1) m1 and m2, two Textrect variables representing menu labels; and 2) sep, an HLine representing a separator.
HLine is a specification, also shown in Figure 20 , which defines a horizontal line.
The constraints section of MenuWithSeparator specifies the following: if m1 contains "Properties" and m2 contains "Parent Directory", then m1 must be rendered above sep, which in turn should be rendered above m2.
Threats to Validity
It could be argued that the functionality provided by GUICop does overlap with established existing approaches: 1) GUI Ripping [2] However, the main advantage of GUICop over the aforementioned approaches is its role as an accurate GUI oracle that is oblivious to GUI complicating factors such that screen resolution and color scheme. It should also be noted that the above approaches could be extended with the checking capabilities of GUICop; particularly, 1) and 2).
Another threat to validity is that GUICop relies on traces provided by the GUI libraries, and consequently it may misbehave when the firmware of the graphics cards malfunctions. 
Conclusions and Future Work
This paper presents GUICop, a new approach and a supporting toolset that checks whether the execution trace of a GUI program adheres to its user-defined specifications. GUICop specifications act as tester configurable oracles. The user defined specifications aim at characterizing how GUI components are meant to be rendered, e.g., their layout, relative positioning, and visibility. GUICop is more practical than other existing techniques as it tolerates variations in screen resolution, color schemes, and line attributes such as style, thickness, and transparency.
As part of future work, the researchers will:
1) Extend the GUICop specifications to support: a) temporal operators in order to check event timings; b) more string operators; and c) regular expression matching.
2) Extend and simplify the GUICop Specification Language and provide a GUI tool that would facilitate its use.
3) Allow for better reuse of existing specifications by extending the GUICop Library to include most widely used GUI components.
4) Allow for generic specifications to be checked in a global manner. For example, instead of requiring the user to configure the Code Weaver to inject
MainMenuLabel checks at specific locations, checks would be performed every time a menu label is displayed.
