Abstract. The ability to model objects composed of multiple materials has become increasingly more demanded in scientific applications. The visualization of a discrete multi-material volume often suffers from voxelization of the boundary between materials. We propose a contouring method that can be efficiently implemented on the GPU to reduce the artifacts and jaggedness along the material boundaries. Our method extends naturally from the standard tri-linear contouring in a signed volume, and further provides sub-voxel accuracy for representing three or more materials.
Introduction
Many scientific modeling applications require the ability to model objects composed of multiple materials. Probably the most common examples are found in bio-medicine, where researchers are often interested in the decomposition of a biological structure, obtained by imaging techniques like MRI or EM, into individual function units. Figure 1 shows two such examples, a human skull segmented into anatomical subdivisions, and a molecular complex decomposed into protein subunits. Modeling of these smaller units helps biologists and medical researchers to understand the function of the entire entity.
One of the simplest ways to represent multiple materials in a grid volume is to attach an integer material label to each grid point. While this approach is fairly simple to implement, its drawbacks are obvious. The discrete labeling leads to blocky, voxelized material boundaries that are hard to shade in a natural manner [7] 
(see Figures 2(a) and 2(c)).
When only two materials (e.g., inside and outside) are present in the volume, a standard solution is implicit modeling [1] . In this approach, each grid point is associated with a positive or negative floating-point scalar, where the sign indicates whether the grid point lies inside or outside the object. These scalars can be considered as samples of a continuous function f (x, y, z), and the boundary surface is defined as the set of all points where f (x, y, z) = 0. There are numerous contouring algorithms that can produce a polygonal approximation of this surface, such as Marching Cubes [11] , Dual Contouring [9] and others [5, 10] . Alternatively, the continuous surface can be directly rendered on GPU [18, 3, 12] . The key idea behind these approaches are that the signed grid can be stored as a 3D texture and that a single texture fetch can be used to evaluate f (x, y, z) via tri-linear interpolation at an arbitrary point. In practice, this tri-linear boundary surface provides better normals (for shading) and better silhouettes than either polygonal contours or voxelized boundaries (see Figure 2(b) ). While the use of two signs to model two materials is simple and elegant, the idea of using three or more labels to represent a partition of space into multiple materials has received only limited attention. Most existing works in this direction focus on producing polygonal inter-material boundaries. For example, Dual Contouring [9] creates polygons from point and normal data stored on edges in the grid, and the works of [6, 15] use a generalized Marching Cubes look-up table to polygonalize a multi-labeled cell.
A work on smooth boundaries among multiple materials that is similar to our own is by Stalling et al. [16] . In their approach, a tri-linear function f k (x, y, z) is defined for each material k, and the boundary surfaces are located where the values of two or more functions are identical and higher than the remaining functions. To define f k (x, y, z), each grid point is associated with an array of scalars representing the "probabilities" that this grid point is classified as each material present in the volume. While this approach gives smooth material interfaces, the need to store multiple scalars per point not only increases the memory consumption, in comparison to the signed scalar representation of two materials, but also hampers fast GPU implementations as more texture fetches are needed. We build on their approach by providing a more compact representation that allows for fast GPU implementation. Tiede et al. introduced a multi-material classification scheme for volume raycasting [17] . Hadwiger et al. integrated this classification scheme into their hardware implementation of high-quality volume rendering [8] . The classification scheme described by Tiede et al. focuses on segments produced by thresholding. In the case where the threshold ranges of multiple materials overlap, Tiede et al.'s approach is to linearly interpolate the binary mask associated with the material. For each material A, space where the interpolated value (with respect to A's tri-linearly interpolated binary mask) is greater than 0.5 is classified as A. Although linear filtering resolves the overlap of threshold ranges, it also produces unclassified regions within a single voxel (see Figure 3(c) ). In the case where the input is a segmented volume without intensity information, Tiede et al's approach would produce a classification that has ripple-like effect (see Figure 4 (b)). Our method guarantees classification for all points within a voxel (see Figure 3(d) ) and provides greater flexibility in sub-voxel classification (see Figure 3 (e)), hence capable of representing smooth inter-material boundary (see Figure 4 (c)) . Also note that both Tiede et al. and Hadwiger et al. tackled the problem from a visualization perspective, where they improved multi-material rendering for one particular visualization technique. Our approach is to present a geometric representation for multi-material volume that can be used for various visualization methods.
In this paper, we propose an alternative generalization of the idea of two-sign tri-linear contouring to that of multi-labeled tri-linear contouring with the goal of creating smooth multi-material boundary surfaces that can be efficiently rendered. The key difference between our generalization and that in [16] is that we only require a single scalar and a single integer label to be stored at each grid point. We show that the multi-material contours defined this way enjoys a number of properties, such as being piece-wise tri-linear and reproducing two-sign tri-linear contours where only two materials are present. The compact volume representation allows fast GPU-based rendering of the smooth contours. We demonstrate the use of tri-linear contouring in several examples of multi-labeled volumes.
Contributions In the context of implicit modeling and multi-material modeling, our work makes several novel contributions:
• We introduce a generalization of the standard two-sign tri-linear contouring to multi-labeled volumes, and demonstrate the properties of the resulting contours.
• We present an efficient GPU implementation for rendering the tri-linear multi-material contours.
• We generalize the common set operations, union and intersection, from twosigned volume to a multi-material volume.
• We demonstrate the use of our multi-material representation and routines in several examples.
Multi-material contouring
Conventionally, the tri-linear contour in a two-material grid is defined by signed scalars associated with the grid points. Our approach for multi-material contouring is to replace the signed scalar at each grid point with a scalar and a material label. In the two material case, our method would reproduce the standard trilinear contours defined by signed scalars. In the case of three or more materials, the contouring method would generate piecewise tri-linear contours that form a continuous surface. Our method adds small overhead over the traditional signed volumes, and allows efficient hardware-accelerated rendering.
In the following, we first introduce the definition of contours in our volume representation. We next present a number of properties of such contours. We end this section by a discussion of means to evaluate the contours. 
Defining contours
To define the contour surfaces that partition the space into regions with different materials, we first consider the dual problem of classifying the material of an arbitrary point in space. Given a grid cell whose corners have associated nonnegative scalars s i and material labels m i , the following method can be used to determine the material label of a point x inside the cell. Here, index i ranges from 0 to 7, representing the eight corners of a cell.
• For each distinct material label k present in the cell, construct a set of scalars t k associated with the corners of the cell via the following rule:
• Compute the values of the tri-linear interpolant t k (x) for each distinct label k. The trilinear coefficients are t k i for i = 0, 1, . . . 7.
• Return the material label k for which t k (x) is maximum.
With this classification, the contour between two regions with material labels k and j is simply where tri-linear functions t k (x), t j (x) both reach maximum. This contour is an iso-surface of the form:
Figure 5(a) illustrates the classification method and the resulting contours in a 2D cell. In this example, only two materials are present at the cell corners, which we label as + (red) and − (green). Figure 6 (c) shows a plot of the maximum of these functions and the associated partition of the cell into three distinct materials via three contours that meet at a common point. 
Characterization of the contours
The multi-material contours produced by this method have several important properties.
Piecewise tri-linear and continuous surfaces By Definition 1, the multimaterial contours defined within each cell are piecewise contours of various trilinear functions. The contours are also continuous across neighboring cells. This fact follows from the observation that two cells sharing a common grid point, edge or face have the same scalars and material labels on that common grid element. Since the restriction of the tri-linear functions used in defining our multi-material contour on each grid point, edge or face depend only the scalar and material labels on that grid element, the multi-material contours must agree across adjacent grid elements.
Reproducing tri-linear contours on signed grids A key property of our contour definition is that it can exactly reproduce the contours defined by the standard tri-linear interpolation on a signed grid. Consider a cell whose corners are associated with signed scalarsŝ i . The tri-linear interpolantŝ(x) defined by these signed scalars is either positive or negative, and the standard tri-linear contour is defined as the surfaceŝ(x) = 0. To reproduce this surface using our method, we construct the scalars and labels at the cell corners as follows. Ifŝ i is positive at corner i, we let s i =ŝ i and label m i as +. Otherwise, we let s i = −ŝ i and label m i as −. Note that this coefficient set satisfies the relationŝ
Hence the associated tri-linear functions t + (x) and t − (x) also satisfŷ
Therefore, the zero contour of the functionŝ(x) coincides with the locations of x where t + (x) equals t − (x), which is the contour defined by our classification method. Figure 5 (e) plots the bi-linear functionŝ(x) for the 2D cell configuration in Figure 5 (a), treating each labeled scalar as a signed scalar. Observe that the zero contour of this bi-linear function is identical to the contour defined using our method as where the two bi-linear functions are identical ( Figure 5(d) ).
Gradient One useful property from standard implicit modeling is that the gradient of the implicit function is normal to the contours of that function. In the multi-material case, a similar property holds. Given a contour formed by the iso-surface t k (x) = t j (x), the gradient of the function t k (x) − t j (x) is simply the normal to this surface. The key observation here is that the pair of material labels j and k change as the point x varies over the cell. For the three material case, t k (x) and t j (x) denote the largest and second largest tri-linear interpolant at x. This will produce the exact gradient field since we can view the local neighborhood of a point on the two-material boundary as being defined by the two dominant tri-linear functions. Note that points where more than two materials meet are degenerate with unknown gradients. Figure 5(a) show the gradient field for a two material cell while Figure 6 (a) shows the gradient field for a three material cell.
Evaluating contours
We will discuss two ways to evaluate the multi-material contours, one utilizing the graphics hardware for direct surface rendering, and the other resorting to polygonization of the contours. Note that all examples in this paper are presented using the first approach.
Direct rendering A key motivation of our multi-material representation is to utilize graphics hardware for efficient rendering of the contours. We use textureslicing volume rendering as our algorithm for visualizing multi-material volumes, as done in standard implicit modeling on a signed grid [18, 2] . Texture-slicing volume rendering approximates the ray-integral in traditional ray-casting volume rendering by rendering view perpendicular slices and compositing the slices using hardware blending.
The scalars and material labels, along with auxiliary data such as a density map, are stored as 3D textures. Coloring a single screen fragment involves a number of texture fetches to determine the density, color, and shade of the fragment in texture space, utilizing the underlying tri-linear interpolation capability of GPU. For our classification algorithm, we need to fetch an additional 8 scalar values and 8 integer labels as part of the fragment shader program. Texture fetches are typically expensive operations in shader programming. We note that, however, these 16 fetches can be reduced to 4 fetches by packing the values into the RGBA channels for a single texel. As we shall see in the Results section, our algorithm achieves interactive rendering rates, even for volumes with complex material composition like those in Figure 1 . Both the scalars and material labels are 8-bit textures, which allows up to 256 number of materials. With only 8-bits of precision for the scalars, we need to ensure that the precision is not spent on non-essential portions of the representation. We note that the scalars are used for arbitration only on the border between different materials. This implies that the scalars only need to be accurate for cells that intersect the inter-material boundary.
Lastly, we use a single 1D transfer function that maps the voxel density to an opacity value. The color of each pixel is determined by the classification, where each material label is associated with a single color. Note that our method is a general classification scheme, and it can be extended to include multiple transfer functions (one for each material label) as described by Hadwiger et al. [8] .
Polygonization Besides GPU-based rendering, an alternative way to evaluate the contours is using polygonal methods such as Dual Contouring. Under Dual Contouring, we create a vertex within each cell that exhibits a label change, and then form a polygon for each grid edge that exhibits a material label change by connecting the vertices created within the cells sharing that edge.
The vertex in a cell should be located closest to the intersection of all the pairwise tri-linear surfaces within the cell. More formally, let M be the set of materials in the cell and let x be a point inside the cell. Consider the function
The minimum of this function describes a point that is close to the intersection of all the surfaces that satisfy t k (x) = t j (x). This is a non-linear optimization problem that can be costly to compute. We approximate the solution using an QEF-based approach that was described by Schaefer et al [14] . Using this method, we first locate the intersections, p i , of the surfaces along the cell edges. These intersections and the gradient directions (as described in Section 2.2), n i , at these points describe a set of planes per cell. We then find a point that
This minimization gives an approximation of Eq. 4 that is reasonable for our purpose. Note that this is an outline for computing the contour point. Please refer to the work of Schaefer et al. for more implementation details [14] . An example of the Dual Contouring polygonization is shown in Figure 7 .
Set Operations on Multi-material Contours
One of the primary attractions of implicit modeling is the ease with which it can model Boolean operations from constructive solid geometry [13] . To enable interactive construction of multi-material models in our representation, we next develop analogs of the set operations Union and Intersection for multi-material contours. These operations can be applied in several context with regards to interactive segmentation. Due to space limitation, we direct the reader to [4] for more detail.
In the signed (two-material) case, the typical convention is to represent a solid as the set of solutions to the inequality f (x, y, z) < 0. Now, given two solids f (x, y, z) < 0 and g(x, y, z) < 0, the union of these two solids is simply the set min(f (x, y, z), g(x, y, z)) < 0 while the intersection of two solids is the set max(f (x, y, z), g(x, y, z)) < 0.
If the functions f and g are represented by signed grids, a standard technique for approximating their union or intersection is to take the min or max of their associated sign grids. Our goal is to develop equivalent rules for the two-material case that generalize to the multi-material case in a natural manner.
Our approach is as follows; consider two materials A and ¬A (not A). A can be interpreted as being the inside of a solid (i.e; negative in the implicit model) and ¬A can be interpreted as being the outside of a solid (i.e; positive in the implicit model.). Given a multi-material map consisting of only these two materials, we can attempt to construct rules for computing new non-negative scalars and material labels on the grid that reproduce the operations Union and Intersection.
In particular, given a grid point with two associated pairs (s 1 , k 1 ) and (s 2 , k 2 ) (where both the s i are non-negative), our goal is to compute a scalar/label pair (s, k) for the union of the material S. This new pair can be compute using the case look-up given in Table 3 .
Note that the rule for computing k is straightforward. For Union, the new material label is A if and only if at least one of the material labels is A. For Intersection, the new material label is A if and only if both of the material labels are A. The rule for computing the new scalar s is only slightly more involved. The key is to convert back to the signed case and then return the result of taking the minimum of the converted scalars. For example, if both material labels are A, we take the negative of both scalars s 1 and s 2 , computed their min and then negate the result. These three operations are simply the equivalent of taking the max of the original scalars. In particular, if both s 1 and s 2 are non-negative,
Similar argument can be used to derive the given formulas for the remaining cases.
Another interpretation of these operations on the scalars s 1 and s 2 is to view these numbers as estimate of the distance from the grid point to the boundary of the region A. In the case of Union, the rule is that if both grid points lie in A, a good estimate of the distance from the grid point to the boundary of the union is the maximum of these two distances. Similar arguments again apply in the other cases.
Operations for Three or More Materials
Given the method for union and intersection defined above, the generalization of these operations to the three or more material case is relatively easy. We suggest two operations analogous to Union and Intersection for the multi-material case. The first operation Overwrite takes a multi-material map and a two-material map (with material A and ¬A) and performs the multi-material analog of Union. In particular, it treats the material in the first multi-material map as being either A or ¬A and applies the two material rules for Union described above. The result of an Overwrite operation is that the material A in the second map overwritten onto any existing materials in the first map. The resulting map contains the union of the materials A in both maps.
The second operation Restrict again takes as input a multi-material map and a two-material map (with materials A and ¬A). In this case, the Restrict operation modifies the second map to return the intersection of the first map (viewed as materials A and ¬A) and the second map. Essentially, the second map is restricted to only those regions where the material A exists in the first map. Fig. 8 . Implementation details. Viewing a multi-material volume with only integer labels: direct rendering of the voxelized boundaries (a), tri-linear contouring using uniform assignment of scalars (b) and using Guassian-filtered scalars (c). Viewing nested iso-surfaces in a density volume using transfer function (d) as a multi-material volume (e).
Implementation
We first consider visualizing a given multi-material volume where grid points are attached with only integer labels. Direct visualization of the voxelized material boundaries gives a blocky look (see Figure 8(a) ). To create piece-wise smooth trilinear contours, our method needs additional scalars besides the material labels. A simple approach is to assign s i = 1 uniformly for every grid point. Although locally smooth, such contours "wobble" a lot and do not represent a globally smooth surface (see Figure 8(b) ).
To alleviate local surface undulations, we use an improved scalar assignment based on blurring. Recall in our classification method that t k i is a scalar at grid point i for material label k, determined by the scalar s i and material label m i at that point. First, we assign s i = 1 for every grid point, and hence t k i would be binary (0 or 1). Next, for each label k, we compute a blurred value,t k i , by applying a truncated 3 × 3 × 3 gaussian filter to t k g at neighboring grid points g as mentioned in [7] . Finally, we assign s i to be This heuristic is guided by the same intuition given in the gradient discussion of Section 2.2. In the two-material case, the contour resulted from the blurred assignment reproduces the standard tri-linear contour after blurring a signed scalar grid. In the case of three or more materials, the contour is formed by the top two dominant tri-linear interpolants (t k (x) andt j (x)), and the assignment in Eq. 7 results in an approximation of that contour in the cell. Figure 8(c) shows the result of our heuristic. Note that the resulting contours improve over those of uniform assignment. More in-depth implementation details, including segmentation generation, can be found in [4] .
Results
Our method has been implemented and tested on an Intel Xeon 5150 machine with 2 dual-core CPUs running at 2.66GHz. We use an nVidia GTX280 graphics card with 1GB of video RAM. The shaders were written in GLSL. We use OpenMP to enable multi-core processing for easily parallelizable portions of the code. We gather rendering times for a selection of our test cases. The models are displayed in Figure 1 . The running time is largely dependent on the maximum dimension of the volume as we use that to determine the number of quads to use as proxies for rendering. The rendering screen is 512 × 512 pixels. In addition, shading only occurs for visible fragments, and intensive computation only occurs for inhomogeneous cells. The variability of computing load in the fragment shader accounts for the differences in rendering times for volumes such as the "head" and "engine" datasets.
It is also worthy to note that the rendering speed is also dependent on the pixel estate required to display each volume. In other words, the smaller the volume appears on the screen, regardless of input size, the faster the rendering will be, which is an expected result. Our results are taken from the slowest rendering time for each of the test sets. Our method maintains a reasonable frame-rate when rendering the tri-linear contours. Lastly, Figures 9 illustrates the rendering improvement of the tri-linear contours versus binary classification.
Conclusions and Future Work
We present a contouring technique for multi-material volumes, aimed at providing both a smoother inter-material boundary than in typical voxelized approaches and efficient GPU-based rendering. The technique is a generalization of the standard tri-linear contouring in a signed volume, and only requires a small overhead to offer sub-voxel representations of multiple materials. Our technique can be used to improve the visualization of an existing multi-labeled volume and in interactive painting of a density volume [4] . For our future work, we will experiment with using higher level interpolants such as B-splines for classification. This will give us greater flexibility and accuracy in defining the boundary between materials.
