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の C 言語関数を呼出す C 言語プログラムとして出力するため，ソースコードレベルでさまざまな並
列計算システムへ可搬性の高いものとなっている．本論文では，SPL の設計概念，実現の仕組みを
説明し，プログラミングの応用例を紹介した後，評価，議論を行う．
Design and Implementation of a Parallel Language with Dynamic Compilations
Yasushi KODAMA†
We have designed and implemented a parallel language called SPL for developing of the
fault tolerant systems. Using SPL, various parallel calculation systems from a large-scale
distributed environment to the micro-kernel of the operating system can be described. In
addtion, a flexible programming is enabled using dynamic compilations. Bacause this pro-
cessing system assumes the translator method and outputs the program codes that call only
20 functions of C language, it can be executed with high portability. In this paper, we explain
the design concept of SPL, the examples of programming and the system evaluation.
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図 1 2 つのソフトウエア部品
















( 1 ) ソフトウエア全体が十分に部品化されている．
( 2 ) 各部品が独立に，並列に実行可能である．
( 3 ) 各部品は，さまざまなシステムで実行可能で，
統一的記述がなされている．




















に従った並列言語 SPL(a Simple Parallel Language)



















図 2 SPL の構成
































もった Primitive Software 上へ移植する場合は，9 個
のデバイス依存関数のみを新たに実現すればよい．





















state var 識別子 = 初期値; ...
script
(=> メッセージパターン {





































を B，未来変数を C とし以下のように記述する．
• 過去型
[A <= メッセージ];

















































( 1 ) 上記のオブジェクト生成で起動されたオブジェ
クトを複製し，新たに起動する．
clone ObjectID














るため，(1) を動的生成，(2) を動的コンパイル とい
う．演算子 clone の返り値は，oid 型であり，複製
されたオブジェクトの ObjectSlot を指す値を返す．


























start { から } までが，プログラムである．3 種類
の並列オブジェクトを宣言する．部屋 Room，哲学者
Philosopher，フォーク Fork で，部屋は 1 個，哲学






































( 1 ) コンストラクタに相当する部分を文字列の変更
で記述する．






























ブジェクト menu を SPL で記述すると以下のように
なる．
[object menu
state var ItemNumber=0 var Singleton=Me
script
(=> :Move int X int Y {
if( メニューが画面に表示されている ) {
// マウスカーソルの Move イベントにより，
// :Move メッセージが受渡され，
// メニュー上で項目が選択される処理．
// 変数 ItemNumber に項目番号を設定する．
}
})





if( メニューが画面に表示されている ) {
// メニューを画面から消去する
// (ポップアップ)．
















ウスの Move イベントにより受渡される :Move メッ
セージを受理することができ，各メニュー項目を移動
する．最後に，:PopUp メッセージを受渡され，受理




























































5. 設 計 方 針


















































( 1 ) オブジェクトを識別するための値

































5.3 中 間 関 数
処理系として，ソースコードを C言語へ変換するト
ランスレータ方式とした．メッセージキュー，Object-




( 1 ) 通常モードのためのメッセージ処理
( 2 ) select 文のための処理
( 3 ) NowQueue のための処理












oid Me = (oid)(argv[0]);
oid Mother = (oid)(argv[1]);
_InitializeObject( argv, Me, TRUE );
while( TRUE ) {
message __Message; message __MessageP;
int __From = 0; int __FromInSelect = 1;
__Message = __MessageP =




__From ) ) {
case 0: {
# ifdef DEBUG_OBJECT
printf( "*** [%s] message 0 from %s.\n",
Me->Name, Sender->Name );
# endif /* DEBUG_OBJECT */









printf( "No acceptable message.\n" );


















( 1 ) 関数 DequeueMessage によりメッセージを一
つ取り出す．
( 2 ) 関数 AnalizeMessage によりメッセージが受
理できるかどうか，解析する．
( 3 ) メッセージを受理する場合は，対応するメソッ
ドを実行する．
( 4 ) メッセージが受理できない場合は，(6) へ進む．
( 5 ) メソッド終了後に受理したメッセージを消去
する．












大規模分散環境として PVM を用いた PC クラスタ，
p スレッドライブラリおよび，やゑ4) マイクロカーネ




4節 応用例で紹介した哲学者の食事問題を p スレッ
ドライブラリを用いた実現での実行結果が図 4である．
哲学者オブジェクト 3 つについて，各 1000 回食事
をした時の時間を計測した．横軸が食事の回数，縦軸




















1 個，フォーク (Fork) オブジェクト 3 個，哲学者
(Philosopher) オブジェクト 3 個，計 7 個，中段の
プログラムは，部屋オブジェクト，フォークオブジェ





台 の PC を用いた PC クラスタ上で実行し，実行時
間を計測した．計算の様子を図 5 に示す．各 PC は，










Fig. 5 Sorting of an integer array
が受渡され，集められる．
最初に，M 個の要素を持つ配列をメッセージとし














れ (1 ～ 3 個のいずれか)，上記 i，j をもとにして，
配列に格納すればよい．
Primitive Softwareとして，PVMを用いた場合は，
各並列オブジェクトがプロセスとなる．1 台の PC で
は，1800 個程度が限界であるため，N の値を，1800
および，900 とし，ソートが完了するまでの実行時間
を計測した (図 6)．横軸に PC の台数，縦軸に秒単位














図 6 PC クラスタを用いた台数効果




( 1 ) ソフトウエアが十分に部品化されている．
( 2 ) 各部品が独立に，並列に実行可能である．
( 3 ) 各部品は，さまざまなシステムで実行可能で，
統一的記述がなされている．



















セマフォ，バッファなど Primitive Software に通常
備わっている機能を扱う関数であるため，デバイス非
依存である．セマフォ，バッファなどが備わっている
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2:var room = [object Room
3: state var n = 0
4: script
5: (=> :Enter { n++; !n; })
6: (=> :Exit { n--; !n; })];
7: var f0 = [object Fork
8: state var s = 1 var nn = 0
9: script
10: (=> :SetNumber int n { nn := n; })
11: (=> :Get {
12: if((--s)<0) {
13: [select
14: (=> :Put { s++; })];
15: }
16: !nn;})
17: (=> :Put {s++;})];
18: var p0 = [object Philosopher
19: state var nn = 0 var ccc = 0
20: script
21: (=> :SetNumber int n { nn := n; })
22: (=> :Go oid Right oid Left oid Room {
23: var rr = 0; var ll = 0; var b = 0;
24: while(true) {
25: rr := [Room <=== :Enter];
26: b := nn%2;
27: if(b==0) {
28: rr := [Right <=== :Get];
29: ll := [Left <=== :Get];
30: } else {
31: ll := [Left <=== :Get];
32: rr := [Right <=== :Get];
33: }
34: [Right <= :Put];
35: [Left <= :Put];
36: rr := [Room <=== :Exit];
37: }})];
38: var f1 = clone f0; var f2 = clone f0;
39: var p1 = clone p0; var p2 = clone p0;
40: [f0 <= :SetNumber 0];[f1 <= :SetNumber 1];
41: [f2 <= :SetNumber 2];
42: [p0 <= :SetNumber 10];[p1 <= :SetNumber 11];
43: [p2 <= :SetNumber 12];
44: [p0 <= :Go f2 f0 room];
45: [p1 <= :Go f0 f1 room];




2: var room = clone("Room","\
3: [object Room \
4: state var n = 0 \
5: script \
6: (=> :Enter { n++; !n; }) \
7: (=> :Exit { n--; !n; })]");
8: var fork = "\
9: [object Fork%d \
10: state var s = 1 var nn = %d \
11: script \
12: (=> :Get { \
13: if((--s)<0) { \
14: [select \
15: (=> :Put { s++; })]; \
16: } \
17: !nn;}) \
18: (=> :Put {s++;})]";
19: var str = char[2000];
20: Primitive::sprintf(str,fork,0,0);
21: var f0 = clone("Fork0",str);
22: Primitive::sprintf(str,fork,1,1);
23: var f1 = clone("Fork1",str);
24: Primitive::sprintf(str,fork,2,2);
25: var f2 = clone("Fork2",str);
26: var phil = "\
27: [object Philosopher%d \
28: state var nn = %d var ccc = 0 var tt = 0 \
29: script \
30: (=> :Go oid Right oid Left oid Room { \
31: var rr = 0; var ll = 0; var b = 0; \
32: while(true) { \
33: rr := [Room <=== :Enter]; \
34: b := nn%%2; \
35: if(b==0) { \
36: rr := [Right <=== :Get]; \
37: ll := [Left <=== :Get]; \
38: } else { \
39: ll := [Left <=== :Get]; \
40: rr := [Right <=== :Get]; \
41: } \
42: [Right <= :Put]; \
43: [Left <= :Put]; \









53: [p0 <= :Go f2 f0 room];
54: [p1 <= :Go f0 f1 room];
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55: [p2 <= :Go f1 f2 room];
56:}
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