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Datenbanktechniken und interaktiven graphischen Arbeitsmethoden
-----------------------------------------------------~------~--
Zusammenfassung
Dieses CAD - System dient der interaktiven AUfbereitung der Daten, die ein zu
analysierendes System in. funktioneller Hinsicht beschreiben. Es unterstützt
die Manipulation von Informationen, wie. sie durch Blockdiagramme und Tabellen
erfaßt werden und stellt damit ein Werkzeug bereit t das bereits in einem
frühen Konstruktions-/Planungsstadium nicht nur zeichnerische Unterstützung
bietet, sondern eine problemangepaßte Informationsverarbeitung realisiert, die
auf Datenbanktechniken fußt und diese durch interaktive graphische Methoden
ergänzt.
GRIMBI verfügt über eine Datendefinitionssprache (OOL) zur logischen und
graphischen Beschreibung von Modellklassen, die die problemtypischen Modellie-
rungsrestriktionen erfassen und GRIMBI somit an spezielle Problembereiche
anpassen. Dazu wurde das im Bereich des funktionellen Modellierens gebräuch-
liche Blocl<diagramm - Datenmodell als problemorientiertes Datenmodell adaptiert.
Auf Grund der Modellklassen - Informationen ist GRIMBI in der Lage t Entwurfsfeh-
ler zu entdecken t so daß nur konsistente MOdelle aufgebaut werden können.
Für das Modellieren gemäß einer Modellklasse stellt GRIMBI Standardopera-
tionen t systemtechnische Arbeitsmethoden wie schrittweises Verfeinern und
Abstrahieren und das Verwalten von Modellalternativen bereit. Modelliert wird
interaktiv mit einer selbständigen Kommando/Menü-Sprache oder im Stapelbetrieb
mit der GRIMBI-DMl t einer Oatenmanipulationssprache als Erweiterung der
Gastsprache PLll. Für die Auswertung eines Modells (Analyse) stehen OML -
Befehle zur Unterstützung des Navigierens in einem Modell bereit, d.h. für
den relativen Zugriff auf Daten des Modells.
GRIMBI ist als Subsystem des integrierten CAO-Systems REGENT implementiert.
Es ergänzt REGENT durch eine problemspezifische Datenbankkomponente und eine
graphisch orientierte Dialogkomponente. Diese Kopplung an REGENT ergibt eine
Integration von Stapelbetriebsaktivitäten (Modellklassendefinition t
umfangreiche Modellanalysen) mit interaktiven Arbeiten (Model 1synthese).
Der Einsatz eines intelligenten graphischen Terminals in Verbindung mit einem
Großrechner und einer geeigneten Aufgaben- und Datenverteilung ergibt
problemgerechte Antwortzeiten und die Möglichkeit t das Terminal allein auch als
Blockdiagramm-Zeichensystem zu nutzen.
GRIMBI wird vorerst bei der Sicherheitsanalyse kerntechnischer Anlagen
(Fehlerbaumanalyse) eingesetzt.
A System for Funetional Modelling using Oata Base Teehniques and
Interaetive Graphie Working Methods
----~-----------------------------------._-----~--------------~-
Summary
This CAO-system $erves for preparing data of systems to be analysed under
funetional aspects. It supports manipulation of informations ineluded in
blockdiagrams and tables and therefore is an aid for the early design phases not
only for drawing but espeeially for a problem oriented information handling~
based on data base techniques completed by interaetive graphie working methods.
GRIMBI contains a data definition language (DOL) to describe model classes
logically and graphically. Modell classes represent problem oriented modelling
restrictions. Model class description is based on a problem oriented data
model, obtained by adapting the known blockdiagram data model. The model elass
informationenables GRIMBI to detect wrong modelling and to get consistent
models.
Modelling according to a model c1assis done by standard operations, working
methods like stepwise refinement and abstraction and management of design
alternatives. Modelling is done using a self-contained eommand/menue-language or
the,GRIMBI-OMl for batch environment, a data manipulation language, which is an
expansion of the host language PL/l. Model analysis is supported by special
OMl-statements for navigation in the data structure.
GRIMBI is implemented as subsystem of the integrated CAO kernel system
REGENT. It completes REGENT by a problem oriented data base component and a
graphies oriented dialog component. This eoupling to REGENT provides an
integration of bateh aetivities (model elass definition, analysis of models)
with interactive tasks (model synthesis).
Usage of an intelligent graphie terminal conneeted to a large host yields,
together with a suitable task and data distribution, a convenient response time
behaviour, and the possibility to use the terminal for drawingof blockdiagrams
without host support, that means without eonsidering problem restri~tions and
without GRIMBI-OML aecess to the data for analysis.
GRIMBI is presently used in safety analysis of nuclear plants (fault tree
analysis).
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1. Einleitung
*************
Eine wesentliche Aufgabe des Ingenieurs besteht darin, Anlagen, Bauwerke,
Geräte oder Maschinen, also dingliche, technische Objekte, die eine
geforderte Funktion erfüllen, zu konstruieren und zu produzieren oder zu
planen und zu montieren.
Daraus ergeben sich bezüglich der Arbeitstechniken zwei Bereiche 111,in
denen man mit ganz unterschiedlichen, der jeweiligen Aufgabe angepaßten
Modellen arbeitet (Abb.l).
(1) Der funktionellen Phase liegt eine systemtechnische Betrachtung der
Objekte zugrunde. Dabei wird das zu entwickelnde Produkt einerseits als
Element eines Systems angesehen, andererseits aber selbst als System aus
bekannten Grundbaustei nen aufgebaut und durch sei ne Topo1ogi e und kenn-
zeichnende Eigenschaften beschrieben. Gebräuchliches Hilfsmittel für die
Informationsdarstellung in diesem Bereich ist das Blockdiagramm , das die
Systemtopologie und die Bauelementparameter symbolisch repräsentiert.
(2) In der gestalterischen Phase wird das zu bearbeitende technische Objekt
als physisches Gebi 1de betrachtet, dessen Geometri e und dessen technolo-
gische Daten festzulegen sind. In diesem Bereich werden technische
Zeichnungen zur Informationsdarstellung eingesetzt. Sie repräsentieren
ein nach festen Regeln angefertigtes Bild des Objektes, in dem g~ometrische
Gr6ßen auch wieder durch geometrische Gr6ßen dargestellt werden.
Diese allgemeine Klassifizierung nach Modelltypen und daraus sich ergebenden
Arbeitstechniken findet sich auch in dem speziellen Bereich sicherheitstechni-
scher Untersuchungen kerntechnischer Anlagen.
Hierbei werden für fluid-struktur-dynamische Analysen Anlagenmodelle zur
Erfassung physikalisch-technischer Zusammenhänge und relativ einfacher
Geometrien bearbeitet. Für ihre Beschreibung haben sich problemorientierte
Sprachen, wie sie beispielsweise das integrierte CAD-System REGENT 121
unterstützt, gut bewährt. Bei komplexen geometrischen Modellen, wie sie ;m
allgemeinen für strukturmechanische Analysen mit Finit-Element-Methoden
auftreten, ist dagegen die Verwendung eines interaktiven graphischen
Geometrieprozessors zweckmäßig, um fehlerfreie Modelle zu erhalten.
FUNKTIONAL
,..--
1I
I ~I
T-7l'lJ 2I Xy I ..... ,....I
A-5.3
BLOCKDIAGRAMM
* TOPOLOGIE
* WERTE
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Abb.l: Modellierungs-Klassen
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Diesem geometrischen Modellieren von Anlagen und Anlagenteilen für die
mechanische Analyse steht das funktionelle Modellieren gegenüber. Es dient
der Modellerstellung für Analysen unter funktionellen Aspekten wie
beispielsweise der Ermittlung der Ausfallwahrscheinlichkeit einer Anlage. In
diesem Bereich wird die Anlage durch ein geeignetes Blockdiagramm modelliert t
das manuell in Programmeingaben umgesetzt wird. Für einige spezielle
Analyseprogramme sind auch hier interaktive Systeme entwickelt worden t um das
Modellieren komplexer topologischer Zusammenhänge zu erleichtern.
Wie die im zweiten Kapitel folgende ausführliche Diskussion des Standes der
Technik von EDV-Systemen für derartige Aufgaben aber zeigt, gibt es kein
selbständiges CAD-System, das das funktionelle Modellieren als allgemeine
ingenieurstechnische Methode umfassend unterstützt.
Gegenstand der vorliegenden Arbeit ist daher ein CAD-System zur
Unterstützung der funktionellen Bearbeitung technischer Objekte t die darin
besteht
- ein Datenmodell des technischen Objektes unter problemabhängigen
Restriktionen aufzubauen, zu verändern und zu verwalten t
- dieses Modell in geeigneter Form darzustellen und
- seine Auswertung durch Analysealgorithmen zu erleichtern.
Die Grundidee dabei ist t die Blockdiagrammtechnik als bewährte Methode in
diesem Bereich /3/ beizubehalten t sie aber für den Rechnereinsatz
aufzubereiten. Das bedeutet vor allem t die Zeichnung (das Blockdiagramm) nicht
mehr als Datenträger zu verwenden, sondern 1edi gl ich als Darste11 ungsmethode
für Daten t die in einem DV-System problemgerecht verwaltet werden.
Jeder Arbeitsbereich besitzt ein eigenes spezifisches Datenmodell des zu
bearbeitenden Objektes t so wi e jeder Bereich sei ne ei gene Fachsprache kennt.
Alle diese Modelle repräsentieren natürlich das gleiche Objekt t daher sollte
ein umfassendes zentrales Datenmodell den Kern eines Gesamt-CAD-Systems bilden.
Die einzelnen Teilmodelle könnten entweder als logische Teildatenbanken
(Sichten) dieses zentralen Modelles realisiert werden (Subschema-Konzept) oder
als temporäre physische Teildatenbanken realisiert werden. Letztere Möglich-
keit ist Grundlage der der vorliegenden Arbeit (Abb.2). Diese Vorgehensweise
erfordert für jedes Teilmodel1 ei nen Modell transformator, der das Tei 1modell
nach seiner Fertigstellung in die zentrale Datenbank überträgt bzw. ein
spezielles Teilmodell aus dem Gesamtmodell für einen. Arbeitsschritt extrahiert.
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Abb.2: Mögliche Struktur eines CAD-Gesamtsystems
Ein Arbeitsbereich. in dem neben- und nacheinander die unterschiedlichsten
funktionellen Modelle technischer Objekte behandelt werden. ist die
Anlagenplanung im Bereich der chemischen Industrie und der Kerntechnik. Eine
Analyse ihrer Arbeitsabläufe und Arbeitsergebnisse verdeutlicht einige
charakteristische Merkmale und gestattet. Forderungen an ein CAD-System für
das funktionelle Modellieren abzuleiten.
1.1. Anlagenplanung als Einsatzgebiet funktionellen Model1ierens
=================-=====-== -----
Unter einer Anlage im Sinne dieser Arbeit versteht man eine Menge von
Aggregaten zur Stoff-. Energie- und Informationsumwandlung. die durch
Leitungen zum Stoff-. Energie- und Informationstransport verbunden sind. Die
Anlagenplanung befaßt sich mit der Ermittlung einer geeigneten funktionellen
und räumlichen Struktur einer solchen Anlage. die einer vorgegebenen
Gesamtfunktion unter vorgegebenen Randbedingungen entspricht. Die dazugehörigen
kaufmänni sehen und organi satori sehen Aspekte werden erst in zwei ter Hi ns i cht
berücksichtigt. Der Anlagenp1anungsprozeB ermittelt aus der
verfahrenstechni sehen Spez i fi kat ion ei ner Anlage all e Daten. di e für den Bau
und Betrieb erforderlich sind. Abb.3 unterscheidet fünf Abschnitte der
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Anlagenplanung. Oie Abgrenzungen und Bezeichnungen der einzelnen Phasen
orientieren sich an den Modellvorstellungen in den jeweiligen Bereichen: Nach
Phasen mit funktionellen Modellen erfolgt ein Übergang auf geometrisch
bestimmte Modelle. In den Schlußphasen werden dann beide Modell typen
nebeneinander eingesetzt.
Ausgehend von einer Anlagenspezifikation durch die hinein- und
herausflie$enden Ströme und technische, kaufmännische, organisatorische und
umwe1tbezogene Randbedi ngungen, ergi bt der Prozeßentwurf ei n Netz
verfahrenstechnischer Funktionen, das aus Funktionselementen des Stoff-,
Energie- und Informationsumsatzes und Strömen von Stoffen, Energie und
Informationen besteht. Angaben zur Grösse der Ströme und die zur Durchführung
erforderlichen Betriebsbedingungen (Temperaturen, DrUcke etc.) ergänzen die
Prozeßtopologie.
Der darauffolgende Entwurfsschritt, die funktionelle Anlagenplanung befaßt
sich mit der technischen Ausrüstung, die für die Durchführung des vorher
festgelegten verfahrenstechnischen Prozesses erforderlich ist (DIN 28004 /4/).
Es geht also darum, den ei nze1nen Prozeßfunktionen Apparate und Maschi nen und
den Prozeßströmen Leitungen zuzuordnen und ei ne geei gnete MSR-Techni k (Meß-,
Steuer- und Regeltechnik) zu planen, die dafür sorgt, daß die festgelegten
Betriebsbedingungen eingehalten werden.
SPEZIFIKATION
•PROZESS-
MODELLIERUNG
•FUNKTIONELLE
ANLAGENPLANUNG
~
RAEUMLI CHE
ANLAGENPLANUNG
, , , ,
OETAILLIERtN; OETAIlLlERUNC OETAILLIERUNC OETAILLIERUNC
SAU.STAtLSAU ROHRlEITtN;EN t1SR ENERCIETECHNIK
,
ANLAGEN-
SICHERHEIT
Bl2J2
Abb.3: Teilprozesse der Anlagenplanung
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Diese funktionelle Struktur d.er Anlage bildet die Basis für den
räumlichen Anlagenentwurf t bei dem man die Anlagenkomponenten im
vorgegebenen Raum positioniert t ihnen also geometrische Daten zuordnet.
Der Bau ei ner Anlage erfordert ei ne Konkreti si erung der funkt ione Hen und
räumlich-abstrakten Beschreibung. Sie erfolgt in der Phase der
Anlagendetaillierung in fachspezifischen Teilbereichen wie Bau/Stahlbau,
Rohrleitungsplanung, MSR-Technik, elektrische Energietechnik.
Insbesondere in der Kerntechnik folgt abschließend die Untersuchung der
Anlagensicherheit, die Detaildaten der Anlage erfordert. In dieser Phase wird
ein Modell der Anlage erstellt, das es gestattet, Aussagen über die
Ausfallwahrscheinlichkeit abzuleiten und Hinweise für geeignete
KonstrUktionsänderungen zu gewinnen.
Diese Gliederung des Planungsprozesses weicht geringfügig von derjenigen in
/5/ ab. Dies ist auf die stärkere Orientierung an den verschiedenen
Model 1typen zurückzuführen und auf eine damit zusammenhängende stärkere
Abstraktion, die Teilprozesse wie Berechnung und Auslegung oder die
Apparatespezifikation nicht expliZit in Erscheinung treten läßt.
Der in Abb.3 angegebene Planungsablauf bedeutet nicht, daß eine
Planungsphase vollständig abgeschlossen werden mua', bevor die folgende
begonnen werden kann. Es ist im allgemeinen so, daß in einer Phase erst einmal
vorläufige Daten ermittelt werden, mit denen dann in den Folgephasen vorerst
gearbeitet wird. Ein Endergebnis entsteht erst durch eine mehrfache Iteration
Das iterative Vorgehen bedingt, daß die Anlagendaten mit einer Eigenschaft
gekennzeichnet werden müssen, die eine Aussage über ihren Wert macht. Oie
Daten sind beispielsweise als vorläufig oder als endgültig zu betrachten, was
Auswirkungen auf Konsistenzprobleme bei Datenbanken in diesem Bereich hat
(Kapitel 2.2.3.).
In allen genannten Bereichen mit Ausnahme des räumlichen Entwurfs und der
Bau/Stahlbau-Planung betrachtet man die Anlage oder Teile der Anlage unter
verschiedenen Aspekten funktionell. Um wesentliche Probleme dieser
Betrachtungsweise hinsichtlich einer EDV-Unterstützung zu verdeutlichen, werden
in den beiden folgenden Teilabschnitten die funktionelle Anlagenplanung und die
Sicherheitsanalyse von Anlagen exemplarisch etwas genauer dargestellt.
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1.1.1. Funktionelle Anlagenplanung
Diese Planungsphase umfaßt die Ermittlung der erforderlichen
gerätetechnischen Ausrüstung für einen vorgegebenen Prozeß. Das Ergebnis
wird im allgemeinen in Form eines R & i - Fließbildes (Rohrleitungs- und
Instrumentierungs-Fließbildes) dokumentiert. Ein vereinfachtes Beispiel aus dem
Bereich der Reaktortechnik zeigt Abb.4. Das Fließbild stellt die
Kühlkreisläufe eines Natrium-gekühlten Kernreaktors dar. Ohne genauer auf
Details einzugehen, wird hier deutlich, daß die Blockdiagramme und damit die
Informationsverarbeitung in diesem Bereich vor allem durch folgende
Eigenschaften charakterisiert werden:
- viele unterschiedliche Typen von Objekten und Verbindungen,
- viele Objekteigenschaften, die durch Variation der Symbolgraphik, durch Texte
oder ergänzende Tabellen dargestellt werden,
- problemorientierte Restriktionen für den Aufbau einer Struktur. Sie betref-
fen die Zulässigkeit von Objekteigenschaften, die beispielsweise durch Normen
eingeschränkt sind, sie betreffen aber vor allem die Verbindungen zwischen
den verschiedenen Anlagenkomponenten. Diese Art von Restriktionen verbietet
beispielsweise, einen Fluidausgang einer Pumpe mit dem Ausgang eines Elektro-
Verteilers oder der Stromzuführung einer Pumpe zu verbinden (Abb.5).
I E-NETll I
VERTEILER I
Ai
Abb.5: Entwurfsfehler
Abb.6: Symbolvariationen
O(j)~~
e!>e~@J
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Die Ausführung von Fließbildern ver-
fahrenstechnischer Anlagen ist in DIN-28004
/4/ und DIN-19227 /6/ genormt. Diese
Fließbilder werden aus Symbolen aufgebaut,
die einen Apparat oder eine Maschine durch
ein Grundsymbol darstellen, das entspre-
chend der spezifischen Eigenschaften des
jeweiligen Falles durch Zusatzsyrnbole
ergänzt wird. Informationen, die durch
diese Symbolik nicht erfaßt werden, ~K~ ~
ergänzt man in Form von Texten oder
Tabellen. Die Abb.6 zeigt die Variation
elnes Grundsymbols in Abhängigkeit von einer Objekteigenschaft, dem Pumpentyp.
1.1.2. Sicherheitsanalyse
----~--------------------
Di~ Sicherheitsanalyse von Anlagen verfolgt zwei Ziele:
- die Ermittlung quantitativer Zuverlässigkeitsangaben für die
Risikoermittlung und den Vergleich von Teilsystemen oder Alternativen
Entwürfen und
- die Aufdeckung von Schwachstellen, um gezielt Entwurfsänderungen zur
Zuverlässigkeitserhöhung durchfUhren zu können.
Für die $icherheitsanalyse großer Anlagen, wie beispielsweise
Kernkraftwerke, haben sich zwei Methoden bewährt: die Fehlerbaumanalyse und die
Störfallablaufanalyse. Sie unterscheiden sich in der Methodik des Modellierens
und bei der graphischen Darstellung des Modells, basieren aber beide auf dem
sogenannten Booleschen Modell /7/.
Das Boolesche Modell kann Systeme mit endlich vielen Komponenten
darstellen, die die beiden Zustände lIintakt ll und IIdefektll annehmen können.
Ordnet man den Komponenten boolesche Variable (Primärvariable) zu, so läßt
sich das Gesamtsystem durch einen booleschen Ausdruck dieser Variablen
beschreiben. Bezeichnet die Variable TOP das Gesamtsystem, so ist TOP=f(Vi) ein
Modell des Systems mit i Komponenten. Die boolesche Funktion f modell iert das
sicherheitstechnische Verhalten des Systems, indem sie eine Aussage darüber
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macht, we1ehe Komponenten defekt sei n müssen, dami t das Gesamtsystem defekt
ist. Daraus läßt sich dann ableiten, wie groß die Wahrscheinlichkeit des
Systemausfalls bei vorgegebenen Wahrscheinlichkeiten für Komponentenausfälle
ist.
Modelliert wird mit Elementen, wie sie Abb.7 zeigt /8/. Diese Elemente
bilden drei Klassem: Variable, Operationen und Teilsystemgrenzen. Ein
Fehlerbaum ist eine graphische Repräsentation einer booleschen Funktion vom Typ
TOP=f(Vi), bei der Zwischenvariable eingeführt worden sind, um die schrittweise
Bearbeitung zu erleichtern. Darüberhinaus werden alle Variablen verbal
beschri eben, dami t ihre Bedeutung für jeden 1ei cht verständli ch ist und di e
Konstruktion des Baumes nachvollzogen werden kann.
Den Variablen sind außerdem verschiedene Attribute zugeordnet, die für die
Analyse von Bedeutung sind. Primärvariab1e repräsentieren Zustände von
Komponenten, deren Verhalten bekannt ist und die nicht weiter analysiert werden.
Die Zwischenvariablen stellen Teisysteme dar, die im Verlauf der Synthese
durch boolesche Ausdrücke (Baum von Variablen und Operationen) beschrieben
werden. Die Variable TOP dient als Ergebnisvariable.
Diese Variablen werden im allgemeinen durch Konjunktionen, Disjunktionen und
Negationen verknüpft. In speziellen Anlagen wie den Kernkraftwerken ergänzt
man diese Funktionen noch durch Komplexfunktionen wie beispielsweise die
2aus3"Auswahl.
Das Zusatzsymbol Punkt am Eingang einer Funktion bewirkt eine Negation der
Information.
Die Schnittstellenelemente Transfer-in und Transfer-out gestatten es, eine
große, unübersichtliche Anlage in Teilanlagen aufzugliedern.
Die Standardoperationen mit denen ein System aus diesen Elementen aufgebaut
wird sind: Einfügen, Löschen, Ändern von Elementen und deren Parametern,
Verschieben von Elementen und El ementgruppen , Suchen von Systembereichenoder
Elementen.
Eine wichtige Aufgabe der Sicherheits-Analyse besteht darin, verschiedene
Anlagenvarianten zu untersuchen, um ihre Zuverlässigkeit zu vergleichen und ein
Konstruktionsoptimum zu finden. Dazu müssen zu den verschiedenen
Teilsystemmodellen Entwurfsalternativen bearbeitet werden.
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Abb.7: Elemente eines Fehlerbaumes (Auswahl aus 18/)
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Abb.8: Elemente der Ereignisablaufanalyse (Auswahl aus/9/)
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Während man den Aufbau von Fehlerbäumen bei einem wesentlichen,
unerwünschten Ereignis beginnt ( z.B. Bruch der Hauptkühlmittelleitung in
einem Kernkraftwerk) und dazu schrittweise die Ursachen ermittelt, startet die
Störfallablaufanalyse (Abb.8, /9/) mit einem bestimmten Ereignis, dessen
mögliche Folgeereignisse aufgesucht werden (z.B. Ermitteln der Folgen eines
Pumpenausfalls im Primärkreislauf). In der Praxis werden beide Methoden
kombiniert eingesetzt, da bei der Untersuchung sehr großer Anlagen die
Fehlerbaummethode allein auch nicht praktikabel ist. Man gliedert daher mit
Hilfe der Störfal1ablaufmethode die Gesamtanlage in Teil systeme , die dann mit
der Fehlerbaummethode detailliert bearbeitet werden. Die Abbildungen 9,10,11
zeigen, wie drei verschiedenartige Modell typen bei Sicherheitsanalysen
nebeneinander eingesetzt werden. Ausgehend von einem R&I-Modell wird der Reaktor
durch Ereignisablaufdiagramme und Fehlerbäume dargestellt, die in Teilbereichen
eventuell noch durch einen weiteren Modelltyp, das Markovsche
Zustandsübergangsmodell, ergänzt werden.
UnerWünschten Ereignisse, die mit der Fehlerbaummethode bearbeitet werden
sollen, ermittelt man systematisch durch die Ereignisablaufanalyse (/10/,Abb.9).
Dabei geht man von von einem Anfangsereignis aus, beispielsweise einem
Rohrbruch, der den Kühlmittelverlust hervorruft, und verfolgt dann die
Weiterentwicklung, je nachdem, ob die verschiedenen hierfür' vorgesehenen
Sicherheitssysteme funktionieren und mit welcher Wahrscheinlichkeit (P in Abb.9)
dies der Fall ist. Das auslösende Ereignis in Abb.9 ist der Rohrbruch (AL
seine Wahrscheinlichkeit P(A). Für die Sicherheitssysteme wird in jedem Fall
elektrische Leistung benötigt, peS) ist die Wahrscheinlichkeit, daß sie nicht
verfügbar ist, I-P(S) 1 (wegen P(B)«l), daß sie vorhanden ist.
Entsprechende Wahrscheinlichkeiten werden für das Notkühlsystem und den
Sicherheitsbehälterabschluß definiert. Die angegebenen Produkte geben die
unterschi edli chen Wahrschei nli chkei ten an, daß das Anfangserei gni s ni cht
beherrscht wird. Erst die Wahrscheinlichkeiten der Teilsysteme P(X) werden mit
der Fehlerbaummethode ermittelt.
Da die komplexen Algorithmen der Fehlerbaumanalyse relativ viel Speicherplatz
und CPU-Zeit benötigen, handelt es sich bei ihnen um Programmsysteme für den
Stapelbetrieb /11/. Ein weiteres Merkmal bezüglich des EOV-Einsatzes ist die
geringe Modellklassenstabilität in diesem Bereich, da die Analysetechniken
noch relativ neu sind und laufend verbessert werden, z.B. durch den Einbau
neuer Elementtypen (und zugehöriger Algorithmen) /11/.
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Abb.9: Ereignisablaufbaum eines Kernreaktors
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1.2. Merkmale funktionellen Model1ierens und Folgerungen für ein CAO-System
-- --:======= ===::::.== =======:;--
Wie aus den vorangehenden Kapiteln zu entnehmen ist, wird in vielen vom
Problem her sehr unterschiedlichen Bereichen die gleiche Methodik eingesetzt.
Dabei handelt es sich um Vorgehensweisen, die für alle Entwurfsbereiche ihre
Gültigkeit haben und andere, deren Anwendbarkeit sich auf den funktionellen
Entwurf beschränkt. Die folgenden Ober1 egungen gehen von di esem ei nführenden
Überblick aus und präzisieren durch Abstraktion einige Merkmale, um
Forderungen - graphisch durch einen vorangestellten Pfeil (===» hervorgehoben
- an ein CAD-System zur Unterstützung des Mode11ierens zu belegen. Diese
Forderungen sind, isoliert betrachtet, zum Teil Stand der Technik, sie erfordern
erst in der Kombination neue Systemlösungen.
Die Merkmale des funktionellen Modellierens und ihre Folgen für ein
CAD-System werden unter drei Aspekten zusammengefaßt: der Struktur des
Mode11ierens, dem Datenmodell des funktionellen Modellierens und der graphischen
Darstellung der Entwurfsdaten.
Struktur des Model1ierens
---------------------------
Konstruieren oder Planen sind iterative Prozesse, d.h. die einzelnen
Teilprozesse (wie beispielsweise die Anlagenplanungsprozesse in Abb.3) werden
mehrmals durchlaufen, um vorläufige Ergebnisse schrittweise zu verbessern.
Jeder dieser Teilprozesse des KonstruierenlP1anens bei denen es sich jeweils um
ein Modellieren handelt, zerfällt im wesentlichen in zwei Schritte: die
Synthese und die Analyse 112/. Abb.12 zeigt die grundsätzliche Struktur des
Modellierens, ohne Bezug auf eine etwaige Unterstützung durch die EDV.
Bei der Synthese wird ausgehend von Spezifikationen und Daten aus Vorphasen
unter Berücksichtigung von Entwurfshilfsdaten (Kataloge, Regelwerke etc.) ein
Modell erstellt, das entsprechend der jeweiligen Arbeitsphase und den
eingesetzten Arbeitshilfen eine Zeichnung, ein EDV-Mode11 oder eine
mathematische Gleichung ist. An die Synthese schließt sich eine Analyse des
Modells an. Dabei sind drei Bereiche zu unterscheiden. Bei der manuellen Analyse
wird das Modell (z.B. eine Zeichnung) vom Ingenieur beurteilt, mit Kollegen
diskutiert (engineering judgement). Das Ergebnis sind etwaige
Modellierungsfeh1er und Urteile über das Modell. In der algorithmischen Analyse
wird das Modellverhalten simuliert, es werden Berechnungen durchgeführt, die
möglicherweise ebenfalls Mode1lierungsfeh1er erkennen lassen und Kennwerte
ergeben. Die Ergebnisse dieser beiden Teilphasen werden manuell bewertet (im
-17-
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Abb.12: Allgemeine Struktur des Modellierens
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allgemeinen) und gemäß ingenieurtechnischer Entscheidungen wird daraufhin das
Modell geändert. Diese Iterationsschleife kann sich auch wie Abb.12zeigt über
mehrere Phasen erstrecken. In der Anlagenplanung beispielsweise könnte sich
beim räumlichen Modellieren ergeben, daß gewisse Behälter nicht
unterzubringen sind und daher der Prozeß umstrukturiert werden muß.
Bei der Datenextraktion werden dem Modell lediglich Daten entnommen, die in
externen Prozessen benötigt werden (z.B. Stücklistenerstellung für den
kaufmännischen Bereich).
Eine mögliche Unterstützung des Modellierens durch die EDV zeigt Abb.13.
Im Zentrum des Systems steht ein interaktiver CAD-Prozessor über den der
Benutzer Zugriff auf Spezifikationen, Entwurfshilfsdaten und auf eine Datenbasis
hat, in der die Modelle verwaltet werden. Der interaktive Prozessor kann
Teilprozesse für die interaktive, algebraische Analyse anstoßen.
Daneben spielen vor allem beispielsweise in der Anlagensicherheitstechn;k
(z.B bei der Fehlerbaumanalyse) Analysealgorithmen eine zentrale Rolle, die im
Stapelbetrieb der EOV-Anlage laufen müssen, da die Rechenzeiten und die
Speicherplatzanforderungen zu groß sind. Sie erzeugen vor allem Listen und
Diagramme für die Model 1bewertung. Falls das Modell entsprechend aufgebaut ist,
können diese Algorithmen aber eventuell auch Modellwerte ändern.
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Abb.13: EDV-Unterstützung des Modellierens
-19-
Die Ergebnisse der Analysen und der externen Datenbearbeitung veranlassen den
Entwurfsingenieur im allgemeinen zu Entwurfsmodifikationen. Diese Rückkopplung
muß sich nicht auf eine Phase beschränken, sondern kann mehrere Phasen
umfassen. Es lassen sich also im wesentlichen drei Aktivitäten unterscheiden,
die für das Modellieren wichtig sind:
- Ideen formulieren, Aufbau des Modells, Experimentieren mit dem Modell
- Verwendung des Modells zur Kommunikation mit Kollegen
- Auswertung des Modells mit Hilfe von Programmen
Daher sollte ein CAO-System die
~> interaktive Manipulation mit Standardoperationen wie Einfügen, Löschen
von Objekten, Verbinden, Trennen von Objekten, Eingeben und Ändern von
Attri butwerten , Verwalten von Modellen und Teilmodellen unterstützen, eine
---> lesbare graphische Darstellung des Modells und eine
===> problemorientierte Sprache für die Formulierung der Datenauswertung
bieten.
, Durch die Zweistufigkeit (Synthese-Analyse) des Entwurfsprozesses ergibt sich
die Frage, wo in einem CAD-System zweckmäßigerweise die Prüfung der
Modell konsistenz, die Prüfung der Zu1ässigkeit, der Richtigkeit des Modells
erfolgen sollte. Es liegt nahe, diese Prüfung mit der Analyse zu koppeln, da
diese Algorithmen die Modellrestriktionen kennen. Das hat aber den Nachteil ,
daß die Prüfung zu einem Zeitpunkt erfolgt, zu dem Entwurfsfehler
möglicherweise bereits eine Reihe weiterer Fehlentscheidungen nach sich gezogen
haben und dann umfangreiche Korrekturen erforderlich werden (Fehlerlisten,
Abb.14).
Eine programmtechnisch flexible Lösung besteht darin, die Modellprüfung als
selbständigen Prozeß zu implementieren, der der Analyse vorgeschaltet wird.
Di ese Lösung 1äßt ei ne schnell ere Reaktion erwarten, da di e Anforderungen an
die Betriebsmittel im allgemeinen geringer sind, als bei der eigentlichen
Analyse. Die wesentlichen Nachteile der ersten Lösung bleiben aber erhalten. In
der Rea1ität würde man di esem Zwi schenprozeß noch di e Aufgabe der
Datentransformation zuordnen, um so den Syntheseprozeß stärker von der Analyse
zu entkoppe1n. Verwendet man zur Synthese beispielsweise ein Zeichensystem, so
könnte diesem Zwischenprozeß neben der Datenprüfung die Interpretation der
graphischen Daten zugeordnet werden.
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Stattet man dagegen bereits das Teilsystem zur Syntheseunterstützung mit dem
nötigen Problemwissen aus, teilt man ihm die jeweiligen Modellrestriktionen
mi t, so erkennt es falsche Entwurfsentschei dungen sofort und verhi ndert damit
Folgefehler. Das ist besonders dann sehr wertvoll, wenn die Analysealgorithmen
im Stapelbetrieb laufen müssen (Fehlerbaumanalyse). Es sollten daher
=> problembezogene Systemhilfen beim Modellieren (Synthese)
zur Verfügung stehen.
Charakteristisch für den Entwurf ist in vielen Bereichen die Kurzlebigkeit
der Methoden und ihre Instabilität. Beides ist auf eine dauernde Fortentwick-
lung zurückzuführen. (I.B. Fehlerbaum-Modelltyp der Sicherheitsmodellierung).
Die Betrachtung der Anlagenplanung insgesamt und der sicherheitstechnischen
Modellierung hat gezeigt, daß verschiedene Modellklassen nebeneinander einander
ergänzend eingesetzt werden (fehlerbaummethode, Ereignisablaufanalyse, R&I-
Schemata). Ein CAD-System, das die Bearbeitung verschiedenster Modelltypen
erlaubt, um dem Anwender eine einzige Schnittstelle anzubieten, muß sich daher
durch
=> leichte Anpassung an neue Problembereiche (Modellklassen) und
=> dynamischer Modellklassenwechsel auszeichnen.
Beim funktionellen Modellieren sind Tätigkeiten, die hohe Flexibilität und
direkte Reaktion erfordern (Synthese und manuelle Analyse, Abb.12 ), eng mit
Arbeiten verzahnt, die hohe Anforderungen an Betriebsmittel der Rechner stellen
(Analyse) und daher im Stapel - Betrieb bearbeitet werden sollten. Daher ist
eine
===> Integration von interaktivem Betrieb und Stapelverarbeitung
wüschenswert, die die Anwendung des Systems erleichtert.
Datenmodell des funktionellen Modellierens
-----------._------~----------------------
Um ein CAD-System zu befähigen, verschiedene Modellklassen entsprechend
problemspezifischer Model 1klassenrestriktionen zu bearbeiten, sollte eine
geeignete Sprache zur Beschreibung der Modellklassen (Daten- oder
Model 1klassendefinitionssprache) zur Verfügung stehen. Eine solche Sprache
basiert zweckmäßigerweise auf einer problemgerechten abstrakten Vorstellung
von den zu bearbeitenden Modell klassen, d.h. auf einem Datenmodell, das dem
Problembereich des funktionellen Modellierens angepaßt ist. Nur so lassen sich
Modellklassen-Restriktionen einfach und benutzerfreundlich formulieren.
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Die folgende Betrachtung verfolgt daher das Ziel, eine Gruppe von Begriffen
abzugrenzen, die die Basis für eine Sprache zur Beschreibung von Modellklassen
bilden könnten. Dabei wird zwischen der Beschreibung der funktionellen
Modellstruktur, der Beschreibung der problemorientierten Datenorganisation und
der graphischen Darstellung der Daten unterschieden. Ein Datenmodell in diesem
Sinne ist eine abstrakte Vorschrift, zur Einschränkung der Entwurfsfreiheit, um
ein gültiges Modell zu erhalten, das den Restriktionen der Analyse (oder
anderer Folgeprozesse) entspricht.
Problemmodellierung
Funktionelles Modellieren besteht darin, Bauelemente (Objekte) einer
spezifischen Menge zu einem System zu verknüpfen, das eine vorgegebene Funktion
erfüllt. Die bereitstehenden Elemente besitzen Eigenschaften und die
Fähigkeit, mit ihrer Umgebung zu kommunizieren. Diese Fähigkeit wird durch
Anschlüsse Charakterisiert. Die Verknüpfung der Objekte erfolgt im Rahmen
fest vorgegebener Relationen, d.h. durch Bildung von Objektpaaren. Die
Entwurfsrestriktionen beziehen sich auf die Attributwerte der Objekte und auf
Verbindungen zwischen Objekten (lupel der Relationen).
Dieses Datenmodell basiert auf bewerteten gerichteten Graphen /13/, es
läßt sich vereinfacht formal als Graph G darstellen:
G= (V, R , v, r)
mit der Knotenmenge V, der Kantenmenge R c V X V und den bei den Abbi 1dungen
v: V->W(V) und r: R->W(R), die den Knoten und Kanten Werte der Wertemenge W
zuordnen .
Der Entwurfsingenieur unterscheidet in seiner Vorstellung, wie es auch durch
die Blockdiagramme zum Ausdruck kommt, zwischen Objekten und expliziten
Objektassoziationen /14/ (Verbindungen zwischen Objekten). Sowohl den
Objekten als auch den Re1ationen ordnet er Ei genschaften zu; den Objekten
darüberhi naus Anschlüsse, di e di e Fähi gkeit ei nes Objektes beschrei ben, 5 ich
in eine Umgebung einzufügen.
Oie Problemabgrenzung wird durch eine spezifische Menge von
Datenelementen für den Modellaufbau und Entwurfsrestriktionen
beschrieben, die sich auf Objektwerte oder auf die Zulässigkeit von
Objektverbindungen in einem bestimmten Kontext beziehen. Die
=--=> Verwendung eines graphentheoretischen Datenmodells als Basis einer
Modelltypbeschreibung
ist daher naheliegend.
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Eine Modell klasse bzw. Restriktionen für die Operationen zur
Modellbearbeitung sind Daten, also etwas Statisches. Aus diesem Grunde ist eine
=--=> deskriptive Modelltypbeschreibung
problemgerechter als die Formulierung durch Algorithmen.
Problembezogene Datenorganisation
Um große Systeme erfo1grei ch bearbeiten zu können, gl i edert man sie unter
Wahrung der richtigen Beziehungen in überschaubare Teilsysteme (Interessen-
bereiche) und behandelt sie auf einer höheren Abstraktionsstufe als einfache
Objekte mit Eigenschaften und Anschlüssen (Abb.15). Sie verlieren also ihre
innere Struktur. Umgekehrt beschreibt man aber auch vorerst unstrukturierte
Objekte nachträgl ich auf e; ner Ebene geri ngerer Abstraktion durch elementare
Bausteine und deren Verbindungen. Diese Techniken des schrittweisen Verfeinerns
oder Abstrahierens sind aus der Systemtechnik bekannt. In der Blockdiagramm-
technik bedeutet dies die wechselweise Darstellung eines Teilsystems durch einen
Block oder ein Blockdiagramm.
Entschei dend dabei ist di e Idee der System/Tei 1system-Grenze , di e durch
di e Anschl üsse erfaßt wi rd. Di ese Sehni ttste11 en haben di e Aufgabe,
f4nktionelle, geometrische oder kaufmännisch-organisatorische Übergangs-
bedingungen zu erfassen. Schnittstellen werden so gewählt, daß möglichst
wenige und einfache Ein/Ausgänge entstehen. Die Gliederung eines Systems in
Teil systeme und deren Referenz aus Tei 1systemen höherer Abstraktionsstufe
stellt das Gesamtsystem als Hierarchie von Teil~ystemen dar. Es handelt sich um
di e aus der Systemtechni k bekannten Aufgaben des Konfi gurat ions- und
Schnittstellenmanagements /15/.
Typi sch für den Entwurf ist dabei, daß zu ei nem Tei 1system oft
alternative Entwürfe erstellt werden, die erst im Verlauf der weiteren
Arbeit wieder entfallen, wenn man sich auf Grund von Analysen für eine Lösung
entschieden hat (Abb.16).
Diese Gesichtpunkte führen zur Forderung
~=> problembezogener Systemhilfen für die Verwaltung von Teilsystemen,
Schnittstellen, Abstraktionsebenen und Alternativentwürfen.
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Abb.15: Datenorganisation zur Erhöhung der Oberschaubarkeit
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Datendarstellung und Datenidentifikation
Da eine lesbare graphische Darstellung des Modells anzustreben ist,läßt
sich keine Standarddarstellung verwenden, die vom jeweiligen Problembereich
unabhängig ist. Daher muß eine problemspezifische graphische Beschreibung der
Mode11 komponenten di e 1ogi sehe Modell typbesehrei bung ergänzen. All erdi ngs
beschränkt sich dabei im Interesse einer wirklich übersichtlichen graphischen
Darstellung (Blockdiagramm) die Beschreibung auf die Symbolik. Die Symbolanord-
nung und die Leitungsführung sollte dem Anwender überlassen bleiben, da sich
kein allgemeines Kriterium für die Lesbarkeit einer graphischen Darstellung
angeben läßt.
Di e Beschrei bung der symbol ischen Darstellung der Mode 11 daten so11 te di e
starke Strukturierung dieser Informationen (Objekt, Anschluß, Attribut,
Relation, Verbindung) berücksichtigen, vor allem auch, um ihre Identifikation
im interaktiven Betrieb durch Zeigen (PICK) zu ermögl ichen. Entsprechend der
üblichen Blockdiagrammtechnik sollte auch die Freiheit gegeben sein,
Attributwerte entweder durch graphische Zusatzsymbole des Grundsymbols
(parametrisiertes Symbol) oder durch ergänzende Texte darzustellen. Als
B~ispiel zeigt Abb.17 diese verschiedenen Möglichkeiten der graphischen
Darstellung von Attributwerten durch Texte (Typ-Attribut) und durch graphische
Symbole (Negationssymbol, Wasserstand im Behälter).
Ein CAO-System für die interaktive Bearbeitung komplexer technischer Objekte
erfordert daher eine
=~> strukturierte und parametrisierte Symbolik.
Diese graphische Beschreibung der logischen Datenobjekte entspricht in ihrer
Bedeutung, von der Identifikation abgesehen, den Ausgabeformaten für Variable
in Programmiersprachen wie FORTRAN oder PL/l. In diesen Sprachen legt man mit
einem sogenannten FORMAT-Ausdruck fest, wie der Wert einer Variablen bei der
Datenausgabe graphisch durch Elementarzeichen abzubilden ist.
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Abb.16: Entwurfsalternativen
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Abb.17: Strukturierte und parametrisierte Symbolik
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1.3. Zielsetzung der Arbeit
---=---=---------=====
Wie in diesen einleitenden Darstellungen gezeigt wurde, läßt sich im
Bereich der Konstruktion/Planung das funktionelle Modellieren als typischer
Arbeitsablauf mit spezifischen Anforderungen an eine EOV-Unterstützung
abgrenzen, so daß es gerechtfertigt ist, für diese Arbeitsmethodik ein
CAO-System zu entwickeln. Die Untersuchung des Standes der Technik zeigt, daß
die zur Unterstützung dieses Bereiches in Frage kommenden EDV-Systeme die
aufgestellten Forderungen nicht erfüllen.
Grundlage der Entwicklung ist dabei die Methodik des Arbeitens mit
Blockdiagrammen, die für die EDV-Unterstützung adaptiert wird. Als
Informationsspeicher wird eine Datenverwaltung eingesetzt, die die Modelle unter
Berücksichtigung problemtypischer Restriktionen verwaltet. Blockdiagramme
(Zeichnungen) dienen lediglich als eine Möglichkeit der externen Darstellung
der Modelle.
Das System gestattet sowohl interaktives Modellieren als auch die
Modellbearbeitung (insbesondere die Modellanalyse) im Stapelbetrieb .
. Da dieses CAO-System als "Methode" zum Erstellen, Ändern und Verwalten von
funktionellen Modellen betrachtet und als solche in das CAD-Methodenbanksystem
REGENT eingefügt wird, ist eine leichte Kopplung mit den verschiedensten
Modellanalyse-Methoden gewährleistet.
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2. Stand der Technik bei EDV-Systemen für das funktionelle Modellieren
***********************************************************************
Wie im einführenden Kapitel gezeigt wurde, ist das Blockdiagramm in der
Phase des funktionellen Modellierens ein wichtiges Hilfsmittel des Ingenieurs.
Es repräsentiert Systemkomponenten durch Symbole und Verbindungen zwischen den
Komponenten durch verschiedenartige Linien. Sowohl die Symbole als auch die
Verbindungen werden durch Texte oder auch graphische Hilfsmittel (Zusatzsymbole,
Linienarten etc.) ergänzt, um neben der Systemtopologie weitere Informationen
über das System zu erfassen. Überschreitet die Menge dieser Informationen ei n
gewisses Maß, so daß die Übersichtlichkeit gefährdet wird, ergänzt man sie
meistens durch Tabellen (Apparatelisten etc.).
Die EDV-Unterstützung dieses Aufgabenbereiches begann mit der Erstellung von
Blockdiagrammen durch allgemeine oder auch spezielle Zeichensysteme. Für die
Bearbeitung größerer Informationsmengen insbesondere auch unter dem
Gesichtspunkt der Datenqualität werden in den letzten Zeit immer stärker
Datenbanken eingesetzt. Ein drittes Hilfsmittel, das vor allem die
Implementierung und die Handhabung von Analysealgorithmen unterstützt, bilden
die integrierten CAO-Systemkerne. Die Charakteristika und spezifischen
Fähigkeiten dieser Systemetypen im Hinblick auf das funktionelle Modellieren
werden im folgenden untersucht.
2.1. Graphische CAO-Systeme
===-=------==---=
Bei dieser Gruppe von CAO-Systemen, die für das funktionelle Modellieren
geeignet sind, steht der Aspekt des Zeichnens von Blockdiagrammen im
Vordergrund. Ausgehend von allgemeinen Zeichensystemen verlief die Entwicklung
schnell hin zu Systemen, die an die spezifischen Belange der
Blockdiagrammtechnik angepaßt waren, um die Eingabe, aber auch die Auswertung
der Daten zu erleichtern. Dabei ging es darum, die Topologie des modellierten
Systems und problemspezifische Eigenschaften der Systemkomponenten für die
Weiterverarbeitung bereitzustellen. Es lassen sich folgende Gruppen von
Zeichensystemen unterscheiden:
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- Allgemeine Zeichensysteme mit Symboldefinition
- Blockdiagramm-Zeichensysteme
- Systeme mit problembezogener Datenstruktur
Im folgenden werden die verfügbaren Datenstrukturen und operativen Fähigkeiten
di eser Systemkl assen kurz dargeste11 t und ihre Brauchbarkei t für das
funktionelle Modellieren beurteilt.
2.1.1. Allgemeine Zeichensysteme mit Bildsegmenten
---------~-----.---------------------------~------
Wird ein derartiges System eingesetzt t so definiert man die benötigten
Symbole als Bildsegmente und faßt sie in einer Bibliothek zusammen t die als
problemspezifisch vom Anwender nicht verändert werden darf. Beim Einfügen von
Symbolen in ein Blockdiagramm wird eine Bilddatei aufgebaut t die je nach Typ des
Zeichensystems entweder Kopien der Symbole oder Referenzen auf die Symbole t
Verbindungslinien und ergänzende Texte enthält. Der Anwender hat dafür zu
sorgen t daß die Bildelemente ein gültiges Blockdiagramm darstellen. Das
System schränkt den Anwender nicht ein. Aus der Datenstruktur ist weder die
Topologie direkt zu entnehmen t noch die Bedeutung der Texte. Eine Auswertung der
Bildinformationen ist nur durch die Interpretation geometrischer Daten
(~ustererkennung) möglich, eine nicht triviale Aufgabe. Ein System dieser
Kl asse ist der Graphi c Funct i on Manager (GFM) für di e TEKTRONIX-4081 /16/.
Diese Systeme können lediglich das Zeichnen erleichtern t sie bilden keine
geei gnete Bas i s für ei n CAO-System t das neben der Synthese auch di e
Weiterverarbeitung der Daten umfassen soll.
Ein anderes System dieser Klasse t das System IGOS /17/ t geht einen Schritt
weiter und unterstützt di e Bearbeitung von Daten t di e di e Graphi k ergänzen.
Dazu wird mit Hilfe einer Datendefinitionssprache COOL) eine Menge von Satztypen
defi niert. Jedem graphi sehen Element kann dann ei n sol eher Satz zugeordnet
werden. Die Satzelemente werden durch einen Namen t einen Datentyp und den
zulässigen Wertebereich beschrieben. Die so aufgebaute Datenbasis enthält
nicht die Topologie des erstellten B10ekdiagramms t die Daten der Datenbasis
werden unabhängig von den zugehörigen Symbolen als Texte dargestellt. Auch bei
diesem System muß die Topologie des B10ckdiagramm~ durch Interpretation der
graphischen Daten abgeleitet werden.
-30-
2.1.2. Zeichensysteme für Blockdiagramme
Beschränkt man die Fähigkeiten eines Zeichensystems auf die Bearbeitung von
Blockdiagrammen, so kann man ihm einige Aufgaben übertragen, die die Arbeit des
Anwenders erleichtern. Derartige Systeme überwachen vor allem die Einhaltung
von Restriktionen, die der Blockdiagrammtechnik entsprechen:
(1) Ein Blockdiagramm besteht aus einer beschränkten Zahl von Symbolen, die
durch Linien verbunden werden.
(2) Ein Symbol wird durch seine Graphik, durch Anschlußpunkte und
Zuordnungspunkte für Texte charakterisiert.
(3) Verbindungslinien verlaufen nur zwischen Anschlußpunkten, Texte sind immer
Textpunkten zugeordnet.
Die Kenntni s di eser Regeln gestattet es, ei ne Datenstruktur aufzubauen, der
die Topologie des Modells und Objekteigenschaften in Form der Texte leicht
entnommen werden können. Außerdem kann ei n derartiges CAD-System überprüfen,
ob Anschlußpunkte oder Attribute unberücksichtigt blieben. Diese oder
ähnliche Fähigkeiten besitzen Systeme wie DESIGNPAD /18/, CABLOS /19/, CASS
/20/ , LEADS /21/, AGS877 /2.2/ und /23/, /24/, /25/, /26/, /27/, /28/, /29/,
/30/.
Oie Systemhilfen zur Fehlervermeidung beschränken sich darauf, daß nicht
beliebige Graphik, sondern nur Blockdiagramme erzeugt werden können. Dem
Anwender bleibt es überlassen, zu überprüfen, ob die Blockdiagramme in dem
aktuellen Entwurfskontext gültige Modelle darstellen.
2.1.3. Systeme mit problembezogener Datenstruktur
------------------------------------------~------
Neben den mehr von der Graphi k
vorgesch1agen, di e di e Bearbei tung der
machen, eine Problemanpassung der
Systemintelligenz erhöhen und die
erleichtern.
bestimmten Systemen wurden Systeme
Netzwerktopo1ogi e zur Systemgrundl age
Datenstruktur erlauben, damit die
Auswertung der Mode1linformationen
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AEDNET
Diese Systeme basieren zum TeilaufRi ng-Datenstrukturen wie beispielsweise
AEDNET 131/ t das zwar einige allgemeine Implementierungswerkzeuge bereitstellt t
aber letztlich speziell auf die Technik elektrischer Schaltkreisentwicklung
zugeschnitten wurde. Die AEDNET-Algorithmen zur Datenstruktur-Bearbeitung
unterscheiden folgende Elementtypen zum Aufbau von Netzen:
- Knoten:
- Element:
- Teilnetz:
repräsentieren die Verzweigungen in einem elektrischen Netzwerkt
durch Namen t Zahl der Anschlüsse t Werte und ein graphisches Symbol
charakterisiertes Netzwerkobjekt t
ein Element t dem eine Struktur zugeordnet ist t bestehend aus
Knoten t Elementen und anderen Teilnetzen (aquivalent circuit).
Die typspezifischen Eigenschaften der Netzwerkelemente werden innerhalb der
Datenstruktur in sogenannten "generic elements" erfaßt t die der Menge der
Elemente dieses Typs zugeordnet sind.
Das System kennt drei Relationen. Die erste faßt alle Anschlüsse zusammen t
die zu einem Knoten gehören t die zweite ordnet alle Elemente eines Typs dem
entsprechenden "generic elementll zU t und die dritte verknüpft Teilnetze mit der
zugehörigen Struktur.
Es handelt sich hier um ein Softwarepaket zur Datenstrukturmanipulation t das
v~r allem Netze behandeln kann t wie sie in der Schaltkreistechnik gebräuchlich
sind. Alle problemorientierten Prüfungen der Eingabe bleiben den zu
programmierenden Anwendungsprogrammen überlassen. Nur sie kennen die Bedeutung
der Wertet die den Netzwerkelementen zugeordnet werden können. Die
Datenstruktur-Routinen verwalten nur deren Speicherplatz.
GRAPHPROZESSOR
Ein anderes System t gedacht als Implementierungsbasis für
Anwendungsprogramme t die auf allgemeinen Graphen und Graphenoperationen beruhen t
iSt der GRAPHPROZESSOR 1321. Di e Datenstruktur besteht aus Knoten (Krei se t
Punkte) und Kanten (linienL denen Wertefelder zugeordnet werden können. Die
Systemmoduln umfassen die bekannten Graphenoperationen wie: Hinzufügen und
löschen von Knoten und Kanten t Hinzufügen von Werten t Identifizieren von
Knoten und Kanten durch die Graphik oder durch Werte, Erzeugen von Teilgraphen
in Abhängigkeit von Knotenwerten t Suchen der kürzesten Wege t Erstellen der
Adjazenzmatrix etc.
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Auch hier sind das Problemwissen und die anwendungsspezifischen Operationen
in Algorithmen zu formulieren. Zur Implementierung von Anwendungssystemen steht
ein Systemkern bereit.
NEDLAN
Während bei AEDNET und GRAPHPROZESSOR die Anpassung an Anwenderprobleme
durch Problemalgorithmen formuliert werden muß, wird in einem weiteren System
/33/, /34/, /35/ die Anpassung in ei nem Prozess der Arbeitsvorbereitung mit
Hilfe einer Netzdefinitionssprache NEDLAN vorgenommen.
Mit NEDLAN werden in einer modifizierten Backus-Naur-Form (nicht sehr
anwendungsfreundlich) die für ein Problem jeweils zulässigen Objekttypen durch
ihre Graphik, ihre Problemattribute (Zeichenketten) und ihre
Strukturierungsfähigkeit beschrieben. Das Datenverwaltungssystem basiert
ähnlich wie AEDNET auf Ringstrukturen. Es kennt zwei Systemrelationen: die
Bildung von Elementmengen und Elementverbindungen. In NEDLAN wird daher für
jedes Objekt spezifiziert, in wie viele Mengen es eingefügt und mit wievielen
anderen Objekten es verbunden werden darf. Jedem Objekttyp si nd zwei Werte
zugeordnet, die die Objektbedeutung für die Auswerteprogramme charakterisieren
(Objektklassen). Verbindungen sind keine speziellen Objekte, für das System
sind alle Objekte gleichwertig. Die verschiedenen problemspezifischen Attribute
und Objektklassen werden erst durch die bereitzustellenden Anwendungsprogramme
ausgewertet. Das Basissystem erkennt lediglich, ob einem Objekt die richtige
Zahl von Werten zugeordnet und ob die vorgegebene Zahl von Objektverknüpfungen
eingehalten wurde.
Die Anwendungsprogramme müssen dafür sorgen, daß eine bezüglich des
jeweiligen Problems richtige Datenstruktur aUfgebaut wird. Auch bei diesem
System handelt es sich im Grunde um ein Paket zur Datenstrukturbearbeitung, bei
dem allerdings die strukturelle Anpassung der Datenelemente und ihre graphische
Darstellung durch eine Sprache beschrieben und in Tabellen abgelegt wird.
OUTIL-GRAPHIC-ADAPTIF
Ein komplettes Werkzeug zur Bearbeitung von Graphen wird in /36/ vorgestellt.
Es umfaßt einen festen Satz von Manipulationsfunktionen zur Bearbeitung von
Graphen und einen Prozessor zur Beschreibung der interessierenden
Graphenklassen. Sowohl die Klassenbeschreibung als auch die Manipulation von
Graphen erfolgen interaktiv. Ei ne Graphenkl asse wi rd durch ei ne Menge von
Knotentypen und die Art der Verbindungen definiert.
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Ein Knotentyp wird charakterisiert durch
- einen Namen,
- ein graphisches Symbol (sehr einfach, durch wenige Parameter erfaßt),
.. einen Typ (einfacher Knoten oder Repräsentant eines Teilgraphen),
- zugeordnete Information (Text, dessen Bedeutung dem System unbekannt ist,
dessen Eingabe als erforderlich deklariert werden kann),
- einen Eingang und einen Ausgang.
Verbindungen einer Graphenklasse sind entweder einfache Verbindungen oder
Verbindungen mit Verzweigungen. Ebenso wie den Knoten, k6nnen auch den
Verbi ndungen textliche Informationen zugeordnet werden, wobei ebenfalls
festgelegt werden kann, ob diese Information beim Verbindungsaufbau vom System
angefordert werden soll.
Folgende Operationen zur Manipulation von Graphen sind vorgesehen:
.. Einfügen/L6schen von Knoten/Verbindungen
- Eingabe von ergänzender Information, falls für den Typ vorgesehen
- Ändern des Darstellungsmaßstabs
Das System umfaßt darüberhinaus Hilfsmittel zur Implementierung und zur
Steuerung der Ausführung von Anwendungsprogrammen, die die Graphen bearbeiten.
Diese Hilfsmittel steuern die Zusammenarbeit zweier Rechner (Intelligentes
graphisches Terminal, Großrechner) und überprüfen, ob alle erforderlichen
Eingabedateien für die Datenanalyse bereitstehen.
Eine Problemanpassung des Synthesesystems liegt auch hier nur im Ansatz vor:
Es bleibt den Anwendungsprogrammen überlassen, zu prüfen, ob Entwurfsentschei-
dungen in dem aktuellen Kontext richtig waren.
GRADAS
GRADAS /37/ ist ein interaktives System zur Bearbeitung von Funktionsplänen,
dessen Datenmodell auch auf die Blockdiagrammtechnik abgestimmt ist. Es kennt
Objekte, die durch Graphik, Texte und Verweise auf andere Objekte charakteri-
siert werden. Die Beschreibung der Objekttypen und die Abarbeitung der
Anwenderkommandos wi rd in a1 gorithmi scher Form in zwei Modul n (Modul n 11 Syntax"
und "Kontext") erfaßt, so daß das System ansonsten anwendungsunabhängig ist.
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Die verwendete Datenbank basiert auf DATAS /38/, das assoziative
Datenstrukturen realisiert. Die Datenverwaltung arbeitet auf Objektebene: die
innere Struktur der Objekte ist nur den Anwendungsmoduln bekannt, die ebenfalls
vom System verwaltet werden. Eine problemgerechte Verarbeitung der Daten durch
das Basissystem ist daher nicht möglich, sondern ist nur durch Anwendungsmoduln
realisierbar.
2.1.4. Andere Systeme
Di e bi sher:- betrachteten Systeme können a11 e mehr oder weni ger ausgeprägt
an eine bestimmte Aufgabenstellung (Blockdiagramm-Klasse) angepaßt werden,
indem eine Symbolbibliothek aUfgebaut oder mit Hilfe einer Datendefinition oder
algorithmisch in einem Prozeß der Arbeitsvorbereitung eine Problemklasse
beschrieben wird, innerhalb der man dann modelliert.
PIXIN /39/ dagegen ist eine Wortsprache (Programmiersprache) zur Beschreibung
von allgemeinen Netzwerken, die sowohl Blockdiagramme umfassen können als auch
geometrische Netzwerke (z.B. Stabwerke). PIXIN kennt keine vorgegebenen
Einschränkungen der Modellierungsfreiheit und überläßt damit dem Anwender
bzw. den Anwendungsprogrammen die gesamte Eingabeprüfung.
Die PIXIN-Datenelemente sind:
- POINT, UNE:
- SET:
- QUAUFIER:
- MODIFIER:
- ATTACHEMENT-POINT:
- PICTURE:
- INSTANCE:
Grundelemente
Menge von El ementen'
Text oder Zahlenwert mit einer Positionsangabe für die
Zuordnung zu einem Element
zur Angabe graphischer Parameter oder beliebiger Werte für
Analyseprogramme
Punkte, die referiert werden können, um Zuordnungen zu
beschreiben
geordnete Menge von beliebigen Elementen
Referenz eines PICTURE
Darüberhinaus gibt es eine Reihe von produkt- oder problemorientierten
Systemen: z. B. zur Schaltkrei sentwickl ung /22/,/40/, /41/, /42/, /43/ oder zur
Fehlerbaumanalyse /44/. Diese Systeme werden nicht näher vorgestellt, da sie
der Zielsetzung nicht entsprechen, nämlich ein System bereitzustellen, das sich
an die verschiedensten Aufgabenstellungen leicht anpassen läßt.
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2.1. 5. Kriti k
Die in Kapitel 1 erläuterten Forderungen nach einem Werkzeug, das es
gestattet, mit einem festen Satz von Operationen ein Modell problembezogen zu
bearbeiten, wird von keinem System erfüllt, lediglich das OUTIL-GRAPHIC-ADAPTIF
zei gt ei nen Ansatz in di eser Ri chtung. Di e Problemanpassung beschränkt sich
auf relativ einfache topo1ogische Restriktionen (Zahl der zulässigen Anschlüs-
se, Anschlußtyp), wenn man sie nicht in Anwendungsmoduln formulieren will.
Alle anderen Systeme sind insbesondere auch nicht selbständig, d.h., sie
erfordern die Programmierung der gewünschten Model1ierungsfunktionen.
Keines der Systeme verwendet ein Datenmodell mit dem Datentyp IJRelation ll , der
in der Blockdiagrammtechnik eine Menge von Verbindungen (Objektpaaren) eines
Typs charakter; s iert. Das Fehlen di eses Typs aber erschwert di e Beschrei bung
einer Reihe typischer Modellierungs-Restriktionen.
Es fehlt allgemein eine klare Trennung zwischen der Bearbeitung logischer
Daten (Problemdaten) und ihrer graphischen Darstellung bzw. Identifikation; Das
zeigt sich am deutlichsten daran, daß eine Manipulation der Problemdaten ohne
Graphik (z.B. durch eine problemorientierte Sprache) nicht möglich ist. Der
Anwender hat auch beispielsweise nicht die Freiheit, Objektwerte entweder
graphisch durch eine geeignete Symbolik (Abb.l?) oder durch Texte an bestimmten
Positionen darzustellen bzw. auf eine Darstellung ganz zu verzichten und sie
all ein durch Änderungs- und Abfrage-Kommandos zu bearbeiten. Gerade das aber
ist bei der Vielzahl der Parameter in vielen Bereichen sehr nützlich.
Nicht die Graphik sollte die Basis eines Systems zur Unterstützung des
funktionellen Modellierens bilden,. sondern ein problemorientiertes Datenverwal-
tungssystem, das die Graphik zur Datendarstellung und Identifikation verwendet.
2.2. Datenbanken als CAD-Hilfsmittel
==::::: ::;:====-=:---:===-=
Mit wachsendem Einsatz der EDV im CAD-Bereich wurde das Datenmanagement immer
mehr zum zentralen Problem. Solange lediglich ein Programm oder ein Anwender mit
einer bestimmten Datenmenge arbeitete, gab es keine Schwierigkeiten. Erst die
Verwendung von Programmketten und der Mehrbenutzerbetrieb führten dazu,daß bei
Änderung der Datenstruktur für ein Programm mindestens auch ein weiteres
Programm der Kette mit geändert werden mußte. Da man in Verbindung mit den
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Programmketten auch Datei ketten für die Ablage der Ergebnisse und
Zwischenergebnisse einsetzte~ wurden leicht Datenbestände verwendet~ die
aufgrund von Änderungen in anderen Entwurfsphasen bereits veraltet waren. Das
gleiche Problem ergibt sich~ wenn mehrere Anwender interaktiv im
Mehrbenutzerbetrieb an verschiedenen Phasen des gleichen Projektes arbeiten. Bei
einem Dateienpool sind die Probleme der Datensicherung und der Gewährleistung
einer hohen Datenqualität (Richtigkeit der Daten) kaum zu lösen.
Darüberhinaus müssen Standardaufgaben der Datenverwaltung immer wieder neu
bearbeitet werden~ um sie an geänderte Bedingungen anzupassen /45/, /46/, /47/,
/48/, /49/, /50/, /51/.
Von diesen Problemen ausgehend wurde ein neues. Instrument entwickelt, das
alle Standardaufgaben der Datenverwaltung zusammenfaßt: die Datenbank, eine
Bezeichnung für ein Algorithmenpaket mit einer standardisierten Anwender-
schnittstelle und einer Menge spezifischer Dateien~ die System- und Problemdaten
enthalten. Die Einzeldateien der herkömmlichen Vorgehensweise werden beim
Einsatz einer zentralen Datenbank durch logische Dateien ersetzt. Sie
umfassen jeweils den interessierenden Ausschnitt aus der Gesamtmenge der in
physischen Dateien vorliegenden Daten~ über deren Aufbau und Inhalt das
einzelne Programm (oder der Anwender) nichts weiß.
Der Einsatz einer Datenbank anstelle einer Vielzahl von Dateien dient
folgenden Zielen:
- Datenunabhängigkeit der Anwenderprogramme,
- hohe Konsistenz der Daten,
- geringe Redundanz,
- hohe VerfUgbarkeit der Daten zu jedem Zeitpunkt und für jeden Anwender~
- Datensicherheit,
- Standardisierung von Datenbeständen.
2.2.1. Datenbankarchitektur
---------------------------
Oie Struktur eines Datenbanksystems geht aus Abb.18 hervor. Ein Daten-
banksystem besteht für den Anwender im wesentlichen aus folgenden Komponenten
/46/, /51/:
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Abb.18: Struktur eines Datenbanksystems
(1) Datenmanagementsystem (DMS) eine Menge von Operationen wie INSERT, DELETE,
CHANGE, OPEN, CLOSE etc.
(2) Anwenderdaten Dateien, in denen die Problemdaten in einer
Form gespeichert sind, die dem Anwender nicht
bekannt ist.
(3) Schema eine Menge von Vorschriften zur
problemspezifischen Beschränkung bzw.
Modifikation der Operationen
(4) Datendefinitionssystem (DOS): System zur Festlegung der Schemata
Es werden zwei Operationsebenen unterschieden: die Datenbankadministration
(Einrichten einer Datenbank und Erstellen der Schemata) und das Datenmanagement.
Die Datenbankadministration dient gewissermaßen der Arbeitsvorbereitung und der
Bearbeitung von Infrastrukturaufgaben. Das zentrale Schema (konzeptuelles
Schema) enthält eine Beschreibung sämtlicher zu bearbeitender Daten eines
Problemkreises. Diese Beschreibung umfaßt alle zulässigen Datentypen und
Assoziationen, wobei je nach System ein spezifisches Datenmodell verwendet
wird. Die Datenbeschreibung wird ergänzt durch die Festlegung von
Zugriffsbeschränkungen und eventuelle explizite Konsistenzbedingungen.
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Das interne Schema beschreibt die Art der Datenspeicherung auf den Dateien
der Datenbank, es bestimmt entscheidend die Effektivität der Zugriffe, hat aber
für den Anwender ansonsten keine Bedeutung. Da bei einer Anwendung im
allgemeinen nur' ein beschränkter Bereich der Gesamtdatenmenge unter
spezifischen Aspekten bearbeitet wird, ermöglicht das Datenbanksystem mit Hilfe
der Subschemata eine weitere Einschränkung bzw. Spezialisierung der
Operationen. Di ese Schema - Subschema - Abbi 1dung fUhrt zu der gewünschten
Datenunabhängigkeit der Programme und dient dem Datenschutz. Die Freiheitsgrade
des Anwenders (der Operationen) können also problemgerecht in zwei Ebenen
eingeschränkt werden.
Das konzeptue11 e Schema ei ner Datenbank ist ei n komplettes Modell ei nes
Ausschnitts aus der realen Welt, also beispielsweise das Modell einer Anlage in
allen den Einzelheiten, die für den Planungsprozeß von Bedeutung sind. Es
enthält alle Anlageninvarianten und Standard-Planungsrestriktionen, soweit sie
formalisierbar un~ durch den Schema-Beschreibungsmechanismus darstellbar sind.
Ein Subschema erfaßt die Anlage lediglich unter einem Teilaspekt, 2.B. dem der
Bauplanung. Ein Subschema maskiert aus der Gesamtmenge der Daten und
Restriktionen einen Teil heraus, so daß der Umgang mit den Daten sicherer und
leichter wird.
Daten-
an dem
Eine wesentliche Entscheidung, die bei der
banksystems getroffen werden muß, betrifft
Schemainformationen ausgewertet werden /51/:
(1) bei der Obersetzung der Programme,
(2) beim Laden der Programme,
(3) beim Eröffnen der Bank (OPEN),
(4) beim Zugriff auf die Daten.
Konzipierung eines
den Zeitpunkt,
Im ersten Fall müssen di e Programme neu übersetzt werden, wenn sich das
Schema ändert, die Zugriffseffektivität ist allerdings sehr groß, während im
Fall(4) eine hohe Flexibilität erreicht wird (dynamische Datenunabhängigkeit).
Schemaänderungen sind hi er mögl ich, ohne ei n Programm übersetzen und 1aden zu
müssen, ein Vorteil, der im Entwurfsbereich mit möglicherweise wenig stabilen
und vielen verschiedenen konzeptuellen Schemata (vielen Modellklassen) zu
bedenken ist. In der Analysephase wird häufig auf größere Datenmengen
zugegriffen, so daß dabei die Effektivität stärker im Vordergrund steht,
weniger die Flexibilität. Oie Compilation erschwert natürlich auch vor allem
die Bearbeitung mehrerer Datenbanken (Modelltypen) nebeneinander, wie es für
die Anlagenplanung typisch ist.
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2.2.2. Datenmodelle
Die gültigen Informationen für eine Datenbank beschreibt der Daten-
bank"'Administrator mit Hilfe einer Datendefinitionssprache (DOL), einer
Komponente des Datendefinitionssystems (DOS). Das Ergebnis sind die Schemata
(Abb.18). Die Art und Weise dieser Datenbeschreibung wird von dem spezifischen
Datenmodell /52/ bestimmt, das eine ganz spezielle Vorstellung von der
abzubil denden Real i tät ausdrückt. Oi e Struktur ei nes Datenmode11 s hängt von
der Art der zu beschreibenden Informationen, ihrem Zweck und ihrer Verwendung
ab.
Um ein Datenmodell zu charakterisieren, muß man die Systemdatentypen und die
damit zulässigen Operationen darstellen. Im folgenden wollen wir aber davon
ausgehen, daß die Grundoperationen der verschiedenen Systeme (Einfügen,
löschen, Ändern etc) sich ähneln, so daß nur die verschiedenen
Systemdatentypen verglichen werden müssen. Wie aus Abb.19 hervorgeht, ist ein
Schema gewissermaßen ein Exemplar (Instance) eines Datenmodells. Es besteht aus
ei"ner Menge von Datenobjekten , di e all eden Systemdatentypen entsprechen. Der
SYSTEMDATENTYPEN
(DATENMODELL)
l.B.: DBTC-RECORD, DBTC-SET
DATENDEFI
ANWENDERDATENTYPEN
(SCHEMA)
DATENMANI
ANWENDERDATEN
NITION
PULATION
Abb.19: Datenbankarchitektur
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analoge Prozeß wiederholt sich auf der Ebene der Datenmanipulation: Die
Anwenderdaten (das MOdell) sind Exemplare der Anwenderdatentypen (des Schemas).
Die verschiedenen Möglichkeiten der Datenbeschreibung werden exemplarisch an
drei Datenmodellen vorgestellt.
(1) Das Netzwerkmodell (z. B. DBTG /49/, /53/) kennt als Systemdatentypen den
RECORD und den SET,
(2) das hierarchische Datenmodell (z.B. IMS /46/) RECORDs und TREEs
(3) und das Relationenmodell (z.B. System-R /54/) die RELATION.
Man unterschei det zwei große Kl assen von Datenmode11 en /52/ , indem man
sich die Daten als Graphen oder als Mengen vorstellt. Die Graphenmodelle
kennen Objekte (Knoten) und Relationen auf den Objekten. Die Objekte selbst
können strukturiert sein, sowohl den Objekten als auch den Relationen können
Werte zugeordnet werden. Im Unterschied zu den Objekten sind zwischen Werten
keine Relationen definiert. Die Mengenmodelle beschreiben dagegen alle Daten
durch Mengen, die flach oder geschachtelt sind. Die Elemente der flachen Mengen
dürfen selbst keine Mengen sein. Dieser grundsätzliche Unterschied in der
Si cht der Daten bedi ngt neben der unterschi edl i chen Datendarstellung auch
verschiedenartige Auswerteoperationen. Bei Graphenmodellen wird navigierend
auf die Daten zugegriffen, d.h. man geht schrittweise von Objekt zu Objekt durch
die Datenstruktur, um einzelne Objekte zu finden. Beruht das Datenmodell dagegen
auf Mengen, so erwartet man Mengen als Suthergebnis. Sie werden mit speziellen
Mengenoperationen durch geeignete Einschränkungen des Gesamtdatenbestandes
gewonnen ..
Bei der Betrachtung der verschiedenen Datenmodelle soll deutlich werden, ob
sie für die genannten CAD-Aufgaben brauchbar sind (/47/, /55/, /56/, /57/,
/58/, /59/). Daher handelt es sich nicht um einen umfassenden Vergleich der
Modelle. Es geht vielmehr darum, Grundaspekte plausibel darzustellen, um
entschei den zu können, ob eventuell ei n spez i e11 es Datenmode11 für das
funktionelle Modellieren zweckmäßiger ist als Datenmodelle allgemeiner
Datenbanksysteme.
Netzwerk-Datenmodell
Dem Netzwerkmodell liegt eine Graphenstruktur mit strukturierten Knoten
zugrunde. Die zulässigen Objekttypen (RECORDs) werden durch binäre Relationen
(SETs) verknüpft. SETs beschreiben eine l:n-Beziehung, d.h. einem Element vom
Vorbereichstyp (OWNER-RECORD) können n Elemente des Nachbereichstyps
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Abb.20: Netzwerk-Datenmodell mit Beispiel
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-42-
(MEMBER-RECORD) zugeordnet werden. Ein Element eines Nachbereichtyps gehört zu
genau einem Element des Vorbereichtyps. Es handelt sich also um Funktionen im
mathematischen Sinne) und zwar beim DBTG-Vorschlag um partielle Funktionen
(Abb.20). SETs haben keine Attribute.
Di e Struktur der Objekttypen (RECORDS) wi rd durch ei ne Menge der bekannten
Datentypen wie INTEGER) REAL und CHARACTER beschrieben.
Beim DBTG-Modell dürfen OWNER- und MEMBER-Recordtypen nicht gleich sein) so
daß beispielsweise ein Stammbaum) bei dem alle Knotenebenen vom gleichen
Satztyp sind (homogener Baum)) nicht im Schema beschrieben werden kann. Mit den
Systemdatentypen RECORD und SET 1äßt sich ei n Netzwerk von Anwenderdatentypen
(Schema) deklarieren, das die Vorstellung eines Entwurfsingenieurs von einer
Anlage wiedergibt. Dieses Datenmodell entspricht der Denkweise des
Anlagenplaners, der es gewöhnt ist, mit Graphen zu arbeiten. Das Beispiel in
Abb.20 zei gt auch di e Schwäche des DBTG-Mode11 s, kei ne n: m-Abbil dungen
zuzulassen. Man kann sie durch einen Hilfs-Satztyp und zwei SETs, die diesen
Hilfs-Satztyp als OWNER bzw. MEMBER enthalten, nachbilden.
SATZTYP 1
SATZTYP 2
GRUNDELEMENTE DES
SCHEMA-GRAPHEN
MENGENDlAGRAMM
SATZTYP 1
SATZTYP 3
TYP DER RELATION
t BINAER
* TOTAL
* LINKSEINDEUTIG
A17
SATlTYP 2
SATlTYP 1-
ZULAESSIGER SCHEMA-GRAPH
Abb.:21: Hierarchisches Datenmodell
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Hierarchisches Datenmodell
--------------------------
Das hierarchische Datenmodell ist ein Sonderfall des Netzwerkmodells. Sein
Schema-Graph ist eine Menge disjunkter Teilgraphen mit Baumstruktur. Die
möglichen Relationen sind totale Funktionen (/61/,Abb.21).
Relationen-Modell
----._----------.
Hierbei geht man von der Vorstellung aus, daß sich alle Informationen durch
Tabellen ausdrücken lassen. Einziger Systemdatentyp ist daher die Relation, die
einen Tupeltyp beschreibt. Ein Tupel ist eine geordnete Menge von Daten der
Basisdatentypen INTEGER, REAL etc. Die RELATION entspricht dem RECORO des
Netzwerkmodells. Das System kennt keine expliziten Objekttyp-Verknüpfungen, sie
werden erst beim Zugriff auf die Daten implizit formuliert (Abb.22).
TEILANLAGE
NAME TYP N P
TAl X
TA2 Y
TA3 X
APPARAT
NAME TA G P L
Al TAl
A2 TA3
A3 TAl
Ai TA2
A5 TA2
AB TAl
A7 TA3
MENGENDlAGRAMM
AlS
Abb.22: Relationenmodell
- Projektion:
- Joi n:
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Das Relationenmodell wurde von Codd /60/ erstmals vorgeschlagen und ist
seitdem theoretisch sehr gründlich untersucht worden J da es sich um ein
einfaches, mathematisch gut erfaßbares Modell handelt.
Bei der Schemadefinition werden Relationentypen (Tabellentypen) definiert:
R <= <relationen-name>«attribut-name_l>, ... ,<attribut-name_n»
Grundelemente des Modells sind Attribute A_n, denen Wertebereiche V i
zugeordnet sind. Eine Relation ist eine Teilmenge R c V_I X V_2 X ... X V n
über den Bereichen (Domänen) V_I, ... ,V_no R heißt n-stellige Relation, ihr
Grad ist n. Ein Element r = ( a_l, .... J a_n) heißt Tupel der Relation
mit a i € Vi.
- -
Eine Relation kann durch eine Tabelle dargestellt werden, deren
Spaltenbezeichnungen die Attributnamen sind und deren Zeilen die Tupel
entsprechen. Es gilt: Die Zeilen der Tabelle sind paarweise verschieden, die
Reihenfolge der Zeilen ist bedeutungslos. Eine Relation ist in der sogenannten
ersten Normalform, wenn die Wertebereiche V_i elementar sind, also vom Typ
INTEGER J REAL etc. und nicht vom Relationentyp. Man spricht dann auch von einer
flachen Datenstruktur.
Charakteri sti 5ch für das Re1at ionenmode11 sind di e zugehöri gen Auswerte-
(Zugriffs-) Operationen, di e es gestatten, di e Gesamtmenge der Daten
einzuschränken und dadurch implizit Objektrelationen zu formulieren /51/:
Streichen von Spalten.
Zusammensetzen von zwei Tabellen mit Spalten gleichen
Wertebereichs.
- Auswahl: Streichen von Zeilen, für die eine bestimmte
Bedingung nicht erfüllt ist.
- Vereinigung von tabellen gleichen Typs.
- Durchschnitt von Tabellen gleichen Typs.
- Differenz von Mengen.
Dieses Modell entspricht nicht den Vorstellungen des Ingenieurs in der Phase
des funktionellen Modellierens, in der er von einer systemtechnischen
Betrachtung ausgeht und zwischen Objekten und Objektverknüpfungen explizit
unterscheidet, so wie es auch in den 810ckdiagrammen zum Ausdruck kommt.
-45-
Kritik
Die Datenbanktechnik bietet die eingangs geforderte Möglichkeit,
Problemwissen (in Form des Schemas) zu beschreiben, um es in einern System für
di e Ei ngabeprüfung zu verwenden und ei nen Satz von Standardoperationen an ei n
Problem anzupassen. Allerdings sind die bekannten Datenmodelle der Datenbanken
für allgemeine Anwendungen konzipiert. Sie sind in der Lage, theoretisch alle
denkbaren Datenmengen zu modellieren, oft aber nur mit beträchtlichem Aufwand,
da auf gewisse Besonderheiten einzelner Spezial fälle keine Rücksicht genommen
werden konnte. Die Basisobjekte der Datendefinitionssprachen (DDL) sind
elementar (Relation, Record, Set), verglichen mit denen der
Blockdiagrammtechnik. Daher muß man viele Restriktionen, die durch das
Basismodell nicht erfaßt werden, explizit ausdrücken, was aber nach dem Stand
der Technik problematisch ist.
Die Auswahl eines bestimmten Datenmodells entspricht der Auswahl einer
Programmiersprache: Die Datendefinitionssprachen der bekannten Datenbanken
nehmen die Stelle der IIgeneral-purposell-Programmiersprachen ein, erwünscht sind
in vielen Fällen aber stärker problemorientierte Sprachen, um die Aufgabe
schneller formulieren und effektiver lösen zu können. Es ist also ein
problemorientiertes Datenmodell zu suchen, das die Formulierung
problemorientierter Restriktionen erleichtert oder sie sogar weitgehend unnötig
macht.
Die Modellsemantik wird einerseits systemimmanent durch die Bedeutung der
Datenelemente (Systemdatentypen: Record, Set, Relation etc) implizit beschrieben
und andererseits explizit durch Restriktionen formuliert. Beim Entwurf eines
spezialisierten Datenbanksystems hat man nun die Möglichkeit, bereits viel
Semantik in die Systemdatentypen (in die zugehörigen Verarbeitungsalgorithmen)
zu stecken, wodurch di e Übers i cht1i chkei t bei der Schemabeschrei bung und di e
Effektivität der Bearbeitung erhöht werden.
Beispielsweise ist es für die Bearbeitung von Blockdiagrammstrukturen
zweckmäßig, Datentypen vorzusehen, die bereits IIAnschlüsse ll enthalten. So
kann das Basi ssystem erkennen, ob Ei ngänge mit anderen Ei ngängen verbunden
wurden oder vielleicht Eingänge frei blieben. Derartige Restriktionen lassen
sich mit einem allgemeinen Datenbanksystem nur explizit erfassen, wenn es
überhaupt möglich ist.
Die bekannten Datenbank-Datenmodelle sind für die spezifische Anwendung des
funktionellen Modellierens wenig geeignet, weil sie zu allgemein konzipiert sind
und daher die Datendefinition zu umständlich wird. Das aber ist in einem
Bereich, der sich durch viele wenig stabile Schemata auszeichnet und daher
häufige Schemadefinitionen erfordert, nicht tragbar.
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Ein wesentliches Merkmal des funktionellen Modellierens ist die große
Lokal ität der Datenmanipulation bei der Eingabe und beim Zugriff während des
Modellierens: Oie Arbeit beschränkt sich immer auf ein fest umrissenes
Tei 1system, das der Ingenieur. komplett vor Augen haben muß. Oie einzelnen
Teilsysteme sind, wie bereits .erläutert, zu einer Hierarchie verknüpft. Auch
dieser Teil des Datenmodells für das funktionellen Modellieren findet in den
bekannten Datenmodellen keine Entsprechung, weder logisch noch im Hinblick auf
die Zugriffseffektivität.
Oi e AREA des OBTG-Mode11 s faßt Datensätze gewi sser RECORD- und SET-Typen
auf den Speichermedien physich zusammen, um die Zugriffseffektivität zu
erhöhen. Diese Zuordnung kann aber nicht bei der Datenmanipulation beeinflußt
werden. Sätze eines Typs liegen immer in der dem Typ zugeordneten AREA. Damit
läßt sich aber beispielsweise eine Verteilung der Ventile einer Anlage auf
verschiedene Teilanlagen (AREAs) nicht modellieren. .Es ist eine typische
Forderung von CAD-Systemen an Datenbanken, Exemplare eines Record-Typs über
mehrere Cluster (Interessenbereiche) zu streuen.
Ein Datenzugriff in Form des "Durchb1ätterns ll von Teilbereichen einer
Gesamtdatenmenge entsprechend ihrer logischen Strukturierung in Teilsysteme wird
nicht unterstützt. Es fehlt ein kontextabhängiges "Paging", wie es z. B. auch
in /56/ gefordert wird.
Keines der genannten Datendefinitionssysteme bietet die Möglichkeit, die
logische abstrakte Definition der Daten durch eine Beschreibung ihrer externen
Darstellung und ihrer graphischen Identifikationsmöglichkeiten zu
ergänzen, da sie als allgemein einsetzbare Standard-Datenmodelle konzipiert
sind und die Datendefinition daher bewußt auf die Logik (von einigen Hinweisen
für die physische Speicherung abgesehen) beschränkt wurde. Die externe
Datendarstellung wurde Anwendungspaketen überlassen. Bei selbständigen
Systemen, d.h. Systemen, die allein durch die Datendefinition an ein Problem
angepaßt werden (keine Anwenderprogramme, sondern t.B. interaktiver Betrieb
m; t Standard-Befehlen), muß di e Besehrei bung d~r externen Darstell ung aber ; n
die Datendefinition . integriert werden, wenn man sich nicht mit einer
Standard-Darstellung der Datentypen begnügen will.
2.2.3. Datenbankintegrität
---------------------------
Mit der Einführung einer logischen Datenbeschreibung (Schema) liegt ein
Mittel vor, mit dessen Hilfe die Qualität der Q!!!n gewährleistet werden
kann. Das Datenbank-Management sorgt dafür, daß nur Daten der im Schema
angegebenen Typen in die Datenbank eingefügt und den Regeln entsprechend
verknüpft werden dürfen.
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Man spricht von der Integrität einer Datenbank, wenn es um die Korrektheit
der Daten geht. Dabei unterscheidet man die operationale Integrität, bei der es
um die Aufrechterhaltung der Datenqualität z.B. auch bei Mehrbenutzerbetrieb
geht, von der logischen oder semantischen Integrität. Die semantische
Integrität oder Konsistenz der Daten bedeutet, daß sie widerspruchsfrei ein
Modell der abzubildenden Realität darstellen. Nur diese Problematik, die die
Vermeidung falscher Benutzereingaben betrifft, wird im folgenden behandelt
/51/, /61/.
Eine Reihe von Konsistenzbedingungen sind in den Datenmodellen bereits
implizit durch die Typisierung enthalten, da das System dafür sorgt, daß nur
Objekte vom vorgegebenen Typ aufgenommen werden. Darüberhinaus müssen
beispielsweise
beim Relationenmodell alle Tupel einer Relation verschieden sein,
- beim hierarchischen Modell muß ein Kind-Element auch einem Vater-Element
zugeordnet sein und
- in einer DBTG-Datenbank sind alle Beziehungen vom Typ l:n.
Hierbei handelt es sich um implizit durch die Art des jeweiligen Datenmodells
festgelegte Konsistenzbedingungen.
Eine mögliche Klassifizierung der KonsistenZbedingungen gibt /51/:
(1) KonsistenZbedingungen für individuelle Objekte ( z.B.: Farbe = rot, blau
oder grün)
(2) Konsistenzbedingungen für Beziehungen zwischen individuellen Objekten
(z.B.: wenn Rohrleitung X aus Cu, dann auch Leitung Y aus Cu)
(3) Konsistenzbedingungen für Mengen von Objekten. Dabei sind Operationen auf
Mengen (Summen, Durchschnitt) erforderlich (z.B.: das Gewicht aller
Apparate in Raum X darf Y t nicht Überschreiten)
(4) Konsistenzbedingungen für Beziehungen zwischen Objektmengen (z.B.: die
Menge der Pumpen ist immer eine Teilmenge der Maschinen)
In realisierten Datenbanksystemen sind allerdings nur beschränkte
Mögl i chkeiten vorgesehen, Kons i stenzbedi ngungen expl izit anzugeben. Sie
beziehen sich vor allem auf die Zulässigkeit von Duplikaten, auf die Angabe von
Wertebereichen für Attribute und auf die zugehörige Verwendung von
Datenformaten (CHECK-Klausel bei DBTG). Konsistenzbedingungen vom Typ (2) sind
beim funktionellen Modellieren besonders wichtig und häufig, sie lassen sich
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aber im DBTG-Modell nicht formulieren. Im DBTG-Entwurf ist die Möglichkeit
vorgesehen, mit der ON-Klausel den Zeitpunkt anzugeben (ON STORE ... ), zu dem
ein Anwenderprogramm zur Konsistenzprüfung aufgerufen werden soll. Oie
Hauptlast einer umfangreicheren Konsistenzprüfung wird also dem Anwender
überlassen. Oie Technik, den Zeitpunkt der Konsistenzprüfung vom Anwender
bestimmen zu lassen, ist im Entwurfsbereich sehr hilfreich. Auf diese Weise
läßt sich die Forderung realisieren, für begrenzte Zeit inkonsistente Modelle
zuzu1assen, um damit das Konzept der ni cht frei gegebenen Entwürfe zu
realisieren. In /56/ wird für den Entwurfsbereich eine dem entsprechende,
"verzögerte" Konsistenzüberwachung gefordert.
Überträgt man diese abstrakten überlegungen auf die Realität des
funktionellen Mode11ierens beispielsweise von Anlagen. so stellt man fest, daß
die Gesamtheit der hier vorliegenden Konsistenzbedingungen sehr groß ist. Sie
umfaßt 1etzt1i eh all e Komponenten-Date i en, Stoffdaten , Entwurfs rege1n, Normen
etc., die in umfangreichen Handbüchern enthalten sind (informative Daten /47/).
Eine EDV-Unterstützung der Konsistenzüberwachung sollte daher in einem ersten
Anlauf darin bestehen, diese Unterlagen in Form eines Informationssystems
aufzubereiten, mit dessen Hilfe der Entwurfsingenieur die Datenkonsistenz selbst
überprüft. Bei fortschrei tender Entwi ckl ung würde nach und nach di e Grenze G
in Abb.23 nach links verschoben und damit ein wachsender Anteil dieser Regeln in
das Schema einer Entwurfsdatenbank übernommen /62/. Bei den sogenannten
informativen Daten (Daten eines Informationssystems über Entwurfsmittel)
handelt es sich um Daten, die den Schemainformationen entsprechen und sie
ergänzen. Die Schemainformationen sind der beim augenblicklichen Stand der
Entwi ckl ung sehr klei ne Tei 1 des informativen Datenbestandes , der durch das
Datenmanipulationssystem (DMS) berücksichtigt wird.
2.2.4. Datenzugriff
Zur Bearbeitung der Daten stehen verschiedene Datenmanipulationssprachen
(DML) bereit. Man unterscheidet' hierbei /45/, /51/ prozedurale und deskriptive
Sprachen. Prozedura1e Sprachen verwenden vor allem Sprachelemente der
Kontrollogik (IF ... THEN ... ELSE... ), sie gehen satz- oder tupelweise vor (one
record or tupel at a time), während deskriptive Sprachen Mengen und
Mengenoperationen als Sprachelemente kennen. Bei prozeduralen Sprachen steht der
Suchprozess im Mittelpunkt, im Gegensatz zu den deskriptiven Sprachen, in denen
das Suchergebni 5 besehr; eben wi rd. Welche Sprache zweckmäßi ger ist, hängt vom
Anwendungsfall bzw. vom Anwender (seiner Qualifikation) ab.
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Abb.23: Datenbank- und Informationssystem
Die Sprachen werden in eine Trägersprache (z.B. PL/1) eingebettet oder als
selbständige Sprache realisiert. Beispiele sind DL/1 des IMS /63/ als
prozedurale Sprache mit PL/1 al s Trägersprache und di e deskriptive Sprache
ALPHA /64/.
Neben dieser Charakterisierung der DML spielt in der interaktiven Anwendung
einer Sprache die Art der Notation eine große Rolle: Bei der Arbeit am
Bildschirm ist es angenehmer und anschaulicher, zweidimensional graphisch
unterstützt zu arbeiten, statt mit einer linearen Notation, d.h. mit
Zei chenketten. Ei n Ansatz in di eser Ri chtung ist IIQUERY BY EXAMPLE II /61/. Hi er
werden Relationen als Tabellen mit allen Attributbezeichnungen im Tabellenkopf
dargestellt.
Eine graphische Unterstützung ist im Hinblick auf ein CAD-System für das
funktionellen Modellieren sehr wichtig, da komplexe Strukturen nur so
anschaulich und erfaßbar bearbeitet werden können. Eine einfache
Tabellengraphik ist dazu aber nicht ausreichend, sie muß durch eine
Blockdiagramm-Graphik ergänzt oder ersetzt werden.
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Im Bereich des funktionellen Modell ierens ist aber auch der Datenzugriff
anders geartet als bei den bekannten OB-Systemen: Es geht bei der interaktiven
Bearbeitung von Systemen (z. B. Anlagen) weniger um Fragestellungen der Art
lINenne mir alle Objekte mit dem Gewicht größer als 1 TonnelI, sondern vielmehr
um den Zugriff auf Teilsysteme, die man komplett mit allen oder einer Teilmenge
ihrer Werte am Bildschirm sehen möchte. Die Auswahl der Teilsysteme erfolgt,
indem man beispielsweise einzelnen Objektverbindungen folgt, die Teilsystem-
grenzen überschreiten (und damit eventuell auch den Record-Typ wechselt), oder
indem man Detaillierungs- oder Abstraktionsschritte nachvollzieht. Nur beim
Auswerten des fertigen Modells durch Analysealgorithmen ist eine
Sprachschnittstelle als Erweiterung einer Gastsprache (der Sprache, in der die
Algorithmen programmiert werden) erwünscht.
2.3. Integrierte CAD-Systeme
c"'_.!,..
Die Grundidee dieser Systemklasse ist, dem Anwender - Systemimplementierer,
Systemanwender - Hilfsmittel bereitzustellen, die die üblichen Betriebssyteme
gar nicht oder nicht in einer Form anbieten, die in dieser speziellen
AUfgabenklasse erwünscht ist. Ein typischer Vertreter dieser CAD-Systeme ist
REGENT /66/, /67/, /2/, auf das sich die folgenden Ausführungen beziehen.
REGENT besteht aus einem Systemkern und Subsystemen (Anwendersystemen) zur
Bearbeitung eines abgegrenzten Problembereiches. Dem Subsystemimplementierer
stehen Hilfsmittel bereit
- zur Entwicklung problemorientierter Sprachen (POL) /68/, /69/,
- zum Modulmanagement,
- zum Datenmanagement und /70/
- zur Verwaltung von Fehlernachrichten.
Für den Subsystemanwender sind insbesondere die Fähigkeiten des
SUbsystem-Managements von Bedeutung, die eine wechselwei$e Nutzung verschiedener
Subsysteme für eine Aufgabe ermöglichen C'CAD-Methodenbank ll ). Ein Subsystem
ist gekennzeichnet durch
- eine problemorientierte Sprache zur Problemformulierung,
- eine Datenstruktur, die Probleminformationen enthält,
- eine Menge von Moduln, die die gestellte Aufgabe bearbeiten,
- eine Menge von Fehlernachrichten und eventuell
- eine Datenbasis.
A21
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1
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Wichtiger Bestandteil des REGENT-
Systems ist das SUbsystem GIPSY /71/,
/72/, das die Bearbeitung zwei- und
dreidimensionaler Graphik erlaubt. Ein
typischer Anwendungsfall von REGENT im
Konstruktionsbereich ist beispielsweise
die Variantenkonstruktion: Mit einer
problemorientierten Sprache beschreibt man
die Modifizierung eines Modells, für das
verschi edene Berechnungsmodul n verwaltet
werden und für das eine parametrisierte
Darstellungsvorschrift vorliegt, die mit
GIPSY formuliert wurde.
Typisch für die RtGENT-Philosophie ist
die algorithmi~che Beschreibung aller
Probleme, insbesondere auch der Modell-
restriktionen für ein Subsystem, was der
eingangs genannten Forderung nach deskrip-
tiver Beschreibung widerspricht, bei
anderen Problemen aber auch von Vorteil Abb.24: Mögliche Systemstruktur
ist. bei REGENT-Einsatz
Beim Einsatz integrierter CAD-Systeme entspräche die Systemstruktur
beispielsweise der in Abb.24 gezeigten. Ein Eingabemodul, der die POL
abarbeitet, bereitet die Daten für die nachfolgende Analyse auf und prüft sie
auf Fehler. Ein Ausgabemodul stellt die Ergebnisse für die Beurteilung
graphi sch dar, wobei GIPSY verwendet würde. Neben der beschränkt geei gneten
sprachlichen Modellierung ohne Interaktion, besteht ein weiterer Nachteil darin,
daß bei Änderungen der Aufgabe (des Modelltyps) auch die Eingabemoduln und die
Ausgabemodu1n neu programmi ert werden müs sen, da sie di e prob1emspezi fi sehen
Restriktionen der Bearbeitung enthalten.
Von di esen ganz spez ie11 en Forderungen abgesehen, hat sich REGENT aber a1s
hervorragendes Werkzeug zur sehne11 en Imp1emanti erung von Anwendungssystemen
erwiesen.
2.4. Schlußfolgerungen
=-----=---==--===:::
Oi ese Betrachtung der verschi edenen mögl i chen Hi 1fsmi tte1 für den funkt i 0-
nalen Entwurf verdeutlicht t gemessen an den einleitend genannten Forderungen t
ei n Rei he von Unzul ängl i chkeiten und Schwächen der zur Verfügung stehenden
Systeme.
Das führte zu dem Entschluß t auf der Basis eines derartigen Hilfsmittels
ein neues System zu implementieren t das den Vorstellungen entspricht. Dazu
werden bewährte Techniken und Konzepte der vorhandenen Systeme übernommen t
erweitert und kombiniert. REGENT bietet sich als geeignete Implementierungs-
basis an, da seine Subsystemtechnik einerseits die Implementierung und Verwal-
tung der Analysealgorithmen unterstützt, zum anderen aber auch die Implemen-
tierung von neuen CAD-System-Komponenten erleichtert. Dabei bildet vor allem
die damit verbundene leichte Definition von problemorientierten Sprachen (POL)
/70/ eine gute Basis, um eine Oatenverwaltungskomponente mit
problemorientierter Datendefinitions- und Datenmanipulationssprache (DDL,DML).
zu implementieren.
Die Oatenbankkomponente soll keine Datenbank im gebräuchlichen, umfassenden
Sinne sein, sondern lediglich die Technik der Datendefinition und
Oatenmanipulation für die gestellte Aufgabe bereitstellen. Sie wird als
physische temporäre Tei 1datenbank eines größeren, umfassenden
Datenbanksystems betrachtet t die auf eine Teilaufgabe zugeschnitten ist und
durch eine logische Teildatenbank (durch Subschema definiert) nicht effektiv
realisiert werden kann.
Auf ei ner höheren I abstrakteren Ebene der Datenverwaltung, di e sämtli che
Daten eines technischen Objektes (einer Produktpalette t eines Betriebes)
zusammenfaßt (Abb.2), wäre ein Einsatz eines allgemeinen Datenbanksystems
eher denkbar, da dort das erforderl i che Schema stabi 1er sei n könnte als in
Teilbereichen und die geschilderten Nachteile sich nicht mehr auswirkten. Eine
derartige Datenbank würde die Modelleinzelheiten der Teilbereiche
mögl i cherwei se ni cht mehr aufl ösen, sondern di ese Teil daten in übergreifenden
Blöcken mit Kennwerten verwalten.
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3. Das System GRIMBI zum funktionellen Modellieren
**************************************************
GRIMBI GRaphische Interaktive Manipulation von ~lockdiagramm"
Informationen ist ein System, das die im ersten Abschnitt genannten
Forderungen an ein CAO-Hilfsmittel für das funktionale Modellieren erfüllt.
Es enhält als Kern eine Datenverwaltung, die mit Hilfe einiger geeigneter
Datenbanktechniken die Modelle dieses Bereiches verwaltet. Als Datenmodell dient
das der Blockdiagrammtechnik. Für die interaktive graphische Datenbearbeitung
enthält GRIMBI eine Graphik-Komponente, die üblichen Darstellungsformen der
Blockdiagrammtechnik entspricht /71/, /72/.
Implementierungsbasis ist das integrierte CAD-System REGENT (siehe Kap.2.3.),
wodurch eine Integration interaktiver Techniken (als GRIMBI-Komponente) mit
solchen der Stapelverarbeitung (typisch für REGENT) erreicht wird.
GRIMBI vereinigt in sich also Grundideen der Datenbanktechnik, der
interakti ven graphi sehen Systeme und der i ntegri erten CAD- Systeme
vom Typ REGENT.
Es ergänzt das IICAD-Methodenbank-System ll REGENT um die Methode des
interaktiven graphisch gestützten funktionellen Modellierens.
Die grundlegende Architektur des GRIMBI-Systems zeigt Abb.25. In einem
Prozeß der Arbeitsvorbereitung beschreibt der Anwender (oder der
Modell klassen-Administrator) die Umgebung, in der er modellieren möchte, die
Mqdellklasse (Schema). Dazu steht ihm eine Datendefinitionssprache (GRIMBI-DDl)
zur Verfügung, die eine problemgerechteModellklassenbeschreibung gestattet.
Eine solche Modellklassenbeschreibung umfaßt die beim Modellieren innerhalb
dieser Modellklasse gültigen Datentypen und Restriktionen. Beispiele für
derartige Modellklassen sind: IIFehlerbaum ll , "R&I für KernkraftwerkeIl etc.
Bei der eigentlichen Anwendung des GRIMBI-Systems, beim Modellieren, prüft
der Entwurfsprozessor di e Benutzerangaben auf Grund der Modell kl assenrestri k-
tionen und liefert sofort etwaige Einzelfehler.
Da die Modellklassenbeschreibung auch bei der Analyse herangezogen wird, kann
eine weitgehende Datenunabhängigkeit der Analyseprogramme erzielt werden.
In eine GRIMBI-Datenbank können beliebig viele Modelle ei gefügt werden, die
der der Bank zugeordneten Modellklasse entsprechen.
Di e Abb.26 zei gt in Ergänzung zu Abb.25 di e DV-techni sehe
Realisierung der GRIMBI-Architektur.
Die Modellklassen-Definition erfolgt mit einem GRIMBI-DDL-Programm im
Stapelbetrieb. Ergebnis eines Programmlaufes mit einem GRIMBI-DDL-Programm ist
eine GRIMBI-Datenbank, die für die Modellklasse initialisiert ist. Eine solche
Datenbank kann interaktiv bearbeitet werden, wobei die Modellelemente
entsprechend der Modellklassenbeschreibung graphisch dargestellt werden.
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Abb.26: EDV-Systemarchitektur von GRIMBI
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Daneben ist es auch möglich, mit Hilfe einer Datenmanipulationssprache
(GRIMBI-DML, eine PLl1-Erweiterung wie die GRIMBI-DDL) im Stapelbetrieb zu
modellieren. Derartig entstandene Modelle können später im interaktiven
Betrieb durch die Darstellungsgraphik ergänzt werden, so daß dann ein weiteres
interaktives Modellieren möglich ist.
Die Modellanalyse ist eine Aktivität im Stapelbetrieb, bei der mit Hilfe der
GRIMBI-DML auf die Modelle zugegriffen wird, um Analysedaten zu extrahieren oder
Analyseergebnisse in das Modell einzufügen.
GRIMBI unterscheidet zwischen dem eigentlichen
- Modellieren, bei dem ei ne 1ogi sche Struktur unter Berücksichtigung der
jeweiligen Modellrestriktionen erarbeitet und als EDV-Modell in einer
Datenbank verwaltet wird und dem
graphischen Editieren der externen Darstellung der Modelle im interaktiven
,Betrieb. Hierbei handelt es sich lediglich darum, Symbolpositionen oder
Leitungsführungen graphisch zu verändern, ohne das logische Modell zu
beeinflussen.
Dieser Trennung der Operationen entspricht auch eine Trennung der Daten in
zwei Teil datenbasen , so daß der Editier-Prozeß vollständig auf einem
intelligenten Satelliten implementiert werden konnte.
Wi e Datenbanksysteme unterschei det GRIMBI zwei Manipu1 ationsebenen (Abb. 27).
(1) Bei der Definition einer Modellklasse (Schemadefinition) werden alle
Problem- (Anwender-) Datentypen mit Hilfe der Systemdatentypen deklariert,
die die Datendefinitionssprache (GRIMBI-DDL) kennt. Problemdatentypen sind
daher Exemplare (Instances) der Systemdatentypen. Um die interaktive,
graphisch gestützte Bearbeitung zu ermöglichen, werden die
Problemdatentypen nicht nur logisch beschrieben, sondern auch bezüglich
ihrer externen graphischen Darstellung und Identifikation durch Zeigen.
(2) Für das Modell i eren und di e Analyse von Modell en steht ei n fester Satz
von Operationen bereit, die Exemplare von Problemdatentypen erzeugen und
manipu1 ieren. Dabei begrenzen di e Probl emdatentypen di e Operati onen, di e
für Systemdatentypen definiert sind, derart, daß gültige (konsistente)
Modelle entstehen. In diesem Sinne stellt eine Modellklasse eine
Bearbeitungsvorschrift im Rahmen bestimmter Aktionen dar.
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Nach der detaillierten Beschreibung dieser Fähigkeiten wird die realisierte
Systemarchitektur vorgestellt, die wesentlich von der spezifischen Hardware
eines ersten Anwendungsfalles bestimmt ist, d.h. durch die Verwendung eines
intelligenten graphischen Terminals unter einem Timesharing-Betriebssystem eines
Großrechners. Durch eine solche Hardware-Konfiguration läßt sich die
erforder1i che Integrat i on des interakti ven Ti mes hari ng-Betri ebs und der
Stapel-Verarbeitung gut realisieren.
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Abb.27: GRIMBI-Manipulationsebenen und Objekte
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3.1. Definition von Modellklassen: Das GRIMBI-Datenmodell
Grundlage des GRIMBI-Entwurfs ist die Entscheidung, ein Datenverwaltungs-
system mit interaktiv-graphisch gestütztem Datenzugriff und problemorientierter
Datenmanipulationssprache als CAD-Hilfsmittel zu implementieren, das das
bewährte Blockdiagramm-Datenmodell, d.h. ein Graphenmodell und kein
Mengenmodell verwendet. Diese Entscheidung beruht auf der Erkenntnis der
vorangegangenen Kapitel, daß nur durch ein problemangepaßtes Datenmodell
die spezifischen Erfordernisse eines Aufgabenbereiches optimal erfaßt werden
kÖhnen. Der wesentliche Aspekt dabei war, möglichst viele typische
Entwurfsrestriktionen durch das Datenmodell abzubilden, um weitgehende
Konsistenz zwischen der Realität, dem Modell und den Annahmen der Analysepro-
gramme über die Eingabedaten zu erzielen, und den Entwurfsingenieur bei der
Fehlersuche zu entlasten. Die Problemanpassung sollte dabei über die abstrakte
1ogi sehe Besehrei bung der Daten hi nausgehen und sieh auch auf di e zugehöri ge
graphische Darstellung und Identifikation beziehen.
Die Zielsetzung für GRIMBI erforderte eine Analyse der Blockdiagrammtechnik,
um herauszufinden, welche Arten von Informationen diese Technik erfaßt.
3.1.1. Übersicht über das Datenmodell
===~=.=.....,~---------===
Das Blockdiagramm-Datenmodell ist ein Graphenmodell (Kapitel 2.2.3.), durch
das Objekte (Dinge, Entities) und Relationen auf diesen Objekten explizit
unterschieden und bearbeitet werden. Daneben existiert eine dritte Kategorie:
die ~. Sie unterscheiden sich von den Objekten, weil zwischen ihnen keine
expliziten Relationen definiert werden /73/.
Oie Einordnung von Daten in diese Kategorien ist willkürlich, sie wird
allein durch den Zweck und die Gewohnheit in einem Kontext bestimmt.
Objekte werden unter zwei verschiedenen Aspekten betrachtet:
(1) als selbständiges Ding oder
(2) als Element eines Systems.
Im ersten Fall wird das Objekt durch Werte konkretisiert, im zweiten durch
Anschlüsse (Valenzen). Sie beschreiben, bezogen auf den aktuellen Kontext, die
Fähigkeit eines Objektes, sich in eine Struktur einzuordnen.
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Unter einem System versteht man eine Menge von Objekten, die miteinander in
Beziehung stehen. Diese Beziehungen werden im Blockdiagramm-Datenmodell durch
zweistellige Relationen beschrieben.
S = ( V , R) mit V= { v_I ,
R = { R_I ,
R_i c V x V
Objektmenge
Relationen-Menge
Relation
Formal ist ein System ein Paar auS der Objektmenge und einer Menge von
zweistelligen Relationen.
Sowohl Objekten als auch Relationen können Werte zugeordnet werden.
a V -> W
r R -> W mit Wals Wertemenge
Ein Objekt wird durch ein Wertetupel
beschri eben, was ei ner Darstellung des Objektes in e; nem Bl ockdi agramm durch
angefügte Texte und modifizierte Symbolgraphik entspricht. Relationen werden
in dieser abstrakten Darstellung wie Objekte behandelt, deren graphische
Darstellung in einem Blockdiagramm der legende für die Verbindungslinien
entspricht (Abb.28). Oie 2-Tupel der Relationen repräsentieren die Objektver-
bi ndungen, auch sie können durch Werte charakteri si ert werden, was inder
Graphik durch Texte an den Verbindungslinien ausgedrückt wird. Die Textur der
Verbindungslinien charakterisiert die Zugehörigkeit der Verbindung ( des
Tupels) zu einer Relation. Oie Existenz der Relationen ist unabhängig von der
Existenz irgendwelcher Objekte, so wie die Existenz der Objekte selbst. Tupel
dagegen - als Elemente einer Relation - können nur existieren, wenn die
referierten Objekte vorhanden sind.
Ein zentrales Konzept der Blockdiagrammtechnik ist das der AnschlUsse.
Sie werden als Subobjekte aufgefaßt und fassen die Informationen zusammen, die
für die Ve)~bindungen von Bedeutung sind. Anschlüsse sind entweder Eingänge,
Ausgänge oder ungerichtet. Sie bestimmen den Ein- bzw. Ausgangsgrad der
Knoten, d.h. durch sie wird festgelegt, wie viele Verbindungen zu einem Objekt
führen oder von einem Objekt wegführen können.
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Abb.28: Das Blockdiagramm-Datenmodell
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Es gibt aber noch einen dritten Aspekt, ein Objekt zu betrachten, nämlich
den, ein Objekt selbst
(3) als System von elementaren Objekten
aufzufassen: v = ( VI , R
'
).
Das bedeutet, ein Objekt zu detaillieren, auf eine niedere Abstraktionsstufe
überzugehen. Der Block ( das Objekt) wird selbst wieder durch ein Blockdiagramm
dargestellt: ei n Tei l-(Sub- )Netz. Objekte, die so bearbeitet werden und mit
einem Teilnetz korrespondieren, nennen wir Deskriptoren.
Diese Korrespondenz kann man formal so ausdrücken:
Ein Deskriptor repräsentiert ein Teilnetz auf einer höheren Abstraktions-
stufe durch Werte.
Eine spezielle Art von Anschlüssen sind die Quellen und Senken eines
Teilnetzes. Sie werden als selbständige Objekte behandelt, da sie die
Schnittstellen des Teilnetzes darstellen. Sie korrespondieren mit den
Anschlüssen des zugehörigen Deskriptors. Die Schnittstelle des Gesamtsystems
wird ebenfalls durch derartige Anschlüsse erfaßt.
Die bisher gewählte Darstellung des Datenmodells durch den bekannten
mathematischen Formalismus hatte den Zweck, die Klassifizierung des Datenmodells
als Graphenmodell zu verdeutlichen. Für die Erläuterung der Einzelheiten
eignet sich aber eine BNF-Form der Darstellung besser, sie wird daher im
folgenden ausschließlich verwendet. Eine vollständige Syntax (mit Produktionen
bis zu Konstanten) der GRIMSI-DDL befindet sich im Anhang 1, wo auch die
Syntaxnotation erläutert ist.
In den Text wurde im Interesse einer übersichtlichen, kompakten Darstellung
nur ein Syntaxauszug aufgenommen. Die Bedeutung der Variablen geht weitgehend
aus ihrer Bezeichnung hervor.
Ergebnis dieser Betrachtung ist die Unterscheidung zweier Objektgruppen:
(1) Basisobjekte (mit Anschlüssen) und Relationen beSChreiben die
Problemstruktur und
(2) Netze/Teilnetze mit zugeordneten Deskriptoren und mit Netz/Teilnetzanan-
schlüssen beschreiben die organisatorische Gliederung eines Gesamtsystems.
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Diese Objektklassen haben in der Blockdiagrammtechnik ihre spezifische
Bedeutung. Alle Objekte eines konkreten Modells lassen sich in diese Klassen
einordnen, so daß sie von den Manipulationsoperationen entsprechend behandelt
werden. Oi ese Kl assen werden im folgenden Systemkl assen genannt, di e durch
Systemdatentypen (Systemobjekttypen) repräsentiert werden.
Systemdatentypen in diesem Sinne beim Relationenmodell sind die Relationen-
typen, beim OBTG-Modell sind es RECORO und SET. Einen Vergleich des Blockdia-
gramm-Oatenmodells und des OBTG-Modells zeigt Abb.29. Das Blockdiagramm-Oaten-
modell ist also differenzierter, wodurch natürlich die Systemunterstützung
besser sein kann, da dem System mehr Wissen über den Modelltyp mitgeteilt wird.
3~1.2.Typisierung der Problemdaten eines Blockdiagramms
=============-====
Um das CAO-System zu befähigen, Eingaben zu prüfen und den Anwender bei
sei nen Mani pul at ionen in 1ogi scher und graphi scher Hi ns i cht problemgerecht zu
unterstützen, muß dem System Wissen über die Arbeit, also über Art und
Darstellung der zulässigen Modelle (Blockdiagramme), mitgeteilt werden. Das
geschieht bei GRIMBI wie bei Datenbanken durch eine sogenannte Datendefinition,
deren Ergebnis ein Schema ist: Eine Modellklassenbeschreibung durch eine
Datenmenge, nicht durch Algorithmen. Für diese Datendefinition abstrahiert man
di.e interessierenden Anwenderobjekte durch IIGeneralisierung ll , indem man Objekte
mit gleicher Bedeutung bezüglich des Problems zusammenfaßt und ihre
Gemeinsamkeiten durch einen Objekttyp (Anwender-Objekttyp, Problemdatentyp)
darstellt. Jeder dieser Objekttypen wird in eine der vorgenannten Systemklassen
eingeordnet, um dem CAO-System seine Bedeutung im Kontext der Datenmanipulation
zu beschreiben.
Objekte gehören zu ei nem Objekttyp , wenn sie durch di e gl ei che Anzahl von
Werten beschrieben werden und alle korrespondierenden Werte die gleiche
Be~eutung haben. Gleiche Bedeutung heißt, daß die gleichen Operationen auf die
Werte angewandt werden können. Diese Abstraktion erfolgt formal dadurch, daß
man nicht durch eine Wertegruppe ein Objekt, sondern durch eine Gruppe von
Attributen einen Objekttyp beschreibt. Die Datenstrukturen sind durch die
Systemtypen und damit durch die diesen zugeordneten Operationen definiert: Man
spricht bei einer solchen Vorgehensweise auch von abstrakten Datentypen /74/,
/75/. Beim Konkretisieren, beim Übergang von einem Typ zu einem Objekt, weist
man jedem Attribut einen Wert zu.
SATZTYP 1 SATZTYP 4
SATZTYP 1
1:N
SATZTYP 2
DBTG-SET
A24
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SATZTYP 1 SATZTYP 2
GRIMBI-RELATION
SATZTYP 3
Abb.29: Blockdiagramm-Oatenmodell und OBTG-Modell
Attribute
Attribute stehen stellvertretend für eine Gruppe von Werten. Sie
sind bei GRIMBI kennzeichnet durch
- die Länge eines (eventuellen) Attributfeldes,
- einen Datentyp,
- eine Klassifizierung des Attributes für die Auswertung und Darstellung,
- die Elemente der Wertemenge,
- einen Standardwert und
- eine Angabe über die Notwendigkeit einer Wertzuweisung bei der Erzeugung
eines Objektes, das dieses Attribut besitzt.
Ein Attribut wird einem Objekttyp durch die ATTRIBUTE-Klausel zugeordnet, die in
der GRIMBI-Oatendefinitions-Sprache folgendermaßen aussieht:
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Syntax
<attrib> ::= <attrname> ATTRIBUTE <datatype>
{DIMENSION«dim»}
{VALUESET«valueset»}
{DEFAULT«default»}
{CLASS«class»}
{REQUIRED}
<datatype> .. = BIN FIXED(15)
I BIN FLOAT(21)
I CHAR(<n»
BIN FIXED(31)
BIN FLOAT(53)
BIT(<n»
<valueset>
Beispiel
::= «from> TO <to» «v_I>, ... ,<v_n»
FARBE ATTRIBUTE CHAR(8) VALUESET('ROT
'
,'BLAU ' ,'GRUEN ' )
DEFAULT(IROT
'
) CLA$S(l)
GEWICHT ATTRIBUTE BIN FLOAT(21) VALUESET(l. TO 100.) REQUIRED
Das Attribut erhält einen Namen, mit dem es identifiziert wird. Die
zulässige Wertemenge wird entweder durch eine Werteliste oder unter Annahme
ei ner Standardmenge durch Berei chsgrenzen angegeben, was den Mögli chkei ten von
PASCAL /76/ entspricht. Wenn die Option REQUIRED angegeben wird, hat der
DEFAULT-Wert die Bedeutung eines unbestimmten Wertes, sonst wird er verwendet,
wenn beim INSERT kein Wert für das Attribut genannt wird (siehe Kapitel 3.2.).
Beim CLOSE SUBNET fordert das System Werte der REQUIRED-Attribute an, falls sie
nicht beim INSERT OBJECT oder durch CHANGE eingegeben wurden. Attribute können
ein Wertefeld erfassen, dessen Länge mit der OlM-Klausel angegeben wird. Die
CLASS-Klausel klassifiziert die Attribute bezügl ich der Auswertung und ihrer
Darstellung (Kapitel 3.1.4.).
Ebenso wie die Problemdatentypen werden auch die Systemdatentypen durch
Attribute beschrieben, die allerdings vom System fest vorgegeben sind. Sie
heißen im folgenden Systemattribute. Die Wertzuweisung erfolgt bei der
Schemadefinition.
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Systemattribute
-- ... -----------.-
Syntax
<system-attribs> ::= {STEXT«text»}
{SUBTYPE«problemtype-list»}
{SUPERTYPE«problemtype-list»}
Die folgende Gruppe von Systemattributen charakterisiert alle Systemtypen.
Werte di eses Attri butes beschreiben verbal di e Bedeutung des zugehöri gen
Objektes. beispielsweise für Auskünfte über Objekttypen beim Modellieren
(HELP-Kommando). Ein Objekttyp darf durch einen Text mit der maximalen Länge
256 erläutert werden.
Fl
C2
**
01*
~---;LC:::::===::::::~--.J
'---------'
Al
81
A25
Abb.30: SUBTYPE-SUPERTYPE-Klauseln
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SUBTYPE,SUPERTYPE
Außer den Anwenderrelationen zwischen den Objekten ist implizit eine
Systemrelation definiert, die es gestattet, einen Objektbaum (bzw. Mengen)
aufzubauen (siehe DMS-Operationen INCLUDE, EXCLUDE). Die Systemattribute SUBTYPE
und SUPERTYPE geben für jeden Objekttyp an, welchen anderen Objekttypen ein
Objekt dieses Typs unter- oder übergeordnet werden darf. Ein einfaches
Beispiel zeigt Abb.30, in der die Objekte Cl, EI, F1 dem Objekt Al und die
Objekte DI,C2 dem Objekt EI untergeordnet sind. Das folgende Beispiel zeigt
Ausschnitte einer zugehörigen Deklaration.
Beiseiel
OCL IA BASEOBJECT SUBTYPE(C,E,F) ;
DCL I C BASEOBJECT SUPERTYPE(A,C) ;
DCL 1 E BASEOBJECT SUPERTYPE(A) SUBTYPE(D,C) ;
DCL I F BASEOBJECT SUPERTYPE(A) SUBTYPE(D,C) ;
DCL I 0 BASEOBJECT SUPERTYPE(E) ... ;
Diese Relation spielt beim DELETE-Befehl und der Datenstrukturanalyse eine Rolle
(siehe Kapitel 3.2.).
Anschlüsse
Anschlüsse von Objekttypen beschreiben die Möglichkeiten, ein Objekt dieses
Typs in ei ne Struktur ei nzuordnen, es mit anderen Objekten zu verbi nden. Ei n
Anschluß wird als Subobjekt des Objektes betrachtet, er wird wie ein Objekt
durch spezifische Systemattribute und beliebige Problemattribute beschrieben.
Die Systemattribute charakterisieren den speziellen Anschlußtyp, die Anschluß-
dimension und den Anschlußgrad (Eingangs- bzw. Ausgangsgrad).
Syntax
<port>
<porttype>
::= <portname> PORT <porttype>
{DIMENSION«dim»}
{FAN«fanmin>,<fanmax»}
{<portattr-list>}
::= IN I Our I INOUT
<portattr-list> ::= 3 <attrib> {,3 <attrib>}g
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Beispiel
<port> ::= AND_1N PORT IN DIMENSION(2) FAN(l sl)
<port> ::= AND_OUT PORT OUT FAN(Os10)
Ein Anschluß ist entweder ein Eingangs ein Ausgang oder ungerichtet. Diese
Angabe bestimmt s ob ein Objekt des beschriebenen Typs Element des Vorbereichs, '
des Nachbereichs oder ein beliebiges Element einer Relation sein darf. Mit der
DIMENSION-Klausel wird die Länge eines Anschlußfeldes festgelegt. Die
. FAN-Klausel gibt an, wie viele Verbindungen gleicher Bedeutung höchstens an
einen Anschluß führen dürfen, bzw. wie viele mindestens herangeführt werden
müssen. Ist <fanmin>=O, so darf der Anschluß frei bleiben.
Die Beispiele beschreiben die Anschlüsse eines AND-Gatters, dessen zwei
Eingänge als Feld betrachtet werden, da sie die gleichen Eigenschaften haben.
Beide Eingangselemente müssen angeschlossen werden (damit am Ausgang ein
definiertes Signal erscheint). Der Ausgang darf frei bleiben, von ihm dürfen
maximal 10 Verbindungen ausgehen.
3.1.3. Beschreibung der Problemdatentypen
=====-=---;--=========
Oi e Systemdatentypen haben ei ne fest umri ssene Bedeutung, di e durch di e
zugehörigen Operationen (siehe Kapitel 3.2.) festgelegt ist und durch die
Systemattribute modifiziert werden kann. Bei der Model1klassen-Definition
(Schemadefinition) mit Hilfe der vonGRIMBI bereitgestellten Oatendefinitions-
sprache (GRIMBI-DDL), deklariert man die interessierendenProblemobjekttypen
(Problemdatentypen) als Abbilder (Exemplare, Instances) der Systemtypen, wie sie
in Abb.27 bereits aufgeführt sind. Eine Modellklasse ist also eine Menge von
OESCRIBE-Anweisungen, die man durch eine Oatentyp-Graphik ergänzen kann (siehe
Anhang 1 und Kapitel 3.1.4.)
Syntax
OESCRIBE 1 <problemtype> <systemtype>
<systemtype> ::= <baseobject> I <relation> I <descriptor> I <net>
I <systemport> I <subnetport> I <complexobject>
<problemtype>::= CHAR8-string
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Beispiel:
DESCRIBE 1 AND <baseobject> ... ;
Liegt eine derartig definierte Menge von Problemdatentypen (d.h. eine
Modellklasse) vor, so kann man mit Hilfe der Datenmanipulationssprache Modelle
dieser Klasse bearbeiten. Beispielsweise fügt der Befehl
INSERT <name> <problemtyp> ... ,
ein Objekt eines Problemdatentyps unter dem angegebenen Namen in die Datenbasis
ein. Für den Problemdatentyp AND aus dem Beispiel sähe die Manipulation so
aus:
INSERT ANDI AND
Soviel zur Verwendung der Problemdatentypen, die einzelnen Operationen für
diese Datentypen werden in Abschnitt 3.2. erläutert.
Der Problemdatendefinition entspricht z.B. in PLll die Deklaration von
Variablen:
DCL A BIN FLOAT(2l) BASED; <====> DESCRIBE
Die Allokierung solcher Variablen und die anschließende Wertzuweisung hat die
gleiche Bedeutung wie das INSERT beim Modellieren:
ALLOC A; A=20; <=> INSERT
Soviel vorweg zur Verwendung der Problemtypen. Im folgenden wird erst einmal
die Bedeutung und Anwendung der einzelnen Systemdatentypen besprochen.
BASEOBJECT
---
Der Systemtyp BASEOBJECT dient der Beschreibung von Anwenderdatentypen, deren
Exemplare (Instances) nicht weiter strukturiert werden und die keine
Systemschnittstellen oder Relationen darstellen. Objekte vom Typ BASEOBJECT
werden durch Systemattribute, Problemattribute und Anschlüsse beschrieben. Sie
haben mindestens einen Anschluß, damit sie überhaupt in eine Struktur
eingefügt werden können.
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Syntax
DESCRIBE 1 <problemtype> BASEOBJECT <system-attribs>
{<attriblist>}
{<portlist>};
<attri b1ist>
<portlist>
::= 2 <attrib> {,2 <attrib>}~
::= 2 <port> {,2 <port>}~
Ein einfaches Beispiel eines BASEOBJECTs ist der im folgenden beschriebene
Datentyp Pumpe mit Material-Ein/Ausgängen und Energiezufuhr. Pumpen darf man
nur in eine Kolonnen-Untermenge einordnen, den Pumpen dürfen nur Motoren
untergeordnet werden.
Beispiel:
DESCRIBE 1 PUMPE BASEOBJECT STEXT('Anwendertyp Pumpe')
SUPERTYPE(KOLONNE) SUBTYPE(MOTOR)
2 FLSTG ATTRIBUTE STEXT('Förderleistung')
REAL VALUESET(10. TO 100.) DEFAULT(20.),
2 TYP ATTRIBUTE STEXT('Pumpentyp') CHAR(8)
VALUESET('KREISEL' ,'ZAHNRAD')
. DEFAULT('KREISEL ' )
2 MEDIUM ATTRIBUTE STEXT('Eingangs-Medium
'
)
CHAR(3) VALUESET('H20' ,INAI) REQUIREO,
2 EINGANG PORT STEXTCMaterial-Eingang ' )
IN FIELD(l) FAN(l,l)
3 FLANSCH ATTRIBUTE CHAR(l) STEXT('Flansch-Klasse')
VALUESET('A' ,'B' ,'CI ,'X') OEFAULT('A'),
2 AUSGANG PORT STEXT('Material-Ausgang ' )
OUT FIELD(l) FAN(1,4),
3 FLANSCH ATTRIBUTE STEXT('Flansch-Klasse')
CHAR(l) VALUESET('A' ,'Z')
2 ELEKTRO PORT IN FIELD(l) FAN(1,3)
STEXT('Stromanschluß'),
3 SPANNUNG ATTRIBUTE lNTEGER STEXT('Anschlußspannung')
VALUESET(110,220,380) OEFAULT(380)i
RELATION
Relationen beschreiben Anwenderdatentypen, die eine Menge von
Objektverbindungen repräsentieren. Im mathematischen Sinne handelt es sich um
die Beschreibung einer zweistelligen Relation durch die Festlegung von
Restriktionen für die zulässigen Objektpaare, durch die Einschränkung des
Vor- und Nachbereichs und die Struktur der Relation.
Syntax
DESCRIBE <problemtype> RELATION {<system-attribs>}
{FROMDOMAINE«fromlist»}
{TODOMAINE«tolist»}
{TYPE«strutype»}
{RESTRICTION«restrictionlist»}
{RENTRYCO«entrylist»}
{RENTRYCL«entrylist»}
{<attriblist>}
{<tupelattrib>};
<restrictionlist> .. - <operand> <operation> <operand>
{,<operand> <operation> <operand>}g
<operand>
<operation>
<tupelattrib>
::= FROM.<attrname> {«ind»}
FROM.. <attrname>{«ind»}
TO.<attrname> {«ind»}
TO.. <attrname> {«ind»}
REL.<atttname> {«ind»}
<const>
= I ~= I < I > I <= I >=
::= 2 <tattrname> TUPElATTRIBUTE <datatype>
{DIMENSION«dim»}
{VALUESET«valueset»}
{DEFAUlT«default»}
{ClASS«class»}
{REQUIRED}
<strutype>::= TREE I .....
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Beispiel
DESCRIBE 1 E NETZ RELATION STEXT(IVersorgungsnetz l )
FROMDOMAINE(VERTEILR.AUSGANG)
TODOMAINE(PUMPE.ElEKTRO,lAMPE)
RESTRICTION(TO.. SPANNUNG=REL.SPANNUNG,
FROM.. SPANNUNG=REL.SPANNUNG)
2 SPANNUNG ATTRIBUTE INTEGER
VALUESET(220,380) DEFAULT(380),
2DURCHM TUPELATTRIBUTE REAL VALUESET(l. TO 10.)
DEFAULT(l. 5);
Relationen haben die gleichen Systemattribute wie Basisobjekte, werden
ebenfalls durch Problemattribute charakterisiert und verhalten sich bezüglich
der Operationen INSERT, DELETE, INCLUDE, EXCLUDE wie diese. Alle anderen
Attribute sind spezifisch für Relationen. Sollen in einer Struktur die
Verbindungen (Tupel) bewertet werden, so ordnet man der Relation ein
TUPELATTRIBUTE zu, das die Möglichkeiten der Bewertung beschreibt.
Die anderen Klauseln dienen der Festlegung von Restriktionen, die beim
Zuordnen von Tupeln Cd.h. beim Aufbau von Verbindungen zwischen Objekten, siehe
CONNECT-Befehl) zu beachten sind. Die FROMDOMAINE- und TODOMAINE-Klauseln
spezi fi zi eren den Vor- und Naehberei eh der Re1ati on durch Li sten von
Problemdatentypen und Problemdatentyp-AnschlUssen. . Im Kontext einer solchen
Relation sind nur Verbindungen zwischen den Anschlüssen der spezifizierten
Typen zulässig. Beispielsweise darf eine Relation vom Typ E NETZ nur Objekte
vom Typ VERTEILER mit solchen der Typen PUMPE und LAMPE verbinden, Pumpen und
Verteiler nur über den Anschluß ELEKTRO. Um eine Relation auf einen der Typen
1:1, l:n oder n:m einzuschränken, muß man die FAN-Werte der FROM- bzw.
TODOMAINE-Elemente geeignet definieren. Oie RESTRICTION-Klausel erfaßt einen
Restriktionstyp, der sich auf die Attributwerte der zu paarenden Objekte
bezieht. Sie werden durch die angegebenen Vergleichsoperationen zueinander oder
zu Konstanten in Beziehung gesetzt. Dabei qualifizieren FROM./TO.
Objektattribute von VOR-/Nachbereichselementen ,FROM.. /TO.. Anschlußattribute
und REL. Relationsattribute. Konstanten werden gemäß der PL!l-Regeln in die
Typen der Attribute gewandelt. Die Einzelrestriktionen der Liste müssen alle
erfüllt sein, um ein Tupel in eine Relation des Typs einfügen zu können. Die
E_NETZ-Relation läßt beispielsweise nur Verbindungen zwischen Objekten zu,
deren Anschlußspannungen der für die Relation vorgesehenen Spannung
entsprechen.
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Neben diesen lokalen Restriktionen t die sich lediglich auf die zu einer
Verbindung gehörenden Objekte beziehen t sind globale Restriktionen vorgesehen.
Sie betreffen mögliche Strukturtypen. Bedingt durch den ersten Anwendungsfall
für GRIMBI ist bisher ein Typ vorgesehen: Der Typ TREE stellt sichert daß die
Relation schleifenfrei ist. Um aber beliebige Restriktionen und Kombinationen
von Restriktionen erfassen zu können t reichen diese Beschreibungsmittel
möglicherweise nicht aus. Daher sieht auch GRIMBI für Spezialfället ähnlich
wie das DBTG-Modell t ergänzend den Einbau von Prüfalgorithmen vor t die der
Anwender in der Phase der Modellklassenbeschreibung mit der DML (die eine
Erweiterung von PL/1 um die in Kapitel 3.2. beschriebenen Befehle ist)
formuliert. Die RENTRYCO/RENTRYCL-Klauseln teilen dem System die Namen zweier
solcher Prozeduren mit t die dann nach jedem CONNECT (RENTRYCO) bzw. beim CLOSE
SUBNET (RENTRYCL) aufgerufen werden und die Gültigkeit der Struktur prüfen.
Eine derartige Prozedur t die zum Systemumfang gehört t ist die Prozedur FREE.
Sie prüft bei einem CLOSE NETt ob freie Anschlüsse vorhanden sind und markiert
sie.
GRIMBI-Relationstypen
In diesem Zusammenhang wird noch einmal zusammenfassend auf die
unterschiedlichen Relationstypen hingewiesen t die in GRIMBI eine Rolle spielen.
,Anwenderrelationen s;'nd die eben besprochenen Relationen zur Erfassung der
Problemstruktur (m:n-Relationen mit Problemrestriktionen). Sie werden vom
Anwender bei der Modellklassendefinition (im Schema) frei festgelegt. Die
Befehle CONNECT/DISCONNECT stehen zu ihrer Bearbeitung beim Modellieren bereit.
Die Deskriptor-Teilnetz-Relation (1:n-Relation) hat die Bedeutung "besteht
(im Detail) aus" und dient der Abgrenzung von Teil strukturen. Sie ist dem
System bekannt und dient der Modellgliederung in übersichtliche Abschnitte.
Diese Relation ist ihrer Struktur nach ein Baum t ein Teilnetz gehört zu genau
einem Deskriptor t einem Deskriptor können mehrere Teilnetze (Alternativen)
zugeordnet sein. Für diese Re'lation legt der Anwender lediglich den jeweils
zulässigen Objekttyp fest.
Um Mengenbil dungen zu ermögl ichen t kennt das System ei ne Mengen-Re1at ion t
deren Struktur fest liegt (1:n-Relation zur Zusammenfassung von Objekten
innerhalb eines Netzes/Teilnetzes). Der Anwender gibt mit der SUBTYPE- bzw. der
$UPERTYPE-Klausel lediglich den Vor- bzw. Nachbereich an (Kapitel 3.1.2. und
3.2. ).
Die Objekt-Objekttyp-Relation ist eine m:1-Relation der Bedeutung "wird
beschrieben durch". Alle Modellobjekte t die auf einen Objekttyp verweisen t haben
di e gl ei che Grundbedeutung t gehören zu ei ner. Kl asse. Auch di ese Re1at ion hat
eine unveränderliche Struktur.
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DESCRIPTOR-SUBNET
---
Um größe Systeme bei Äuflösung aller Details zu bearbeiten, gliedert man
das Gesamtsystem in ei nze1oe überschaubat'e Tei 1systeme, di e auf ei ner Ebene
höherer Abstraktion als strukturlose Elemente mit Attributen und Anschlüssen
(d.h. wie Basisobjekte) behandelt werden. Es geht darum, ein System durch
schrittweises Abstrahieren oder Detaillieren, wie es einleitend für ein
CAD-System zum funktionalen Modellieren gefordert wurde; zu bearbeiten. Diesem
Ziel dient die Möglichkeit, einen sogenannten DESCRIPTOR-(SUBNET)-Problemdaten-
typ zu definieren, der einen zulässigen Teilnetztyp bezüglich zweier
A~straktionsebenen charakterisiert. Im Gegensatz zu Objekten vom Typ
BASEOBJECT besitzt dieser Objekttyp eine Struktur und eine variable Zahl von
Anschlüssen (falls nicht die Option FIXPORTS angegeben wurde). Wie aus der
Syntax ersichtlich,wird ein DESCRIPTOR/SUBNET wie BASEOBJECTs und RELATIONs
auch durch Problemattribute und Standardattribute beschrieben, darüberhinaus
aber durch einige implizit definierte Attribute, denen vom System automatisch
Werte zugewiesen werden (Ausnahme: die Werte 4 und 5 des Attributes OEVSTAT,
siehe unten). Es handelt sich um folgende implizite Deklarationen, deren
Bedeutung aus der Beschreibung hervorgeht.
- CR_NAME ATTRIBUTE CHAR(8) STEXT('Name der Ersteller5 1 )
- CR_DATE ATTRIBUTE CHAR(6) STEXT('Erstellungsdatum')
- CR_TIME ATTRIBUTE CHAR(6) STEXT('Erstellungszeit')
- RV_NAME ATTRIBUTE CHAR(8) STEXT('Name des Ändernden ~
- RV_DATE ATTRIBUTE CHAR(6) STEXT('Änderungsdatum ~
- RV_TIME ATTRIBUTE CHAR(6) STEXT('Änderungszeit ~
- ACTIVE ATTRIBUTE BIT(l) STEXT('aktive Teilnetzalternative
'
)
- DEVSTAT ATTRIBUTE BIN FIXED(15) VAlUESET(O TO 5)
STEXT('Entwurfsstadium
'
)
Dabei bedeutet:
DEVSTAT=O ungeprüfter Entwurf
=1 lokale Konsistenz (siehe RELATION)
=2 gültiger Strukturtyp (z.B. TREE)
=3 geprüft durch Anwenderalgorithmus
=4 vorläufig freigegeben durch Bearbeiter
=5 freigegeben durch Bearbeiter
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Syntax
DESCRIBE 1 <problemtype> OESCRIPTOR {<system-attribs>}
{SUBNETDOMAINE«objtype-list»}
{FIXPORTS} {<attriblist>},
{t2 <portname> <snporttype>}~;
<objtype-list> ::= <snproblemtype> {t<snproblemtype>}~
<snproblemtype> ::= <baseobject> I <relation> I <descriptor> I<subnetport>
Beispiel
DESCRIBE 1 NKSYST DESCRIPTOR STEXT('Notkühlsystem ' )
SUBNETDOMAINE(BEHÄLTER,PUMPE,VENTIL,
NKS_AUS,NKS_EIN,MSR_EA,ELEKTRO,
E_NETZ,KMLTG,MSRLTG)
2 LEISTUNG ATTRIBUTE BIN FLOAT(21) STEXT('Kühlleistung
'
)
VALUESET(lO. TO 1000.) DEFAULT(100.),
2 KUEHLM ATTRIBUTE CHAR(3) STEXT('Kühlmittel
'
)
VALUESET('NA' ,H20') DEFAULT('NA'),
2 KM EINI NKS_EIN,/*Kühlsystemeingang vom Typ NKS_EIN*/
2 KM AUSI NKS_AUS;/*Kühlsystemausgang vom Typ NKS_AUS*/
Bei der Strukturierung eines Teilnetzes (Modellieren) ist nur die Verwendung
von Objekten derjenigen Problemtypen zulässig, die in der SUBNETDOMAINE-Klausel
angegeben sind. In dem Beispiel seien BEHÄLTER, PUMPE, VENTIL BASEOBJECT-Prob-
lemdatentypen, NKS_EIN, NKS_AUS, MSR_EA und ELEKTRO SNPORT-Typen (siehe Beispiel
SUBNETPORT) und die übrigen vom Typ RELATION. Mit anderen Worten: Ein Not-
kühl system dieses Typs darf nur mit Hilfe der genannten Elementtypen aufgebaut
werden. Gibt man die Option FIXPORTS an, so muß mindestens ein Anschluß
definiert werden, da beim Modellieren dann keine Anschlüsse ergänzt werden
können. Bei einem DESC~IPTOR- Datentyp ist es erlaubt, Anschlüsse sowohl
während der Modellklassendefinition als typspezifisch festzulegen, als auch
Anschlüsse beim Modellieren zu ergänzen. Ein Notkühlsystem, wie es im
Beispiel charakterisiert ist, hat mindestens einen Kühlmitteleingang und einen
Kühlmittelausgang, die bei Bedarf während des Modellierens durch weitere
Anschlüsse der genannten Typen ergänzt werden können (z.B. INSERT E EIN
ELEKTRO OESCRIPTOR«descriptor-name»; siehe Kapitel 3.2.4.).
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Deskriptor und Teilnetz repräsentieren in verschiedenen Umgebungen das
gleiche Objekt, daher referiert man sie auch unabhängig vom aktuellen Kontext
mit dem gleichen Namen. Zu einem DESCRIPTOR-Exemp1ar können mehrere SUBNET-
Exemplare gleichen Typs gehören, wobei alle diese Teilnetze die gleichen
Anschlüsse besitzen müssen. Das hat zur Folge, daß implizit in alle
Nachbarteilnetze ein Anschluß eingefügt wird, wenn man eines der Teilnetze um
einen Anschluß erweitert. Natürlich gilt das auch für den zugehörigen
Deskriptor. Alle zu einem Deskriptor gehörenden Teilnetze bilden ein Feld, sie
werden daher durch ihren i ndi zierten Namen referi ert. Di ese Strukturi erungs-
möglichkeit dient der Verwaltung von Entwurfsalternativen. Um eine eindeutige
Auswertung einer solchen Struktur zu ermöglichen, wird mit dem Befehl ACTIVATE
(Kapitel 3.2.) eine der Teil netz-Alternativen als aktiv gekennzeichnet
(implizit definiertes Attribut ACTIVE).
GRIMBI erlaubt beim Aufbau eines Modells mit diesen Mitteln nur echte Bäume
(d. h. ein Teilnetz-Exemplar hat nur einen Deskriptor) und keine Rekursion.
NET
Prob1emdatentypen der Art NET repräsentieren di e oberste Abstraktionsebene
des zu bearbeitenden Systems, im übertragenden Sinne stellen sie die
Übersichtszeichnung eines Zeichnungssatzes dar. Wie Teilnetze besitzen sie die
Systemattribute und di e impl i zit defi nierten Bearbei tungsattribute, es können
ihnen auch beliebige Problemattribute zugeordnet werden. Ein Modell darf nur
ein Exemplar eines NET-Datentyps und lediglich Anschlüsse des Typs SYSTEMPORT,
d.h. Anschlüsse, die auf die Außenwelt des zu modellierenden Systems
verweisen. Die NETDOMAINE- Klausel enthält alle für die Strukturierung eines
Netzes zulässigen Problemdatentypen.
Syntax
DESCRIBE 1 <problemtype> NET {<system-attribs}
{NETDOMAINE«net-problemtype-list»}
{<attriblist>};
<net-problemtype-list> ::= <net-problemtype>
<net-problemtype>
{,<net-problemtype>}~
::= <baseobject> I <descriptor> I <systemport>
I<relation>
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Beispiel
DESCRIBE 1 KW NET STEXT('Kraftwerks-Übersicht')
(NETDOMAINE(W_GEN, KÜHLSYST, NOTKSY$T, E_GEN,
E_QUELLE, E_SENKE , ROHRNETZ, E_NETZ)
2 TYPE ATTRIBUTE STEXT('Kraftwerkstyp') CHAR(8) OEFAULT('KKW ' )
VALUESET('KKW' ,'GASKW' ,'KOHLEKW
'
,'H20KW ' ),
2 LEISTUNG ATTRIBUTE BIN FLOAT(21) VALUESET(l. TO 1000.)
DEFAULT(300.);
Das Beispiel zeigt die Definition eines Problemdatentyps der Art NET, dessen
Exemplare stark abstrahierte Kraftwerkstrukturen aufnehmen können. Für den
Aufbau einer derartigen Struktur stehen Bauelementtypen zur Verfügung:
Wärmegenerator (W~GEN), Kühl system (KÜHLSYST), Notkühlsystem (NOTKSYST),
Stromgenerator (E_GEN) seien DESCRIPTOR-Typen, da sie im Verlaufe des
Entwurfsprozesses detailliert werden sollen, Energiequelle (E_QUELLE),
Energiesenke (E_SENKE) bilden die Kraftwerkschnittstellen zur Umwelt und die
RELATION-Typen ROHRNETZ und E_NETZ dienen zur, Verbindung der Elemente.
SYSTEMPORT-SUBNETPORT
-----------
-- -- -- --
Objekte dieser Typen bilden die System- und Teilsystemgrenzen. Es sind die
Quellen und Senken der Interessenbereiche. Während die SYSTEMPORT- Objekte auf
die Umgebung des zu modellierenden Systems verweisen, zeigen die SUBNETPORT -
Objekte (bzw. die entsprechenden DESCRIPTOR- Anschlüsse auf SUBNETPORT -
Objekte anderer Teilsysteme.
Syntax
DESCRIBE 1 <Pfoblemtype> <netport> {<system-attribs>}
{porttype>}
{DIMENSION«dim»}
{FAN«fanmin>,<fanmax»}
{<attriblist>};
<netport> ::= SYSTEMPORT I SUBNETPORT
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Beispiel
DESCRIBE 1 NKS_EIN SUBNETPORT IN FAN(I,I),
2 MEDIUM ATTRIBUTE CHAR(3) VALUESET('NA' ,'H20 ' ),
2 FLANSCH ATTRIBUTE BIN FIXEO(15) VALUESET(1 TO 10) OEFAULT(l);
COMPLEXOBJECT
Komplexobjekte sind Typen, denen zusätzlich zu Anschlüssen und Attributen
bei der Modellklassendefinition eine Struktur (Teilnetz) aus Basisobjekten und
Relationsobjekten zugeordnet wird. Die Attribute eines solchen Problemtyps
korrespondieren mit Attributen der Objekte des Komplexes, die Anschlüsse
entsprechen den SUbnetports. Die Werte der einzelnen Komplextyp- Exemplare
ersetzen die Werte einzelner Strukturelemente. Es handelt sich daher um eine
parametrisierte Struktur, wobei sich die Parametrisierung allerdings nicht auf
die Topologie beziehen kann (Abb.31).
Syntax
DESCRIBE 1 <problemtype> COMPLEX <system-attribs>,
{2 <attrname> ATTRIBUTE LIKE«structure-object-attrib»}~;
{INSERT <structure-object-name> <problemtype> <properties>;}~
{CONNECT <port> <port> RELATION«relname>,<value»;}~
END COMPLEX;
<complex-problemtype> ::= <baseobject> , <relation>
<properties> ::= {<attrname>«valuelist»}~
Die Struktur eines Komplextyps wird mit INSERT- und CONNECT-Befehlen
beschrieben (entsprechend der Modellierung, Kapitel 3.2.). Die AnschlUsse
entsprechen den SUBNETPORTs der zugeordneten Struktur, sie haben auch den
gleichen Namen. Oie Komplexobjektattribute werden frei benannt, entsprechen aber
Attributen der Strukturobjekte (LIKE-Klausel). Wird daher einem Objekt der Art
COMPLEXOBJECT ein Wert zugewiesen, so wird er dem in der LIKE-Klausel angegebe-
nen Strukturobjekt-Attribut zugeordnet. Bei den Komplexobjekt-Attributen handelt
es sieh gewissermaßen um formale Parameter wie bei Prozeduren. Objekttypen
dieser Art haben ihren Sinn, wenn Strukturen sich häufig ändern, was jeweils
auch eine Änderung der Auswertealgorithmen nach sich zöge, falls für jeden
QAl
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Abb.31: Komplexobjekt
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derartigen Strukturtyp ein Basisobjekttyp stände und damit das Wissen über die
Struktur in den Auswertealgorithmen vorliegen müßte. Sind diese Strukturen
aber ebenso stabi 1 wi e di e anderen Problemtypen t so wi rd das Wi ssen über di e
Struktur besser in die Algorithmen aufgenommen.
Ein einfaches Beispiel für eine Komplexstruktur ist in der Fehlerbaumanalyse
ein Logikelement mit der Funktion einer 2aus3-Auswahl (Abb.32).
Oie Komplextyp-Bildung ist auch während des Modellierens möglich, indem der
Anwender eine Bibliothek gewissermaßen als dynamische Schemaerweiterung mit
Komplexstrukturen aufbaut (Kapitel 3.2.: DESCRIBE COMPLEX).
BANK-NETPOOL
-----------
Die bisher betrachteten Datentypen dienen der Beschreibung von
Prob1emdatentypen t mi t denen der Anwender arbei ten wi 11. Daneben kennt das
System aber zwei weitere Datentypen : BANK und NETPOOL. Ihre Bedeutung ist
problemunabhängig t invariant. Sie werden vom Anwender mit Hilfe der Operationen
(Kapitel 3.2) so wie die Problemdatentypen bearbeitet. Eine BANK umfaßt eine
Modellklassenbeschreibung und beliebig viele Objekte vom Typ NETPOOL.
NETPOOL-Objekte repräsentieren ein Modell der zugehörigen Modellklasse
(Abb.33)t sie bestehen aus einem Netz und beliebig vielen Teilnetzen t
repräsentieren also gewissermaßen einen "leichnungssatz" t in dem das Netz die
lIübersichtszeichnung ll darstellt.
BANK.
MODELLK.LASSEN-BESCHREIBUNG
INETPOOL
NETPOOL
NET
I
V14
~SN-ALTERNATIVE
SUBNET
-
Abb.33: Datentypen der Verwaltung
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3.1.4. Graphik der Problemdatentypen
- =====,-------
Um mit GRIMBI interaktiv, graphisch unterstützt arbeiten zu können,
enthält der Datendefinitionsteil Anweisungen, mit denen einer Modellklasse eine
geeignete graphische Repräsentation zugeordnet werden kann (Abb.27). Die
graphische Datentypbeschreibung muß nicht zusammen mit der logischen
Beschrei bung erfolgen, sondern kann zu ei nem späteren lei tpunkt ergänzt oder
geändert werden (Anhang 1). Diese Beschreibung legt die graphische Darstellung
der Modelldaten fest. Sie entspricht damit in ihrer Bedeutung der
FORMAT-Anwei sung bzw. der FORMAT- Li ste ei ni ger Programmiersprachen (FORTRAN,
PL/1) , die allerdings lediglich die Datendarstellung durch leichenketten
erfaßt.
Beispiel
DCL A BIN FLOAT(21), N BIN FIXED(31);
F1: FORMAT(SKIP,E10.7);
PUT EDIT(A,N)(R(Fl),X(3),F(8));
Diese FORMAT-Angabe legt fest, daß der darzustellende Wert, in diesem Falle
der Wert der Variablen A, als leichenkette der Form -O.500E-02 ausgegeben wird.
Während diese Beschreibung sich ledigl ich auf die externe Datendarstellung
bezieht, wird mit der GRIMBI-DDL auch die Datenidentifizierung durch Zeigen
erfaßt, die für die interaktive Arbeit unverzichtbar ist.
Wegen der logischen Strukturierung der Datentypen ( in Anschlüsse, Attribute
etc.) sind auch die Symbole, die den Datentypen zugeordnet werden, strukturiert.
Ein Symbol besteht aus folgenden graphischen Elementen (Abb.34):
(1) ein Grundsymbol, das die Bedeutung des zugehörigen Objektes ausdrückt,
(2) Anschlußsymbole, die jeweils einen Anschluß repräsentieren,
(3) Attributsymbole,die Attribute darstellen und
(4) Textfenster, Bereiche mit einer Zeilen/Spalten-Struktur, in denen Texte
dargestellt werden.
.---1
1 1
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Ebenfalls graphisch beschrieben t aber nicht dargestellt werden
(5) Anschlußkoordinaten t d.h. die Punktet von denen die Verbindungen ausgehen
und
(6) Pickbereiche t die dem Gesamtobjekt t den Anschlüssen und den Attributen
zugeordnet werden.
Die vollständige Syntax dieses Definitionsteiles befindet sich in Anhang 1.
Sie wird im folgenden schrittweise erläutert. Der Graphik-Teil der
Datendefinition sieht so aus (siehe auch Beispiel-Datendefinition zu Abb.34 am
Ende diese Kapitels):
Syntax
<graphie> ::= OPEN GRAPHIC«grid»;
{<objtype-representation>J~
CLOSE GRAPHIC;
Der Wert <grid> legt im Symbol koordinatensystem (siehe unten) ein Raster
fest t das für die Positionierung des Symbols und die Anschlußkoordinaten
verwendet wird. Mit dem Programmteil <objtype-representation> beschreibt man
dann für jeden Problemdatentyp eine Symbolik t wobei die oben genannten sechs
Symbol-Elemente unterschieden werden.
Syntax
<objtype-representation> ::= OPEN OBJTYPE <systemtype> <problemtype>;
<gr-repr> {<gr-repr>J~
CLOSE OBJECTTYPE;
<gr-repr> <pick>
<portgraphie>
<portcoord>
<attribgraphic>
<basegraphie>
<textwindow>
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Das Grundsymbol eines Objekttyps wird durch den BASEGRAPHIC-Teil beschrieben,
dessen Syntax so aussieht:
<basegraphic> ::= BASEGRAPHIC;
{<gr-object>}~
END BASEGRAPHIC;
Die Anschlußsymbole werden unabhängig vom Grundsymbol behandelt, um sie
gegebenenfalls verschwinden zu lassen ( z.B. wenn sie nicht belegt sind, um sie
verschieben zu können (z.B. bei Deskriptoren) oder um sie blinken zu lassen.
Ebenfalls zur Beschreibung der Anschlüsse gehört die Angabe desjenigen
Punktes, an den eine Verbindung herangeführt wird. Der Anwender (oder
Mode 11 kl assen-Admi ni strator) hat dafür zu sorgen, daß di eser Punkt auch ei n
Punkt der Anschl ußgraphi k ist. Die Zuordnung ei ner Anschl ußbeschreibung zu
dem entsprechenden 1ogi schen Datene1ement erfolgt durch den Anschlußnamen und
bei Anschlußfeldern zusätzlich einen Index.
Syntax
<portgraphic> PORTGRAPHIC <which>;
{<gr-object>}~
END PORTGRAPHIC;
<portcoord>::= PORTCOORD <which> <ix> <iy> {,<which> <ix> <iY>}~
<which> ::= <portname>{«ind»}
Für die graphische Darstellung der Attributwerte sind zwei
Möglichkeiten vorgesehen: ihre Repräsentation durch Texte oder durch
eine Symbolik (Attributgraphik). Sogenannte Textfenster legen die
Position «x> <y» und Gestalt «dx> <dy> ,d. h. Breite und Höhe) der
textlichen Wertdarstellung fest.
Syntax
<textwi ndow> ::= TEXTWINDOW {<x> <y> <dx> <dy>
RASTER«lines>,<cols»
{FORMAT«Pl/l-format»}~
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Die RASTER-Klausel bestimmt die Aufteilung des Textes in Zeilen und Spalten.
Die Art der Wandlung der Werte in eine Zeichenkette wird mit der FORMAT-Klausel
angegeben. Di e Zuordnung ei nes Attri butes zu ei nem Textfenster erfolgt durch
die CLASS-Klausel: CLAS$(n) bedeutet, daß der entsprechende Attributwert im
n-ten Fenster erscheinen soll. Sind einem Textfenster mehrere Attribute
zugeordnet, so wird durch CHANGE PROPRTYLEVEL (Kapitel 3.2) angegeben, welcher
der Werte graphisch darz~stellen ist. Wird zu einem Attribut CLASS(O)
angegeben, so soll das Attribut durch eine Attributgraphik dargestellt
werden. ' Die, Sichtbarkeit der Attributgraphik ist von den Attributwerten
abhängig: Ein Attributsymbol ergänzt das Grundsymbol , wenn dem Attribut ein
bestimmter Wert oder Wertebereich zugeordnet ist. Fehlt die CLASS-Angabe, so
handelt es sich um ein Attribut ohne graphische Darstellung.
Syntax
<attribgraphic> .. -
ATTRGRAPHIC <attrname>{«ind»} «comp><value>,{<comp><value>});
{<gr-object>}~
END ATTRGRAPHIC;
<cornp> ::= > I < I <= I >= I = I ~=
Im Gattersymbol des Beispiels erscheint die Signal negation, wenn dem
z4gehörigen Attribut IN.NEG der Wert II"B zugewiesen ist. Ein anderer
Anwendungsfall wäre die graphische Darstellung eines Behälter-Füllstandes.
GRIMBI realisiert damit eine parametrisierte Symbolik, die besonders wichtig
ist, wenn man Werte einer Datenbank darstellen will.
Die Pick-Bereiche werden explizit als Rechteckbereiche unabhängig von der
Graphik definiert, um auch Datenbasis-Elemente eindeutig identifizieren zu
können, deren graphische Repräsentationen sich berühren oder überschneiden.
Diese Technik ermöglicht es, jeweils einem der Attributwerte keine Graphik
zuzuordnen, ohne die Identifi kation des Attributes zu verhindern. Das NEG-
Attribut des Beispiels läßt sich so auch im Zustand NEG="O"B identifizieren.
Diese Art der PICK-Definition hat, gegenüber der PICK-Definition durch die
Symbolik, den Vorteil der optimalen individuellen Festlegung des
Unschärfebereiches für das Zeigen.
Syntax
<pi ck>
<what>
<where>
::= PICKAREA <what> <where> {<what> <where>}~
::= * I <portname>{«indl»} I *.<attr>{«ind2»}
I <portname>.<attr>{«indl,ind2»}
::= <ix> <iy> <idx> <idy>
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Mit * wird der Objekttyp als Ganzes referiert, *.<attr> referiert ein
Objektattribut.
Die bisherigen Ausführungen gelten uneingeschränkt für Problemtypen der
Art BASEOBJECT, Besonderheiten der anderen Typen werden im folgenden erläutert.
RELATION-Graphik
Das Symbol für einen Problemtyp der Art RELATION stellt einen Teil der
Zeichnungslegende für die Erläuterung der verschiedenen Verbindungstypen in
einem Blockdiagramm dar (Abb.35). Da eine Relation keine Anschlüsse besitzt,
entfallen die entsprechenden Beschreibungsteile, alle anderen gelten wie bei
Basisobjekten. Spezifisch für Relationen ist die Symbolik der
Verbindungslinien (Tupel).
Syntax
OPEN OBJTYPE RELATION <problemtype>;
<basegraphic>;
<pi ckarea>;
<textwindow>;
TUPELGRAPHIC LINESTYLE«linestyle»
TEXTWINDOW«dx>,<dY>,<tlen» {FORMAT«pl/l-format»}
{FONT«font»} {SLANT«slant»}
CLOSE OBJTYPE;
AZ2
**
*
22.
ELEKTRO
I WASSER
Abb.35: RELATION-Graphik
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Mit dieser Syntax beschreibt man die Darstellung der Verbindungslinien
(LINESTYLE) und die der Tupelattribut-Werte durch einen Text in einem
Textfenster der Größe «dx>t<dy» mit <tlen> Zeichen t unter Verwendung des
Zeichensatzes <font> und der Zeichenneigung <shearing>. Die Positionierung
dieses Textfensters erfolgt beim Editieren der Verbindung (CONNECT t ROUTE). Ein
Tupelattribut benötigt keinen PICK-Bereich t da einer Verbindung nur ein
Attribut zugeordnet ist und daher die Linie selbst zur Identifizierung verwendet
werden kann.
NET-Graphik
Ein Netz stellt die Übersichtszeiehnung dar, sie wird graphisch durch das
Zeichnungsschriftfeld repräsentiert, das als BASEGRAPHIC beschrieben wird. Das
Netz hat keine Anschlüsse, so daß sowohl die PORTGRAPHIC als auch die
PORTCOORDs-Abschnitte entfallen.
Syntax
OPEN OBJTYPE NET <problemtype>;
<basegraphic>;
CLOSE OBJTYPE;
DESCRIPTORISUBNET-Graphik
Objekte dieses Typs haben zwei Erscheinungsformen: Sie sehen einerseits wie
Basisobjekte aus, andererseits aber wie ein Netz (beim Detaillieren). Da sie
eine variable Zahl von Anschlüssen haben und die Anschlüsse sich auf den
beiden Abstraktionsebenen entsprechen t muß automatisch für eine einfache
graphische Zuordnung gesorgt werden. Dies geschieht durch eine proportionale
Positionierung der zusammengehörigen Anschlußsymbole in vier vorgegebenen
Randbereichen (Abb.36) des Tei 1netzes bzw. des Deskriptors. Fügt man
beispielsweise einen Anschluß in einen der vier Deskriptorbereiche ein, so wird
automatisch das zugehörige SUBNETPORT-Symbol in dem entsprechenden
Subnet-Bereich an der entsprechenden Position ergänzt. Die Anschlußsymbolik
wird für den Bereich 1 (oben) definiert und entsprechend um 90, 180 oder 270
Grad gedreht. Das System sorgt dafür, daß der zu jedem Deskriptoranschluß
anzugebende POSITIONPOINT sieh immer auf ei ner inneren Ansch1ußberei chsgrenze
befindet, die mit der PORTPOSITION-Klausel spezifiZiert wird.
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Die ATTACHPOINT-Klause1 enthält die Koordinaten für den Punkt, an den die
Verbindungen herangeführt werden sollen. Der Mittelpunk der SUBNEiPORT-Symbole
liegt immer auf der Anschlußbereichs-Mittellinie. Die Breite/Höhe des
Anschlußbereiches entspricht der 1,2-fachen Breite/Höhe des größten
Anschlußsymbols.
Oie Beschreibung eines Problemtyps der Art DESCRIPTOR/SUBNET gliedert sich in
zwei Abschnitte: im einen wird der eigentliche Deskriptor als Symbol mit
Anschlüssen charakterisiert, in dem anderen das Teilnetz durch ein Schriftfeld.
In beiden Abschnitten beziehen sich die Attributgraphik, die Pickbereiehe und
die Textfenster nicht auf Anschlüsse. Für sie ist auf der Deskriptor-Ebene die
DESCPORTGRAPHIC vorgesehen, auf der Teilnetz-Ebene erfolgt die graphische
Anschlußbeschreibung durch die SUBNETPORT-Graphik.
Syntax
OPEN OBJTYPE DESCRIPTOR <name>;
DESCRIPTOR; /*Beschreibt Deskriptorsymbol*/
<basegraphie>;
<attributgraphie>;
<piekarea>;
<textwindow>;
{<dese-port-graphie>}(l:np) /*np: Zahl der SUBNETPORT-Typen
in SUBNETOOMAINE-Klausel*/
PORTPOSITION <x> <y> <dx> <dy>;
END DESCRIPTOR;
SUBNET; /*Besehreibt Zeichnungs-Schriftfeld*/
<basegraphic>;
<attributgraphie>;
<piekarea>;
<textwindow>;
END SUBNET;
CLOSE OBJTYPE;
<dese-port-graphie> ::= DESCPORTGRAPHIC <subnetporttype>;
{<gr-object>}~;
POSITIONPOINT <x> <y>;
ATTACHPOINT <x> <y>;
PICKAREA <x> <y> <dx> <dy>;
END DESCPORTTYPE;
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SYTEMPORT/SUBNETPORT-Graphik
Problemtypen dieser Art werden wie Basisobjekte ohne Anschlüsse beschrieben.
Syntax
OPEN OBJTYPE <port-type> <problemtype>;
<basegraphic>;
<textwi ndow>;
<attributgraphic>;
<pi ckarea>;
CLOSE OBJETTYPE;
<port-type> ::= SYSTEMPORT I SUBNETPORT
Graphi k-Objekte
Zur Beschrei bung di esel" Symbol komponenten in ei nem Symbol koordi natensystem
stehen folgende graph; sehe El emente ,zur Verfügung, deren Syntax ansch1ießend
dargestellt ist:
- Polygonzug ( offen, geschlossen ): POLY
.. Punkthaufen mit Markierungssymbolen: POINTS
.. Kreis, Krei sbogen: CIRCLE
- Text: TEXT
Geschlossene Polygonzüge und Kreise können durch eine
ergänzt werden, deren Neigung und Abstand angegeben wi rd.
eine Reihe graphischer Attribute ergänzt:
- Zeichensatz: FONT
- Zeichenbreite, Zeichenhöhe: WIOTH,HIGHT
.. Zeichenneigung: SlANT
- Markierungssymboltyp: SYMBOL
.. Linientyp: LINESTYlE
- Raster krummer Linien: GRAIN
Schraffur (HATCH)
Sie werden durch
-89-
.Syntax
<gr-object> ::= <poly> I <points> I <text> I <circle> I <gr-attrib>
<poly> ::= POLY <poly-type> {<x> <y>}~
<poly-type> ::= OPEN I CLOSE {HATCH«alpha>,<dx»}
<points>
<text>
<circle>
::= POINTS {<x> <y>}~;
: := TEXT <x> <y> <alpha> STRING(<stri ng»;
::= CIRCLE <x> <y> <radius> <alphaI> <alpha2>
{HATCH«alpha>,<dx»}
<gr-attrib> ::= GRATTRIBUTE {<attrparm>}~;
<attrparm> ::= FONT«foht> I <SLANT«slant» I WIDTH«width»
I HIGHT«hight» I LINESTYLE«linestyle»
I GRAIN«grain» I SYMBOL«symbol»
Die Symbole werden in einem katesisehen Koordinatensystem mit 0 <= x,y <= 256
beschri eben. Di e Koordi naten der graphi sehen El emente Polygonzug , Krei s etc.
sind REAL-Werte in diesem Bereich, die Positionen und die Gestalt der
Textfenster und der Pickbereiche werden als INTEGER- Werte erwartet. Für die
Lage der Anschlußpunkte wird ein gesondertes Raster festgelegt (GRID bei OPEN
GRAPHIC), das auch für die Symbolpositionierung verwendet wird. Ein GRID-Wert
v~n 10 bedeutet, daß nur di e Koordi natenwerte 0 10 20 30 ... akzeptiert, bzw.
andere Werte auf diese auf- oder abgerundet werden.
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Beispiel zu Abb.34: GRIMBI-DDL für ein UND-Gatter.
BASEOBJECT t
ATTRIBUTE CHAR(6) STEXT('Kennzeichen für Gattertypl)t
VALUESET('SNOOOO' TO 'SNOOOO ' ) CLASS(l) REQUIRED
PORT IN DIM(2) FAN(l) STEXT('Gattereingangsfeld')t
ATTRIBUTE BIT(l) DEFAULT('O'b) CLASS(O) STEXT('Signalnegation')t
PORT OUT FAN(5)t
ATTRIBUTE BIT(l) DEFAULT('O'b) CLASS(O) STEXT('Signalnegation ' );
2 IN
3 NEG
2 OUT
3 NEG
ENTER DBANET(BANK1) NEW('R
'
t'W' tIU1);
DESCRIBE
1 AND
2 TYPE
OPEN GRAPHIC(10);
OPEN OBJTYPE BASEOBJECT AND;
PICKAREA * 180 210 t IN(l) 30 0 40 30 t IN(2) 110 0 40 30,OUT(1) 70 180 40 30 t
IN.NEG(l) 30 50 40 30 t IN.NEG(2) 110 50 40 30 t *.TYPE 40 90 100 30;
PORTCOORD IN(l) 50 lOt IN(2) 130 lOt OUT 90 200;
TEXTWINDOW 60 95 60 15 RASTER(1,6);
BASEGRAPHIC;
GRATTRIBUTE LINESTYLE(l) GRAIN(10.);
POLY OPEN 10 70 170 70; CIRCLE 90. 70. 80.0. 180.;
END BASEGRAPHIC;
ATTRIBGRAPHIC IN.NEG(l) (=11 IB);
GRATTRIBUTE LINESTYLE(l); POLY CLOSED 45 65 55 65 55 75 45 75;
END ATTRIBGRAPHIC;
ATTRIBGRAPHIC IN.NEG(2) (='1 IB);
GRATTRIBUTE LINESTYLE(l); POLY CLOSED 125 65 135 65 135 75 125 75;
END ATTRIBGRAPHIC;
PORTGRAPHIC IN(l);
GRATTRIBUTE LINESTYLE(l) GRAIN(10.);·
POLY OPEN 50 15 50 70; CIRCLE 50. 10. 5.0 O. 360.;
END PORTGRAPHIC;
PORTGRAPHIC IN(2);
GRATTRIBUTE LINESTYLE(l) GRAIN(10.);
POLY OPEN 130 15 130 70; CIRCLE 130. 10. 5.0 O. 360.;
END PORTGRAPHIC;
PORTGRAPHIC OUT;
GRATTRIBUTE LINESTYLE(l) GRAIN(10.);
POLY OPEN 90 150 90 195; CIRCLE 90. 200. 5.0 O. 360.;
END PORTGRAPHIC;
CLOSE OBJTYPE;
3.2. Modellieren mit GRIMBI
Beim Modellieren geht es nun darum t entsprechend den Restriktionen einer
Modellklasse (SchemaL ein konkretes Modell zu erstellen t indem Objekte der
Problemtypen generiert t ihren Attributen Werte zugewiesen und die Objekte zu
Strukturen verknüpft werden. Die Wirkungsweise der Operationen wird durch das
Schema ei ngeschränkt: Es können bei spi e1swei se weder bel i ebi ge Objekte in di e
Datenbasis eingefügt noth beliebige Objekte zu einer Struktur verbunden werden t
um die wichtigsten Operationen zu nennen. Um eine hohe Flexibilität zu
gewährleisten t interpretieren die Operationen das zur jeweiligen Bank
gehörende Schema t so daß ei n dynami scher Modell kl assenwechse1 bzw. ei n
gleichzeitiges Bearbeiten von Datenbasen mit unterschiedlichen Schemata möglich
ist (Forderungen an ein CAO-System gemäß Kapitel 1). Die bereitstehenden
Operationen bilden drei Gruppen:
- Zugriff auf Interessenbereiche (Netzet Teilnetze)t
- strukturiertes Modellieren und
- Grundoperationen des Modellierens.
Die Bedeutung der einzelnen Operationen und ihrer Varianten wird anhand der
POL für die Stapel~Programmierung erläutert. Im interaktiven t graphisch
un~erstützten Betrieb können diese Operationen entweder in gleicher Form
(Zeichenketten) oder aber über Funktionstasten bzw. Menüs auf einem Tablett
angesprochen werden t wobei dann auch ein Prompting-Mechanismus bereitsteht. Vor
allem aber entfällt die Bezeichnung von Objekten: Sie wird durch Zeigen
ersetzt. In der folgenden Syntaxnotation kennzeichnen spitze Doppelklammern
("« ... »") variable Sprachelemente t die bei interaktivem Betrieb eine
Zeigeoperation des Anwenders erfordern t im Stapelbetrteb aber durch eine
Zeichenkette ersetzt werden müssen. Die vollständige Syntax der GRIMBI-
Datenmanipulationssprache (DML) befindet sich im Anhang 2. In den folgenden
Kapiteln werden zur Erläuterung immer die betreffenden Syntaxteile der
GRIMBI-DML herausgegriffen. Einführend behandelt der nächste Abschnitt die
GRIMBI-Systemzustände t deren Kenntnis für ein Verständnis der DML
erforderlich ist.
Ergänzend zu den folgenden Erläuterungen gibt die Abb.55 eine Übersicht
über die wichtigsten Befehle für das interaktive Modellieren.
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DBHNET
CLOSE
BANK
OPEN BANK
r-----E!I"I BANK-OPEN
INSERT NETPOOL
DELETE NETPOOL
OPEN LNETPOOL
NCELTOPSEOOL r--I INSERT NET
NETPOOL- DELETE NET
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OPEN NET
117
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INSERT 08JECT
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CHANGE ATTRIBUTE
CONNECT
DISCONNECT
INCLUDE
EXCLUDE
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Abb.37: Systemzustände im Stapelbetrieb
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3.2.1. Systemzustände
Betrachtet man die möglichen Systemzustände, so muß man zwei grundver-
schiedene GRIMBI-Einsatzarten unterscheiden:
Das Modellieren im S_tape1betrieb mit einer DML in einer Trägersprache
(PL/1) ohne Graphik und
die interaktive Betriebsweise an einem intelligenten graphischen Terminal
(TEKTRONIX 4081, Kapitel 3.5.) unter Verwendung einer selbständigen DML.
Die Abb.37 zeigt die Systemzustände für den Stapelbetrieb und die
Operationen für die einzelnen Zustandsübergänge. Nacheinander werden die
BANK, ei n NETPOOL und ei n NET oder SUBNET eröffnet, um inden Zustand des
eigentlichen problemorientierten Modellierens (Aufbau einer
Problemdatenstruktur) zu gelangen. Die Zustände werden durch CLOSE-Befehle
verlassen.
Beim interaktiven Arbeiten mit GRIMBI si nd e1 mge zusätzl iche Zustände zu
unterscheiden, die sich vor allem durch den Einsatz eines intelligenten
graphischen Terminals (IGT) sinnvoll realisieren lassen (Abb.38). Durch eine
geeignete Aufgaben- und Datenverteilung auf das IGT und den Host-Rechner
(Kapitel 3.5.) lassen sich neben dem reinen Stapelbetrieb auf dem Host-Rechner
ein ONLINE- und ein OFFLINE-Zustand unterscheiden.
Setzt der Anwender sich an ein IGT, so initialisiert er aus dem System-
Grundzustand heraus durch IPL GRIMBI das GRIMBI-System. Er kann sich dann
entscheiden, ob er
- mode 11 i eren (MODELLING-Zustand) wi 11, unter Beachtung all er durch di e
jeweilige Modellklasse vorgegebenen Restriktionen, für deren
Überprüfung der Host- Rechner (Kapitel 3.5.) benötigt wird (ONLINE),
oder ob er
- GRIMBI 1edi gl ich al s B1 ockdiagramm-Zeichensystem (DRAWING-Zustand) oder
zum Editieren (Verändern der Graphik, ohne die Topologie oder
Attri butwerte zu beei nfl ussen) und Betrachten vorhandener 81 ockdi agramme
verwenden will (BROWSING- oder DRAWING-Zustand), was ohne
Host-Unterstützung möglich ist.
IPL
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Abb.38: Systemzustände bei interaktivem Betrieb
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GRIMBI unterscheidet zwei Typen von Datenbasen:
- Eine MODELLING-BANK enthält Modelle, die den jeweiligen Modellklassen-
Restriktionen unterliegen und mit der GRIMBI-DML bearbeitet werden konnen
(z.B. durch Analysealgorithmen). Diese GRIMBI-BANKEN enthalten neben den
in geeigneter Form abgelegten Problemdaten (auf dem Host-Rechner),
graphische InformatiQnen zur Darstellung der Modelle (auf dem IGT).
- Modelle einer DRAWING-BANK unterliegen lediglich üblichen
Blockdiagramm-Restt;ktionen (Verwenden des Symbolsatzes der jeweiligen
Modellklasse, beliebiges Verbinden von Symbolanschlüssen, keine
Oberprüfung der Attributwerte). Sie können nicht mit Hilfe der
GRIMBI-DMl bearbeitet, sonder nur graphi 5ch ausgegeben werden. Diese
GRIMBI-OATENBANKEN enthalten graphische Informationen. Der
ORAWING-Betrieb erleichtert nur die Zeichnungserstellung.
Oie GRIMBI-BANKEN dürfen nicht beliebig bearbeitet werden. Eine
MOOELLING-BANK kann man nur inden Zuständen MODELLING und BROWSING, ei ne
DRAWING-BANK inden Zuständen ORAWING und BROWSING für den jewei 1s
voll ständi gen Befehlssatz eröffnen. Im DRAWING-Zustand steht nur der
BROWSING-Befehlssatz zur Verfügung, wenn man eine MODELLING-BANK bearbeitet.
MOOELLING-BANKEN lassen sich OFFLINE also entsprechend dem BROWSING nur
IIb.etrachten ll und graphisch editieren (Kapitel 3.3.).
1m ONLINE-Betrieb ist das HOST-GRIMBI (Kapitel 3.5) aktiv. In diesem Zustand
werden zwei Arbeitsumgebungen verwaltet: MODELLING und BROWSING. Es handelt
sich um die Realisierung einer IISplit-Screen- 1I bzw. IISplit-Environment- 1I
Technik, wie sie vom IBM-SPF 179/ bekannt ist. Der Benutzer kann dabei
parallel ~ verschiedene Banken auch mit verschiedenen Schemata
bearbeiten, allerdings wird nur in einer modelliert, während die andere
1edi gl ich angesehen oder graph; sch edi ti ert werden darf. Di e BROWSING- Bank
di ent vor allem der Informationsausgabe, zur Darstell ung der Arbei tsumgebung
oder des Bearbeitungszustandes beim Modellieren eines Tei 1systems. Der
Obergang von ei nem di eser Teilzustände inden anderen erfol gt durch $WITCH.
Beiden Zuständen kann man fUr die Graphik getrennte Schirmbereiche (Viewports)
zuweisen, sie können aber auch wechselseitig den Gesamtschirm benutzen.
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Auch der ON LI NE-Zustand kennt die Sp1it-Environment-Technik, allerdings sind
hier für beide GRIMBI-Banken bzw. für verschiedene Netze einer Bank die
gleichen Operationen zugelassen. Das Umschalten dient lediglich dazu, lange
CLOSE-OPEN-CLOSE-OPEN-Fo1 gen zu vermei den, di.e erforder1 ich wären, wenn nur
jeweils ein Netz geöffnet sein könnte, der Anwender aber Informationen aus
einem anderen Teilnetz der gleichen oder einer anderen Bank benötigte.
3.2.2. Zugriff auf Interessenbereiche
Nach der Initialisierung (Kapitel 3.6) enthält eine Datenbasis (eine BANK)
1edi gl i ch ei ne Modell kl assenbeschrei bung (Schema). In ei ne BANK können bei m
Modellieren beliebig viele Modelle der vorgegebenen Klasse eingefügt werden.
Diese Modelle werden NETPOOL genannt, weil sie selbst eine Menge verknüpfter
Netze/Teilnetze enthalten (Abb.33). Die Operationen OPEN, CLOSE, ABSTRACT,
DETAIL, JUMP und ALTERNATIVE ermöglichen die Auswahl eines Interessenbereiches
vom Typ BANK, NETPOOL, NET oder SUBNET (Abb.39). Sie können nacheinander in
dieser Reihenfolge angesprochen und für die Bearbeitung bereitgestellt werden.
OPEN BANK«bankname» {BANKDDN«ddn»} {PASS«password>};
Diese Operation eröffnet die Bank <bankname>, die sich auf der Datei<ddn>
bef; ndet und durch Passwort geschützt ; st. Entsprechend dem Passwort wi rd sie
für Lese-, Schreib- oder Update-Operationen eröffnet. Die Bank wird zur
aktuell en Bank.
OPEN NETPOOL«netpool-name» {PASS«password»};
Mit dieser Operation wird der Netpool <netpoo1-name> zum aktuellen Netpoo1,
auf den sich alle folgenden Operationen beziehen. Wenn er durch ein Passwort
geschützt ist, so muß es in der PASS-Klausel angegeben werden.
SUBNETZ
-97-
NETPOOLl
NET
ABSTRACT
SUBNETl
CLOSE
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--0 <I JUMP I> 0--
INOCZl
SUBNET3Z
SUBNET3
ALTERNATIVE
V15
Abb.39: Zugriff auf Interessenbereiche
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OPEN NET«net-or-subnet-ref»;
CLOSE <oject> {LET}; <object> ::= BANK I NETPOOL I NET
Mit OPEN eröffnet man das bezeichnete Netz, das damit zum aktuellen Netz wird.
CLOSE schließt die aktuelle Bank, den aktuellen Netpool oder das aktuelle Netz.
Dabei werden implizit auch die aktuellen untergeordneten Netpools oder Netze
geschlossen. Bei CLOSE NET werden die im Schema festgelegten Restri ktionen
überprüft, um die Modell konsistenz sicherzustellen. Dabei besteht die
Mögl i chkeit, durch die LET-Option das Netz/Teil netz auch dann zu verl assen,
wenn es nicht konsistent ist, da bei der Entwurfsarbeit häufig mit
Vorentwürfen gearbeitet wird, die noch/nicht allen Rstriktionen genügen.
JUMP «subnetportname»;
Mit JUMP wird das aktuelle Netz geschlossen und dasjenige Netz zum aktuellen
Netz, auf das der mit «subnetportname» bezeichnete SUBNETPORT zeigt.
DETAIL «desciptorname» {OLD«ind» }
ABSTRACT;
DETAI L sch1ießt das aktue11 e NET/SUBNET und eröffnet das mi t
«descriptorname» bezeichnete (Abb.40). Liegen Teilnetzalternativen vor, so
kann man mit der OLD-Klausel die gewünschte auswählen. ABSTRACt führt den
Übergang vom aktuellen Teinetz zum übergeordneten Teilnetz durch, das den
zugehörigen Deskriptor enthält.
ALTERNATIVE <which>; <which> ::= IND«ind» I NEXT I ACTIVE
realisiert eine CLOSE-OPEN-Sequenz zu der Teilnetzalternative, die durch <ind>
bezeichnet wird, zur nächsten Alternative oder zur der Alternative, die als
ACTIVE gekennzeichnet ist (Kapitel 3.1.3.). Die ACTIVE Alternative in einer
Teilnetzmenge, die zu einem Deskriptor gehört, ist diejenige, die bei der
Strukturauswertung bearbeitet wird.
DIRECTORY <dir>; <dir> ::= BANK I NETPOOL {<netpool>}
liefert alle Netpools der aktuellen Bank bzw. alle Netz/Teilnetze eines
Netpools.
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NETPOOL NETPOOL
1* I INSERT <desctype> I --Q- I
NETPOOL NETPOOL
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Abb.40: Strukturiertes Modellieren
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3.2.3. Strukturiertes Modellieren
Di ese Gruppe faßt Operationen zum Ei nfügen und Löschen von Interessenbe-
reichen, d.h. von Objekten der Arten NETPOOL, NET, SUBNET, zusammen. Es handelt
sich zum Teil um die gleichen Befehle, die für diese Aufgabe lediglich durch
die NEW-Option ergänzt werden (Abb.41).
INSERT «objname» <problemtype&>j
<problemtype&> ;;=
NETPOOL {PASS«read>,<write>,<update»} {<property>}~
I <net-desc-type> {<property>}~
I SUBNET«subnet-name»
<property> ::= {<attrn>«valuelist»}
In die aktuelle Bank (den aktuellen Netpool) wird ein Netpool (Netz) unter
dem angegebenen Namen eingefUgt. Einem Netpool können drei Schlüsselwörter
zugeordnet werden. <net-desc-type> spezifiziert einen Netztyp, d.h. einen als
NET oder DESCRIPTOR definierten Anwenderdatentyp (Kapitel 3.1). Handelt es sich
um ei nen DESCRIPTOR-Typ, so generiert das System im Zustand NET-OPEN ei nen
Deskriptor· des angegebenen Typs, im· Zustand NETPOOL-OPEN (d. h. wenn kei n Netz
geöffnet ist) ein NET/SUBNET. Ein so erzeugtes Teilnetz ist noch nicht in die
Netz/Teil netz-Hierarchie eingefügt. Diese Vorgehensweise entspricht dem
Bottom-up-Entwurf, bei dem zuerst Objekte mit größerer Detaillierung
entworfen werden, die man später erst als Teile in eine Struktur einfügt.
Dazu verwendet man dann bei geöffnetem Netz den INSERT-SUBNET-Befehl. mit dem
ein bereits vorhandenes Teilnetz angegeben wird, das in das aktuelle Netz/
Teilnetz in abstrakter Form (als Deskriptor) eingefügt werden soll. Mit der
<properties>-Angabe ordnet man den Attributen des erzeugten Objektes Werte zu.
DETAIL «descriptorname» NEW;
ABSTRACT INTO«netname»j
Detailleren eines Deskriptors mit der Option NEW heißt, das aktuelle
Netz/Teilnetz zu schließen, ein neues Teilnetz zu generieren, es mit dem
Deskriptor zu verknüpfen und es zu eröffnen. Ist dem Deskriptor bereits ein
Teilnetz zugeordnet, so wird das. neue als Alternative angesehen. Hat man ein
Teilnetz bearbeitet, das noch keinem Deskriptor untergeordnet ist, so kann man
durch diesen Befehl im bezeichneten Netz/Teilnetz einen Deskriptor für das
aktuelle Netz generieren. Dazu wird das aktuelle Teilnetz geschlossen, das
bezeichnete eröffnet und ein entsprechender Deskriptor eingefügt, der die
gleichen Anschlüsse und Namen hat.
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ALTERNATIVE NEW;
erzeugt zum aktuellen Teilnetz eine Alternative, d.h. ein Teilnetz gleichen
Typs, das dem gleichen Deskriptor zugeordnet wird. Das neue Teilnetz wird zum
aktuellen.
CONTRACT «objectlist>~ TO«descriptortype» {NAME«descriptorname»}
EXPAND «descriptorname»;
CONTRACT ersetzt im aktuellen Netz/Teilnetz eine Objektgruppe durch einen
Deskriptor des Typs <descriptortype> (Abb.42). Die verdrängte Struktur wird in
ein zugehöri ges, neu zu generi erendes Teil netz ei ngefügt. EXPAND bewirkt das
Gegenteil, indem im aktuellen Teilnetz der bezeichnete Deskriptor durch die
zugehörige Teilnetz-Struktur ersetzt wird. Sind Alternativen vorhanden, so wird
die aktive gewählt. Die dem Deskriptor zugeordneten Teilnetze werden gelöscht.
DELETE <v-obj> {ALL}; <v-obj> ::= NETPOOL I NET I SUBNET
löscht das aktuelle Netz, Teilnetz
Netz/Teilnetz geöffnet ist. Wenn
untergeordneten Teilnetze gelöscht.
ACTIVATE
oder den aktuellen Netpool, fall s kein
ALL angegeben ist, werden auch di e
macht das aktuelle Teilnetz zum aktiven innerhalb einer Gruppe von
Teilnetz-Alternativen.
3.2.4. Grundoperationen des Modellierens
Für die eigentliche Modellbeschreibung stehen die Problemdatentypen der
Kl assen BASEOBJECT, COMPLEXOBJECT und RELATION berei t. El emente di eser Typen
werden mit den Operationen INSERT/DELETE, CONNECT/DISCONNECT, INCLUDE/EXCLUDE
und CHANGE PROPERTY bearbeitet. Si e erzeugen, 1öschen, verbi nden und ändern
Objekte der Problemtypen und weisen ihnen Werte zu.
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INSERT «name» <problemtype> {<attribname«valuelist»}~;
DELETE «name» {ALL};
INSERT «name» <subnetport-type> DESCRIPTOR «desc-name»
{attribname«valuelist>}~;
INSERT erzeugt ein Exemplar des Anwenderdatentyps <problemtype> mit dem Namen
<name> , weist ihm Werte zu und fügt es in das aktuelle Netz/Teilnetz ein.
DELETE löscht das Objekt mit Namen <name> im aktuellen Netz. Die Option ALL
bewirkt, daß alle diesem Objekt untergeordneten Objekte (INCLUDE) oder
untergeordnete Teilnetze ebenfalls gelöscht werden, genauso wie alle
Verbindungen, die diese Objekte enthalten. Löscht man eine Relation, bedeutet
dies, daß alle zu dieser Relation gehörenden Verbindungen auch gelöscht
werden. Der zweite INSERT-Befehl fügt einen Anschluß des Typs
<subnetport-type> in einen Deskriptor ein.
CONNECT <portnamel> <portname2> REL«relname> {<tupelvalue>})
bei interaktivem Betrieb:
CONNECT «portnameI» «portname2» «relname» {<tupelvalue>}
Diese Operation verbindet zwei existierende Objekte des aktuellen Netzes über
die beiden genannten Anschlüsse. Die Verbindung (das Tupel) wird ~er Relation
<relname> zugeordnet, sie wird durch den Wert <tupelvalue> charakterisiert. Das
Objekt mit dem Anschluß <portname> muß ein für diese Relation gültiger
Vorbereichstyp (FROMDOMAINE) sein, der Typ des Objektes, zu dem der zweite
Anschluß gehört, muß ein gültiger Nachbereichstyp (TODOMAINE) sein. Zwei
Ansch1üsse werden nur verbunden, wenn ihre Typen ei nander ni cht wi dersprechen
(lN-OUT, IN-INOUT, INOUT-INOUT, OUT-INOUT). Darüberhinaus wird überprüft, ob
die Restriktionen eingehalten werden und ob der Relations-Typ durch die neue
Verbindung erhalten bleibt (d.h. ob es beispielsweise ein Baum bleibt).
DISCONNECT <connection>; <connection> ::= <portnamel> {<portname2>}
I «line» I «relation-name»
löscht eine Verbindung aus dem aktuellen Netz. Eine Verbindung wird
ei ndeut i g durch zwei Anschlüsse oder durch Zei gen auf di e Verbi ndungs- Li ni e
(nur im interaktiven Betrieb) identifiziert. Bei Angabe nur eines Anschlusses
können Mehrdeutigkeiten auftreten (FAN>l), in diesem Falle werden alle
Verbindungen, die von dem Anschluß ausgehen, gelöscht. Wird ein Relations-
Objekt bezeichnet, so sind damit alle zu dieser Relation gehörigen Verbindungen
gemeint.
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INCLUDE «son name» «father name»;
- - ,
Diese Operation fügt das mit <son_name> bezeichnete Objekt in den System -
Objektbaum (System-Menge) unterhalb des mit <father_name> bezeichneten Objektes
ein. Dabei wird überprüft, ob gültige Typen aufgrund der Angaben in den SUB-
bzw. SUPERDOMAINE - Klauseln verknüpft werden.
EXCLUOE «name» {ALL};
löst das Objekt <name> aus dem System - Objektbaum (System-Menge). Mit der
ALL - Option wird erreicht, daß ein eventuell unterhalb von diesem Objekt
vorhandener Teilbaum ebenfalls aUfgelöst wird, der ohne diese Option erhalten
bliebe. Das Objekt <name> würde dann eine Baumwurzel bilden.
CHANGE PROPERTY «name» {<attribname>«valuelist»}~;
Mit CHANGE PROPERTY werden Attributwerte des Objekts <name> geändert, indem
dem Attribut <attribname> die Werte <valuelist> zugewiesen werden.
SGET «name» <attribname>;
Im interaktiven Betrieb liefert SGET zu einem identifizierten Objekt den
Wert des angegebenen Attributes in einem Standardformat.
COPY <c-opt>; <c-opt> ::= WITHIN «obj-list» I
INTO <newnetname> «obj-list»
FROM <fromnetname>
Der COPY-Befehl erleichtert den Aufbau von Modellen mit gleichen oder
ähnlichen Teil strukturen. COPY WITHIN kopiert innerhalb des aktuellen Netzes
die durch <obj-list> bezeichnete Objekt-Gruppe einschließlich der inneren
Verbindungen. Mit COPY INTO wird eine entsprechende Objekt-Gruppe in ein neues
Netz/Teil netz, das implizit mit dem Namen <newnetname> in den aktuellen Netpool
eingefügt wird, kopiert. Dieses neue Netz/Teilnetz ist vom gleichen Typ wie das
aktuelle. Um in das aktuelle Netz/Teilnetz ein anderes Netz/Teilnetz (gleichen
Typs) einzukopieren, steht der Befehl COPY FROM zur Verfügung.
COPY generi ert neben den bezei chneten El ementen auch di e zwi sehen ihnen
bestehenden Verbindungen (Tupel der zugehörigen Relationen) und Relations-
Exemplare. Um zu verhindern, daß mit COPY-WITHIN- oder COPY-FROM-Befehlen im
aktuellen Netz neue Relationen entstehen, kann mit dem JOIN-Befehl eine Relation
mit einer anderen gleichen Typs verschmolzen werden.
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JOIN «relnamel» WITH «relname2»;
Dieser Befehl ordnet die lupel der mit «relnamel» bezeichneten Relation der
zweiten bezeichneten Relation zu und löscht die erste. Beide Relationen
müssen vom gleichen Typ sein.
Die gegenteilige Operation, nämlich die Aufteilung der lupel (Verbindungen)
einer Relation auf zwei Relationen gleichen Typs, bewirkt der Befehl SPUl.
SPLIT «tupellist»; /*bei interaktivem Betrieb*/
SPLIT <tupell;st> TO <newrelname>;
Die mit <tupellist> bezeichnete Gruppe von Verbindungen (lupelgruppe) bildet
nach SPUT eine neue Relation (im Stapelbetrieb mit dem Namen <newrelname».
Diese neue Relation wird implizit generiert und die ihr zugeordneten lupel
werden in der alten Relation gelöscht. Alle Verbindungen der <tupellist>
müssen vom gleichen Typ sein. Verbindungen, die nicht vom Typ der ersten
bezeichneten Verbindung sind, werden ignoriert.
3.2.5. Komplexobjekt-Oefinition
-------------------------------
Um bei m Modell i eren auch Kamplextypen defi ni eren zu können, 1äßt GRIMBI
beim Modellieren eine Schema-Erweiterung zu, eine Definition von Komplexobjekten
auf der Basis der vorhandenen Problemtypen. Die erforderlichen Befehle
entsprechen denen der GRIMBI-DDL (Kapitel 3.1.: DESCRIBE COMPLEX ergänzt um die
Komplex-Graphi k). Korrekturen führt man mit DELETE COMPLEX <name> und ei ner
Neudefinition aus.
3.2.6. Graphische Unterstützung
--------------------------~-----
Arbeitet man mit dem interaktiven graphischen Terminal (IGT), so werden diese
Operati onen graphi 5ch unterstützt, indem di e Operanden (Objekte, Anschl üsse,
Attribute) durch Zeigen mit einem graphischen Eingabegerät identifiziert und
gemäß der Modellklassenbeschrei- bung dargestellt werden. Bei den Befehlen
INSERT und CONNECl wird der Benutzer aufgefordert, Objektsymbole auf dem
Bildschirm innerhalb einer Zeichenfläche zu positionieren und
Verbi ndungs1i ni en, für di e das System ei nen Verl auf vorschlägt, eventue11 (i n
einem speziellen Rubberbanding-Verfahren) umzugestalten.
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Der Systemvorschlag für eine Verbindung enthält zwischen den bei den
Anschlüssen einen Knickpunkt so daß die Verbindung aus einem waagerechten und
einem senkrechten Abschnitt besteht. Dieser Knickpunkt kann nun verschoben und
durch eine Folge neuer Knickpunkte ergänzt werden. Die Verbindung wird SOt
ausgehend vom ersten Anschluß schrittweise aus horizontalen und vertikalen
Teilstücken aufgebaut. Wird dabei eine bestehende Verbindung erreicht t die in
den gleichen Anschluß münde~t wie die aktuell zu bearbeitende t so kann man sie
hi er in di e errei chte Verbi ndung ei nmünden 1assen. Di e Ei nmündung wi rd durch
einen Punkt markiert.
Wurde ein Tupelattribut definiert t so muß der Anwender auch zu jeder
Verbindung die Position des Linientextes angeben.
Als Symbolpositionen werden nur Rasterpunkte akzeptiert t deren Abstand
schemaspezifisch ist und mit der Modellklassendefinition festgelegt wurde.
Soviel zu der graphischen Ünterstützung der Befehle zum Strukturaufbau.
Darüberhinaus stehen graphische Operationen bereit t die dazu dienen t
Blockdiagramme t d.h. Zeichnungen zu verbessern t um ihre Lesbarkeit zu erhöhen t
ohne allerdings den logischen Inhalt zu verändern. Der folgende Abschnitt faßt
diese Operationen zum Editieren von Blockdiagrammen zusammen.
Sind einem Textfenster durch die CLASS-Klausel mehrere Attribute zugeordnet t
so wird mit dem Befehl CHANGE PROPERTYLEVEL«p-level» das <p-leve1>-te Attribut
für die graphische Darstellung ausgewählt.
SAVE überträgt das aktuelle Netz auf den Host-Rechner und ordnet es den
Problemdaten zu. Diese Kopie der Graphik kann mit RESTORE wieder
zurückübertragen t auf dem Host-Rechner mit dem GRIMBI-DML- Befehl PLOT
(DBMNET-Stapel-Programm) gezeichnet oder in ein AGF-PLOTFIlE-Format (Kapitel
3.5.5.) für eine Weiterbearbeitung umgewandelt werden.
COMPlETE dient der Bearbeitung von Banken t die im Stapel-Betrieb ohne Graphik
erstellt wurden. Die Operation bezieht sich auf ein Netz/Teilnetz und fordert
den Benutzer auf t alle Objekte nacheinander auf dem Bildschirm zu positionieren
und die Verbindungen zu verlegen t d.h. Leitungsknickpunkte anzugeben und den
Leitungstext zu positionieren. Es sind vom Benutzer also lediglich graphische
Editier-Funktionen zu erfüllen. Nach Abschluß von COMPLETE kann ein solches
Netz/Teilnetz wie ein interaktiv erstelltes bearbeitet werden.
Entsprechend den Möglichenkeiten der verwendeten graphischen Hardware t einem
Speicherbidschirm mit beschränkten Refresh-Fähigkeiten t werden die jeweils zu
positionierenden Symbole t Symbol gruppen und Verbindungen im Refresh-Modus
dargeste11 t t so daß sie verschoben werden können und ihre aktuell ePos i ti on
oder Gestalt immer sichtbar ist.
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3.3. Editieren
Diese Gruppe von Operationen bezieht sich allein auf die graphische
Darstellung der Modellet sie läßt keine Veränderungen der Netzwerktopologie
oder anderer logischer Inhalte zu. Bedingt durch die GRIMBI-Systemarchitektur
(Kapitel 3.5')t erfordern diese Operationen auch im ONlINE-Zustand keine
HaST-Interaktionen.
Grundsätzlich ist jedem Interessenbereich (NetZtTeilnetz) eine Zeichnung
(Blockdiagramm) zugeordnet t die beim OPEN" vollständig auf dem Bildschirm
abgebildet wird. Die Zeichenflächen besitzen ein DIN-Seitenverhältnis und
können im Hoch- oder Querformat verwendet werden. Das System kennt eine
Standard-Blattgröße und verwendet als Standardlage das Querformat t falls für
ei n Netz/Teil netz kei ne expl iziten Änderungen spezifizi ert werden. Bl attgröße .
und -lage können jederzeit verändert werden, allerdings nur in DIN-Schritten.
Für ein neues Netz/Teilnetz spezifiziert man mit dem Befehl
CHANGE SYMBOlSIZE«symsize»
wieviel Symbol breiten des breitesten Symbols einer Standardblatt-Breite
entsprechen sollen (Standardwert <symsize>=10).
CHANGE SHEETFORMAT
ändert ein Hoch- in ein Querformat und umgekehrt.
CHANGE SHEETSIZE<size> <size> ::= UP I DOWN I EXTENT
wählt das
Blattgröße
Mit
nächst größere t kleinere oder notwendige DIN-Format als
(virtuelle Zeichnung) wobei der Blattmittelpunkt erhalten bleibt.
CHANGE SHEETPOSITION «newpos»
wird ein neuer Blattmittelpunkt angegeben.
Für die Spezifikation der Abbildung einer internen (virtuellen) Zeichnung auf
eine Zeichenfläche "eines Ausgabegerätes verwendet man die Befehle WINDOW und
VIEWPORT. Dabei wird immer eine verzerrungsfreie Darstellung gewährleistet.
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WINDOW <wopt>
<wopt> ::= FACTOR <factor> I SHIFT «w-pos» I ALL I «w·ll» «w·ur»
Verwendet man die FACTOR-Option so .bleibt die Lage des Fensters auf der
virtuellen Zeichenfläche erhalten, lediglich seine Größe wird um den
angegebenen Faktor' verändert. Die Fensterlage wird durch WINDOW SHIFT variiert,
wobei der Benutzer die neue Fenstermitte angeben muß. Bei Verwendung der
ALL-Option erhält das Fenster die Größe des virtuellen Blattes. Bei dem
Befehl WINDOW ohne Optionen muß der Anwender für ei n neues Fenster die 1i nke
untere und die rechte obere Ecke eingeben.
VIEWPORT <vopt>
<vopt> ::= RESET I «v·ll» «v-ur»
Dieser Befehl spezifiziert den Bildschirmbereich, auf den das Fenster abgebildet
werden soll. Dazu gibt man entweder die linke untere und die rechte obere Ecke
des Bereiches an oder man bewirkt mit RESET, die Verwendung der maximal zur
Verfügung stehenden Bildschirmfläche. Das System sorgt dafür, daß sowohl
das WINDOW als auch der VIEWPORT gleiches DIN-Seitenverhältnis haben.
PLOT <unit> <unit> ::= DISPLAY I PLOTTER <dx> I PDBFILE <pdbfile>
Mit dem PLOT-Befehl wird das aktuelle Netz/Teilnetz gezeichnet, und zwar im
Standardfall auf dem Bildschirm (VIEWPORT), ansonsten auf einem anderen
Zeichengerät (unter Angabe der gewünschten Bildbreite in Metern). Wird PDBFILE
spezifiziert, so das Bild im TEKTRONIX-PDB-Format 1801 auf die Datei <pdbfile>
geschrieben, so daß sie anschließend mit dem GFM (Graphie Function Manager
/16/) weiter bearbeitet werden kann.
Der PLOT-Befehl kennt eine Reihe von Parametern, die mit CHANGE PLOTTYPE
verändert werden.
CHANGE PLOTTYPE {<pparms>}~;
<pparms> ::= CONNECTIONS {«relationtype-list»} I NOCONNECTIONS
I SYMBOLS {«objtype-list»} I NOSYMBOLS
I ATTRIBS I NOATTRIBS
I TEXTS {«text-window-number-list»} I NOTEXT$
I NORELATIONS I NONETS I ALL
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CONNECTIONS bewi rkt. daß entweder all e Verbi ndungen oder nur di e angegebenen
Typen gezeichnet werden, ensprechendes gilt für SYMBOLS. Es können aber
sowohl die Symbole als auch die Verbindungen insgesamt unterdrückt werden.
ATTRIBS/NOATTRIBS steuert die Darstellung gewisser Objektwerte durch graphische
Zusatzsymbole ( Kapitel 3.1.4.). Will man alle zu einem Symbol gehörenden Texte
darstellen oder lediglich eine Auswahl, so verwendet man die TEXTS-Option,
NOTEXTS unterdrückt alle Texte. Darüberhinaus können die Relationssymbole
und die Netz/Teilnetz-Symbole (Schriftfeld) unterdrückt werden.
Um alle Symbole mit ihren Typbezeichnungen darzustellen, steht der
DUMP SYMLIB {<symparm>}6
<symparm> ::= PICKAREAS I TEXTWINDOWS I ATTRGRAPHIC I PORTCOORDS
Befehl zur Verfügung. Mit den Optionen spezifiziert man. um welche
Teilinformation die Grunddarstellung ergänzt werden soll.
TRANSFER {«symbol-list»}~
ROUTE «connection»
Um die graphische Darstellung eines Netzes/Teilnetzes zu verbess~rn. ohne die
Topologie oder andere logische Informationen zu ändern. verwendet man diese
bei den Befehle. TRANSFER verschiebt ein Symbol oder eine Symbol gruppe und zwingt
den Anwender. nacheinander alle Verbindungen, die mit dem Symbol oder der
Symbolgruppe verknüpft sind (und nicht nur innerhalb einer Gruppe verlaufen).
zu ändern oder den Symstemvorschlag für ihren Verlauf zu akzeptieren. Mit
ROUTE ändert man den Verl auf ei ner ei nze1nen Verbi ndung, indem man nach dem
Identifizieren den Systemvorschlag (Verbindung mit einem Knickpunkt) annimmt
oder durch beliebige Knickpunkte ergänzt. Dabei ist es auch möglich, die
Verbindungsgraphik (den "Strich") bei Erreichen einer bereits bestehenden
Verbindung enden zu lassen, wenn sie zum gleichen Anschluß führt. Die
Einmündung wird durch einen Punkt kenntlich gemacht, um Kreuzungen von
zweiseitigen Einmündungen unterscheiden zu können.
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3.4. Modellanalyse
=====-=-===
Zur Unterstützung der Auswertung eines Modells enthält die GRIMBI-DML
Operationen, die den Zugriff auf die Daten erleichtern und eine weitgehende
Datenunabhängigkeit der Programme garantieren. Auf die Daten wird navigierend,
d. h. objektwei s zugegriffen, ei ne Methode di e bei der Bearbei tung von
Datennetzen angemessen ersehei nt und und für den Entwurfs i ngen; eur, der es
gewohnt ist, mit Graphen umzugehen, naheliegt. Für die eigentliche Datenauswahl
verwendet man die Sprach-Konstrukte der Gast-Sprache PL!l, beispielsweise den
IF ... THEN... ELSE. .. -Befehl. Zur Unterstützung des Navigierens durch die
Datenstruktur fUhrt das System eine aktuelle Stelle (Abb.43), eine Gruppe
von Daten, die den aktuellen Standpunkt im Netz beschreibt, auf den sich
Folgeoperationen beziehen können. Eine aktuelle Stelle gliedert sich, angepaßt
an das verwendete Datenmodell , in die Beschreibung eines aktuellen Objektes
(beliebigen Typs) und einer aktuellen Relation, die unabhängig voneinander
sind. Stellen können gekellert werden.
SEARCH
Diese Operation unterscheidet zwei Klassen von Optionen: den direkten
Zugriff mit Hilfe des Objektnamens oder des Systemschlüssels (der mit einem der
im folgenden beschriebenen OBJ .... -Befehle ermittelt werden kann und schnelleren
Zugriff erlaubt) und den relativen Zugriff auf Objekte, ausgehend vom
aktuellen Objekt oder der aktuellen Relation.
SEARCH <s-opt> {PUSH} {FOUND«found»};
<s-opt> ::= <direct> I <relative>
<direct> ::= NAME«name»
KEY(<key»
TYPE«problemtype>,<n»
<relative> ::= SON«;nd»
FATHER
BROTHER«port» {DETAIL} I
RELATION«port»
FROMOBJ TUPEL«ind»
TOOBJ TUPEL«ind»
oPl
Cl (1 )
(2) 1
81
P 1 L.::::===;::::==:::=J(2 )
P2 (5)
(2 ) Rl
->
(3 ) C3
IRRl
(2 ) C2 (3 )
======> AKTUELLE STELLE (Al ,Rl)
(1) INDEX (TUPEL,MENGEN-ELEMENTl
BEFEHL
SEARCH NAME(Cl )
SEARCH FATHER
SEARCH BROTHER PORT(P2)
SEARCH RELATION PORTep3)
SEARCH FROMOBJ TUPEL(2)
SEARCH TOOBJ TUPELel)
SEARCH SON INDEX(3)
RSEARCH NAMECRRl )
NEUE AK TUELLE STELLE
(C 1 ,R 1 )
(C 1 ,R 1 )
(81 ,R 1 )
(C1 ,RR 1)
(82 ,R 1 )
(C2 ,Rl )
CC3 ,Rl )
eAl ,RR 1 )
A40
Abb.43: Aktuelle Stelle
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Bei der direkten Suche wird das Objekt mit dem Namen <name» mit dem
Systemschlüssel <key> oder das <n>-te Objekt des angegebenen Typs zum aktuellen
Objekt. Nach der Aktualisierung eines Netzes muß eine SEARCH - DIRECT -
Operation durchgeführt worden sein) bevor SEARCH - RELATIVE - Operationen
zulässig sind. SEARCH - RELATIVE geht von dem aktuellen Objekt aus) sucht
dessen Sohn) Vater, Bruder oder eine Relation) deren Vor- oder Nachbereich das
aktuelle Objekt angehört. Dje Auswahl des Sohnes erfolgt durch seinen Index)
di e des Bruders oder der Re1ati on durch Angabe des entsprechenden
Objektanschlusses. Die Optionen FROMOBJ bzw. TOOBJ aktualisieren das Objekt) das
dem Vor- oder Nachbere i ch der aktue11 en Re1ati on angehört und dem durch <i nd>
bezeichneten Tupel der Relation.
Gibt man bei SEARCH-BROTHER die DETAIL-Option an) so wird) falls man Ober
den angegebenen Anschluß ein DESCRIPTOR- oder COMPLEX-Objekt erreicht) nicht
dieses selbst) sondern das entsprechende Strukturelement zum aktuellen Objekt.
Handelt es sich dabei um ein COMPLEX-Objekt-Element) so werden ihm die aktuellen
Werte zugewiesen, die das COMPLEX-Objekt möglicherweise enthält.
RSEARCH
Die Operation R(elation)-Search verändert den Relationen-Teil der
a~tuellen Stelle. Diese Zweiteilung der Stellenbeschreibung ermöglicht
eine einfachere) bequemere Programmierung von Suchalgorithmen. Oie
bei den Stellen Komponenten sind unabhängi g vonei nander) sie werden
jeweils nur von lI eigenen ll Operationen verändert.
RSEARCH <r-opt> {PUSH} {FOUND«found»};
<r-opt> ::= NAME«name»
KEY «key»
TYPE«problemtype»
PORTe<port»
<found> ::= BIT(l)-variable
Es wird die Relation mit Namen <name> bzw. Schlüssel <key> oder die nächste
vom Typ <problemtype> zur aktuellen Relation gemacht (direkter Zugriff). Mit der
Option PORT wird) ausgehend vom aktuellen Objekt) diejenige Relation zur
aktuellen erhoben) auf die der Anschluß <port> des aktuellen Objektes zeigt.
PUSH bewirkt ) daß die alte aktuelle Stelle nicht Oberschrieben) sondern
gekellert wird. FOUND setzt die Variable <found> je nach Suchergebnis auf
11 18 oder 'O'B.
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PUSH POP DUMP-POSSTACK
Diese Operationen kellern bzw. entkellern die aktuelle Stelle. DUMP POSSTACK
druckt den Stellenkeller.
Zugriff auf Objekt-Verwaltungsinformation
Zur Unterstützung der Navigation und der Auswertung stehen einige
Operationen bereit, die Verwaltungsinformationen zu einzelnen Objekten
bzw. Objekttypen liefern (ändern die aktuelle Stelle nicht).
OBJNAME«name» {KEY «key-var»}
{SYSTYPE«systype-var»}
{PROBLEMTYPE«problemtype-var»};
OBJKEY «key» {NAME«name-var»}
{SYSTYPE«systype-var»}
{PROBLEMTYPE«problemtype-var»};
OBJIND «ind» {NAME«name-var»}
{KEY(<key-var»}
{SYSTYPE«systype-var»}
{PROBLEMTYPE«problemtype-var»};
OBJNUMB <of> TO«var»;
<of> ::= ALL I SYSTYPE«systype> I PROBLEMTYPE«problemtype»
Wie die Syntax zeigt, handelt es sich hier um die Objektinformationen
Schlüssel, Name, Systemtype (BASEOBJ, RELATION, SYSPORT, SNPORT, COMPLEX, NET,
SUBNET) und Anwendertyp (Problemtyp). Sie werden aufgrund des Namens, des
Schlüssels und des Indexes fOr das aktuelle Netz/Teilnet! ermittelt. OBJNUMB
liefert die Gesamtzahl der Objekte in einem Netz oder die Zahl der Objekte eines
Typs.
Ergänzend zu diesen Funktionen kennt die GRIMBI-DML eine Datenstruktur, die
alle Daten zur Kennzeichnung einer Stelle umfaßt. Bei der Programmierung eines
Analysealgorithmus kann auf diese Werte zugegriffen werden. Ihre detaillierte
Beschreibung bleibt einem GRIMBI-Anwenderhandbuch vorbehalten.
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Zugriff auf Problemdaten
Die SGET-Operation liefert einen bestimmten Attributwert des aktuellen
Objektes.
SGET({<portname>.}<attrname>{«indl>{,<ind2>})} TO«var»;
Der Wert des bezeichneten Objektattributes wird der Variablen <var> zugewiesen.
Architektur von Auswertemoduln
-----------------~------------
Bei der Auswertung einer Datenbasis sind zwei Fälle zu unterscheiden (Abb.44);
- Sind die Analysealgorithmen nicht als REGENT-Subsystem implementiert, so wird
ein DBMNET-Programm in der GRIMBI-DML erstellt, das die Modelle auswertet und
die Ergebnisse in einer Form auf einem Zwischenspeicher ablegt, die für die
Analyse vorgeschrieben ist. Ein zweites DBMNET-Programm kann die Analyse-
ergebnisse, falls gewüscht, in die Datenbasis einfügen.
Liegt dagegen das Analysesystem als REGENT-Subsystem vor, so wird man dieses
Subsystem durch Moduln ergänzen, die mit Hilfe der GRIMBI-DML direkt auf die
Datenbasis zugreifen. Das ist möglich, da in REGENT Moduln eines Subsystems
die POL anderer SUbsysteme enthalten dürfen.
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(1 )
(2 )
ENTER DBMNET (BANK 1) . . . )
OPEN . . . )
SEARCH ... )
RSEARCH ... )
SGET ... TO ... )
\.IR ITE ...
BANK1
DBMNET -a
ANALYSEDATEN
17
ANALYSE DBMNET
.
jl
ERGEBNISSE ENTER DBMNET ... )OPEN ... )
t CHANGE ... )
ENTER ANALYSE ... )
. . . )
BANK
GRIMBI-DML-
MODUL
ANALYSE-SYSTEM ALS
REGENT-SUBSYSTEM
t
ERGEBNISSE
V26
Abb.44: Vorgehensweise bei der Modellauswertung
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3.5. Systemarchitektur
Di e Systemarchitektur von GRIMBI wird ei nersei ts durch di e Grundphil osophi e
(Unterscheidung von Modellklassen-Definition und Modellieren) beeinflußt und
andererseits durch die Entscheidungs den interaktiven Betrieb mit einem
intelligenten graphischen Tarminal (IGT) durchzuführens um auch im Timesharing-
Betrieb trotz hoher Datenraten (Graphik) tragbare Antwortzeiten zu erzielen.
Die zu lösenden Probleme betreffen neben der Art und Weise der Realisierung im
Details
- die Arbeitsteilung zwischen dem Gastrechner und dem Terminal (IGT)s
- die Arbeitsteilung zwischen dem Stapel- und Timesharing-Betrieb auf dem
Gastrechner und
- die Datenverteilung zwischen Gastrechner und Terminal (IGT).
Abb.45 zeigt die Randbedingungen für die Implementierungsentscheidungen
bezüglich der Hardware und der zur Verfügung stehenden Software.
PLOTTER
TABLET
DISPLAY
JOYSWITCH
HARDCOPY
PLOTTER
20MB HARD-D ISC
0.5MB FLOPPY
0
I) 0 + He c:J
I I I
TEKTRONIX 4081 U64 KBDGSS
<-9600 BAUD
ASYNCHRON
MVS-TSO
MVS
REGENT
p
IBM 370/168-30335V3
Abb.45: Hardware und Systemsoftware der GRIMBI-Implementierung
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3.4.1. Übersicht
Die Basis des Systems bilden zwei REGENT-Subsysteme: DBANET (mit der
GRIMBI-DDL) zur Definition von Modellklassen und DBMNET (mit der GRIMBI-DML) zum
Modellieren (Abb.46). DBMNET kommuniziert im interaktiven Betrieb mit dem
Teilsystem GRIMBI-IGTNET, ein Modul, der auf dem IGT läuft. IGTNET bearbeitet
die gesamte Graphik und den Dialog mit dem Anwender (Abb.47). Die
IGTNET-Software erweitert das DBMNET-Subsystem um eine interaktive
graphische Komponente, die im interaktiven Betrieb auch den
REGENT-Sprachübersetzer ersetzt.
Die Verteilung der Daten zeigt Abb.48. Die Modellklassenbeschreibung und die
Problemdaten befinden sich auf dem Gast-Rechner. INIT-GRBANK initia1isiert auf
dem Termi nal ei ne BANK und überträgt di e graphi sehe Modell k1 assenbeschreibung
auf das Terminal d.h. es wird innerhalb der BANK auf dem IGT eine
Symbolbibliothek angelegt. Beim Modellieren werden die graphischen Daten
ausschließlich auf dem Terminal verwaltet, nur um Sicherheitskopien anzulegen,
kann der Anwender Netze/Tei1netze auf den Gast-Rechner übertragen (SAVE). Sie
können dort lediglich gezeichnet werden.
Oie REGENT-Subsysteme nutzen das REGENT- Subsystem- und Modulmanagement,
die Definition und Verarbeitung problemorientierter Sprachen mit Hilfe des
Teil systems PLS 1681 und GIPSY 1721 zur Ausgabe lIgeretteterll B1 ockdi agramme.
Für das Datenmanagement wurde eine neue Komponente implementiert, die an die
Erforderni sse von GRIMBI angepaßt ist: 0; ese Datenbankkomponente steht
natürlich auch außerhalb von GRIMBI allen anderen REGENT-Subsystemen zur
Verfügung.
GRIMBI ergänzt somit REGENT (Abb.46) durch
- eine Datenbankkomponente (DBANET, DBMNET) mit problemorientiertem
Datenmodell und
- eine graphisch orientierte Dia1ogkomponenente (DBMNET, IGTNET) für die
Bearbeitung dieser Datenbank.
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3.5.2 Das REGENT-Subsystem DBANET
Das Subsystem DBANET (Data Base Administration for NETs) bearbeitet
- das Initialisieren einer BANK und
- die Definition von Modellklassen.
Diese Aufgaben erfordern vor allem gründliche Planung. Sie werden deshalb
zweckmäßigerweise im Stapelbetrieb bearbeitet. Das System DBANET enthält die
GRIMBI-DDl (Kap.3.1. und Anhang 1).
Den schematischen Ablauf der Arbeit mit DBANET zeigt Abb.49 (siehe auch
Kap.3.6). Das Ergebnis eines DBANET~Laufes ist eine BANK mit einer Modell-
klassenbeschreibung, die je nach Zielsetzung auch den Graphik-Bereich umfaßt.
3.5.3 Das REGENT-Subsystem DBMNET
Das SUbsystem DBMNET (Data Base Management for NETs) bearbeitet drei Bereiche:
- Modellieren mit Hilfe der GRIMBI-DML im Stapelbetrieb (Abb.50).
- Zugriff auf die Daten einer BANK für die Analyse, wofür ebenfalls die
'DBMNET-POL verwendet wi rd (Abb. 46).
- Zusammenarbeit mit dem System IGTNET beim interaktiven Modellieren.
Voraussetzung für die Arbeit mit DBMNET ist natürlich eine vorausgegangene
Initialisierung einer BANK mit DBANET.
Die REGENT-Anweisungstreiber der DBMNET-POL enthalten keine Modellsemantik.
Sämt1i che Konsi stenzprüfungen werden von den bei den DBMNET-Modul n DBMSI und
DBMS2 durchgeführt, die die Semantik der Modellbeschreibung entnehmen (Abb.51).
Die Anweisungstreiber setzen lediglich die POL in ein internes Befehlsformat um,
das dann von DBMS1 aufgrund der Schemainformationen und gegebenenfalls
zusätzlich von DBMS2 auch aufgrund des Kontextes geprüft wird. Das interne
Befehlsformat gestattet die Ankopplung von IGTNET und eine einfache
Protokollierung sämtlicher Aktionen auf einer Logging-Datei.
Bei interaktivem Betrieb werden die Befehls/Antwort-Blöcke an das
IGTNET-Programm übertragen. Die Rechner-IGT-Kommunikation erfolgt mit einer
für die REGENT-Pl/1-Umgebung modifizierten TEKTRONIX-4081-DGSS-Software /81/.
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MAIN: PROC OPTIONSCMAIN) REGENTC ... ) ~
OCL OB FILE ENV(REGIONAL(l)
ENTER OBANET(FTREE) OBFILE(OB) DON COOl )
NEW ( I R I ) I WI ) I U I ) ~
DESCRIBE ... )
OPEN GRAPHIC ... ~
END DBANET ~
END MAIN ~
BANK eFTREE)
REGENT- DBANET
V2l
Abb.49: Initialisieren einer Bank
MODELLKLASSEN-
BESCHREIBUNG
MAIN: PROC OPTIONSeMAIN) REGENTe ... ),
DCL OB FILE ... ) DCL LOGF FILE ... ~
ENTER DBMNETeDB)LOGF) TRACE LOG,
OPEN BANK ... )
INSERT NETPOOL ... ) OPEN NETPOOL ... )
INSERT NET. . . ) OPEN NET. . . )
INSERT . . . ) INSERT... , INSERT... , CONNECT... ,
CLOSE BANK)
END DBMNET)
END)
BANK
I MODELLKLASSE II
REGENT-D8HNET 4- NETPOOL
I~ET I r CJI
A47
Abb.50: Modellieren im Stapelbetrieb
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Abb.51: GRIMBI-Modulstruktur
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Die Zweiteilung des DBMS-Systems wurde vorgenommen, um bei einer fortge-
schri ttenen GRIMBI -Vers i on den DBMSl-Tei 1 und das Schema auf das i nte11 i gente
Terminal Ubernehmen zu k6nnen, so daß dort bereits eine weitreichende
Vorprüfung erfolgen kann.
Datenverwaltungssystem
Typisch für das funktionale Modellieren mit GRIMBI sind Datenstrukturen, in
denen sogenannte aktuelle Interessenbereiche abgegrenzt werden k6nnen, d.h.
Bereiche auf die sich Zugriffsaktivität während einer Arbeitsphase im
wesentlichen beschränkt. Als Basis der DBMNET-Algorithmen wurde daher eine
Dateiverwaltung implementiert,die es gestattet, möglichst effektiv direkt auf
Sätze einer Satzmenge zuzugreifen, wobei eine beliebige Anzahl von Satzmengen
definierbar ist. Diese Satzmengen werden bezüglich der Ein/Ausgabe als Einheit
betrachtet, so daß nach einem Zugriff auf einen Satz dieser Menge die
Gesamtmenge (der Interessenbereich) im Arbeitsspeicher liegt. Das Auslagern
erfolgt automatisch in Abhängigkeit von der Arbeitsspeicherbe1egung und der
Zugriffswahrscheinlichkeit, einer Zahl, die beim Zugriff auf eine Satzmenge vom
Anwender dieser Satzmenge zugeordnet wird.' Mit ihr bestimmt man, in welcher
Reihenfolge das System die Satzmengen bei Bedarf auslagert.
Diese Automatik ist in der ersten GRIMBI-Version noch nicht realisiert, das
Verwaltungssystem führt aber eine umfangreiche Zugriffsstatistik, um für den
weiteren Ausbau Einflußparameter zur Verfügung zu haben.
Dem Entwurf. des Datenverwaltungssystems liegen folgende Randbedingungen
zugrunde:
- Ausschließliche Verwendung von PL/I-Sprachelementen, um eine weitgehende
übertragbarkeit der Programme zu erzielen.
Implementierung in einem Paging-Betriebssystem, was insbesondere eine
physische Zusammenfassung der zeitlich gemeinsam zu bearbeitenden
Datenstrukturen im Arbeitsspeicher erfordert (Minimierung des Working-Sets
/70/), um die Paging-Rate gering zu halten. Diese physische Zusammenfassung
der Daten eines Interessenbereiches senkt aber auch gleichzeitig die
Ein/Ausgabe-Rate des Datenverwaltungssystems.
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Abb.52: Datenverwaltungssystem
Das System 1821 gliedert sich in eine Satzmengen"Verwaltung (RECORDPOOL-
Verwaltung) auf externen Speichern (Platten) und ein Teilsystem zur Verwaltung
einer Menge von Satzmengen (Objektmengen) im Arbeitsspeicher (SETPOOL-
Verwaltung). Einem SETPOOL im Arbeitsspeicher ist ein RECORDPOOL auf einem
externen Speicher zugeordnet (Abb.52).
(1) RECORDPOOL"Verwaltung
Ein RECORDPOOL ist eine Menge von benannten Sätzen beliebiger Länge. Sie
werden auf eine PL/1-REGIONAL(1)-Datei 1831 (Records fester Länge mit den
Schlüsseln 1... n) abgebildet. Ein Anwender-Satz wird durch einen oder mehrere
REGIONAL(l)-Sätze fester Länge dargestellt. Im Gegensatz zu einer PL/l-
REGIONAL(3}-Datei wird freigegebener Platz wieder verfügbar) und der
Zugriff auf einen Satz erfordert keine sequentielle Suche, sondern
erfolgt direkt. Ein RECORDPOOL ist durch folgende Attribute
gekennzeichnet:
POB
-126-
.0
MENUE-
INTERPR.
KOMMANDO-INTERPR.
IGTNET-MONITOR ~
o
rGTNET-GRAPHIK
,
-
DBMS1-FORMAT
HOST-KOMMUNIKATION
Abb.53: IGTNET-Architektur
-
IGTNET-
DATEI VERWALTUNG
"'- ~
GRAPHIK-
BANK
-127-
- Name
- Datum und Uhrzeit der Initialisierung
- Datum und Uhrzeit des letzten Zugriffs
- Belegter Platz (in Bytes)
- Vorübergehend nicht nutzbarer Platz
- Zahl der Sätze
- Belegter Platz für Kata]og
- Zah1 .der Kata1og- und Satzzugri ffe
- Länge der RECORD-Liste im Katalog
- Länge und Inkrement des Katalogs
(2) SETPOOL-Verwaltung
Mit Hilfe der RECORDPOOL-Verwaltung ist die SETPOOl-Verwaltung implementiert
worden. Ein SETPOOL ist eine Menge von benannten OBJECTSETs, ein OBJECTSET eine
Menge von OBJECTs. OBJECTs enthalten die eigentlichen Anwenderdaten, sie sind
durch eine länge charakterisiert, zu ihrer Identifikation vergibt das System
Schlüssel. Die Anwenderdaten sind dem System nicht bekannt, die kleinsten
System-Elemente sind die OBJECTs. Auf die Datenelemente eines OBJECTs greift man
mit PL/1-Mitteln zu (Pl/1-BASED-Variblen).
Ein SETPOOL wird auf einen RECORDPOOL abgebildet, ein OBJECTSET auf einen
R~CORD eines RECORDPOOLs. Das System übernimmt die Platzverwaltung im
OBJECTSET.
SETPOOL-Attribute sind:
- Name
- aktuelle und maximale Anzahl von enthaltenen OBJSET-Elementen
- aktuell und maximal belegter Platz
- Typ (beliebiger INTEGER-Wert, BIN FIXED(31»
und im geöffneten Zustand:
- aktuelle und maximale Zahl der OBJSET-Elemente im Arbeitsspeicher
- maximal verfügbarer Platz für OBJSET-Elemente im Arbeitsspei-
cher (Anwender-Vorgabe)
- Zahl der PUffer-Reorganisationen
- Zahl der OBJSET-Compresses
- Art der Katalogbehandlung (Arbeitsspeicher-resident oder nicht)
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Ein OBJSET-Element hat folgende Attribute:
- Name
- Länge
- aktueller und maximaler Füllstand
- aktuelle und maximale Anzahl von enthaltenen OATAOBJ-Elementen
- Inkrement der Erweiterung
- aktuelle und maximale Zahl der Erweiterungen
und im eröffneten Zustand ergänzend:
- Zugriffswahrscheinlichkeit (Anwender-Angab~)
- Änderungszustand (geändert, nicht geändert)
- Arbeitsspeicherresidenz
Ein eröffneter OBJECTSET wird mit Hilfe einer PL/1-Area und einiger
Kontra11 i nformationen und der zugehöri gen Zugriffsrout i nen real i si ert. Oi ese
Technik garantiert den Zusammenhalt der Daten des jeweiligen Interessenbereiches
im Arbeitsspeicher (kleiner Working~Set). Es können gleichzeitig mehrere
OBJECTSETs eröffnet und damit im Arbeitsspeicher sein. Gemäß der beim Zugriff
vergebenen Prioritäten' der OBJECTSETs und maximaler Arbeitsspeicher-Freigabe
für die OBJSETs, werden diese automatisch vom System komplett ein- und
ausgelagert.
3.5.4. IGTNET
Um im Timesharing-Betrieb auf einem Großrechner akzeptable Antwortzeiten zu
erhalten, wurden diejenigen Aufgaben, bei denen vom Anwender sofortige
Reaktionen erwartet werden, auf ein intelligentes Terminal ausgelagert. Das
Software-Paket IGTNET bearbeitet auf einem TEKTRONIX-4081-Terminal dazu die
gesamte Graphik und den Dialog in folgenden Teilaufgaben (Abb.47):
(1) Syntaktische Kommando- und Menü-Bearbeitung,
(2) Initialisieren einer Bank (INIT GRBANK) gemäß der Graphik der Modellklas-
sen-Definition (GRIMBI-DDL)
(3) Positionieren von Symbolen, Aufbau der Leitungsführung beim Modellieren
(MODELLING-INSERT-CONNECT)
(4) Identifizieren von Symbolen, Anschlüssen, Attributen und Leitungen durch
IIZeigen ll
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(5) Graphisches Editieren von 810ckdiagrammen (EDIT-Befeh1e), die den Inhalt
der Prob1emdaten-Bank repräsentieren, durch Verschieben von Symbolen und
Symbol gruppen und durch Änderungen der Leitungsführung (Erhalt der
Topologie)
(6) Nachträgliches Ergänzen eines GRIMBI-Mode11s durch Graphik (COMPLETE)
(7) Zeichnen von Blockdiagrammen gemäß der Schema-Graphik (DRAWING- Befehle)
(8) Ausgabe von B10ckdiagrjimmen auf Display, Plotter und im TEKTRONIX- PDB-
Format /80/ (PLOT)
(9) Realisierung der IISp1it-Screenll -Technik (SWITCH)
(10) Retten von Blockdiagrammen auf den Host-Rechner und Restauration
(11) Kommunikation mit dem Host-Rechner
Insbesondere werden a11 e graphi schen Daten auf dem IGT gehalten, Bi 1ddaten
werden zwischen den beiden Rechnern nur bei der Initialisierung der
IGT-Datenbasis und für die Erstellung von Sicherheitskopien auf dem
Host-Rechner und zur Restauration übertragen. Graphische Aufgaben, d.h. die
Aufgaben des DRAWING- und OFFLINE-Betri ebszustandes kann IGTNET autonom ohne
Host-Unterstützung bearbeiten (Kapitel 3.2).
IGTNET-Architektur
------------------
Diese Leistungen des IGTNET-Systems für die TEKTRONIX-4081 wird durch eine
Softwarestruktur erzielt, die aus Abb.53 hervorgeht. Ein Monitor steuert vier
Moduln an, die die Graphik, die Datenbank, den Dialog und die
Rechner-Rechner-Kommunikation bearbeiten. Implementierungsbasis für IGTNET ist
das TEKTRONIX-4081-DGSS /81/, ei n Softwarepaket zur Unterstützung der
Graphik, der Dialogbearbeitung und der Kommunikation mit dem Host-Rechner.
3.5.5. Die graphische GRIMBI-Umgebung
Zeichnungen als Darstellungsmittel sind eines der GRIMBI-Produkte. Da für
die freie graphische Bearbeitung von Zeichnungen und für die Zeichnungsausgabe
über verschiedene Ausgabegeräte bereits ausreichende Software zur Verfügung
steht, wurden derartige allgemeine Fähigkeiten nicht in GRIMBI aufgenommen.
GRIMBI bietet aber, um die vorhandenen Hilfsmittel voll nutzen zu können, zwei
Schnittstellen (Abb.54):
V27
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GRIMBI-IGTNET GFM (TEKTRONIX)
POB
T412181
- - --
----------
f- -- - -
IBM
GR I MB I - DB,MNET ~CIPSY AGF
AGF-PLOTFILE
Abb.54: GRIMBI-Graphik-Umgebung
Die TEKTRONIX-PDB-Sehnittstel1e /16/ und die AGF-Plotfile-Sehnittstelle
/84/. GRIMBI-Bloekdiagramme können in diesen Formaten ausgegebenwerd en t
sodaß man sie entweder auf der TEKTRONIX-4081 mit dem GFM (graphie function
manager) /16/ interaktiv editieren kann oder über den AGF-Plotfile eine
Vi e1zah1 von graphi sehen Ausgabegeräten errei cht. Auch ei ne ergänzende
Bearbeitung mit GIPSY ist dadurch möglich (/85/ t /86/ t /71/ t /87/).
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3.6. Arbeiten mit GRIMBI
========-=
Die Arbeit mit GRIMBI beginnt im allgemeinen mit einer Problemanalyse, in der
man ermittelt, welche Datentypen in dem zu bearbeitenden Problembereich zum
Modellieren benötigt werden. Das Ergebnis dieser Phase wird mit der in
Kapitel-3.1. beschriebenen Oatendefinitionssprache (DOL) formuliert,
normalerweise erst einmal ohne die graphische Beschreibung der Datentypen. Ein
REGENT-DBANET-Programm~ wie es das folgende Beispiel zeigt, initialisiert auf
der Betriebssystemdatei TS0846.BANK.DATA eine GRIMBI-BANK mit einer
Modellklassen-Beschreibung.
Beispiel: Initialisieren (Abb.49)
//IRE846XX JOB ( )~LEINEMANN
// EXEC REGENT
//P.SYSIN 00 *
IN!T: PROC OPTIONS(REGENT);
ENTER DBANET(FAULTTRE) DDN('BANKDD
'
) NEW('R' ~lWI,IU') OBFILE(DBFILE)
STEXT('Modellklasse Fehlerbaum');
DESCRIBE ... ;
OESCRIBE ... ;
END DBANET;
FINISH;
END INIT;
//G.BANKOD OD DSN=TS0846.BANK.DATA,OISP=SHR
Hat man die zugehörigen Analysealgorithmen in das System eingebracht (z.B.
als REGENT-Subsystem mit Moduln~ die für den Datenzugriff die DBMNET-POL, d.h.
die GRIMBI-DML verwenden), so prüft man in einer Testphase im Stapelbetrieb
(Fehlerprotokolle)~ ob die Modellklassenbeschreibung und das Analysemodell
konsistent sind~ indem man mit der GRIMBI-DML Testmodelle entwickelt und sie
analysiert.
Nach erfolgreichem Abschluß dieser Arbeiten ergänzt man des logische
Oatenmodell durch die gewünschte Symbolik, falls eine interaktive Arbeit
vorgesehen ist.
Modelliert wird dann anschließend im Stapelbetrieb mit Programmen, wie sie
das nächste Beispiel zeigt, oder interaktiv am Bildschirm. Die dazu bereit-
stehenden Operationen werden über die DBMNET-POL (GRIMBI-DML) oder am
Bildschirm-Arbeitsplatz durch Kommandos bzw. Menüs aktiviert.
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Beispiel Modellieren (Abb.50)
IIIRE846YY JOB ( ... ),LEINEMANN
II EXEC REGENT
IIP.SYSIN DD *
MODEL: PROC OPTIONS(REGENT);
DCL DBFILE FILE ENV(REGIONAL(l),F);
. ,
DCL LOGFILE FILE RECORD ENV(V BLKSIZE(500) CONSECUTIVE);
ENTER DBMNET(DBFILE,LOGFILE) STATISTICS TRACE LOG LOGFILE('CMDFILE ' );
OPEN BANK(FAULTTRE) BANKDD(IBANKDO I ) PASS('U ' );
INSERT NETPOOL ;
OPEN NETPOOL ;
INSERT NET ;
OPEN NET :
INSERT ;
CONNECT... ;
CLOSE BANK;
END DBMNET;
FINISH;
END MODEL;
IIG.BANKDD 00 DSN=TS0846.BANK~DATA,DISP=SHR
Im Stapel betrieb erstellte Modelle, d.h. Mode1le, denen keine Graphik
zugeordnet ist, können auch interaktiv weiter bearbeitet werden. Eröffnet man
eine derartige Bank, deren Model 1klassenbeschreibung natürlich einen
Graphik-Teil enthalten muß (der aber auch nachträglich eingefügt werden kann,
(siehe Beispiel), am interaktiven Arbeitsplatz, so fordert das System den
Operateur auf , eine Bank auf dem IGT zu initialisieren (implizietes COMPLETE).
Wird dann ein NETPOOL (Modell) eröffnet, so wird der Anwender gezwungen, alle
Elemente des Bereiches zu positionieren und alle Verbindungen zu verlegen. Erst
danach ist es möglich, das Modell interaktiv weiter zu bearbeiten.
Die Möglichkeiten des interaktiven Arbeitens mit GRIMBI zeigt die Menükarte
in Abb.55 für die Modellklasse IIFehlerbäume ll • Bei anderen Modellklassen wird
das Symbol feld ersetzt. Die Menükarte umfaßt die Befehle, die weitgehend
graphische Eingaben (Positionieren, Identifizieren) erfordern und sich durch
intensive Interaktion auszeichnen. Sie bilden die zentralen Befehle des
Modellierens. Die anderen Befehle, wie beispielsweise CHANGE PROPERTY, die
einen großen Anteil von Texteingaben erfordern oder auch relativ selten
benötigt werden,· gibt man im interaktiven Betrieb als Kommandos über die
Tastatur ein.
-133-
Der linke Teil der Menükarte (2/3) zeigt die jeweils gültigen Symbole. Wenn
man ein Symbol identifiziert (PICK), bewirkt man implizit ein INSERT und die
Aufforderung, das Symbol im aktuellen Netz zu positionieren. Die Befehlsgruppen
unter den Symbolen dienen dem Bearbeiten der Modell struktur. Sie erfordern
sowohl eine Interaktion mit dem Host-Rechner (der logischen (Problem-)
Datenbank), als auch mit der graphischen Datenbank auf dem Satelliten.
Die Operationen auf der rechten Seite der Menükarte bewirken keine
Interaktion mit dem Host-Rechner, es sind reine Graphik-Befehle an das
Teilsystem IGTNET. Sie beeinflussen die Geometrie der Darstellung (PLOTPARMS),
den Informationsinhalt der Zeichnung (PLOTTYPE) und ermöglichen das Editieren,
d. h. das graphi sche Verändern der Darstellung, ohne den 1ogi schen Gehalt der
Datenbank zu verändern.
Die Abb.56 zeigt für die Modell klasse IIFehlerbäume ll alle graphischen
Details der Symbole, wie sie mit der GRIMBI-DDL definiert wurden: die
Basisgraphik, die Attributgraphik, die Textfenster (punktiert), die
Anschlußgraphik, die Pickbereiche (strichliert) für das Gesamtsymbol, die
Attribute und Anschlüsse und die Anschlußkoordinaten (Kreise).
Beispiel: Nachträgliches Einfügen eines Graphik-Schemas
IIIRE846XX JOB ( ),LEINEMANN
11 EXEC REGENT
IIP.SYSIN DD *
IN!T: PROC OPTIONS(REGENT);
ENTER DBANET(FAULTTRE) DDN('BANKDD
'
) OLD('U
'
) DBFILE(DBFILE)
STEXT('Modellklasse Fehlerbaumi);
OPEN GRAHIC(10);
OPEN OBJTYPE ;
BASEGRAPHIC; ; END BASEGRAPHIC;
CLOSE OBJTYPE;
CLOSE GRAPHIC;
END DBANET;
FINISH;
END INIT;
IIG.BANKDD DD DSN=TS0846.BANK.DATA,DISP~SHR
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Abb.56: DUMP SYMLIB für Fehlerbaum-Modellklasse mit allen Optionen)
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Abb.57: Beispiel eines GRIMBI-Fehlerbaumes
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Wird ein interaktiv erstelltes Modell (d.h. ein Modell mit einer graphischen
Repräsentation) im Stapelbetrieb verändert, so registriert GRIMBI diese Aktion
und fordert den Anwender bei einer nachfolgenden interaktiven Sitzung zu
graphischen Ergänzungen auf (im Extremfall zum Neuaufbau der gesamten Graphik).
Das folgende Beispiel zeigt eine interaktive Sitzung mit GRIMBI, bei der zu
Beginn eine Bank auf dem IGT initialisiert wird.
Beispiel
System Anwender Kommentar
------------------------------------------------------------------------
GOING ONLINE?
<HOST MODE>
TRACE?
LOGGING?
STATISTICS?
ENTER COMMAND:
ENTER IGT-FILE:
ENTER COMMAND:
ENTER COMMAND:
ENTER COMMAND:
ENTER COMMAND:
ENTER COMMAND:
ENTER COMMAND:
ENTER COMMAND:
ENTER COMMAND:
ENTER COMMAND:
ENTER COMMAND:
ENTER COMMAND:
ENTER COMMAND:
IPL GRIMBI
YES
LOGON....
EXEC GRIMBI BANK.DATA
YES
YES für Restart
NO
INIT GRBANK
TEST. LIB
OPEN BANK TEST.lIB
DUMP SYMLIB
INIT NETPOOL..
OPEN NETPOOL. ..
INIT NET .
OPEN NET .
INSERT .
CONNECT .
CHANGE .
PLOT
CLOSE BANK
END
Trace auf SYSOUT=A
Initialisiere Bank auf IGT
Übertragen des graphischen
Schemas (Symbolik)
auf TEST. LIB
Zeichnet alle Symbole der
Modellklasse (Abb.56)
Fehlerbaumbeispiel in Abb.57
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Dieses Sitzungsbeispiel zeigt das Modellieren mit GRIMBI, wobei sowohl der
Host-Rechner als auch das IGT benötigt werden. Beginnt man die Sitzung,dagegen
mit IIGOING ONLINE? NO II , so stehen für die Bearbeitung einer Bank, die im
ONLINE-Betrieb erstellt wurde, ledigl ich die EDIT-Befehle (Kapitel 3.2.) zur
Verfügung, so daß man nur graphisch editieren kann. Man kann in diesem
OFFLINE-Zustand des IGT mit GRIMBI aber auch Blockdiagramme gemäß einer
Modellklasse erstellen, wobei dann aber keine problemabhängigen Prüfungen der
Eingabe erfolgen, sondern nur blockdiagramm-typisehe Restriktionen gelten. Für
die Art der Arbeit verwendet man eine im ONLINE-Betrieb initialisierte, leere
BANK. Ei ne solehe Bank kann später weder im ONLINE-Betri eb verwendet noch der
Analyse zugeführt werden.
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4. Ausblick
***********
Im nächsten Schri tt des GRIMBI-Projektes wi rd das System in cl; e Praxi s
überführt, und zwar im Bereich der Fehlerbaumanalyse. Dabei sollen vor allem
auch synergetische Aspekte untersucht werden, insbesondere die folgenden
Fragestellungen:
- Nutzt ein Ingenieur ein solches Hilfsmittel vom Entwurfsbeginn an, oder
läßt er einen Grobentwurf, der nach herkömmlicher Art und Weise am
Schreibtisch erstellt wurde, durch eine Hilfskraft in das System eingeben, um
ihn dann interaktiv zu überarbeiten?
- Was hält ihn gegebenenfalls davon ab, sofort mit dem System zu arbeiten?
Darüberhinaus sollen weitere Einsatzmöglichkeiten von GRIMBI untersucht
werden, wie beispielsweise die $oftware- bzw. die allgemeine Systemspezifikation
/88/, /89/,/90/, /91/, /92/, /93/, die Anwendung im Bereich der funktionalen
Anlagenplanung (R&I-Planung, Kapitell) und die Kopplung mit der daran
anschließenden räumlichen Anlagenplanung.
In diesem Zusammenhang treten auch Probleme einer zentralen Datenbasis in den
Vordergrund, wie
- Modelltransformationen (Abb.2),
- Mehrfachzugriff,
- Aufbau eines zentralen Modells, Datenmodell eines zentralen Modells.
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5. Zusammenfassung
******************
Das CAD-System GRIMBI unterstützt das funktionale Modellieren, bei dem
es darum geht, aus vorgegebenen Elementen oder Teilsystemen komplexe Systeme
bestimmter Funktion aufzubauen und sie dann gegebenenfalls zu analysieren.
Bewährtes Hilfsmittel in diesem Problembereich ist die Blockdiagramm-Methode,
deren Operanden und Operationen einschließlich ihrer graphischen Unterstützung
für den EDV-Einsatz aufbereitet wurden. Sie bilden die Basis für die
Bearbeitung und Verwaltung der funktionellen Modelle (Blockdiagramm-
Informationen) mit GRIMBI.
In einem Schritt der
Datendefinitions-Sprache
Datenmodell basiert, eine
Wie Datenbanksysteme kennt GRIMBI zwei Phasen.
Arbeitsvorbereitung definiert man mit einer
(GRIMBI-DDL), die auf einem problemorientierten
Modellklasse. Sie umfaßt die Beschreibung
- der Objekttypen dieser Klasse durch Attribute, Anschlüsse und Strukturen,
- der Relationen und ihrer problemgegebenen Restriktionen,
der Organisationsstrukturen zur Gliederung des Gesamtsystems in
überschaubare Teilsysteme und
- der externen Darstellung dieser Modelle durch eine parametrisierte Symbolik.
Derartige Modellklassen bilden den Rahmen für die andere GRIMB!-Phase, das
Modellieren eines Systems und seiner Auswertung. Dazu dient eine
Datenmanipulationssprache (GRIMBI-DML), deren Operationen den Modellklassen-
Restriktionen unterliegen. Neben dem Aufbau der Problemstruktur unterstützt sie
auch die Bearbeitung von Teilsystemen und Entwurfsalternativen. Die GRIMBI-DML
steht als Erweiterung einer Gastsprache (PL/l) im Stapelbetrieb (vor allem zur
Analyse) und als selbständige Kommando/Menü-Sprache im interaktiven Betrieb
zur Verfügung.
Im interaktiven Betrieb werden die Informationen durch Blockdiagramme mit der
Modellklassen-Symbolik dargestellt und durch Zeigen identifiziert.
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GRIMBI zeichnet sich durch eine hohe Flexibilität der Problemanpassung
aus:
- Änderungen oder Neudefinitionen von Modellklassen, die im Forschungs- und
Entwicklungsbereich häufig sind, erfordern lediglich einen
Datendefinitionslauf und gegebenenfalls die Bearbeitung eines Analysemoduls,
aber keinerlei Bearbeitung von Systemmoduln.
- Der Wechsel von Modellklassen ist dynamisch möglich, im interaktiven Betrieb
können sogar zwei Banken verschiedener Modellklassen parallel bearbeitet
werden (IISp1it-Screenll -Technik).
Aufgrund der Verwendung eines intelligenten graphischen Terminals (IGT) und
ei ner geei gneten Aufgaben- und Datenverteil ung zwi sehen IGT und Gast-Rechner
bi etet GRIMBI neben problemgerechten Antwortzeiten auch di e Mögl ichkeit ei ner
abgestuften Nutzung seiner Fähigkeiten entsprechend den Erfordernissen:
- als System zum Modellieren mit problemtypischen Restriktionen und Hilfen,
wobei auf dem Gast-Rechner die Problemdaten und auf dem IGT der Dialog und
die gesamte Graphik bearbeitet werden (MODELLING-Betrieb) und
- als Blockdiagramm-Zeichensystem unter Verwendung der Modellklassen- Graphik
und b1ockdiagramm-typischer Restriktionen und Hilfen ohne
Gast-Rechner-Unterstützung (OFFLINE-DRAWING-Betrieb).
GRIMBI ist al s Subsystem des i ntegri erten CAO-Systems REGENT implementi ert
und ergänzt REGENT durch eine problemspezifische Datenbankkomponente und
eine graphisch orientierte Dialogkomponente, es realisiert innerhalb der
REGENT-Methodenbank die Methode des funktionalen Modellierens, durch die
vorhandene Analysemethoden ergänzt werden.
Die Abb.58 zeigt, wie die drei GRIMBI-Teilsysteme GRIMBI-DBANET
(Datendefinition), GRIMBI-DBMNET (Oatenmanipulation) und GRIMBI-IGTNET
(interaktive graphische Bearbeitung) die einzelnen in Kapitel 1 genannten
Model1ierungsphasen unterstützen.
Mit GRIMBI steht ein Werkzeug bereit, das bereits in einem frühen
Konstruktions-/Planungsstadium, nämlich dem funktionellen Modellieren,
geeignete, umfassende EDV-Hilfsmittel verfügbar macht, indem es nicht nur
zeichnerische Unterstützung bietet, sondern eine problemangepaßte
Informationsverarbeitung realisiert, die auf Datenbanktechniken fußt und sie
durch interaktive, graphische Methoden ergänzt.
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VORPHASEN
SPEZIFIKATION ENTWURFS- MODELLRE-HILFSDATEN STRIKTIONEN
DATEN AUS
VORPHASEN KATALOGE IGRIMBI-IDBANET
MANUELLE SYNTHESE
IGRIMBI-IGTNET I -
I
MODELL
I GRIMBI-BANK I
I
DATEN- ALGEBRAISCHE MANUELLE
EXTRAKTION ANALYSE ANALYSE
IGRIMBI-DBMNETI IGRIMB! -DBMNETI IGRIMBI-IGTNETI
KENNDATEN URTEILE
MODELLIERUNGS- MODELLIERUNGS-
FEHLER FEHLER
I ~
EXTERNE FOLGEPHASEN
AUFTRAGNEHMER
Ast
Abb.58: Unterstützung des Modellierens durch GRIMBI
ITERATIONSSCHLEIFE
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Anhang 1: GRIMBI - Datendefinitionssprache
Notation
< > variable Sprachelemente (non-terminals)
: := Substitutionsanweisung
trennt Alternativen
{ }m Elemente zwischen {} dürfen n- bis m-mal wiederholtn
werden
{ } darf entfallen
ABC Sprachkonstanten (terminals)
/* */ Kommentarklammer
DDL-Syntax
<datadefinition> ENTER DBANET«dbname» DBFILE«dbfile»
{DDN«ddname»} {STEXT«stext»};
<ddl-body>
END DBANET;
<disp>
<disp> ::= NEW«read>,<write>,<update» I OLD«update»
<ddl-body>::= <logie>
<logie> <graphie>
<graphie>
/* if NEW */
/* if NEW */
/* if OLD */
<logie> ::= <deseribe> {<deseribe>lg
<deseribe>::= DESCRIBE 1 <problemtype> <systemtype>;
<problemtype> ::= CHAR(8)-string
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<systemtype>::=
BASEOBJECT {<standard-attribs>}
{<attriblist>}
<portlist>;
I RELATION {<standard-attribs>}
{FROMDOMAINE«fromlist»}
{TODOMAINE«tolist»}
{TYPE(<type»}
{RESTRICTION«restrictionlist»}
{RESTRENTRY«entry»}
{<attriblist>}
{<tupelattrib>};
I NET {<standard-attribs>}
{NETDOMAINE«net-problemtype-list»}
{.;attriblist>};
I DESCRIPTOR {<standard-attribs>}
{SUBNETDOMAINE«snobjtype-list»}
{FIXPORTS}
{<attri b1ist> }
{,2 <portname> <snport-type>}~;
SUBNETPORT {<standard-attribs>}
<porttype>
{FAN«fanmin>,<fanmax»}
{DIMENSION«dim»}
{<attri b1ist> };
SYSTEMPORT {<standard-attribs>}
<porttype>
{FAN«fanmin>,<fanmax»}
{DIMENSION«dim»}
{<attriblist>} ;
I COMPLEX {<standard-attribs>}
{2 <attrname> ATTRIBUTE
LIKE«structure-object-attrib»}~
{INSERT <structure-object-name> <complex-problemtype>
<properties>;}~
{CONNECT <port> <port> RELATION«relname>,<value»;}~
END COMPLEX;
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<complex-problemtype> ::= <baseobject> I <subnetport> I <relation>
<properties> ::= {<attrname>«valuelist»}g
<standard-attribs> ::= STEXT«stext»
SUBTYPE«objtype-list»
SUPERTYPE«objtype-list»
<objtype-list> ::= <problemtype> {,<problemtype>}g
<net-problemtype-list> ::= <net-problemtype> {,<net-problemtype>}g
<net-problemtype> ::= <baseobject-type> I <descriptor-type>
I<relation-type> I <systemport-type> I<complex-type>
<snobjtype-list> ::= {<subnet-objtype>}~
<subnet-objtype> .. - <baseobject-type> I <descriptor-type>
I <relation-type> I <complex-type> <subnetport-type>
<attriblist> ::= 2 <attrib> {,2 <attrib>}g
<attrib> ::= <attrname> ATTRIBUTE <datatype>
{DIMENSION«dim»}
{VALUESET«valueset»}
{DEFAULT«default»}
{CLASS«class»}
{REQUIRED}
<datatype>
<valueset>
: := BIN FIXED(15)
I BIN FLOAT(21)
I CHAR(<n»
«from> TO <to»
BIN FIXED(31)
BIN FLOAT(53)
BIT(<n»
<restrictionlist> .. = <operand> <operation> <operand>
{,<operand> <operation> <operand>}~
<operand>
<operation>
<tupelattrib>
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::= FROM.<attrname> {«ind»}
FROM.. <attrname> {« i nd»}
TO.<attrname> {«ind»}
TO.. <attrname> {«ind»}
REL.<attrname> {«ind»}
<const>
::= = I ~= I < I > I <= I >=
::= 2 <tattrname> TUPELATTRIBUTE <datatype>
{DIMENSION«dim»}
{VALUESET«valueset»}
{DEFAULT«default»}
{CLASS(<cl ass>)J
{REQUIRED}
<portlist> ..- 2 <portname> {,2 <portname>}~..
<port> : := <portname> PORT <porttype>
{DIMENSION«dim»}
{FAN«fanmin>,<fanmax»}
{<portattr-list>}
<porttype> .. - IN I OUT I INOUT..
<portattr-list> ::= 3 <attrib> {,3 <attrib>}~
Graphi k-Tei 1
<graphie> ::= OPEN GRAHIC«grid»;
{<Objtype-representation>}~
CLOSE SCHEMA;
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<objtype-representation>
::= OPEN BASEOBJECT <problemtype>;
<basegraphic>;
<pick> ;
<portgraphic>;
<portcoord>;
<attribgraphic>;
<textwindows>;
CLOSE OBJTYPE;
OPEN OBJTYPE RELATION <problemtype>;
<basegraphic>;
<pickarea>;
<textwindow>;
TUPELGRAPHIC LINESTYLE«linestyle>
TEXTWINDOW«dx>t<dY>t<tlen»
{FONT«font»}{SHEARING«shearing»}
CLOSE OBJTYPE;
OPEN OBJTYPE NET <problemtype>;
<basegraphi k>;
CLOSE OBJTYPE;
OPEN OBJTYPE DESCRIPTOR <name>;
DESCRIPTOR; /*Beschreibt Deskriptorsymbol*/
<basegraphi c> ;
<attributgraphie>;
<pickarea>;
<textwindow>;
{<desc-port-graphic>}~P
/*np: Zahl der SUBNETPORT-Typen in SUBNETDOMAINE-Klausel*/
PORTPOSITION <x> <y> <dx> <dy>;
END DESCRIPTOR;
SUBNET; /*Beschreibt Zeichnungs-Schriftfeld*/
<basegraphie>;
<attributgraphic>;
<pi ckarea>;
<textwi ndow>;
END SUBNET;
CLOSE OBJTYPE;
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OPEN OBJTYPE <port-type> <problemtype>;
<basegraphic>;
<textwindow>;
<attributgraphic>;
<pi ckarea> ;
CLOSE OBJETTYPE;
<port-type> ::= SYSTEMPORT I SUBNETPORT
<desc-port-graphic> ::= DESCPORTGRAPHIC <subnetporttype>;
{<gr-object>}~;
POSITIONPOINT <x> <y>;
ATTACHPOINT <x> <y>;
PICKAREA <x> <y><dx> <dy>;
END DESCPORTTYPE;
<gr-repr> .. = <pick>
<portgraphic>
<tupelgraphic>
<portcoord>
<attribgraphic>
<basegraphic>
<textwindow>
<pi ck>
<what>
::= PICKAREA {<what> <where>}~
::= * I <portname>«ind1»
I <portname>.<attr>«ind1,ind2»
I .<attr>«ind2»
<where> ::= <ix> <iy> <idx> <idy>
<portcoord> .. - PORTCOORD <portname>«ind1» <ix> <iy>
{<portname>«ind1» <ix> <iy>}g
<textwindow>
<basegraphic>
<portgraphic>
::= TEXTWINDOW {<x> <y> <dx> <dy>
RASTER«lines>,<cols»}g
BASEGRAPHIC;
{<gr-object> },~
END BASEGRAPHIC;
PORTGRAPHIC <portname>«ind1»;
{<gr-object>}~
END PORTGRAPHIC;
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<attribgraphic> ::= ATTRGRAPHIC <attrname>{«ind)}
{<comp><value>,{<comp><value>})j
f<gr-Object>}~
END ATTRGRAPHIC;
<comp>::= > I < I >= I <= I = I ~=
<tupelgraphic> ::= TUPELGRAPHIC LINESTYLE«linestyle>
TEXTWINDOW«dx>,<dY>,<tlen»
fFONT«font»} fSHEARING«shearing»}
<gr-object> ::= <poly> <points> I <text> I <circle> I <gr-attrib>
<poly> ::= POLY <poly-type> f<x> <y>}~
<poly-type> ::= OPEN I CLOSE fHATCH«alpha>,<dx»}
<points>
<text>
<circ1e>
::= POINTS f<x> <y>}~;
::= TEXT <x> <y> <alpha> STRING«string»j
::= CIRCLE <x> <y> <radius> <alpha!> <alpha2>
{HATCH(<alpha> ,<dx»} j
<gr-attrib> ::= GRATTRIBUTE f<attrparm>}~j
<attrparm> ::= FONT«font> I <SHEARING«shearing» I WIDTH«width»
HIGHT«hight» I LINESTYLE«linestyle»
GRAIN«grain» I SYMBOL«symbol»
::= Konstanten der erlaubten Typen
<ix>, <iy>, <idx>, <idy>, <font>,
<linestyle>, <tl>, <t2>, <grain>, <n>,
<dim>, <ind1>, <ind2>, <fanmin>,
<fanmax>, <grid>, <class>, <cols> .. - INTEGER-Zahl 0... 255
<x>, <Y>, <dx> , <dy> , <shearing>,
<alpha>, <alpha!>, <alpha2> ::= REAL-Zahl
<dbname>, <ddname>, <problemtype>,
<portname>, <attrname>, <read>, <write>,
<update> ::= CHAR(8)-string
<stext> , <string> ::= CHAR-string
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Anhang 2: GRIMBI - Datenmanipulationssprache
Notation
< >
« »
.. -
.. -
variable Sprachelemente (non-terminals)
bei interaktivem Betrieb: PICK oder automatische Generation
Substitutionsanweisung
trennt Alterativen
{ }m Elemente zwischen {} dürfen n- bis m-mal
n
wiederholt werden
{} darf entfallen
ABC.. Sprachkonstanten (terminals)
DML-Syntax
<dml-program> ::= ENTER DBMNET«dbfile>,<logfile»
<iotype>
{STATISTICS}
{LOGFILE«logddn»}
{TRACE}
{LOG};
{<dml-cmd> }~
END DBMNET;
<iotype> ::= BATCH I T4081
<dml-cmd> ..- <open> <close> <insert> <delete>..
<connect> <disconnect> <incl ude> <exclude>
<contract> <expand>
<detail> <abstract> <alternative> <jump>
<search> <get-ops> PUSH POP
<copy> <dump> <change> <check>
<split> <join?,
<window> <viewport> <transfer> I <route>
<plot>
ACTIVATE SAVE I RESTORE COMPLETE
<open>
<open-obj> .. -..
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OPEN <open-obj>;
BANK «dbname» {BANKDD«ddn»} {PASS«pass»}
I NETPOOL«npname» {PASS«pass»}
I NET «netname»
<close> ::= CLOSE <close-obj> {LET};
<close-obj>::= BANK I NETPOOL I NET
<insert> INSERT «objname» <problemtype&>t
<problemtype&> ::= NETPOOL
I <net-desc-type>
{SPACE«n objs>,<len obj>,<incr»}
- -
{STEXT«stext»}
{PASS«read>,<write>,<update»}
{STEXT«stext»}
{SPACE«n_objs>,<len_obj>,<incr»}
{<property>}~
SUBNET«subnet-name»
<probtype> {STEXT«stext»} {<property>}~
<probtype> IIproblemtyp vom DDL-Typ BASEOBJ, SUBNETPORT, COMPLEX,
SYSTEMPORT, RELATION II
<property> ::= {<attrname>«valuelist»}~;
<valuelist> ::= <const> {,<const>}~
<di sconnect>: :=
<connect ion>: :=
<delete>
<delobj>
<connect>
<portref>
<include>
<exclude>
· .-
·.-
: :=
· .-
·.
·.-
·.-
DELETE <delobj> {ALL};
NETPOOL«netpoolname» I NET«netname» I «objname»
CONNECT <portref> <portref> REL«relname> {<tupelvalue>};
CONNECT «portref» «portref» «relname» {<tupelvalue>};
DISCONNECT <connection>;
«portref» I «portref» «portref»
«line» I «rel-name»
<objname>.<portname>{«ind»}
INCLUDE «sonname» «fathername»;
EXCLUDE «sonname» {ALL};
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<contract> ,,- CONTRACT «objlist» TO«descriptortype»
<expand> , ,-.,
{<property>}~
EXPAND «desename»;
<detail> .. -
<detail-disp> "=
<abstract> ,,-
DETAIL «desename» <detail-disp>;
NEW I OLD(<i nd»
ABSTRACT {INTO«netname»};
<alternative>
<which>
<jump>
. -= ALTERNATIVE <which>;
NEW I IND«ind» I NEXT
JUMP «subnetportname»;
ACTIVE
<change> ' ,- CHANGE «objname» {<property> }~;
<ch-graphies>;
<search> ' ,- SEARCH <s-opt> {PUSH} {FOUND«bitvar»};, ,
RSEARCH <r-opt> {PUSH} {FOUND«bitvar»};
<s-opt> ' ,- <direct> I <relative>.
<di reet> ' ,- NAME «objname»
KEY «objkey> )
TYPE «problemtype>,<n»
<relative> ' ,- SaN (<ind> ), ,
FATHER
BROTHER «port>{«ind»})
RELATION «port>{«ind»})
FROMOBJ TUPEL(<i nd»
TOOBJ TUPEL«ind»
<r-opt> ' ,- NAME «rel name», ,
KEY «rel key»
TYPE (<r:e1type> )
PORT «port> )
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<get-ops> ::=OBJNAME«name» {KEY «key-var»}
{SYSTYPE«systype-var»}
{PROBLEMTYPE«problemtype-var»}j
I OBJKEY «key» {NAME«name-var»}
{SYSTYPE«systype-var»}
{PROBLEMTYPE«problemtype-var»}j
I OBJIND «ind» {NAME«name-var»}
{KEY«key-var»}
{SYSTYPE«systype-var»}
{PROBLEMTYPE«problemtype»}j
OBJNUMB <of> TO«var»j
'SGET({<portname>.}<attrname>{«ind1>{,<ind2>})} TO«var»j
<of> ::= ALL I SYSTYPE«systype> I PROBLEMTYPE«problemtype»
<copy> ::= COPY<copy-opt>j
<copy-opt>::= WITHIN «obj-list»
INTO <newnetname> «objlist»
FROM <fromnetname>
<spit>
<join>
::= «tupellist» /*bei interaktivem Betrieb*/
I <tupellist> TO <newrelname>
::= «relnamel» {WITH} «relname2»
<restart> ::= RESTART <restart-file>j
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Für interaktiven Betrieb:
PLOT <unit>; <unit> ::= DISPLAY I PLOTTER <dx> I PDBFILE <pdbfile>
<ch-graphics> CHANGE SYMBOLSIZE«symsize»;
CHANGE SHEETFORMAT;
CHANGE SHEETSIZE <size>;
CHANGE SHEETPOSITION «newpos»;
CHANGE PLOTTYPE {<ptypes> }~';
<ptypes> ::= CONNECTIONS {«relationtype-list»} I NOCONNECTIONS
I SYMBOLS {«objtype-list»} I NOSYMBOLS
I ATTRIBS I NOATTRIBS
I TEXTS {«text-window-number-list»} I NOTEXTS
I NORELATIONS I NONETS I ALL
<window> ::= WINDOW <wopt>;
<wopt> ::= FACTOR <factor> I SHIFT «w-pos» I ALL I «w-ll» «w-ur»
<vi ewport> :: = VIEWPORT <vopt>;
<vopt> ::= RESET I «v-l1» «v-ur»
<transfer> ::= TRANSFER {«obj-name-list»}~
<rout> ::= ROUTE «connection»;
<dump> ::= DUMP SYMLIB {<symparm>}6
<symparm> ::= PICKAREAS I TEXTWINDOWS I ATTRGRAPHIC IPORTCOORDS
<dbname>,<ddname>,<pass>,<npname>,<netname>,
<objname>,<read>,<write>,<update>,<subnet-name>,
<delobj>,<relname>,<portname>,<sonname>,<fathername>,
<descriptortype>,<descname>,<subnetportname>,
<problemtype>,<port>,<reltype>,<portname>,<attrname>,
<systype>,<subnet-name>,<new-subnet-name>,
<restart-file>,<logddn>,<logfile>,dbfile> CHAR(8)-Konstante
<stext>
<n_obj>,<len_obj>,<incr>,<ind>,<n>,<relkey>,
<objkeY>,<symsize>
<... -var> ,<var>
::= CHAR-string
::= INTEGER-Konstante
::= Variable geeigneter Typen
