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Cílem této práce je vytvoření informačního systému, který bude umožňovat výlučný přístup
k pracovišti robotického ramene na základě provedené rezervace časového bloku. Informační
systém zabezpečuje možnost plánování rezervací do budoucna. Jeho implementace proběhla
v jazyce PHP s využitím relačních databázových systémů podporovaných knihovnou PDO.
Testování se soustředilo na odhalení chyb při hromadném přístupu velkého počtu uživatelů
a určení velikosti potřebných systémových prostředků. Výsledkem celého procesu je webová
aplikace, která má definované rozhraní vůči serveru robotického ramene.
Abstract
The aim of this work is to create an information system that will allow exclusive access to the
workplace robotic arm by making a reservation timer. The information system provides the
possibility of planning for the future bookings. His project was implemented in PHP using
relational database systems supported by PDO library. Testing focused on the detection
of errors in mass access a large number of users and determine the size of the necessary
system resources. The result of the process is a web application that has a defined interface
to the server robotic arm.
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Informačný systém je model reálneho systému, ktorého úlohou je sprostredkovanie infor-
mácií získaných z transakcií používateľom. Musí zabezpečiť jednotnú interpretáciu dát ich
vhodným zobrazením a prípadné vykonávanie operácií nad nimi.
1.1 Motivácia a ciele
Pre súčasnú dobu je charakteristické hľadanie stability a spoľahlivosti. Tieto dva aspekty
sú ovplyvňované celým radom ekonomických, technických a iných činiteľov. Jedným z či-
niteľov je efektivita a optimalizácia. Podchytenie rezerv človeka a strojového zariadenia
môže byť z rôzneho uhla pohľadu. Z pohľadu ekonomického t. j. pri zvyšovaní efektivity,
produktivity práce a iných ekonomických ukazovateľov hrá nemalú úlohu efektívne využi-
tie pracovného času. Či už hovoríme o ľudskom pracovnom čase, alebo o pracovnom čase
strojovom stále existujú rezervy, ktoré je potrebné nájsť a odstrániť. Optimálne využívanie
ľudského pracovného času, ako i strojového času vedie práve k naplneniu hlavných cieľov.
Zmyslom optimalizácie je dosiahnuť synergický efekt pozostávajúci z čiastkových optima-
lizácií pracovného času. V prípade zariadenia, ktoré je využívané viacerými používateľmi
to platí dvojnásobne, nakoľko je potrebné nájsť spôsob ako dostupný čas rozdeliť medzi
všetkých používateľov systému čo možno najefektívnejšie, s tým aby sa neplytvalo časom
zariadenia ale ani časom jeho jednotlivých používateľov.
Nasledujúci informačný systém sa snaží o zaistenie týchto vlastností prideľovania času
pre pracovisko robotického ramena, z čoho vyplýva, že bude prvotným bodom prístupu
k práci s ramenom. Jeho podstatou je aby dokázal spracovať čo možno najviac požiada-
viek v čo najkratšom čase, autentizoval prichádzajúcich používateľov a autorizoval ich na
vykonanie požadovanej operácie. Na druhej strane musí byť schopný komunikácie so samot-
ným ramenom robota. Cieľom je neplytvať časom používateľov, ale ani časom zariadenia,
preto je systém navrhnutý formou rezervačného kalendára. Implementáciu je vhodné robiť
so zreteľom na prípadnú budúcu jednoduchú rozšíriteľnosť funkčnosti pomocou prídavných
modulov s možnosťou správy aj iných zariadení s výlučným prístupom. Nakoľko informačný
systém je len jedným blokom z niekoľkých aplikácií potrebných pre správu robotického ra-
mena je nutné aby sa jeho vývoj prispôsoboval ostatným aplikáciám a dodržiaval navrhnutú
logiku riadenia robotického ramena.
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1.2 Štruktúra dokumentu
Dokument je vystavaný v logickom poradí ako prebiehal vývoj celej aplikácie. V kapitole
2, sú popísané informácie potrebné k vývoju informačného systému, ale aj špecifické infor-
mácie potrebné k implementovaniu rezervačného systému pre robotické rameno s využitím
prostriedkov dostupných na Fakulte informačních technológií v Brně. Kapitola 3 obsahuje
návrh samotného systému s príslušnými diagramami, ktoré bolo potrebné vytvoriť pre pre-
cíznejšiu implementáciu. Kľúčové prvky z implementácie, ako napríklad spôsob komunikácie
s databázou alebo viacjazyčný prístup popisuje kapitola 4. Následný postup pri testovaní,





Každý vývoj softvérového produktu má svoj životný cyklus a nie je tomu inak ani pri vý-
voji informačných systémov. Striktné dodržiavanie pravidiel tohto procesu by malo viesť
k cieľovému produktu, ktorý spĺňa požiadavky zákazníka. Rovnako to zabezpečuje, že kód
aplikácie bude udržateľný, znovu použiteľný, efektívny a dobre otestovaný. Výslednú apli-
káciu je potrebné dôkladne otestovať v podmienkach v akých bude nasadená, nakoľko bude
obsahovať informácie potrebné pre prácu jej používateľov. Pri analýze je potrebné rozdeliť
časti samotného informačného systému a načrtnúť možné alternatívy konkrétneho rieše-
nia, ktoré sú v súčastnosti používané pri tvorbe takýchto systémov. Z týchto alternatív je
následne potrebné vybrať tú najvhodnejšiu, ktorá sa použije pri implementácií.
2.1 Databázové technológie
Dátové úložisko môže byť reprezentované súborovým systémom alebo databázovým serve-
rom. V súčastnosti sa na rozsiahle informačné systémy používa databázový systém nakoľko
zabezpečuje základné požiadavky na transakcie. Úroveň poskytnutých služieb pre jednot-
livé transakcie sa líši v závislosti od použitého databázového a úložného systému. Nakoľko
existuje niekoľko rôznych databázových systémov a majú odlišnú logickú stavbu, každý vy-
užíva odlišné funkcie hostiteľského jazyka na svoju obsluhu. Informačný systém je vhodné
programovať tak, aby bolo jednoducho možné zmeniť používaný databázový systém. Mož-
nosťou na odtienenie tohto problému je použitie abstraktnej databázovej vrstvy (ADO),
ktorá dokáže komunikovať s rôznymi databázami ale v aplikácii poskytuje jednotné rozhra-
nie. Existuje niekoľko rôznych implementácií ADO. Medzi najznámejšie patria:
ADOdb jej prínosom je, že zapúzdruje aj samotný SQL1 dopyt, čo však spôsobuje, veľké
straty na výkone.
PEAR DB zapúzdruje funkcie volané v hostiteľskom jazyku.
PDO je v distribúcii spolu s PHP. Obsahuje moduly implementované v jazyku C, ktoré za-
bezpečujú porovnateľnú rýchlosť ako písanie priameho volania databázového príkazu
v PHP.
Použitie PDO má výhody aj pri bezpečnosti SQL dopytov, ktoré chráni pred vložením ne-
chceného kódu do formulárov na stránke2. Nakoľko informačné systémy využívajú zložitejšie
1Structured Query Language – jazyk používaný na prácu s dátami uloženými v databáze
2SQL injection
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SQL dopyty, je vhodné aby aj použitý databázový server zvládal transakčné spracovanie.
V prípade použitia MySQL servera je potrebné použiť úložný systém s plnou podporou
ACID3 modelu, ako napríklad InnoDB, ktorý umožňuje vykonávanie transakcií pomocou
príkazov potvrdzovania a zrušenia skupiny viac príkazov.
Alternatívou k serveru MySQL je čoraz viac sa rozširujúci databázový systém Postgre-
SQL, ktorý je plne kompatibilný s ACID modelom. Jeho nevýhodou je však nízke rozšírenie
medzi súčasnými hostingovými službami v porovnaní s MySQL. Rovnako tak sa používajú
aj komerčné databázy, ako napríklad Microsoft SQL Server a Oracle Database. Nevýhodou
tohto riešenia sú vysoké obstarávacie náklady a navyše Microsoft SQL Server je možné
spustiť len na platforme Windows[1].
2.2 Aplikačné technológie
V súčastnosti patrí medzi veľmi preferované jazyky na tvorbu informačných systémov jazyk
PHP4. Patrí do rodiny skriptovacích jazykov, no umožňuje kompiláciu do bitového kódu,
čo zvyšuje jeho efektivitu. Jazyk čerpá inšpiráciu v jazykoch C, Java, Perl a zároveň defi-
nuje vlastný štýl programovania. [4] Od verzie PHP 5 umožňuje plnohodnotné objektovo-
-orientované programovanie, čo zabezpečí zjednodušenie rozšíriteľnosti aplikácie pomocou
nových modulov, prípadne zakryje implementáciu jednotlivých problémov[6]. V informač-
nom systéme je úloha PHP skriptu v trojvrstvovej architektúre ako aplikačný prvok. Má
za úlohu získavať dáta z úložiska a vhodným spôsobom ich pripraviť na prezentáciu pou-
žívateľovi. Tvorí jadro systému. Pre optimalizáciu využíva PHP 5 Zend Engine 2.0, ktorý
prekladá vykonávaný skript do bytového kódu a až ten je interpretovaný.
Veľmi rozšírenou alternatívou je ASP.NET. Jedná sa o softwarovú štruktúru vyvíjanú
spoločnosťou Microsoft. Jej výhodou je, že logika webu môže byť napísaná v akomkoľvek
jazyku spustiteľnom na CLR5 virtuálnom stroji. Skript je pred nahratím na server skom-
pilovaný do bytového kódu, čím sa značne urýchli jeho vykonávanie. Nevýhodou takéhoto
riešenia je, že plnú podporu ASP.NET umožňuje len Microsoft Server aj keď už existuje
projekt Mono, ktorý sa snaží preniesť .NET platformu na rôzne operačné systémy[2].
2.3 Klientské technológie
Na reprezentáciu informácií používateľovi je vhodné použiť HTML6 alebo XHTML7 znač-
kovací jazyk. V trojvrstvovej architektúre napomáhajú pri serializácií dát, ktoré sú následne
reprezentované napríklad pomocou internetového prehliadača. Tieto dva jazyky sú si veľmi
podobné nakoľko obidva patria do rodiny jazykov SGML8. Majú však niekoľko rozdielov.
Jazyk XHTML si berie ako vzor XML9, čím vnáša do výsledného kódu jednoznačnosť.
V súčastnosti sa dostáva do popredia aj HTML 5, tento jazyk obsahuje mnoho značiek,
ktoré nie sú spätne kompatibilné s HTML 4. Problémom však je, že väčšina používateľov
internetu ešte nemajú prehliadač, ktorý podporuje túto najnovšiu verziu HTML.
3Atomicity, Consistency, Isolation, Durability – základné vlastnosti transakcie
4Hypertext Preprocessor
5Common Language Runtime – časť Microsoft .NET Frameworku spúšťajúca bytový kód
6Hypertext Markup Language
7Extensible Hypertext Markup Language
8Standard Generalized Markup Language – jedná sa o metajazyk určený na definovanie iných jazykov
9eXtensible Markup Language
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Pri zobrazovaní sa od roku 1996 začalo preferovať oddelenie reprezentácie vzhľadu a sa-
motných dát pomocou CSS10. Rovnako aj CSS prechádzalo počas rokov vývojom a posledná
dokončená verzia je CSS3. Majoritná skupina prehliadačov však podporuje len CSS2 s niek-
torými rozšíreniami prebratými z CSS3. Všetky tieto technológie sú pod správou organizácie
W3C.
Na zabezpečenie dynamickosti stránky je vhodné použiť JavaScript. JavaScript je pro-
gramovací jazyk interpretovaný priamo internetovým prehliadačom. Jedná sa o prototypový
skriptovací jazyk, čo znamená, že neobsahuje triedy, ale objekty vznikajú klonovaním už
existujúcich objektov. Rozšírenie jazyka zabezpečuje knižnica jQuery. Táto knižnica zjed-
nodušuje prechod cez objektový model stránky, implementuje rozširujúce funkcie vzhľadu,
ale aj funkcionality a umožňuje programovanie, ktoré je odtienené od implementácie pre
viacero prehliadačov.
2.4 Rozhranie pre zasielanie e-mailov
Jednou z možností posielania e-mailov je využitie zabudovanej funkcie PHP mail. Jej ne-
výhodou je, že musí byť nakonfigurovaný SMTP11 server v súbore php.ini. Toto ale nie je
bežnou praxou pre hostingové služby a preto je potrebné siahnuť po alternatívach umožňu-
júcich priame pripojenie k SMTP serveru. Jenou z nich je priama komunikácia cez protokol
telnet, napríklad pomocou funkcie fsockopen. Takéto riešenie je vhodné v prípade, že komu-
nikácia si vyžaduje nejaké špeciálne úkony, ktoré nie sú bežným štandardom, nakoľko takáto
komunikácia je veľmi pracná. Vhodnou možnosťou je využitie externej knižnice umožňu-
júcej zapuzdrenie týchto operácií, čím sa eliminujú aj prípadné chyby pri implementovaní
komunikácie. Medzi pravdepodobne najrozšírenejšie knižnice patrí PHPMailer. Nakoľko je
vydávaná pod licenciou LGPL 2.112 umožňuje voľné použitie bez nutnosti zmeny licencie
diela v, ktorom je používaná. Má plnú podporu objektovo-orientovaného programovania,
umožňuje autentifikáciu na SMTP serveri a je možné zasielanie e-mailov s verziou správy
v HTML ale aj bez.[5] Ďalšou veľmi rozšírenou knižnicou je Swift Mailer, ktorý disponuje
rovnakou funkčnosťou. Jeho nevýhodou je ale rozsiahlejší kód knižnice, čo môže spôsobovať
spomalenie systému. Jednou z relatívne novších možností zasielania e-mailov je využitie
služieb tretích strán. Takéto riešenie sa využíva ak nie je dostupný SMTP server alebo za-
sielané e-maily sú tvorené veľkým objemom statických dát, čo zníži záťaž lokálneho servera.
Ich nevýhodou je, že väčšinou nie sú poskytované zdarma. Príkladom takýchto služieb je
AlphaMail alebo PostageApp.
2.5 Viacužívateľský prístup
Problém prístupu viacerých používateľov je jedným z hlavných problémov v informačných
systémoch. V prípade, že systém je otvorený a verejný nie je potrebné riešiť autentifikáciu
a autorizáciu, takýto typ je veľmi zriedkavý, nakoľko majoritným typom je uzavretý systém.
Údaje sú cenné a často aj citlivé, preto nie je vhodné ich sprístupniť komukoľvek ale len
používateľom, ktorí potrebujú dané údaje na výkon svojej práce. Nie je zriedkavým javom,
že je potrebné v systéme prideliť rôzne stupne oprávnenia jednotlivým používateľom aby sa
10Cascading Style Sheets
11Simple Mail Transfer Protocol – jedná sa o internetový štandard definovaný v RFC821 určený na
posielanie e-mailov
12GNU Lesser General Public License
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rozlíšil bežný používateľ od správcu systému. Túto hrubú klasifikáciu na dve skupiny však
možno zjemňovať podľa nasadenia systému až na úroveň kedy by mal každý používateľ
rôzne oprávnenia. Pri viacužívateľskom systéme je potrebné zabezpečiť paralelné spúšťanie
jednotlivých skriptov tak, aby tým neutrpela ujmu konzistencia dát. Vo väčšine prípadov
sa týmto programátor nemusí zaoberať nakoľko to zabezpečí vhodne zvolený databázový
systém. Ak je však potrebné vykonávať zložitejšie operácie nad dátami je nevyhnutné aby
programátor myslel na možnosť vzájomného ovplyvnenia súbežne spustených operácií. Ne-
malou prioritou pri tvorbe takéhoto systému je aj snaha ho čo najviac prispôsobiť každému
používateľovi. Minimálne prispôsobenie by malo byť jazykové a to hlavne keď sa už dopredu
vie, že s takýmto systémom majú pracovať ľudia rôznych národností. Aj keď by sa predpo-
kladala jazyková znalosť používateľa systému, predsa len je jednoduchšie čítať informácie
v rodnom jazyku a nemusieť sa zaťažovať prekladom zobrazovaných fráz. Ďalšou možnosťou
priblíženia systému používateľovi je export dát čím by sa umožnilo ich prípadné použitie
v systéme, ktorý daný používateľ preferuje. Pri tomto kroku je však dôležité zvážiť, či ta-
káto možnosť príliš nezaťaží samotný systém, alebo či dáta týmto spôsobom exportované
nemôžu byť zneužité, ak by sa k ním dostala neoprávnená osoba.
2.6 Cosign
Na Fakulte informačních technológií je využívaný centralizovaný systém autentifikácie pou-
žívateľov CAS FIT, ktorý využíva otvorený autentifikačný systém Cosign. Pre používateľa to
znamená, že má jedno konto, s ktorým sa môže prihlásiť do viacerých služieb. Po prihlásení
je používateľovi vygenerovaný a zaslaný prostredníctvom cookies unikátny autentifikačný
reťazec, ktorý je platný pre celú doménu13. Služba, ku ktorej používateľ pristupuje si tento
reťazec vyžiada a overí jeho platnosť na centrálnom Cosign serveri. Takéto overenie je možné
zaslať len zo servera, ktorý pozná certifikát a rovnako je takéto spojenie povolené Cosign
serverom. Overovanie je potrebné opakovať pri každom prístupe na stránku, nakoľko správu
prihlásenia udržuje centrálny server a je to jediný jednoznačný spôsob ako identifikovať, že
používateľ sa odhlásil. Nakoľko Cosign zabezpečuje len autentifikáciu používateľov ich au-
torizáciu musí zabezpečiť samotný informačný systém. Z toho vyplýva, že je potrebné mať
databázu oprávnení jednotlivých používateľov.
2.7 Knižnica robotického ramena
Nakoľko je rameno nové, programy k nemu pridružené sú stále vo vývoji. Štruktúra týchto
programov a ich náväznosti sú však už definované. Centrálnym bodom celého systému pro-
gramov potrebných na prácu s ramenom je server ramena. Jeho schému a rozhrania zobra-
zuje obrázok 2.1. Rameno bude ovládané používateľom pomocou programu, ktorý bude mať
nainštalovaný vo svojom počítači. Tento program sa bude pripájať na server robotického
ramena, ktorý spracuje prijatú správu vo formáte XML. Tá musí okrem príkazov obsahovať
aj identifikáciu používateľa, ktorá sa následne overuje v implementovanom rezervačnom sys-
téme. Ak je overenie rezervačným systémom potvrdené, server ramena interpretuje zaslané
príkazy v rozšírenom jazyku LUA na príkazy ramena alebo ovládania kamier. Na takúto
správu bude server periodicky po cca 100 ms odpovedať správou obsahujúcou aktuálny stav
ramena. Takáto správa je rovnako ako požiadavky vo formáte XML a obsahuje informá-
13V prípade CAS FIT je to *.fit.vutbr.cz
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cie o jednotlivých kĺboch14, prstoch15, chybách, senzoroch a vysielanom videu. Ovládací
program môže zaslať viac správ, tie však musia obsahovať sekvenčné čísla, aby sa predišlo
situácii, keď bude správa na trase medzi serverom a používateľom odchytená útočníkom,



















Obr. 2.1: Bloková štruktúra pripojených modulov knižnice robotického ramena s vyznače-
ným blokom pre komunikáciu s rezervačným systémom. Pôvodný obrázok bol prevzatý od
vedúceho bakalárskej práce a tvorcu knižnice Ing. Radima Lužu.
14uhol, aktivitu, rýchlosť, maximálny uhol a minimálny uhol




Táto kapitola sa sústreďuje na vytvorenie možno čo najlepšieho návrhu aplikácie, ktorý
neskôr povedie k premyslenej implementácií bez nutnosti častých zmien kódu. Je potrebné
navrhnúť funkcionalitu systému, ale aj štruktúru databázy a spôsob ukladania dát jed-
notlivých rezervácií. Výsledkom návrhu aplikácie je schematické znázornenie funkcionality
systému pomocou diagramu prípadov použitia zobrazeného na obrázku 3.1. Schematické
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Zaradenie užívateľa do typu
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Obr. 3.1: Diagram prípadov použitia (Use case diagram)















































Obr. 3.2: Entitno-relačný diagram (Entity-Relationship diagram)
3.1 Autentifikácia a autorizácia
Nakoľko sa jedná o viacužívateľský systém s rolami, tieto je potrebné reprezentovať ako
entity používateľských rolí a typov používateľa. Tieto 2 entity je vhodné odlíšiť a pou-
žívateľovi ich priradiť obidve. Systém budú predovšetkým používať pracovníci a študenti
rôznych ročníkov a odborov. Učitelia budú mať odlišný typ ako študenti, čo im zabezpečí
prístup k väčšiemu počtu funkcií systému. Nakoľko sú však študenti rôznych ročníkov a tým
pádom majú rôzne potreby práce s robotickým ramenom, mali by mať odlišné role. Rola
má pridelenú maximálnu prioritu obsadzovania času, maximálny rezervovaný časový blok,
celkový rezervovateľný čas, čas pred rezerváciou celého časového bloku kedy ju už nie je
možné zrušiť. Minimálny čas pred zrušením rezervácie definuje počet minút pred začiatkom
daného bloku kedy je ho možné ešte zrušiť1. Typ role definuje oprávnenia na vykonávanie
úkonov v systéme. Toto rozdelenie predíde zbytočnej duplicite dát.
Je potrebné uložiť aj informácie o používateľoch ako meno, heslo, e-mail, jazyk e-mailu,
povolenie zasielania potvrdzujúcich e-mailov a voľný čas na rezerváciu. V prípade, že sa
jedná o interného používateľa z VUT, môže byť položka hesla prázdna a tým pádom sa bude
celá autentifikácia vykonávať mimo informačný systém. Centrálny systém autentifikácie
poskytuje len login prihláseného používateľa, preto je potrebné viesť o ňom rozširujúci
záznam. Tento bude obsahovať všetky požadované položky, vďaka čomu môže používateľ
1V prípade, že má používateľ rezervovaných 5 blokov po 30 minút, čas pred rezerváciou kedy ju je možné
zrušiť je nastavený na 15 minút a momentálne je 10 minút pred prvým blokom používateľ už nemôže zrušiť
prvý blok no ostatné ešte môže
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so systémom plnohodnotne pracovať.
Používateľ má možnosť využiť autentifikáciu pomocou fakultného CAS FIT servera
alebo v prípade, že sa jedná o externého používateľa je možné použiť zabudovaný prihlaso-
vací formulár, kde vyplní prihlasovacie meno a heslo a zvolí položku prihlásenia.
3.2 Práca s rezerváciami
Po prihlásení sa používateľovi zobrazí kalendár na aktuálny deň, kde vidí jednotlivé rezer-
vácie, prípadne voľné bloky. Rezervácie sa zobrazujú v rozvrhu reprezentovanom tabuľkou.
Kalendár umožňuje aj rozšírenú správu času pomocou znižovania detailov a zlučovania de-
tailných informácií, čím môže napomôcť pri výbere vhodného rezervovateľného časového
úseku a zabezpečí rôzne úrovne abstrakcie. Základná úroveň je denný rozvrh, kde sa zobra-
zia jednotlivé časové bloky ich voľnosť, prípadne obsadenosť. Je potrebné farebne odlíšiť typ
bloku. Túto úroveň je možné prepnúť na vyššiu úroveň, napríklad rozvrh týždňa alebo me-
siaca, kde sa už zobrazujú len dni a sumárne štatistiky daného úseku, ktoré napomáhajú pri
rezervácií. Tieto štatistiky obsahujú čas rezervovaný aktuálne prihláseným používateľom,
voľný čas, prípadne najväčší voľný blok v čase, ktorý je pokrytý jednou zlučujúcou bunkou.
Pri prehliadaní napomáha používateľovi filter, ktorý mu umožňuje definovať, aké bloky
sa majú zobraziť. Umožňuje zobrazovanie len budúcich rezervácií, prípadne len rezervá-
cie konkrétne zadaného používateľa. Vhodná je možnosť vylúčiť zo zobrazovania súkromné
rezervácie a rezervácie z minulosti.
Systém má jednu tabuľku s konfiguračnými nastaveniami, kde je uložená veľkosť časovej
jednotky. Tá reprezentuje minimálny možný alokovateľný čas, nakoľko nie je vhodné povoliť
aby si používateľ alokoval bloky s veľmi krátkym časom. Bez tohto obmedzenia by nastávala
zbytočná fragmentácia dostupného času ramena, čím by mohli vznikať krátke voľné bloky,
ktoré by s veľkou pravdepodobnosťou boli pre ostatných používateľov nepoužiteľné. Čas
bloku je vhodné po určitej dobe behu systému stanoviť ako medián zatiaľ alokovaných
blokov, s korekciou aby bolo možné rozdeliť deň na celé bloky. V čase zmeny veľkosti bloku
by sa mohli objaviť voľné miesta, ktoré by nebolo možné podľa novej politiky alokovať.
V tomto prípade systém berie do úvahy okolie daného bloku. Čo by znamenalo, že ak blok,
ktorý používateľ chce rezervovať je presne ohraničený inými blokmi danú rezerváciu povolí.
Rezervácia sa vykonáva s maximálnou prioritou pridelenou danému používateľskému
typu. Následne je možné zvoliť časový rozsah rezervácie. Taktiež je vhodné zadať stručný
popis práce, ktorú chce vykonávať. Toto napomáha najmä keď sa rozhoduje používateľ s vy-
ššou prioritou pre preobsadenie daného bloku, či je nutnejšia jeho práca alebo práca aktuálne
naplánovaného používateľa. Tento popis však nebude zobrazený používateľom, ktorým to
administrátor systému nepovolí. Rezerváciu je vhodné vykonávať v dvoch krokoch. Takýto
prístup umožní overenie údajov na serveri a ich vyhodnotenie. Je však potrebné zabezpečiť
aby bloky požadované zadávanou rezerváciou nemohli byť zabrané iným používateľom.
Preto sa toto musí vykonať ako jedna atomická transakcia, ktorá na začiatku vykonávania
uzamkne tabuľku rezervácií na čítanie a zápis, následne skontroluje či je požadovaný blok
rezervovateľný, vykoná sa dočasná rezervácia a odomkne sa tabuľka. Dvojkroková rezer-
vácia má zmysel hlavne pre rezervácie obsahujúce viac blokov z dôvodu vzniku situácie,
že rezervácia obsahuje aj bloky, ktoré nie je možné rezervovať, prípadne bloky už rezervo-
vané, ale s nižšou prioritou. Takáto dočasná rezervácia musí mať presne určený čas kedy sa
stáva neplatnou, aby sa predišlo situáciám kedy používateľ ukončí svoju činnosť v systéme
pred potvrdením. Tento čas je potrebné vhodne stanoviť podľa odozvy systému pri záťaži,
aby sa predišlo nepotvrdeniu rezervácie z dôvodu oneskoreného spracovania požiadaviek
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spôsobeného preťažením servera. Rezervácie je potrebné robiť vo viacerých vrstvách, kde
každá vrstva reprezentuje rovnakú prioritu. Vymedzenie rozhrania priority vyššej a nižšej
vytvára systému predpoklad pre jeho efektívne využitie. Jednou z podstát dosiahnutia lep-
šej efektivity ľudských zdrojov je možnosť systému vylúčiť používateľa s nižšou prioritou
a uprednostniť v prípade prekrytia využitie vyšších priorít. Zrušenie rezervácie s nižšou
prioritou nedáva dôvod pre aplikovanie limitovania úkonu rušenia rezervácie daného pou-
žívateľa, nakoľko táto situácia ním nebola spôsobená. Systém je však potrebné postaviť na
ponechaní aj rezervácií nižších priorít a to pre prípady, kedy budú zrušené rezervácie vyšších
priorít. V takomto prípade sa rezervácia s nižšou prioritou stáva platnou. Problémom tohto
prístupu je, že používateľ je v domnení platnej rezervácie, pričom v skutočnosti systém pri-
orizoval dôležitejšiu aktivitu. Na základe uvedeného by bol používateľ viazaný na priebežnú
kontrolu platných rezervácií v systéme, čo je možné vyriešiť zasielaním e-mailových správ
o vzniknutých zmenách. Ak chce teda predísť konfliktom, kedy ho systém nepustí k práci
s ramenom, stačí mu priebežne čítať prichádzajúce e-maily.
Z dôvodu predídenia fatálnym následkov je potrebné zabezpečiť u robotického ramena
ako u každého iného zariadenia pravidelné servisné kontroly. Tieto plánuje administrátor
systému, preto musí mať možnosť vykonať obsadenie obsluhy ramena spôsobom, ktorý nie
je možné iným používateľom akokoľvek ovplyvniť. V rezervačnom systéme je možné takúto
aktivitu modelovať ako rezerváciu s maximálnou prioritou.
Po zadaní údajov rezervácie a ich potvrdení sa zobrazí zoznam požadovaných časových
blokov, kde je výrazne označený stav daného bloku. Nakoľko môžu byť zadané časové údaje
nevalidné v zmysle, že interval rezervácie zadanej používateľom nie je zhodný s minimál-
nym intervalom časového bloku prípadne jeho násobkami vymedzenými administrátorom,
je potrebné aby systém sám navrhol niekoľko najbližších možností zarovnania rezervácie.
Časový blok navrhnutej rezervácie môže mať nasledujúce stavy:
voľný Označenie zelenou farbou s umožnením zaradiť alebo vylúčiť blok z konečnej rezer-
vácie. Zobrazené informácie by mali obsahovať začiatok a koniec bloku.
obsadený s nižšou prioritou Označenie žltou farbou s umožnením zaradiť alebo vylúčiť
blok z konečnej rezervácie. Zobrazené informácie by mali obsahovať začiatok a koniec
bloku vrátane doplňujúcich informácií ohľadom rezervácií, ktoré sú už k danému bloku
priradené. V tomto prípade je potrebné zobraziť login používateľa a popis úloh danej
rezervácie s nižšou prioritou.
obsadený s vyššou prioritou Označenie červenou farbou bez možnosti zaradiť tento
blok do konečnej rezervácie.
Po kliknutí v kalendári na vlastnú rezerváciu má používateľ možnosť ju zrušiť. Táto
operácia však musí dodržiavať minimálny čas pred zrušením, aby sa predišlo zbytočným
rezerváciám, ktoré sa zrušia tesne pred samotným spustením a už nestihnú byť obsadené
iným používateľom.
Pre jednoduchšiu správu času používateľa systém umožňuje zadávanie súkromných blo-
kov, čím si sám používateľ označí čas kedy je zaneprázdnený inou činnosťou a nie je vhodné
aby si omylom rezervoval čas na prácu s robotickým ramenom. Alternatívou k tomuto je
voľba dočasnej rezervácie, ktorá napomáha v situácii kedy si používateľ tvorí svoj pracovný
rozvrh a označí si vhodné časy na prácu s ramenom. Tieto bloky sú neverejné a vo výlu-
čnej správe daného používateľa. Ich zadefinovanie nijako neovplyvňuje voľný čas ramena.
Z tohto dôvodu je potrebné takéto rezervácie odlíšiť, či už v systéme kde sa nezapočítavajú
do spotrebovaného času alebo v databáze, z ktorej sa načítavajú do prehľadu rezervácií.
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3.3 Počítanie času
V systéme je potrebné počítať čas, ktorý má každý používateľ ešte voľný na vykonávanie
práce s ramenom. Tento čas sa atomicky znižuje s rezerváciou bloku. Je potrebné, aby sa
po určitom čase bloky vylúčili zo spotrebovaného času. Využitím Cron démona sa anuluje
nutné manuálne spúšťania takejto aktualizácie časov. Jeho beh by mal byť naplánovaný
minimálne raz denne, kedy priráta k voľnému času bloky po čase platnosti. Čas spúšťa-
nia skriptu je potrebné naplánovať na dobu kedy je systém čo najmenej vyťažený, aby bola
bežná prevádzka systému ovplyvnená čo najmenej. V prípade preťaženej rezervácie automa-
ticky vymaže rezervácie s nižšou prioritou a rovnako pripočíta čas, ktorý im bol pridelený.
Bloky, ktoré už nespotrebovávajú čas by mal systém automaticky označiť, aby sa predišlo
duplicitnému započítaniu pri viacnásobnom spustení skriptu.
3.4 Administrácia
Ako akýkoľvek informačný systém, tak konkrétne aj systém pre riadenie výlučného prístupu
musí mať svojho správcu. Ten má za úlohu udržiavať systém s čo možno najnižšou odozvou,
prípadne rieši problémy spojené s používateľskými kontami. Rola administrátora bude mať
v systéme zvýšené práva. To znamená, že administrátor musí mať možnosť meniť parame-
tre celého systému. Tieto je vhodné uložiť do databázy do špeciálnej tabuľky, odkiaľ je ich
možné rýchlo vybrať pomocou jednoduchého SQL dopytu. Je potrebné umožniť definovanie
časového bloku rezervácie popísaného v podkapitole 3.2. Rovnako je vhodné umožniť admi-
nistrátorovi obmedziť rozsah rezervácií. Táto funkcionalita môže byť využitá napríklad pre
obmedzenie rezervácií dátumami začiatku a konca školského roka, čím by novoprichádzajúci
študenti mali rovnaké možnosti ako študenti, ktorí mali prístupové práva už v predchádza-
júcom roku. Prípadne to napomôže eliminovať rezervácie študentov, ktorí v danom roku už
končia štúdium a zbytočne by vykonávali rezervácie do budúceho roka. Ďalšie parametre,
ktoré je vhodné meniť počas behu systému sú prihlasovacie údaje na SMTP server. Tu je
potrebné ukladať meno, heslo, adresu servera, číslo portu, e-mailovú adresu a predponu
predmetu odosielanej správy. Rovnako tak je potrebné ukladať aj informácie potrebné na
zabezpečenie spojenia s robotickým ramenom, ktoré sú bližšie popísané v podkapitole 3.5.
Administrátor systému musí mať možnosť pridávať, meniť alebo mazať používateľské
role, typy a aj samotných používateľov. Pridávanie je vhodné umožniť aj hromadným im-
portovaním dát, čím sa uľahčí zadávanie údajov, napríklad na začiatku školského roka.
Importované údaje je vhodné zadávať vo formáte CSV, nakoľko má minimálny objem ria-
diacich dát a pritom umožňuje špecifikovať akúkoľvek informáciu. Jeho nevýhodou je, že
formát a poradie dát musí byť striktne dodržané a preto musí byť vopred daný. Pre rezer-
vačný systém je vhodný formát definovaný v tabuľke 3.1.
3.5 Rozhranie servera robotického ramena
Informačný systém musí umožňovať komunikáciu so serverom robotického ramena. Ten vy-
žaduje len kladnú alebo zápornú odpoveď na definovanú požiadavku, či daný používateľ má
povolenie na prístup k ramenu. Nakoľko sa jedná o webovú aplikáciu vhodným riešením je
použitie špeciálnej URL s jednoduchým vygenerovaným obsahom reprezentujúcim tieto dva
stavy. Požiadavka od servera musí obsahovať minimálne používateľské meno osoby s vy-
tvorenou rezerváciou a jedinečný kľúč rezervačného bloku. Uvedené údaje sú postačujúce
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Formát u,login,rola,typ[,heslo[,mail[,jazyk[,rozosielaj]]]]
Úkon Pridá nového používateľa do rezervačného systému. Ak zadané






rola identifikátor priradenej používateľskej role
typ identifikátor priradeného používateľského typu
heslo prihlasovacie heslo – nepovinné
mail kontaktný e-mail – nepovinné
jazyk jazyk e-mailov – nepovinné
rozosielaj povolenie zasielania e-mailov – nepovinné
Formát t,id,názov,priorita,max blok,čas celkom,na obdobie,vopred





id relatívny identifikátor, ktorý môže byť použitý pri
vkladaní používateľov
názov textový názov
priorita maximálna priorita rezervácie
max blok maximálna dĺžka jednej rezervácie
čas celkom voľný čas na rezerváciu v minútach
na obdobie maximálny možný čas od začiatku rezervácie pred jej
vykonaním v minútach
vopred povolenie zrušenia rezervácie zadaný počet minút
pred jej začiatkom
Formát r,id,názov[,povolenie, . . . ]





id relatívny identifikátor, ktorý môže byť použitý pri
vkladaní používateľov
názov textový názov
povolenie niekoľko identifikátorov povolenia – nepovinné
Tab. 3.1: Formát CSV súbora pre hromadný import.
na overenie či v konkrétnom čase má konkrétny používateľ povolenie k práci s ramenom.
Ďalej je však potrebné vykonať autentifikáciu servera robotického ramena. Vhodný spôsob
je použitie textového kľúča. Jeho veľkosť je vhodné generovať zo všetkých alfanumerických
znakov v počte aspoň 42, čo je na základe vzorca 3.1 rovné entropii približne 250 bitov. To















Takéto zabezpečenie je dôležité, nakoľko prelomenie tohto hesla môže viesť k jednoduch-
šiemu zisťovaniu kľúčov rezervácií pomocou hrubej sily. Pre zvýšenie zabezpečenia je možné
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špecifikovať aj IP adresy, z ktorých sa server robotického ramena môže pripájať. Táto mož-
nosť sa však musí dať deaktivovať pre prípad, že server bude mať dynamickú IP adresu.
Alternatívnym spôsobom zisťovania platnosti rezervácie je priamy prístup servera robo-
tického ramena do databázy rezervácií, odkiaľ by si pomocou SQL dopytu zistil odpoveď.
Výhodou tohto riešenia je veľká rýchlosť. Nevýhodou je náväznosť zmeny logiky informač-




Táto kapitola popisuje dôležité prvky samotnej implementácie a jej procesu. Výsledkom
návrhu z kapitoly 3 je vytvorená webová aplikácia, ktorej úvodná stránka je zobrazená na
obrázku 4.1.
Obr. 4.1: Úvodná stránka aplikácie po prihlásení so zobrazeným detailom aktuálne prebie-
hajúcej rezervácie.
Pre implementáciu bol zvolený objektovo-orientovaný prístup, pre ktorý je potrebné
použiť PHP verzie 5 a vyššie. Ich nasadenie je už v súčastnosti viac-menej samozrejmosťou.
Pozitívnou stránkou je zapúzdrenosť jednotlivých funkcionalít a následná prehľadnosť pri
úprave funkčností.
Systém je vystavaný pomocou MVC architektúry. Výhodou takejto implementácie je
odtienenie funkčných blokov od formátovania dát, čím sa zlepší čitateľnosť samotného kódu
a následná údržba. Takýmto prístupom sa umožní práca na vzhľade systému bez hlbšej
potreby znalosti programovania. Takto vybratá architektúra umožňuje znovupoužitie už
implementovaného kódu v inej časti systému. Jej princíp je nasledovný:
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1. Používateľ svojou akciou zašle správu systému pomocou URL, prípadne doplnenú
pomocou hlavičkových dát.
2. Prijatá správa sa rozanalyzuje vo vstupnom súbore systému a odovzdá sa príslušnému
kontroléru.
3. Kontrolér na základe vstupných parametrov nastaví parametre príslušných modulov.
4. Modul spracuje parametre a vráti výsledok kontroléru, ktorý ho spúšťal.
5. Kontrolér prijaté výsledky z modulu sprostredkuje pohľadu.
6. Pohľad priradí dáta do šablóny vzhľadu stránky a zobrazí sa používateľovi.
Pri samotnej implementácii je braný ohľad na výkonnosť systému, preto je striktná MVC
architektúra jemne upravená. V niektorých skriptoch, kde sa ich funkčnosť v iných miestach
systému neopakuje, je presunutá rola modelu do samostatných metód kontroléra. Takáto
optimalizácia znižuje počet nutných funkcií include alebo require, ktoré sú relatívne
pomalé a zvyšujú čas behu systému. Rovnako sa tým nenabúra odtienenie funkčného kódu
od definície vzhľadu.
Ako definuje bod 2 popisu použitej architektúry je pri implementácii použitý jeden skript
index.php, ktorý spracúva požiadavky od používateľa a tvorí vstupný bod do systému. Na-
koľko každá požiadavka zaslaná informačnému systému musí prejsť týmto skriptom je možné
v ňom definovať úkony, ktoré sa musia vždy vykonať, ako načítanie potrebných konfigu-
račných súborov, modelov. . . Rovnako tento súbor pomáha aj pri testovaní a optimalizácií
tým, že umožňuje merať hodnoty systému pre každú požiadavku.
4.1 Adresárová štruktúra
Pre implementáciu bola zvolená adresárová štruktúra, ktorá rozdeľuje jednotlivé logické
bloky rezervačného systému. Pri jej návrhu sme sa snažili zachovať rozdelenie MVC archi-
tektúry s pridaním obslužných blokov. Popis štruktúry je nasledovný:
config Konfiguračný súbor obsahujúci údaje potrebné pre prihlásenie k databáze, ale aj
vzory definujúce formáty niektorých polí. Rovnako sa tu definuje aj čas dočasnej
rezervácie, vypnutie kontroly IP adresy servera robotického ramena a prihlasovanie
pomocou protokolu Cosign.
database Nachádza sa tu trieda Database, ktorej funkcionalita je bližšie popísaná v pod-
kapitole 4.2. Okrem toho obsahuje aj súbor s definovanými SQL dopytmi.
error Obsahuje chybové stránky, ktoré sa načítajú pri vyvolaní určitej výnimky, pri behu
skriptov.
exception Skript obsluhujúci výnimky vzniknuté počas vykonávania používateľskej požia-
davky.
lang Nachádzajú sa tu súbory, ktoré obsahujú jazykový preklad systému. Definovanie pou-
žitého súbora sa vykonáva v súbore index.php a následne sa na základe prvého pa-
rametra URL adresy načíta prekladový súbor. Formát parametra je xx-lang, kde xx
je názov súbora. Preklad systému je reprezentovaný triedou L definovanou v každom
prekladovom súbore. Tá obsahuje statické pole reťazcov indexované číslami. Reťazce
sú rozdelené do viacerých polí, aby bolo oddelené ich logické používanie.
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mail Obsahuje knižnicu PHPMailer s licenčnou zmluvou.
src Adresár je jediný voľne viditeľný priamo z internetu. Sú tu všetky statické informácie
použité v systéme určené na stiahnutie prehliadačom. Sem boli umiestnené všetky
obrázky, kaskádové štýly a aj JavaScriptové knižnice.
template Sú tu umiestnené súbory, ktoré definujú základný vzhľad stránky ako hlavička,
päta alebo menu. Tieto súbory sa používajú pri generovaní každej stránky a na rozdiel
od pohľadov neprijímajú žiadne informácie od kontroléra.
model Reprezentuje triedy vystupujúce v informačnom systéme v role modelu.
view Reprezentuje triedy vystupujúce v informačnom systéme v role pohľadu. Súbory
využívajú kombináciu HTML značiek s jednoduchými PHP premennými.
controller Reprezentuje triedy vystupujúce v informačnom systéme v role kontroléru.
Tieto triedy sú spúšťané pri prístupe do systému na základe adresy špecifikovanej
v prehliadači.
Koreňový adresár okrem súboru index.php obsahuje aj súbor .htaccess s definovaným
prekladom adries pomocou modulu Apache servra mod rewrite. Toto umožňuje využívať
esteticky krajšie a výstižnejšie URL adresy dopytov.














































Obr. 4.2: Relačný model databázy
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Pre implementáciu bolo potrebné transformovať entitno-relačný diagram do podoby re-
lačného modelu databázy, ktorý je na obrázku 4.2. Práca s databázou sa vykonáva prostred-
níctvom PDO, ktoré je priamo dodávané s PHP. Samotná práca s databázou je rozšírená
pomocou triedy Database, ktorá vytvára a uchováva spojenie. Následne vykonáva SQL
dopyty definované používateľom. Pre lepšiu flexibilitu systému je definovanie SQL dopy-
tov presunuté do samostatného súbora, kde sú uložené vo forme statického poľa. Týmto
sa umožní centrálna správa dopytov a pri potrebe prechodu na iný databázový systém sa
nemusí prechádzať každý súbor informačného systému, aby sa v ňom upravil SQL dopyt
na validný s odlišným databázovým systémom. Rovnako toto vysunutie SQL mimo aplika-
čné skripty umožňuje skladanie dopytov bez duplicít. V systéme je tiež potrebné vykonávať
zložitejšie operácie, ktoré si vyžadujú transakčné spracovanie, PDO však nemá podporu pre
uzamykanie tabuliek, čo bolo potrebné dodefinovať. Nakoľko sa pri práci s databázou môže
vyskytnúť niekoľko chýb, tieto bolo potrebné ošetriť pomocou vyhodnocovania výnimiek,
čo umožnil objektovo-orientovaný prístup. Pri vyvolaní výnimky je používateľovi zobrazená
stránka definovaná jej obsluhujúcou triedou, pričom je vhodne použitá výstupná vyrovná-
vacia pamäť. Táto pamäť obsahuje všetky dáta od začiatku behu danej požiadavky až po
vyvolanie výnimky, preto je ju možné vymazať a zadefinovať do nej dáta danej výnimky.
Kritickým bodom systému, čo sa týka času odpovede, je požiadavka servera ramena
na existenciu rezervácie. Toto miesto bolo teda potrebné čo najviac optimalizovať. Ako
najpomalšia časť skriptu sa ukázal dopyt na databázu. Preto ho bolo potrebné čo možno
najlepšie optimalizovať a použiť MySQL direktívu HIGH PRIORITY, ktorá vynúti čo možno




V tejto fáze vývoja je potrebné vytvoriť sadu testov, ktoré overia funkčnosť systému ale
zároveň ho dokážu aj dostatočne zaťažiť. Na toto je vhodné použitie nástroja xdebug s vy-
užitím akéhokoľvek grafického nástroja, ktorý rozanalyzuje vygenerované dáta. Vhodnými
nástrojmi sú KCacheGrind, WinCacheGrind alebo Webgrind. Tieto nástroje prehľadne vy-
píšu jednotlivé úseky kódu, ktoré spotrebovali najviac času. Na simulovanie záťaže je vhodné
použiť nástroj httperf od Davida Mosberga, ktorý má plnú podporu HTTP protokolu.
Vďaka tomu môže odosielať potrebné hlavičkové informácie ako napríklad cookies a dáta
metódou POST. Jeho implementácia bola cielená na zasielanie veľkého počtu dopytov v čo
možno najkratšom čase. Problémom pri takejto požiadavke sú pomalé systémové funkcie
na prácu so sieťovými soketmi. Riešením je používanie neblokujúcich soketov a operačného
systému so štandardnými BSD soketmi uloženými v lineárnej štruktúre[7]. Tento nástroj má
veľké množstvo voliteľných parametrov, pomocou ktorých umožňuje špecifikovať testovanie
tromi rôznymi spôsobmi:
Fixovaný generátor URL režim generovania požiadaviek na jednu konkrétnu dopredu
zadanú adresu URL
Generátor založený na protokole režim využíva súbor, v ktorom má definované adresy
a postupne ich všetky zaťaží
Simulátor relácie režim sa snaží napodobniť používateľa na čo využíva súbor, v ktorom
má toto správanie zaznamenané. Tento režim rovnako umožňuje ukladanie SESSION
identifikátora.
Pri generovaní súboru adries napomôže záznam prístupov z Apache servera.[8]
5.1 Priemerná spotreba databázových prostriedkov
Pre určenie priemernej spotreby prostriedkov bolo potrebné naplniť databázu reálnym vzor-
kom dát. Na čo poslúžil zoznam používateľov školských serverov. Pre zistenie priemernej
spotreby prostriedkov databázy bolo potrebné zistiť hodnotu bunky AVG ROW LENGTH.
V tabuľkách používateľov priemerná hodnota vyjadruje zároveň aj konečný údaj spotreby
prostriedkov. V tabuľke rezervácií je však tento údaj len odrazovým, nakoľko reprezentuje
približnú veľkosť jedného časového bloku. Objem dát sa teda zvyšuje s rastúcim objemom
času, ktorý si môže používateľ rezervovať a so zmenšujúcou sa veľkosťou časového bloku. Aj
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Obr. 5.1: Graf zobrazuje pokles objemu dát pri zväčšujúcej sa veľkosti rezervačného bloku
so zanedbaním súkromných a dočasných rezervácií. Výpočet je pre rezervačný čas 1 deň.
Značka x označuje navrhovanú veľkosť rezervačného bloku 30 minút.
nárast zobrazuje graf 5.1. Veľkosť dát v tejto tabuľke sa rovnako zvyšuje s dĺžkou behu
samotného systému. Priemerná spotreba dát pre tabuľku rezervácií je vypočítaná len orien-
tačne pre veľkosť bloku 30 minút, voľný čas na rezerváciu 1 deň ročne, denne si používateľ
rezervuje 2 súkromné alebo dočasné rezervácie a dĺžka behu systému je jeden rok. Prehľad
záťaže jednotlivých tabuliek databázy je zobrazený v 5.1 Ostatné tabuľky v databáze majú
Názov tabuľky Veľkosť riadka Celková spotreba prostriedkov
uzivatelia 91 B 91 B
detaily 86 B 86 B
rezervacia 130 B 98,8 kB
Tab. 5.1: Objem dát v databáze na jedného používateľa
zanedbateľnú veľkosť a objem ich dát nerastie s počtom používateľov v systéme.
5.2 Spotreba prostriedkov aplikačných skriptov
Testovanie prebiehalo pomocou upraveného skriptu index.php za pomoci databázy a PHP
funkcií microtime(true), na zistenie doby behu jednotlivých častí informačného systému
a memory get peak usage(), na zistenie maximálnej použitej pamäte RAM potrebnej pre
beh spustenej časti systému. Nakoľko súbor index.php tvorí vstupnú bránu systému tieto
funkcie stačilo pridať na jeho začiatok a koniec, čím je možné merať sledované veličiny
pre všetky funkcie systému. Každá dvojica nameraných hodnôt sa uložila do databázy
spolu s identifikáciou spustenej funkčnosti. Dopyty na jednotlivé stránky systému boli
spúšťané automatizovane pomocou už spomínaného nástroja httperf, čím vznikla štatis-
ticky významná skupina dát. Meranie prebiehalo na školskom serveri eva.fit.vutbr.cz, ktorý
hostuje študentské webové aplikácie. Jeho hardvérová špecifikácia ku dňu testovania bola
nasledovná:
”
SuperMicro 6025B-tr+V, MB X7DWN+, 2 x Intel Xeon 5420 (2,5 GHz, 4core,
12 MB cache), 8 GB RAM, 500 GB HDD + 5 TB RAID-6 LSI 8888ELP/Promise VTrak
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J310s, Ethernet 10Gb/s“.[3]. Výsledky v databáze stačilo následne jednoduchým SQL dopy-
tom premeniť na tabuľku priemerných hodnôt výsledných meraní. Do porovnávacej tabuľky
5.2 je zahrnutý pre názornosť aj skript označený TEST. Tento pozostával z jednoduchého
cyklu, v ktorom sa 10 000 krát uloží do poľa znak
”
a“.
Cesta v systéme Čas behu Spotreba pamäte Poznámky
/robot 7,5ms 354,76 kB Dopyt servera robotického ra-
mena
TEST 8,32ms 1766,01 kB Porovnávacia aplikácia
/ 9,52 ms 372,64 kB Úvodná stránka neprihlásený
/administration 10,95 ms 536,75 kB Správa systému
/kinds/. . . 11,52 ms 651,88 kB Operácie týkajúce sa používa-
teľských typov a rolí
/event/bubble 11,57 ms 682,81 kB AJAX dopyt na detail rezer-
vácie
/logout 12,01 ms 322,89 kB Odhlásenie používateľa
/event 12,17 ms 682,14 kB Akékoľvek AJAX operácie
s jednou rezerváciou
/reservations 14,2 ms 925.23 kB Stránka na vytváranie nových
rezervácií
/my reservations/. . . 15,06 ms 798,20 kB Tabuľkový prehľad rezervácií
/home 16,12 ms 778,06 kB Úvodná stránka s úspešným
prihlásením
/accounts/. . . 16,49 ms 1369,35 kB Operácie týkajúce sa používa-
teľských účtov
/reservation 16,82 ms 925,53 kB Potvrdzovanie možností re-
zervácie
/reservation 22 ms 1781,36 kB Uloženie rezervácie bez pre-
pisu
/reservation 3687 ms 2044,85 kB Uloženie rezervácie s prepisom
Tab. 5.2: Využitie zdrojov jednotlivými funkciami rezervačného systému
Z výsledkov v tabuľke 5.2 je zrejmé výrazné spomalenie informačného systému pri funk-
cii ukladania rezervácie s prepisom už existujúcej rezervácie s nižšou prioritou. Pre odha-
lenie pomalej časti skriptu bolo potrebné vykonať profiláciu vyťaženia pomocou nástroja
xdebug. Z výslednej správy tohto programu bolo zrejmé, že spomalenie nastáva pri funk-
cii posielania e-mailu používateľovi, ktorý mal rezerváciu s nižšou prioritou. Nakoľko toto
spomalenie spôsobuje SMTP server, nebolo ho možné programovo ovplyvniť. Pre minima-
lizovanie dôsledkov tohto problému bolo presunuté zasielanie e-mailov do samostatného
vlákna. E-mail sa neodošle hneď pri zmene stavu rezervácie, ale sa zadefinuje len informá-
cia, že pri určitej rezervácií nastala chyba. Následne vo vhodných časových intervaloch až
Cron démon rozpošle potrebné e-maily. Tento časový interval je potrebné voliť menší ako je
veľkosť minimálneho rezervačného bloku a zároveň väčší ako je priemerný čas behu skriptu
posielania správ, aby sa minimalizoval počet súbežných behov tohto skriptu. Súbežný beh
takejto funkcionality nie je problémom vzhľadom k rezervačnému systému, nakoľko úložný
systém InnoDB umožňuje citlivé zamykanie údajov v databáze čím sa predíde duplicit-
ným mailom, ale príliš krátky čas môže spôsobiť hromadenie bežiacich skriptov na serveri
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Apache. Po vykonaní takejto zmeny sa zdroje potrebné pre uloženie rezervácie vyrovnali so
zdrojmi pre uloženie rezervácie bez prepisu.
5.3 Súbežný prístup
Pri testovaní súbežného prístupu stovák používateľov nástroj httperf dosiahol svoje limity
a preto s ním nebolo možné generovať dostatočnú záťaž. Z uvedeného dôvodu bolo po-
trebné zvoliť iný nástroj. Pri výbere z niekoľkých možností sa ako najvhodnejší javil JMeter.
Jedná sa o testovací nástroj s grafickým používateľským prostredím, ktorý dokáže genero-
vať sieťové požiadavky. Vďaka tomu, že je implementovaný v jazyku Java je spustiteľný na
akomkoľvek systéme s nainštalovaným prostredím JVM1. Obsluha programu je jednoduchá,
nakoľko si používateľ zadefinuje rôzne moduly, ktoré chce pri testovaní zahrnúť. Umožňuje
viacvláknový beh čo napomáha pri veľkom počte dopytov. Pri zložitých testoch nástroj
umožňuje testovanie formou klient-server. Takýto typ testovania riadi jedna klientská apli-
kácia JMeter v režime klient s definovanými testami, ktorá sa pripája na určené IP adresy so
spusteným JMeter v režime server a následne odosiela riadiace informácie. V tomto režime
teda samotné testovacie dáta zasielajú len servery, čím sa umožňuje rozloženie záťaže har-
dvéru ale aj potrebnej sieťovej konektivity.
Obr. 5.2: Strom modulov použitých pri testovaní
Pri samotnom testovaní bol použitý strom modulov zobrazený na obrázku 5.2. Hlavný
uzol testovania sa volá Testovací plán. V ňom sa definujú všetky moduly testov. Uzol
Spustenie práce reprezentuje modul, ktorý vykonáva samotné testovanie a neobsahuje do-
datočné moduly. Pre testovanie bolo vhodné použiť modul Používateľom definované pre-
menné, dáta použité na viacerých miestach testovania, čím umožňuje jednoduchú zmenu
testov bez zložitejších zásahov. Na rovnakej úrovni definuje modul Skupina vlákien, ktorý
reprezentuje samostatné používateľské relácie a umožňuje súbežné posielanie požiadaviek na
testovaný server. V podstrome tohto modulu je možné teda definovať už moduly potrebné
v každej z týchto relácií. Tu bolo potrebné definovať modul Nastavenie CSV súbora dát,
ktorý umožňuje načítanie CSV súbora, kde jeden riadok reprezentuje jednu používateľskú
1Java Virtual Machine – virtuálny stroj potrebný pre spúšťanie programov napísaných v jazyku Java
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reláciu. Takýto súbor sa dá vytvoriť pomocou SQL dopytu a následného exportu do CSV.
Nakoľko systém vyžaduje prihlásenie pre vykonávanie akejkoľvek operácie je potrebné aby
tento obsahoval prihlasovacie údaje jednotlivých používateľov. Napríklad pre generovanie
dát testovania registrácie s náhodným začiatočným časom a maximálnou dĺžkou jedného
bloku 120 minút je možné použiť nasledujúci SQL dopyt:
SELECT u . log in ,
’ hes lo123456 ’ ,
DATE FORMAT( t . zac i a tocny ca s ,
’%d.%m.%Y %H:% i ’ ) AS zac i a tocny ca s ,
DATE FORMAT( t . z a c i a t o c n y c a s + interval 120 minute ,
’%d.%m.%Y %H:% i ’ ) AS koncovy cas ,
UUID( ) AS popis
FROM u z i v a t e l i a AS u ,
(SELECT l og in ,
NOW( ) + interval 99∗RAND( ) day +
interval 86400∗RAND( ) second
AS z a c i a t o c n y c a s
FROM u z i v a t e l i a ) AS t
WHERE u . l o g i n = t . l o g i n
Ďalším veľmi dôležitým modulom je HTTP požiadavky - predvolené, ktorý špecifikuje
adresu servera, port ale aj verziu HTTP protokolu. Tieto údaje sa následne nemusia dupli-
citne zadávať vo všetkých moduloch HTTP požiadavka. Pre vytváranie štatistických dát je
použitý modul Kontrolér zaznamenávania. Všetky informácie poskytované modulmi v jeho
podstrome sa zaznamenávajú a štatisticky vyhodnocujú. Na vyhodnotenie je dostupných
niekoľko modulov s grafickou alebo textovou reprezentáciou. Kvôli typu autentifikácie po-
mocou SESSION je potrebné povoliť ukladanie súborov cookies pomocou modulu Správca
HTTP Cookies. Samotné testy sa vykonávajú modulmi HTTP požiadavka, kde prvá prihlási
používateľa do systému a druhá vykoná samotný test.
Testovanie hromadnej rezervácie zahŕňalo 1000 vlákien spustených v rovnakom čase.
Záťaž bola rozložená na tri počítače s nezdieľaným internetovým pripojením. Cyklus re-
zervácií bol spustený opakovane aby sa vylúčilo prepisovanie už existujúcich rezervácií.
Pre zjednodušenie testovania bola stránka s potvrdením rezervácie nahradená programo-
vou funkcionalitou priamo v PHP skripte rezervácie, ktorá potvrdila vždy prvú možnosť
blokov vygenerovaných ako návrh. Táto skutočnosť však nijako neovplyvnila kvalitu testo-
vania, nakoľko nahradila len aktivitu používateľa a všetky vnútorné kroky systému zostali
zachované. Po spustení takéhoto objemu používateľských relácií začal server aplikovať po-
litiku zahadzovania dopytov, čím spôsobil, že bolo zahodených 18,8% požiadaviek. Z toho
vyplýva, že 188 požiadaviek na rezerváciu nebolo vykonaných. Po prvej iterácií testu bol
obsah tabuľky vyexportovaný a vložený do pomocnej tabuľky, kde bol importovaný aj
testovací CSV súbor. Pomocou tejto tabuľky a SQL dopytu bolo možné hromadne ove-
riť správnosť implementácie. Úlohou SQL dopytu bolo vypísať bloky, ktoré sa navzájom
ovplyvnia alebo ktoré neboli vôbec rezervované pre aplikovanie politiky zahadzovania na
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strane servera. Tieto vypísané položky boli ručne skontrolované, čím sa potvrdila správ-
nosť jednoznačnosti rezervácie. V druhej iterácií bol test vykonaný s rovnakými dátami
a rovnako bola overená databáza, že boli umožnené len zápisy rezervácie, ktoré boli v prvej
iterácií zahodené z dôvodu preťaženia servera.
Ďalšie varianty testov zahŕňali náhodné rezervácie v jednom dni, kde sa overilo aplikova-
nie blokovania časového slotu len jednou rezerváciou. Iný test overil rezervácie do minulosti




Výsledkom tejto práce je implementovaný informačný systém, ktorý má za úlohu zabezpečiť
výlučný prístup používateľov k pracovisku robotického ramena. Umožňuje rezerváciu časo-
vého úseku pomocou časových blokov, čím zamedzuje fragmentácii voľného času. Spravuje
priority jednotlivých používateľov, ktoré berie do úvahy pri vykonávaní rezervácie a tým
umožňuje viacvrstvové rezervácie. Správcovi systému umožňuje meniť nastavenia systému
a upravovať práva a dáta používateľov. Pri návrhu bolo zavedené rozdelenie používateľských
rolí a používateľských typov, čo zamedzuje duplicite dát v databáze.
Informačný systém je len jednou z potrebných častí k práci s robotickým ramenom a jeho
celok dopĺňajú ďalšie bakalárske práce, ktorých úlohou je zabezpečiť ovládanie robotického
ramena, ovládanie kamier snímajúcich pracovisko a aplikácia na simulovanie práce s rame-
nom. V dôsledku toho bolo potrebné navrhnúť rozhranie rezervačného systému vzhľadom
na server riadenia ramena, ktorý spája jednotlivé bloky.
Informačný systém bol implementovaný v jazyku PHP s upravenou MVC architektúrou,
ktorá kladie dôraz na rýchlosť behu aplikácie. Jednotlivé skripty boli písané objektovo-
orientovanou formou, čo umožní v budúcnosti dopĺňanie funkcionality bez invazívnych zá-
sahov do už existujúceho kódu. Rovnako tak tomu napomáha aj odtienenie funkčnej časti
aplikácie od vzhľadu. Zvolené bolo použitie MySQL databázového systému, pre jeho rozší-
renie a funkčnosť. Táto je dostatočná pre beh implementovaného systému. Práca však nie je
striktne naviazaná na MySQL nakoľko používa abstrakciu od použitých technológií, preto
je možné toto spojenie v budúcnosti kedykoľvek jednoduchým zásahom zmeniť.
Aplikácia bola podrobená testom, ktoré sa zamerali na vnútorný beh skriptov, s analy-
zovaním jednotlivých modulov a ich spotreby systémových blokov. Výsledkom tohto testu
bola úprava kódu v časti zasielania upozorňujúcich emailov. Ďalšia skupina testov sa sústre-
dila na systém ako celok, tým že ho podrobila testom s veľkým počtom dopytov a zároveň
overila správnosť implementácie rezervačného modulu. Štatistické údaje získané z testova-
nia umožnili definovať veľkosť časového bloku s ohľadom na optimálne využitie systémových
prostriedkov na cca 30 minút.
Vzhľadom na to, že aplikácia poskytuje len základnú funkčnosť rezervácie času, je možné
pokračovať v jej ďalšom vývoji. Medzi takéto možné rozšírenia patrí implementácia ot-
voreného rozhrania iCalendar, ktoré umožňuje export dát mimo aplikácie. Týmto by si
používateľ mohol vyexportovať kalendár ramena do svojho plánovacieho kalendára, ktorý
používa. Ďalším rozšírením by mohlo byť napríklad vytvorenie desktopovej alebo mobilnej
aplikácie, ktorá by umožňovala rezerváciu vrátane ovládania samotného ramena. Vhodnou
funkcionalitou by bolo pripomínanie naplánovanej rezervácie alebo upozornenie na uvoľ-
nenie požadovaného časového bloku. Tieto návrhy sú však nad rámec zadania bakalárskej
práce a sú len načrtnutím ďalších možností vylepšenia informačného systému.
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Súčasťou práce je aj CD. Popis jeho obsahu je nasledovný:
project.pdf text bakalárskej práce
tex-src LATEXové zdrojové kódy bakalárskej práce
src zdrojové kódy implementovaného informačného systému
doc dokumentácia informačného systému
test súbory použité pri testovaní
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