With the proliferation of online multimedia content, the popularity of multimedia streaming technology, and the establishment of MPEG video coding standards, it is important to investigate how to efficiently implement an MPEG video streaming system. Digital video cassette recording (VCR) functionality enables quick and user friendly browsing of multimedia content, thus is highly desirable in streaming video applications. The implementation of full VCR functionality, however, presents several technical challenges which have not yet been well resolved. In this paper, we investigate the impacts of the VCR functionality on the video decoder complexity and the network traffic. We also propose a minimum-cost scheme for the efficient implementation of MPEG streaming video system to provide full VCR functionality over a network with minimum requirements on the network bandwidth and the decoder complexity.
INTRODUCTION
With the proliferation of online multimedia content, it is highly desirable that multimedia streaming systems support effective and quick browsing. A key technique that enables quick and user friendly browsing of multimedia content is to provide full VCR functionality [I-31. The set of effective VCR functionality includes forward, backward, step-forward, step-backward, fastforward, fast-backward, random access, pause, and stop (and retum to the beginning). This set of VCR functionality allows the users to have complete controls over the session presentation and is also useful for other applications such as video editing. However, the implementation of the full VCR functionality with the MPEG [4-61 coded video is not a trivial task. MPEG video compression is based on motion compensated predictive coding with an I-B-P-frame structure. The I-B-P-frame structure allows a straightforward realization of the forward-play, but it imposes several constraints on other trick modes such as random access, backward play, fast-forward play, and fast-backward play. Straightforward implementation of these trick modes requires much higher network bandwidth and decoder complexity compared to those required for the regular forward-play function. With the I-B-P-frame structure, to decode a P-frame, the previously encoded I/P-frames need to be decoded first. To decode a B-frame, both the UP-frames before and after this Bframe need to be first decoded. To implement a backward-play function, a straightforward iniplementation at the decoder is to decode the whole group of picture (GOP), store all the decoded . frames in a large buffer and play the decoded frames backward. However this will require a huge buffer in the decoder to store the decoded frames. Another possibility is to decode the GOP up to the current frame to be displayed, and then go back to decode the GOP again up to the next frame to be displayed. This does not require the huge buffer but will require the client machine to operate in an extremely high speed which is also not desirable. The extra memory and computational costs soon become unaffordable when the GOP size is large. Besides the problem with backward-play, fast-forwardbackward and random-access also present difficulties. When a PiB-frame is requested, all the related previous P/I-frames need to be sent over the network and decoded by the decoder. This requires the network to send all the related frames besides the requested frame at a much higher rate. When many clients request the trick-modes, it may result in much higher network traffics compared to the normal forward-play situation. It also requires high computational complexity in the client decoder to decode all these extra frames. Some recent works have addressed the implementation of VCR functions for MPEG compressed video in streaming video applications [1,7-91. Chen et al. [I] described a method of transforming an MPEG I-P-B compressed bit-stream into a local I-B form by performing a P-to4 frame conversion to convert all the retrieved P-frames into I-frames at the decoder, thereby breaking the inter-frame dependencies between the P-frames and the I-frames. After the frame syntax conversion and frame reordering, the motion vector swapping approach developed in [7] can be used for backward-play of the new I-B bit-stream. Although this approach does not require the frame memories to store all the decoded frames for the backward-play, it increases the computational complexity and still requires significant storage to store the converted I-frames at the decoder. It also causes drift in the B-pictures since the converted I-pictures are not exactly the same as the original P-pictures. Wee et al. [8] presented a method which divides the incoming I-P-B bit-stream into two parts: I-P frames and B-frames. A transcoder is then used to convert the I-P frames into another I-P bit-stream with a reversed frame order. A method of estimating the reverse motion vectors for the new I-P bit-stream based on the forward motion vectors ofthe original I-P bit-stream as described in [9] is used to reduce the computational complexity of this transcoding process. For E-frames, the motion vector swapping scheme proposed in [7] is used for reverse-play. The transcoding process, however, still requires much computation and will cause drift due to the motion vector approximation [9] . None of the above methods addressed the problem of the extra network traffic and the decoding v-33 0-7803-6685-910 1/$10.0002001 IEEE complexity caused by some VCR functions such as fastforwardlbackward play and random-access. Since network-bandwidth and the decoder complexity are major concems in most streaming video applications, in this paper, we investigate effective techniques to implement the full VCR functionality in an MPEG video streaming system with minimum network bandwidth requirement and decoder complexity. We propose to use dual bit-streams at the server to resolve the problem of reverse-play. Based on the dual-bit-stream structure, we propose a novel frame-selection scheme at the server to minimize the required network bandwidth and the decoder complexity. This scheme determines the frames to stream over the networks by switching between the two bit-streams based on a least-cost criterion. We also discuss a drift conipensation scheme to prevent the drift caused by tlie bit-stream switching.
SUPPORTING FULL VCR FUNCTIONALITY WITH LEAST COST
To solve the problem in the backward-play operation, we propose to add a reverse-encoded bit-stream in the server. To generate the reverse-encoded bit-stream, in the encoding process, after we finish tlie encoding and reach the last frame of the video sequence, we encode the video frames in the reverse order. The proposed dual-bit-stream structure is shown in Fig. 1 , where "F' and "R" stand for the forward and reverse encoded bit-streams respectively. For clarity of the presentation but without loss of generality, in this paper, we use an example in which the video is coded in UP-frames with a COP size of 14 frames as shown below. The extension of our discussion to the case with tlie general I-B-P COP structure is straightforward. ) decoding direction F I P P P P P P P P P P P P P I P P P P P P P < decoding direction R P P P P P P P I P P P P P P P P P P P P P I Fig. 1 . Proposed dual-bit-stream structure As shown above, we arrange the encoding so that the I-frames in the reverse bit-stream are interleaved between the I-frames in the forward bit-stream. In this way, the required number of frames sent by the server and decoded by the decoder can be further reduced in other trick modes as will be explained later. Two inetadata files recording the location of the frames in each conipressed bit-stream are also generated so that tlie server can switch from the forward-encoded bit-stream to the reverseencoded bit-stream and vice versa easily. With the reverseencoded bit-stream, when the client requests the backward-play mode. tlie server will stream the bits from the reverse-encoded bit-stream. Using this scheme, the complexity of the client machine and the required network bandwidth for the bachwardplay mode can be minimized. The storage requirement of the server will be about doubled. However, this is usually much more desirable than to require a large network bandwidth and to increase the complexity of the client machines since the network bandwidth is more precious and there may be a large number of client machines in the streaming video applications. Since the encoding of the \;ideo is done off-line, the extra time needed in producing the reverse bit-stream is not an important concem. To reduce the decoder coniplexity and the network traffic in the fast forwardhackward and the random-access modes, we propose a frame-selection scheme which minimizes a predefined "cost" using bit-stream switching. The cost can be the decoding effort at the client decoder or the traffic over the networks, or a conibination of both. This is further explained as follows. Let cR-C stands for the cost of decoding the next requested Pframe from the current displayed frame, c~-~~ for the cost of decoding the next requested P-frame from the closest Lframe in the forward bit-stream, and c~-~ for the cost of decoding the next requested frame from the closest I-frame of the reverse-encoded bit-stream. To minimize the number of frames sent to the decoder, the costs can be the distances from the possible reference frames to the next requested frame. To minimize the network traffic, the costs can be the total number of bits from the possible reference frames required for decoding the next requested frame. It is also possible to use different weights to, combine tlie two costs according to the channel condition and the client capability. Based on the current play-direction, the requested mode, and the costs CR-C, CR-~,, and c~~~, the reference frame to the next requested frame with the least cost will be chosen to initiate the decoding. This will also determine the selection of the next bit-stream and the decoding direction. This. least-cost criterion will only be activated in the fast forwardhackward and the random access modes 'to avoid frequent bit-stream switching in the nomial operations. To illustrate the scheme, we use the above example again, assuming that the previous mode was backward-play and the requested mode is fast-backward with a speed-up factor 6 which needs to display a sequence of frames with frame-numbers 20, 14, 8, 2, .... For simplicity, in the following examples we use the minimum decoding distance criterion (which roughly corresponds to minimum decoder complexity) to illustrate the selection of the next reference frame and the effectiveness of the proposed method. Our method will operate as follows: I . The current position is frame 20 which was decoded using the reverse bit-stream (R).
. Frame 14 will be decoded from the forward bit-stream (F)
directly since it is an I-frame. 3 . Frame 8 will be decoded from frame 7 of the backward bitstream, since the distance between frame 7 of the reverse bitstream (an I-frame) and the requested frame (frame 8) is less than the distances between the requested frame and the current decoded frame (frame 14 of the reverse bit-stream), and the closest I-frame of the forward bit-stream (it's also frame 14). Note that, in this case, we use frame 7 of the reverse bit-stream (an I-frame) as an approximation of frame 7 of the forward bit-stream (a P-frame) to predict frame 8 of the forward bit-stream. This will cause some drift. However, in the fast-forward/backward modes, the drift is relatively insensitive to human eyes due to tlie fast change of the content displayed. When it resumes nomial forwardheverse play, the I-frames will terminate the drift. The drift problem will be further investigated in the next section.
4. Frame 2 will be decoded from frames 0 and I, using the forward bit-stream, since the decoding effort from frame 0 of the forward bit-stream (an I-frame) is the minimum.
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The bit-stream sent from the server will have the following fomi: P I I P I P P . . . frame type 20 14 7 8 0 1 2 ... frame number R F R F F F F . . . selected bit-stream In this way, we only need to send and decode 6 frames. Without the least-cost decoding scheme, we will need to send and decode 13 frames from the reverse bit-stream. If the minimum decoding distance criterion is used (i.e., to minimize the number of frames sent to the decoder), the proposed scheme will guarantee that the maximum amount of decoding to access any frame in the sequence is less than GOPI4 frames if the I-frames in the forward and the reverse bit-streams are interleaved. In addition, no huge temporary buffer is required in the decoder. If the I-frames in the forward and the reverse bitstreams are aligned, the maximum amount of decoding to access any frame will be less then GOPI2 frames. Fig. 2. (a) The average number of frames; (b) the average bit-rate to send the "Mobil and Calendar" sequence over network using the proposed method with respect to different speed-up factors. Fig. 2 compares the average numbers of frames sent to the decoder for decoding a frame and the average network traffics with and without the proposed dual-bit-stream least-cost method with respect to different speed-up factors in the fast-forward operation. Two bit-streams generated by forward and reverse encoding a 280-frame (20 GOPs in our example) "Mobile and Calendar" test sequence at 3 Mbps with a frame-rate of 30 fps are used for simulation. From the above analyses, in the fastforward/backward and random-access operations, the sever needs to send several extra frames to the decoder to display one frame, thereby resulting in a heavy burden on the networks (especially when the number of users is large) and increasing the decoder complexity. Note that, with the proposed method, when the speed-up factor reaches W P / 4 (e.g., 3.5 in our example), the decoding complexity and the network traffic will not continue to grow even when the speed-up factor gets higher. This is because, when the speed-up factor k is larger than GOP/4, the server always can find an I-frame in one of the two bit-streams which has shorter distance to the next displayed frame from the current displayed P-frame, since the distance for the nearest I-frame is guaranteed to be less than GOP/4. In this case the number of frames to be sent for displaying a requested frame will have a range of [l, GOP/4+1]. If the distribution is uniform, the average number of frames can be approximated by GOP/8+1, which is 2.75 when GOP=14, very close to the simulation result. From Fig.   2 , it is obvious that the proposed method can achieve significant performance improvement in temis of the decoder complexity and the network traffic load. When the speed-up factor k 2 GOP/4, the proposed method guarantees a nearly constant decoding and network traffic cost.
DRIFT COMPENSATION
As mentioned above, in the proposed scheme, I-or P-frames of one bit-stream may be used to approximate P-frames of the other bit-stream. This approximation, however, will lead to frame mismatch and thus cause drift when the approximated frames are used as the reference frames to predict the following P/B-frames as illustrated in Fig. 3. In Fig. 3 , the "Mobile &. Calendar" sequence is encoded at 3 Mbps. The GOP size is 14 and the speed-up factor is 6. When the server performs an I-to-P or a Pto-P approximation by using the bit-stream switching, there is a PSNR drop. The drift caused by the bit-stream switching can be as large as 2.5 dE3 and will last until the next I-frame as shown. However, the subjective degradation observed is not significant, since the fast display speed in the fast forwardhackward modes will mask most of the spatial distortions. Fig. 3 . PSNR comparison of the forward bit-stream, the reverse bit-stream, and the bit-stream generated using the proposed method.
In the random access mode, the drift will only last a few frames within a GOP, thus will not cause serious degradation. In the fast forwardhackward mode, the drift is relatively insensitive to human eyes due to the fast changes of the content displayed.
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However, in some applications, it may still be desirable to prevent the drift. The drift problem can be resolved by adding two bit-streams consist of all P -h m e s for the drift-compensated bit-stream switching as explained using the following example:
No 0 1 2 3 4 5 6 7 8 9 10 I 1 12 13 14 15 16 17 18 1 9 2 0 2 1 > decoding direction D F R P P P P P P P P P P P P P P P P P P P P P P F I P P P P P P P P P P P P P I P P P P P P P < decoding direction R P P P P P P P I P P P P P P P P P P P P P I D R F P P P P P P P P P P P P P P P P P P P P P P
where DFR is a bit-stream used for switching from the I-or Pframes of the forward bit-stream to tlie P-frames of tlie reverse bitktream, while Dw is used for switching from the I-or Pframes of the reverse bit-stream to the P-frames of the forward bit-stream. The bit-stream DFR is obtained as follow.
( 1 )
where Pred(AJ3) represents an inter-frame prediction process that frame B is predicted from tlie reference frame A. When performing the bit-stream switching, the correctly predicted frame is used for switching between the forward and the reverse bit-streams. For example, if tlie bit-stream is switched from Fl, (an I-or P-frame) to R,,., (a P-frame), then the server will send the frames as . 
Since Dw is encoded based on the decoded frames from the forward and the reverse bit-streams, the drift can be compensated. If the prediction errors of the drift-compensated predictive frames in DRF and DFR are losslessly encoded, there will be no drift. Otherwise, there will be small drift. The drift will depend on the quantization step-sizes used in the encoding. A finer quantizer will lead to lower drift, while increasing the storage for the drift compensation bit-streams. Since the encoding process to obtain all the bit-streanis is done off-line in streaming video applications, the encoding complexity is not a major concern. It should be noted that if the I-frames of the two bit-streams are interleaved, and tlie speed-up factor is high enough (e.g., tlie frame skipping distance 2 GOP/4), in tlie proposed method, only replacing P-frames with I-frames will be sufficient because we always can find an I-frame in one of the two bit-streams which has shorter distance to the next requested frame than the current decoded P-frame. In this case, we only need to store the drift compensation frames for all tlie I-frames of both bit-streams. In the fast-fonvard/backward operations with siiiall speed-up factors (e.g., 2 or 3), however, the proposed least-cost schenie has limited gain on the decoding complexity and the network traffics as shown in Fig. 2 . Thus, a possible low-complexity solution for the fast-forwardheverse play is:
switclzing. else
Use dual bit-streams without perfomzing bb~-stream
Use bit-streanz switching with I -> P drift-conipcrzsntion on/!,.
Using this modified scheme, only the drift-compensatioit frames for the I -> P approximations need to be created, thus tlie storage cost for the drift-compensation frames can be reduced drastically without significant performance sacrifice in typical applications.
CONCLUSIONS
In this paper, we discussed issues in implementing an MPEG video streaming system with full VCR functionality. We showed that when the users request reverse-play, fast-forwardreverseplay, or random access, it may result in much higher network traffics than the normal-play mode. These trick-modes inay also require high client machine complexity. We proposed to use a reverse-encoded bit-strean1 to simplify the client terminal complexity while maintaining the low network bandwidth requirement. We also proposed a minimum-cost frame-selection scheme which can minimize the number of frames needed to be sent over tlie network and to be decoded. We also disc:ussed a drift compensation scheme to prevent the drift caused by the bitstream switching. We showed that with our proposed scheme. an MPEG-4 video streaming system with full VCR functionality can be efficiently implemented to minimize tlie required network bandwidth and decoder complexity.
