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Téma je zaměřeno na oblast zajištění bezpečnosti  v oblasti  IoT (Internet of Things), konkrétně šifrování na
výkonově omezených zařízeních, především smart-meterech, nositelných zařízeních, atp. Výstupem práce bude
ucelený přehled kryptografických knihoven v jazyce C či Java, jejich srovnání z pohledu výpočetní a paměťové
náročnosti a implementace základních primitiv (mod. operace, hash, generování pseudonáhodných čísel) na
zvoleném zařízení. Dále bude zvolena a ověřena vhodná komunikační technologie (NFC, BLE) pro přenos dat
u nositelných zařízení. Bude implementován zadaný protokol client-server využívající otestovaná primitiva.
DOPORUČENÁ LITERATURA:
[1] DUBEY, Abhishek a Anmol MISRA. Android security: attacks and defenses. Boca Raton: CRC Press, c2013,
xx, 255 s. ISBN 978-1-4398-9646-4
[2] STALLINGS, William. Cryptography and network security: principles and practice. 5th ed. Boston: Prentice
Hall, c2011, 743 s. ISBN 978-0-13-705632-3.
Termín zadání: 1.2.2016 Termín odevzdání: 1.6.2016
Vedoucí práce:     doc. Ing. Jan Hajný, Ph.D.
Konzultant bakalářské práce:     
doc. Ing. Jiří Mišurec, CSc., předseda oborové rady
UPOZORNĚNÍ:
Autor bakalářské práce nesmí při vytváření bakalářské práce porušit autorská práva třetích osob, zejména nesmí zasahovat nedovoleným
způsobem do cizích autorských práv osobnostních a musí si být plně vědom následků porušení ustanovení § 11 a následujících autorského
zákona č. 121/2000 Sb., včetně možných trestněprávních důsledků vyplývajících z ustanovení části druhé, hlavy VI. díl 4 Trestního zákoníku
č.40/2009 Sb.
ABSTRAKT
Práca sa zaoberá problematikou zabezpečenia platformy Android Wear. Rieši časovú
náročnosť výpočtov s veľkými číslami, modulárnou aritmetikou a kryptografiou na tejto
platforme. Ďalej rieši komunikáciu s mobilným zariadením a autentizačný protokol typu
klient-server. Výstupom práce budú tri aplikácie. Jedna bude určená pre Android Wear,
ktorá otestuje časovú náročnosť daných výpočtov, komunikáciu s mobilným zariadením
a tak tiež bude fungovať ako vydavateľ registrácie a overenia užívateľovi. Druhá bude
pre Android. Hlavnou funkciou bude registrácia užívateľa a jeho následné overenie spolu-
pracujúc s aplikáciou v Android Wear a počítačovým programom. Posledná bude určená
pre počítač a bude fungovať ako dokončovateľ registrácie a jej následného overenia.
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ABSTRACT
This work focuses on the problematic of the Android Wear platform security. The work
solves the question of the time-consumption of calculations with big numbers, modular
arithmetic and cryptography of this platform. Furthermore, solves the work the question
of the communication with mobile devices and the authentication protocol client-server.
The outputs of the work are three applications. The first application is suitable for An-
droid Wear and it tests the time-consumption of particular calculations, communication
with a mobile device and it also works as the issuer to the user registration and verifica-
tion. The second application is for Android. The main function is the user registration
and user’s authentication in cooperation with the application on the Android Wear plat-
form and the computer application. The last application is suitable for computer and it
works as the finisher of the registration and its authentication.
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ÚVOD
Táto práca sa venuje oblasti IoT (Internet vecí – Internet of Things), hlavne technic-
kým a výkonovým možnostiam týchto zariadení. Cieľom práce je otestovanie rých-
losti rôznych matematických a kryptografických funkcií a algoritmov na tzv. smart
hodinkách, ktoré ako svoju platformu používajú Android Wear. Taktiež sa zame-
riame na otestovanie možností ich komunikácie s mobilným zariadením a nakoniec
využijeme tieto veci pri implementácii protokolu klient-server.
Keďže sa kategória IoT a Wearable rozvíja v poslednom čase rýchlym tempom,
naším cieľom je overiť, či tieto typy zariadení dokážu a ak áno, ako rýchlo dokážu
pracovať so zabezpečovacími funkciami a akým spôsobom môžu komunikovať s ďal-
šími zariadeniami. Ako sme už spomenuli, rast tejto kategórie spôsobil aj to, že sa
na ňu začali v poslednej dobe zameriavať útočníci. Možnosti vniknutia majú však
viac menej len dve, a to buď priamo cez zariadenie alebo cez jeho komunikáciu s
ostatnými zariadeniami.
Priame vniknutie do zariadenia je veľa krát nemožné, čiže sa najčastejšie snažia
vniknúť do nich cez komunikáciu s ostatnými zariadeniami, kde komunikačné tech-
nológie najčastejšie zastupujú Bluetooth, LAN,WLAN a NFC, no my sa zameriame
v našej práci na Bluetooth a NFC. Keďže sú tieto zariadenia väčšinou výkonovo
obmedzené, otázka znie, či sa dá použiť šifrovanie.
Posledné generácie Wearable už nie sú len nejaké slabé zariadenia, na druhej
strane sa radia medzi výkonné mobilné zariadenia. Skoro vždy ich tiež využíva len
jedna osoba, preto sa začala v poslednej dobe rozvíjať oblasť ich využitia v zabez-
pečený, kedy sa tento typ zariadení využíva ako vydavateľ alebo overovateľ poverení




Zadanie práce je z oblasti IoT (Internet vecí – Internet of Things), konkrétne práca s
veľkými číslami a šifrovanie na výkonovo omedzených zariadeniach pomocou rôznych
algoritmov. Hlavnou časťou práce je teoretický prehľad kryptografických knižníc po-
užiteľných v našom prípade a ich stručné porovnanie. Ďalej sa rieši implementácia
niektorých aritmetických a kryptografických funkcií na danom zariadení spolu s ich
rýchlosťou spracovávania. Medzi ne patrí práca s veľkými číslami o veľkosti 1024
a 2048 bitov. Ďalej modulárna aritmetika využívajúca funkciu modulo, ktorá fun-
guje na princípoch zbytkov po delení. Modulárnu aritmetiku využíva veľa krypto-
grafických algoritmov a šifier. Ďalej testujeme rýchlosť hašovacej funkcie SHA-2 a
nakoniec vyskúšame kryptografické šifry AES a RSA. Spolu s tým sa tiež overujú
možnosti prenosových technológií a implementácia autentizačného protokolu typu
klient-server. Zadanie je navrhnuté tak, aby sa na začiatku urobil prehľad kryptogra-
fických knižníc pre danú platformu, u nás Android Wear a navzájom sa porovnali.
Následne si vyberieme jednu z nich a pokúsime sa pomocou nej implementovať zá-
kladné matematické a kryptografické funkcie dôležite pre zabezpečenie a otestovať
ich výkonnosť a rýchlosť na danom zariadení. Ako posledné sa pokúsime komuniko-
vať s hodinkami cez technológie Bluetooth alebo NFC a následne túto komunikáciu
využijeme u autentizačného protokolu klient-server, ktorý implementuje predchá-
dzajúce veci.
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2 TEORETICKÁ ČASŤ BAKALÁRSKEJ PRÁCE
2.1 Internet of Things
Internet vecí – Internet of Things (IoT) je pojem, ktorý sa začal používať už v roku
1999, kedy ho prvý krát použil pán Kevin Ashton [3]. Mal definovať objekty, ktoré
boli jednoznačne identifikovateľné spolu s ich virtuálnou reprezentáciu v Internete.
Slová typu IoT, Wearable či smart počujeme v dnešnej dobe čoraz častejšie a sú
nimi pomenované veci alebo zariadenia, ktoré sú s nami každý deň, dajú sa pripojiť
na internet a sú často nositeľné na tele.
Tieto typy zariadenia sú takmer vždy pripojené k iným zariadeniam. Spojenie
najčastejšie prebieha cez internetové pripojenie typu lokálna sieť – Local Area Ne-
twork (LAN) alebo bezdrôtová lokálna sieť – Wireless Local Area Network (WLAN),
no môže byť aj pomocou Bluetooth, najčastejšie vo verzii 4.0 a 4.1 BLE (Nízko ener-
getické Bluetooth – Bluetooth Low Energy) [4]. Už teraz bol ale schválený štandard
4.2, ktorý v sebe zahrňuje aj protokol 6LoWPAN určený na komunikáciu malých
vecí, najčastejšie je využívaný pre tzv. Múdre (smart) žiarovky. Jeho potenciál je
predurčený napr. na to, aby sa vaša televízia pripojila na tieto žiarovky a podľa
zobrazovaného obrazu menila ich farbu alebo intenzitu.
Dnes sa môžeme stretávať so zariadeniami typu IoT v podobe rôznych mete-
ostaníc pripojených na internet, domácich spotrebičov, ktoré dokážu komunikovať
s ďalšími zariadeniami, teplomerov, termostatov alebo vyššie spomenutých smart
žiaroviek, ktoré sú pripojené na vašu domácu WLAN sieť a môžeme ich pohodlne
spravovať cez internet napr. pomocou mobilného zariadenia. Tieto typy zariadení
väčšinou nepotrebujú vysoké výpočtové výkony, no tým pádom ani nemajú veľkú
spotrebu elektrickej energie. Väčšina týchto zariadení nemá ani operačný systém,
takže ich potenciál je viac než predurčený. Áno, existujú aj výkonnejšie zariadenia
s operačnými systémami ale často krát sú zložitejšie a energeticky náročnejšie.
Celý koncept IoT speje v poslednej dobe k tomu, že sa celý váš dom stane múd-
rym. Osvetlenie budete môcť meniť z mobilu, vaše vykurovanie bude pripojené na
internet a podľa predpovedi počasia a vášho času príchodu domov z navigácie v
mobilnom zariadení sa rozhodne, kedy má začať kúriť. Vaša chladnička bude dispo-
novať senzormi a kamerou a tak sa vám už nestane, že v obchode na niečo zabudnete
alebo vám bude doma niečo chýbať, iba sa do nej pozriete cez internet, čo v nej je
alebo vám sama nahlási, čo už nie je a čo je treba kúpiť.
A tu nastáva problém v ich zabezpečení. Už teraz boli zaznamenané chladničky,
ktoré rozosielali SPAM (nevyžiadaná a hromadne rozosielaná správa). Je vidieť, že
tieto typy zariadení,s dnešným využitím, už teraz nie sú dostatočne zabezpečené.
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2.2 Android v spojení s IoT
2.2.1 Android v krátkosti
Operačný systém Android je jednou z najrozšírenejších platforiem pre mobilné za-
riadenia. Celé to začalo ako projekt, ktorý bol založený v roku 2005. V roku 2007
ich kúpila firma Google a krátko nato založila konzorcium Open Handset Alliance,
ktoré vedie tento projekt do dnes. Prvý mobilný telefón bol vydaný v roku 2008 a
od vtedy sa Android dostal v počte zariadení, ktoré ho používajú na prvé miesto vo
svete.
Jeho úspech je hlavne v tom, že je šírený pod open source licenciu (základný
kód Androidu je poskytovaný zdarma, no pri využívaní služieb a aplikácií od spo-
ločnosti Google už spadá pod uzavretú licenciu). Ako základ používa linuxové jadro
napísané v jazyku C/C++. Napriek tomuto sa Android nemôže považovať za štan-
dardnú Linuxovú distribúciu, pretože v sebe nezahŕňa knižnicu GNU C. Ostatné
komponenty sú napísane hlavne v jazyku JAVA. Ďalším veľkým plusom Androidu
je jeho prispôsobenie, a to od jednoduchého grafického pomocou skratiek a tapiet
cez launcher, čo je vlastne celkové užívateľské prostredie až po zásahy do samotného
operačného systému a jeho súborov.
2.2.2 Andoroid Wear
V roku 2014 firma Google, ktorá je hlavný predstaviteľ platformy Androidu, zare-
agovala na rastúci trh so zariadeniami patriacimi do IoT, do ktorej patria aj rôzne
Wearable (nositeľná elektronika) a predstavila platformu Android Wear. Kategória
Wearable v sebe zahŕňa rôzne biometrické senzory, ako merače tepu alebo dychu,
smart hodinky alebo okuliare typu Google Glass. Táto platforma sa začala nasa-
dzovať do smart hodiniek pre ktoré je prioritne určená. Android Wear vychádza
v rovnakých verziách ako klasický Android a v dobe písania práce bola najnovšia
verzia 6.0.1 Marshmallow.
Android Wear v sebe integruje prostredie Google Now, čo je vlastne komplexná
aplikácia zahrňujúca notifikačné centrum a inteligentné vyhľadávanie spolu s hlaso-
vým asistentom. Z toho vyplýva, že hlavnou úlohou tejto platformy sú notifikácie.
Aby systém využil celý svoj plný potenciál, musí byť napojený na mobilné zariade-
nie, v ktorom je nainštalovaná obslužná aplikácia, pomocou ktorej čerpá internetové
dáta, dáta z rôznych aplikácií a informácie o mobilnom zariadení. V dobe písania
článku firma Google uvolnila aktualizáciu, ktorá dovolila výrobcom vybaviť svoje
hodinky slotom na SIM kartu a tak môžu hodinky fungovať po prvotnom spárovaní
s mobilným zariadení bez neho pomocou mobilných dát. Ak sa pýtate, či Android
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Wear podporuje inštaláciu aplikácií, tak áno ale väčšinou sú to len rozšírenia apli-
kácií nainštalovaných v mobilnom zariadení alebo jednoduché aplikáciu typu budík,
predpoveď počasia alebo kalendár. Tiež sa prostredie nedá upravovať ako Android
pre mobilné zariadenia, čo je hlavne kvôli tomu, že Android Wear je od základu
pripravovaný pre malé displeje a mal by si zachovať jednotné prostredie. Hlavnou a
zatiaľ jedinou úpravou je výmena grafiky alebo schopností ciferníku.
Ako som už spomínal, hlavnou funkciu smart hodiniek je zobrazovanie notifiká-
cií, no už od začiatku ich vývoja do nich výrobcovia implementujú veľa senzorov, ako
napr. akcelerometer, gyroskop, merač tepu atď. Tieto typy senzorov sú ako predur-
čené na rôzne športové aplikácie, ktoré vám povedia, koľko ste urobili denne krokov
alebo vám zobrazia na mape vašu trasu behu s dátami o vašom tepe a rýchlosti. V
neposlednej rade sú vybavené technológiu Bluetooth a väčšinovo taktiež technológiu
WLAN a čipom NFC (Krátkodosahové, vysokofrekvenčné, bezdotykové spojenie –
Near Field Communication). Tieto technológie otvárajú veľa nových možností, ako
spojenie technológií NFC a Bluetooth prináša ľahšie párovanie smart hodiniek s mo-
bilným zariadením. Ďalej nám NFC prináša možnosti využívať bezkontaktné platby
alebo autorizáciu pri vstupe do budovy namiesto čipovej karty. A tu sa nám vysky-
tuje otázka, či by nemali byť tieto typu komunikácií chránené a ak áno, tak či to
smart hodinky výkonovo a výpočtovo zvládnu.
2.2.3 Porovnanie Android a Android Wear
Hlavný rozdiel medzi Androidom určeným pre mobilné zariadenia a Android Wear
je v tom, že hlavnou úlohou Android Wear sú notifikácie. Jadro systému spolu s API
(Aplikačné programové rozhranie – Application Program Interface) je spoločné pre
obidva systémy, ďalej sa však systémy začínajú od seba líšiť. Klasický Android pri-
náša tak povediac nekonečné možnosti úpravy, ako technickej, tak vzhľadovej čo na
druhej strane Android Wear skoro vôbec nepodporuje. Tiež aplikácie sú obmedzené
funkčnosťou aj možnosťami.
Z pohľadu vývojára vidíme rozdiel v programovaní aj v behu aplikácií. Pri progra-
movaní sa musia vytvoriť kódy grafického rozhrania pre štvorcové, tak aj pre okrúhle
hodinky, inak by mohlo nastať problém pri zobrazovaní. Ďalej sa tu trochu líši kód
pri vytváraní užívateľského pri spustení hodiniek a ani následný beh aplikácie nie je
rovnaký ako na mobilnom zariadení.
Počas behu aplikácie pre mobilné zariadenie sa môže displej bezproblémovo vy-
pnúť a aplikácia po opätovnom zapnutí displeja stále beží. Naopak pri aplikácií na
Android Wear sa pri vypnutí displeja aplikácia zavrie a po zapnutí sa musí opätovne
zapnúť. Tento problém sa musí riešiť cez ďalšie možnosti programovania, ktoré boli
nedávno predstavené.
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2.3 Bluetooth spolu s Low Energy
Technológia Bluetooth je tu už s nami viac ako 20 rokov [4]. Vytvorená bola roku
1994 firmou Ericsson, ktorá hľadala bezdrôtovú náhradu za rozhranie RS-232. Za
tento čas sa stihla rozšíriť na veľa druhov zariadení (napr. automobily, mobilné
zariadenia, počítače, reproduktory, klávesnice) a stala sa nepísaným štandardom na
bezdrôtovú komunikáciu medzi zariadeniami na strednú vzdialenosť. Všetko okolo
Bluetooth je definované v štandarde IEEE 802.15.1 a dosahom sa radí do kategórie
osobná počítačová sieť – Personal Area Network (PAN).
Základom Bluetooth je prenos dát v pásme 2.4 GHz, ktorý využívajú rovnako aj
siete typu WLAN, no využíva mechanizmy, ktoré zabraňujú rušeniu a fungujú na
princípe rýchleho preskakovania medzi danými frekvenciami. Maximálna vzdialenosť
prenosu je okolo 100 metrov, no je málo kedy dosiahnuteľná a reálnejšie sú hodnoty
okolo 20 metrov. Spojenie je možné dvojbodové, tak isto aj viacbodové. Štandard
podporuje aj zoskupovanie zariadení do ad-hoc sietí (tzv. piconet).
Od vzniku technológie Bluetooth vyšlo viacero verzií. Aktuálne najnovšou je
verzia 4.2 z 2. decembra 2014 ktorá už v sebe zahŕňa protokoly určené pre IoT
ako napr. protokol 6LoWPAN, ktorý je určený pre bezdrôtový prenos dát u nízko
energetických zariadení. Aktuálne je najrozšírenejšou verziou Bluetooth vo verzii
4.1, ktorá prišla v decembri roku 2013 ako softvérová aktualizácia verzie 4.0. Hlavné
atribúty verzie 4.1 sú vysoká prenosová rýchlosť, čo zabezpečuje Bluetooth 3.0, ktoré
dokáže prenášať údaje rýchlosťou až 24 Mbit/s, čomu vďačí za to, že Bluetooth v
tomto prípade slúži len na spojenie prenosu a samotný prenos dát sa deje pomocou
technológie Wi-Fi. Ďalšie plus verzie 4.1 je zníženie energetickej náročnosti, označené
ako Nízko energetické Bluetooth – Bluetooth Low Energy (BLE), vďaka čomu sa
jeho nasadenie presadilo hneď u nositeľných zariadení, ako sú napr. smart hodinky,
Bluetooth slúchadlá atď.
Hlavnou úlohou Bluetooth sa stala komunikácia medzi zariadeniami za účelom
posielania dát, prenosu zvuku, Hands-free (vo voľnom preklade volanie bez použitia
rúk) a v dnešnej dobe sa vďaka BLE stalo hlavnou komunikačnou technológiou
tohto typu zariadení. Samotné BLE sa tak trochu oddelilo od klasického Bluetooth
a dostalo pomenovanie Bluetooth smart. Hlavným sektorom Bluetooth smart sú
rôzne domáce a športové zariadenia zahŕňajúc fitnes náramky, smart hodinky a
rôzne domáce senzory, ktorým nezáleží na vysokej rýchlosti prenosu dát ale na výdrži
zariadenia pri zapnutom Bluetooth.
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2.4 Near Field Communication
Krátkodosahové, vysokofrekvenčné, bezdotykové spojenie – Near Field Communi-
cation (NFC) je termín, ktorý sa v poslednom čase skloňuje čoraz častejšie. Je to
technológia na prenos dát medzi dvoma zariadeniami. Technológia NFC vznikla na
základoch technológie rádio frekvenčný identifikátor – Radio Frequecy IDentifica-
tion (RFID) [5], ktorá slúži na identifikáciu vecí pomocou tzv. prvkov, v ktorých sa
nachádza anténa, transceiver a transponder, ako môžete vidieť na obrázku.
Obr. 2.1: NFC štítok [6]
V prvku sú uložené dáta na čítanie alebo aj na zápis a pomocou čítačky môžeme
dané dáta načítať alebo zapísať. Keďže technológia NFC stavia na RFID, je zaistená
spätná kompatibilita s týmto systémom.
Hlavné vlastnosti NFC sú pomerne krátka vzdialenosť, ktorá dosahuje maximál-
nych hodnôt medzi 10 až 20 cm. Ďalšou dôležitou vlastnosťou je prenosová rýchlosť,
ktorá dosahuje najviac 424 kbit/s. Technické vlastnosti sú skoro totožné s technoló-
giou RFID, čiže pracovná frekvencia je 13,56 MHZ, typ spojenia je Point-to-point.
Jednou z nevýhod technológie RFID a z nej vychádzajúcej NFC je nezabezpečený
prenos a chýbajúce bezpečnostné prvky. Preto sa v prípade potrebného zabezpeče-
nia používaj kryptografické algoritmy vyšších vrstiev (napr. SSL) alebo vytvorenie
bezpečného komunikačného kanála princípom výzva-odpoveď [7].
Technológia NFC našla využitie rovnako ako QR kódy pri reklamných účeloch,
pri ktorých len priložíte zariadenie k NFC prvku a následne vám zariadenie, napr.
otvorí internetovú adresu s daným produktom alebo sa vám napíše preddefinovaný
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e-mail. Ďalšie využitie sa našlo pri nastavovaní zariadení, ako zapnutie/vypnutie
Bluetooth s následným spojením s daným zariadením, prepnutie do tichého režimu,
nastavenie budíku atď. V posledných rokoch prišiel jej veľký rozmach, nakoľko sa
začali vo svete využívať platobné karty využívajúce bezkontaktné platby. Tento druh
platobných kariet využíva technológiu RFID alebo NFC na uskutočnenie platby a je
definovaný dvoma hlavnými ukazovateľmi. Platby sú obmedzené maximálnou sumou
a nemusí sa pri nich zadávať PIN kód. Preto dlho netrvalo a začali sa platobné karty
integrovať do mobilných zariadení, ktoré dokážu využiť svoj NFC čip k platobným
účelom. Hlavnou nevýhodou je, že sa tento typ platieb dá ľahko zneužiť.
2.5 Kryptografia
Za posledné desiatky rokov nastal veľký boom v oblastiach spojených s informač-
nými technológiami a internetom [8]. Internet už nie je výsadou vedcov, armád a
vlád. V dnešnej dobe má prístup na Internet veľká časť populácie a informácie, ktoré
na ňom máme spolu s tými, čo máme uložené na zariadeniach k nemu pripojených
predstavujú povestné dve strany mince. Na jednej strane k nim máme prístup od-
kiaľkoľvek, môžeme ich zdieľať medzi sebou alebo vyhľadávať voľne na internete.
Slová ako Google, Zoznam, Facebook, e-mail, internetové bankovníctvo či e-shop sa
pre nás stali každodenne používané. Len si skúste spomenúť, kedy ste naposledy
poslali list poštou alebo išli do banky kvôli kontrole stavu účtu. Internet nám v spo-
jení s technológiami pomáha žiť ľahší život no ako sme už spomenuli, každá minca
má aj druhú stranu. Keďže je Internet médium prístupné všetkým, existujú osoby
využívajúce ho nelegálnym spôsobom. Väčšina ľudí to vie, no niektorí si to nechcú
pripustiť. Našťastie je medzi nami veľa ľudí, ktorých napadlo tieto informácie zabez-
pečiť a vtedy do tohto vstúpil vedný obor kryptológia, ktorá sa zaoberá bezpečnou
a tajnou komunikáciou. Delí sa na kryptografiu a kryptoanalýzu. Kryptoanalýza sa
zaoberá dešifrovaním šifier a naopak, kryptografia sa zaoberá hlavne tvorbou šifier
a práve tomuto sa budeme ďalej venovať.
Kryptografia je tu s nami už celá stáročia, no dlho bola jej hlavným prostredím
vojenská a vládna komunikácia. V priebehu dejín sa objavovali rôzne typy šifier,
napr. Caesarovú šifru a na jej princípe postavený stroj Enigma alebo grécku šifru
Skytalé. Tieto typy šifier boli svojho času dostačujúce no s príchodom moderných
šifrovacích strojov v polovici 50 rokov a počítačov sa stali nedostatočné a nevhodné.
Hlavnou úlohou kryptografie je šifrovanie komunikácie a dát spolu so zaistením
autentifikácie, čo je v skratke to, že sa skutočne prihlasuje osoba, ktorá pristupuje
k uloženým dátam a prípadne to, či nie sú dáta narušené útočníkom.
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2.5.1 Hašovacia funkcia
Hašovacia funkcia je funkcia, ktorá vytvára z ľubovoľnej dĺžky dát menší, vždy rov-
nako veľký reťazec dát nazývaný haš (z anglického hash). Táto funkcia sa považuje
za jednocestnú, pretože zo vstupných dát sa dá haš vypočítať v celku jednoducho a
ľahko ale opačným smerom, číže výpočet vstupných dát z hašu nie je v dnešnej dobe
možný. Nevýhodou tejto funkcie je, že sa môže stať, že pre rôzne vstupy sa vygene-
ruje rovnaký haš [9]. Hovoríme tomu kolíznosť. Najrozšírenejšie hašovacie algoritmy
typu Message-Digest (MD) vo verziách 4 a 5 a Secure Hash Algorithm (SHA) vo
verziách 0, 1, 2 a 3 už obsahujú mechanizmy, ktoré ošetrujú kolízie. Nie všetky sa
ešte dnes používajú, pretože algoritmy MD4 a MD5, taktiež SHA-0, SHA-1 sa už
stali nebezpečné kvôli tomu, že boli prelomené. Hašovacia funkcia sa najčastejšie
využíva na rýchle vyhľadávanie, uchovávanie hesiel alebo overenie integrity dát pri
prenose.
2.5.2 Symetrická kryptografia
Postupným vývojom kryptografie došlo k deleniu šifier a to najčastejšie na symet-
rické a asymetrické šifry. Najprv sa pozrieme na symetrické šifry. Táto kategória
šifier je definovaná tým, že sa používa rovnaký kľúč k šifrovaniu a dešifrovaniu dát.
Symetrické šifrovanie nepotrebuje výkonný Hardware (HW). Ich nevýhody sú však
v distribúcii kľúčov a počte nutných kľúčov pri viacerých používateľoch, pretože od-
porúčané je, aby každý používateľ mal svoj vlastný kľúč a tak je potreba n*(n-1)/2
kľúčov, kde n je počet používateľov. Symetrické šifry sa ďalej delia na prúdové a
blokové šifry.
Prúdové šifry
Prúdové šifry sa vyznačujú tým, že sa dáta spracovávajú po jednotlivých bitoch.
Sú pomerne jednoducho implementovateľné, no za cenu menšej bezpečnosti. Medzi
takáto šifry sa radí napr. šifra RC4 navrhnutá roku 1987 pánom Ronem Rivestem.
Využíva 2048 bitový kľúč pre šifrovanie aj dešifrovanie a používa sa pri bezdrôtovej a
internetovej komunikácií, no v dnešnej dobe už nie je bezpečná bez pridania ďalších
dodatočných mechanizmov.
Blokové šifry
Blokové šifry, ako už názov napovedá, pracujú po blokoch dát. Rozdelia dáta na
bloky o definovanej dĺžke a ak sa náhodou stane, že posledný blok dát nie je plný,
doplnia ho vhodným spôsobom. Najčastejšia veľkosť blokov je 128 bitov. Patria me-
dzi ne napr. dátový šifrovací štandard – Data Encryption Standard (DES) a z neho
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vychádzajúci pokročilý šifrovací štandard – Advanced Encryption Standard (AES).
Bezpečnosť symetrické šifrovanie môže byť narušené pri nedostatočne zabezpečenej
distribúcii kľúčov, kedy môže prísť k ich odchytenia útočníkom a zneužitiu.
2.5.3 Asymetrická kryptografia
Kvôli už zmieneným nevýhodám symetrického šifrovania vzniklo asymetrické šifrova-
nie. Prišlo s mechanizmom, kedy sa používajú dva rozdielne kľúče. Pre šifrovanie sa
používa tzv. verejný kľúč, ktorý môže byť bez obáv zverejnený na internete a každý
môže pomocou neho šifrovať. Dôležitejší je súkromný kľúč, ktorý pozná len daná
osoba a pomocou neho môže dešifrovať zašifrovanú správu. Týmto spôsobom odpa-
dáva nutnosť a možné problémy s distribúciou kľúčov. Ako je už očividné, verejný a
súkromný kľúč musia byť matematický zviazané, no nemôže byť zase možné z verej-
ného kľúča vypočítať súkromný. Základom asymetrickej kryptografie sú jednocestné
funkcie, ktoré fungujú na princípe toho, že zo vstupov je veľmi ľahké vypočítať vý-
stupy, no z výstupov je vstupy len veľmi ťažké, skoro nemožné získať. Preto sa tu
veľmi často využíva modulárna aritmetika a generovanie náhodných čísel a prvočísel.
Tieto metódy nie sú takisto na 100% bezpečné, no v dnešnej dobe pri aktuálnych
výkonoch zariadení sú naprosto dostačujúce. Hlavným zástupcom tejto kategórie
je šifra RSA (sú to iniciály autorov Rivest, Shamir, Adleman), ktorá je jednou zo
základných používaných šifier pre šifrovanie a digitálne podpisy.
2.6 Protokoly s nulovou znalosťou
Protokoly s nulovou znalosťou – Zero-Knowledge protocols (ZK) alebo niekedy tak-
tiež nazývané protokoly s nulovým rozšírením informácii sú protokoly, ktoré sa začí-
najú čoraz častejšie využívať. Ako základ sa v nich používajú kryptografické záväzky.
Sú to základné a jednoduché primitíva, ktoré sa používajú k tomu, aby sa osoba za-
viazala k danému číslu. Nespornou výhodou je, že po zviazaní sa už nedá číslo zmeniť
a prezradením záväzku sa číslo neprezradí. Presne na to spoliehajú ZK protokoly a
ich vlastnosťou je, že neuvoľňujú tajné informácie o užívateľoch a tým poskytujú
preukázateľnú bezpečnosť.
ZK protokoly sú okrem záväzkov založené aj na IPS (Interaktívne dôkazové sys-
témy – Interactive Proof Systems). IPS je dvojica Turingových strojov, z ktorých
jeden je Prover a druhý Verifier. Prover hovorí, že pozná tajnú informáciu a Verifier
má za úlohou toto tvrdenie overiť a následne prijať alebo odmietnuť. Výhodou je,
že IPS spĺňa Úplnosť (ak Prover vlastní pravdivé tvrdenie, je pravdepodobnosť, že
Verifier odmietne, veľmi malá) a Spoľahlivosť (opak úplnosti, čiže, ak Prover podáva
nepravdivé tvrdenie, pravdepodobnosť, že Verifier ho príjme je taktiež veľmi malá).
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2.6.1 Idemix
Protokol alebo systém Idemix (Identity Mixer) je vyvinutý spoločnosťou IBM [16]. Je
pravým predstaviteľom ZK protokolov, lebo nie je možné spojiť overované atribúty
s užívateľom, tým pádom je aj anonymný a nie je možného ho ani sledovať.
Je založený na troch “entitách”, a to sú užívateľ (User), vydavateľ (Issuer) a
overovateľ (Verifier). Užívateľ požiada vydavateľa, aby mu vydal potrebné atribúty,
s ktorými sa môže následne overiť u overovateľa. Existuje v online aj offline variante.
Pri online variante komunikuje vydavateľ a overovateľ priamo medzi sebou a ako
je vidieť na obrázku nižšie, užívateľ prijíma a odosiela len nutné veci k tomu, aby
ho overovateľ správne overil.
Obr. 2.2: Online Idemix [16]
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Na druhej strane, pri offline variante dostane užívateľ od vydavateľa všetko po-
trebné k tomu, aby mohol užívateľ komunikovať priamo s overovateľom a všetko
prebehlo v poriadku a overovateľ ho správne overil. Ako to prebieha je znázornené
nižšie na obrázku.
Obr. 2.3: Offline Idemix [16]
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3 VÝSLEDKY BAKALÁRSKEJ PRÁCE
3.1 Prehľad kryptografický knižníc
Knižnica je súbor funkcií, procedúr, dátových typov a zdroj, ktoré sa využívajú pri
programovaní. U nás sa tieto veci zameriavajú na oblasť kryptografie a veci s ňou
spojenou. S knižnicami pracujeme pomocou ich API, ktoré nám reprezentuje názvy
funkcií, odovzdávané parametre a návratové hodnoty spolu s ich popisom. Vybralo sa
týchto 5 knižníc. Vybrali sa podľa toho, že podporujú nami testované kryptografické
šifry a funkcie spolu s ich ľahkou a podporovanou implementáciu do operačného
systému Android. Nakoniec sú všetky tieto knižnice stále vyvíjané a aktualizované
vydavateľmi alebo odbornou komunitou.
3.1.1 OpenSSL
Táto knižnica pôvodne vznikla v roku 1995 ako projekt pánov Erica A. Younga a
Tima J. Hudsona s názvom SSleay [10]. Knižnica bola šírená pod licenciou typu
Apache/BSD a obsahovala obsiahlu dokumentáciu. Jej vývoj skončil v roku 1998,
kedy títo dvaja páni odišli pracovať do firmy RSA Security. Následne sa knižnica
premenovala na OpenSSL ale typ licencie zostal nezmenený, preto je teraz projekt
spravovaný celosvetovou komunitou ľudí. Nevýhodou tejto situácie je to, že sa kniž-
nica rozvíja pomaly a jej dokumentácia spolu s API nie je obsiahla, miestami až
nulová.
Ako už názov vypovedá, primárna funkcia knižnice je implementácia protokolu
SSL (vrstva bezpečnostných soketov – Secure Sockets Layer) a TLS (zabezpečenie
transportnej vrstvy – Transport Layer Security) ale obsahuje aj ďalšie kryptografické
funkcie. Ako základ využíva jazyk C, preto sa najčastejšie používa v systémoch Unix,
Windows a MacOS, no ide ju využiť aj v jazyku JAVA. Podporuje všetky štandardné
kryptografické algoritmy, od hašovacých funkcií MD5 a SHA cez symetrické šifry
typu DES a AES až po asymetrické zastupujúce najčastejšie používané RSA.
3.1.2 Bouncy Castle
Knižnica Bouncy Castle je projektom dvoch kolegov, ktorým sa nechcelo stále znovu
implementovať funkcie, keď prechádzali medzi zamestnaniami. Preto spolu vytvorili
ako odľahčené API pre nízko výkonové zariadenia, tak aj druhé API kompatibilné
s JCE [11]. Táto knižnica je poskytovaná bez obmedzení pod licenciou MIT X11,
no obsahuje upravenú knižnicu BZIP2 na ktorú sa viaže licencia typu Apache 1.1.
Okrem podpory jazyku JAVA podporuje táto knižnica aj jazyk C#. Hlavnou úlohou
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tejto knižnice je hašovanie spolu so symetrickým a asymetrickým šifrovaním. Takže
podporuje všetky klasické algoritmy a šifry od MD5 a SHA, cez DES, AES až po
RSA.
3.1.3 Spongy Castle
Knižnica Spongy Castle je v tomto výbere knižníc jedinečná. Nie svojou štruktú-
rou ani funkčnosťou ale práve svojím pôvodom. Knižnica Spongy Castle je vlastne
prerobená knižnica Bouncy Castle pre funkčnosť na platforme Androide [12]. Auto-
rom Spongy Castle sa nepáčila orezaná Bouncy Castle pre Android a jej následná
problémová aktualizácia. Preto vznikla táto iniciatíva. Toto je jediný rozdiel medzi
nimi, takže podporované algoritmy a šifry sú pre obidve knižnice zhodné, čiže aj
Spongy Castle podporuje MD5, SHA, DES, AES a RSA. Licencia je rovnaká ako
pri knižnici Bouncy Castle, čiže MIT X11.
3.1.4 Keyczar
Keyczar je projekt členov Google Security Team [13]. Vývojári si často volia ne-
správne alebo málo bezpečné šifry. Preto vznikla knižnica Keyczar, ktorá ich má
viesť k tomu, aby implementovali správne kryptografické šifry. Obsahuje algoritmy
a šifry s už predvolenými parametrami, ktoré sú najbezpečnejšie. Taktiež obsahuje
jednoduché API a dokáže pracovať v jazykoch JAVA, C++ a Phyton. Ako autori
hovoria, nechcú nahradzovať už zaužívané knižnice ako OpenSSL alebo Java SJ,
pretože Keyczar je vlastne na nich postavený, no chcú byť hlavne otvorený, ľahko
rozšíriteľný a multiplatformový. Licencovaný je pod licenciou Apache 2.0. Podporuje
napr. SHA-1, AES alebo RSA.
3.1.5 Java
Jazyk Java obsahuje už od základu metódy, ktoré nám pomáhajú implementovať
rôzne kryptografické algoritmy a šifry. Všetky dôležité veci sú obsiahnuté v Java API
a pravidelne sa aktualizujú. Pre nás je dôležitá podpora kryptografie v Android API,
ktorá je obsiahnutá v knižnici javax.crypto [14]. V tejto knižnici sa nachádzajú ako
triedy a metódy kryptografických algoritmov a šifier, tak aj rozhrania pre výmenu
kľúčov medzi užívateľmi a ich určenie. Podporuje kryptografické metódy ako MD5,
SHA-2, DES, AES alebo RSA. Keď že je to kryptografická knižnica, ktorú už v
základe implementuje systém Android, táto knižnica sa zvolila ako tá, ktorá sa
bude využívať pri nasledujúcom programovaní.
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3.2 Výpočtová náročnosť kryptografických primi-
tív a funkcií
K programovaniu sa využilo Java SE Develompment Kit 8 a programovacie pro-
stredie Android Studio vo verzii 1.5.1. Obsahuje klasický programovací režim spolu
s režimom grafického náhľadu. Ďalej obsahuje podporu všetkých našich zariadení
spolu s možnosťou vytvorenie virtuálneho zariadenia.
Program sa testoval na zariadení Sony SmartWatch 3 (SWR50) s verziou An-
droid Wear 5.1. HW zariadenia je nasledovný: 1,2 GHz štvor-jadrový procesor,
512MB RAM pamäte a konektivita je zabezpečená pomocou technológií BLE, NFC
a WLAN. Testovací program graficky pozostával z jednoduchého používateľského
prostredia, ako je vidieť na obrázku nižšie:
Obr. 3.1: Používateľské prostredie programu
Obsahovalo text s pár informáciami, ako názov programu, meno autora atď.
Ďalej obsahovalo voľby testov, a to test pre čísla o veľkosti 1024 bitov alebo 2048
bitov a test pre testovanie funkcií SHA, AES a RSA. Obsahoval taktiež tlačidlo
na spustenie vybratého testu a tlačidlo na zrušenie vybratého testu, ak by sme sa
rozhodli vybrať iný test. Výsledky testov sa zobrazovali nižšie do textového poľa.
Všetky testy prebiehali 100 krát.
Hlavný program bol rozdelený na viacero súborov. Prvý súbor s názvom Mai-
nActivity.java obsahoval triedu s rovnakým názvom, ktorá sa starala o vykresľovanie
užívateľského prostredia, zobrazenie výsledkov testov a komunikáciu s mobilným za-
riadením. Programovanie bolo zvolené tak, že sa pri otvorení programu vypíše len
základné užívateľské prostredie. Po zvolení testu a stlačení príslušného tlačidla prog-
ram pristúpi k zhromaždeniu daných výsledkov a následne ich vypíše na displej.
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pr i va t e void pocty_1024 ( )
{
mTextView1 . setText ( " Preb iehaju ␣výpoč ty␣ s ␣1024␣ b i tov ými␣č í s lami . " ) ;
mprogress . s e t V i s i b i l i t y (View . VISIBLE) ;
mprogress . s e tProg r e s s (0 ) ;
f i n a l i n t ce lkovy = mprogress . getMax ( ) ;
new Thread ( )
{
@Override
pub l i c void run ( )
{
f i n a l long cas1024 = t r i e d a j ad r o . priemer1024 ( ) ;
mprogress . s e tProg r e s s ( ce lkovy /6) ;
f i n a l long casmodplus1024 = t r i e d a j ad r o . casmodplus1024 ( ) ;
mprogress . s e tProg r e s s ( ( ce lkovy /6) ∗2) ;
f i n a l long casmodnasob1024 = t r i e d a j ad r o . casmodnasob1024 ( ) ;
mprogress . s e tProg r e s s ( ( ce lkovy / 6) ∗ 3) ;
f i n a l long casmodminus1024 = t r i e d a j ad r o . casmodminus1024 ( ) ;
mprogress . s e tProg r e s s ( ( ce lkovy /6) ∗4) ;
f i n a l long casmodmocni1024 = t r i e d a j ad r o . casmodmocni1024 ( ) ;
mprogress . s e tProg r e s s ( ( ce lkovy / 6) ∗ 5) ;
f i n a l long casmoddel1024 = t r i e d a j ad r o . casmoddel1024 ( ) ;
mprogress . s e tProg r e s s ( ce lkovy ) ;
t ry
{
runOnUiThread (new Runnable ( ) {
@Override
pub l i c void run ( ) {
mTextView1 . setText ( " Testovanie ␣ generovania ␣ná
hodných␣č í s e l ␣ ( " + t r i e d a j ad r o . pocet + "−kr á t
) : \ n " +
" 1024b : ␣ " + cas1024 + " \n" +
" a␣modulá rn e j ␣ a r i tmet iky ␣pre ␣
t i e t o ␣č í s l a : \ n " +
"Sč í tan ia : " + casmodplus1024 + "
\n" +
"Ná soben ia : " + casmodnasob1024 +
" \n" +
"Mocnenia : " + casmodmocni1024 +
" \n" +
"Odč í tan ia : " + casmodminus1024 +
" \n" +
" De len ie ␣−␣Ná soben i e ␣ inverzn ým␣
prvkom : " + casmoddel1024 + " \
n"
) ;
onUpdateAmbient ( ) ;
mprogress . s e t V i s i b i l i t y (View . INVISIBLE) ;
}
}) ;
} catch ( f i n a l Exception ex )
{
Log . i ( "−−−" , " Exception ␣ in ␣ thread " ) ;
}
}
} . s t a r t ( ) ;
}
Obr. 3.2: Kód zhromaždenia a zobrazenia výsledkov testov
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Hore je zobrazená časť kódu, ktorá ma na starosti zhromaždenie a zobrazenie
výsledkov testov (konkrétne tu sa jedná o výsledky z 1024 bitovými číslami). Najprv
sa vypíše, že sa začali počítať a zhromažďovať výsledky časov jednotlivých testov.
Ďalej máme kód, ktorý nám ukazuje priebeh testov na priebehovom panely. Aby
sa nám program graficky nesekol, spustia sa výpočty v samostatnom vlákne, čo
nám umožní funkcia new Thread(). Nakoniec sa výsledky vypíšu pomocou metódy
setText na obrazovku.
Ďalšia časť programu je tvorená súborom a triedou s názvom “vypocetne_jadro”.
Podľa názvu by sa mohlo zdať, že má na starosti výpočty, no stara sa len o zhro-
mažďovanie časov jednotlivých testov a ich následne spriemerovanie. Je prepojená
na ostatné triedy, z ktorých čerpá jednotlivé testy.
pub l i c long priemer1024 ( )
{
long cas1024 = 0 ;
f o r ( i n t i = 1 ; i<=pocet ; i++)
{
cas1024 = +tr i eda1024 . nahodne_cislo_1024 ( ) ;
}
re turn cas1024 / pocet ;
}
Obr. 3.3: Zhromaždenie a spriemerovanie času testu
Ako ukážka takéhoto kódu je vybraná funkcia, ktorá volá funkciu na generovanie
náhodného 1024 bitového čísla. Je vidieť, že celá funkcia je veľmi primitívna, no svoju
prácu plní dokonale. Vo for cykluse, ktorý pracuje toľko krát, koľko je zadané sa
volá daná funkcia, ktorej návratová hodnota je čas jej trvania. Tento čas sa následne
spočítava a nakoniec sa už len odovzdá návratová hodnota, ktorá je priemery čas
všetkých testov.
3.2.1 Generovanie náhodných čísel
Generovanie náhodných čísel sa zameralo na generovanie čísel o veľkosti 1024 a 2048
bitov. Generovali sa čisto náhodné čísla bez žiadneho ďalšieho testovania. Kód pre
generovanie čísla o veľkosti 1024 bitov je naprogramovaný takto:
pub l i c long nahodne_cislo_1024 ( )
{
long cas_zac iatku = System . nanoTime ( ) ;
Random random = new Random( ) ;
byte [ ] randomcis lo = new byte [ 1 2 8 ] ;
random . nextBytes ( randomcis lo ) ;
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f i n a l B ig Intege r c i s l o = new Big Intege r (1 , randomcis lo ) ;
long cas_trvania = System . nanoTime ( ) − cas_zac iatku ;
re turn cas_trvania ;
}
Obr. 3.4: Náhodne vygenerovanie 1024 bitového čísla
Pred samotným vygenerovaním náhodného čísla sa zaznamená aktuálny čas s
presnosťou na nanosekundy. Následne sa pristúpi k samotnému generovaniu čísla.
Použilo sa základné generovanie pomocou metódy Random. Ďalej sa používa prí-
kaz byte[], ktorý definuje číslo o danom počte bajtov, v tomto prípade 128, keďže
8*128=1024 bitov. Nakoniec sa finálne číslo poznačí do premennej číslo a príkazom
new BigInteger(1, randomcislo) sa zaručí, že výsledné číslo bude kladné. Posledný
príkaz vypočíta, ako dlho trval vygenerovanie náhodného čísla a odovzdá ho ako
návratovú hodnotu. Obdobne sa pristupuje ku generovaniu 2048 bitových čísel, len
namiesto čísla 128 sa zadá 256, lebo 8*256=2048.
Test generovania náhodných čísel dopadol tak, že ako generovanie 1024 bitových
trvalo v prieme 305 ns s generovanie 2048 bitových čísel trvalo 610 ns, čo je dôkazom
toho, že náročnosť generovania čisto náhodných čísel nerobí žiaden problém tomuto
zariadeniu.
3.2.2 Modulárna aritmetika
Testovali sa funkcie spočítania, odčítania, násobenia, mocnenia a delenia ako pre
1024, tak aj pre 2048 bitové čísla. Postupne sa predstavia všetky funkcie a ich kódy.
Zobrazené kódy budú pre 1024 bitové čísla, keďže ako bude vidieť, rozdiel je len vo
vstupných číslach, kód výpočtu je rovnaký.
Modulárne spočítanie
Najjednoduchšia modulárna operácia. Jej kód pozostáva len z vygenerovania troch
náhodných čísel, zaznamenania počiatočného času a následný výpočet, ktorý sa
spravy príkazom (cislo1.add(cislo2)).mod(modulo), kde premenné cislo1 a cislo2 sú
spočítané čísla, ktoré pomocou metódy add spočítame a metódou mod vypočítame
zvyšok po delení číslom modulo. Nakoniec ako vždy vypočítame čas trvania funkcie
a ten odovzdáme. Popísaný kód je zobrazený nižšie.
pub l i c long modularne_scitanie1024 ( )
{
B ig Intege r c i s l o 1=cis lo_1024b ( ) ;
B ig Intege r c i s l o 2=cis lo_1024b ( ) ;
B ig Intege r modulo=cis lo_1024b ( ) ;
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long cas_zac iatku = System . nanoTime ( ) ;
B ig Intege r vys ledok=( c i s l o 1 . add ( c i s l o 2 ) ) .mod(modulo ) ;
long cas_trvania = System . nanoTime ( ) − cas_zac iatku ;
re turn cas_trvania ;
}
Obr. 3.5: Výpočet času trvania modulárneho sčítania s 1024 bitovými číslami
Modulárne násobenie
Takisto primitívna úloha v modulárnej aritmetike. Robí sa rovnako ako spočítanie,
len namiesto metódy add sa využije multiply, ktorá vynásobí čísla cislo1 a cislo2.
Následne sa už zase len vypočíta zvyšok po delení modulo. Príkaz teda vyzerá na-
sledovne: (cislo1.multiply(cislo2)).mod(modulo)
Modulárne mocnenie
Ako predchádzajúce úlohy, aj modulárne mocnenie sa dá spraviť pomocou jedno-
duchého príkazu, a to: zaklad.modPow(exponent, modulo), kde metódou modPow
umocníme základ exponentom a zároveň vypočítame zvyšok po delení modulo.
Modulárne odčítanie
Modulárne odčítavanie je trochu náročnejšie pri normálnych číslach. Musí sa rátať
aj s možnosťou toho, že číslo, ktoré odčítavame bude väčšie ako to, od ktorého
odčítavame.
V tom prípade sa musí nájsť k odčítavanému číslu „a“ opačný prvok „b“, ktorý
splňuje podmienku (a+b) mod = 0. Paradoxom je, že pri práci s veľkými číslami
je to odbremenené, keďže pomocou príkazu (cislo1.subtract(cislo2)).mod(modulo)
dostaneme vždy správny (kladný) výsledok. Sko je vidieť, zase sa kód líši od vyšie
spomenutých funkcíí len metóde subtract, ktorá odpočíta čísla od seba.
Modulárne “delenie” - Násobenie inverzným prvkom
V modulárnej aritmetike neexistuje priama operácia s názvom modulárne delenie.
Namiesto nej sa používa násobenie inverzným prvkom, ktorý ale nie je možné nájsť
v každom prípade.
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Začiatok kódu je zhodný z predchádzajúcimi funkciami. Vygenerujú sa náhodne
čísla a zaznamená začiatočný čas. Kvôli tomu, že inverzný prvok nie je vždy vypočí-
tateľný, musí sa použiť metóda try/catch, ktorá zabráni v páde programu pri výskyte
nevypočitateľného inverzného prvku. Pre nájdenie inverzného prvku sa použije me-
tóda modInverse. Táto metóda nájde inverzný prvok a následne ho zaznamená do
premennej. Potom sa už len vypočíta jednoduché násobenie a výsledok je zvyšok po
modulo. Návratová hodnota je zase čas trvania funkcie.
No v tedy, ak by sa nedal nájsť inverzný prvok, funkcia by kvôli try/catch bežala
ďalej a odovzdala by čas trvania, ktorý pre nás nie je relevantný. Preto sa do časti
catch zakomponoval príkaz return 0, ktorý nám ukončí funkciu a odovzdá hodnotu
0 pri výskytu nevypočitateľného inverzného prvku. Opísaný kód si môžete prezrieť
nižšie.
pub l i c long modularne_delenie1024 ( ) throws Arithmet icExcept ion
{
Big Intege r c i s l o 1=cis lo_1024b ( ) ;
B ig Intege r c i s l o 2=cis lo_1024b ( ) ;
B ig Intege r modulo=cis lo_1024b ( ) ;
B ig Intege r vys ledok=new Big Intege r ( " 0 " ) ;
B ig Intege r inverznyprvok ;
long cas_zac iatku = System . nanoTime ( ) ;
t ry
{
inverznyprvok=c i s l o 2 . modInverse (modulo ) ;
vys ledok=( c i s l o 1 . mul t ip ly ( inverznyprvok ) ) .mod(modulo ) ;
}
catch ( Arithmet icExcept ion e )
{
re turn 0 ;
}
long cas_trvania = System . nanoTime ( ) − cas_zac iatku ;
re turn cas_trvania ;
}
Obr. 3.6: Násobenie inverzným prvkom
Kvôli tomu, že funkcia môže niekedy odovzdať ako návratovú hodnotu 0, ktorá
znamená, že sa nenašiel inverzný prvok a výpočet neprebehlo správne, sa musel
upraviť aj kód pre zberanie a spriemerovanie časov funkcií.
Kód je upravený nasledovným spôsobom. Vo for cykle sa najprv zaznamená
výsledný. Vo funkcii if(docas_cas==0) sa porovná, či sa čas rovná 0. Ak áno, po-
čet spravených cyklov zníži o jeden, čím sa prakticky donúti for cyklus aby urobil
opravný pokus. Ak sa čas nerovná 0, výsledný čas sa pripočíta k ostatným. Po
ukončení cyklusu sa už len odovzdá priemerný čas ako pri ostatných funkciách.
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pub l i c long casmoddel1024 ( )
{
long casmoddel1024 = 0 ;
f o r ( i n t i = 1 ; i<=pocet ; i++)
{
long docas_cas = tr i eda1024 . modularne_delenie1024 ( ) ;




e l s e
{
casmoddel1024 = +docas_cas ;
}
}
re turn casmoddel1024/ pocet ;
}
Obr. 3.7: Výpočet primerného času pri výpočte násobenie inverzným prvkom
Výsledky modulárnej aritmetiky
Výsledky testov modulárnej aritmetiky pre 1024 bitové čísla sú nasledovné:
Obr. 3.8: Výsledky testov modulárnych operácii pre 1024 bitové čísla
Teoretické predpoklady boli splnené. Modulárne spočítavanie a odčítavanie sú
najrýchlejšie s rovnakým časom 305 ns. Za nimi nasleduje modulárne násobenie
s časom 915 ns. Násobenie inverzným prvkom bolo vcelku rýchle a trvalo v prie-
mere len 15 258 ns, no vo výsledkoch sa nezobrazuje, koľko krát musela byť funkcia
opakovaná kvôli nemožnosti výpočtu inverzného prvku. Najdlhšie trvalo modulárne
umocnenie, a to 582 580 ns.
Testy s číslami o veľkosti 2048 bitov zobrazené na obrázku nižšie:
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Obr. 3.9: Výsledky testov modulárnych operácii pre 2048 bitové čísla
Testy spočítania a odčítania trvali 610 ns a test násobenia 1 831 ns. To odpovedá
teoretickému predpokladu, že testy s dvojnásobne väčším číslom budú trvať dva krát
tak dlhšie. U testov modulárneho mocnenia a násobenia inverzným prvkom to už
nie je tak jednoznačné. Umocnenie trvalo 2 474 060 ns, čo je približne 4 krát viac
ako pri 1024 bitových číslach, no výsledok odpovedá exponenciálnemu nárastu času.
Nakoniec test násobenie inverzným prvkom trval 48 828 ns, čo je zase následok toho,
že hľadanie inverzného prvku je ťažšie pre väčšie čísla.
3.2.3 Hašovacia funkcia
Testovali sa hašovacie funkcie SHA-256 a SHA-512. Tieto dve funkcie patria pod
funkciu SHA-2, ktorá je jednou z najrozšírenejších v dnešnej dobe a splňuje aktuálne
bezpečnostné požiadavky. Nasledujúci kód slúži na vytvorenie hašu typu SHA-512:
pub l i c long SHA512 ( ) throws NoSuchAlgorithmException{
f i n a l S t r ing kodovany_text=" Bakalá rska ␣práca␣od␣Martina␣Hanzl í čka " ;
long cas_zac iatku = System . nanoTime ( ) ;
MessageDigest hash_funkcia = MessageDigest . g e t In s tance ( "SHA−512 " ) ;
hash_funkcia . update ( kodovany_text . getBytes ( ) ) ;
byte [ ] d i g e s t = hash_funkcia . d i g e s t ( ) ;
S t r i ngBu f f e r docasna_pamet = new St r i ngBu f f e r ( ) ;
f o r ( i n t i = 0 ; i < d i g e s t . l ength ; i++) {
docasna_pamet . append ( In t eg e r . t oS t r i ng ( ( d i g e s t [ i ] \& 0 x f f ) + 0
x100 , 16) . sub s t r i ng (1 ) ) ;
}
S t r ing hash_hex = docasna_pamet . t oS t r i ng ( ) ;
S t r ing hash_base64 = Base64 . encodeToString ( d ige s t , Base64 .DEFAULT) ;
long cas_trvania = System . nanoTime ( ) − cas_zac iatku ;
re turn cas_trvania ;
}
Obr. 3.10: Hašovacia funkcia SHA-512
33
Ako prvé sa zadá hašovaný text a zaznamená čas začiatku. Nasledovne sa prejde
k funkcii MessageDigest, ktorá slúži na vybratie typu hašovacej funkcie, v tomto
prípade SHA-512. V nasledujúcich dvoch riadkoch kódu je vytvorenie bajtového
pola a samotného hašu, ktoré sa nakoniec zložia do použiteľnej podoby. Laicky sa
dá povedať, že v týchto troch riadoch kódu je celá podstata a práca hašu. No takýto
haš nie je použiteľný na výstup, preto kód ešte obsahuje dve funkcie, a to prevod
hašu do tvaru hex a Base64. Hex tvar je najčastejšie používateľný tvar hašu ale tvar
Base64 je kratší. Posledný bod kódu je už nám známy, a to výpočet trvania kódu a
jeho odovzdanie ako návratovej hodnoty.
3.2.4 Kryptografické funkcie
AES
Najskôr sa otestuje rýchlosť symetrickej kryptografie. Ako zástupcu tejto kategórie
sa vybrala šifra AES. Je založená na Rijndael šifre a pod názvom AES bola štan-
dardizovaná americkým inštitútom NIST. V tomto prípade bude pracovať s dĺžkou
kľúča o 128 bitov. Šifrovať sa bude veta “Bakalárska práca od Martina Hanzlíčka”.
pub l i c long AES( ) {
f i n a l S t r ing TAG = "AES" ;
f i n a l S t r ing kodovany_text=" Bakalá rska ␣práca␣od␣Martina␣Hanzl í čka " ;
long cas_zac iatku = System . nanoTime ( ) ;
SecretKeySpec k luc = nu l l ;
t ry {
SecureRandom bez_nahone_cislo = SecureRandom . ge t In s tance ( "
SHA1PRNG" ) ;
bez_nahone_cislo . se tSeed ( " any␣data␣used␣ as ␣random␣ seed " . getBytes
( ) ) ;
KeyGenerator kg = KeyGenerator . g e t In s tance ( "AES" ) ;
kg . i n i t (128 , bez_nahone_cislo ) ;
k luc = new SecretKeySpec ( ( kg . generateKey ( ) ) . getEncoded ( ) , "AES" ) ;
} catch ( Exception e ) {
Log . e (TAG, " Probl ém␣ k l úča " ) ;
}
Obr. 3.11: Vygenerovania kľúču u funkcii AES
Predchádzajúci kód zobrazuje začiatok kódu funkcie AES, a to vygenerovanie
tajného kľúča. Na začiatok je treba vygenerovať bezpečné náhodné číslo, pri kto-
rom použijeme metódu SHA1PRNG, ktorá je síce menej používaná kvôli menšej
bezpečnosti, no je taktiež menej náročná na výpočtové nároky. V ďalších krokoch
sa vytvorí generátor kódu pre šifru AES a tento generátor sa inicializuje na veľkosť
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128 bitov a naším bezpečným náhodným číslom. Nakoniec sa vytvorí samotný tajný
kľúč použitím predchádzajúceho generátoru.
byte [ ] encoded_byte = nu l l ;
t ry {
Cipher c = Cipher . g e t In s tance ( "AES" ) ;
c . i n i t ( Cipher .ENCRYPT_MODE, k luc ) ;
encoded_byte = c . doFinal ( kodovany_text . getBytes ( ) ) ;
} catch ( Exception e ) {
Log . e (TAG, " Probl ém␣ š i f r o v an i a " ) ;
}
f i n a l S t r ing encode = Base64 . encodeToString ( encoded_byte , Base64 .
DEFAULT) ;
byte [ ] decoded_byte = nu l l ;
t ry {
Cipher c = Cipher . g e t In s tance ( "AES" ) ;
c . i n i t ( Cipher .DECRYPT_MODE, kluc ) ;
decoded_byte = c . doFinal ( encoded_byte ) ;
} catch ( Exception e ) {
Log . e (TAG, " Probl ém␣de š i f r o v an i a " ) ;
}
f i n a l S t r ing decode = new St r ing ( decoded_byte ) ;
long cas_trvania = System . nanoTime ( ) − cas_zac iatku ;
re turn cas_trvania ;
Obr. 3.12: Zašifrovania a dešifrovania dát pri funkcii AES
Tento kód reprezentuje šifrovanie a dešifrovanie. Tieto dve časti sa vlastne dejú
úplne rovnako, a to postupne sa vyberie typ šifry, tu teda AES. Ďalej sa inicializuje
šifra tajný kľúčom a nakoniec sa prevedie šifrovanie. Ak sa má vypísať zašifrovaný
text, musí sa ešte previesť pomocou Base64 na reťazec znakov typu String. Pri
dešifrovaní sa len zmení políčko ENCRYPT MODE na DECRYPT MODE. Ako pri
všetkých funkciách sme zmerali a zaznamenali čas trvania algoritmu.
RSA
Kategóriu asymetrickej kryptografia zastúpi dobre známa šifra RSA od pánov Ri-
vest, Shamir a Adleman, podľa ktorých sa aj volá. Vyznačuje sa svojou univerzál-
nosťou, lebo je vhodná aj na šifrovanie, tak aj na digitálne podpisovanie.
Je postavená na princípe faktorizácie prvočísel, ktorá je nemožná v dnešnej dobe
pre veľké čísla. Ďalej využíva Eulerovú funkciu a modulárnu aritmetiku. V tomto
prípade bude pracovať s dĺžkou kľúča o 1024 bitov a šifrovať sa bude veta ako pri šifre
AES, teda ‘Bakalárska práca od Martina Hanzlíčka‘. Pozrime sa teda na samotný
kód:
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pub l i c long RSA( ) {
f i n a l S t r ing TAG = "RSA" ;
f i n a l S t r ing kodovany_text=" Bakalá rska ␣práca␣od␣Martina␣Hanzl í čka " ;
long cas_zac iatku = System . nanoTime ( ) ;
Key verejny_kluc= nu l l ;
Key sukromny_kluc = nu l l ;
t ry {
KeyPairGenerator gpar_klucov=KeyPairGenerator . g e t In s tance ( "RSA" ) ;
gpar_klucov . i n i t i a l i z e (1024) ;
KeyPair parklucov = gpar_klucov . genKeyPair ( ) ;
vere jny_kluc = parklucov . ge tPub l i c ( ) ;
sukromny_kluc = parklucov . ge tPr iva t e ( ) ;
} catch ( Exception e ) {
Log . e (TAG, " Probl ém␣páru␣ k l účov " ) ;
}
Obr. 3.13: Vygenerovania pára kľúčov u funkcii RSA
Tu je zobrazené, ako sa postupuje pri generovaní súkromného a verejného kľúča.
Ako prvá sa zavolá metóda KeyPairGenerator ktorá vytvorí generátor pre pár kľúčov
šifry RSA. Následne sa zadá dĺžka kľúčov, ktorá je, ako už bolo spomenuté, 1024
bitov. Potom sa už len zavolá metóda genKeyPair, ktorá zaručí nový pár kľúčov
vždy pri zavolaní metódy. Nakoniec sa vygeneruje verejný a súkromný kľúč pomocou
predchádzajúceho generátoru.
byte [ ] encoded_byte = nu l l ;
t ry {
Cipher c = Cipher . g e t In s tance ( "RSA" ) ;
c . i n i t ( Cipher .ENCRYPT_MODE, sukromny_kluc ) ;
encoded_byte = c . doFinal ( kodovany_text . getBytes ( ) ) ;
} catch ( Exception e ) {
Log . e (TAG, " Probl ém␣ š i f r o v an i a " ) ;
}
f i n a l S t r ing encode = Base64 . encodeToString ( encoded_byte , Base64 .
DEFAULT) ;
byte [ ] decoded_byte = nu l l ;
t ry {
Cipher c = Cipher . g e t In s tance ( "RSA" ) ;
c . i n i t ( Cipher .DECRYPT_MODE, verejny_kluc ) ;
decoded_byte = c . doFinal ( encoded_byte ) ;
} catch ( Exception e ) {
Log . e (TAG, " Probl ém␣de š i f r o v an i a " ) ;
}
f i n a l S t r ing decode = new St r ing ( decoded_byte ) ;
f i n a l long cas_trvania = System . nanoTime ( ) − cas_zac iatku ;
re turn cas_trvania ;
Obr. 3.14: Zašifrovania a dešifrovania dát pri funkcii RSA
Vyššie zobrazený kód reprezentuje šifrovanie a dešifrovanie. Ako ste si už určite
všimli, je to rovnaké ako pri šifre AES na jediný rozdiel a to, že typ zvolenej šifry je
RSA. Ako pri všetkých funkciách sa zmerali časy trvania.
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Obr. 3.15: Výsledky testov hašovacích a kryptografických funkcií
Výsledky testov sú nasledovné. Hašovacia funkcia SHA-256 trvala v priemere 3
051 ns a SHA-512 trvala 6 713 ns. Dá sa povedať, že SHA-256 je viac ako o polovicu
kratšia ako SHA-512, čo odpovedá teoretickému predpokladu, keďže SHA-256 má
veľkosť výstupu 256 bitov oproti 512 bitov pri SHA-512. No stáva sa, že sa časy
začnú vyrovnávať, hlavne pri platforme x64, kedy sa môže stávať, že funkcia SHA-
512 začne byť rýchlejšia ako SHA-256.
Pri testovaní kryptografických šifier dopadli výsledky podľa teoretických pred-
pokladov. Šifra AES je mnohokrát rýchlejšia ako RSA, keďže výsledky testu sú 16
784 ns v porovnaní s 15 427 246 ns. Tieto výsledky odpovedajú teórii, ktorá hovorí,
že symetrická kryptografia je rýchlejšia, no menej bezpečná kvôli použitiu jedného
tajného kľúča oproti bezpečnejšej asymetrickej kryptografii, ktorá je zase pomalšia.
Najčastejšie sa volí ich kombinácia, a to zašifrovanie tajného kľúča AES pomocou
páru kľúčov vygenerovaných RSA.
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3.2.5 Zhrnutie výsledkov testov kryptografických primitív a
funkcií
V nasledujúcej tabuľke sú prehľadne vidieť časy všetkých predchádzajúcich testov.
Tab. 3.1: Výsledné časy testov
Typ testu Čas [ns]
1024 bitové
čísla






Násobenie inverzným prvkom 15 258
2048 bitové
čísla





Umocnenie 2 474 060








RSA 15 427 246
Je vidieť, že časy generovania náhodných čísel, modulárneho spočítania a od-
čítania v 1024 bitových, tak aj v 2048 bitových číslach sú rýchle. Všetky testy v
priemere trvajú do 1 000 nanosekúnd, čo je naprosto dostačujúce. Modulárne náso-
benie je taktiež veľmi rýchle aj napriek tomu, že u 2048 bitového čísla trvá 1 831
ns. Násobenie inverzným prvkom je trvá o niečo dlhšie, v priemere 16 000 ns, čo
je taktiež v celku rýchle. Naopak modulárne umocnenie trvá od 582 580 pri 1024
bitových číslach až do 2 474 060 ns pri 2048 bitových číslach. Tieto časy niesu veľké
a v reálnom nasadení použiteľné, ale v porovnaní s predchádzajúcimi operáciami je
to násobný rozdiel.
U hašovacích funkcií boli časy od 3 051 pri SHA-256 do 6 713 ns pri SHA-512.
Ak sa porovnajú s predchádzajúcimi, zistíme, že hašovacia funkcia je veľmi rýchla.
Preto sa používa v mnohých službách a na mnohých zariadeniach.
Kryptografické šifry vyšli teoreticky správne. Šifra AES trvala 16 784 ns, čo je
skutočne rýchle. Preto je symetrické šifrovanie bez problému použiteľné na testo-
vanom zariadení pre šifrovanie dát. Naopak šifra RSA trvala až 15 427 246 ns, čo
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je v porovnaní so šifrou AES veľký rozdiel, no asymetrické šifrovanie sa nevyužíva
k samotnému šifrovaniu veľkých údajov ale len k zašifrovaniu jednoduchých údajov
alebo častejšie k zašifrovaniu kľúča symetrickej šifry.
Pre lepšie viditeľné rozdiely sú nižšie zobrazené grafy s výsledkami všetkých
testov. Vedľajšia os grafov je vždy v logaritmickom merítku.
Obr. 3.16: Graf výsledných časov testov operácií v modulárnej aritmetike
Obr. 3.17: Graf výsledných časov testov hašovacích funkcií typu SHA-2 a krypto-
grafických funkcií
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3.3 Komunikácia smart hodiniek s mobilným za-
riadením
Táto časť sa bude venovať otestovaniu komunikácie smart hodiniek Sony Smart-
Watch 3 s mobilným zariadením s platformou Android. Ako komunikačná technoló-
gia sa zvolilo Bluetooth, na koľko sa zistilo, že NFC čip v hodinkách nemá aplikačné
rozhranie. Navonok sa javí ako klasický NFC štítok, ktorého funkciou je presme-
rovanie užívateľa do obslužnej aplikácie v mobilnom zariadení a prípadné zapnutie
hodiniek. Keďže hodinky obsahujú čip Broadcom BCM43341 [15], môže byť do bu-
dúcna plná funkcionalita NFC sprístupnená výrobcom.
Komunikácia cez Bluetooth zahrňovala vytvorenie aplikácie, ktorá bežala na mo-
bilnom zariadení, ktoré bolo spárované a spojené s smart hodinkami. Pri programo-
vaní sa najprv pristúpilo k aplikačnej časti v Android Wear, ktorá mala na starostovi
príjem správ.
3.3.1 Komunikačné rozhranie pre príjem správ v Android
Wear
Ako prvé sa musela vytvoriť nová trieda ListenerService, ktorá bude mať na starosti
príjem a zaznamenanie všetkých prijatých správ. Kód sa skladá len z jednej funkcie,
ktorá má na starosti prácu pri prijatí správy. Ak sa príjme správa, skontroluje sa, či
je to tá správa, ktorú čakáme a ak áno, tak sa pristúpi k jej zapísaniu do premennej
typu String a pošle sa ďalej k spracovaniu na displeji zariadenia. K tomu sa využije
LocalBroadcastManager. Popísaný kód je zobrazený nižšie na obrázku.
pub l i c c l a s s L i s t e n e r S e r v i c e extends Wearab leL i s t enerServ i ce
{
@Override
pub l i c void onMessageReceived (MessageEvent messageEvent )
{
i f ( messageEvent . getPath ( ) . equa l s ( " /message_path " ) ) {
f i n a l S t r ing sprava = new St r ing (messageEvent . getData ( ) ) ;
In tent messageIntent = new Intent ( ) ;
messageIntent . s e tAct ion ( Intent .ACTION_SEND) ;
messageIntent . putExtra ( " message " , sprava ) ;
LocalBroadcastManager . g e t In s tance ( t h i s ) . sendBroadcast (
messageIntent ) ;
}
e l s e {




Obr. 3.18: Rozhranie pre príjem správ
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Aby sa mohla správa zobraziť na displeji smart hodiniek, musia sa pri spustení
aplikácie inicializovať funkcie MessageReceiver a LocalBroadcastManager, aby sme
mohli pracovať s ich metódami. Nakoniec sa už len pomocou MessageReceiver a jeho
metódy onReceive.
pub l i c c l a s s MessageReceiver extends BroadcastRece iver
{
@Override
pub l i c void onReceive ( Context context , In tent i n t en t )
{
St r ing prijata_sprava_z_mobilu=in t en t . ge tSt r ingExtra ( " message " ) ;
S t r ing [ ] c a s t i = prijata_sprava_z_mobilu . s p l i t ( "=" ) ;
S t r ing typ = c a s t i [ 0 ] ;
i f ( typ . equa l s ( " r e g i s t r a c i a " ) )
{
protoko l_tr i eda . vypocet_cw ( ) ;
p r e f e r e n c e s . e d i t ( ) . remove ( "kw" ) . apply ( ) ;
p r e f e r e n c e s . e d i t ( ) . putStr ing ( "kw" , protoko l_tr i eda . kw .
t oS t r i ng ( ) ) . apply ( ) ;
new SendToDataLayerThread ( " /message_path " , " r e g i s t r a c i a="+
protoko l_tr i eda . cw . t oS t r i ng ( ) ) . s t a r t ( ) ;
}
e l s e i f ( typ . equa l s ( " ove r en i e " ) )
{
protoko l_tr i eda . vypocet_cww ( ) ;
new SendToDataLayerThread ( " /message_path " , " ove r en i e="+
protoko l_tr i eda . cww. toS t r i ng ( ) ) . s t a r t ( ) ;
}
e l s e i f ( typ . equa l s ( " id " ) )
{
protoko l_tr i eda . id = new Big Intege r ( c a s t i [ 1 ] ) ;
}
e l s e i f ( typ . equa l s ( " e " ) )
{
protoko l_tr i eda . e = new Big Intege r ( c a s t i [ 1 ] ) ;
p ro toko l_tr i eda . vypocet_zw ( ) ;
new SendToDataLayerThread ( " /message_path " , " zw="+
protoko l_tr i eda . zw . t oS t r i ng ( ) ) . s t a r t ( ) ;
}
e l s e
{




Obr. 3.19: Spracovanie prijatej správy
Ako je vidieť, v tejto metóde sa taktiež rozhodne, čo sa má po prijatí správy
spraviť ďalej. Ak sa jedná o správu obsahom “registracia”, “overenie”, “id” alebo
“e”, spravia sa príslušné úkony. Ak správa neodpovedá žiadnej z predchádzajúcich
možností, vypíše sa jej obsah na displej.
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3.3.2 Komunikačné rozhranie na odosielanie správ v mobil-
nom zariadení
Aplikáciá pre mobilné zariadenie nemá žiadne prevratné grafické prostredie. Po
spustení aplikácie sa zobrazí len jednoduché užívateľské prostredie, ktoré pozos-
táva z troch tlačidiel, pomocou ktorých je možné ovládať našu aplikáciu. Ďalej je
tu vyskakovacie menu, kde je možnosť nastaviť IP adresu servera (Prednastavená
je 192.168.1.102) a položka O aplikácii, kde sú stručné informácie o autorovi. Ako
celkovo vyzerá samotná aplikácia si môžete pozrieť na nasledujúcom obrázku.
Obr. 3.20: Rozhranie mobilnej aplikácie
Pre správne fungovanie komunikácie musí byť zapnutá obslužná aplikácia v mo-
bilnom zariadení, tak isto aj v smart hodinkách. Správne fungovanie prenosu je
indikované zobrazenou správou na displeji smart hodiniek.
Rozhranie pre odosielanie správ je už dlhšie. Ako prvé sa musí spomenúť, že pre
komunikáciu s platformou Android Wear sa musí využiť Google Play Services.
42
goog l eC l i en t = new GoogleApiCl ient . Bu i lder ( t h i s )
. addApi (Wearable .API)
. addConnectionCal lbacks ( t h i s )
. addOnConnect ionFai ledListener ( t h i s )
. bu i ld ( ) ;
Obr. 3.21: Implementácia Google Play Services
Celý kód je napísaný v hlavnom súbore MainActivity.java. Ako prvé sa pri za-
pnutí aplikácie vytvorí klient pre komunikáciu s Android Wear pomocou už zmie-
neného Google Play Services. Potrebný kód je vidieť v nasledujúcom kódom. Pri
stlačení tlačidla “Stlač pre poslanie správy do Wear” pošle mobilné zariadenie do
smart hodiniek pred-pripravenú správu, v tomto prípade „Posielame textovú správu
na smart hodinky z mobilného zariadenia“.
pub l i c void sprava_do_Wear (View view )
{
Ale r tDia log . Bui lder bu i l d e r = new Aler tDia log . Bui lder ( t h i s ) ;
bu i l d e r . setMessage ( " Zapnite ␣pr í š lu šnú␣ ap l i k á c iu ␣na␣hodinkách␣a␣ s t l a č
te ␣OK. " )
. s e tCance l ab l e ( t rue )
. s e tPos i t i v eBut ton ( "OK" ,new D i a l o g I n t e r f a c e . OnCl ickListener ( )
{
pub l i c void onCl ick ( D i a l o g I n t e r f a c e d ia log , i n t id )
{
St r ing sprava = " Posie lame␣ textovú␣ spr ávu␣na␣Smart␣
hodinky␣z␣mobiln ého␣ za r i ad en i a . " ;
new SendToDataLayerThread ( " /message_path " , sprava ) .
s t a r t ( ) ;
}
}) ;
A le r tDia log a l e r t = bu i l d e r . c r e a t e ( ) ;
a l e r t . show ( ) ;
}
Obr. 3.22: Výber a upozornenie pred poslaním registračnej správy do smart hodiniek
Ako je vidieť, ešte pred samotným poslaním správy sa zobrazi na displeji vyskako-
vacie okno s textom "Zapnite príšlušnú aplikáciu na hodinkách a stlačte OK."pomocou
funkcie AlertDialog. Je to ochrana pred tým, kedy by sa mohlo stať, že by na ho-
dinkách nebola zapnutá naša aplikácia.
Ďalej hlavné vlákno obsahuje triedu SendToDataLayerThread, ktorá nám zabez-
pečí poslanie našej správy do všetkých aktuálne pripojených uzlov.
c l a s s SendToDataLayerThread extends Thread
{
St r ing path ;
S t r ing sprava ;
SendToDataLayerThread ( St r ing p , S t r ing spr )
{
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path = p ;
sprava = spr ;
}
pub l i c void run ( )
{
NodeApi . GetConnectedNodesResult nodes = Wearable . NodeApi .
getConnectedNodes ( goog l eC l i en t ) . await ( ) ;
f o r (Node node : nodes . getNodes ( ) )
{
MessageApi . SendMessageResult r e s u l t = Wearable . MessageApi .
sendMessage ( goog l eC l i ent , node . ge t Id ( ) , path , sprava .
getBytes ( ) ) . await ( ) ;
i f ( r e s u l t . ge tStatus ( ) . i s Su c c e s s ( ) )
{
Log . v ( "myTag" , " Správa␣{ " + sprava + " }␣ bola ␣ pos lan á␣do :
␣ " + node . getDisplayName ( ) ) ;
}
e l s e
{





Obr. 3.23: Poslanie správy do smart hodiniek
Tento kód obsahuje funkcie a metódy potrebné k úspešnému poslaniu správy. Je
rozšírený pomocou Thread, čo nám zabezpečí oddelenie od hlavného aplikačného
vlákna. Ako prvé sa zavolá konštruktor pre vytvorenie správy. Následne sa zistia
všetky pripojené uzly a postupne sa do každého pripojeného uzla pomocou cyklu
for pošle nami zvolená správa. Ak bola správa úspešne poslaná, do konzole sa vypíše
o tom informujúci log. Takisto pri neúspešnom pokuse.
Súbor obsahuje ďalej funkcie, ktoré zabezpečia pripojenie komunikačnej časti pri
štarte aplikácie a prípadne možnosť poslať správu pri úspešnom nadviazaní komu-
nikácie, ktorá sa v tomto prípade nevyužíva. Taktiež sa tu nachádza metóda, ktorá
odpojí komunikačné rozhranie, ak sa aplikácia zavrie.
3.3.3 Výsledok Bluetooth komunikácie medzi smart hodin-
kami a mobilným zariadením
Otestovala sa komunikáciu mobilného zariadenia a smart hodiniek cez Bluetooth,
pretože komunikácie pomocou NFC nebola možná. Napriek tomu, že sa prenášala
jednoduchá textová správa, bolo potreba inicializovať viacero pomocných funkcií a
tiež sa museli spustiť vysielacie a prijímacie funkcie v zariadeniach v nových pro-
cesorových vláknach. Nakoniec sa podarilo úspešne preniesť správu z mobilného
zariadenia do smart hodiniek.
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3.4 Autentizačný protokol typu klient-server
Poslednou vecou obsiahnutou v bakalárskej práci a v aplikáciach je testovací auten-
tizačný protokol typu klient-server vyvinutým vedúcim bakalárskej práce a mnou.
Nami vyvinutý autentizačný protokol vychádza zo ZK protokolov spojených s kryp-
tografickými záväzkami. V tejto implementácii bol použitý režim, kedy vydavateľ
(v tomto prípade Wearable hodinky) poverenia nie je priamo spojený s overovate-
ľom (program bežiaci na počítači), ale všetká komunikácia prebieha cez užívateľa
(mobilné zariadenie).
Použité hodinky sú rovnaké ako vyššie použité, čiže Sony SmartWatch 3 (SWR50).
Ako mobilné zariadenie bol použitý Samsung Galaxy Note 3 (N9005) a overova-
teľ bol počítačový program bežiaci na počítači. Pre naprogramovanie počítačového
programu bolo použité vývojové prostredie NetBeans IDE vo verzii 8.1 a programo-
vacieho jazyku JAVA. Program bežal na operačnom systéme Microsoft Windows vo
verzii 8.1 Pro x64.
3.4.1 Spojenie mobilného zariadenia a počítača
Pred popisom implementácie autentizačného protokolu sa vysvetlí ešte spojenie mo-
bilného zariadenia a počítača. Použilo sa spojenie pomocou internetového pripojenia
a typ spojenia bol klient-server. V tomto prípade je klient mobilné zariadenie, ktorý
inicializuje spojenie poslaním správy a server je počítačový program, ktorý čaká na
prijem správy od klienta.
V nasledujúcom kóde je vidieť časť, ktorá sa stará o poslanie a nasledovný príjem
správy v mobilnom zariadení.
pub l i c c l a s s MyClientTask extends AsyncTask<Void , Void , Void>
{
St r ing dstAddress ;
i n t dstPort ;
S t r ing response = " " ;
S t r ing msgToServer ;
MyClientTask ( S t r ing addr , i n t port , S t r ing msgTo) {
dstAddress = addr ;
dstPort = port ;
msgToServer = msgTo ;
}
@Override
protec ted Void doInBackground (Void . . . arg0 )
{
Socket socke t = nu l l ;
DataOutputStream dataOutputStream = nu l l ;
DataInputStream dataInputStream = nu l l ;
t ry
{
socket = new Socket ( dstAddress , dstPort ) ;
dataOutputStream = new DataOutputStream (
socket . getOutputStream ( ) ) ;
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dataInputStream = new DataInputStream ( socket . getInputStream
( ) ) ;
i f ( msgToServer != nu l l )
{
dataOutputStream . writeUTF(msgToServer ) ;
}
re sponse = dataInputStream . readUTF ( ) ;
}
Obr. 3.24: Poslanie správy do počítača
Celý proces sa odohráva v oddelenej funkcii MyClientTask. Ešte pred samotným
spojením si funkcia definuje potrebné premenné (parametre) spojenia, ako sú adresa
servera, port, prijatá a odosielaná správa. Pred samotným poslaním sa tieto pre-
menné inicializujú hodnotami, ktoré boli odovzdané funkcii. V tomto prípade je to
IP adresa servera vo verzii IPv4, port serveru (pevne nastavený na 8888) a správa,
ktorú posielame. Potom sa už zapne rozhranie na odoslanie správy, ktoré pripra-
venú správu odošle a čaká na prijatie správy od servera, ktorá sa bude nasledovne
spracovávať.
Veľmi podobne vyzerá aj kód využitý v počítačovej aplikácii.
pub l i c s t a t i c void main ( St r ing [ ] a rgs )
{
ServerSocket s e rve rSocke t = nu l l ;
Socket socke t = nu l l ;
DataInputStream dataInputStream = nu l l ;
DataOutputStream dataOutputStream = nu l l ;
t ry
{
s e rve rSocke t = new ServerSocket (8888) ;
}
catch ( IOException e )
{
e . pr intStackTrace ( ) ;
}




socket = se rve rSocke t . accept ( ) ;
dataInputStream = new DataInputStream ( socket . getInputStream ( ) ) ;
dataOutputStream = new DataOutputStream ( socket . getOutputStream ( ) ) ;
S t r ing p r i j a t a sp r ava=dataInputStream . readUTF ( ) ;
S t r ing [ ] c a s t i = p r i j a t a sp r ava . s p l i t ( "=" ) ;
S t r ing typ = c a s t i [ 0 ] ;
Obr. 3.25: Príjem správy v počítači
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Počítačový program nemá žiadne grafické rozhranie, ktoré v tomto prípade nie
je ani potrebné, keď že je aplikácia stavaná primárne pre server. Ako je vidieť, kód
je veľmi podobný kódu v mobilnom zariadení, len na rozidel od neho všetko beží v
hlavnej triede main, čiže sa hneď pri štarte aplikácie automaticky definujú všetky
potrebné premenné. Následne sa aplikácia nastaví, aby prijímala dáta, ktoré prídu
na porte 8888 (číslo portu je definované pevne v aplikácii). Ďalej sa inicializujú pre-
menné dataInputStream a dataOutputStream, ktoré slúžia na príjem a odosielanie
správ. Na koniec sa pristúpi k zapísaniu prijatej správy do reťazca typu String, ktorý
sa hneď nato rozdelí do pola String na časti, ktoré sú od seba oddelené znakom “=”.
3.4.2 Parametre využité v autentizačnom protokole
Autentizačný protokol využíva predom definované parametre 𝑝, 𝑞, 𝑔1 a 𝑔2. Tieto
parametre sú pevne uložené v každej aplikácia, pretože sa využívajú pri všetkých
výpočtoch. Boli vygenerované pomocou programu Mathematica (verzia 10.4.1) na-
sledovným spôsobom:
pSize = 2048 ;
qS ize = 256 ;
p = 4 ;
While [ PrimeQ [ p ] == False , {
alpha =
RandomInteger [ {2^( pSize − qS ize − 1) , 2^( pS ize − qS ize ) − 1 } ] ;
q = RandomPrime [{2^( qS ize − 1) , 2^( qS ize ) − 1 } ] ;
p = alpha ∗q + 1 ;
}
]
g1 = 1 ;
While [ g1 == 1 , {
h = RandomInteger [ { 2 , p − 2 } ] ;
g1 = PowerMod [ h , (p − 1) /q , p ] ;
}
]
g2 = 1 ;
While [ g2 == 1 , {
h = RandomInteger [ { 2 , p − 2 } ] ;
g2 = PowerMod [ h , (p − 1) /q , p ] ;
}
]
Obr. 3.26: Výpočet hlavných parametrov autentizačného protokolu v programe Mat-
hematica
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Na začiatku sa definuje veľkosť čísel 𝑝 a 𝑞. Ďalej sa pomocou funkcie Rando-
mInteger vygenerujú dočasné čísla 𝑎𝑙𝑝ℎ𝑎 a 𝑞. Tieto dve čísla sa následne použijú na
výpočet čísla 𝑝. Podobne sa prístupy aj k vygenerovaniu čísel 𝑔1 a 𝑔2, pri ktorý sa
využije funkcie RandomInteger a dočasného čísla ℎ, tak aj čísla 𝑝 a 𝑞 v modulárnom
umocnení, kde sa číslo ℎ použije ako základ, kombinácia čísel 𝑝 a 𝑞 ako exponent a
číslo 𝑝 ako modulus.
3.4.3 Registračná časť autentizačného protokolu
Ako bolo spomenuté vyššie, autentizačný protokol využíva predom definované para-
metre. Pomocou nich vypočítava ďalšie čísla s ktorými následne pracuje. Využívajú
sa tu kryptografické záväzky, pomocou ktorých sa posielané čísla zaväzujú k vypo-
čítaným. Registračný protokol je zobrazený nižšie:
Vydavateľ Užívateľ Overovateľ
𝑔1, 𝑔2, 𝑝, 𝑞
𝑘𝑤 ∈𝑅 𝑍𝑞












𝑘𝑢 = 𝑘𝑢1 + 𝑘𝑢2
Obr. 3.27: Registračný protokol
Ako vydavateľ budú pracovať smart hodinky, ako užívateľ mobilné zariadenie a
ako overovateľ počítačový program. Jeho jednotlivé časti budú následne rozobraté z
výpočtového a programového hľadiska. Registrčný protokol je implementovaný tak,
že prvým krokom je poslanie správy z mobilného zariadenia do smart hodiniek s
obsahom “registracia”. Tým sa smart hodinky dozvedia, že si užívateľ želá registráciu
a začne sa proces registrácie.
48
pub l i c void r e g i s t r a c i a_ t l a c i d l o (View view ) {
i f ( p r e f e r e n c e s . conta in s ( " id " )==true && pr e f e r e n c e s . conta in s ( " ku " )==
true )
{
Ale r tDia log . Bui lder bu i l d e r = new Aler tDia log . Bui lder ( t h i s ) ;
bu i l d e r . setMessage ( "Už i va t e ľ ␣ j e ␣už␣ r e g i s t r ovan ý . \ n␣ Pra j e t e ␣ s i ␣
sp rav i ť ␣novú␣ r e g i s t r á c iu ␣?\n(Ak␣áno , ␣ zapn i t e ␣pr í š lu šnú␣ ap l i k á
c iu ␣na␣hodinkách␣a␣ u i s t i t e ␣sa , ␣ž e␣ s t e ␣ pr ipo j en ý␣k␣ in t e rn e tu . )
" )
. s e tCance l ab l e ( f a l s e )
. s e tPos i t i v eBut ton ( "Áno " , new D i a l o g I n t e r f a c e .
OnCl ickListener ( )
{
pub l i c void onCl ick ( D i a l o g I n t e r f a c e d ia log , i n t id )
{
ca s_r eg i s t r a c i e_zac i a t ok=System . nanoTime ( ) ;
new SendToDataLayerThread ( " /message_path " , "
r e g i s t r a c i a " ) . s t a r t ( ) ;
}
})
. setNegat iveButton ( " Nie " ,
new D i a l o g I n t e r f a c e . OnCl ickListener ( )
{
pub l i c void onCl ick ( D i a l o g I n t e r f a c e d ia log ,




A le r tDia log a l e r t = bu i l d e r . c r e a t e ( ) ;
a l e r t . show ( ) ;
}
e l s e
{
Ale r tDia log . Bui lder bu i l d e r = new Aler tDia log . Bui lder ( t h i s ) ;
bu i l d e r . setMessage ( " Zapnite ␣pr í š lu šnú␣ ap l i k á c iu ␣na␣hodinkách␣a␣
u i s t i t e ␣sa , ␣ž e␣ s t e ␣ p r ipo j en ý␣k␣ in t e rn e tu . \nNá s l edne ␣ s t l a č te ␣
OK" )
. s e tCance l ab l e ( f a l s e )
. s e tPos i t i v eBut ton ( "OK" , new D ia l o g I n t e r f a c e .
OnCl ickListener ( )
{
pub l i c void onCl ick ( D i a l o g I n t e r f a c e d ia log , i n t id )
{
ca s_r eg i s t r a c i e_zac i a t ok=System . nanoTime ( ) ;
new SendToDataLayerThread ( " /message_path " , "
r e g i s t r a c i a " ) . s t a r t ( ) ;
}
}) ;
A le r tDia log a l e r t = bu i l d e r . c r e a t e ( ) ;
a l e r t . show ( ) ;
}
}
Obr. 3.28: Začatie registrácia užívateľa v mobilnom zariadenia
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Ako je vidieť v kóde, pred samotným poslaním správy sa skontroluje, či nie je
náhodou už v pamäti uložená predošlá registrácia. Ak áno, užívateľovi za zobrazí
vyskakovacie okno s tým, že zariadenie je už zaregistrované a či sa má aj nariek tomu
spraviť nová registrácia spolu s upozornením, že ak sa zvolí áno, tak si máme zapnúť
aplikáciu v smart hodinkách a byť pripojený na internet. Následne sa zaznamená
aktuálny čas a pošle sa správa do smart hodiniek, čím sa začne registračný proces.
Po prijatí správy v smart hodinkách sa správa nahrá do pola typu String a rozdelí
sa na časti oddelené znakom “=”. Zistí sa, že správa obsahuje reťazec “registracia”.
Ako prvé sa vypočíta dvojica čísel 𝑘𝑤 a 𝑐𝑤 podľa nasledujúceho výpočtu:
𝑘𝑤 ∈𝑅 𝑍𝑞
𝑐𝑤 = 𝑔𝑘𝑤1 mod 𝑝
Najskôr sa vygeneruje číslo 𝑘𝑤 z množiny celých čísel od 1 po 𝑞. Ďalej sa vypočíta
𝑐𝑤 ako 𝑔𝑘𝑤1 a výsledok modulo 𝑝. Číslo 𝑐𝑤 je tým pádom zaviazané k číslu 𝑘𝑤. Takto
je predchádzajúci výpočet implementovaný v kóde:
pub l i c s t a t i c B ig Intege r randomBigInteger ( B ig Intege r n)
{
Random random = new Random( ) ;
i n t maximalna_velkost = n . bitLength ( ) ;
B ig Intege r nahodne_cis lo ;
do{
nahodne_cis lo = new Big Intege r ( maximalna_velkost , random) ;
} whi l e ( ( nahodne_cis lo . compareTo (n) > 0) | | ( nahodne_cis lo . compareTo
( Big Intege r .ZERO)==0)) ;
r e turn nahodne_cis lo ;
}
pub l i c void vypocet_cw ( )
{
kw=randomBigInteger ( q . subt rac t ( B ig Intege r .ONE) ) ;
cw=g1 .modPow(kw , p) ;
}
Obr. 3.29: Náhodne vygenerovanie 𝑘𝑤 a výpočet 𝑐𝑤
Výpočet 𝑘𝑤 je veľmi jednoduchý, keďže je to náhodné vygenerovanie z intervalu
od 1 do 𝑞 − 1. Kód na generovanie náhodného čísla je obsiahnutý v samostatnej
funkcii, ktorej sa predá ako parameter číslo 𝑞 zmenšené o 1. Tým sa zabezpečí, že
vygenerované čísla budú po 𝑞−1. Funkcia si následne zistí veľkosť čísla 𝑞 a podľa toho
vygeneruje číslo s danou maximálnou veľkosťou. Po vygenerovaní sa číslo skontroluje,
či nie náhodou väčšie ako 𝑞 alebo či sa nerovná nule. Ak nie, toto číslo sa odovzdá ako
návratová hodnota. Výpočet 𝑐𝑤 je tak tiež jednoduchý. Ako je vidieť, všetko urobí
jedna funkcia modPow, čo je modulárne umocnenie. Po dokončení týchto výpočtov
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sa 𝑘𝑤 uloží do pamäte a hodnota 𝑐𝑤 sa odošle do mobilného zariadenia v tvare
“registracia=𝑐𝑤”.
St r ing sprava_z_Wear = in t en t . ge tSt r ingExtra ( " message " ) ;
S t r ing [ ] c a s t i = sprava_z_Wear . s p l i t ( "=" ) ;
S t r ing typ = c a s t i [ 0 ] ;
i f ( typ . equa l s ( " r e g i s t r a c i a " ) )
{
protoko l_tr i eda . cw=new Big Intege r ( c a s t i [ 1 ] ) ;
p ro toko l_tr i eda . vypocet_cu ( ) ;
sprava_do_pc ( " r e g i s t r a c i a="+protoko l_tr i eda . cu . t oS t r i ng ( ) ) ;
}
Obr. 3.30: Priebeh registrácie v mobilnom zariadení
V hore uvedenej časti kódu je vidieť prijatie správy zo smart hodiniek. Následne
sa správa rozdelí na časti, ktoré sú od seba oddelené znakom “=”. Pri správe typu
“registracia” sa najprv uloží 𝑐𝑤 do premennej typu BigInteger a pristúpi sa k výpočtu





𝑘𝑢1 sa znovu ako v prípade 𝑘𝑤 vygeneruje z množiny celých čísel od 1 po 𝑞 − 1.
Výpočet 𝑐𝑢 je taktiež rovnaký až na to, že sa namiesto 𝑔1 použije 𝑔2 a k tomu sa ešte
pridá k výpočtu 𝑐𝑤, čiže 𝑐𝑤 * 𝑔𝑘𝑤1 a celé na modulo 𝑝. V programe je tento výpočet
vyriešený nasledovne:
cu=(cw . mult ip ly ( g2 .modPow(ku1 , p) ) ) .mod(p) ;
Obr. 3.31: Výpočet 𝑐𝑢
Nakoľko sa v jazyku JAVA nedá jednoducho vypočítať umocnenie dvoch čísel
typu BigInteger pomocou nejakej funkcie, najskôr sa urobí modulárne umocnenie
čísel 𝑔2, 𝑘𝑢1 a 𝑝. Následne sa spraví modulárne násobenie s číslami 𝑐𝑤, výsled-
kom predchádzajúceho výpočtu a 𝑝. Vypočítané 𝑐𝑢 sa následne pošle v správe typu
“registracia=𝑐𝑢” do počítača pomocou vyššie definovaného rozhrania MyClientTask.
V počítači sa správa rozdelí na časti a podľa typu sa s ňou už konkrétne pracuje.
51
i f ( typ . equa l s ( " r e g i s t r a c i a " ) )
{
protoko l . cu=new Big Intege r ( c a s t i [ 1 ] ) ;
p ro toko l . vypocet_ku2_id ( ) ;
dataOutputStream . writeUTF( " r e g i s t r a c i a="+protoko l . id . t oS t r i ng ( )+
"="+protoko l . ku2 . t oS t r i ng ( ) ) ;
}
Obr. 3.32: Registrácia v počítači
Registračná časť v počítačovom programe je skoro rovnaká ako v mobilnom






Kód na prijatie a výpočet správy je až na vyššie uvedené zmeny rovnaký ako v
mobilnom zariadení. Jedinou väčšou zmenou je návratová hodnota, ktorá sa posiela
do mobilného telefónu. Neposiela sa len hodnota 𝑖𝑑, ale aj hodnota 𝑘𝑢2 , ktoré mobilné
zariadenie spracuje nasledovne.
i f ( typ . equa l s ( " r e g i s t r a c i a " ) ) {
protoko l_tr i eda . id = new Big Intege r ( c a s t i [ 1 ] ) ;
p ro toko l_tr i eda . ku2 = new Big Intege r ( c a s t i [ 2 ] ) ;
p ro toko l_tr i eda . vypocet_ku ( ) ;
p r e f e r e n c e s . e d i t ( ) . remove ( " id " ) . apply ( ) ;
p r e f e r e n c e s . e d i t ( ) . remove ( " ku " ) . apply ( ) ;
p r e f e r e n c e s . e d i t ( ) . putStr ing ( " id " , p ro toko l_tr i eda . id .
t oS t r i ng ( ) ) . apply ( ) ;
p r e f e r e n c e s . e d i t ( ) . putStr ing ( " ku " , p ro toko l_tr i eda . ku .
t oS t r i ng ( ) ) . apply ( ) ;
long cas=System . nanoTime ( )−ca s_r eg i s t r a c i e_zac i a t ok ;
Toast . makeText ( MainActivity . th i s , "Úspe šná␣ r e g i s t r á c i a ␣už
i v a t e ľ a . " , Toast .LENGTH_SHORT) . show ( ) ;
t ex t . append ( "Úspe šná␣ r e g i s t r á c i a ␣už í vate ľ a . \ n␣Proces ␣ r e g i s t r
á c i e ␣ t r v a l ␣ " + cas + " ␣nanosekúnd . \ n " ) ;
}
Obr. 3.33: Dokončenie registračného procesu v mobilnom zariadení
Po prijatí registračnej správy mobilné zariadenie ako vždy rozdelí prijatú spravu.
Následne urobí výpočet 𝑘𝑢, čo je spočítanie čísel 𝑘𝑢1 a 𝑘𝑢2 . Hodnoty 𝑘𝑢 a 𝑖𝑑 sa
následne zapíšu do pamäte zariadenia. Tiež sa vypočíta čas trvania registračného
procesu a ako posledné sa vypíše na displeji mobilného zariadenia, že registrácia
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prebehla úspešná spolu s časom jej trvania v nanosekundách. Rovnako s tým sa
zobrazí aj ako notifikácia o úspešnej registrácii užívateľa.
To je celý proces registrácie. Aplikácie v smart hodinkách a mobilnom zaria-
dení je možné vypnúť a úspešná registrácia zostane uložená. Pri opätovnom zapnutí
aplikácií sa na displeji mobilného zariadenia prípadne vypíše, že je už zariadenie
registrované.
3.4.4 Overovacia časť autentizačného protokolu
Proces overenie je už o niečo zložitejší ako proces registrácie, hlavne z väčšieho množ-
stva správ vymenených medzi zariadeniami. Overovací protokol sa matematicky za-




𝑐𝑤 = 𝑔𝑟𝑤1 mod 𝑝
𝑐𝑤−−−−−−−−−−−→
𝑟𝑢 ∈𝑅 𝑍𝑞




𝑧𝑢 = (𝑟𝑢 − 𝑒𝑘𝑢) mod 𝑞
𝑒←−−−−−−−−−−





Obr. 3.34: Overovací protokol
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Rovnako ako pri registrácii, vydavateľ budú smart hodinky, užívateľ mobilné
zariadenie a overovateľ počítačový program. Prvým krokom je poslanie správy s
obsahom “overenie” z mobilného zariadenia do smart hodiniek, čím sa začne proces
overovania. Aplikácia si zase zaznamená čas, kedy začal proces overovania.
Akonáhle príjmu smart hodinky správu, rovnako ako v minulých prípadoch túto
správu rozdelia a porovnajú si jej obsah. V tomto prípade sa jedná o správu so
žiadosťou o začatie overovacieho procesu. Tým pádom smart hodinky ako prvé vy-
počítajú čísla 𝑟𝑤 a 𝑐𝑤 podľa nasledovného výpočtu.
𝑟𝑤 ∈𝑅 𝑍𝑞
𝑐𝑤 = 𝑔𝑘𝑤1 mod 𝑝
Ako je vidieť, výpočet je úplne rovnaký ako pri registračnom protokole. Jediným
rozdielom je, že namiesto premenných 𝑘𝑤 a 𝑐𝑤 sa využívajú 𝑟𝑤 a 𝑐𝑤. Rovnaký je
aj proces poslania spätnej správy do mobilného zariadenia, len návratová hodnota
bude 𝑐𝑤 (v programe zastúpená ako premenná s názvom 𝑐𝑤𝑤) a správa bude v tvare
“overenie=𝑐𝑤”
Pri prijatí správy mobilné zariadenie postupuje zase podobne ako pri registrač-
nom procese. Zase sa z prijatej správy vyčíta hodnota 𝑐𝑤, ktorá sa následne uloží a
použije sa spolu s vygenerovaným 𝑟𝑢 pri výpočte 𝑐𝑢, ako je vidieť nižšie:
𝑟𝑢 ∈𝑅 𝑍𝑞
𝑐𝑢 = 𝑐𝑤𝑔𝑟𝑢2 mod 𝑝
Výpočet prebehne rovnako ako pri procese registrácie, len sa použijú iné pre-
menné. Následne mobilné zariadenie pošle do počítača správu obsahujúcu hodnotu
𝑖𝑑 a 𝑐𝑢v tvare “overenie=𝑖𝑑=𝑐𝑢”. Tu prichádza rozdiel oproti registračnému procesu,
kedy si počítač uloží hodnoty 𝑖𝑑 a 𝑐𝑢 do pamäte a vypočíta 𝑒, ktoré je podobne
ako napr. 𝑘𝑤 alebo 𝑟𝑢 náhodne vygenerované z intervalu od 1 do 𝑞 − 1. Kód pre
spracovanie tejto správy a vygenerovanie čísla 𝑒 vyzerá nasledovne:
e l s e i f ( typ . equa l s ( " ove r en i e " ) ) {
protoko l . id=new Big Intege r ( c a s t i [ 1 ] ) ;
p ro toko l . cuu=new Big Intege r ( c a s t i [ 2 ] ) ;
p ro toko l . vypocet_e ( ) ;
dataOutputStream . writeUTF( " ove r en i e="+protoko l . e . t oS t r i ng ( ) ) ;
}
pub l i c s t a t i c void vypocet_e ( ) {
e=randomBigInteger ( q . subt rac t ( B ig Intege r .ONE) ) ;
}
Obr. 3.35: Uloženie 𝑖𝑑 a 𝑐𝑢 v pamäti počítača a vygenerovanie 𝑒
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Počítač po výpočte čísla 𝑒 toto číslo následne zabalí do správy v tvare “overenie=𝑒”
a odošle ju napäť mobilnému zariadeniu. Keď túto správu mobilné zariadenie príjme,
spracuje ju nasledovným spôsobom:
e l s e i f ( typ . equa l s ( " ove r en i e " ) ) {
protoko l_tr i eda . e=new Big Intege r ( c a s t i [ 1 ] ) ;
p ro toko l_tr i eda . vypocet_zu ( ) ;
new SendToDataLayerThread ( " /message_path " , " e="+protoko l_tr i eda . e .
t oS t r i ng ( ) ) . s t a r t ( ) ;
}
Obr. 3.36: Spracovanie prijatého 𝑒 v mobilnom zariadení
Ako je vidieť, prijatá hodnota 𝑒 sa uloží do pamäte mobilného zariadenia a
pristúpi sa k výpočtu 𝑧𝑢. Tento výpočet prebieha nasledovne
𝑧𝑢 = (𝑟𝑢 − 𝑒𝑘𝑢) mod 𝑞
a v kóde je realizovaný takto
pub l i c void vypocet_zu ( ) {
zu = ( ru . subt rac t ( e . mul t ip ly ( ku ) ) ) .mod(q ) ;
}
Obr. 3.37: Výpočet 𝑧𝑢 v mobilnom zariadení
Najskôr sa spraví vynásobenie 𝑒 a 𝑘𝑢 pomocou funkcie multiply, na čo sa hneď
tento výsledok odpočíta od 𝑟𝑢 pomocou funkcie subtract. Na koniec sa ešte urobí
výpočet modulu 𝑞 pomocou funkcie mod. V smart hodinkách sa hodnota 𝑒 taktiež
uloží do pamäte a vypočíta sa 𝑧𝑤 nasledovne:
𝑧𝑤 = (𝑟𝑤 − 𝑒𝑘𝑤) mod 𝑞
Rozdiel je len v tom, že sa pomocou 𝑒 nepočíta 𝑧𝑢 ale 𝑧𝑤. Využije sa pri tom 𝑘𝑤
a 𝑟𝑤. Ako návratová správa sa pošle hodnota 𝑧𝑤 v tvare “zw=𝑧𝑤”. Keď mobilné
zariadenie príjme takúto správu, pripojí k nej hodnotu 𝑧𝑢 a prerobí ju na tvar
“zuzw=𝑧𝑢=𝑧𝑤”, na čo ju obratom pošle do počítača. Pri prijatí takejto správy v
počítači sa správa ako obvykle rozdelí na časti oddelené znakom “=” a hodnoty
𝑧𝑢 a 𝑧𝑤 sa uložia do premenných zu a zw typu BigInteger. Následne sa pristúpi k




Vyššie uvedený výpočet je posledným výpočtom v procese overenie. Porovnáva
číslo 𝑐𝑢 s výsledkom 𝐼𝐷𝑒𝑔𝑧𝑤1 𝑔𝑧𝑢2 mod 𝑝. V programe sa tento výpočet vypočíta po-
mocou štyroch dielčich výpočty. Kód výpočtu je nasledovný:
pub l i c s t a t i c boolean vypocet_posledny ( )
{
B ig Intege r vysledok_ide=id .modPow( e , p ) ;
B ig Intege r vysledok_g1zw=g1 .modPow(zw , p) ;
B ig Intege r vysledok_g2zu=g2 .modPow( zu , p) ;
B ig Intege r vys ledok=(vysledok_ide . mul t ip ly ( vysledok_g1zw . mult ip ly (
vysledok_g2zu ) ) ) .mod(p) ;
i f ( cuu . compareTo ( vys ledok )==0)
{
System . out . p r i n t l n ( " \ncuu : ␣ "+cuu+" \nvysledko : ␣ "+vys ledok ) ;
r e turn true ;
}
System . out . p r i n t l n ( " \ncuu : ␣ "+protoko l . cuu+" \nvysledko : ␣ "+vys ledok ) ;
r e turn f a l s e ;
}
Obr. 3.38: Porovnanie 𝑐𝑢 s výsledkom výpočtu 𝐼𝐷𝑒𝑔𝑧𝑤1 𝑔𝑧𝑢2 mod 𝑝
Prvé tri výpočty počítajú vždy s jednou časťou výpočtu pomocou funkcie mod-
Pow (modulárne umocnenie). Prvý výpočet vypočíta výsledok 𝐼𝐷𝑒 mod 𝑝, druhý
𝑔𝑧𝑤1 mod 𝑝 a tretí 𝑔𝑧𝑢2 mod 𝑝. Výsledky sa uložia do dočasných premenených 𝑣𝑦𝑠𝑙𝑒𝑑𝑜𝑘_𝑖𝑑𝑒,
𝑣𝑦𝑠𝑙𝑒𝑑𝑜𝑘_𝑔1𝑧𝑤 a 𝑣𝑦𝑠𝑙𝑒𝑑𝑜𝑘_𝑔2𝑧𝑢. Následne sa spraví finálny výpočet tak, že sa tieto
tri medzi-výsledky vynásobia tak, že sa najskôr vynásobia medzi sebou 𝑣𝑦𝑠𝑙𝑒𝑑𝑜𝑘_𝑔1𝑧𝑤
a 𝑣𝑦𝑠𝑙𝑒𝑑𝑜𝑘_𝑔2𝑧𝑢 a následne ss ich výsledok vynásobí s 𝑣𝑦𝑠𝑙𝑒𝑑𝑜𝑘_𝑖𝑑𝑒. Nakoniec sa
výsledok dá na modulo 𝑝. Týmto dostaneme číslo, ktoré porovnáme s číslom 𝑐𝑢 a ak
sa tieto dve čísla rovnajú, znamená to, že užívateľ sa preukázal platnými paramet-
rami (číslami) a bol úspešne overený. Tým pádom počítač odošle správu s obsahom
“vysledok=uspesne” do mobilného zariadenia. Ak sa čísla nerovnajú, odošle správu
s obsahom “vysledok=neuspesne”.
Keď mobilné zariadenie príjme správu “vysledok=uspesne”, vypíše na displej
“Úspešné overenie užívateľa.” a rovnakú správu vyhodí aj ako notifikáciu. Spolu
s tým vypíše čas trvania overovacieho procesu v nanosekundách, rovnako ako pri
registrácii. Ak by sa čísla nerovnali, mobilné zariadenie by dostalo správu s obsahom
“vysledok=neuspesne” a vypísalo by na displej “Užívateľ nebol overený.”
3.4.5 Zhodnotenie priebehu autentizačného protokolu
Procesy registrácie a overovania prebiehali pri testovaní bez problémov a neboli za-
znamenané žiadne chybné výsledky. Časy registračného procesu sa pohybovali medzi
56
300 až 600 milisekundami a overovacieho procesu medzi 300 až 800 milisekundami,
čo je na takto zložité a viacnásobné prenosy medzi viacerými zariadeniami s využitím
viacerých typov technológií výborný výsledok.
Spomalenie procesov môže nastať hlavne v tedy, ak by spojenie medzi mobilným
zariadením a serverom (počítačovým program) malo veľkú odozvu a tým pádom by
prichádzalo k veľkému oneskoreniu v komunikácii medzi nimi. Pri tomto testovaní k
tomu nedochádzalo, nakoľko sa aj mobilné zariadenie, aj server nachádzali v jednej
domácej LAN sieti. Problém by mohol nastať i v tedy, ak by nebola zapnutá aplikácia
v smart hodinkách alebo by nebežal/nebol dostupný server (počítačový program),
na čo nevie aplikácia v mobilnom zariadení adekvátne zareagovať.
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4 ZÁVER
Témou práce bola bezpečnosť IoT. Na začiatku práce sme sa zoznámili s kategóriou
zariadení IoT spolu s ich využitím a výkonom.
Ďalej sme stručne zhodnotili možnosti platformy Android Wear, ktorá je odno-
žou populárnej platformy Android. Zistili sme, že aj keď sú si kódovo veľmi podobné,
možnosťami sa veľmi líšia, keďže je Android Wear laicky povedané „osekaný“ An-
droid. Rozdiely boli hlavne v práci so zobrazovaním informácii na displeji zariadenia
a úpravou systému. Rovnako sme si teoreticky prešli rôzne typy kryptografie spolu
s hašovacou funkciou a na koniec sa v stručnosti prebrali ZK protokoly.
Vo vlastnej práci sme urobili najskôr výber viacerých bezpečnostných knižníc,
ktoré podporovali implementáciu v Androide. Pre naše účely sme vybrali predvolenú
JAVA knižnicu.
Ako prvé sme otestovali generovanie veľkých čísel o veľkosti 1024 a 2048 bitov,
čo nepredstavovalo žiadny problém. Zariadenie zvládlo oba testy spraviť 100 krát
s priemerným časom 305 ns pri 1024 bitových a 610 ns pri 2048 bitových číslach,
čo je dôsledkom hlavne výkonného HW zariadenia. Ďalšie testy boli zamerané na
modulárnu aritmetiku pracujúcu s veľkosťami čísiel z predchádzajúceho testu, čiže
1024 a 2048 bitov. Tieto testy neboli veľmi náročné na výpočty, skôr na čas, pretože
sa robili 100 krát za sebou. Nami namerané výsledky boli v súlade s teóriu a v celku
rýchle.
Nasledujúce testy nám otestovali schopnosti výpočtu hašu SHA-2 a kryptografic-
kých šifier AES a RSA. Pri tomto bode sme nezaznamenali väčšie problémy a testy
bežali rýchlo. Pri hašovacej funkcii sme otestovali konkrétne SHA-256 a SHA-512,
ktorých výsledky boli 3051 a 6713 ns, čo považujeme za výkonné, na koľko sme vý-
stupy haš funkcie prevádzali do hex, tak aj do Base64 tvaru. Pri kryptografických
funkciách sme boli prekvapený z trvania RSA, ktorého priemerný čas bol až 15 427
246 ns, čo v nás potvrdilo dojem náročnosti výpočtu súkromného a verejného kľúča
a následný šifrovací proces.
V našej práci sme overili možnosti komunikácie smart hodiniek a zistili sme,
že komunikácia pomocou NFC nie je možná. Preto sme zvolili komunikáciu cez
Bluetooth a pomocou nej sme poslali úspešne textovú správu z mobilného zariadenia
na smart hodinky.
Ako posledné sme implementovali autentizačný protokol v režime, kedy vyda-
vateľ a overovateľ nie sú priamo spojený. Overili sme si, že nami testované smart
hodinky dokážu fungovať ako vydavateľ poverenia pre užívateľa, v našom prípade
mobilné zariadenie. Ako overovateľa sme si zvolili program v počítači, ktorý komu-
nikoval s mobilným zariadením pomocou internetového spojenie typu klient-server.
Procesy registrácie a overenia užívateľa trvali v priemere od 300 do 600 milisekúnd
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pri registračnom procese a od 300 do 800 milisekúnd pri overovacom procese. Tieto
časy sú podľa nášho zhodnotenia dostatočne rýchle na reálne použitie. Taktiež sa
počas testovania nevyskytli žiadne chybné registrácie alebo overenia užívateľa.
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ZOZNAM SYMBOLOV, VELIČÍN A SKRATIEK
AES pokročilý šifrovací štandard – Advanced Encryption Standard
API Aplikačné programové rozhranie – Application Program Interface
BLE Nízko energetické Bluetooth – Bluetooth Low Energy
DES dátový šifrovací štandard – Data Encryption Standard
Hands-free vo voľnom preklade volanie bez použitia rúk
HW Hardware
Idemix Identity Mixer
IoT Internet vecí – Internet of Things
IPS Interaktívne dôkazové systémy – Interactive Proof Systems
LAN lokálna sieť – Local Area Network
MD Message-Digest
NFC Krátkodosahové, vysokofrekvenčné, bezdotykové spojenie – Near Field
Communication
PAN osobná počítačová sieť – Personal Area Network
RFID rádio frekvenčný identifikátor – Radio Frequecy IDentification
RSA sú to iniciály autorov Rivest, Shamir, Adleman
SHA Secure Hash Algorithm
smart Múdre
SPAM nevyžiadaná a hromadne rozosielaná správa
SSL vrstva bezpečnostných soketov – Secure Sockets Layer
TLS zabezpečenie transportnej vrstvy – Transport Layer Security
Wearable nositeľná elektronika
WLAN bezdrôtová lokálna sieť – Wireless Local Area Network
ZK Protokoly s nulovou znalosťou – Zero-Knowledge protocols
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ZOZNAM PRÍLOH
A Obsah priloženého CD 64
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A OBSAH PRILOŽENÉHO CD
Priložené CD obsahuje elektronickú verziu tejto práce a výsledné programy spolu s
ich zdrojovými kódmi.
V priečinku Elektronická verzia bakalárskej práce sa nachádza súbor Bakalárska
práca.pdf, ktoré obsahuje elektronickú verziu tejto práce. V priečinku Krypto sa
nachádza vyexportovaný projekt Krypto.zip z programu NetBeans IDE, spustiteľná
aplikácia pre počítač s názvom Krypto.jar a priečinok src, v ktorom je priečinok
krypto obsahujúci zdrojové súbory aplikácie. Program bol vyvíjaný a testovaný v
programe NetBeans IDE vo verzii 8.1 a na operačnom systéme Microsoft Windows
8.1 Pro v 64 bitovom vydaní.
V priečinku Aplikácia sa nachádza súbor Aplikácia.zip, ktorý obsahuje celý pro-
jekt, ktorý je možné otvoriť v programe Android Studio. Ďalej obsahuje súbor Apli-
kácia.apk, ktorá je inštalačným súborom aplikácie pre mobilné zariadenie a zároveň
po pripojení smart hodiniek nainštaluje aj časť do Android Wear. Ďalej obsahuje
priečinok Zdrojové súbory, kde sa nachádzajú priečinky mobile a wear. V oboch
týchto priečinkoch sú zdrojové súbory aplikácií pre dané zariadenia. Aplikácie boli
testované na zariadení SmartWatch 3 (SWR50) s verziou Android Wear 5.1 a na
Samsung Galaxy Note 3 (N9005) s verziou Androidu 5.0 a vyvíjané v programe
Android Studio vo verzii 1.5.1 a na operačnom systéme Microsoft Windows 8.1 Pro
v 64 bitovom vydaní.
64
