With lots of freemium and premium, open and closed source software tools that are available in the market for dealing with different activities of Technical Debt management across different dimensions, identifying the right set of tools for a specific activity and dimension can be time consuming. The new age cloud-first tools can be easier to get onboard, whereas the traditional tools involve a considerable amount of time before letting the users know what it has to offer. Also, since many tools only deal with few dimensions of Technical Debt like Code and Test debts, identifying and choosing the right tool for other dimensions like Design, Architecture, Documentation, and Environment debts can be tiring. We have tried to reduce that tiring process by presenting our findings that could help others who are getting into the field of "Technical Debt in Software Development" and subsequently further into "Technical Debt Management".
IN
THIS PAPER, we first introduce a wide-array of software tools that are currently available in the market according to our knowledge. We then choose some among them which we believe to be complementary to each other, examine them further using some of the open source projects available in GitHub, and report our findings which is a subset of all the functionalities that those tools have. We present our findings in a such a way that the readers can associate them to the appropriate dimension of the technical debt and the corresponding activity within technical debt management. Finally, we propose a cost model for TD prinicipal calculation and suggest a new tool that has recently hit the market by providing details about it.
II. TOOLS AND PROJECTS
Among the tools that are mentioned in table I, we chose Sonarcloud, Checkstyle, Jacoco, DesigniteJava, Codescene and Lattix. The reason for our selection is we wanted the tools to be mostly complementary to each other (in their default settings with no or very few customizations) so that we can cover many dimensions within technical debt than just focussing on code and test debts. Also, we wanted them to be appropriate for different activities within TD management.
We also chose four open source Java projects which could be built using Maven. The chosen projects were used for the examination of the abovementioned tools. Some details about those projects are mentioned in • Reliability attribute helps in seeing bugs' operational risks to the projects. The closer a bubble's color is to red, the more severe the worst bugs in the project. Bubble size indicates bug volume in the project, and each bubble's vertical position reflects the estimated time to address the bugs in the project. Small green bubbles on the bottom edge are best.
Fig. 2: Maintainability
• Maintainability attribute helps in seeing code smells' long-term risks to the projects. The closer a bubble's color is to red, the higher the ratio of technical debt to project size. Bubble size indicates code smell volume in the project, and each bubble's vertical position reflects the estimated time to address the code smells in the project. Small green bubbles on the bottom edge are best.
• Security attribute helps in seeing vulnerabilities' operational risks to your projects. The closer a bubble's color is to red, the more severe the worst vulnerabilities in the project. Bubble size indicates vulnerability volume in the project, and each bubble's vertical position reflects the estimated time to address the vulnerabilities in the project. Small green bubbles on the bottom edge are best.
• Stability attribute of a system reports how sensitive the architecture is to the changes in atoms (say classes) within the subsystem. A higher stability value corresponds to less dependency on atoms within the selected system. 3) Based on multiple quality assessments, [2] With the use of these many tools, it is obvious that combinedly the tools can identify a lot of TD types with a lot more instances for each of those types. To describe a high-level diversity, we have just presented a subset of them in table V. It could be seen that with current tools, the diversity of TD items in design and architecture dimensions seem to be lower than those present in code and test dimensions. However, tools like Lattix can identify a few more items like Architecture rule violations which fall under architecture debt. But for the tool to identify such violations, the rules should have been enabled at first. A glimpse of it is shown in the Appendix A.
C. Technical debt representation
The TD instances are mentioned in a structured tabular format in this subsection. The values in those tables were retrieved from different tools. For example, Codescene became handy to find the author responsible for a TD instance as it provides a rich social analysis. figure 8 ] can be enabled by integrating some of the tools with the IDE or with the continuous integration (CI) servers. Let's say Sonarqube is integrated with Jenkins, then developers and product owners can be kept informed about the TD instances that has happened or might soon happen because of the recent commits. Tools like Codescene can directly look for the commits that is been made to a repository and can warn the stakeholders by re-running the analysis and producing the reports. 
F. Technical debt repayment
In this subsection, we propose techniques to repay the principal of three TD instances for every chosen project.
ID
Proposed techniques for repayment jws cd 1
Split the method decodeHandshake into multiple methods by extracting code from the branch statements i.e., make the body of branch statements as individual methods. jws cd 2 Add whitespace around all the symbols in line 193 as per Google style guide for Java. jws ad 1
Many classes in org.java websocket depend on classes from other packages. To reduce the percent of intercomponent cyclicality, either move the coupled classes into same package if possible or introduce a bridge class in current package and make it to talk to classes in other packages. Group the parameters into some collection data structure. jed td 2
Add an assertion statement either by comparing to connection status or to the value retrieved. jed dd 1 The interface seem to have lot of methods. It can be broken down into many interfaces by grouping similar client-specific methods together. Break the long line within <li> tag by introducing a <br> tag to keep the number of characters less than 100. myb td 1
Add more tests to source files which are far below the set threshold till the project coverage crosses the threshold. However, in reality, acting upon immediately on all the TD instances is not worthy. There are tools like Codescene which helps in prioritizing the refactoring targets. It prioritizes TD instances based on their technical debt interest rate. Look at the screenshot [ figure 10 ] from Codescene for one of the projects. 
G. Technical debt prevention
There are no tools out there than can automatically prevent the occurence of a TD. Because, it happens mostly due to human choices and mistakes. However, with rich information that could be exposed from the source code repositories [See III-E], we can prevent a TD instance from getting deployed into production systems. Also, once the developers get to know their mistakes with the help of such tools, the frequency of the same TD type getting introduced in the future can gradually get decreased.
H. Challenges faced
It was never a straightforward process of selecting the projects, feeding them into multiple tools, and observing the results. We overcame several limitations to present our empirical observations in a coherent manner. Here is a glimpse on some of the challenges which were worth mentioning,
• As many tools were very much similar to each other in terms of their functionality, choosing a diverse set of tools to cover many TD dimensions was the first and foremost challenge. Few tools were not free. So it took a couple of email conversations to get a limited time access.
• DesigniteJava quickly runs out of memory on a 12GB machine for projects involving > 100K LOC. As we wanted results for a chosen project from all the chosen tools, we had to choose projects which were not huge yet not small. • For few tools, integration with Maven and Gradle were not consistent as both of those build tools behave differently. So we decided to stick just to Maven projects. But searching for Maven Java projects in GitHub was slightly time consuming as it seemed to have been outnumbered by Gradle projects.
• Another factor in the abovementioned time consuming search process was Jacoco. It's out-of-the box support for multimodule Maven projects was not simple. Because of that, for such projects, coverage was reported as 0% even when they had tests. So we had to limit ourselves to single-module Maven projects. But we are confident that by spending a little more time on configurations and customizations, multi-module projects can be made to work.
IV. PROPOSAL A. Cost model
Here we propose a simple cost model for estimating the TD prinicipal similar to the one present in Sonarqube TD plugin. But here we consider only till the level of TD item and not the TD type [See V]. + cost to fix a lack of test × #{lack of tests} + (expected coverage − current coverage) × Project's LOC 1000 + cost to fix a design smell × #{design smells} + cost to fix an architecture smell × #{architecture smells} Now, with the cost model as mentioned in the above table XXXIV, we estimate the TD principal for the chosen projects but by only considering the instances that were represented as multiple tables within the subsection III-C.
• Java WebSocket DeepSource, a tool which is relatively new and got released for users during the month of November 2018, is something practitioners should keep an eye on. The team behind it seem to rapidly expand the feature set and support for multiple languages. The important thing is that the tool has a very neat and an elegant UI, a clear documentation of what it has to offer, and a responsive support. Also, to run the initial analysis, DeepSource is similar to Codacy, Codescene and dissimilar to Sonarcloud (without a Continuous Integration setup). It is integrated directly to the GitHub accounts and runs the initial analysis by cloning the repositories directly to their servers. Below is a screenshot [ figure 17 ] from its website that mentions about some of their fully-available and preview features, Fig. 11 : Some of the fully-available and preview features from DeepSource Looking at figure 17, there are two out-of-the box feature that easily makes DeepSource standout among its peers. Firstly, its ability to address "Documentation Debt". Secondly, the tool's ability to find issues with dependencies which quickly reminds us of the "Build Dependency Debt" introduced by Google [3] .
Figures 12 to 18 gives a walk-through of the steps involved(in DeepSource) to run an analysis on a source code repository. The captions of those figures aid the screenshots with a description of what next to do. 
V. CONCLUSION
We have thus presented our empirical observations which we hope to be beneficial to both practitioners and researchers. We believe this work can serve as a bridge connecting the concepts that are popular in literature with the real world software tools which are both old and new. Above all, we suspect this work can give a quick and easy end-to-end understanding even for an absolute beginner in the field of "Technical Debt in Software Development". However, we may have not addressed many of the tools which might be actually be more popular and useful. But still, we believe this can be a starter for works that includes them.
-Right Click on the cell which is highlighted in dark blue as shown in figure 19 which shows the dependency between the components org.apache.ibatis.binding and org.apache.ibatis.builder. -Select "Modify Rule" −→ Select "Cannot-Use" -Now look at figure 20, where you can see a small yellow triangle at bottom left of the cell indicating a violation.
-More information about the violation is shown in a separate view as depicted in figure 21. 
