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Abstract
Unfortunately, current proposals that focus on separation of concerns assume that ob-
jects interact by means of object-oriented method calls, which implies that they embed
interactions with others into their functional code. This makes them dependent on this
interaction model, and makes it difficult to reuse them in a context in which another
interaction model is more suited. In this paper, we show that functionality can be
described separately from the interaction model used, which helps enhance reusabil-
ity of functional code and coordination patterns. In order to show that it is feasible,
we adapted the multiparty interaction model to the context of Multi-Organisational
Web-Based Systems and developed a class framework to build business objects whose
performance rates comparably to a handmade implementation; the development time,
however, decreases significantly.
Keywords: Aspect orientation, interaction models, multiparty interactions.
Resumen
Por desgracia, las propuestas actuales de separación de aspectos asumen que los objetos
interactúan mediante invocación de métodos, lo que implica que tienen que embeber
las interacciones dentro del código funcional. Esto los hace dependientes de este mod-
elo de interacción y hace dif́ıcil reutilizarlos en un contexto en el que otro modelo de
interacción sea más adecuado. En este art́ıculo mostramos que la funcionalidad puede
ser descrita de forma independiente al modelo de interacción usado, lo que mejora la
facilidad de reutilización del código funcional y los patrones de coordinación. Para
demostrar que es viable, hemos adaptado el modelo de interacción entre múltiples par-
ticipantes al contexto de los sistemas multiorganizacionales basados en la web y hemos
desarrollado un framework de clases que permite construir objetos de negocio cuyo
rendimiento es comparable al de una implementación artesanal; el tiempo de desar-
rollo, por el contrario, se reduce de forma muy significativa.
Palabras clave: Orientación a aspectos, modelos de interacción, interacciones multi-
partitas.
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1 Introducción
Los sistemas distribuidos se consideran hoy en d́ıa piezas clave en el desarrollo de sistemas
multiorganizacionales. Muchas compañ́ıas punteras se han dado cuenta de que Internet es
mucho más que una zona de compras y ventas y ofrece innumerables posibilidades de triun-
far en el mundo de la web. Conforme Internet se asienta, las compañ́ıas están encontrando
nuevas formas de sacar partido a las capacidades que ofrece y existe una demanda creciente
de frameworks [14, 15, 16] para construir sistemas multiorganizacionales basados en la web
(MOWS, Multi-Organisational Web-based systems) [11, 12] a unos precios razonables. Estos
frameworks describen generalmente los MOWS como colecciones de componentes que im-
plementan un conjunto de objetos de negocio que encapsulan un protocolo semántico para
realizar una unidad de trabajo lógico: transferir dinero, procesar una factura, actualizar
el registro de un cliente, etcétera. Desde un punto de vista abstracto, los objetos de ne-
gocio modelan actores y datos reales, por lo que permiten mejorar la comunicación entre
desarrolladores y clientes y ayudan a reducir los costes de desarrollo [17].
En teoŕıa, los programadores sólo tienen que preocuparse por la funcionalidad que pro-
porcionan. Por desgracia, esta visión es muy idealista puesto que los objetos de negocio
deben preocuparse de aspectos tales como la sincronización, la persistencia o la replicación
y en raras ocasiones están aislados dentro de un sistema. Es decir, constituyen la parte
funcional de un protocolo semántico y deben trabajar con otros para conseguir un obje-
tivo común. La separación de aspectos ha sido presentada como una herramienta muy
prometedora para mejorar la modularidad, facilidad de comprensión y de reutilización del
código funcional. De hecho, esta es la piedra angular del nuevo paradigma de programación
orientada a aspectos (AOP) [13, 23, 25].
Desde los primeros trabajos en esta materia, la sincronización [25], la distribución [25, 36],
la seguridad [37], la coordinación [1, 32], la persistencia [24] o la replicación [5] han sido con-
siderados aspectos claros que se pueden tratar usando lenguajes espećıficos. Por desgracia,
ninguna de las propuestas orientadas a aspectos actuales logran separar la funcionalidad
de la interacción con otros objetos en un sistema, es decir, el mecanismo mediante el cual
dos o más objetos entran en contacto y pueden desarrollar conjuntamente una parte del
trabajo. Tal y como mostramos en la sección 5, las propuestas actuales están basadas en
variaciones del modelo de interacción clásico de paso de mensajes y embeben las llamadas a
métodos en el código funcional de los objetos, lo que impide a los desarrolladores adaptar su
código con facilidad si el modelo de interacción debe ser cambiado. Además, los protocolos
semánticos suelen estar codificados dentro del código funcional, lo que hace dif́ıcil también
su reutilización en escenarios similares [1, 21].
Más allá de la comunicación punto a punto, existen otros muchos modelos de inter-
acción [28], algunos de los cuales también proporcionan mecanismos de sincronización y
coordinación. Cada uno tiene sus propias ventajas e inconvenientes, de forma que no existe
ningún modelo de interacción universalmente aceptado, sino un amplio abanico de posi-
bilidades. Por lo tanto, parece razonable que existan lenguajes orientados a aspectos que
traten el problema de la interacción. Estos lenguajes mejoraŕıan la facilidad de reutilización
del código funcional y de los patrones de coordinación. Además, permitiŕıan a los progra-
madores decidir qué modelo de interacción se adapta mejor a sus necesidades, lo que tiene
un efecto directo sobre la facilidad de comprensión, de mantenimiento y evolución. Además,
esta tecnoloǵıa para la interacción de objetos debeŕıa ser aplicada de forma automática de
forma que los objetos de negocio sean tan reutilizables como resulte posible [1, 21].
Esta motivación está avalada por resultados previos de investigación de otros autores.
En [27], por ejemplo, se indica que gran parte de la evolución, reutilización e integración
del software es de naturaleza inesperada. No obstante, esto no es necesariamente debido a
un pobre diseño, sino al hecho de que la tecnoloǵıa cambia de una forma tan rápida que
es imposible predecir los caminos a través de los que evolucionará. Seleccionar un modelo
de interacción adecuado es una decisión importante puesto que la misma funcionalidad
encapsulada en una clase podŕıa ser integrada de una forma más simple en un escenario
usando paso de mensajes, pero espacios de tuplas en otro. Por lo tanto, tener una forma de
cambiar el modelo de interacción mientras se preserva la funcionalidad, parece razonable.
Hasta donde alcanza nuestro conocimiento, la separación entre funcionalidad e inter-
acción es algo nuevo e innovador que no ha sido tratado hasta ahora en el contexto de la
orientación a aspectos. En este art́ıculo demostramos que la idea es viable presentando un
modelo de interacción para MOWS denominado Open Multiparty Interaction Model y un
framework de clases que permite implementar nuestras ideas de forma muy efectiva. El
resto del trabajo se organiza como sigue: en la sección 2 demostramos que nuestra idea
puede ir más allá de la invocación de métodos y presentamos el modelo de interacción al
que aludimos previamente; en la sección 3 presentamos el framework de clases que hemos
diseñado para implementar la propuesta; en la sección 4 demostramos que el desarrollo de
un MOWS puede beneficiarse del uso de nuestro framework y lo evaluamos teniendo en
cuenta el rendimiento y el tiempo de desarrollo; en la sección 5 analizamos el trabajo de
otros autores y concluimos que ninguno de ellos intenta separar el modelo de interacción de
otros aspectos; finalmente, presentamos nuestras conclusiones en la sección 6.
2 Un modelo de interacción de alto nivel para MOWS
Un MOWS se puede ver como un sistema compuesto de varios objetos de negocio de grano
grueso que residen en diferentes organizaciones y necesitan cooperar frecuentemente. Las
primitivas cliente/servidor como el paso de mensajes o la llamada a procedimientos remotos
son el estándar industrial de facto para la interacción entre objetos en este contexto. Por
desgracia, las soluciones basadas en estas primitivas son dif́ıciles de llevar a cabo en un
MOWS en el que varios objetos tienen que cooperar simultáneamente para llegar a cabo
una tarea [19]. Ejemplos habituales son la transferencia de dinero de una cuenta a otra
mediante un cajero automático (tres objetos), el pago de impuestos a través de la Red
(el contribuyente, la Hacienda pública y la Fábrica Nacional de Moneda y Timbre en el
caso de España), filtrado en el comercio electrónico (un cliente, un sistema de filtrado y
diversos proveedores de servicio), etcétera. La tecnoloǵıa actual proporciona servidores de
transacciones para agrupar interacciones individuales, pero no existe una clara separación
entre el problema a solucionar y la tecnoloǵıa subyacente o el protocolo necesario para
coordinar los objetos involucrados en una transacción.
La mayor parte de los métodos de análisis o diseño orientados a objetos reconocen la
necesidad de coordinar a varios objetos al mismo tiempo utilizando diferentes términos:
diagramas de objetos [4], modelos de procesos [6], conexiones de mensaje [7], grafos de
colaboración [38], diagramas de escenario [33] o colaboraciones [35]. Recientemente, esta
necesidad también ha sido identificada en el campo de las sociedades multiagentes [3, 26].
El modelo de interacción subyacente es, sin embargo, llamado a métodos en todos los casos,
lo que significa que los diseñadores aún tienen que descomponer colaboraciones complejas
en secuencias de llamadas.
Por desgracia, los lenguajes de programación actuales no ofrecen un soporte adecuado
que permita a varios objetos interactuar simultáneamente, aunque se ha llevado a cabo una
gran cantidad de investigación en este campo [28]. JavaSpaces [20] es una de las propuestas
más actuales. Proporciona mecanismos mediante los cuales un objeto puede recuperar o
introducir otros objetos en un espacio de tuplas compartido, lo que permite desarrollar
protocolos semánticos en forma de flujos de objetos que se mueven a través de uno o varios
espacios de tuplas. JavaSpaces es perfecto para aquellas aplicaciones en las que los flujos
de trabajos son adecuados, pero no es suficiente en general, principalmente en el campo de
los MOWS o las aplicaciones de comercio electrónico en particular. La razón es que muchos
problemas en este contexto precisan de varios objetos que cooperen simultáneamente y
transformar estas colaboraciones en flujos de trabajo no es nada sencillo.
Por ejemplo, supongamos que deseamos diseñar un sistema de tarjetas de débito [34].
Este sistema se compone de varios puntos de venta, varios ordenadores que tienen las cuen-
tas de los vendedores y las de los clientes; el objetivo es diseñar un objeto de negocio que
sea responsable de transferir dinero de una cuenta de un cliente a una cuenta de un vende-
dor a través de un punto de venta cada vez que el primero usa su tarjeta de débito. Con
JavaSpaces, por ejemplo, es relativamente sencillo desarrollar una solución para resolver este
problema, pero tendŕıa dos inconvenientes fundamentales: primero, la transacción completa
se puede ver como una interacción que coordina a tres objetos, pero este modelo de inter-
acción lleva a una solución en la que es necesario descomponer este evento en varias llamadas
a métodos que deben ser coordinadas mediante un protocolo espećıfico; además, este proto-
colo puede ser reutilizable en situaciones similares, pero la separación con JavaSpaces no es
suficiente, por lo que no se pueden reutilizar con facilidad [23].
2.1 Nuestra propuesta
Sobre la base de la discusión previa, queda clara la necesidad de contar con un modelo de
interacción capaz de coordinar la acción conjunta de varios objetos. Para diseñar este modelo
partimos del Modelo de Interacción entre Múltiples Participantes [18], que es muy adecuado
para capturar la esencia de estos problemas. Proporciona un alto grado de abstracción
que permite ignorar por completo cuál es la forma en que varios objetos se sincronizan
simultáneamente o intercambian información. Esto, además, abre las puertas a una mayor
facilidad de adaptación de las aplicaciones puesto que los algoritmos utilizados quedan a
un nivel de abstracción menor y pueden ser cambiados con facilidad sin afectar al sistema
diseñado.
Este modelo ha atráıdo la atención de un buen número de investigadores que se han
centrado en aspectos de implementación [9, 19, 39]. No obstante tiene varios defectos que
dificultan su aplicación a los MOWS: el modelo no tiene en cuenta la existencia de objetos
pasivos, los objetos deben ser conocidos en tiempo de compilación y tienen que tener acceso
al estado local de otros objetos para poder comunicarse con ellos. Esta es la razón por la
que hemos desarrollado una versión avanzada del mismo a la que nos referimos como Open
Multiparty Interaction Model (OMIM).
Para soportar OMIM, hemos diseñado un lenguaje llamado CAL [8] y un conjunto de
algoritmos que permiten implementarlo [29, 30, 31]. En las secciones siguientes resumi-
mos el trabajo que llevamos hecho; en la sección 3, presentamos el framework que hemos
desarrollado para implementarlo.
2.2 Soporte lingǘıstico
En esta sección describimos CAL someramente mediante el ejemplo del sistema de tarjetas
de débito presentado previamente. Este problema se puede describir fácilmente utilizando
nuestro modelo puesto que realmente se puede reducir a una interacción tripartita entre un
punto de venta, una cuenta de cliente y una cuenta de vendedor. La figura 1 muestra una
descripción del sistema en CAL que analizamos en las secciones siguientes.
2.2.1 Descripción de interacciones
Las interacciones se definen usando la siguiente sintaxis:
interaction 〈nombre〉[〈objetos
participantes〉](〈ranuras〉)
where 〈permisos de lectura/escritura〉
Cada una tiene un nombre diferente, algunos participantes, algunas ranuras y un conjunto
de permisos de lectura/escritura.
interaction transfer[PointOfSales pos; Account source, dest]
(float sum; boolean approval) where
pos writes sum, reads approval;
source writes approval, reads sum;






transfer[pos!self, source!Get Customer Account(), dest!Get Merchant Account()]
{





















Figure 1: Una descripción en CAL del sistema de tarjetas de débito.
En el ejemplo en la figura 1 se ha definido una interacción tripartita denominada transfer
que permite interactuar a un objeto que interpreta el papel pos y dos cuentas que interpretan
los papeles source y dest. Esta interacción se convierte aśı en el canal mediante el cual pueden
coordinar sus actividades para conseguir transferir fondos desde la cuenta origen (source)
hasta la cuenta destino (dest) mediante el punto de ventas (pos).
Las interacciones tienen un estado local que se compone de varias ranuras. transfer, por
ejemplo, tiene dos ranuras denominadas sum y approval. La primera se utiliza para almacenar
la cantidad de dinero a transferir y la segunda es un indicador de si la cuenta origen tiene
saldo suficiente como para transferir esa cantidad a la cuenta destino. Estas ranuras dan
interface IPointOfSales {
void Wait For Sale();
float Get Price();
oid Get Customer Account();
OID Get Merchant Account();




void Pay In(float sum);
boolean Authorise Payment(float sum);
}
Figure 2: Interfaces requeridas por los comportamientos en la figura 1.
lugar a un estado local que simula el estado global temporal del modelo de interacción entre
múltiples participantes básico [19]. La diferencia más importante es que un objeto ya no
necesita tener acceso al estado local de otros para obtener la información que necesita.
Los permisos de lectura/escritura indican qué participante puede leer o escribir cada
ranura. En nuestro ejemplo, el punto de venta es responsable de almacenar la suma a
transferir en la ranura sum, mientras que tan sólo necesita leer la ranura approval para mostrar
el mensaje apropiado en la pantalla; la cuenta que interpreta el papel source puede leer la
ranura sum para decidir si puede transferir la suma indicada y escribe en la ranura approval
para almacenar su decisión; finalmente, la cuenta destino puede leer ambas ranuras, pero no
tiene permiso para escribir en ninguna de ellas.
Un objeto puede ofrecer participación en una o más interacciones al mismo tiempo.
En cada oferta debe indicar qué papel quiere interpretar y puede establecer restricciones
sobre qué otros objetos deben interpretar los restantes papeles. Una interacción se puede
ejecutar siempre y cuando exista un conjunto de objetos que esté de acuerdo en interaccionar.
Generalmente nos referimos a esa interacción y el conjunto de objetos que la pueden ejecutar
como una habilitación.
Dado que es necesario garantizar la exclusión mutua, un objeto no puede ejecutar más de
una interacción al mismo tiempo. No obstante, como un objeto puede ofrecer participación
en diversas interacciones al mismo tiempo, puede encontrarse en más de una habilitación.
Por esta razón, cuando dos o más habilitaciones comparten objetos, no pueden ejecutarse
al mismo tiempo. El conjunto de habilitaciones que no se pueden ejecutar se dice que son
rechazadas.
2.2.2 Descripción de los comportamientos
Como hemos visto, los objetos participantes en una interacción deben interpretar papeles






Cada descripción requiere que los objetos sobre los que se aplica implementen un con-
junto de interfaces. En el ejemplo de la figura 1 se han mostrado dos comportamientos:
PointOfSales, que describe el la forma en que se comportan los puntos de venta, y Account,
que describe el comportamiento de las cuentas bancarias, ya sea como deudoras o como
acreedoras. PointOfSales requiere la interfaz IPointOfSales descrita en la figura 2. Las opera-
ciones de esta interfaz permiten a un objeto esperar a que se produzca la siguiente venta
(Wait For Sale) y obtener su importe (Get Price), aśı como obtener referencias a las cuentas
del cliente y el vendedor (Get Customer Account, Get Merchant Account) y mostrar un mensaje
en pantalla con los resultados de la operación (Report Result). De manera similar, Account
requiere la implementación de una operación para retirar dinero de una cuenta (Charge),
para ingresar dinero en ella (Pay In) o para autorizar un pago (Authorise Payment).
Las operaciones requeridas por un comportamiento son aquéllas cuya ejecución se coor-
dina mediante interacciones multipartitas. Para modelar la forma en que un punto de venta
y dos cuentas cooperan utilizamos instrucciones de la forma I[participant list]{comm stat}, en
donde I es el nombre de una interacción, la lista entre corchetes identifica los objetos que se
desea hacer participar en la interacción y comm stat es una lista de instrucciones de comu-
nicación que involucra las ranuras de la interacción I. Los participantes en la interacción se
indican mediante expresiones de la forma role!id, lo que significa que el papel role debe ser
interpretado por el objeto identificado por id. La expresión role!self se utiliza para indicar
que el papel role será interpretado por el objeto que ejecuta la instrucción de interacción. Si
no se indica nada para un papel, se asume que cualquier objeto puede interpretarlo.
Por lo tanto, el comportamiento de un punto de venta se puede resumir aśı: es un bucle
infinito en el que primero espera a que comience una nueva operación de venta y entonces
intenta ejecutar la interacción transfer junto a los objetos que modelan la cuenta del cliente
y del vendedor. Si se llega a ejecutar esta interacción, el punto de venta ejecuta entonces su
código de comunicación, que consiste en almacenar la suma a transferir en la ranura sum y
mostrar un mensaje en su pantalla. El comportamiento Account también consiste en un bucle
infinito en el que la participación en la interacción transfer se ofrece tanto como cuenta de
origen como de destino de la transferencia. Si se ejecuta la interacción en la que interpreta
el primer papel, entonces comprueba si puede afrontar el cargo, almacena el resultado en
la ranura approval y actualiza su saldo convenientemente. Si se ejecuta la otra interacción,
entonces simplemente lee la ranura approval y actualiza el saldo.
Evidentemente, una interacción multipartita retrasa la ejecución de un objeto que intenta
leer una ranura hasta que ha recibido un valor por parte de otro participante. Es decir, un
punto de venta que intenta ejecutar la instrucción Report Result(approval), es retrasado en
su ejecución hasta que la cuenta origen de la transferencia escribe su decisión en la ranura
approval. Por lo tanto, las instrucciones de comunicación se ejecutan en una región cŕıtica
en la que no pueden producirse condiciones de carrera.
2.2.3 Aplicación de comportamientos a clases
Los patrones de comportamiento son abstractos porque describen cómo un objeto que imple-
menta un conjunto de operaciones puede cooperar con otros. Estas operaciones son también
abstractas y, a menudo, necesitan ser adaptadas antes de aplicar un comportamiento sobre
una clase concreta.
CAL proporciona un mecanismo simple para adaptar operaciones que se muestra en la
figura 3. En este ejemplo, el comportamiento Account ha sido aplicado sobre una clase Java
llamada bankAccount. Si se fija, esta clase no proporciona las operaciones que requiere el com-
portamiento, aunque no es dif́ıcil adaptarlas. Por ejemplo, la operación Authorise Payment(sum)
se puede adaptar fácilmente mediante la expresión getBalance() ≥ sum.
Esta adaptación nos permite escribir comportamientos completamente abstractos y re-
utilizables. Esto es importante puesto que en otros lenguajes orientados a aspectos como
COOL [25], RIDL [25] o AspectJ [22], los aspectos hacen referencia a las clases sobre las




public void updateBalance(float sum) { balance += sum; }
public boolean getBalance() { return balance; }
}
map behaviour Account onto class bankAccount where
Charge(sum) = updateBalance(-sum);
Pay In(sum) = updateBalance(+sum);
Authorise Payment(sum) = (getBalance() ≥ sum);
Figure 3: Aplicación del comportamiento Account sobre la clase bankAccount.
3 Nuestro framework
Hemos diseñado un framework de clases que ofrece todos los servicios necesarios para im-
plementar CAL1 Nuestros objetivos principales a la hora de diseñarlo fueron los siguientes:
1. Debeŕıa ser extensible de forma que se pudieran incorporar en él nuevos middlewares
y algoritmos de coordinación de una forma simple. Esto mejora las posibilidades de
elección del diseñador a la hora de producir la versión final de sus objetos de negocio.
2. Debe tener en cuenta la existencia de objetos pasivos y tratarlos adecuadamente. El
modelo de interacciones entre múltiples participantes tradicional asume que todos los
objetos son activos y cuentan con su propio hilo de ejecución, lo que no suele ser cierto
en el contexto de los MOWS.
3. Debe permitir integrar otros aspectos ortogonales con facilidad.
La figura 4 muestra una fotograf́ıa de un sistema en ejecución que ilustra la arquitectura
de nuestra propuesta. Se compone de los elementos siguientes:
El gatekeeper : Es uno de los elementos más importantes puesto que es responsable de
tareas como las poĺıticas de seguridad, facturación, generar y gestionar los UUID,
localizar los coordinadores de interacción, etcétera.
Coordinadores de interacción: Son responsables de detectar qué interacciones están ha-
bilitadas y de arbitrar entre aquéllas que son conflictivas, es decir, comparten objetos.
Representantes: Los objetos del usuario se consideran entidades externas al framework
que utilizan representantes para interactuar. Esto permite establecer una clara sepa-
ración entre la funcionalidad y los detalles de coordinación, aunque también simplifica
el diseño del framework ya que éste sólo tiene que tratar con los representantes. Esto
significa que los objetos de usuario puede tener funcionalidad pura o han podido ser
previamente mezclados con otros aspectos. Por ejemplo, un objeto que tenga restric-
ciones de sincronización y de persistencia puede ser implementado utilizando COOL
[25] y la propuesta de [5], pero estos detalles son irrelevantes para el framework.
Gestores de comunicación: Son los responsables de gestionar la comunicación entre los
objetos que participan en una misma interacción, es decir, permiten la comunicación,
1Este framework está disponible solicitándolo a los autores. Env́ıe una carta electrónica a jperez@lsi.us.es

















Figure 4: La arquitectura de nuestra solución.
tienen en cuenta los fallos que se puedan producir, etcétera. Dado que es posible que
existan varias ocurrencias de la misma interacción ejecutándose simultáneamente, cada
una de ellas tiene su propio gestor de comunicaciones.
A primera vista, podŕıa parecer que el gatekeeper es un cuello de botella, pero esto no
es aśı. La razón es que la funcionalidad que ofrece se utiliza sólo cuando aparecen nuevos
objetos o interacciones en el sistema o cuando un objeto necesita localizar las referencias a
los coordinadores responsables de las interacciones en las que participan. También debemos
indicar que nada nos impide crear varios gatekeepers que se ejecutan concurrentemente,
reduciendo de esta forma el impacto de una cáıda o fallo del sistema. Sin embargo, dado
que todas las copias del componente en ejecución son funcionalmente equivalentes entre śı,
solemos referirnos al mismo como “el gatekeeper”.
También es interesante mencionar que tener representantes para los objetos de usuario
no significa ineficiencia puesto que residen en el mismo espacio de memoria que los objetos
que representan. Además, separar los aspectos de coordinación de los objetos de negocio en
tiempo de ejecución también dibuja una clara ĺınea de separación entre la funcionalidad que
encapsulan y la forma en que interactúan con otros. Esto facilita la construcción de weavers
puesto que los representantes se pueden implementar fácilmente usando una colección de
patrones de diseño a la que de forma colectiva se le suele hacer referencia como Role Object
Pattern [15]. Esto ayuda a mantener separados los distintos contextos en los que un objeto
puede participar y facilita el mantenimiento de los mismos.
La figura 5 muestra el aspecto del framework que hemos diseñado. F́ıjese en que nuestro
diseño es lo suficientemente general como para acomodar con facilidad diversos middlewares
o algoritmos de coordinación o de comunicación propuestos en la bibliograf́ıa, entre ellos
los nuestros [30, 29]. El diseñador puede de esta forma decidir cuál es la mejor forma de
implementar sus objetos de negocio: si todos los objetos conocen aquéllos con los que van
a interactuar se puede utilizar un algoritmo clásico como el de Bagrodia et al. [2] o los de




















































Figure 5: Nuestro framework de clases.
4 Evaluación de la propuesta
En las secciones siguientes demostraremos la flexibilidad de nuestra propuesta y su eficiencia
viendo de qué forma permite cambiar el modelo de interacción, cómo se pueden integrar
aspectos ortogonales y mostrando los resultados de unos experimentos sobre eficiencia y
tiempo de desarrollo que hemos llevado a cabo.
4.1 Cambio del modelo de interacción
Nuestra propuesta permite reutilizar fácilmente la funcionalidad de una clase en contextos
en los que se utilizan diversos modelos de interacción. Lo ilustraremos mediante un ejemplo
en el que reutilizamos la clase bankAccount en un entorno en el que se utiliza JavaSpaces [20]
para desarrollar un objeto de negocio que permite cargar las cuentas que sea necesario con
una determinada comisión.
La figura 6 presenta el código Java necesario. commissionCharger es un objeto de negocio
que vigila continuamente el espacio de tuplas commissionSpace. Cada vez que aparece en él
una tupla de la forma comission(oid, p), la retira del mismo, localiza el objeto de la clase
bankAccount identificado por oid y le carga el porcentaje de comisión p.
Este ejemplo sencillo demuestra que es posible reutilizar la funcionalidad que ofrece la
clase bankAccount de una forma efectiva siempre y cuando se mantenga independiente del
modelo de interacción utilizado.
4.2 Integración con aspectos ortogonales
El lenguaje que hemos presentado permite integrar fácilmente otros aspectos de la forma
en que se muestra en la figura 7. La idea es mezclar aspectos tales como sincronización
intra-objetos o replicación utilizando lenguajes espećıficos para describirlos de forma que la
clase sobre la que apliquemos un comportamiento descrito con CAL ya haya sido mezclada
con todos ellos.





public class commissionCharger {
protected bankAccount locateAccount (String OID)
{ ...Localizar la cuenta mediante su OID... }
public void run()
{
JavaSpace space = spaceAccessor.getSpace(”commissionSpace”);
commission orderTemplate = new commission();
commission newOrder = null;





newOrder = (commission)space.take(orderTemplate, null, Long.MaxValue);
account = locateAccount(newOrder.OID);


































Figure 7: Mezclando aspectos ortogonales con CAL.
Table 1: Patrones de coordinación utilizados para evaluar nuestra propuesta (c.f. [19]).
Clave Descripción
DCS El sistema de tarjetas de débito presentado anteriormente.
LE(n) El problema de la elección del ĺıder, que es un patrón muy habitual en subastas
a través de la web. El número de subastantes se da entre paréntesis.
DF(n) El problema de los filósofos comensales, que es el paradigma de todas aquellas
situaciones en las que un objeto necesita tener acceso exclusivo a otros de forma
simultánea. El número de filósofos se da entre paréntesis.
MM El problema de multiplicación de matrices, que es un ejemplo t́ıpico de tarea
que debe ser dividida en varias subtareas y que requiere de una cuidadosa coor-
dinación para obtener los resultados totales a partir de los resultados parciales.
TH Las Torres de Hanoy. Aunque este patrón no es frecuente en la práctica, es un
buen ejemplo de problema en el que un número relativamente pequeño de objetos
tienen que interactuar muy frecuentemente utilizando un patrón de coordinación
muy complejo. Sirve para probar nuestro framework en una situación extrema.
Por ejemplo, la figura 8 muestra una especificación en COOL que indica que no es posible
que dos hilos de ejecución concurrentes ejecuten en método updateBalance simultáneamente
o al mismo tiempo que el método getBalance. Podemos usar el weaver de COOL para
mezclar esta especificación con la clase bankAccount de manera que la clase resultante tenga
sincronización intra-objeto. Se forma similar podemos usar los advices en AspectJ descritos
en [5] para añadirle capacidades de replicación de una forma muy simple.
4.3 Resultados emṕıricos
Al objeto de evaluar emṕıricamente nuestra propuesta hemos desarrollado varios experimen-
tos en los que hemos implementado los patrones de coordinación que mostramos en la tabla
1 utilizando nuestra propuesta, AspectJ y Java estándar. Los experimentos fueron desarrol-
lados por equipos de tres estudiantes de cuarto grado. Todos teńıan buenos conocimientos
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Figure 9: (a) Rendimiento de nuestro framework. (b) Tiempo de desarrollo.
Después de formar a nuestros estudiantes, los dividimos en doce grupos de tres personas
cada uno. Todos implementaron los patrones indicados, pero los cuarto primeros utilizaron
nuestro framework (Grupo A), los cuatro siguientes usaron AspectJ (Grupo B) y los restantes
usaron Java estándar (Grupo C).
La figura 9.a proporciona resultados emṕıricos sobre la eficiencia de la implementación
que cada grupo desarrolló. Todos los experimentos se ejecutaron en una red de ordenadores
equipados con procesadores Pentium a 200 Mhz, 64 MB de RAM y Windows NT 4.0 unidos
entre śı mediante una red Ethernet de 10 Mbps. Medimos el número medio de interacciones
por segundo que consiguió cada implementación durante una ejecución lo suficientemente
larga como para ejecutar 10.000 interacciones.
Como muestra la figura, nuestro framework consigue unas 163.12 interacciones por se-
gundo utilizando nuestros propios algoritmos, lo que resulta bastante similar a las imple-
mentaciones realizadas con AspectJ o Java. La penalización que introduce nuestro frame-
work es de aproximadamente 0.62% con respecto a AspectJ y de 5.34% con respecto a Java.
Parece bastante razonable y se ve compensada con la reducción significativa que se produce
en el tiempo de desarrollo. Como se muestra en la figura 9.b, este tiempo es de aproxi-
madamente 121.43% menos que usando AspectJ y de aproximadamente 114.29% menos que
usando Java.
A partir de estos resultados, podemos concluir que utilizar AspectJ para resolver prob-
lemas espećıficos en el campo de la coordinación no implica una reducción significativa del
tiempo necesario para desarrollar un proyecto. Creemos que la razón es que AspectJ no pro-
porciona construcciones espećıficas para tratar este aspecto, por lo que es necesario emplear
la mayor parte del tiempo desarrollando los algoritmos de coordinación, lo que no supone
una ventaja respecto a usar Java estándar.
5 Trabajo relacionado
Una de las primeras propuestas que consideró la coordinación como un aspecto separado
fue COOL [25]. Este lenguaje proporciona un constructor especial denominado coordinator
que se puede asociar con una clase concreta y permite describir la poĺıtica de sincronización
de sus métodos. El coordinador de una clase describe todos los posibles estados por lo que
pueden pasar sus objetos desde el punto de vista de la coordinación, cómo cambian de estado
cuando se invoca un método y también establece restricciones sobre cómo debe ejecutarse
una llamada a método dependiendo del estado en que se encuentra el objeto.
COOL se diferencia de nuestra propuesta en que tan sólo es capaz de tratar con la coor-
dinación intra-objeto, es decir, los protocolos que controlan cuándo una llamada a método
puede ser ejecutada inmediatamente o debe ser retrasada hasta que se cumpla una determi-
nada condición de sincronización. Por lo tanto, la coordinación entre varios objetos debe ser
codificada dentro del código funcional. Además, COOL asume que el modelo de interacción
subyacente es llamada a métodos, lo que hace imposible cambiarlo.
Anteriormente, los autores de [21] presentaron una propuesta a la que denominamos
LFMOC. Utiliza restricciones multiobjeto implementadas por sincronizadores que permiten
describir patrones de coordinación. Conceptualmente, un sincronizador es un objeto que re-
stringe de alguna forma las invocaciones de métodos aceptadas por un conjunto de objetos.
Permiten establecer un orden temporal o la atomicidad de un conjunto de llamadas, por
lo que esta propuesta mejora COOL substancialmente. ACT [1] es otra propuesta similar
a LFMOC. En este caso, se utilizan filtros de composición para diseñar metaobjetos que
controlan de qué forma se sincroniza la ejecución de un conjunto de métodos en uno o varios
objetos. LFMOC y ACT son similares en esencia, pero se diferencian en las posibilidades
expresivas de los lenguajes que utilizan para describir la coordinación, que son mucho may-
ores en el segundo caso. Sin embargo, LFMOC permite generar los protocolos de bajo nivel
necesarios para conseguir la sincronización entre objetos de una forma automática. Por el
contrario, estos protocolos deben ser descritos y diseñados por el programador en ACT,
aunque pueden ser reutilizados en varias ocasiones.
Nuestra propuesta es similar tanto a LFMOC como a ACT puesto que también permite
coordinar grupos de objetos sin necesidad de embeber los protocolos de bajo nivel en el código
funcional. Sin embargo, se diferencia en que los protocolos semánticos tanto en LFMOC
como en ACT deben ser codificados como parte de la funcionalidad que proporcionan los
objetos, lo que los hace dependientes del modelo de interacción utilizado.
Otra propuesta interesante es [32], en donde los autores presentan un framework denom-
inado DAOF que es capaz de tratar diferentes aspectos mediante intercepción y adaptación
de las llamadas a métodos. En DAOF, los aspectos son entidades de primer orden que
se pueden componer en tiempo de ejecución utilizando la información almacenada en el
middleware. Para tratar un aspecto, éste debe ser encapsulado en una clase y registrado
en el middleware, que es responsable de aplicarlos en un orden determinado cada vez que
detecta la llamada a un método de un objeto. La propuesta se ilustra mediante el aspecto
de coordinación, que es muy similar a LFMOC o ACT. En DAOF, el aspecto de coordi-
nación se implementa mediante un objeto que permite observar y controlar las invocaciones
a métodos. Sin embargo, no queda claro si los autores son capaces de tratar la coordi-
nación entre múltiples objetos. Contrariamente a LFMOC y nuestra propuesta, DAOF no
proporciona un mecanismo automático para generar los protocolos de bajo nivel.
Como conclusión de los trabajos analizados en este campo espećıfico podemos afirmar
que en ninguno de ellos se ha intentado separar el modelo de interacción subyacente de
la funcionalidad, pese al hecho de que existan numerosos trabajos en los que se proponen
modelos de interacción avanzados mucho más adecuados en determinados contextos que la
llamada a métodos [28].
6 Conclusiones
En este art́ıculo hemos explorado la orientación a aspectos, el modelo de interacción entre
múltiples participantes y la forma en que la programación de sistemas distribuidos puede
beneficiarse de ello. La separación de la funcionalidad y el modelo de interacción favorece la
reutilización, mejora la facilidad de comprensión y facilita el mantenimiento y la evolución
del software puesto que las clases que son puramente funcionales pueden ser fácilmente
reutilizadas en otros contextos en los que existen modelos de interacción espećıficos más
adecuados que la llamada a métodos. Hemos demostrado, además, que nuestra propuesta
es viable adaptando un modelo de interacción conocido y desarrollando un framework de
clases que permite implementarlo de una forma tan eficiente como si lo hubiéramos hecho
artesanalmente; el tiempo de desarrollo, sin embargo, se reduce notablemente.
Hasta donde alcanza nuestro conocimiento, estos resultados son novedosos puesto que
ninguna de las referencias de primera ĺınea consultadas intenta separar el modelo de inter-
acción subyacente de otros aspectos. Se asume generalmente que los objetos se comunican
mediante llamada a métodos y esto los hace dependientes de este modelo de interacción y
dificulta su reutilización en otros contextos en los que son más adecuados otros modelos.
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