We have developed a classification scheme for classifying visual programming language research papers. This paper presents the scheme, the motivations for developing it, and examples of its use.
INTRODUCTION
The literature about visual programming languages (VPLs) has grown to the point where some kind of organization must be imposed. Such an organization would make it possible for researchers to classify their work in terms of its main areas of contribution, thereby helping other researchers to easily and reliably locate relevant papers. This then is the goal of a classification system-to aid researchers in their search for relevant work.
The ACM Computing Reviews Classification System [1] exists for precisely this purpose, and is partially reprinted in Appendix A of this paper. The benefits of using the Computing Reviews system (ACM CR system) for classifying VPL research would have been many. The ACM CR system is the result of extensive work and analysis, it is widely used and understood, and all VPL work classified according to the system would have fit into the many databases and bibliographies that make use of the ACM CR system. Unfortunately, the structure of the ACM CR system is unsuitable for classification of VPL research. There are two reasons for this. The first is granularity: the ACM CR system is already 3 levels deep, and only 4 are allowed.
If we were able to add a new category to the system (such as D. 3.5: Visual Programming Languages) , only one level below it would be possible which would hardly be sufficient to organize the various kinds of work in the area. The second reason is fragmentation: if we were to use existing categories (such as Control structures under D.3.3: Language Constructs and Features, , VPL work would be lost in the forest of all non-visual programming language work in that area, making it very difficult for researchers to locate any VPL work at all. In short, although it is possible to classify VPL work using the ACM CR system, doing so does not achieve the goal of organizing the work in a way that is helpful to VPL researchers.
Given that the ACM CR system will not suffice for classifying VPLs, a second possibility would have been to devise a VPL classification system that exactly parallels the ACM CR Programming Languages area (D.3).
Unfortunately, however, this too is unsuitable. A glance at Appendix A shows that the arrangement of subtopics in this area does not closely reflect the research subareas within VPLs. There are many areas that would never have any entries at all because work in them is not particular to VPLs (such as Recursion and Dynamic storage rev. June 16, 1994 management), and there are other important areas particular to VPLs that are entirely missing from the ACM CR system (such as Programming by demonstration, and Icon theory). Thus, a new system devised especially for VPL research is required.
A VPL CLASSIFICATION SYSTEM
We have developed such a system for classifying VPL research. Although the scope of our work has been only within visual programming languages, figure 1 shows how we envision the VPL classification system in relation to classification systems that may later be developed for other subareas of visual computing. Determining whether a particular language should be classified in the Visual Programming Languages subarea depends on whether it can be We initially tested the VPL classification system by classifying a variety of VPL research papers ourselves. A more extensive test of the system was performed by the original authors of additional VPL research papers, and improvements were incorporated as a result of their suggestions. The bibliography of papers classified by the original authors is shown in Appendix B and is available to all interested researchers via anonymous ftp 1 .
HOW TO USE THE CLASSIFICATION SYSTEM
The classification system is designed with the intent that any node in the tree may be used to classify a paper, not just the leaf nodes. 2 For example, a paper about implementation issues that are particular to VPLs (as opposed to a paper about one specific implementation issue) would be placed in classification VPL-IV: Language Implementation Issues. Some broad survey papers such as S.-K. Chang's 1987 tutorial on visual languages [2] may even be best classified using the root node, VPL: Visual Programming Languages. This eliminates the need for categories labeled "miscellaneous" which people are unlikely to find particularly useful. It also reduces the number of subtopics needed since it is not necessary to create new leaf nodes for survey papers and for papers that report results from unusual perspectives.
Following the convention of the ACM CR Classification System, we do not formally define the terms, but rather leave it to the authors to use the terms they feel are most appropriate in classifying their own papers. In the VPL classification system, like others, it is intended that authors will classify their papers in terms of the main contributions of the paper. Authors should not attempt to cover every briefly-mentioned subtopic in their classification of a paper. Thus, two to four categories should suffice for most papers. For example, we would classify the paper "VIVA: A Visual Language for Image Processing" [3] Authors may also include the names of their systems and approach-specific phrases, if applicable, in their classification list. This facilitates searches for papers about a specific system or approach. For example, we would add the keyword VIVA to the list of keywords given in the previous paragraph for Tanimoto's paper.
Some authors describe their VPLs in terms of the representation system used (e.g., "XYZ is an iconic language ..."). Others tend to describe their VPLs in terms of the underlying paradigm (e.g., "XYZ is an object-oriented visual language ..."). For this reason, both ways of classifying VPLs are provided within VPL-II: Language Classifications.
In some cases, an author may wish to classify a paper using both VPL classifications and ACM CR classifications. To eliminate confusion as to which classification scheme is being used, the VPL classification is prefixed with "VPL-". For example, the paper "Interactive Visual Data Abstraction in a Declarative Visual Programming Language" [4] provides a description of the programming language Forms/3, and focuses on its approach to data abstraction and event handling. We classified it as VPL-II. : Event handling in the VPL classification system, and classified it as D. 3.2: Nonprocedural languages and D.3.3: Abstract data types in the ACM CR system. We also included the keyword Forms/3.
CONCLUSION
In the past, search techniques for VPL research have been limited primarily to ad-hoc scans through probable locations. The classification system presented here is a first step toward solving this problem. If the system comes into wide use by authors, it will be possible for those maintaining bibliographies in the VPL subarea of visual computing to organize entries more effectively than has been done in the past using only the traditional alphabetical order. This would enable researchers to find work in their specific interests more reliably and efficiently. rev. Machinery, Copyright 1991, ACM.) 
