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Вступ
В багатьох процесах, пов’язаних зі створенням та супроводженням програмного забезпечення, проводиться вимірювання [1]. Вимірювання програмного забезпечення застосовують, наприклад, при документуванні, модифікації, контролю якості. Воно призначене для контролю та управління процесами розробки з метою підвищення їх ефективності [2]. Вимірювання проводиться за допомогою метрик [3]. Метрика – кількісне значення міри володіння системою, компонентом чи процесом заданою властивістю [4]. За допомогою метрик оцінюють властивості складових розробки програмного забезпечення (продуктів, процесів). 
Властивість – це деяка характеристика сутності програмного забезпечення [4]. Властивості програмного забезпечення дають його розуміння для аналізу та подальшого використання. Вищий рівень абстракції для властивості відповідає повному розумінню програмного забезпечення, нижчий показує окремий аспект програмного забезпечення. Властивості нижчого рівня простіше охарактеризувати на основі простих числових показників. Але на основі цих властивостей важко або неможливо говорити про загальні характеристики програмного забезпечення. Оскільки, найчастіше, властивості програмного забезпечення, які потребують визначення, є складними величинами, які не можна виміряти безпосередньо, то для характеристики властивості необхідно виконувати її декомпозицію на сукупність вузьких, підбираючи для неї ряд характеристичних метрик [5]. 
Отже, при підборі метричного забезпечення для властивості програмного забезпечення проводиться вибір деяких простих метрик, за допомогою яких характеризується обрана властивість.
Огляд останніх досліджень
Існує три методи підбору метрик для властивостей програмного забезпечення: ціль-питання-метрика [6], модель відповідальної особи [7] та стандартизовані метрики [8]. 
Перший метод передбачає три етапи підбору метрик для властивості [6]: 
–	формулювання цілі, яка буде досягнута шляхом вимірювання программного забезпечення;
–	формулювання питань, на які потрібно отримати відповідь, щоб зрозуміти, чи досягається ціль;
–	визначаються метрики, які можна використати для відповіді на запитання, визначені на другому етапі.
Застосування методу «ціль-питання-метрика» включає в себе процеси планування, визначення цілей, питань та метрик, збір даних та аналіз даних (рис. 1).
Другий метод передбачає підбір необхідних метрик безпосередньо відповідальною особою [7]. Підбір метрик в данному випадку пов'язується із задачами, які повинні бути вирішені, та рішеннями, які потрібно приймати при вирішенні даних задач. Рішення про вимірювання метрики приймаються на основі досвіду даної особи або за рекомендаціями експертів.
Використання перших двох методів покладається на високу кваліфікацію та досвід експертів. Що робить підбір метрик для властивостей не завжди вигідним та зручним.  


Рис.1 Метод «ціль-питання-метрика»
Третій метод пов'язаний з використанням рекомендацій чи стандартів деяких організацій, які займаються дослідженнями в потрібній сфері [8]. Цей метод базується на проведених емпіричних дослідженнях. Він передбачає виведення закономірностей на основі проведених раніше досліджень. Недоліком є те, що його використання сильно обмежується сферою проведених досліджень, рекомендації по підбору метрик носять загальний характер.
Усі три методи дозволяють вирішувати поставлену задачу, тобто підбирати метрики для властивості программного забезпечення. Враховуючи переваги та недоліки кожного методу, можна зробити висновок, що найбільш доступним та простим є метод «ціль-питання-метрика». Крім цього він є більш дослідженим та зручним.
Тому для вирішення задачі пропонується використати метод «ціль-питання-метрика».
Цілі статті
Основними цілями статті є:
–	застосування методу «ціль-питання-метрика» для підбору метричного забезпечення на прикладі властивості «розуміння»;
–	аналіз переваг та недоліків методу для метричного забезпечення властивості.
Метричне забезпечення властивості «розуміння» методом «ціль-питання-метрика»
Планування. Підбір метрик саме для властивості «розуміння» зумовлений широким колом її можливого використання. Її можна застосовувати при тестуванні, створенні документації, повторному використанні компонентів програмного забезпечення, рефакторингу, в зворотній інженерії [9]. Розуміння процесів та продуктів – це перший крок до більш ефективного їх контролю та управління.
Властивість «розуміння» показує наскільки просто чи складно зрозуміти написану програму. Це поняття включає декілька аспектів: зрозумілість програмного коду, що визначається зрозумілістю назв програмних конструкцій, простотою візуального сприйняття блоків (структурованості тексту програми) , коментованістю програми, зрозумілість зв’язків у програмі (структурованості програми), зрозумілість компонентів програми та призначення програми. Необхідність включення до пояснення властивості «розуміння» призначення програми пояснюється складністю розуміння коду, написаного для вирішення вузькоспеціалізованих специфічних задач, зокрема для точних наук (наприклад, моделювання процесів при ядерних реакціях, чи деяких хімічних процесів), що потребує знань предметної області.
Вимірювання програмного забезпечення проводиться з ціллю забезпечення розуміння, контролю чи покращення програмного забезпечення [6]. Властивість «розуміння» є базовою для всіх трьох цілей розробки програмного забезпечення. 
Визначення. При застосування методу «ціль-питання-метрика» для властивості «розуміння» виділяємо такі цілі: «оцінити зрозумілість програмного коду», «оцінити зрозумілість програми», що включає структурованість програми та зрозумілість компонентів, «оцінити спеціалізованість програми». Підбір метрик для всіх трьох цілей складає те метричне забезпечення, яке слід застосовувати для властивості «розуміння». Перша ціль дає можливість зрозумілість внутрішнього устрою окремих компонентів програми. Друга ціль дає можливість зрозуміти призначення компонентів програми та їх взаємозв’язок. Третя ціль допомагає зрозуміти складність програми, пов’язаної зі специфікою вирішення задач.
Постановка питань до цілі деталізує поставлену ціль для властивості, пов’язані з задачами, які вирішуються використанням властивості [9]. Постановка питань пов’язана з об’єктом дослідження: продукти, процеси, ресурси. Так як підбір метрик здійснюється для програмного забезпечення, відповідно питання для властивості ставляться тільки для програм. При цьому поставлені питання повинні тільки частково деталізувати цілі. Іншими словами, вини повинні знаходитися на рівень нижче від цілей та на рівень вище метрик. Тому питаннями до першої цілі є: «наскільки зрозумілі назви програмних конструкцій?», «наскільки добре структурований текст програми?», «наскільки коментована програма?»; питаннями до другої цілі є: «наскільки структурована програма?», «наскільки зрозумілі зв’язки компонентів?»; питанням до третьої цілі є «наскільки спеціалізовані задачі виконує програма?». Як видно із поставленого питання до третьої цілі, підібрати метрики для неї буде проблематично. В той самий час більш конкретне запитання поставити важко. Тому необхідно провести додатковий аналіз поставленої цілі на нижчому рівні.
Рівень метрик в методі «ціль-питання-метрики» відповідає рівню отримання кількісної інформації про досліджувані величини [9]. Метрики на нижчому прикладному рівні деталізують поставлені раніше питання. При підборі слід враховувати як прямі вимірювані метрики, так і вже виведені непрямі. Непрямі метрики дають більшу достовірність отриманих результатів.
Враховуючи особливості використовуваних вимірювачів, метриками для першої цілі є:
–	питання «наскільки зрозумілі назви програмних конструкцій?»: «осмислені імена змінних у модулях», «осмислені імена модулів»
–	питання «наскільки добре структурований текст програми?»: «модулі, що мають горизонтальні відступи», «модулі, що мають вертикальні відступи»
–	питання «наскільки коментована програма?»: «модулі, які мають коментовані заголовки», «модулі, які мають коментарі між заголовком та кінцем», «число не коментованих конструкцій у модулі», «коментовані рядки модуля»
Метриками для другої цілі є:
–	питання «наскільки структурована програма?»: «цикломатична складність», «структурна вкладеність», «метрики Хольстеда»
–	питання «наскільки зрозумілі зв’язки компонентів?»: «зчеплення», «зв’язаність».
Метрики для третьої цілі, якій відповідає питання «наскільки спеціалізовані задачі виконує програма?», як було сказано раніше, підібрати досить проблематично. Визначити більшу специфічність можна по непрямих ознаках, таких як більше число коментарів в програмі та наявність спеціалізованої документації. При відсутності чи малому значенні цих ознак розуміння програми ускладнюється. Тому третя ціль на властивість розуміння буде впливати як деякий коефіцієнт ускладнення перших двох цілей. Чим більша спеціалізація програми, тим більше значення має коефіцієнт ускладнення. Даний коефіцієнт пропонується визначати експертам з предметної області, для якої написане програмне забезпечення.
Перевірка адекватності вибраних метрик поставленим цілям показує, що підібрані метрики для поставлених питань відповідають кожній із поставлених цілей. Виключенням є тільки остання ціль, для врахування якої пропонується використовувати коефіцієнт ускладнення. Загальна ієрархія цілей, питань та метрик приведена на рис. 2.
Збір даних. Даний етап пов’язаний із підготовкою матеріалів, до вимірювань. Цей етап може включати як фізичні вимірювання, так і проведення різного роду опитувань [9]. Тут вибирається вид, в якому будуть представлятися зібрані дані та засоби, які будуть для цього використовуватися. Так як підбір метрик відбувається для програм, будуть використовуватися тільки фізичні вимірювання за допомогою спеціальних засобів.
Для проведення вимірювань вибрано більше 30 різних об’єктно-орієнтованих проектів з різною кількістю класів (від 100 до більше 1000). Вибір саме цих проектів пов’язаний із їх доступністю (вони відкриті) та широким розповсюдженням об’єктно-орієнтованого підходу при розробці програмного забезпечення. Основний засіб, який застосовувався для вимірювання об’єктно-орієнтованих проектів, – iPlasma [10]. Деякі прямі метрики були отримані за допомогою засобу, описаного в [11]. Об’єм досліджуваних даних обраний таким чином, щоб їх було достатньо для подальшого аналізу з використанням статистичних методів, деталі вирахування якого описані в [12].

Рис.2 Структура підібраних цілей, питань та метрик для властивості «розуміння»
Аналіз. Аналіз є останнім етапом підбору метрик для властивості. Аналіз передбачає безпосередньо процес вимірювання та аналізу метрик, відповідей на питання та формулювання висновків про досягнення цілей. Етап аналізу даних проводиться на усіх трьох рівнях з рис.2 – вимірювання, відповідь та досягнення цілі – одночасно [9]. Висновки – кінцевий результат цього етапу. Цей етап включає в себе підготовку до отримання результатів, організацію процесів та безпосередньо отримання результатів та формулювання висновків на основі оброблених даних. в загальному цей метод передбачає експертне формулювання висновків на основі вимірювань [6]. 
В результаті вимірювань був отриманий набір метрик для досліджуваних проектів. Для аналізу та інтерпретації результатів розраховувалися такі числові характеристики як математичне сподівання, середнє квадратичне відхилення, коефіцієнти асиметрії та ексцесу.
 Після вимірювань та розрахунків стало зрозуміло, що тільки на основі цих даних приймати будь-які рішення неможливо. Необхідними даними, які спрощують процес прийняття рішення є розуміння задач досліджуваного програмного забезпечення експертами, доступ до коду, документація. Тільки за допомогою додаткової інформації можна робити висновки про властивість програмного забезпечення. При цьому виникла серйозна проблема інтерпретації метрик. Хоч був визначений набір метрик для оцінки властивості програмного забезпечення, але не зовсім зрозуміло, на які метрики варто більше спиратися при формулюванні висновків, а на які – менше. Крім того, було визначено, що при зростанні кількості метрик для оцінки властивості їх складніше використовувати, і часто, оцінка може зводитися до використання найбільш відомих та розповсюджених метрик. Для покращення розуміння результатів вимірювань метрик був використаний предметно-орієнтований метод побудови залежностей між метриками програмного забезпечення [13] та засіб, який реалізовує розроблений метод [14].
Висновки
Отже, в результаті аналізу методів для метричного забезпечення властивості програмного забезпечення, був зроблений висновок про доцільність використання методу «ціль-питання-метрика». Даний метод був проаналізований та використаний для властивості «розуміння». Виявилося, що поряд з простотою вибору експертом метрик для властивості, існують складнощі використання цього методу. Серед них:
–	недостатня інформативність результатів вимірювань та необхідність використання додаткової інформації при прийнятті рішень;
–	складність одночасного врахування усіх метрик;
–	складність виділення пріоритетних (базових) метрик;
–	висока ймовірність не врахування метрики для оцінки властивості.
Для ефективного використання даного методу необхідні висококваліфіковані експерти, що не завжди є рентабельним для проекту.
Тому пропонується доповнити даний метод можливостями додаткового аналізу виміряних метрик з рекомендаціями їх застосування та формалізувати процес підбору метрик для властивості, де провести ранжування метрик та виділити більш вагомі метрики для властивості. А також додати перевірку інших метрик, які не були вибрані для оцінки властивості методом «ціль-питання-метрика». Це дасть можливість при оцінці в першу чергу використовувати більш вагомі метрики, спростить їх спільне використання для оцінки властивості та дозволить перевіряти метрики, стосовно яких експерт може сумніватися.
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