As robots are being integrated into our daily lives, it becomes necessary to provide guarantees on their safe and provably correct operation. Such guarantees can be provided using automata theoretic task and mission planning where the requirements are expressed as temporal logic specifications. However, in real-life scenarios, it is to be expected that not all user task requirements can be realized by the robot. In such cases, the robot must provide feedback to the user on why it cannot accomplish a given task. Moreover, the robot should indicate what tasks it can accomplish which are as ''close'' as possible to the initial user intent. This paper establishes that the latter problem, which is referred to as the minimal specification revision problem, is NP-complete. A heuristic algorithm is presented that can compute good approximations to the Minimal Revision Problem (MRP) in polynomial time. The experimental study of the algorithm demonstrates that in most problem instances the heuristic algorithm actually returns the optimal solution. Finally, some cases where the algorithm does not return the optimal solution are presented.
Introduction
As robots become mechanically more capable, they are going to be more and more integrated into our daily lives. Non-expert users will have to communicate with the robots in a natural language setting and request a robot or a team of robots to accomplish complicated tasks. Therefore, we need methods that can capture the high-level user requirements, solve the planning problem and map the solution to low-level continuous control actions. In addition, such frameworks must come with mathematical guarantees of safe and correct operation for the whole system and not just the high-level planning or the low-level continuous control.
Linear temporal logic (LTL; see Clarke et al., 1999) can provide the mathematical framework that can bridge the gap between:
1. natural language and high-level planning algorithms (e.g. Dzifcak et al., 2009; Kress-Gazit et al., 2008) ; and 2. high-level planning algorithms and control (e.g. Bhatia et al., 2010; Fainekos et al., 2009; Karaman et al., 2008; Roy et al., 2011; Wongpiromsarn et al., 2010) .
LTL has been utilized as a specification language in a wide range of robotics applications. For a good coverage of the current research directions, the reader is referred to Fainekos et al. (2009) , Kress-Gazit et al. (2009) , Karaman et al. (2008) , Kloetzer and Belta (2010) , Bhatia et al. (2010) , Wongpiromsarn et al. (2010) , Roy et al. (2011) , Bobadilla et al. (2011) , Ulusoy et al. (2011) , Lacerda and Lima (2011), LaViers et al. (2011) , Filippidis et al. (2012) and the references therein.
For instance, Fainekos et al. (2009) present a framework for motion planning of a single mobile robot with secondorder dynamics. The problem of reactive planning and distributed controller synthesis for multiple robots is presented in Kress-Gazit et al. (2009) for a fragment of LTL (Generalized Reactivity 1 (GR1)). Wongpiromsarn et al. (2010) present a method for incremental planning when the specifications are provided in the GR1 fragment of LTL. Kloetzer and Belta (2010) and Ulusoy et al. (2011) address the problem of centralized control of multiple robots where the specifications are provided as LTL formulas. An application of LTL planning methods to humanoid robot dancing is presented in LaViers et al. (2011) . Karaman et al. (2008) convert the LTL planning problem into Mixed Integer Linear Programming (MILP) or Mixed Integer Quadratic Programming (MIQP) problems. The use of samplingbased methods for solving the LTL motion planning problem is explored by Bhatia et al. (2010) . All of the previous applications assume that the robots are autonomous agents with full control over their actions. An interesting different approach is taken in Bobadilla et al. (2011) where the agents move uncontrollably in the environment and the controller opens and closes gates in the environment.
All of the previous methods are based on the assumption that the LTL planning problem has a feasible solution. However, in real-life scenarios, it is to be expected that not all complex task requirements can be realized by a robot or a team of robots. In such failure cases, the robot needs to provide feedback to the non-expert user on why the specification failed. Furthermore, it would be desirable that the robot proposes a number of plans that can be realized by the robot and which are as ''close'' as possible to the initial user intent. Then, the user would be able to understand what are the limitations of the robot and, also, he/she would be able to choose among a number of possible feasible plans.
In Fainekos (2011) , we made the first steps towards solving the debugging (i.e. why the planning failed) and revision (i.e. what the robot can actually do) problems for automata theoretic LTL planning (Giacomo and Vardi, 1999) . We remark that a large number of robotic applications (e.g. Bhatia et al., 2010; Bobadilla et al., 2011; Fainekos et al., 2009; Kloetzer and Belta, 2010; LaViers et al., 2011; Ulusoy et al., 2011) utilize this particular LTL planning method.
In the follow-up paper , we studied the theoretical foundations of the specification revision problem when both the system and the specification can be represented by v-automata (Buchi, 1960) . In particular, we focused on the Minimal Revision Problem (MRP), i.e. finding the ''closest'' satisfiable specification to the initial specification, and we proved that the problem is NP-complete even when severely restricting the search space. Furthermore, we presented an encoding of MRP as a satisfiability problem and we demonstrated experimentally that we can quickly get the exact solution to MRP for small problem instances.
In , we revisited MRP and we presented a heuristic algorithm that can approximately solve MRP in polynomial time. We experimentally established that the heuristic algorithm almost always returns the optimal solution on random problem instances and on LTL planning scenarios from our previous work. Furthermore, we demonstrated that we can quickly return a solution to the MRP problem on large problem instances. Finally, we provided examples where the algorithm is guaranteed not to return the optimal solution. This paper is an extension of the preliminary work in and . In this extended journal version, we present a unified view of the theory alongside with the proofs that were omitted in the aforementioned papers. The class of specifications that can be handled by our framework has been extended as well. The framework that was presented in was geared towards robotic motion planning specifications as presented in Fainekos et al. (2009) . In addition, we prove that the heuristic algorithm that we presented in has a constant approximation ratio only on a specific class of graphs. Furthermore, we have included several running examples to enhance the readability of the paper as well as more case studies to demonstrate the feasibility of the framework. On the other hand, we have excluded some details on the satisfiability encoding of the MRP problem which can be found in .
Problem formulation
In this paper, we work with discrete abstractions (finite state machines (FSMs)) of the continuous robotic control system ). This is a common practice in approaches that hierarchically decompose the control synthesis problem into high-level discrete planning synthesis and low-level continuous feedback controller composition (e.g. Fainekos et al., 2009; Kloetzer and Belta, 2010; Kress-Gazit et al., 2009; LaViers et al., 2011; Ulusoy et al., 2011) . Each state of the FSM T is labeled by a number of symbols from a set P = {p 0 , p 1 , ., p n } that represent regions in the configuration space (see Choset et al., 2005; LaValle, 2006) of the robot or, more generally, actions that can be performed by the robot. The control requirements for such a system can be posed using specification automata B with Büchi acceptance conditions (see Buchi, 1960 ) also known as v-automata.
The following example presents a scenario for motion planning of a mobile robot. Example 1. (Robot motion planning). We consider a mobile robot which operates in a planar environment. The continuous state variable x(t) models the internal dynamics of the robot whereas only its position y(t) is observed. In this paper, we will consider a second-order model of the motion of a planar robot (dynamic model): avoiding area p 2 , '' which is captured by the specification automaton in Figure 2 .
In Fainekos et al. (2009) , we developed a hierarchical framework for motion planning for dynamic models of robots. The hierarchy consists of a high-level logic planner that solves the motion planning problem for a kinematic model of the robot, e.g.
Then, the resulting hybrid controller is utilized for the design of an approximate tracking controller for the dynamic model. Since the tracking is approximate, the sets p need to be modified (see Figure 3 for an example) depending on the maximum speed of the robot so that the controller has a guaranteed tracking performance. For example, in Figure 3 , the regions that now must be visited are the contracted yellow regions, while the regions to be avoided are the expanded red regions. However, the set modification might make the specification unrealizable, e.g. in Figure 3 the robot cannot move from p 4 to p 1 while avoiding p 2 , even though the specification can be realized on the workspace of the robot that the user perceives. In this case, the user is entirely left in the dark as of why the specification failed and, more importantly, on what actually the system can achieve under these new constraints. This is especially important since the low-level controller synthesis details should be hidden from the end user. D
The next example presents a typical scenario for task planning with two agents.
Example 2. (Multi-agent planning). We consider two autonomous agents whose independent actions can be modeled using a FSM as in Figure 4 . In this example, each state q i represents a location i. In order to construct a simple example, we assume that at each discrete time instance only one agent can move. Alternatively, we can think of these agents as being objects moved around by a mobile manipulator and that the manipulator can move only one object at a time. This means that the state of both objects can be described by the asynchronous composition of the two state machines T 1 and T 2 . The asynchronous composition results in a FSM T with nine states where each state
The system must accomplish the task: ''Object 2 should be placed in Location 3 after Object 1 is placed in Location 3''. Note that this requirement could be used to enforce that Object 2 is going to be positioned on top of Object 1 at the end of the system execution. However, the requirement permits temporary placing Object 2 in Location 3 before Object 1 is placed in Location 3. This should be allowed for problems where a temporary reposition of the objects is necessary. Now, let us assume that the aforementioned task is just a part from a long list or requirements which also include the task: ''Always, Object 1 should not be in Location 3 until Object 2 moves in Location 3''.
These are informal requirements and in order to give them mathematical meaning we will have to use a formal language. In LTL (see Clarke et al., 1999) , the requirements become 1 F(p 13^F p 23 ) and G(( :p 13 )Up 23 ). We remark that the conjunction of these two requirements is actually a satisfiable specification (even though the requirements appear conflicting) and the corresponding specification automaton is presented in Figure 5 . The specification remains satisfiable because the semantics of the logic permit both objects to be placed in Location 3 at the same time (see transitions on label p 13^p23 from states s 1 and s 2 to state s 3 ).
However, there is no trajectory of the FSM T that will satisfy the specification. Recall that the model does not allow for simultaneous transitions of the two objects. Again, the user does not know why the specification failed and, more importantly, on what actually the system can achieve that is ''close'' to the initial user intent. D When a specification B is not satisfiable on a particular system T , then the current motion planning and control synthesis methods (e.g. Fainekos et al., 2009; Kloetzer and Belta, 2010; LaViers et al., 2011 ) based on automata theoretic concepts (see Giacomo and Vardi, 1999) simply return that the specification is not satisfiable without any other user feedback. In such cases, we would like to be able to solve the following problem and provide feedback to the user.
Problem 1. (Minimal revision problem (MRP)
). Given a system T and a specification automaton B, if the specification B cannot be satisfied on T , then find the ''closest'' specification B 0 to B which can be satisfied on T . Problem 1 was first introduced in Fainekos (2011) for LTL specifications. In Fainekos (2011), we provided solutions to the debugging and (not minimal) revision problems and we demonstrated that we can easily get a minimal revision of the specification when the discrete controller synthesis phase fails due to unreachable states in the system. Assumption 1. All of the states on T are reachable.
In , we introduced a notion of distance on a restricted space of specification automata and, then, we were able to demonstrate that MRP is in NP-complete even on that restricted search space of possible solutions. Since brute force search is prohibitive for any reasonably sized problem, we presented an encoding of MRP as a satisfiability problem. Nevertheless, even when utilizing state-of-the-art satisfiability solvers, the size of the systems that we could handle remained small (single robot scenarios in medium complexity environments).
In , we provided an approximation algorithm for MRP. The algorithm is based on Dijkstra's single-source shortest path algorithm (Cormen et al., 2001, see) , which can be regarded both as a greedy and a dynamic programming algorithm (see Sniedovich, 2006) . We demonstrated through numerical experiments that not only the algorithm returns an optimal solution in various scenarios, but also that it outperforms in computation time our satisfiability based solution. Then, we presented some scenarios where the algorithm is guaranteed not to return the optimal solution.
Contributions. In this paper, we define the MRP problem and we provide the proof that MRP is NP-complete even when restricting the search space (e.g. Problem 2). Then, we provide an approximation algorithm for MRP and theoretically establish the upper bound of the algorithm for a special case. Furthermore, we show that for our heuristic algorithm a constant approximation ratio cannot be established, in general. We also present experimental results of the scalability of our framework and establish some experimental approximation bounds on random problem instances. Finally, in order to improve the paper presentation, we also provide multiple examples that have not been published before.
Preliminaries
In this section, we review some basic results on the automata theoretic planning and the specification revision problem from Fainekos et al. (2009) and Fainekos (2011) .
Throughout the paper, we will use the notation P(A) for representing the powerset of a set A, i.e. P(A) = fBjB Ag. Clearly, it includes ; and A itself. We also define the set difference as A \ B = {x 2 A j x;B}.
Constructing discrete controllers
We assume that the combined actions of the robot/team of robots and their operating environment can be represented using a FSM.
Q is a set of states; Q 0 4 Q is the set of possible initial states; ! T Q × Q is the transition relation; and h T : Q ! P(P) maps each state q to the set of atomic propositions that are true on q.
We define a path on the FSM to be a sequence of states and a trace to be the corresponding sequence of sets of propositions. Formally, a path is a function p : N ! Q such that for each i 2 N we have p(i) ! T p(i + 1) and the corresponding trace is the function composition 
A specification automaton is an automaton with Büchi acceptance condition where the input alphabet is the powerset of the labels of the system T , i.e. O = P(P).
A run r of a specification automaton B is a sequence of states r : N ! S B that occurs under an input trace p taking values in O = P(P). That is, for i = 0 we have r(0) = s B r(i + 1). Let lim(Á) be the function that returns the set of states that are encountered infinitely often in the run r of B. Then, a run r of an automaton B over an infinite trace p is accepting if and only if lim (r) \ F B 6 ¼ ;. This is called a Büchi acceptance condition. Finally, we define the language L(B) of B to be the set of all traces p that have a run that is accepted by B.
Even though the definition of specification automata (Definition 2) only uses sets of atomic propositions for labeling transitions, it is convenient for the user to read and write specification automata with propositional formulas on the transitions. The popular translation tools from LTL to automata (e.g. Gastin and Oddoux, 2001 ) label the transitions with propositional formulas in disjunctive normal form (DNF). A DNF formula on a transition of a specification automaton can represent multiple transitions between two states. In the subsequent sections, we will be making the following simplifying assumption on the structure of the specification automata that we consider.
Assumption 2. All the propositional formulas that appear on the transitions of a specification automaton are in DNF. That is, for any two states s 1 , s 2 of an automaton B, we represent the propositional formula that labels the corresponding transition by F B (s 1 , s 2 ) = W . Here, c ij is a literal which is p or :p for some p 2 P. Finally, we assume that when any sub-formula in F B (s 1 , s 2 ) is a tautology or a contradiction, then it is replaced by > (true) or ' (false), respectively.
The last assumption is necessary in order to avoid converting a contradiction like p^:p into a satisfiable formula (see Section 4). We remark that the Assumption 2 does not restrict the scope of this work. Any propositional formula can be converted in DNF where any negation symbol appears in front of an atomic proposition. In the case when a translation tool from LTL to automata does not return transitions labeled in DNF, then there can be two possible cases. First, the transitions are labeled with sets of atomic propositions (representing a conjunctive clause). In this case, we can easily convert this set to a propositional formula in DNF by only adding conjunctions between the atomic propositions. Second, the transitions are labeled with arbitrary propositional formulas (possibly in a normal form, e.g. conjunctive normal form (CNF) or DNF). As we mention above, any arbitrary propositional formula can be converted into DNF. Even though in theory the length of the resulting DNF formula can grow exponentially in the worst case, in practice, this is not an issue since the propositional formulas labeling translations will not be long. Hence, in general, it is not difficult to computationally transform any transition label in DNF.
Example 4. Let us consider the specification automaton in Figure 5 . The propositional formulas over the set of atomic propositions P are shorthands for the subsets of P that would label the corresponding transitions. For example, the label p 13^p23 over the edge (s 2 , s 3 ) succinctly represents all the transitions (s 2 , l, s 3 ) such that {p 13 , p 23 } 4 l 4 P. On the other hand, the label :p 13 over the edge (s 1 , s 2 ) succinctly represents all the transitions (s 1 , l, s 2 ) such that l 4 P and p 13 ;l. On input trace {p 11 , p 21 }{p 11 , p 22 }{p 12 , p 22 }.the corresponding run would be s 1 s 2 s 2 s 2 .. D In brief, our goal is to generate paths on T that satisfy the specification B s . In automata theoretic terms, we want to find the subset of the language L(T ) which also belongs to the language L(B s ). This subset is simply the intersection of the two languages L(T ) \ L(B s ) and it can be constructed by taking the product T × B s of the FSM T and the specification automaton B s . Informally, the automaton B s restricts the behavior of the system T by permitting only certain acceptable transitions. Then, given an initial state in the FSM T , we can choose a particular trace from L(T ) \ L(B s ) according to a preferred criterion.
. Moreover, finding a satisfying path on T × B s is an easy algorithmic problem (see Clarke et al., 1999) . First, we convert automaton T × B s to a directed graph and, then, we find the strongly connected components (SCCs) in that graph.
If at least one SCC that contains a final state is reachable from an initial state, then there exist accepting (infinite) runs on T × B s that have a finite representation. Each such run consists of two parts: prefix, a part that is executed only once (from an initial state to a final state); and lasso, a part that is repeated infinitely (from a final state back to itself). Note that if no final state is reachable from the initial or if no final state is within an SCC, then the language L(A) is empty and, hence, the high-level synthesis problem does not have a solution. Namely, the synthesis phase has failed and we cannot find a system behavior that satisfies the specification.
Example 5. The product automaton of Example 2 has 36 states and 240 number of transitions. However, no final state is reachable from the initial state. D
The specification revision problem
Intuitively, a revised specification is one that can be satisfied on the discrete abstraction of the workspace or the configuration space of the robot. In order to search for a minimal revision, we need first to define an ordering relation on automata as well as a distance function between automata. Similar to the case of LTL formulas in Fainekos (2011), we do not want to consider the ''space'' of all possible automata, but rather the ''space'' of specification automata which are semantically close to the initial specification automaton B s . The later will imply that we remain close to the initial intention of the designer. We propose that this space consists of all the automata that can be derived from B s by relaxing the restrictions for transitioning from one state to another. In other words, we introduce possible transitions between two states of the specification automaton.
Example 6. Consider the specification automaton B s and the automaton B 1 in Figure 6 . The transition relations of the two automata are defined as
and, hence, ! B s &! B 1 . In other words, any transition allowed by B s is also allowed by B 1 and, thus, any trace accepted by B s is also accepted B 1 . If we view this from the perspective of the specification, then this means that the specification imposes less restrictions or that the specification automaton B 1 is a relaxed specification with respect to B s . D As the previous example indicated, specification relaxation could be defined as the subset relation between the transition relations of the specification automata. However, this is not sufficient from the perspective of user requirements. For instance, consider again Example 6. The transi-
relevant relaxation from the user perspective should be removing either of the constraints :p 0 or p 2 rather than introducing a new requirement p 3 . Introducing p 3 may implicitly relax both constraints :p 0 and p 2 in certain
Fig. 6. Example 7. B s : the initial specification automaton, here p
contexts. However, our goal in this paper is to find a minimal relaxation.
In Section 3, we indicated that a transition relation could be compactly represented using a proposition formula
c ij in DNF. Given a pair of states (s 1 , s 2 ) and a set of indices D s 1 s 2 , C i s 1 s 2 , we define a substitution u as
That is, a substitution only relaxes the constraints on the possible transitions between two automaton states.
Then, we say that B 2 is a relaxation of B 1 and we write B 1 "B 2 if and only if (1)
In Definition 4, when defining F B 2 (s, s 0 ), we use the equivalence relation [ rather then equality = in order to highlight that in the resulting DNF formula no constant > appears in a sub-formula. The only case where > can appear is when
) since the relaxed automaton allows more behaviors to occur.
2
If two automata B 1 and B 2 cannot be compared under relation ", then we write B 1 k B 2 . The intuition behind the ordering relation in Definition 4 is better explained by an example.
Example 7. (Continuing from Example 6). Consider the specification automaton B s and the automata B 1 -B 3 in Figure 6 . Definition 4 specifies that the two automata must have transitions between exactly the same states.
3
Moreover, if the propositional formula that labels a transition between the same pair of states on the two automata differs, then the propositional formula on the relaxed automaton must be derived by the corresponding label of the original automaton by removing literals. The latter means that we have relaxed the constraints that permit a transition on the specification automaton.
By visual inspection of B s and B 1 in Figure 6 , we see that B s "B 1 . For example, the transition ff ! D We remark that we restrict the space of relaxed specification automata to all automata that have the same number of states, the same initial state, and the same set of final states for computational reasons. Namely, under these restrictions, we can convert the specification revision problem into a graph search problem. Otherwise, the graph would have to be mutated by adding and/or removing states.
We can now define the set of automata over which we will search for a minimal solution that has nonempty intersection with the system. Definition 5. Given a system T and a specification automaton B s , the set of valid relaxations of B s is defined as <(B s , T ) = fBjB s "B and L(T × B) 6 ¼ ;g.
We can now search for a minimal solution in the set <(B s , T ). That is, we can search for some B 2 <(B s , T ) such that if for any other B 0 2 <(B s , T ),
). However, this does not imply that a minimal solution semantically is minimal structurally as well. In other words, it could be the case that B 1 and B 2 are minimal relaxations of some B s , but B 1 k B 2 and, moreover, B 1 requires the modification of only one transition while B 2 requires the modification of two transitions. Therefore, we must define a metric on the set <(B s , T ), which accounts for the number of changes from the initial specification automaton B s .
Definition 6. (Distance). Given a system T and a specification automaton B s , we define the distance of any
where jÁjis the cardinality of the set. We remark that given two relaxations B 1 and B 2 of some B s where
Therefore, Problem 1 can be restated as follows.
Problem 2. Given a system T and a specification automaton
Minimal revision as a graph search problem
In order to solve Problem 2, we construct a directed labeled graph G A from the product automaton A = T × B s . The edges of G A are labeled by a set of atomic propositions which if removed from the corresponding transition on B s , they will enable the transition on A. The overall problem then becomes one of finding the least number of atomic propositions to be removed in order for the product graph to have an accepting run. Next, we provide the formal definition of the graph G A which corresponds to a product automaton A while considering the effect of revisions.
To formally define the graph search problem, we will need some additional notation. We first create two new sets of symbols from the set of atomic propositions P:
Given a transition between two states s 1 and s 2 of some B and a formula in DNF on the transition, we denote:
2 jp 2 l} where l4P. Now, we can introduce the following notation. We define:
as a transition function that maps a pair of states to the set of symbols that represent conjunctive clause.
Example 8. Consider a set P = {p 0 , p 1 }. Then,
Given a system T and a specification automaton B s , we define the graph
, which corresponds to the product A = T × B s as follows: V = SZ is the set of nodes; E = E A [ E D S × S, where E A is the set of edges that correspond to transitions on A, i.e.
; and E D is the set of edges that correspond to disabled transitions, i.e., ((q, s),
Example 9.
(Continuing Example 8). We will derive L S (e) for an edge e = ((q, 
, and l 0 = {p 1 }. Thus, L S (e) = {h{p 1 }, (s 1 , s 2 )i}. D In order to determine which atomic propositions we must remove from a transition of the specification automaton, we need to make sure that we can uniquely identify them. Recall that L S returns a set, e.g.
Saying that we need to remove p 1 from the label of (s, s 0 ), it may not be clear which element of the set L S that p 1 refers to. This affects both the theoretical connection of the graph G A as a tool for solving Problem 2 and the practical implementation of any graph search algorithm (e.g. see line 22 of Algorithm 2 in Section 5).
Thus, in the following, we assume that G A uses a function L : E ! P instead of L S . Now, L maps each edge e to just a single tuple hl,(s, s 0 )i instead of a set as in Definition 7. This can be easily achieved by adding some dummy states in the graph with incoming edges labeled by the tuples in the original set L S (e). We can easily convert the original graph G A to the modified one. First, for each edge
i . Finally, we repeat until all of the edges are labeled by tuples rather than sets.
We remark that every time we add a new node v e i for an edge that corresponds to the same transition (s, s 0 ) of the specification automaton, then we use the same index i for each member of L S (e). This is so that later we can map each edge of the modified graph G A to the correct clause in the DNF formula of the specification automaton. The total number of new nodes that we need to add depends on the number of disjunctions on each label of the specification automaton and the structure of the FSM. Now, if for some edge e, L(e) 6 ¼;, then L(e) specifies those atomic propositions in l B s (s, s 0 ) that need to be removed in order to enable the edge in the product state of A. Note that the labels of the edges of G A are elements of P rather than subsets of P. This is due to the fact that we are looking into removing an atomic proposition p from a specific transition (s, l, s 0 ) of B s rather than all occurrences of p in B s .
In the following, we assume that v s ;V f , otherwise, we would not have to revise the specification. Furthermore, we define jhl,(s, s 0 ), iij = jlj, i.e. the size of a tuple l, (s, s 0 ), i h i2P × E B s × N is defined to be the size of the set l.
Definition 8. (Path cost). For some n . 0, let m = e 1 e 2 .e n be a finite path on the graph G A that consists of edges of G A . Let
We define the cost of the path m to be
In the above definition,L(m) collects in the same tuple all the atomic propositions that must be relaxed in the same transition of the specification automaton. It is easy to see that given some setL(m), then we can construct a substitution u m for the corresponding relaxed specification automaton since all the required information is contained in the members ofL(m).
Example 10. Consider the Example in Figure 7 . In the figure, we provide a partial description of an FSM T , a specification automaton B s and the corresponding product automaton A. The dashed edges indicate disabled edges which are labeled by the atomic propositions that must be removed from the specification in order to enable the transition on the system. In this example, we do not have to add any new nodes since we have only one conjunctive clause on the transition of the specification automaton.
It is easy to see now that in order to enable the path (q 0 , s 1 ), (q 1 , s 1 ), (q 3 , s 1 ) on the product automaton, we need to replace p 0 and p 2 with > in F B s (s 1 , s 1 ) = p 0^p1p 2^p3 . On the graph G A , this path corresponds tõ L(e 1 e 3 ) = f fp 0 , p 2 g, (s 1 , s 1 ), 0 h i g . Similarly, in order to enable the path (q 0 , s 1 ), (q 1 , s 1 ), (q 2 , s 1 ) on the product automaton, we need to replace p 0 , p 2 and p 3 with>in F B s (s 1 , s 1 ) . On the graph G A , this path corresponds tõ L(e 1 e 2 ) = f fp 0 , p 2 p 3 g, (s 1 , s 1 ), 0 h i g . Therefore, the path defined by edges e 1 and e 3 is preferable over the path defined by edges e 1 and e 2 . In the first case, we have cost C(e 1 e 3 ) = 2 which corresponds to relaxing two requirements, i.e. p 0 and p 2 , while in the latter case, we have cost C(e 1 e 2 ) = 3 which corresponds to relaxing three requirements, i.e. p 0 , p 2 and p 3 . D A valid relaxation B should produce a reachable v f 2 V f with prefix and lasso path such that L(T × B) 6 ¼ ;. The next section provides an algorithmic solution to this problem.
A heuristic algorithm for MRP
In this section, we present an approximation algorithm for the minimal revision problem (AAMRP). It is based on Dijkstra's shortest path algorithm (Cormen et al., 2001 ). The main difference from Dijkstra's algorithm is that instead of finding the minimum weight path to reach each node, AAMRP tracks the number of atomic propositions that must be removed from each edge on the paths of the graph G A .
The pseudocode for the AAMRP is presented in Algorithms 1 and 2. The main algorithm (Algorithm 1) divides the problem into two tasks. First, in line 5, it finds an approximation to the minimum number of atomic propositions from P that must be removed to have a prefix path to each reachable sink (see Section 3.1). Then, in Line 8, it repeats the process from each reachable final state to find an approximation to the minimum number of atomic propositions that must be removed so that a lasso path is enabled. The combination of prefix/lasso that removes the minimal number of atomic propositions is returned to the user. We remark that from line 10, a set of atomic propositions found from prefix part is used when it starts searching for lasso path of every reachable v f 2 V \ V f .
Algorithm 2 follows closely Dijkstra's shortest path algorithm (Cormen et al., 2001 ). It maintains a list of visited nodes V and a table M indexed by the graph vertices which stores the set of atomic propositions that must be removed in order to reach a particular node on the graph. Given a node v, the size of the set M½v, 1 j j is an upper bound on the minimum number of atomic propositions that must be removed. That is, if we remove all p 2 M½v, 1 from B s , then we enable a simple path (i.e. with no cycles) from a starting state to the state v. The size of M½v, 1 j jis stored in M½v, 2 which also indicates that the node v is reachable when M½v, 2\'.
The algorithm works by maintaining a queue with the unvisited nodes on the graph. Each node v in the queue has as key the number of atomic propositions that must be removed so that v becomes reachable on A. The algorithm proceeds by choosing the node with the minimum number of atomic propositions discovered so far (line 18). Then, this node is used in order to updated the estimates for the minimum number of atomic propositions needed in order to reach its neighbors (line 22). A notable difference of Algorithm 2 from Dijkstra's shortest path algorithm is the check for lasso paths in lines 8-16. After the source node is used for updating the estimates of its neighbors, its own estimate for the minimum number of atomic propositions is updated either to the value indicated by the self loop or the maximum possible number of atomic propositions. This is required in order to compare the different paths that reach a node from itself. Fig. 7 . Example 10: T , part of the system; B s , part of the specification automaton; G A , part of the graph that corresponds to the product automaton. Algorithm 1. AAMRP.
Inputs: a graph G
M½: , :
M½v s , : (;, 0) x Initialize the source node 5: return L 25: end procedure The function GETAPFROMPATH((v s , v f , M, P)) returns the atomic propositions that must be removed from B s in order to enable a path on A from a starting state v s to a final state v f given the tables M and P. Algorithm 2. FINDMINPATH.
P, L), a table M and a flag lasso on whether this is a lasso path search. Variables: a queue Q, a set V of visited nodes and a table P indicating the parent of each node on a path. Output: the tables M and P and the visited nodes V 1: Procedure FINDMINPATH(G A , M,lasso) 2: V fv s g 3:
x Each entry of P is set to ; 4: Q V n fv s g 5:
for v2V such that (v s , v) 2 E and v6 ¼v s do 6:
end for 8: for v2V such that (u, v) 2 E do 22:
end for 24:
end if 25:
end while 26:
return M, P, V 27: end Procedure
The following example demonstrates how the algorithm works and indicates the structural conditions on the graph that make the algorithm non-optimal.
Example 11. Let us consider the graph in Figure 8 . The source node of this graph is v s = v 1 and the set of sink nodes is V f = {v 6 }. The P set of this graph is f p 1 , . . . , p 4 g. Consider the first call of FINDMINPATH(line 5 of Algorithm 1).
Before the first execution of the while loop (line 17): the queue contains Q = fv 2 , . . . , v 6 g. The table M has the following entries:
. Before the second execution of the while loop (line 17): the node v 2 was popped from the queue since it had M½v 2 , 2 = 1. The queue now contains Q = fv 3 , . . . , v 6 g. The table M has the following rows:
. At the end of FINDMINPATH(line 27): The queue now is empty. The table M has the following rows:
, which corresponds to the path v 1 , v 2 , v 4 , v 5 , v 6 .
Note that algorithm returns a set of atomic propositions L 0 = P which is not optimal jL 0 j = 4). The path v 1 , v 3 , v 4 ,
Correctness. The correctness of the algorithm AAMRP is based upon the fact that a node v 2 V is reachable on G A if and only if M½v, 2\'. The argument for this claim is similar to the proof of correctness of Dijkstra's shortest path algorithm in Cormen et al. (2001) . If this algorithm returns a set of atomic propositions L which removed from B s , then the language L(A) is non-empty. This is immediate by the construction of the graph G A (Definition 7). We remark that AAMRP does not solve Problem 2 exactly since MRP is NP-complete. However, AAMRP guarantees that it returns a valid relaxation B where B s "B.
Theorem 1. If a valid relaxation exists, then AAMRP always returns a valid relaxation B of some initial B s such that L(T × B) 6 ¼ ;.
Proof. First, we will show that if AAMRP returns ;, then there is no valid relaxation of B s . AAMRP returns ; when there is no reachable v f 2 V f with prefix and lasso path or GETAPFROMPATH returns ;. If there is no reachable v f , then either the accepting state is not reachable on B s or on T . Recall that the Definition 7 constructs a graph where all of the transitions of T and B are possible. If it returns ; as a valid solution, then there is a path on the graph that does not utilize any labeled edge by L. Thus, L(T × B s ) 6 ¼ ;. Since we assume that B s is unsatisfiable on T , this is contradiction.
Second, without loss of generality, suppose that AAMRP returnsL(m). Using thisL(m), we can build a relax specification automaton B. Using each l, (s, s 0 ), k h i2L(m) and for each p 2 l, we add the indices of the literal f ij in F B s (s, s 0 ) that corresponds to p to the sets D ss 0 and C i ss 0 . The resulting substitution u produces a relaxation. Moreover, it is a valid relaxation, because by removing the atomic propositions in u from B s , we get a path that satisfies the prefix and lasso components on the product automaton. u Running time. The running time analysis of the AAMRP is similar to that of Dijkstra's shortest path algorithm. In the following, we will abuse notation when we use the O notation and treat each set symbol S as its cardinality jS j. First, we will consider FINDMINPATH. The fundamental difference of AAMRP over Dijkstra's algorithm is that we have set theoretic operations. We will assume that we are using a data structure for sets that supports O(1) set cardinality quarries, O(log n) membership quarries and element insertions (Cormen et al., 2001) and O(n) set up time. Under the assumption that Q is implemented in such a data structure, each EXTRACTMIN takes O(log V) time. Furthermore, we have O(V) such operations (actually jV j 2 1) for a total of O(V log V).
Setting up the data structure for Q will take O(V) time. Furthermore, in the worst case, we have a set L(e) for each edge e 2 E with set-up time O(E P). Note that the initialization of M½v, : to P, ' does not have to be implemented since we can have indicator variables indicating when a set is supposed to contain all of the (known in advance) elements. Inputs: an edge (u, v), the tables M and P and the edge labeling function L Output: the tables M and P 1:
end if 7:
return M, P 8: end orocedure Assuming that E is stored in an adjacency list, the total number of calls to RELAX at lines 2 and 2 of Algorithm 2 will be O(E) times. Each call to RELAX will have to perform a union of two sets (M½u, 1and L(u, v) ). Assuming that both sets have in the worst case j Pj elements, each union will take O( P log P) time. Finally, each set size quarry takes O(1) time and updating the keys in Q takes O(log V) time. Therefore, the running time of FINDMINPATH is O(V + E P + V log V + E( P log P + log V )). Note that even if under Assumption 1 all nodes of T are reachable (jV j \ jE j), the same property does not hold for the product automaton. (e.g, think of an environment T and a specification automaton whose graphs are Directed Acyclic Graphs (DAG). However, even in this case, we have (jV j \ jE j). The running time of FINDMINPATH is O(E( P log P + log V )). Therefore, we observe that the running time also depends on the size of the set P. However, such a bound is very pessimistic since not all the edges will be disabled on A and, moreover, most edges will not have the whole set P as candidates for removal. Finally, we consider AAMRP. The loop at line 7 is going to be called O(V f ) times. At each iteration, FINDMINPATH is called. Furthermore, each call to GETAPFROMPATH is going to take O(V P log P) time (in the worst case we are going to have jV j unions of sets of atomic propositions). Therefore, the running time of AAMRP is O(V f (V P log P + E( P log P + log V ))) = O(V f E( P log P + log V )) which is polynomial in the size of the input graph.
Approximation bound. AAMRP does not have a constant approximation ratio on arbitrary graphs. Figure 9 is the product of a specification automaton with a single state and a self transition with label f p 0 , p 1 , . . . , p m , p H , p | g and an environment automaton with the same structure as the graph in Figure 9 but with appropriately defined state labels. In this graph, AAMRP will choose the path v 1 , v$ 1 , v 2 , v$ 2 , v 3 , ., v f . The corresponding revision will be the set of atomic propositions
Example 12. (Unbounded approximation). The graph in
. . , p m g with jL p j = m + 1. This is because in v 2 , AAMRP will choose the path through v$ 1 rather than v 0 1 since the latter will produce a revision set of size jf p 0 , p H , p | gj = 3 while the former a revision set of size jf p 0 , p 1 gj = 2. Similarly at the next junction node v 3 , the two candidate revision sets f p 0 , p 1 , p H , p | g and f p 0 , p 1 , p 2 g have sizes 4 and 3, respectively. Therefore, the algorithm will always choose the path through the nodes v i $rather than v i 0 producing, thus, a solution of size m + 1. However, in this graph, the optimal revision would have been L p = f p 0 , p H , p | g with jL p j = 3. Hence, we can see that in this example for m . 2 AAMRP returns a solution which is m 2 2 times bigger than the optimal solution. D There is also a special case where AAMRP returns a solution whose size is at most twice the size of the optimal solution.
Theorem 2. AAMRP on planar directed acyclic graphs (DAGs) where all of the paths merge on the same node is a 2-approximation algorithm.
The proof is provided in the Appendix B.
Examples and benchmark evaluations
In this section, we present experimental results using our prototype implementation of AAMRP. The prototype implementation is in Python (see Kim, 2014b) . Therefore, we expect the running times to substantially improve with a C implementation using state-of-the-art data structure implementations. We first present some examples and expand few more example scenarios.
Example 13. We revisit Example 1. The product automaton of this example has 85 states, 910 transitions and 17 reachable final states. It takes 0.095 seconds by AAMRP. AAMRP returns the set of atomic propositions {hp 4 , (s 2 , s 4 )i} as a minimal revision to the problem, which is revision (3) among the three minimal revisions of the example: one of the blue trajectories in Figure 10 . Thus, it is an optimal solution. recommends dropping the requirement that p 13 should be reached from the specification. Therefore, Object 1 will remain where it is, while Object 2 will follow the path q 1 , q 2 , q 3 , q 2 , q 3 , ..
With our prototype implementation, we could expand our experiment to few more example scenarios introduced in Ulusoy et al. (2012 Ulusoy et al. ( , 2011 .
Example 15. (Single-robot data-gathering task). In this example, we use a simplified road network having three gathering locations and two upload locations with four intersections of the road. In Figure 11 , the data gather locations, which are labeled g 1 , g 2 , and g 3 , are dark gray, the data upload locations, which are labeled u 1 and u 2 , are light gray, and the intersections are labeled i 1 through i 4 . In order to gather data and upload the gather-data persistently, the following LTL formula may be considered: f A := GF(u g )^GF(p), where u g := g 1 _g 2 _g 3 and p := u 1 _u 2 . The following formula can make the robot move from gather locations to upload locations after gathering data:
In order for the robot to move to gather location after uploading, the following formula is needed:
Á . Let us consider that some parts of road are not recommended to drive from gather locations, such as from i 4 to i 2 and from i 1 to i 2 . We can describe those constraints as following: c 1 := G(g 1 !:(i 4^X i 2 )Uu 1 ) and c 2 := G(g 2 !:(i 1^X i 2 ) Uu 2 ). If the gathering task should have an order such as g 3 , g 1 , g 2 , g 3 , g 1 , g 2 , ., then the following formula could be considered:
. Now, we can informally describe the mission. The mission is ''Always gather data from g 3 , g 1 , g 2 in this order and upload the collected data to u 1 and u 2 . Once data gathering is finished, do not visit gather locations until the data is uploaded. Once uploading is finished, do not visit upload locations until gathering data. You should always avoid the road from i 4 to i 2 when you head to u 1 from g 1 and the road from i 1 to i 2 when you head to u 2 from g 2 ''. The following formula represents this mission:
Assume that initially, the robot is in i 3 and all nodes are final nodes. When we made a cross product with the road and the specification, we could get 36,824 states, 350,114 edges, and 450 final states. Not removing some atomic propositions, the specification was not satisfiable. AAMRP took 15 min 34.572 seconds, and suggested removing g 3 . Since the original specification has many g 3 in it, we had to trace which g 3 from the specification should be removed. Hence, we revised the LTL2BA (Gastin and Oddoux, 2001) , indexing each atomic proposition on the transitions and states (see Kim, 2014a) . Two g 3 are mapped to the same transition on the specification automaton in (:g 1^: g 2 ) Ug 3 of u O and in f g := g 1 _g 2 _g 3 in f U . D The last example shows somewhat different missions with multiple robots. If the robots execute the gather and upload mission, persistently, we could assume that the battery in the robots should be recharged.
Example 16. (Charging while uploading).
In this example, we assume that robots can recharge their battery in upload locations so that robots are required to stay at the upload locations as much as possible. We also assume that each gathering location has a dedicated upload location such that g 1 has u 1 as an upload location, and g 2 has u 2 as an upload location. For this example, we revised the road network so that we remove the gather location g 3 and the intersection i 4 to make the network simpler for this mission. We also positioned the upload locations next to each other. We assume that the power source is shared and it has just two charging stations (see Figure 12) . We can describe the mission as follows: ''Once robot 1 finishes gathering data at g 1 , robot 1 should not visit the gather locations until the data is uploaded at u 1 . Once robot 2 finishes gathering data at g 2 , robot 2 should not visit the gather locations until the data is uploaded at u 2 . Once the data is uploaded at u 1 or u 2 , robot 1 or robot 2 should stay there until a gather location is not occupied. Persistently, gather data from g 1 and g 2 , avoiding the road from g 2 to i 2 ''. The following formula represents this mission: Assume that initially, robot 1 is in i 1 , robot 2 is in i 2 , and all nodes are final nodes. From the cross product with the road and the specification, there were 65,966 states, 253,882 transitions, and 504 final nodes. For this example, we computed a synchronized environment for two robots, and in this environment, atomic propositions were duplicated for each robot. For example, a gather location g 1 is duplicated to g 11 for robot 1 and g 12 for robot 2 . With this synchronized environment, we could avoid robots to be colliding and to be in the same location at the same time. However, not removing some atomic propositions, the specification was unsatisfiable. AAMRP took 24 min 22.578 seconds, and suggested removing u 22 from robot 2 . The two occurrences of u 22 were in G(g 22 !X(:g 22^: g 12 ) Uu 22 ) and in the second u 22 of G(u 22 ! u 22 U:g 11 ) as indicated by our modified LTL2BA toolbox. The suggested path from AAMRP for each robot is as follows: path robot 1 = i 11 i 21 u 11 u 11 i 11 (i 21 g 21 i 31 g 11 i 11 i 21 u 11 u 11 u 11 u 11 u 11 u 11 u 11 u 11 u 11 i 11 ) + path robot 2 = i 22 u 12 i 12 u 22 u 22 (u 22 u 22 u 22 u 22 u 22 u 22 u 22 i 32 g 12 i 12 i 22 g 22 i 32 g 12 i 12 u 22 ) + D We remark that although two equivalent specifications represent the same mission, the corresponding Büchi automata may actually be different due to the translation algorithm. The theory in this paper as well as AAMRP depend on the structure of the Büchi automaton. Therefore, AAMRP may return different results.
For the evaluations, we utilized the ASU supercomputing center which consists of clusters of dual 4-core processors, 16 GB Intel(R) Xeon(R) CPU X5355 @2.66 Ghz. Our implementation does not utilize the parallel architecture. The clusters were used to run the many different test cases in parallel on a single core. The operating system is CentOS release 5.5.
In order to assess the experimental approximation ratio of AAMRP, we compared the solutions returned by AAMRP with the brute-force search. The brute-force search is guaranteed to return a minimal solution to the MRP problem.
We performed a large number of experimental comparisons on random benchmark instances of various sizes. We used the same instances which were presented in ; . The first experiment involved randomly generated DAGs. Each test case consisted of two randomly generated DAGs which represented an environment and a specification. Both graphs have selfloops on their leaves so that a feasible lasso path can be found. The number of atomic propositions in each instance was equal to four times the number of nodes in each acyclic graph. For example, in the benchmark where the graph had 9 nodes, each DAG had 3 nodes, and the number of atomic propositions was 12. The final nodes are chosen randomly and they represent 5-40% of the nodes. The number of edges in most instances were 2-3 times more than the number of nodes. Table 1 compares the results of the brute-force search with the results of AAMRP on test cases of different sizes (total number of nodes). For each graph size, we performed 200 tests and we report minimum, average and maximum computation times in seconds and minutes, average and maximum numbers of atomic propositions for each instance solution. AAMRP was able to finish the computation and returned a minimal revision for all of the test cases, but brute-force search was not able to finish all of the computation within an 8-hour window.
Our brute-force search checks all of the combinations of atomic propositions. For example, given n atomic propositions, it checks at most 2 n cases. It uses breadth-first search to check the reachability for the prefix and the lasso part. If it is reachable with the chosen atomic propositions, then it is finished. If it is not reachable, then it chooses another combination until it is reachable. Since brute-force search checks all of the combinations of atomic propositions, the success mostly depends on the time limit of the test. We remark that the brute-force search was not able to provide an answer to all the test cases within an 8-hour window. The comparison for the approximation ratio was possible only for the test cases where brute-force search successfully completed the computation. Note that in the case of 529 nodes, even though the maximum ratio is 1, the maximum solution from brute-force does not match with the maximum solution from AAMRP. One is 5 and another is 30. This is because the number of success from brute-force search is 137/200 and only comparing this success with the ones from AAMRP, the maximum ratio is still 1.
An interesting observation is that the maximum approximation ratio is experimentally determined to be less than 2. For the randomly generated graphs that we have constructed the bound appears to be 1.333. However, as we showed in Example 12, it is not easy to construct random examples that produce higher approximation ratios. Such example scenarios must be carefully constructed in advance.
In the second benchmark evaluation, we attempted to determine the problem sizes that our prototype implementation of AAMRP in Python can handle. The results are presented in Table 2 . We observe that approximately 60,025 nodes would be the limit of the AAMRP implementation in Python.
Related work
The automatic specification revision problem for automata based planning techniques is a relatively new problem.
A related research problem is query checking (Chechik and Gurfinkel, 2003; Gurfinkel et al., 2002) . In query checking, given a model of the system and a temporal logic formula f, some sub-formulas in f are replaced with placeholders. Then, the problem is to determine a set of Boolean formulas such that if these formulas are placed into the placeholders, then f holds on the model. The problem of revision as defined here is substantially different from query checking. For one, the user does not know where to position the placeholders in the formula when the planning fails. Ding and Zhang (2005) and Finger and Wassermann (2008) also present a related problem. It is the problem of revising a system model such that it satisfies a temporal logic specification. Along the same lines, one can study the problem of maximally permissive controllers for automata specification (Thistle and Wonham, 1994) . Note that in our work, we are trying to solve the opposite problem, i.e. we are trying to relax the specification such that it can be realized on the system. The main motivation for our work is that the model of the system, i.e. the environment and the system dynamics, cannot be modified and, therefore, we need to understand what we can be achieved with the current constraints.
Finding out why a specification is not satisfiable on a model is a problem that is very related to the problems of vacuity and coverage in model checking (Kupferman et al., 2008) . Another related problem is the detection of the causes of unrealizability in LTL games. In this case, a number of heuristics have been developed in order to localize the error and provide meaningful information to the user for debugging (Cimatti et al., 2008; Konighofer et al., 2009) . Along these lines, LTLMop by Raman and KressGazit (2011) was developed to debug unrealizable LTL specifications in reactive planning for robotic applications. also provided an integrated system for non-expert users to control robots for high-level, reactive tasks through natural language. This system gives the user natural language feedback when the original intention is unsatisfiable. introduced an approach to analyze unrealizable robot specifications due to environment limitations. They provide methods to find the minimal unsatisfiable cores, such as deadlock. Over-Subscription Planning (OSP) by Smith (2004) and Partial Satisfaction Planning (PSP) by van den Briel et al. (2004) are also very closely related problems. OSP finds an appropriate subset of an over-subscribed, conjunctive goal to meet the limitation of time and energy consumption. PSP describes the planning problem where the goals are regarded as soft constraints and the planner tries to find a good quality plan for a subset of the goals. OSP and PSP have almost the same definition, but there is also a difference. OSP regards the resource limitations as an important factor of partial goals to be satisfied, while PSP chooses a trade-off between the total action costs and the goal utilities. Göbelbecker et al. (2010) investigated situations in which a planner-based agent cannot find a solution for a given planning task. They provided a formalization of coming up with excuses for not being able to find a plan and determined the computational complexity of finding excuses. On the practical side, they presented a method that is able to find good excuses on robotic application domains.
Another related problem is the Minimum Constraint Removal Problem (MCR) by Hauser (2012) . MCR concentrates on finding the least set of violating geometric constraints so that satisfaction in the specification can be achieved. Cizelj and Belta (2013) introduced another related problem which is the automatic formula revision for Probabilistic Computational Tree Logic (PCTL) specifications for systems with noisy sensors and actuators. Their proposed approach uses some specification update rules in order to revise the specification formula until the supervisor is satisfied. The work by Tumova et al. (2013) is also closely related to our work. It takes as input a transition system, and a set of sub-specifications in LTL each with a reward, and constructs a strategy maximizing the total reward of satisfiable sub-specifications. If a whole subspecification is not feasible, then it is discarded. In our case, we try to minimally revise a sub-specification (even a literal) if it is infeasible. In Kim and Fainekos (2014), we also extended our approach with quantitative preferences. While revising a sub-specification, instead of finding the minimum number of atomic propositions to remove, we attempt to minimize various cost functions on the preference levels of the atomic propositions.
Guo and Dimarogonas (2013) also studied a version of the specification revision problem. In particular, they focus on finding a feasible plan that can least violate the given specification under some user-defined cost function that depends on the mission. studied the same problem under the assumption that the environment is partially known. In their continuing work, Guo and Dimarogonas (2014) present a framework for minimally violating planning for multi-robot systems where knowledge about the environment is updated through sensors and communication between agents. They also set up hard tasks and soft tasks. Hard tasks should be satisfied as safety rules meanwhile soft tasks may be violated. Lahijanian et al. (2015) introduced a specification revision framework for co-safe LTL formulas with quantitative preferences over a weighted transition system. They show that their framework works for both fully observable environments and partially observable environments.
Conclusions
In this paper, we have proved that the MRP for specification automata is NP-complete. We have also provided a polynomial time heuristic algorithm for the problem of minimal revision of specification automata and established its upper bound for a special case. Furthermore, we provided examples to demonstrate that an approximation ratio cannot be established for this algorithm.
The MRP is useful when automata theoretic planning fails and the modification of the environment is not possible. In such cases, it is desirable that the user receives feedback from the system on what the system can actually achieve. The challenge in proposing a new specification automaton is that the new specification should be as close as possible to the initial intent of the user. Our proposed algorithm experimentally achieves approximation ratio very close to 1. Furthermore, the running time of our prototype implementation is reasonable enough to be able to handle realistic scenarios.
Future research will proceed in the following direction. Since the initial specification is ultimately provided in some form of natural language, we would like the feedback that we provide to be in a natural language setting as well.
We will prove the Minimal Connecting Edge (MCE) problem is NP-Complete. MCE is a slightly simpler version of the Minimal Accepting Path (MAP) problem and, thus, MAP is NP-Complete as well.
In MCE, we consider a directed graph G = (E, V) with a source s and a sink t where there is no path from s to t. We also have a set of candidate edgesÊ to be added to E such that the graph becomes connected and there is a path from s to t. Note that if the edges inÊ have no dependencies between them, then there exists an algorithm that can solve the problem in polynomial time. For instance, Dijkstra's algorithm (Cormen et al., 2001 ) applied on the weighted directed graph G = (V , E [Ê, w) where the edges inÊ are assigned weight 1 and the edges in E are assigned weight 0 solves the problem efficiently.
However, in MCE, the setÊ is partitioned in a number of classesÊ 1 , . . . ,Ê n such that if an edge e i is added from E i , then all the other edges inÊ i are added as well to G. This corresponds to the fact that if we remove a predicate from a transition in B s , then a number of transitions on G A Fig. 13 . The MCE instance that corresponds to G A from Figure  7 . The dashed edges denote candidate edges inÊ.
are affected. Let us consider the G A in Figure 7 as an example. Here, e 0 , e 2 and e 4 correspond to y((s 1 , s 1 ),p 0 ), e 1 and e 5 to y((s 1 ,s 1 ),p 2 ) and e 3 to y((s 1 ,s 1 ),p 3 ). Thus, fe 0 , e 1 , e 2 , e 3 , e 4 , e 5 g 2Ê and there exist three classesÊ i , E j andÊ j in the partition such that fe 0 , e 2 , e 4 g Ê i , fe 1 , e 5 g Ê j and e 3 2Ê k .
Problem 3. (Minimal Connecting Edge (MCE)). INPUT: Let G = (V, E) be a directed graph with a source s and a distinguished sink node t. We assume that there is no path in G from s to t. LetÊ V × V be a set such thatÊ \ E = ;. We partitionÊ into E = fÊ 1 , . . . ,Ê m g. Each edge e 2Ê has a weight W(e) ! 0. OUTPUT: Given a weight limit W, determine whether there is a selection of edges R Ê such that:
1. there is a path from s to t in the graph with all edges E[R; 2. P e2[R W (e) W ; and 3. for eachÊ i 2 E, ifÊ i \ R 6 ¼ ; thenÊ i R.
Theorem 3. MCE is NP-complete.
Proof. The problem is trivially in NP. Given a selection of edges fromÊ, we can indeed verify that the source and sinks are connected, the weight limit is respected and that the selection is made up of a union of sets from the partition.
We now claim that the problem is NP-Complete. We will reduce from 3-CNF-SAT. Consider an instance of 3-CNF-SAT with variables X = {x 1 , ., x n } and clauses C 1 , ., C m . Each clause is a disjunction of three literals. We will construct graph G and family of edges E. The graph G has edges E made up of variable and clause ''gadgets''.
A.1 Variable gadgets
For each variable x i , we create six nodes u i , u Figure 14 . The node u i is called the entrance to the gadget and v i is called the exit. The idea is that if the variable is assigned true, we will take the path
to traverse through the gadget from its entrance to exit. The missing edge u t i ! v t i will be supplied by one of the edge sets. If we assign the variable to false, we will instead traverse
Variable gadgets are connected to each other in G by adding edges from v 1 to u 2 , v 2 to u 3 and so on until v n21 !u n . The node u 1 is the source node.
A.2 Clause gadgets
For each clause C j of the form (' j1 _' j2 _' j3 ), we add a clause gadget consisting of eight nodes: entry node a j , exit node b j and nodes a j1 ,b j1 , a j2 ,b j2 and a j3 ,b j3 corresponding to each of the three literals in the clause. The idea is that a path from the entry node a j to exit node b j will exist if the clause C j will be satisfied. Figure 15 shows how the nodes in a clause gadget are connected.
A.3 Structure
We connect v n the exit of the last variable gadget for variable x n to a 1 , the entrance for first clause gadget. The sink node is b m , the exit for the last clause gadget. Figure 16 shows the overall high-level structure of the graph G with variable and clause gadgets.
A.4 Edge sets
We design a family E = fP 1 , . . . , P n , N 1 , . . . , N n g. The set P i will correspond to a truth assignment of true to variable x i and N i correspond to a truth assignment of false to x i . P i has the edge (u Fig. 15 . The clause gadget for a clause with three literals. The clause shown here is (x 1 _ x 2 _ x 3 ). The corresponding missing edges will be added to the set P 1 , N 2 , N 3 , respectively. corresponding to this literal in the clause gadget for C j to the set P i with weight 0. Similarly, N i has the edge from (u f i , v f i ) of weight 1 and for each clause C j containing the literal x i it has the missing edge in the clause gadget for C j with weight 0. We ask whether there is a way to connect the source u 1 with the sink b m with weight limit n, where n is the number of variables.
We verify that the sets P 1 , ., P n , N 1 , ., N n partition the set of missing edges. Claim 1. If there is a satisfying solution to the problem, then u 1 can be connected to b m by a choice of edge sets with total edge weight n.
Proof. Take a satisfying solution. If it assigns true to x i , then choose all edges in P i else choose all edges N i if it assigns false. We claim that this will connect u 1 to b m . First it is clear that since all variables are assigned, it will connect u 1 to v n by connecting one of the two missing links in each variable gadget. Corresponding to each clause, C j there will be a path from a j to b j in the clause gadget for C j . This is because, at least one of the literals in the clause is satisfied and the corresponding set P i or N i will supply the missing edge. Furthermore, the weight of the selection will be precisely n, since we add exactly one edge in each variable gadget. u Claim 2. If there is a way to connect source to sink with weight n, then a satisfying assignment exists.
Proof. First of all, the total weight for any edge connection from source to sink is ! n since we need to connect u 1 to v n there are n edges missing in any shortest path. The edges that will connect have weight 1, each. Therefore, if there is a way to connect source to sink with weight n, the total weight must in fact be n. This allows us to conclude that for every variable gadget precisely one of the missing edges is present. As a result, we can now form a truth assignment setting x i to true if P i is chosen and false if N i is. Therefore, the truth assignment will assign either true to x i or false and not both thanks to the weight limit of n. u Next, we prove that each a j will be connected to b j in each clause gadget corresponding to clause C j . Let us assume that this was using the edge (a i j , b i j ) 2 N i . Then, by construction have that x i was in the clause C j which is now satisfied since N i is chosen, assigning x i to false. Similar reasoning can be used if (a j , b j ) 2 P i . Combining, we conclude that all clauses are satisfied by our truth assignment. u
Appendix B: Upper bound of the approximation ratio of AAMRP
We shall show the upper bound of the approximation algorithm (AAMRP) for a special case.
Theorem 4. AAMRP on planar DAGs where all the paths merge on the same node is a polynomial-time 2-approximation algorithm for the MRP.
Proof. We have already seen that the AAMRP runs in polynomial time. Let Y = {y 1 , ., y m } be a set of Boolean variables and G: (V, E) be a graph with a labeling function L : E ! P(Y ), wherein each edge e 2 E is labeled with a set of Boolean variables L(e) 4Y. The label on an edge indicates that the edge is enabled iff all the Boolean variables on the edge are set to true. Let v 0 2 V be a marked initial state and F4V be a set of marked final vertices.
Consider two functions w 0 : E Ã ! P(Y ), and w : E Ã ! N where E * represents the set of all finite sequences of edges of the graph G. Hence, w 0 (P) for a path P = hv 0 ,.,v k i is a set of Boolean variables of its constituent edges which makes them enabled on the path P:
while w(P) is the number of the Boolean variables of
Given a initial vertex v 0 , two vertices v i , v j , and a final vertex v k , let P opt denote the path that produces an optimal revision for the given graph. Let P a denote a general revision by AAMRP. Suppose that P opt consists of sub-paths P 0i , P ij , P jk , and P a consists of sub-paths P 0i , P 0 ij , P jk . We will discuss the cases when P 0i and P jk are empty later. The former case can occur when P opt and P a do not have any common edges from v 0 to v i in the sense that each path takes a different neighbor out of v 0 . This case can also occur when 0 \ i if from v 0 to v i there are no Boolean variables to be enabled to make the path activated. Likewise, the latter case can occur when i \ j \ k or when i j = k. We do not take i = j unless j = k. Considering both cases together, we can get the possibility that P opt and P a are entirely different from v 0 to v k .
In v j , the AAMRP should relax the weight of the path from v 0 to v j , comparing between two paths P ij and P 0 ij . Thus, we can denote
Let w 0 (P 0i ) [w 0 (P 0 ij ) = L a , w 0 (P 0i ) [w 0 (P ij ) = L opt , and w 0 (P jk ) = L. Then, we can denote
