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ABSTRAKT
Bakalářská práce se zabývá vývojem programů pro podporu výuky. Cílem práce je vy-
tvoření souboru java appletů. Úvodní část práce vysvětluje pojmy, které souvisí s danou
tématikou a jsou potřebné k jejímu řešení. Následuje popis barevných modelů a pro-
storů. V této části se nachází i převody jednotlivých modelů a prostorů na model RGB.
Následující část ukazuje rozložení obrazu na bitové roviny a to binárně nebo pomocí
Grayova kódu. Další kapitola pojednává o zpracování obrazu pomocí konvoluce, převodu
barevného obrazu na obraz ve stupních šedi a ditheringu. V závěru práce jsou ukázány
jednotlivé java applety s popisy jejich funkcí a ovládáním.
KLÍČOVÁ SLOVA
Barva, barevné modely a prostory, bitové roviny, konvoluce, šedotónový obraz, dithering,
zpracování obrazu
ABSTRACT
The bachelor thesis deals with development of the programs for supporting of the tuition.
The aim of my work is create to set of java applets. Introduction of my thesis explains
concepts associated with this topic and necessary for solving this issue. Then I will take
a closer look at color models and spaces. The conversion of color models and spaces to
RGB models are described in this section. The following section shows decomposition
into a bit level binary or using Gray code. Then, I will focus on image processing using
convolution, conversion color image into gray scale image and dithering. In the end of
my thesis the individual java applets are shown and described.
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ÚVOD
Cílem bakalářské práce bylo vytvoření souboru programů pro podporu výuky a
následné naprogramování v jazyce Java, konkrétně vytvoření Java appletů ukazující
práci s barvami a různé metody zpracování obrazu.
V úvodní kapitole se zabýváme objasněním pojmu barva a vnímáním barev po-
mocí lidského oka. Následuje definice barvy a charakteristické vlastnosti barvy. Tyto
základní vlastnosti jsou tón, sytost a jas.
Druhá kapitola pojednává o barevných modelech, prostorech a převodech mezi
nimi. Rozebírá stupně šedi a možnosti využití tohoto základního modelu. Dále po-
pisuje modely RGB a CMY(K). Model RGB je aditivní (sčítací model), proto jsou
zde barvy míchány do černé barvy. U tohoto modelu je více vytvořených variant,
které jsou také popsány. CMY(K) je doplňkovým model RGB a jedná se o subjek-
tivní model. HSV neboli HSB je modelem, který má pro člověka intuitivní míchání.
Nejčastěji je prezentován rotačním kuželem. YCbCr je modelem používaným pro
zpracování digitální fotografie a videa. CIE XYZ vzešel z měření citlivosti lidského
oka a posledním modelem je 𝐿*𝑎*𝑏*. Ke všem uvedeným modelům je přidán pře-
počet na základní model RGB, pouze model 𝐿*𝑎*𝑏* nemá převod na RGB přímo,
ale je nutný přepočet přes XYZ. Těmto modelům, prostorům a jejich převodům se
věnuje i první vytvořený applet.
Třetí kapitola popisuje způsoby prezentace obrazu a rozklad obrazu na bitové
roviny. Rozklad je popsán binárně a nebo pomocí Grayova kódu. Bitovým rovinám
se věnuje i druhý z appletů.
Ve čtvrté kapitole jsou popsány různé způsoby zpracování obrazu. Prvním popi-
sovaným způsobem je konvoluce, přesněji diskrétní dvojrozměrná konvoluce. Jedná
se o velmi využívaný algoritmus v počítačové grafice. Na každý pixel v obrázku se
u této metody aplikuje jeden z mnoha filtrů a tím dostaneme nový upravený obraz.
Úpravám obrazu pomocí konvoluce je ukázána ve třetím appletu. Druhým popiso-
vaným způsobem je zpracování obrazu je převod barevného obrazu na stupně šedi.
Využívají se tři různé metody. Jsou jimi: průměrování, převod metodou Lab, kde se
vynechá hodnota barevné informace a zůstane pouze hodnota jasu. Poslední meto-
dou je RGB, kde je možnost editace přímo jednotlivých barevných kanalů a převod
každého kanálu na stupně šedi. Zpracováno do čtvrtého appletu. Poslední metodou
je dithering sloužící ke kompenzaci ztráty barevného informace při redukci barev.
Popsány jsou základní využívané metody.
V poslední části bakalářské je popsán jazyk Java, použitý software a odůvod-
nění, proč právě tento program. Následují vytvořené applety, popisy jejich funkcí a
ovládání.
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1 BARVA
Člověk je obdařen pěti základními smysly. Těmito smysly dokáže vnímat své
okolí. Jedním z nich je i lidský zrak. Jedná se o nejdrahocennější a nejrozvinutější
lidský smysl, jelikož díky němu dokážeme vnímat okolo 80% informací z okolního
světa. Vidíme své okolí díky očím, které vnímají barvu jako určitý vjem. Ten je
vytvářen viditelným světlem dopadajícím na sítnici lidského oka. Barevnou informaci
dokáže vnímat oko pomocí tyčinek a čípků umístěných na sítnici. Máme tři druhy
čípků, a to podle citlivosti na tři základní barvy: červenou, zelenou a modrou.
1.1 Světlo
Lidský zrak vnímá pouze určité elektromagnetické záření z frekvenčního spek-
tra, a to o vlnové délce 400–750 nm. Vlnové délky světla leží mezi vlnovými délkami
ultrafialového záření a infračerveného záření. V některých oblastech vědy je svět-
lem chápáno i elektromagnetické záření libovolných vlnových délek.Rozložení celého
spektra je možné vidět na obr.1.1. Složené je z dlouhých vln, přes střední, krátké
a milimetrové vlny, až k infračervenému vlnění. Následuje viditelné světlo, které
přechází v ultrafialové vlnění. S měnící se vlnovou délkou se paprsky zkracují a do-
stáváme se na rentgenové paprsky, paprsky gama až po kosmické paprsky. U světla
můžeme vyjádřit tři základní vlastnosti: svítivost (amplituda), barva (frekvence)
a polarizace (úhel vlnění). [1]
Obr. 1.1: Elektromagnetické spektrum [2]
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V přírodě lze také nalézt zdroj světla, který obsahuje celé světelné spektrum.
Tímto zdrojem je bílé sluneční záření. Na obr.1.2 můžeme vidět dopadající světlo
na skleněný hranol a rozklad na barevné spektrum.Toto barevné spektrum přechází
od červené až do fialové barvy.
Obr. 1.2: Rozklad dopadajícího bílého světla přes skleněný hranol.
Rozsah vlnových délek monochromatického světla je uveden v tab.1.1. Bez světla
by tedy nebylo možné vnímat barvy, jelikož právě světlo je nositelem barevné infor-
mace.
Barva Vlnová délka [nm] Frekvence [THz]
červená 700–630 430–480
oranžová 630–590 480–510
žlutá 590–560 510–540
zelená 560–490 540–610
modrá 490–450 610–670
fialová 450–400 670–750
Tab. 1.1: Parametry viditelného (monochromatického) záření spektra světla
Bílé světlo se stává nositelem informace, pokud dopadne na povrch objektu.
Díky vlastnostem každého objektu se odrazí ze světla pouze určité vlnové délky.
V případě, že dopadající světlo neobsahuje vlnové délky, které se odráží od povrchu,
nemusí být objekt vidět. Vnímané spektrum odraženého světla je tedy ovlivněno
spektrem dopadajícího světla.
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1.2 Lidské oko a jeho vnímání barev
Oční bulva obsahuje tři vrstvy. Tyto vrstvy můžeme vidět na schématickém
řezu okem na obr.1.3. Na vnější straně se nachází povrchová bělina přecházející
v průhlednou rohovku, kterou procházejí světelné paprsky přes čočku do oka. Střední
vrstva cévnatka zásobuje celý zrakový orgán krví a přechází vpředu v ciliární sval.
Ten má za úkol měnit tvar čočky, tím i její ohniskovou vzdálenost a zaostřovat
obraz na vnitřní stranu – sítnici. Kromě toho přechází ciliární sval na vnější straně
čočky v duhovku a podle množství dopadajícího světla (jasu) mění tento sval průměr
duhovky. Prostory před a za čočkou jsou vyplněny průhlednou komorovou tekutinou
nazývanou sklivec. Před čočkou je obraz určitého jasu promítán jako určité osvětlení
na zádní část sítnice. Po této dráze v ose oka je na sítnici ústřední jamka žluté skvrny.
Obr. 1.3: Průřez lidského oka [1]
Zde jsou uloženy buňky dvojího druhu citlivé na světlo, jas a barvu. Prvním
druhem jsou tyčinky. Jejich počet je okolo 120 milionů. Druhou skupinou jsou čípky,
okolo 6 milionů.Pouze čípky dokáží rozeznávat barevné spektrum. Tyčinky umožňují
pouze černobílé vidění, ale jsou 200 000 krát citlivější na světlo než čípky. Proto
vidíme i za šera (skotopické vidění). Jejich reakce na změny světla je daleko rychlejší
(mají menší setrvačnost) než u čípků. Barevnou informaci nám pomáhají zpracovávat
čípky RGB. Označení RGB podle toho na jakou barvu jsou citlivé, jestli červenou,
zelenou a nebo modrou. Lidské oko je nejvíce citlivé na zelené spektrum, poté červené
a nejméně na modré. [1] Toto vnímání se přisuzuje evoluci a prostředí, ve kterém
se člověk vyvíjel. Světlo dopadající na čípky a tyčinky vyvolává určité podráždění
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odpovídající vlnové délce a jeho intenzitě. Tyto vzruchy (signály) jsou následovně
předávány pomocí nervových vláken do mozku, kde jsou zpracovány na vjem určité
barvy a jasu. V místě, ve kterém nervová vlákna opouštějí sítnici je tzv. slepá skvrna.
Nejsou v ní žádné čípky ani tyčinky. Při vnímání očima, dochází v mozku k vytváření
dvou obrazů z různého zorného úhlu pohledu. To závisí na tom, jak jsou oči daleko
od sebe. Oba obrazy se v mozku vyhodnotí jako třetí rozměr obrazu.
1.3 Definice barvy
Barvu lze definovat jako zrakový vjem na působení světla o určité vlnové délce,
které se odráží od povrchu objektu a následně dopadá na sítnici lidského oka. Zde
dochází ke zpracování dopadajícího světla a předání informací do mozku. Mozek
světlo následně interpretuje jako barvu odpovídající charakteristickým rozsahům
vlnových délek světla odraženého od povrchu objektu.
1.4 Charakteristika barvy
Každá barva má své tři základní charakteristické vlastnosti.
První vlastností je tón (HUE)
Tento tón je dán vlnovou délkou barevného světla, která vzniká při rozkladu bí-
lého světla při průchodu hranolem. V případě, že bychom rozdělili světelné spektrum
po 10 nm, dostaneme 30 spektrálních barev. Vyjádřené barvy jsou čisté a nazýváme
je syté.
Druhou vlastností je sytost (saturation)
Nazývány též chroma a síla. Sytost nám ukazuje příměs bílého světla k čisté
barvě. Díky sytosti můžeme rozdělit batvy na syté, čisté se 100% sytostí. U barev
s menší sytostí hovoříme o pastelových barvách. Nepestré barvy označujeme ty s nu-
lovou sytostí, patří sem bílá, stupně šedi a černá.
Třetí vlastností je jas (brightness)
Označován také jako světlost. Velikost jasu závisí na množství energie po odrazu
paprsku od barevného povrchu. Změny jasu nám mění světlost barev, tudíž např.
ze zelené barvy se stává světle zelená nebo tmavě zelená. V nepestrých barvách
dochází k jevu, kdy se změnou jasu se změní černá přes odstíny šedi a nakonec
můžeme dosáhnout i bílé.
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2 BAREVNÉ MODELY A PROSTORY
2.1 Popis barevných modelů a prostorů
Barevné modely můžeme dělit následovně: [3]
• Modely založené na fyziologii oka — RGB model, CMYK model
• Kolorimetrické barevné modely, založené na fyzikálním měření spektrální od-
razivosti – chromatický diagram CIE
• Komplementární modely, založené na percepčních experimentech, užívající
dvojice komplementárních barev
• Modely psychologické a psychofyzikální — HSV
Základními barevnými modely jsou RGB, CMYK nebo HSV(B). Každý z těchto
modelů představuje jinou metodu klasifikace barev a jejich popisu. Můžeme říct,
že se jedná o abstraktní matematickou strukturu popisující barvy jako n-tice čí-
sel, většinou tři až čtyři hodnoty barevných složek. V barevných modelech se pro
ukázku viditelného spektra barev používají číselné hodnoty. Pokud je barevný model
obohacen o podrobný popis metody, můžeme hovořit o barevném prostoru.
Tento barevný prostor má specifický gamut (rozsah) barev. Můžeme uvést na
příkladu prostorů, které jsou založeny na barevném modelu RGB, ovšem žádný
RGB barevný prostor nehledejme, ten zde není. Prostory založené na RGB modelu:
Adobe® RGB, sRGB a Apple® RGB. Zmiňované prostory definují barvy s použitím
tří stejných os (R-red, G-green, B-blue), ale i přesto je jejich rozsah (gamut) barev
rozdílný. Každá barva má v prostoru své souřadnice na daných osách. Barevný pro-
stor je doplněn o svou hranici, definici primárních barev, barevnou teplotu součtové
bílé a popis, jak co probíhá uvnitř prostoru. Pokud pracujeme s barvami v grafice,
nastavujeme v podstatě číselné hodnoty v souboru. Čísla si můžeme představovat
jako nějakou barvu, ale číselná hodnota nebude odpovídat absolutní barvě. Mají
význam pouze v prostoru zařízení, ve kterém je barva vytvořena.
Většina zařízení má svůj vlastní barevný prostor, dokáže tedy spolehlivě repro-
dukovat barvy svého gamutu. V případě přenášení barevného prostoru z jednoho
zařízení do druhého se mohou barvy změnit. Každé zařízení vykládá hodnoty RGB
nebo CMY(K) podle vlastního barevného prostoru. Např. tisknutím dokumentu na
stolní tiskárně nelze přesně reprodukovat všechny barvy zobrazené dříve na moni-
toru. Předpokládejme, že tiskárna pracuje v barevném prostoru CMYK, monitor
pracuje v prostoru RGB. Tudíž rozsah barev se navzájem různí. Nastává situace,
kdy barvy vytvořené tiskovými barvami nelze zobrazit na monitoru a naopak některé
z barev na monitoru není možné dosáhnout tiskem na tiskárně.
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Úplnou shodu barev na různých zařízeních není možné dosáhnout. Využívá se
nástroj správa barev pro zajištění shody některých barev a nebo zajištění, aby ostatní
barvy vypadaly podobně.
2.2 Stupně šedi
Jedná se pouze o jednorozměrný model. V prostorech odvozených z modelu defi-
nujeme navíc gamma a nárůst tiskového bodu. Na rozdíl od jiných barevných modelů
obsahuje pouze úsečku mezi W a K, což můžeme vidět na obr.2.4. Tento model může
být reprezentován abstraktním způsobem jako rozsah od 0 (úplná absence, černá) do
1 (úplná přítomnost, bílá) s případnými zlomkovými hodnotami mezi nimi. Způsob
tohoto zápisu je používán, ale není přesnou definicí, co je „černé“ nebo co je „bílé“,
pokud jde o kolorimetrii.
Další možností je použití procent, měřítko se potom udává od 0% do 100%. Tato
možnost je více používaná, protože je více intuitivní. Používají se pouze celočíselné
hodnoty a rozsah zahrnuje 101 hodnot intenzity. Hodnoty jsou dostatečné pro re-
prezentaci širokého gradientu šedé.
Obr. 2.1: Ukázka stupnice šedi
V počítačových výpočtech mohou být stupně šedi vypočítány podle racionálních
čísel, ale obrazové pixely jsou uloženy v binární, kvantizační formě.
Dnešní obrázky ve stupních šedi (např. fotografie), které jsou určené pro zobrazení
nebo tisk bývají obyčejně uloženy s 8 bity na pixel vzorku, což umožňuje 256 odstínů
různé intenzity. Fotografii v odstínech šedi můžeme vidět na obr.2.2.
Obr. 2.2: Fotografie v odstínech šedi
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2.3 RGB model
Jedním z nejznámějších barevných modelů je právě RGB. Název je odvozen
podle tří použitých základních barev: Red (červená) 𝜆 = 630 nm, Green (zelená)
𝜆 = 530 nm a Blue (modrá) 𝜆 = 450 nm. Model vychází z poznatků o skládání barev
v lidském zraku. Kombinacemi těchto barev můžeme získat téměř všechny základní
barvy barevného spektra. [4]
Jedná se o aditivní(sčítací neboli světelný) barevný model míchání barev — v tomto
modelu jsou přidávány barvy do černého podkladu(černé barvy).Pro představu si
můžeme vzít tři shodné kruhy různých barev a vnořit je do sebe.Na obr.2.3 vidíme
průnik všech barev a výslednou bílou barvu.
Obr. 2.3: Míchání barev modelu RGB
Základem tohoto principu je fakt, že tři světelné svazky, tmavě modrý, sytě čer-
vený a sytě zelený, dohromady vytvářejí jasné, zářivě bílé světlo. Na základě tohoto
modelu pracují všechny monitory, televizní obrazovky, skenery apod. Informace spo-
lečně s daty zobrazované na zobrazovacích jednotkách vnímáme právě pomocí to-
hoto modelu. Obrazovka je plná malých reflektorů, které vyzařují červené, zelené
a modré světlo. Lidské oko je se svými receptory uzpůsobeno pro vnímání a tvoření
právě barev z RGB složek. Nejnižší hodnota intenzity znamená nulové zastoupení
barvy (oční receptory nejsou drážděny). Maximální úroveň naopak odpovídá stavu,
kdy oční receptory oslepnou (dojde k přesycení). Nedokonalosti lidského oka a in-
tenzita jednotlivých světelných paprsků vytváří výslednou barvu.
Barevný prostor, neboli myšlenková transformace barevného spektra a provádění
změn do existujícího fyzického tělesa, je nejpraktičtěji prezentována jednotkovou
krychlí obr.2.4. Intervaly mezi změnami odstínů jsou dle definicí lineární (každá ze
základních barev nabude stejného počtu hodnot). Rozdělení bývá v mezích 0–255
(při RGB kódování 24bitové barvy).
V jednotkové krychli nám osy představují červené, zelené a modré světlo. Jejich po-
čátek má souřadnice (0, 0, 0) a vytváří černou barvu.
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Zcela opačné souřadnice (255, 255, 255) má barva bílá, která se nachází v protilehlém
rohu krychle a intenzita je zde maximální. Pokud vezmeme vrcholy horní podstavy
zleva doprava, najdeme barvy modrou, azurovou, bílou a purpurovou. Dolní pod-
stava má vrcholy zleva doprava v barvách černá, zelená, žlutá, červená. Spojnice
mezi vrcholy bílá a černá tvoří jednu z vnitřních os krychle a je achromatická. Re-
prezentuje také všechny odstíny šedé barvy.
Obr. 2.4: Barevný prostor RGB a CMYK – jednotková krychle
Červená, zelená a modrá jsou primárními světelnými barvami. Mísením těchto
barev vznikají sekundární světelné barvy. Skládání sekundárních barev je násle-
dující: žlutá (zelená + červená), azurová (modrá + zelená) a purpurová (červená
+ modrá). Azurová je technický termín odpovídající středně syté neutrální modré,
purpurová pak představuje středně sytou karmínovou červeň. Výhodou tohoto mo-
delu je snadná matematická definice barvy. Tím pádem je využití vhodné i v progra-
mování a počítačové grafice. Nevýhodou je náročné představení určení požadované
barvy. Právě tato náročnost na lidskou představivost a myšlený pohyb uvnitř jed-
notkové krychle spolu s relativní snadností definice a převodu barvy vede u mnoha
systémů ke skrytí vlastního RGB modelu, nutného pro zobrazení na monitoru, pod
modely typu HSL, HSV – modely psychologické a psychofyzikální. Důvod je nasnadě
– definice nebo určení barvy v barevném prostoru je přirozenější, pokud jsou odstín
(HUE), nasycení (CHROMA) a světlost (LIGHTNESS, VALUE) indikovány jako
oddělené parametry.
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2.4 Varianty RGB modelů a prostorů
RGB model neobsahuje specifikace o základních barvách, gamutu a bílé barvě.
Díky těmto skutečnostem vzniklo více variant RGB modelů. Hlavní model založený
na RGB je RGBA. Dále vzniklo mnoho prostorů založené na RGB modelu: sRGB,
Adobe RGB a Apple RGB.
Barevný model RGBA [4]
Barevný model RGBA využívá aditivní způsob míchání barev a vychází z modelu
RGB. Byl pouze rozšířen o tzv. alfa kanál A s určitou informací o průhlednosti
konkrétního pixelu. Kanál alfa má vždy stejný počet polotónů, jako kanály R, G
a B (je-li sytost R,G a B určena 1 Bytem = 8 bity = 28 = 256 úrovní sytosti).
Využití tohoto modelu hlavně u obrázků ve formátu PNG.
Varianty RGB prostorů
sRGB
Z různých variant prostorů RGB je právě tato jedna z nejznámější a nejpou-
žívanější. Barevný prostor byl vytvořen spoluprácí společností HP a Microsoft pro
použití na monitorech, tiskárnách a v prostředí internetu. Model byl sestaven již
v roce 1995 Ralfem Kuronem z FORGA. Výhodou je podpora W3C, Corel, různé
přehrávače a open source software (GIMP) si s ním umí též poradit. Prostor sRGB
byl prvotně navržen hlavně pro prohlížení v domácích a kancelářských podmínkách.
LCD monitory, tiskárny a skenery mají podporu standardu sRGB. Naopak zařízení,
která nepodporují sRGB, starší monitory CRT musí mít kompenzační obvod nebo
software tak, aby se i oni dokázali podřídit těmto standardům. Z toho důvodu se
předpokládá, že 8-bitový kanál souboru obrázku nebo zařízení rozhraní počítače, je
v sRGB barevném prostoru.
Adobe RGB
Tento prostor byl vyvinut společností Adobe roku 1998. Používají se odlišné
barvy než jaké má model sRGB a obsáhne větší rozsah barev, zvláště v barvě
zeleno-modré. Uvádí se, že zahrnuje zhruba 50% viditelných barev.Více viditelné
na chromatickém diagramu obr.2.5. Model má ovšem nevýhodu a to, že některé mo-
nitory jej nedokáží zobrazit a tiskárny při tisku nedokáží přenést správnou informaci
na papír. Pracuje se s ním spíše v profesionální sféře.
Apple RGB
Barevný prostor Apple RGB je určen pro trinitronové obrazovky Apple a je
nepatrně menší než prostor sRGB. Apple RGB dokáže pokrýt zhruba 33% reálných
barev.
16
Obr. 2.5: Chromatický diagram – typická podkova. [5] Srovnání nejpoužívanějších
modelů. Každý barevný model zobrazuje svůj specifický výsek z plochy těchto vi-
ditelných barev. Adobe RGB barevný prostor je z něj schopen zobrazit trojúhelník
daný jeho základními RGB barvami. Značka D65 označuje tzv. bílý bod. Z obrázku
vyplývá, že Adobe RGB má oproti sRGB větší rozsah barev zejména v zelené.
2.5 CMY(K)
Model CMY je doplňkovým modelem RGB. Zkratka CMY vyjadřuje tři základní
barvy: Cyan (azurová), Magenta (fialová) a Yellow (žlutá). V tomto doplňkovém
modelu se pracuje se subjektivním mícháním barev. Při práci v subjektivním modelu
se nepracuje se světlem tak jako v aditivním, ale s pigmenty. Dobrým příkladem
je použití barevných kruhů jako tomu bylo u RGB modelu, ovšem nyní budeme
porovnávat s barvami CMY (obr.2.6). Rozdíl můžeme demonstrovat na následujícím
příkladu:
Mícháním červeného a zeleného paprsku světla získáme světlo žluté. Naopak
mícháním azurového a žlutého pigmentu získáme zelenou barvu (azurové barvivo
pohlcuje červenou složku dopadajícího bílého světla, žlutá pohlcuje modrou složku
a obě odráží zelenou složku – výslednou barvu předmětu). Barevný prostor je ob-
dobně jako u RGB zastoupen jednotkovou krychlí (obr.2.4). Metody a problémy při
smíchávání barev jsou obdobné jako u RGB modelu.
Zatímco při aditivním míchání skutečně čistě černou barvu získáme (nepřítom-
nost světla), subtraktivním smícháním azurového, purpurového a žlutého pigmentu
čistě černé barvy nedosáhneme. Maximálně dosažitelná je tmavošedá barva. CMY
model bývá velmi často obohacen o čtvrtou složku – černou (blacK).
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Obr. 2.6: Subtraktivní míchání barev modelu CMY(K)
Přidávání černé barvy (blacK) má hlavně praktický význam. Tisk obrazů se
téměř nikdy nedělá pouze pomocí tří barev C, M, Y. Tisk pouze pomocí těchto
barev by nebyl tak kvalitní jako v případě, že je přidána složka K. Pokud bysme
smíchali složky C, M, Y v poměru 1:1:1 nedostali bychom černou barvu, ale pouze
tmavě zelenou nebo tmavější hnědou. Dalším negativním parametrem by byla ex-
trémně vysoká nákladnost při tisku dokumentů v černé barvě, jelikož tato barva by
se musela míchat. Kvůli těmto důvodům se začal v polygrafii používat model CMYK.
Výsledný model je druhým základním barevným modelem naší reality. Všechny mo-
nitory z principu pracují v RGB módu, většina tiskáren nakonec pracuje v módu
CMYK. Užití tohoto modelu při tisku dělá z vlastností a omezení modelu nejdůle-
žitější fázi přípravy veškerých materiálů pro výstupy. V současné době se používají
i vícebarevné tiskárny (šesti – sedmi barevné), navíc mají možnost dotisknout ja-
koukoliv vybranou barvu (metalické barvy), ale náklady na tisk se neúnosně zvyšují.
Tato možnost není pro kancelářské nebo domácí využití vůbec vhodná. Teoreticky
jsou sice možnosti RGB a CMYK modelu totožné, ve skutečnosti je tisknutelné ba-
revné spektrum oproti světelnému menší, a to zejména v oblasti jasných „zářivých“
barev okrajů spektra. Tento jev můžeme vidět na chromatickém diagramu porovná-
vajícím RGB a CMYK modely (obr.2.7).
RGB a CMYK modely mají jednu stejnou nevýhodu. Složitost představit si
náročnou tvorbu požadovaného odstínu a obtížné vytvoření harmonických škál. Ma-
tematicky jsou oba tyto modely relativně snadnou záležitostí, ale převod mezi nimi
není vůbec jednoduchý problémem. V některých případech je až téměř neřešitelný.
Pokud vezmeme tyto dva modely často používané na počítačích a tiskárnách, zjis-
tíme, že počítačový hardware se musí mnohokrát optimálně kalibrovat. Před tiskem
obrázků, map a dalších je potřeba dbát hlavně na použité barvy a možnosti zpraco-
vání tiskárnou. Příklad z kartografie:
Při převodu z RGB (pracovní model při počítačové tvorbě mapy jako podkladu pro
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Obr. 2.7: Je patrné, že gamut RGB má pravidelný trojúhelníkový tvar. Prostoru
CMYK má tvar nepravidelný a výrazně složitější. Neobsahuje tolik barev a je menší
než RGB. Jeho gamut se mění s jasem, proto je zobrazený tvar velmi nepřesný. [5]
tisk klasické papírové analogové mapy) do CMYK (výstupový model na papír) do-
chází jak je z předchozího zřejmé k nutné degradaci, která se děje na úkor kontrastu,
tak důležitého právě v kartografii. Stažení jasu vysoce zářivých odstínů může značně
ovlivnit čitelnost mapy, a proto je nutné přípravě podkladů pro tisk věnovat znač-
nou pozornost, aby výsledná degradace byla co nejmenší. Tato příprava je nutná
pokud se jedná o tzv. „rychlý“ tisk — na příruční tiskárně či plotteru nebo jde
o velkokapacitní tisk na ofsetové tiskárně.
2.5.1 Převodní vztahy
Přepočet z RGB do CMY není úplně jednoduchý. Problémem je správné podání
barev, protože oba modely jsou založeny na různém principu míchání barev. Pokud
srovnáváme barvy na monitoru a vytištěný obrázek vypadají barvy téměř stejně,
ale na papíře nejsou tolik syté. Tento rozdíl je způsoben vyzařováním bílé barvy
na monitoru a schopností papíru odrážet bílou. Matematiky jsou ovšem tyto barvy
zcela stejné. Chceme-li nějaký obrázek vytisknout, používají tiskárny různé ovladače
a techniky pro maximální věrohodnost barev. Převod do CMY bez využití těchto
metod je poměrně snadný a dá se vyjádřit vztahy
𝐶 = 1− 𝑅255 ,
𝑀 = 1− 𝐺255 , (2.1)
𝑌 = 1− 𝐵255 .
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Přepočet se provádí pro intenzitu barev od 0 do 1. Hodnota barev RGB, které
dosahují hodnoty 0 – 255 se musí podělit max. hodnotou, aby bylo možné dokončit
převod na barvy CMY. Opačným převodem jako v předešlém případě je z CMY na
RGB:
𝑅 = 255 · (1− 𝐶),
𝐺 = 255 · (1−𝑀), (2.2)
𝐵 = 225 · (1− 𝑌 ).
Zde dochází k přepočtu hodnot do rozsahu 0 – 255. Hodnoty CMY se musí vyná-
sobit max.hodnotou RGB, která činí 255, aby mohl být převod úspěšný. Využívá se
také převodu na CMYK, kde používáme dokonalou černou. Tento převod je oproti
předešlým převodům mírně složitější.
Převod RGB na CMYK:
Hodnoty R, G, B musí být přepočítány z rozsahu 0 – 255 do rozsahu 0 – 1 využi-
telného pro CMYK:
𝑅′ = 𝑅255 ,
𝐺′ = 𝐺255 , (2.3)
𝐵′ = 𝐵255 .
Černá složka (K ) je vypočítávána ze všech tří barev červené (R’), zelené (G’)
a modré (B’).
Azurová barva (C – cyan) je vypočítávána z červené (R’) a černé (K ):
𝐶 = (1−𝑅
′ −𝐾)
(1−𝐾)
Fialová barva (M – magenta) je vypočítávána ze zelené (G’) a černé (K ):
𝑀 = (1−𝐺
′ −𝐾)
(1−𝐾)
Žlutá barva (Y – yellow) je vypočítávána z modré (B’) a černé (K ):
𝑌 = (1−𝐵
′ −𝐾)
(1−𝐾)
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2.6 HSV neboli HSB
Předností tohoto typu modelu je intuitivní míchání barev. Předchozí modely
nejsou pro člověka tak intuitivní jako tento. Model HSB byl vytvořen roku 1978
Alvy Ray Smithem. S tímto modelem se pracuje hlavně kvůli tomu, že popis barev
je takový, na jaký je člověk zvyklý.
Zatímco RGB či CMYK jsou modely založené na míchání barev, HSB model
definuje barvy přirozeným způsobem pro člověka. Člověk tedy rovnou ví, o jakou
barvu se jedná, jakou má barva sytost a jestli je tmavá nebo světlá. Model je tedy
poměrně dost názorný. Barevný model HSB používá tři veličiny pro popis barvy,
jako je tomu i u modelu RGB, ale zde mají jiný význam (význam veličin uveden na
příkladu s oranžovou barvou):
• Odstín barvy (Hue, H) popisuje vlastní čistou barvu (tedy např. červená,
zelená, modrá). Asi nepřekvapí, že pro popis barvy se používá úhel na barev-
ném kole – tedy rozsah 0–360∘. Dohodou se za úhel 0∘ považuje červená, 120∘
odpovídá zelené a 240∘ modré a 360∘ opět červené, protože jsme objeli kruh
kolem dokola.
Obr. 2.8: Odstín barvy (Hue) se v modelu HSB určuje úhlem na barevném kole. Na
příkladu je uvedena barva v úhlu 30° – tedy oranžová. [5]
• Sytost či saturace barvy (Saturation, S) popisuje, jak moc je barva „čistá“,
tedy bez přimíchání bílé (šedé). Čím více má v sobě barva bílé (šedé), tím
více totiž její čistota, tedy sytost klesá. Udává se v procentech, přičemž sytost
100% znamená jen čistou barvu, sytost 50% znamená poloviční příměs bílé
(šedé) a sytost 0% potom znamená jen odstín šedé (od bílé po černou), tedy
již zcela bez barvy.
• Jas (B – brightness nebo také Value, V) popisuje jas barvy v rozsahu
0–100%
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Obr. 2.9: Jas (Brightness či Value) a sytost (Saturation) doplňuje odstín (Hue) na
úplný popis. Sytost říká, kolik je přimícháno bílé (šedé) a jas říká její světlost.
Při manipulaci s barvou je v první fázi zvolen příslušný barevný odstín H,
ve druhé fázi pak nasycení S a světlost B. Zamyšlený barevný odstín se při mani-
pulaci s nasycením a světlostí nemění, čehož se dá při míchání RGB nebo CMY(K)
dosáhnout jen stěží.
Barvy HSBmodelu jsou nejčastěji prezentovány pomocí rotačního kužele obr.2.10.
Vrchol kuželu se nachází v počátku a osa kuželu je shodná se svislou osou, která
zároveň znázorňuje změny úrovně jasu. Sytost, která je umístěna na vodorovné ose
i jas se mění v intervalu 0 až 1. Na obvodu podstavy se nachází čisté barvy. Barevný
tón je definován jako velikost úhlu, která se měří od osy S proti směru hodinových
ručiček – barevný tón může nabývat hodnot 0–360∘.
Obr. 2.10: Úplný model HSB zobrazený jako rotační kužel [6]
HSV model má bohužel dva nedostatky. Přechod mezi černou a bílou barvou není
plynulý a pohyb barevného tónu se neodehrává po kružnici, ale po šestiúhelníku,
proto není změna barevného tónu plynulá.
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2.6.1 Převodní vztahy
Pro realizaci převodu z RGB do HSB musí být barevná složka převedena na
reálné čísla v rozmezí 0 až 1. Pro lepší ilustraci převáděných složek a jejich význam
v modulu HSB se můžeme podívat v obr.2.10).
K převodu RGB na HSB se používají následující rovnice: [7]
ℎ =
⎧⎪⎪⎪⎪⎪⎪⎪⎪⎪⎨⎪⎪⎪⎪⎪⎪⎪⎪⎪⎩
nedefinován, pro 𝑚𝑎𝑥 = 𝑚𝑖𝑛,
60∘ ·
(︁
𝐺−𝐵
𝑚𝑎𝑥−𝑚𝑖𝑛
)︁
+ 0∘, pro 𝑚𝑎𝑥 = 𝑅 a 𝐺 ≥ 𝐵,
60∘ ·
(︁
𝐺−𝐵
𝑚𝑎𝑥−𝑚𝑖𝑛
)︁
+ 360∘, pro 𝑚𝑎𝑥 = 𝑅 a 𝐺 < 𝐵,
60∘ ·
(︁
𝐵−𝑅
𝑚𝑎𝑥−𝑚𝑖𝑛
)︁
+ 120∘, pro 𝑚𝑎𝑥 = 𝐺,
60∘ ·
(︁
𝑅−𝐺
𝑚𝑎𝑥−𝑚𝑖𝑛
)︁
+ 240∘, pro 𝑚𝑎𝑥 = 𝐵.
(2.4)
Hodnota max a min v rovnicích představuje nejvyšší a nejnižší hodnotu RGB veličin.
𝑠 =
⎧⎨⎩ 0, pro 𝑚𝑎𝑥 = 0,𝑚𝑎𝑥−𝑚𝑖𝑛
𝑚𝑎𝑥
, pro 𝑚𝑎𝑥 ̸= 0, (2.5)
𝑏 = 𝑚𝑎𝑥. (2.6)
Převod z HSB do modelu RGB je prováděn těmito vztahy: [7]
ℎ𝑖 =
ℎ
60mod 6, (2.7)
𝑓 = ℎ60 − ℎ𝑖, (2.8)
𝑝 = 𝑏 · (1− 𝑠),
𝑞 = 𝑏 · (1− 𝑓 · 𝑠), (2.9)
𝑡 = 𝑏 · [1− (1− 𝑓) · 𝑠].
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Každý barevný vektor (R,G,B):
(𝑅,𝐺,𝐵) =
⎧⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎨⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎪⎩
(𝑏, 𝑡, 𝑝), pro ℎ𝑖 = 0,
(𝑞, 𝑏, 𝑝), pro ℎ𝑖 = 1,
(𝑝, 𝑣, 𝑡), pro ℎ𝑖 = 2,
(𝑝, 𝑞, 𝑣), pro ℎ𝑖 = 3,
(𝑡, 𝑝, 𝑣), pro ℎ𝑖 = 4,
(𝑣, 𝑝, 𝑞), pro ℎ𝑖 = 5.
(2.10)
2.7 YCbCr
Barevný model je využívaný u videa nebo u digitální fotografie. Již zde nejsou
zastoupeny barvy jako u RGB, ale Y představuje světlost a Cb a Cr chrominanční
signály. Úkolem Y je odlišení luminance. Lidské oko dokáže dobře rozlišit změnu
světelnosti, ale nedokáže rozlišit malé změny v chromatizačních signálech. Pokud
obrázek ztratí okolo 50% informací v chromizačních kanálech je změna pro oko
nepostřehnutelná. Navíc se touto metodou komprese ušetří až 50% informací na
popis obdobného obrázku.
2.7.1 Převodní vztahy
Hodnoty modelu YCbCr se řídí standardem CCIR-601, kde Y patří do intervalu
<0–1> a chrominanční hodnoty Cb a Cr do intervalu <-0,5; 0,5>. Před samotným
počítačovým zpracováním je potřeba posunout hodnoty Cb a Cr na celé čísla hodnot
o rozsahu 0–255 a do kladné poloosy [10]. Toto provedeme přičtením konstanty.
Vzorec pro přepočet YCbCr na RGB:
⎡⎢⎢⎣
𝑌
𝐶𝑏
𝐶𝑟
⎤⎥⎥⎦ =
⎡⎢⎢⎣
0,299 0,587 0,114
−0,1687 −0,3313 0,5
0,5 −0,4187 −0,0813
⎤⎥⎥⎦
⎡⎢⎢⎣
𝑅
𝐺
𝐵
⎤⎥⎥⎦ (2.11)
Zkráceně lze definovat hodnoty Cb a Cr:
𝐶𝑏 = 0,5643 (𝐵 − 𝑌 ) 𝐶𝑟 = 0,7133 (𝑅− 𝑌 ) . (2.12)
Opačný převod z YCbCr na RGB:
⎡⎢⎢⎣
𝑅
𝐺
𝐵
⎤⎥⎥⎦ =
⎡⎢⎢⎣
1,0 0 1,402
1,0 −0,331264 −0,714136
1,0 1,772 0
⎤⎥⎥⎦
⎡⎢⎢⎣
𝑌
𝐶𝑏
𝐶𝑟
⎤⎥⎥⎦ (2.13)
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2.8 CIE XYZ, CIE 1931
Z důvodu potřeby měřit barvy bez ohledu na subjektivitu lidského vnímání, byl
definován jeden z prvních prostorů CIE XYZ. Tento prostor byl v roce 1931 vytvořen
mezinárodním úřadem Commission internationale de l´Éclaige. Odtud také zkratka
CIE nebo druhý název CIE 1931. Tímto byl stanoven i základní prvek kolometrie,
tzv. standardní kolometrický pozorovatel CIE 1931, CIE 1931 standard colometric
observer [8]. Model vzešel z měření citlivosti lidského oka velkého vzorku respondentů
s normálním barevným vnímáním. Respondenti měli za úkol nastavit tři lampy se
základními barvami na stejný odstín jako na testovací lampě, a to vůči bílé podložce.
Výsledkem jsou tzv. color matching function (citlivosti lidského oka) 𝑋(𝜆), 𝑌 (𝜆)
a 𝑍(𝜆). Slouží ke stanovení čísel, tzv. XYZ tristimulu. Vznik z lineární transformace
R, G a B barev. Funkce je založena na nelineárním vnímání barevných spekter,
závislost na obr.2.11.
Obr. 2.11: Vyjádření barvy monochromatického světla v souřadnicích XYZ [11]
Matematické vyjádření funkcí:
𝑋 =
∫︀∞
0 𝐼(𝜆)𝑟(𝜆)𝑑(𝜆)
𝑌 =
∫︀∞
0 𝐼(𝜆)𝑔(𝜆)𝑑(𝜆)
𝑍 =
∫︀∞
0 𝐼(𝜆)𝑏(𝜆)𝑑(𝜆)
. (2.14)
Vlnovou délku ekvivalentního monochromatického světla je ve vzorci vyjádřena po-
mocí 𝑥(𝜆).
XYZ tristimulus je indikátorem barev a jejich shody. Shodné nebo skoro shodné
hodnoty XYZ u dvou pozorovaných podnětů za stejných podmínek nám ukazuje
stejné nebo téměř stejné barvy. Hodnota neudává přímo pozorovací barvu, protože
neexistuje jednoznačný vztah mezi jednotlivými barvami a hodnotami XYZ tristi-
mulu v závislosti na pozorovacích podmínkách atd. Před používáním se doporučuje
25
oddělit jasovou složku (intenzitu podnětu) a chromatikou (barevnou) složku. Pro-
stor XYZ je možné podobně jako RGB promítnout do jedné roviny a normalizovat.
Dostáváme nové souřadnice x, y a z, které je možné dopočítat podle vzorců:
𝑥 = 𝑋
𝑋+𝑌+𝑍
𝑦 = 𝑌
𝑋+𝑌+𝑍
𝑧 = 𝑍
𝑋+𝑌+𝑍
(2.15)
Následně platí, že součet všech tří hodnot je roven jedné a stačí uvádět pouze
dvě z nich. Využívané souřadnice jsou x a y. Souřadnice z se jednoduše dopočítává
z prvních dvou.
2.8.1 Převodní vztahy
Pro převod ze soustavy RGB do soustavy neskutečných základních barev
XYZ ptalí: ⎡⎢⎢⎣
𝑋
𝑌
𝑍
⎤⎥⎥⎦ =
⎡⎢⎢⎣
0,430574 0,341550 0,178325
0,222015 0,706655 0,071330
0,020183 0,129553 0,939180
⎤⎥⎥⎦
⎡⎢⎢⎣
𝑅
𝐺
𝐵
⎤⎥⎥⎦ (2.16)
Pro zpětný převod z XYZ na RGB se používají vztahy:
⎡⎢⎢⎣
𝑅
𝐺
𝐵
⎤⎥⎥⎦ =
⎡⎢⎢⎣
3,063218937 −1,393326323 0,475800751
−0,969245011 1,875967806 0,041555221
0,067871601 −0,228833399 1,06925135
⎤⎥⎥⎦
⎡⎢⎢⎣
𝑋
𝑌
𝑍
⎤⎥⎥⎦ (2.17)
2.9 CIE 1976 L*a*b*
Prostor CIE 1976 L*a*b* (CIELAB, Lab) slouží k vyjádření povrchových barev
(tzv. barev materiálů). Podobně je tomu i u prostorů HSV a HSL. Barva je dána
v 3D barevném prostoru. Osa L* (světlost), využívá rozsah 0 (černá) do 100 (bílá).
Souřadnice a*, b* ukazují rozsahy zelená (-a) až červená (+a) a modrá (-b) až žlutá
(+b). Pro lepší názornost můžeme vidět uspořádání prostoru na obr.2.12. Barvy
v modelu L*a*b* se lépe přibližují barvám vnímaným lidským okem, než je tomu
v prostoru XYZ. Jednotlivé složky v Lab jdou v měnit samostatně. Lze tedy změnit
barevný tón bez změny barevného jasu.
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Obr. 2.12: Grafické zpracování barevného prostoru CIE 1976 L*a*b*
2.9.1 Převodní vztahy
Tento prostor není závislý na zařízení, proto se při převodu z RGB (displeje) pro-
vádí převod prostřednictvím prostoru CIE XYZ. Hodnoty L*a*b* dostáváme z tris-
timulu XYZ transformacemi [9].
Převodní vztahy z prostoru XYZ na Lab:
Pro 𝑌/𝑌𝑛 > 0,008856:
𝐿* = 116( 𝑌
𝑌𝑛
) 13 − 16
𝑎* = 500[( 𝑋
𝑋𝑛
) 13 − ( 𝑌
𝑌𝑛
) 13 ]
𝑏* = 200[( 𝑌
𝑌𝑛
) 13 − ( 𝑍
𝑍𝑛
) 13 ]
. (2.18)
Hodnoty Xn,Yn a Zn jsou X,Y,Z hodnoty zářiče použitého při výpočtu barevného
vzorku a hodnot X/Xn, Y/Yn a Z/Zn - všechno hodnoty větší než 0,008856. Pro
hodnoty menší se používá mírně odlišná soustava rovnic.
Pro 𝑌/𝑌𝑛 < 0,008856:
𝐿* = 903,3( 𝑌
𝑌𝑛
)
𝑎* = 3893,5( 𝑋
𝑋𝑛
)
𝑏* = 1557,4( 𝑌
𝑌𝑛
)
. (2.19)
Hodnoty Xn,Yn a Zn jsou hodnoty pro referenční bílý bod použitého osvětlení nebo
pozorovatele. Případ 𝑌/𝑌 𝑛 ≤ 0, 008856 charakterizuje nelinearitu oka při nízkém
jasu a je možno ho při snímání kamerou, která nemá takovou citlivost na nízké
úrovně jasu, zanedbat.
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Opačný převod z L*a*b* do XYZ
Pokud vezmeme předešlé rovnice, dají se rovnice pro zpětný převod poměrně snadno
odvodit. Ukázka na příkladu, kdy budeme pracovat s obrazem na monitoru a ne-
budeme brát v potaz vlastnosti lidského oka. Zlomový bod 𝑌/𝑌 𝑛 ≥ 0, 008856 bude
taktéž zanedbán.
𝑋 = [( 𝑎*500 + 𝑘 )
3] *𝑋𝑛
𝑌 = [(𝑘3)] * 𝑌 𝑛
𝑍 = [(𝑘−𝑏200 )
3] * 𝑍𝑛
. (2.20)
Proměnná k ve vzorcích znamená 𝑘 = [(𝐿* + 16)/116].
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3 REPREZENTACE OBRAZU
3.1 Bitové roviny
Polytónový (multitónový) digitální obraz můžeme vyjádřit pomocí číslicových
obrazových bodů s N bity. Každý obrazový bod (pixel) lze vyjádřit pomocí vzorce:
𝑝𝑥 = p020 + 𝑝121 + 𝑝222 + ...+ 𝑝𝑁−12𝑁−1 (3.1)
Jednotlivé bity 𝑥𝑖 (0 nebo 1) odpovídají příslušným váhám pro i = 0,1, ..., N-1. Z
vyjádřených px celého polytónového obrazu se vyberou pouze bity, dostaneme bito-
vou rovinu váhy 0 (BR.0). Stejným postupem se vytvoří bitové roviny 1.váhy (BR.1),
2.váhy (BR 2), až po bitovou rovinu N-1 (váha roviny N-1). Získávání bitových rovin
je poměrně náročné, tuto náročnost můžeme vidět na obrázku obr.3.1. Popis MSB
(Most Significant Bit) znamená nejvíce významný bit a LSB (Least Significant Bit)
je opakem a tudíž nejméně významným bitem kódového slova px. Daným způsobem
se z obrázku dá získat N bitových rovin neboli N obrázků [12]. Pro názornou ukázku
je vybrán z mého apletu obrázek ženy (obr.3.2) o velikosti 256x256 pixelů s 8mi bity
na pixel rozloženými do 8 bitových rovin zobrazujících váhy (BR 0 až BR 7).
Obr. 3.1: Rozklad polytónového obrazu na bitové roviny
29
Obr. 3.2: Obraz ženy rozložený na bitové roviny. Obrázek a) je originálem.Na místě
b) vidíme LSB – nejméně významný bit a na i) MSB – nejvýznamnější bit
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4 ZPRACOVÁNÍ OBRAZU
4.1 Konvoluce
Konvoluje je matemetická operace zpracovávající dvě funkce. O jejím výsledku
můžeme říci, že se jedná o původní upravenou funkci. Spojitou konvoluci označujeme
operátorem ⋆. Konvoluce dvou funkcí I(x) a h(x) je definována:
𝐼(𝑥)⋆ℎ(𝑥) =
∫︁ ∞
∞
𝐼(𝑥− 𝛼)ℎ(𝛼)d𝛼, (4.1)
Funkce h(x) se označuje konvoluční jádro. Konvoluční jádro je v podstatě ok-
nem, které se posouvá po obraze. Hodnoty z konvolučního jádra jsou podstatné pro
výpočet nového pixelu v obraze. Jádro se dále nazývá okno, windowed function atd.
4.1.1 Diskrétní dvourozměrná konvoluce
Konvoluce je algoritmus velmi využívaný v počítačové grafice. Práce s digitálním
obrazem vyžaduje použití diskrétní konvoluce, jedná se o diskrétní dvourozměrnou
podobu integrálu 4.1. Vzorec diskrétní dvourozměrné konvoluce:
𝐼(𝑥, 𝑦)⋆ℎ(𝑥, 𝑦) =
𝑘∑︁
𝑖=−𝑘
𝑘∑︁
𝑗=−𝑘
𝑓(𝑥− 𝑖, 𝑦 − 𝑗) · ℎ(𝑖, 𝑗) (4.2)
Jádro u diskrétní konvoluce je určitou tabulkou (konvoluční maskou). Maska je
přikládána na příslušná místa v obraze a každý překrytý pixel vynásobíme koefici-
entem v dané buňce. Provedeme součet všech těchto hodnot. Součtem příslušných
hodnot dostáváme výsledný pixel [13]. Koeficienty uvnitř konvoluční masky udávají
vliv hodnoty pixelu pod ní. Maska se aplikuje na zpracovávaný obraz a pohybuje
se po něm. Postupně se provádí součin každého koeficientu masky s hodnotou pi-
xelu v obraze a vše se zakončí součtem všech součinů. Výsledná hodnota je uložena
jako nový obrazový bod (nový pixel). Z těchto nových pixelů je následně vytvořen
upravený původní obraz. V obrazech s více barevnými kanály než jedním, počítáme
konvoluci pro každý kanál zvlášť. O konvoluční matici můžeme říci, že definuje na
kolik je aktuální segment ovlivňován sousedními segmenty pomocí konvoluce.
Konvolučních jader existuje celá řada. Každé z nich má svůj určitý účel. Můžeme
tedy nadefinovat velké množství operací, které se provedou z obrázkem. Lze tedy
nadefinovat různé filtry, nejčastěji používané:
31
• vyhlazování obrazu (filtr typu dolní propust),
• dostřování obrazu (filtr typu horní propusti),
• detekce hran (gradientní operátory).
Tyto metody jsou používáné především k předzpracování obrazu, do výpočtu nové
hodnoty pixelu jsou zahrnuty i hodnoty bezprostředního okolí pixelu. Lokální filtraci
obrazu je možné provádět z důvodu, že celý obraz je procházen po jednotlivých
bodech a zkoumá se vždy okolí jednotlivého bodu.
Obr. 4.1: Princip dvourozměrné konvoluce [13]
Matematický popis algoritmu
Pro matematické vyjádření diskrétní dvourozměrnou konvoluci definujeme vztahem:
𝐼(𝑥, 𝑦) =
𝑘∑︁
𝑖=−𝑘
𝑘∑︁
𝑗=−𝑘
𝑓(𝑥− 𝑖, 𝑦 − 𝑗) · ℎ(𝑖, 𝑗) (4.3)
Veličina I (x, y) značí intenzitu výsledného pixelu na pozici [x, y], f (x, y) je
intenzita vstupního obrázku na pozici [x, y] a h(i, j) intenzita bodu v masce na
pozici [i, j].
Vezmeme hodnoty jasů určitého pixelu a jeho okolních pixelů. Pro jednoduchost
použijeme masku tvořenou pouze z jedniček. Názorně na obr.4.2. Vypočítáme bod
uprostřed [1,1]. Maska má velikost 3×3 pixely a 𝑘 = 1. Ve vzorci 4.3 vidíme dvojitou
sumu. Budeme tedy sčítat devět čísel. První číslo pro výpočet vybereme pixel vpravo
dole. Index i a j se po prvním průchodu budou rovnat:
𝑖 = −𝑘 = −1,
𝑗 = −𝑘 = −1
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Dosadíme do vzorce a se středem [1,1] dostáváme hodnotu pro políčko vpravo
dole:
𝐼𝑣𝑑(1, 1) = 𝑓(1− (−1), 1− (−1)) · ℎ(−1,−1)
= 𝑓(2, 2) · (−1,−1)
= 138 · 1
= 138
Obr. 4.2: Příklad vybraných pixelů a aplikované masky
Maska se při použití otočí horizontálně i vertikálně. Dokončením celého výpočtu
je výsledná hodnota pixelu po aplikaci masky:
𝐼(1, 1) = 130 + 72 + 64 + 157 + 120 + 231 + 79 + 162 + 138 = 1153
Výsledná hodnota přesahuje maximální hodnotu barevného kanálu, nelze ji tedy
vykreslit. Možným řešením by bylo nahradit vyšší hodnoty hodnotou 255, ovšem
tento případ není na takové řešení vhodný. Každý pixel vstupního obrázku je ohod-
nocen hodnotou v masce, která mu přiřadí důležitost. Uvažujme obrázek 200×200
v šedé barvě. Každý pixel by měl hodnotu jasu 125. Po aplikaci masky by každý
z pixelů dosáhl hodnoty 9×125 = 1125. Nahrazení vysokých hodnot hodnotou ma-
ximální, což by bylo 255, by z obrázku udělalo bílý obdelník. Vhodným řešením je
upravení poměru hodnot v masce, kde v každé buňce bude hodnota 1/9 [14]. Ná-
sledná aplikace masky ukáže, že šedý obrázek bude po aplikaci stejný jako ten před
použití masky. Do výpočtů byl přidán krok, kdy výsledné hodnoty dělíme součtem
hodnot v masce. Proces se nazývá normalizace a je prováděn vždy, když je některá
z hodnot větší než jedna.
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4.1.2 Příklady různých filtrů
Obr. 4.3: Originální obrázek
Obr. 4.4: Diracův impuls
Obr. 4.5: Dolní propust
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Obr. 4.6: Horní propust
Obr. 4.7: Emboss efekt
Obr. 4.8: Gaussovský filtr
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4.2 Převod barevného obrazu do stupňů šedi
4.2.1 Šedotónový obraz
Ve výpočetní technice a na fotografiích se jedná o digitální obraz, kde hodnota
každého pixelu nese pouze jednu informaci a to o intenzitě daného bodu. Mluvíme
tedy o černobílých obrázcích, dále je nazýváme jednobarevné (monochromatické),
naznačena je přítomnost pouze jedné (mono) barvy (chroma). Tyto fotografie nebo
obrázky se skládají pouze z odstínů šedé, které se liší od černé s nejslabší intenzitou
po nejsilnější bílou. Obrazy ve stupních šedi jsou odlišné od jednobitových černobí-
lých obrazů, které jsou v počítačové grafice tvořeny pouze dvěma barvami černou a
bílou. Nazýváme je také binárními obrazy.
4.2.2 Typy převodů z barevného obrázku na šedotonový
Pokud potřebujeme z obrazu vypustit barevnou informaci, je potřebné použít
například matematickou operaci, která lze použít jen pro šedotónový obraz. Trans-
formaci do šedotónové stupnice můžeme provést několika způsoby. Výsledná hodnota
bude vždy záviset na všech třech barevných složkách (červená, modrá, zelená). Mu-
síme pouze zvolit transformační metodu:
Průměrování
Všechny barevné složky mají v rovnici stejnou váhu. Pro výslednou intenzitu bodů
platí:
𝐼𝑣 = 0, 333𝑅 + 0, 3333𝐺+ 0, 3333𝐵 (4.4)
Ukázka metody průměrování na obr.4.9
Metoda Lab
Tato metoda je uzpůsobena podle váhy vnímání barevných složek člověkem. Pou-
žívají se převody z modelu RGB na prostor Lab. První musíme převést hodnoty RGB
na XYZ. Příklad převodu v kapitole 2.8.1. Následně zpracovat hodnoty XYZ do dal-
šího převodu na Lab (2.9.1), abychom dosáhli šedotónového obrazu zůstane pouze
složka L a složky a, b potlačíme. Vznikne tedy obraz ve stupních šedi (obr.4.10).
Převod s pomocí jednotlivých kanálů
Obrázek je rozdělen na tři jednotlivé kanály (R,G a B) a hodnota každého kanálu
je podělena číslem 255, což je maximální možná hodnota, která lze v barevném
modelu RGB dosáhnout. Dostaneme se do rozmezí 0–1. Dále je ke každému kanálu
přiřazena hodnota jeho intenzity, udává se většinou v rozmezí 0–100%. Vynásobením
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hodnot barev a jejich intenzity v každém kanálu dostaneme tři hodnoty, ty sečteme
a výsledkem je pixel ve stupních šedi. Postupně se zpracují všechny pixely obrázku
a tím vznikne obrázek šedotónový (obr.4.11). Převod je dán vzorcem:
𝐺𝑅𝐺𝐵 = (
𝑅
255 ·
𝐼𝑅
100) + (
𝐺
255 ·
𝐼𝐺
100) + (
𝐵
255 ·
𝐼𝐵
100) (4.5)
Šedotónové obrázky po aplikaci různých metod:
Obr. 4.9: Vytvoření šedotónového obrazu pomocí průměrování.
Obr. 4.10: Šedotónový obraz vytvořený metodou Lab.
Obr. 4.11: Jednotlivé kanály barevného obrázku a jejich převod na šedotónové
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4.3 Dithering obrazu
Dithering je metoda založená na kompenzování počtu barev při jejich redukci.
Měla by zůstat zachována původní vizuální informace obrazu a to v co největší míře.
K takové ztrátě vizuální informace dochází např. redukcí rastrového obrazu z True-
Color na HighColor. Při použití ditheringu (rozptylování) je každý pixel původního
obrazu nahrazen novou hodnotou dle vybrané metody. Výsledný obraz nebude měnit
svoje rozlišení oproti původnímu obrazu [15].
4.3.1 Prahování
Jedná se o jednu z nejstarších metod segmentace obrazu. Tato metoda spadá do
metod ditheringu obrazu. Redukuje počet barec na jednobitovou paletu. Transfor-
muje teda obrázek na binární. Nejvhodnější použití, když se objekty liší výrazněji
od pozadí. Volba prahu je pak dána tak, aby byly objekty co nejvíce odděleny od
pozadí. Prahováním dochází k transformaci vstupního obrazu f (i, j) na výstupní
obraz g (i, j). Výstupní obraz nabývá hodnot 1 pro objekty s vyšší intenzitou než je
práh, jinak je hodnota pod daným prahem 0. Díky tomu,že má obraz pouze hodnoty
0 a 1 jedná se o binární obraz. Matematická pravidla při velikosti prahu P:
𝑔(𝑖, 𝑗) =
⎧⎨⎩ 0 pro 𝑓(𝑖, 𝑗) ≤ 𝑃1 pro 𝑓(𝑖, 𝑗) > 𝑃 , (4.6)
Je patrné, že pokud je hodnota zkoumaného jasu vypočítaná z funkce g (i,j) nežší
než mezní hodnota prahu P výsledkem bude pixel černé barvy. V opačném případě
to bude pixel bílé barvy. Všechny obrázky ovšem nemohou být segmentované touto
metodou na objekty a pozadí. Metoda je hodně závislá na vstupním obraze a hlavně
zvoleném prahu. Prahování je vhodné pro obrázky, kde lze zvýraznit hrany.
Obr. 4.12: Porovnání originálního obrázku a různých prahů
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4.3.2 Náhodný rozptyl
Náhodný rozptyl je jednou z nejjednodušších metod ditheringu. Metoda vyžaduje
pouze původní velikost zpracovávaného pixelu a je také metodou, která zachovává
původní počet pixelů obrazu. Pixelům v obraze je přiřazeno náhodné číslo z intervalu
<0;𝐼𝑚𝑎𝑥>, kde 𝐼𝑚𝑎𝑥 vyjadřuje maximální intenzitu vstupního obrazu. Rozhodnutí,
jestli bude obrazový bod černý nebo bílý nám zajišťuje náhodně zvolená hodnota
prahu P. Čím menší bude intenzita vstupního pixelu, tím je pravděpodobnější, že
hodnota pixelu po úpravě bude mít větší intenzitu a tím pádem černou barvu. Zkrá-
ceně lze říci, že výsledný pixel bude černý nebo bílý podle intenzity vstupního a
náhodně vygenerovaného čísla. Výhodou náhodného rozptylu je věrné zobrazení po-
zvolného přechodu barvy. Výsledný obraz zůstává kvalitní v jasových poměrech,
jinak moc kvalitní není. Pro správné zobrazení musí být vhodně zvolen i generátor
náhodných čísel, jinak dojde k nežádoucím jevům u obrazu.
Obr. 4.13: Obrázek s použitím metody náhodného rozptylu [16].
4.3.3 Rozptyl s distribucí odchylky
Nejspíše nejznámější metoda ditheringu. Založená na prahování, ale reaguje na
chyby vznikající při prahování převodem na bílý nebo černý pixel. Metoda má
nejmenší zrnitost ze všech uvedených. Velikost obrázku zůstává zachována, ale inten-
zita vstupního pixelu je nahrazena jedničkou a nebo nulou na výstupu. Tím dochází
ke ztrátě informace.
Při této metodě se vstupní intenzita pixelu používá nejenom k vyhledání nejbližší
odpovídající intenzity z vyššího rozsahu do intervalu <0;1>, ale také k modifikaci
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hodnot sousedních pixelů distribuováním chyby za pomoci různých koeficientů. Pou-
žití není vhodné pro obrázky s kompresí, jelikož změna jednoho pixelu může ovlivnit
velké množství sousedních pixelů.
4.3.4 Způsoby směru čítání pixelů u popsaných metod
Různé metody ditheringu jsou ovlivňovány také tím, jakým směrem se postupně
zpracovávají pixely. Klasickým zpracováním je načítání jednoho pixelu po druhém,
a to zleva doprava. V případě konce řádku dojde ke skoku na začátek dalšího a po-
kračování ve stejném směru.
Tento způsob využívají metody prahování popis v části 4.3.1 a náhodného roz-
ptylu. Ten je popsán v kapitole 4.3.2. Naopak metoda s distribucí chyby využívá
způsob, kdy se načítají pixely zleva doprava, ale na konci řádku se posuneme rov-
nou na další řádek a postupuje se naopak. Zobrazeno na obr.4.14. Pokud bychom
používali načítání jako u metody prahování a náhodného rozptylu docházelo by k
přenosu chyby z posledního pixelu prvního řádku na první dalšího, což by nebylo
žádoucí. Začaly by se zobrazovat artefakty, které v obrazech nechceme.
Obr. 4.14: Metody načítání pixelů a posunu po nich.
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5 PROGRAMOVÁNÍ V JAVA
5.1 Zdůvodnění, proč právě Java
Jazyk Java byl vybrán hlavně kvůli požadavkům na možnost spuštění programu
z jakékoliv počítačové stanice. Měl být realizován způsobem, aby člověk mohl ná-
zornou ukázku spustit přímo na stránce, kde je umístěn text s popisem problema-
tiky a nemusel spouštět žádnou aplikaci mimo webový prostor. Těmto požadavkům
nejlépe vyhovovalo prostředí Java, jelikož jde spustit všude, kde je tato platforma
nainstalována. Takový program se nazývá applet.
5.2 Jazyk Java a applety
Java
Java je objektově orientovaný programovací jazyk (od společnosti Sun Microsys-
tems) vyvíjený od roku 1990. Do stránky HTML můžete umístit Java applet, který
se vykoná při každém načtení stránky.
Výhody Javy [17]
• Objektově orientovaný jazyk – základem objektově orientovaného programo-
vání je používání objektů, které nejsou množinou dat, ale množinou přesně
stanovených a definovaných operací, které může objekt provádět. V návrzích
programů bývá základem tyto objekty vytvořit a popsat. Objekty mezi sebou
mají určité vazby a komunikují spolu, reagují na události.
• Multiplatformní – Java aplikace může být spuštěna na libovolné stanici s na-
instalovaným JVM (Java Virtual Machine). JVM je dnes již téměř všude.
• Relativně snadný vývoj a učení jazyka.
• Široké možnosti použití – vhodné pro vývoj počítačových i serverových apli-
kací, ale i aplikací pro mobilní telefony.
• V dnešní době velké množství nástrojů a knihoven usnadňující vývoj.
Applety
Applet je aplikací menšího rozsahu umístěnou do www stránky, která běží v okně
prohlížeče. applet se spouští po načtení www stránky, nemůže tedy běžet samo-
statně bez prohlížeče. Dříve aplety představovaly jedno z nejtypičtějších využití Javy.
V současnosti se Java používá pro velkou škálu aplikací. Applety jsou proto použí-
vány spíše jako interaktivní ukázka na oživení www stránek či ukázku vykreslování
grafů nebo zpracování algoritmů. Applety mají ovšem jistá omezení, a to hlavně
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z důvodu ochrany uživatele. Java aplikace takové omezení mnohdy nemají. Omezení
jsou:
• applet nemůže spouštět programy na domovském serveru
• applet nemůže zapisovat do souborů v počítači, na kterém je spuštěn
• applet nemůže navazovat spojení jinam než na domovský server
Applety mají ovšem možnost být digitálně podepsány, v takovém případě některá
z bezpečnostních omezení neplatí. Pokud budeme applet překládat, je nutné vzít
v úvahu, že uživatel nemusí mít k dispozici poslední verzi JDK (Java Development
Kit). Pak applet nemusí fungovat.
Struktura apletu
Applet může být tvořen jednou nebo více třídami, výchozí třída je odvozená
od třídy javax.Swing.JApplet. Opět platí zásada, že jméno třídy musí být totožné
se jménem souboru, ve kterém je třída uložena. Instance třídy JApplet představuje
prázdný formulář, na něj mohou být přidávány další komponenty. Applet má podob-
nou strukturu jako běžný program, liší se na první pohled tím, že nemusí obsahovat
metodu main(). Odlišností je však více, jak si časem ukážeme.
Životní cyklus appletu [17]
Applet se v průběhu svého běhu dostává do několika stavů, které jsou doprová-
zeny voláním některých speciálních metod. Tyto stavy jsou ovlivněny nikoliv apple-
tem samotným, ale prohlížečem. Literární tvar je často uváděn jako životní cyklus
appletu. Metody jsou ve většině případů deklarovány jako public, uživatelem by měly
být předefinovány.
Konstruktor - Konstruktor apletu je volán poté, co byla načtena www stránka
s apletem. Konstruktory nejsou v apletech téměř používány, jejich funkce nahrazují
jiné metody, např. init().
metoda init() - Nejdůležitější metoda, je volána po vykonání konstruktoru.
Jejím cílem je provedení inicializace apletu, supluje tedy funkci konstruktoru. Kód
v ní by měl být chráněn pro případ vzniku výjimky, nejčastěji je používána kon-
strukce try–catch. Metoda je volána pro applet pouze jedenkrát. Každý applet by
měl obsahovat metodu init().
metoda start() - Po provedení metody init() je applet spuštěn metodou start().
Metoda je vykonána vždy, když se applet stane v okně prohlížeče viditelný. Na rozdíl
od předchozí metody může být pro applet volána opakovaně.
metoda stop() - Činnost apletu je metodou stop ukončena. Dojde k tomu, když
applet přestane být v okně prohlížeče viditelný. Pokud se applet stane opět viditelný,
je vykonána metoda start(), která applet spustí. Metoda start() může být pro applet
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volána opakovaně, je vlastně protějškem metody stop(). Používá se často v případě,
kdy applet provádí výpočetně náročné činnosti, např. animace.
metoda destroy() - Metoda je volána při uvolněním apletu z paměti, má po-
dobnou funkci jako destruktor. Pro applet je volána pouze jednou.
metoda paint(Graphics g) - Její funkce je podobná, jako v případě metody
paintComponent(). Metoda je volána v případě, kdy je nutno překreslit obsah okna.
Na objekt třídy Graphics lze kreslit běžnými metodami.
metoda jbInit() - Metoda, která je deklarována jako privátní, je používána při
inicializaci komponent.
5.3 Vývojové prostředí Eclipse
Java je v dnešní době jedním z nejpoužívanějších jazyků, existuje pro ni mnoho
editorů a programovacích prostředí. Jestli na PC máme nainstalován JDK, může se
na psaní java programu použít libovolný textový editor, který ve výsledku neukládá
informace o formátování do konečného souboru.
Obyčejný textový editor však nezvýrazňuje syntaxi zdrojového kódu. Psaní se
pak stává velmi nepřehledným. Používají se proto „chytřejší“ editory, které během
psaní zdrojového kódu barevně odlišují klíčová slova, textové řetězce, číslice apod.
Zdrojový kód a editovaný zdrojový text je tím pádem výrazně čitelnější (např. No-
tepad++).
Půjdeme-li ještě dál a budeme od editoru požadovat další funkce, které nám pro-
gramování usnadní (doplňování zdrojového kódu, debugger, snadnější správu sou-
borů apod.), najdeme celou řadu freewarových i placených produktů. Mezi nejpo-
pulárnější a neustále se rozvíjející patří prostředí Eclipse SDK. Tento nástroj, který
mimo jiné nabízí příjemné pracovní prostředí, debugger a nemalé množství rozšiřu-
jících plugginů. V současné době je k dispozici jeho nejnovější verze Eclipse SDK
4.2, která má kódové jméno Juno. Samozřejmě i používání prostředí Eclipse musí
předcházet instalace Javy (JDK nejlépe 7.0).
Obr. 5.1: Logo programovacího prostředí Eclipse Juno
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5.4 Podmínky umístění appletu na web
Potřebné nástroje pro podpis[18]
K vytvoření a správě javového úložiště se používá nástroj keytool. Tento nástroj
umožňuje tvorbu páru soukromého a veřejného klíče, zobrazení a import certifikátů
typu X.509 uložených v souboru, vytvoření žádosti o certifikát a import odpovědi
na tuto žádost od certifikační autority.
Dalším potřebným nástrojem je jarsigner. Slouží k podpisu JAR souborů a ově-
ření podpisů těchto souborů. Formát JAR je javový archív, do kterého se balí sou-
bory s programem aplikace a je v zájmu bezpečnosti použití aplikace, distribuovat
ji pouze v podepsaných archívech. Podpis tímto nástrojem může volitelně obsahovat
i časové razítko.
Postup podpisu appletu[19]
Nejdříve si musíme vytvořit keystore, ve kterém budou uloženy naše certifikáty.
Keytool se nás bude ptát na základní informace a heslo.
keytool -genkey -keystore myKeystore -alias myself
Dalším krokem je vytvoření self-signed certifikátu.
keytool -selfcert -alias myself -keystore myKeystore
Nakonec musíme podepsat tímto certifikátem všechny jar soubory, které patří k naší
aplikaci.
jarsigner -keystore myKeystore (zde vložit název appletu) myself
Tím je aplikace podepsána a může vyžadovat další práva.
Vložení appletů do stránky
Applet se vkládá do HTML stránky za použití značky APPLET. Parametr AR-
CHIVE umožňuje načtení appletu z jar archivu. Další z klíčový parametr CODE
obsahuje název třídy appletu, CODEBASE udávající cestu k této třídě, dále WI-
THD a HEIGHT, které určují rozměry appletu. Ukázka toho, jak může vypadat kód
na vložení appletu do www stránek:
<APPLET ARCHIVE="rgb.jar" CODE="rgb/mixing/RgbMixing.class" WIDTH=670
HEIGHT=800> .
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5.5 Vytvořené aplety
Vytvořené aplety byly programovány v prostředí Eclipse Juno. Toto prostředí má jednu
z výhod, a to, že vytvářený program se dá rovnou testovat pomocí implementovaného
vieweru, kde lze applet spustit před dokončením. Nemusí se tedy nahrávat složitě přímo
na stránky, ale pohodlně zkoušet a následně ladit nedokončené funkce. Na obr.5.3 můžeme
vidět applet, který bude spouštěn na www stránkách.
5.5.1 Applet – Míchání barev
Vytvořený applet ukazuje míchání barev a převody mezi barevnými modely a prostory.
Zobrazována je míchaná barva, i barva komplementární. Ovládání appletu pomocí sliderů
rozdělených do skupin. Všechny slidery jsou propojeny, takže při pohybuju jednoho se
upravují i hodnoty na ostatních.
Obr. 5.2: Applet na míchání barev
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Struktura programu
Vytvořený applet je definován do balíčku (package) rgb.mixing. Tento balíček obsahuje
jednotlivé třídy (classes), které jsem rozdělil tak, aby přehledně zpracovávaly jednotlivé
převody.
Vytvořené třídy:
RGBMixing - nejdůležitější třída, ve které jsou nadefinovány grafické prvky appletu,
jako je rozmístění komponent, jejich velikost a případné vybarvení. Dále obsahuje
převodní vztahy mezi jednotlivými barevnými prostory a modely.
AdjustmentCMYK - pomocná třída sloužící k ovládání sliderů barvy CMYK a obsahuje i
kontrolu hodnot ostatních sliderů, které musí odpovídat stejné hodnotě dle přepočtu.
AdjustmentHSB - třída obsahuje ovládání sliderů HSB a kontrolu hodnot s ostatními.
AdjustmentLab - obsahem je ovládání sliderů Lab a kontrola převodů
AdjustmentRGB - ovládání sliderů RGB a jejich ověřování jestli souhlasí s ostatními.
AdjustmentYCbCr - obsahuje slidery YCbCr a kontroluje zároveň hodnoty na slider s
ostatními.
Pro správné funkce těchto tříd je potřebná implementace následujících veřejných tříd,
které mají na starosti běh samotného apletu a komunikaci mezi vytvořenými třídami.
Použité veřejné třídy v programu:
package rgb . mixing ;
import java . app le t . Applet ; // i n i c i a l i z a c e , p ř e k r e s l en í , z ru š en í
objektů . . .
import java . awt . Bas i cStroke ; // zák l adn í a t r i b u t y pro v y k r e s l e n í
objektů
import java . awt . Button ; // GUI komponent
import java . awt . Color ; // zapouzdření RGB barev
import java . awt . Font ; // fon ty písma
import java . awt . FontFormatException ; // metoda pro kon t ro l u písma
import java . awt . Graphics ; // obsahuje informace o p l o š e
vykres lovaného appletu
import java . awt . Graphics2D ; // r o z š í ř e n í t ř í d y Graphics l e p š í kon t ro l a
geometr ie objektů , správou barev
a r o zv r ž en í textu
import java . awt . Rectangle ; // d e f i n i c e obde ln í ku a souřadnic
import java . awt . S c r o l l b a r ; // o v l á d a j í posuvné prvky
import java . awt . event . AdjustmentEvent ; // možnost pohybu prvky
import java . awt . event . AdjustmentListener ; // návaznost r ea k c í na
ov ládané prvky
Listing 5.1: Applet – Míchání barev – použité veřejné knihovny
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Ukázka kódu z programu, konkrétně převod z RGB na YCbCr:
public void RGBtoYCbCr ( ) {
double R,G,B;
R=red /255 . 0 ;
G=green /255 . 0 ;
B=blue /255 . 0 ;
YY=( int ) ( red ∗0.299+ green ∗0.587+ blue ∗0 .114) ;
YCb=( int ) (−0.168935∗ red −0.331665∗ green +0.50059∗ blue ) ;
YCr=( int ) (0 .499813∗ red −0.418531∗ green −0.081282∗ blue ) ;
}
Listing 5.2: Applet Míchání barev – ukázka kodu
5.5.2 Applet – Bitové roviny
Obr. 5.3: applet ukazující bitové roviny
Applet má za úkol předvést uživateli rozklad polytónového obrazu na jednotlivé bitové
roviny. V našem případě rozklad od úrovně 0 až po úroveň 7. Po spuštění se zobrazí
okno jaké vidíme na obr.5.3. Je předdefinováno načtení obrázku s hradem. Na levé straně
je staticky vložen originální obrázek a na pravé straně máme obrázky ukazující úrovně
bitových rovin. Klikáním na tlačítka Předchozí a Následující libovolně posouváme obrázky
a porovnáváme s originálem. Pokud se chceme podívat na jinou sadu, stačí si rozkliknout
choisebox (tlačítko uprostřed apletu) a vybrat jinou ze sad. Načte se nový obrázek a sada
obrázků rozložených na roviny.
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Struktura programu
Vytvořený applet je uložen do balíčku (package) applet.comboBox. Balíček má v názvu
použitou komponentu na výběr obrázku, která je u programu použita a tvoří podstatnou
funkci.
Vytvořené třídy:
AppletComboBox - třída obsahuje definici proměnných, nastavení výběru obrázku, načí-
taní obrázků rozdělených na bitové roviny a podmínky načítání.
CheckedBox - má na starosti správu obrázku. Hlavně ovládání funkce tlačítek checkbox
a přepínání mezi zobrazováním rozkódovaných obrázků v bitových rovinách nebo
Grayově kódu.
Správnou funkci těchto tříd zajišťuje implementace veřejných tříd, které mají na starosti
běh samotného apletu a komunikaci mezi vytvořenými třídami.
Použité veřejné třídy v programu:
package app le t .ComboBox ;
import java . app le t . Applet ;
import java . awt . event . ItemEvent ; // umožňuje udá l o s t i , kde se rozhoduje
j e s t l i byla položka označena nebo ne
import java . awt . event . I t emLi s tener ; // nas louchá na rozhran í a př i j ímá
změnu udá l o s t i
import java . awt . image . BufferedImage ; // pop i su j e obrázek s jeho daty
import javax . imageio . ImageIO ; // t ř í d a p r o v á d ě j í c í nač í t an í a z áp i s
obrázku .
Listing 5.3: Applet bitové roviny – použité veřejné knihovny
Ukázka kódu z programu, konkrétně definice tlačítek a dalších komponent:
public int currentImage = 1 ; // nač ten í úvodního s t a t i c k é h o obrázku u
každého výběru
public Choice box = new Choice ( ) ;
private Label lab1 = new Label ( ) ; // d e f i n i c e t l a č í t e k
private Label lab2 = new Label ( ) ;
CheckboxGroup radioGroup = new CheckboxGroup ( ) ; // vy t vo ř en í
CheckboxGroup
Checkbox b i t = new Checkbox ("bitové roviny" , radioGroup , true ) ;
// j e d n o t l i v é po l o žky
CheckboxGroup
Checkbox gray = new Checkbox ("grayův kód" , radioGroup , fa l se ) ;
Listing 5.4: Bitové roviny – ukázka kódu
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5.5.3 Applet – Převod barevného obrazu na šedotónový
Applet převádí RGB obrázky do stupňů šedi, a to pomocí tří různých metod. Originální
obrázek je po výběru načten na levé straně. Uprostřed je možné vybrat jakou metodou
bude obrázek převeden na šedotónový a zobrazí se na pravé straně. Pod tímto obrázkem
se v případě označené metody RGB (míchání kanálů) objeví slidery (posuvníky). Pomocí
nich můžeme ovládat váhu jednotlivých kanálů. Aktuální součet sliderů je zobrazen na
pravé straně od těchto komponent.
Obr. 5.4: Prostředí appletu
Struktura programu
Applet je vložen do balíčku (package) grayscale, který obsahuje jednotlivé potřebné
třídy pro chod programu. Ve třídách je rozdělen kód celého programu.
Vytvořené třídy:
GrayscaleApp – nejhlavnější třída appletu. Obsahuje rozmístění jednotlivých komponent,
nastavení hodnot sliderů a názvů v listboxu. Přiřazuje funkce k jednotlivým prvkům.
GrayTransfer – obsahuje potřebné vzorce pro převod barevného na šedotónový obraz.
AdjustmentRGB – tvoří pomocné funkce pro získávání hodnot ze sliderů.
CheckedBox – kontroluje nastavení checked boxů a pokud je označen RGB, zobrazí se
posuvníky na míchání kanálů.
ListBox – umožňuje načítání obrázku po označení v listboxu a zpracovává označení tla-
čítek v radioGroup.
Správnou funkci těchto tříd zajišťuje implementace tříd veřejných. Applet se za jejich
pomoci stane spustitelným. Přidané popisy jsou vždy u řádků, které nebyly použity v
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předešlích appletech.
Použité veřejné třídy v programu:
package g r ay s c a l e ;
import java . app le t . Applet ;
import java . awt . Button ;
import java . awt . Checkbox ; // p o u ž i t í pro se skupen í checkboxs do
konte jneru ( skupiny )
import java . awt . CheckboxGroup ; // p o u ž i t í pro sadu t l a č í t e k , h l í d án í
označení
import java . awt . Choice ; // výběr a funkce
import java . awt . Color ;
import java . awt . Font ;
import java . awt . Graphics ;
import java . awt . Image ;
import java . awt . L i s t ; // r o l o v a c í seznam s možností výběru po lo žky
import java . awt . S c r o l l b a r ; // vy t vá ř en í s l i d e r ů
import java . awt . image . BufferedImage ;
import java . i o . ∗ ;
import javax . imageio . ImageIO ;
import javax . swing . BorderFactory ; // ohran ičen í ob jek tů , nutné pro
zpracování obrazu
import javax . swing . JS l i d e r ; // výběr g r a f i c k é hodnoty posouváním s l i d e r u
import javax . swing . SwingConstants ; // kons tanty používané pro umís tění
a o r i e n t a c i součás t ek v obraze
Listing 5.5: Applet převod na šedotóný obraz– použité veřejné knihovny
Ukázka kódu z programu, konkrétně vzorec pro výpočet hodnoty pixelu me-
todou RGB:
public void rgbChannels ( GrayscaleApp a ) { //míchání kanálů
double rgb , red , green , blue , redS , blueS , greenS ;
redS=a . redS ; blueS=a . blueS ; greenS=a . greenS ;
for ( int h=0;h<a . bfim . getHeight ( ) ; h++) {
for ( int w=0;w<a . bfim . getWidth ( ) ;w++) {
a . rgb=a . bfim . getRGB(w, h) ;
red = ( a . rgb & 0 x00 f f0000 ) >> 16 ;
green = ( a . rgb & 0 x0000 f f00 ) >> 8 ;
blue = ( a . rgb & 0 x000000 f f ) ;
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rgb=red /255 .0∗ ( redS /100 .0 )+green /255 .0∗ ( greenS /100 .0 )+
blue /255 .0∗ ( blueS /100 .0 ) ;
i f ( rgb >1.0) rgb =1.0 ;
rgb=rgb ∗255 . 0 ;
//a . rgb=( i n t ) ( rgb /3) ;
a . rgb=( int ) rgb ;
a . rgb=(a . rgb<<16) | ( a . rgb<<8) | ( a . rgb ) ;
a . b f iml . setRGB(w, h , a . rgb ) ;
Listing 5.6: Převod na šedotónový obraz – ukázka kódu
5.5.4 Applet – Konvoluce
V appletu je názorně ukázána metoda diskrétní konvoluce. Vlevo je načtený originální
obrázek. Ten je možné měnit z výběru, který je umístěn nad ním v tzv. choise boxu. Druhý
výběr slouží ke zvolení masky. Vybraný filtr je aplikován na obrázek a ten se zobrazí v
pravé části appletu. Mezi obrázky se nachází matice s hodnotami masky, hned pod ní se
ukazuje jas vybraného pixelu a okolních pixelů. Spodní matice ukazuje výsledek hodnoty
pixelů z obrázku po konvoluci. Celkový výsledek konvoluce, společně s ukázkou aktuálního
pixelu je zobrazen v úplně nahoře mezi výběrovými tlačítky. Možnost posouvání červeně
označeného pixelu v obrázku pomocí sliderů.
Obr. 5.5: Prostředí appletu s konvolucí
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Struktura programu
Vytvořený applet je uložen do balíčku (package) applet.comboBox. Balíček má v názvu
použitou komponentu na výběr obrázku, která je u programu použita a tvoří podstatnou
funkci.
Vytvořené třídy:
Konvoluce - hlavní třída obsahující definici jednotlivých komponent, jejich rozmístění
a velikost. Následně také text do obou výběrů obrázku a masky. Je zde vložena i
funkce na zvětšování obrázků.
ChoiseBox - umožňuje výběr obrázku z choise boxu a oznámení výběru do hlavní třídy.
ChoiseBox1 - výběr jednotlivých masek a jejich načtení, tím spouští funkce uložené v
hlavní třídě.
Adjustment - pomocné pro odečítání sliderů a pracuje s jejich hodnotami.
Správnou funkci těchto tříd zajišťuje implementace veřejných tříd. Přidané popisy jsou
vždy u řádků, které nebyly použity v předešlích appletech.
Použité veřejné třídy v programu:
package konv ;
import java . app le t . Applet ;
import java . awt . Choice ;
import java . awt . Color ;
import java . awt . Font ;
import java . awt . Graphics ;
import java . awt . L i s t ;
import java . awt . S c r o l l b a r ;
import java . awt . image . BufferedImage ;
import java . i o . IOException ;
import javax . imageio . ImageIO ;
Listing 5.7: Applet konvoluce – použité veřejné knihovny
Ukázka kódu z programu, konkrétně algoritmus pro zpracovávání hodnot kon-
voluce a vypsání výsledné hodnoty součtu:
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for ( int i =0; i<mat∗mat ; i++) {
konvoluce=konvoluce+maska [ i ]∗ p i x e l [ i ] ;
soucet= soucet+maska [ i ] ;
}
i f ( konvoluce <0) konvoluce=Math . abs ( konvoluce ) ; // v r á t í a b s o l u t n í
hodnotu zadaného č í s l a
i f ( soucet==0.0) soucet =1.0 ;
i f ( soucet <0) soucet =Math . abs ( soucet ) ;
g . drawString ("K.: "+Int eg e r . t oS t r i ng ( ( int ) konvoluce )+"/"+Int eg e r .
t oS t r i ng ( ( int ) soucet )+" = "+Int eg e r . t oS t r i ng ( ( int ) ( konvoluce /
soucet ) ) , 555 ,90) ;
konvoluce=0;
soucet =0;
Listing 5.8: Převod na šedotónový obraz – ukázka kódu
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6 ZÁVĚR
Ve své bakalářské práci jsem se zabýval vývojem softwaru pro podporu výuky zpra-
cování obrazu. Mělo se jednat o programy, které bude možné spouštět přímo ve webovém
prohlížeči. Jako nejvhodnější pro tento účel byl zvolen programovací jazyk Java. Konkrétně
byly tvořeny Java applety. Pro vytvoření těchto programů bylo potřebné nastudovat teorii
týkající se zpracování obrazu a syntaxe jazyka Java.
První důležitým krokem je objasnění pojmu barva, definice barvy a také vnímání
barevné informace člověkem. Tyto věci jsou shrnuty v první kapitole.
Druhá kapitola se věnuje různým barevným modelům a principům míchání barev.
Mezi popsané barevné modely a prostory patří: RGB, CMY(K), HSB(HSV), YCbCr, CIE
1931, CIE 1976 L*a*b. Každý z těchto modelů či prostorů má své určité zaměření. Právě
uvedeným modelům se věnuje první z vytvořených appletů. Ten má za úkol ukázat, že
jednotlivé modely nebo prostory jdou navzájem převádět a ukazovat, jaké barvy jdou
mícháním vytvářet.
Ve třetí kapitole jsou shrnuty poznatky o bitových rovinách. Bitové roviny jsou použí-
vány při rozkladu polytónového obrázku. Druhý applet se zabývá právě tímto rozkladem,
kdy ukazuje jak se mění obrázky oproti originálu v jednotlivých rovinách. Applet používá
rozklad binární a nebo pomocí Grayova kódu. Můžeme tedy porovnat jaké rozdíly jsou
mezi těmito metodami.
Čtvrtá kapitola obsahuje různé metody zpracování obrazu. První popisovanou meto-
dou je metoda konvoluce. Této metodě je věnován třetí z appletů. Na načítaný obrázek
se aplikuje určitá konvoluční maska a pomocí algoritmu je vytvořen převedený obraz.
Čtvrtým vytvořeným programem, který se zabývá právě zpracováním obrazu je applet
ukazující převod barevného obrázku na stupně šedi. Převody jsou provedeny třemi me-
todami: průměrováním, Lab a mícháním kanálů RGB. Osobně mi přišel tento program
nejzajímavější.
Programování v jazyku Java a používané prostředí popisuji v páté kapitole. Dále je
zde souhrn toho, co je potřebné pro umístění samotných appletů na webové stránky a po-
stup jejich podpisu. V závěru práce najdeme všechny zmiňované applety, jejich uživatelské
rozhraní a využívané knihovny u programování.
Bylo dosaženo téměř všech stanovených cílů práce. Pouze poslední z appletů týka-
jící se ditheringu obrazu byl dokončen do testovací verze, ale nebyl úplně zcela odladěn.
Všechny ostatní programy jsou plně funkční. Vytvořené programy najdou využití hlavně
při interaktivních ukázkách a budou sloužit k názorným ukázkám daných metod.
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SEZNAM SYMBOLŮ, VELIČIN A ZKRATEK
RGB červená, zelená, modrá – Red, Green, Blue
CMY(K) azurová, fialová, žlutá, černá – Cyan, Magenta, Yellow, Key
HSB barevný tón, sytost, jas – Hue, Saturation, Brightness
HSV barevný tón, sytost, jas – Hue, Saturation, Value
HSL barevný tón, sytost, světlost – Hue, Saturation, Lightness
YCbCr jas, Cb a Cr = modrý a červený chrominanční komponent
XYZ jas, X a Z = specifikace barvy
L*a*b* světlost, osa zelená - červená, osa modrá - žlutá
CIE Commission Internationale de L’Eclairage
JDK Java Development Kit
SDK Software Development Kit
JVM Java Virtual Machine
HP Hewlett Packard
px pixel
CRT cathode ray tube
PNG Portable Network Graphics
WWW World Wide Web
LSB Least Significant bit
MSB Most Significant bit
R červená – red
G zelená – green
B modrá – blue
C azurová – cyan
M fialová – magenta
Y žlutá – yellow
K černá – key
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H barevný tón – hue
S sytost – saturation
B jas – brightness
L světlost – Lightness
V hodnota jasu – value
L* světlost – lightness
a* osa zelená - červená
b* osa modrá - žlutá
Y luminance
Cb modrý chrominanční komponent
Cr červený chrominanční komponent
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SEZNAM PŘÍLOH
Přílohou k práci je CD, které obsahuje:
Soubor BP.pdf s kompletní bakalářskou prací v elektronické podobě.
Složky obsahující jednotlivé applety:
• Bitové roviny
• Grayscale
• Míchání barev
• Konvoluce
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