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Maǵıster en Ingenieŕıa - Automatización Industrial
Director(a):
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Thesis submitted for the degree of:
Master in Engineering - Industrial Automation
Supervisor:
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Resumen
En este trabajo se presenta el diseño e instacianción de un Framework en lenguaje de do-
minio público, el cual permite generar aplicaciones usuario orientadas al procesamiento de
bio-señales ofreciendo un entorno de desarrollo que asiste al investigador durante la genera-
ción de una aplicación permitiéndole integrar los algoritmos de procesamiento previamente
implementados en lenguajes de propósito espećıfico durante la etapa de investigación.
Palabras clave: Bio-señales, DICOM, Framework, Generador de aplicaciones, reusabi-
lidad, validador sintáctico.
Abstract
In this work, we present the design and instantiation for a public domain language-based
Framework, which is capable to generate applications addressed to bio-signal processing.
Proposed framework incorporates a development environment to support the researchers
during the application generation allowing integrate processing algorithms previously imple-
mented on specific purpose languages.





AUP Agile Unified Process
RUP Rational Unified Process
DF Desarrollador del Framework
DC Desarrollador de Componentes
DA Desarrollador de Aplicaciones
UF Usuario Final
DICOM Digital Imaging and Communication in Medicine
PACS Picture Archiving and Comunication System
IHE Integrating the Health Care Enterprise
ICA Independent Components Analysis
FODA Feature Oriented Domain Analysis
FDL Feature Domain Language
TCP/IP Transmission Control Protocol/Internet Protocol
UML Unified Modeling Language
ECG ElectroCardiograma
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3. Arquitectura del Framework 12
3.1. Introducción . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 12
3.2. Agile Unified Process - AUP . . . . . . . . . . . . . . . . . . . . . . . . . . . 12
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Los sistemas de información y aplicaciones de software han incursionado con éxito en diver-
sos campos tales como las finanzas, comercio, educación, administración, salud, entre otros
[25, 22, 46]. La mayoŕıa de las veces para el desarrollo de este tipo de aplicaciones se ha optado
por el diseño de sistemas monoĺıticos en los cuales todos los requerimientos son considerados
y solucionados en el mismo nivel de implementación. Pese a que estos sistemas son senci-
llos de programar y eficientes, requieren ser re-diseñados y re-codificados para ajustarse a
nuevos requerimientos, implicando entonces costo y tiempo adicional de implementación [13].
En las últimas décadas, la elevada complejidad de muchas de las aplicaciones informáticas ha
influido para que la ingenieŕıa del software centre su interés en las tareas de disminuir signifi-
cativamente el costo y los tiempos de desarrollo de las aplicaciones, conservando la calidad de
las mismas. El paradigma orientado a objetos y la reutilización de diseño y componentes son
algunas de las técnicas planteadas de uso más frecuente para lograr este objetivo y aśı evitar
que los programadores tengan que partir desde cero en cada proyecto. Una solución amplia-
mente recomendada es la utilización de Frameworks de desarrollo, ya que éstos ofrecen una
estructura conceptual y tecnológica con un conjunto de bloques predefinidos de software los
cuales se pueden extender o personalizar de acuerdo a las necesidades del proyecto. De esta
forma, los Frameworks actúan como mecanismos de reutilización permitiendo al programa-
dor emplear menos tiempo en la escritura de código de bajo nivel.
En este trabajo se plantea el diseño de un Framework orientado a facilitar la generación
de aplicaciones usuario, diseñado para que los investigadores que laboran en el campo de
bio-señales utilicen sus códigos prototipo como insumo base para la implementación de este
tipo de aplicaciones.
1.1. Planteamiento del problema
La mayoŕıa de los prototipos de procesamiento implementados para validar procesos, teoŕıas
e hipótesis con miras a la solución de un problema biológico usando información extráıda
de las bio-señales, son diseñados empleando funciones y toolboxes especializados [4, 15]. En
general, estos prototipos están diseñados para operar en escenarios experimentales de labo-
ratorios y grupos de investigación; sin embargo, si se pretende extender su uso a ambientes
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reales con propósitos de comercialización, es necesario resolver otro problema a nivel de im-
plementación [20].
Debido a la falta de uniformidad en la implementación de estos prototipos, rigidez en el
diseño, carencia de una interfaz de usuario amigable, falta de estándares en el manejo de bio-
señales, y documentación incompleta, estos prototipos deben ser, en la mayoŕıa de los casos,
re-escritos en otros lenguajes de propósito general con el fin de que puedan ser integrados
a una aplicación usuario. Por tanto, la generación de este tipo de aplicaciones acarrea un
incremento en costos y tiempo de desarrollo.
1.2. Justificación
Los frameworks han tenido gran aceptación por su capacidad para promover la reutilización
de diseño y código fuente [28]. Las caracteŕısticas de reutilización y extensibilidad brindan
una mayor productividad y un tiempo más corto en el desarrollo de aplicaciones en compa-
ración con el desarrollo tradicional de software. El concepto de Framework es ampliamente
utilizado en muchos ámbitos del desarrollo de sistemas de software, tal vez la connotación de
uso más frecuente sea la de frameworks de desarrollo web que facilitan el trabajo de diseño
de sitios web [36, 42, 6], pero también existen Frameworks en otras disciplinas como las fi-
nanzas [10], redes [17], control [47], aplicaciones médicas [21, 38, 7, 3], simulación, visión por
computador [2, 9], mineŕıa de datos [1], estad́ıstica [33], evaluación de procesos de desarrollo
de software [8], juegos [39], entre otros.
Teniendo en cuenta el planteamiento del problema y los beneficios al usar Frameworks en
el área de desarrollo de software, en este trabajo se plantea el diseño de un Framework en
lenguaje de dominio público que le permita al investigador ajustar y generar aplicaciones
usuario que involucren tareas de procesamiento de bio-señales, con la posibilidad de usar los
prototipos implementados en lenguajes de propósito espećıfico previamente desarrollados.
1.3. Objetivos
1.3.1. General
Diseñar un framework para la generación de aplicaciones orientadas al procesamiento de
bio-señales con el fin de proporcionar a los investigadores una herramienta que facilite la
creación de aplicaciones usuario dentro de un dominio con diseño y estructura similares.
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1.3.2. Espećıficos
Definir una arquitectura para el framework identificando los puntos comunes y flexibles
que permitan extender su funcionalidad.
Validar el Framework generando aplicaciones de usuario final usando los prototipos de
procesamiento en bio-señales.
Definir e instanciar un estándar de documentación y una gúıa de desarrollo para las
aplicaciones que se generen usando el Framework.
1.4. Organización del documento
El presente documento está organizado como se describe a continuación:
En el caṕıtulo 1, se presentan el planteamiento del problema, la justificación y los
objetivos de esta tesis.
En el Caṕıtulo 2, se tratan algunos conceptos y definiciones acerca de los frameworks.
El Caṕıtulo 3 comprende la definición del dominio, la identificación de los puntos
comunes y flexibles del framework, aśı como el diseño de la arquitectura propuesta.
En el Caṕıtulo 4, se describe ampliamente cada uno de los elementos que componen la
arquitectura del Framework.
El Caṕıtulo 5 contempla el uso del Framework propuesto para generar aplicaciones
usuario y el estándar de codificación y documentación usado.
El Caṕıtulo 6 describe las conclusiones, aportes y trabajo futuro del trabajo desarro-
llado.
2. Marco conceptual
En este caṕıtulo se presentan algunos conceptos y definiciones usados en este trabajo, aśı co-
mo algunas aplicaciones relacionadas con frameworks. En particular, se define el término
reutilización y casos en los que se usa en la sección 2.1. Luego, en la sección 2.2, se pone la
reutilización en contexto de la programación orientada a objetos. Y al final, en la sección
2.3, se explica en qué consiste la reutilización empleando frameworks.
2.1. Reutilización
La premisa: “Las organizaciones necesitan aumentar productividad y reducir costos”, no es
ajena al desarrollo de software. Una forma de suplir estas necesidades consiste en la reutili-
zación sistemática durante cada una de las etapas de desarrollo aśı como todo el ciclo de vida.
En general, la reutilización se refiere al uso de un mismo componente en diversos contextos
y aplicaciones. Por tanto, reduce el tiempo de diseño, codificación y el costo del sistema al
amortizar el esfuerzo sobre varios desarrollos. Mediante esta técnica se aprovechan compo-
nentes o bibliotecas previamente desarrolladas logrando una mayor estandarización y sim-
plificación en las aplicaciones. Por ejemplo, la reutilización de componentes representa una
buena alternativa como mecanismo para administrar la complejidad del software [49].
2.1.1. Tipos de reutilización
A diferencia de lo que intuitivamente podŕıa pensarse, además del código fuente, se pueden
reutilizar diseños, planes, documentación, interfaces, etc. De hecho, la reutilización de códi-
go es la que genera menores ganancias de productividad y fiabilidad, los beneficios son más
significativos cuando se reutilizan diseños, modelos, componentes y frameworks.
De acuerdo con lo explicado en [29], una posible categorización de los niveles de reutilización
puede hacerse, en orden de complejidad, como sigue:
Reutilización de código
Es el tipo de reutilización más común y menos metódico, consiste en adaptar segmentos de
código fuente previamente desarrollados.
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Reutilización de componentes
Consiste en incorporar en su diseño funcional componentes re-usables. Un componente de
software puede ser una estructura de datos, un módulo, una abstracción, una unidad fun-
cional. En gran medida el futuro del software depende de los componentes reutilizables. Los
componentes reutilizables encapsulan tanto datos como procesos que se aplican a los datos.
Pueden ser componentes de caja negra o de caja blanca. Los primeros se utilizan sin conocer
ni modificar su implementación; mientas los últimos son de libre acceso para ser examinados
y/o modificados. Para que un componente pueda ser conocido y localizado para su reutili-
zación, es necesario disponer de una descripción. Dicha descripción debe abarcar el concepto
(es decir, la intención del componente), el contenido (en el caso de ser de caja blanca) para
describir la forma en que se construye el concepto, y el contexto para situar el componente
en el seno de su dominio de aplicabilidad.
Reutilización de modelos y patrones
Antes de explicar en qué consiste este nivel de reutilización, se repasan los conceptos de mo-
delo y patrón. Un modelo representa un conjunto coherente de conceptos de un problema,
es decir, es un conjunto de tipos de objetos, tipos de relación y de otros constructores que
transmiten una calidad particular al dominio [29]. Un patrón es una forma o estructura que
puede ser identificada y reconocida en diferentes dominios. Un patrón brinda una solución a
un problema recurrente, identificando los subsistemas, componentes y mecanismos de cola-
boración entre ellos.
En este nivel de reutilización, los elementos reutilizables se definen de acuerdo con un nivel
más alto de abstracción hasta el punto de poder ofrecer una solución genérica a una necesidad
funcional determinada, dado que el grado de parametrización de los patrones y modelos
soporta mayor número de instanciaciones y composiciones.
Reutilización de generadores de aplicaciones
Los generadores de aplicaciones se encargan de automatizar los requerimientos establecidos
por el usuario. Dicha automatización se logra parametrizando los requerimientos del usuario
como especificaciones de software. Esto es posible siempre y cuando se acote el dominio del
problema. Los generadores de aplicaciones se diferencian de un lenguaje por requerir solo de
especificaciones parciales no-procedimentales, completando ellos mismos el resto.
Reutilización de lenguajes de muy alto nivel
Los lenguajes de muy alto nivel interpretan especificaciones, por tanto, aunque también son
de automatización factible, su reutilización depende estrechamente de la eficiencia del código
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y la calidad del diseño. Por este motivo, este tipo de lenguajes no está pensado para una
producción de software de calidad.
2.2. Orientación a objetos y reutilización
El desarrollo orientado a objetos está jugando cada vez más un papel importante en la im-
plementación de sistemas de software. Representa una alternativa a las metodoloǵıas estruc-
turadas de desarrollo tradicionales, las cuales se basan en la descomposición de un sistema en
módulos atendiendo a consideraciones procedimentales y/o de datos. En el diseño orientado
a objetos, los sistemas se estructuran alrededor de los objetos que componen el modelo del
sistema [49]. Se fundamenta en que cuando se logra identificar todos los objetos de un siste-
ma, aśı como las relaciones entre ellos, se genera una visión mucho más cercana a la realidad.
Las metodoloǵıas orientadas a objetos basan sus principios en una concepción del mundo
compuesto de objetos que se agrupan en clases en función de sus caracteŕısticas particulares
y la función que desempeñen dentro del sistema. Entre las definiciones importantes que se
encuentran en este contexto, se resaltan las siguientes:
Un objeto es visto como una unidad que encapsula estructura y comportamiento, se
comunican entre śı mediante mensajes.
Una clase es un conjunto o una descripción de objetos que comparten las mismas
estructuras de datos (atributos, que conforman el estado) y procedimientos (métodos
que describen el comportamiento) sobre éstas. Una clase abstracta contiene al menos
un método sin implementar.
La herencia permite a una clase (clase derivada) extender, especializar y variar com-
portamientos de la clase base. Los tipos de visibilidad determinan el contexto desde el
cual se puede acceder a un atributo o método.
El encapsulamiento de los datos y sus procedimientos asociados significa un gran in-
cremento en la independencia de las unidades que componen una aplicación [29].
Estas unidades se comunican mediante sus interfaces, de modo que los cambios en la
implementación de una no afectan a las demás.
La capacidad de descomponer fácilmente un problema en otros más pequeños y la mayor
comprensión de cada componente sin depender de las otros, son algunas de las ventajas de
la programación orientada a objetos que facilitan en primer término el análisis y posterior-
mente el diseño [49]. Un diseño orientado a objetos es capaz de reflejar la transición de los
conceptos del dominio identificados por el análisis hacia estructuras computacionales com-
patibles con el ambiente de ejecución [29], creando posibilidades de reutilización a un nivel
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más alto.
Si bien la adopción de la programación orientada a objetos no garantiza de por śı un buen
grado de reutilización, existen herramientas y metodoloǵıas para la creación de elementos
ampliamente reusables bajo este paradigma, como se muestra en la sección 2.3.
Para el modelado de los sistemas, el Lenguaje de Modelado Unificado (UML) es actualmente
uno de los más recomendados y frecuentemente usados debido a sus cualidades de modelado
y diseño que facilitan la reutilización [49].
2.3. Reutilización mediante Frameworks
2.3.1. Definición
La palabra framework es un sustantivo inglés que significa armazón. En la ingenieŕıa la pa-
labra framework es usada para describir una diversidad de modelos y ambientes que tienen
por común una caracteŕıstica mı́nima: establecen un marco de trabajo para desarrollar un
producto de un género determinado [39].
En el ámbito de la ingenieŕıa de software encontramos muchas definiciones de Framework
entre las que se destacan: Un framework se define como la abstracción del esqueleto de una
solución a una serie de problemas relacionados [30];Un framework es un sistema que puede
ser configurado, especializado o extendido [13]; [24, 45, 30] describen el framework como
un diseño abstracto orientado a objetos para un determinado tipo de aplicación, el cual se
compone de una clase abstracta por cada componente principal del diseño; normalmente
contiene una libreŕıa de subclases que pueden ser utilizadas como componentes del diseño.
Un framework ofrece un conjunto de clases e interfaces interrelacionadas en forma de diseño
reutilizable para una familia de sistemas, con una fuerte cohesión estructural (jerarqúıa de
clases, herencia y composición) y de comportamiento (modelo de interacción de los objetos
del framework); otra aproximación de framework es la descrita por [50, 14, 40] como una
aplicación genérica para un dominio espećıfico que provee una arquitectura incompleta, a
partir de ésta se diseñan sub-sistemas que se pueden reutilizar, se diferencia de una aplica-
ción estándar porque sus puntos flexibles pueden tener una implementación diferente para
cada instancia del framework [30].
Los frameworks están diseñados para ofrecer solución a una familia de problemas relacio-
nados y apuntando a un determinado tipo de aplicación, los conceptos “tipo de aplicación”
y “tipo de problema” permiten determinar el alcance de éste; no es un diseño de propósito
general, sino que está ligado a un dominio espećıfico (en este caso generación de aplicaciones
orientadas al procesamiento de bio-señales).
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Las componentes de un framework se suelen diseñar bajo programación orientada a obje-
tos para proveer mejor capacidad de reutilización y extensión de funcionalidad como medio
para crear las aplicaciones. La abstracción que provee este paradigma, su parametrización
y capacidad de compartir código brinda oportunidades para el desarrollo de frameworks [29].
El framework no se trata de una aplicación completa, sino que deja puntos que tienen que
ser implementados por el desarrollador del sistema. Cuando se genera una aplicación usan-
do un framework se dice que se está instanciando, es decir, se están ajustando los puntos
incompletos del framework para obtener una aplicación concreta. El framework soporta la
estructura general del dominio definido a modo de esqueleto.
En un framework se distinguen dos componentes principales el kernel y los puntos flexibles
o hot spots, el primero se refiere a los puntos inmutables, aquellas caracteŕısticas constantes
para cada instancia del framework, y el segundo se refiere a las caracteŕısticas flexibles que
se pueden extender o adaptar para dar particularidad a las aplicaciones.
2.3.2. Tipos de Framework
Los frameworks han sido clasificados según su ámbito por [13] aśı:
Según su aplicabilidad se dividen en dos tipos:
Frameworks de aplicación: Proveen la funcionalidad básica de una aplicación tratándose
generalmente de interfaces gráficas y lógica de administración del sistema. A partir de
éste, se crea cada aplicación especializada. Sin embargo, estos frameworks no contienen
elementos del dominio mismo de las aplicaciones.
Frameworks de dominio espećıfico: Modelan los objetos de un dominio espećıfico y
proveen la lógica genérica de una aplicación en este dominio. De este modo, una apli-
cación puede ser creada configurando los objetos del dominio y extendiendo la lógica
de aplicación genérica.Por ser muy espećıficos y requerir un conocimiento muy preciso
de los dominios son los más costosos de desarrollar.
Según las caracteŕısticas de personalización los tipos de instanciación los Frameworks se
pueden clasificar en tres categoŕıas [30]:
Caja blanca: Tanto los desarrolladores de aplicaciones (DA) como los desarrolladores de
componentes (DC) necesitan conocer la arquitectura para adaptarla a una aplicación
concreta. Los puntos de entrada se presentan como clases y métodos abstractos que
deben ser implementados para la extensión del Framework, se tiene acceso al código
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fuente y se permite reutilizar la funcionalidad encapsulada en sus clases mediante
herencia y reescritura de métodos.
Caja negra: Ocultan su estructura interna, los usuarios solo conocen una descripción
general del Framework y sus puntos flexibles. Se extienden mediante composición y
delegación. El Framework tiene definido una serie de interfaces que deben implementar
los componentes que extienden el Framework.
Caja gris: Define una forma intermedia de reutilización, el framework presenta carac-
teŕısticas tanto de caja blanca como de caja negra.
2.3.3. Aplicaciones
Los Frameworks son ampliamente usados en diferentes disciplinas del conocimiento, entre
las que cabe mencionar su uso para desarrollo web [36, 42, 6, 44] los cuales proporcionan
arquitecturas que facilitan la implementación de aplicaciones Web brindando al desarrolla-
dor herramientas para crear interfaces de usuario agradables en corto tiempo, en visión por
computador [2] para desarrollar aplicaciones en tiempo real con entornos altamente dinámi-
cos, [9] para crear ambientes interactivos, [37] ambiente visual para la creación, evaluación
e implementación de algoritmos de procesamiento de imágenes, en el área de las finanzas se
puede citar [10] el cual permite el diseño, creación y evaluación de instrumentos financieros,
[33] para implementar aplicaciones en el dominio de la estad́ıstica, [1, 8] usados en mineŕıa
de datos y mejora en los procesos de desarrollo de software. En el área de bio-ingenieŕıa se
puede citar a [21, 7] la primera es una aplicación integrada desarrollada sobre dos platafor-
mas de código abierto BCI2000 y EEGLAB para diseñar y ejecutar experimentos basados en
NeuroFeedBack ICA, automatiza la secuencia de los procedimientos necesarios para entre-
nar a una aplicación de software para reconocer las fuentes cerebrales, el segundo también
es de código abierto usado principalmente para investigación en simulaciones médicas, se
basa en una arquitectura de software que permite crear simulaciones complejas combinando
nuevos algoritmos con los ya existentes, además crea modelos complejos y permite el ajuste
de parámetros de las simulaciones.
Parte II.
Metodoloǵıa
3. Arquitectura del Framework
3.1. Introducción
En este caṕıtulo se discute el aspecto metodológico desde dos puntos de vista: la ingenieŕıa
del software, en la cual se describe el paradigma usado y las herramientas empleadas para el
diseño de artefactos; la metodoloǵıa de desarrollo del Framework, en la que se describen las
etapas seguidas para identificar los requisitos comunes y variables del dominio o especialidad
definida hasta culminar con el diseño y descripción de la arquitectura propuesta.
El caṕıtulo está organizado aśı: Primero se describe la metodoloǵıa Agile Unified Process
(AUP) usada como método de desarrollo desde la perspectiva de la ingenieŕıa del software y
se hace una introducción muy general a Unified Modeling Language - UML y a los artefac-
tos usados para modelado, luego se enuncian algunos trabajos relacionados o metodoloǵıas
empleadas para el desarrollo de frameworks en la sección 3.4, seguidamente se desglosa y se
describe cada una de las etapas contempladas de la metodoloǵıa usada en la secciones 3.5,
3.5.1 y por último, se presenta un bosquejo generalizado del diseño propuesto del Framework
en la sección 3.5.2, en la cual se hace una descripción parcial de cada una de las capas de la
arquitectura propuesta y se enuncian las primitivas de servicio intercapa.
3.2. Agile Unified Process - AUP
Es una versión simplificada del Proceso Unificado de Rational (RUP). Este describe de una
manera simple y fácil de entender la forma de desarrollar aplicaciones de software de negocio
usando técnicas ágiles y conceptos que aún se mantienen válidos en RUP. El AUP aplica
técnicas ágiles incluyendo Desarrollo Dirigido por Pruebas [26]. Entre sus caracteŕısticas
cabe destacar que está dirigido por los casos de uso, es iterativo e incremental y se centra
en la arquitectura.
3.2.1. Caracteŕısticas
Iterativo e incremental: Descompone un proyecto en miniproyectos, cada miniproyecto
representa una iteración, las cuales son controladas y tienen un conjunto de casos de
uso asociado. Aprovechando esta caracteŕıstica se puede hacer una detección temprana
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de los riesgos asociados al desarrollo del proyecto, aśı como hacer una administración
adecuada al cambio y establecer un mayor grado de reutilización.
Dirigido por casos de uso: Se centra en la funcionalidad que el sistema debe ofrecer para
satisfacer las necesidades de un usuario y permite orientar las actividades de desarrollo.
Centrado en la arquitectura: La arquitectura es una vista del diseño completo con las
caracteŕısticas más importantes resaltadas y se describe mediante diferentes vistas del
sistema en construcción.
Las etapas y disciplinas contempladas por esta metodoloǵıa se visualizan en la Figura 3-1,
a continuación se describen las tareas que se plantean en cada etapa.
Concepción: Se define la razón de ser y el alcance del proyecto.
Elaboración: Se establece un plan del proyecto y se define su arquitectura.
Construcción: Desarrollo del sistema a través de una serie de iteraciones.
Transición: El sistema se somete a pruebas de validación y aceptación, finalmente se
pone en producción.
Figura 3-1.: Ciclo de vida AUP
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3.3. Unified Modeling Language - UML
UML es un lenguaje que sirve para visualizar, especificar, construir y documentar los arte-
factos (modelos) de un sistema de software, desde una perspectiva orientada a objetos. El
modelado proporciona una comprensión del sistema, por eso, nunca es suficiente un único
modelo [11].
3.3.1. Conceptos
A continuación se hace una descripción de cada uno de los nueve diagramas que ofrece UML
para modelar un sistema [11].
Diagrama de casos de uso: Es la descripción de un conjunto de secuencia de acciones
y variantes que ejecuta un sistema para producir un resultado observable de valor para un
actor.
Diagrama de clases: Presenta un conjunto de clases, interfaces, colaboraciones y las re-
laciones entre ellas. Es el diagrama más común para el modelado de sistemas orientado a
objetos. Se usan para describir la vista de diseño estática de un sistema.
Diagrama de objetos: Representa un conjunto de objetos y sus relaciones.
Diagrama de componentes: Muestra un conjunto de componentes y sus relaciones. Se
utilizan para describir la vista de implementación estática de un sistema.
Diagrama de despliegue: Muestra la configuración de nodos que participan en la ejecución
y de los componentes que residen en ellos. Se utilizan para describir la vista de despliegue
estática de un sistema.
Diagramas de secuencia: Presenta un conjunto de objetos junto con los mensajes envia-
dos y recibidos por ellos. Es un diagrama de interacción que resalta el orden temporal de los
mensajes.
Diagrama de colaboración: Es un diagrama de interacción que resalta la organización
estructural de los objetos que env́ıan y reciben mensajes.
Diagrama de estados: Representa una máquina de estados. Son importantes para modelar
el comportamiento de una interfaz, clase o colaboración. Resaltan el comportamiento dirigi-
dos por eventos de un objeto.
Diagrama de actividades: Es un diagrama que muestra el flujo de actividades de un sis-
tema. Son importantes para modelar la función de un sistema, aśı como para resaltar el flujo
de control entre objetos.
3.4. Trabajos relacionados
En la literatura se encuentran varias metodoloǵıas para el desarrollo de Frameworks entre las
que se destacan: La propuesta por [41] la cual propone no iniciar modulando la variabilidad
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y la flexibilidad del Framework, recomienda diseñar una aplicación para luego generalizarla.
En [48] se propone una metodoloǵıa que plantea el modelado de objetos espećıficos de la
aplicación hasta tener un framework satisfactorio. En este caso el desarrollador y el experto
del dominio trabajan de la mano durante todo el proceso.
Otro estudio [35], propone una metodoloǵıa que se refiere a la etapa de instanciación y define
como regla general crear la primera aplicación, luego la segunda y la tercera que difieran en-
tre ellas pero que se mantengan en el mismo dominio y aśı poder evidenciar las abstracciones
comunes. [28] propone iniciar con un análisis del dominio y seguir paso a paso seis etapas
complementarias hasta tener un framework refinado.
3.5. Metodoloǵıa
En general, para el desarrollo de cualquier Framework se plantean dos etapas principales:
La definición del dominio o especialidad del framework y la instanciación o validación del












Figura 3-2.: Etapas para desarrollar un Framework
En particular, en este trabajo se usa la metodoloǵıa propuesta en [28], la cual toma las dos
etapas generalizadas en la Figura 3-2 y las desglosa en etapas complementarias tal y como
se muestra en la Figura 3-3.
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Análisis del Dominio











Figura 3-3.: Metodoloǵıa de desarrollo
A continuación se hace un énfasis en cada una de las etapas contempladas en la metodoloǵıa
de desarrollo.
3.5.1. Análisis del Dominio
En esta etapa se acota el dominio o especialidad del Framework, se debe prestar atención para
no caer en el error de definir un dominio demasiado pequeño que no justifique el desarrollo
de un framework, o un dominio muy grande que implique adentrarse en un desarrollo muy
complejo. Luego de tener claro el dominio, se determinan cuáles serán las caracteŕısticas
comunes y las caracteŕısticas variables que tendrán las aplicaciones que se generen dentro
del dominio. Para este proyecto, el dominio contemplado es la generación de aplicaciones
de software amigables en el área del diagnóstico asistido tomando como punto de partida
los algoritmos o scripts desarrollados por los investigadores en procesamiento de bio-señales,
los cuales, para los elementos del Framework, son una caja negra que contempla etapas de
procesamiento de señales incluyendo preprocesamiento y adecuación de datos, extracción de
caracteŕısticas y clasificación. La información extráıda de las bio-señales es significativa para
tomar decisiones médicas en las áreas de diagnóstico, monitoreo de pacientes e investigación
bio-médica.
Requerimientos del dominio
En esta etapa se identifican los requisitos del dominio y los posibles requerimientos futuros,
estos requisitos se definen teniendo como base los sistemas de software similares existentes y
3.5 Metodoloǵıa 17
la experiencia personal del experto del dominio. Antes de definirlos es necesario identificar
los posibles usuarios y roles que éstos tendrán durante el ciclo de vida del Framework. En
este proyecto los usuarios y roles definidos se muestran en la Figura 3-4.








Diseña usa agrega usa genera usa
Ingeniero de software Investigador en bioseñales Especialista(Médicos)
Figura 3-4.: Actores y roles ciclo de vida del Framework
En la Tabla 3-1 se relacionan los actores y roles en el ciclo de vida del framework.
Actor Rol
Desarrollador del framework (DF) Establecer los requerimientos, diseñar y construir la columna
vertebral del Framework, identificando los puntos fijos y flexi-
bles de la arquitectura.
Desarrollador de componentes (DC) Diseñar y construir nuevos componentes a partir de los requi-
sitos establecidos e integrarlos a la estructura definida para el
Framework.
Desarrollador de aplicaciones (DA) Ensamblar todos los componentes dentro de una aplicación
personalizada para un Usuario Final.
Usuario final (UF) Utilizar y evaluar la aplicación generada.
Tabla 3-1.: Roles de los actores en el desarrollo y uso del framework
Según los roles definidos, es recomendable que el perfil del desarrollador del núcleo del Frame-
work (DF) y el desarrollador de componentes (DC) sea de un ingeniero de software, ya que es
necesario conocer la arquitectura interna del Framework para poder ajustarlo o extenderlo,
el desarrollador de aplicaciones (DA) es el investigador en bio-señales quién implementa los
algoritmos de procesamiento y conoce la necesidad del usuario a quién va a ser dirigida la
aplicación y el usuario final es el especialista en el área para la cual se generó la aplicación.
Para definir la universalidad y la variabilidad en los requerimientos primero se hizo una lista
informal de las caracteŕısticas que a menudo presentan este tipo de aplicaciones, tomando
como punto de referencia algunas aplicaciones que se han desarrollado para el Grupo de Con-
trol y Procesamiento Digital de Señales GC&PDS de la Universidad Nacional de Colombia
18 3 Arquitectura del Framework
y algunas referenciadas en la literatura [4, 15, 20].
El conjunto de caracteŕısticas encontradas se enuncian a continuación:
R1: Configuración inicial: Toda aplicación generada haciendo uso del Framework pro-
puesto necesita una configuración inicial que consiste en definir datos generales para
la aplicación.
R2: Almacenamiento: Estándar DICOM (Digital Imaging and Communication in Me-
dicine) para comunicación y almacenamiento de bio-señales, en esta caracteŕıstica
está intŕınseca la implementación de controles de seguridad para preservar las bio-
señales originales y los scripts de procesamiento.
R3: Interfaz gráfica: Proporciona al desarrollador de aplicaciones una interfaz gráfica
inicial que se puede extender o personalizar según las particularidades de la aplicación.
R4: Procesamiento: Esta caracteŕıstica abarca dos procesos importantes, primero se
hace una validación sintáctica de los scripts y luego se definen los mecanismos de
comunicación entre el lenguaje anfitrión (en el cual está implementado el Framework)
y el lenguaje huésped (en el cual están desarrollados los algoritmos de procesamiento
de la bio-señal).
R5: Captura: Se encarga de proporcionar la interfaz de captura de bio-señales en 1D
y 2D respectivamente.
Para modelar estos requerimientos se usó el modelo Feature Oriented Domain Analysis -
FODA [12] el cual consiste en expresar los requerimientos como un árbol de configuración
de caracteŕısticas. El diagrama consta de un nodo ráız llamado concepto, el cual tiene un
número de sub-nodos llamados caracteŕısticas y éstas tienen sub-nodos de sub-caracteŕısticas
y aśı sucesivamente, dependiendo de la complejidad del concepto.
Como se muestra en la Figura 3-5 para este caso, el concepto denotado por el nodo ráız es
aplicación y cada requerimiento se ha mapeado como sub-nodos.
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Figura 3-5.: Modelo FODA
Padre: Aplicación




Fuente: Dominio del usuario
Regla: Una aplicación puede usar una configuración de Interfaz gráfica basado en las opcio-




Fuente: Dominio del experto
Regla: La aplicación puede elegir un motor de procesamiento sobre el cual se van a ejecutar




Fuente: Dominio del experto
Regla: Una aplicación puede contemplar el módulo de captura de uno o más tipos de bio-
señal.
Para representar el modelo FODA se usó el lenguaje Feature Description Language (FDL),
el cual es un lenguaje textual que sirve para describir caracteŕısticas usando definiciones de
caracteŕısticas y su sintaxis es la siguiente: nombre de la caracteŕıstica “:” expresión de la
caracteŕıstica, la cual puede ser:
caracteŕıstica atómica
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caracteŕıstica compuesta: se nombra pero su definición aparece en otra parte.
caracteŕıstica opcional: “?”
caracteŕısticas obligatorias: all ()
caracteŕısticas alternativas: one-of ()
caracteŕısticas de selección no exclusivas: more-of ()
caracteŕıstica por defecto: default “=” caracteŕıstica atómica
caracteŕısticas de la forma ...., indica que el conjunto dado no está completamente
especificado.






one− of(GUI1, GUI2, GUI3, ...)
Pr ocesamiento :
one− of(Octave, R, C,Otro)
Captura? :
more− of(V ideo, Audio, Otro)
Tomando como punto de partida el modelo FODA, se puede deducir que las caracteŕısticas
obligatorias sin sub-caracteŕısticas hacen parte del kernel del Framework, la caracteŕıstica1
se refiere a la configuración general de la aplicación y 2 corresponde al estándar DICOM para
la comunicación y almacenamiento de bio-señales. Los puntos flexibles (hot spots) del Fra-
mework, son aquellas caracteŕısticas que tienen sub-caracteŕısticas. Para la caracteŕıstica3
aunque es un requerimiento obligatorio para todas las aplicaciones el factor de variabilidad
radica en los elementos que se agreguen a la interfaz gráfica, es el desarrollador de aplica-
ciones (DA) quien define qué opciones de menú proporcionados por la interfaz de usuario
deja por defecto o agrega según las particularidades de su aplicación.Para la caracteŕıstica4
el factor de variabilidad radica en el lenguaje huésped en el cual están implementados los
scripts de procesamiento que ejecutará la aplicación usuario. La caracteŕıstica5 es opcional
ya que no todas las aplicaciones generadas con el Framework contemplan el módulo de cap-
tura, aqúı difiere el tipo de bio-señal a adquirir, el formato y los drivers de captura.
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3.5.2. Diseño de arquitectura
El objetivo de la fase de diseño es sintetizar un modelo con los objetos extráıdos del dominio
de la solución al problema. Este modelo debe conservar la estructura del sistema impuesta
por el análisis del dominio el cual servirá como esquema para la fase de implementación.
Con base en los requerimientos definidos en la fase anterior, se propuso una arquitectura por
capas tal y como se muestra en la Figura 3-6, para la cual se definieron unas primitivas de
servicio por capa cumpliendo con algunas caracteŕısticas de este tipo de arquitectura como:
separación de responsabilidades, bajo acoplamiento entre capas, prueba de capas a nivel
individual, adaptabilidad e independencia.
Configuración Validador G. Interfaz
Generador de aplicaciones
Fuentes DICOM

















Figura 3-6.: Arquitectura de capas
A continuación se explican algunos términos que se mencionan a lo largo de este trabajo.
Script: Hace referencia a un archivo que contiene el código fuente de los algoritmos de
procesamiento de bio-señales. En el caṕıtulo 4 en la sección 4.5 se hace una explicación
más amplia.
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Adjunto: Archivo de configuración del script principal. En el caṕıtulo 4 en la sección
4.5 se hace una explicación más amplia.
DICOM: Estándar para el manejo de imágenes médicas. En el caṕıtulo 4 en la sección
4.4 se explica en detalle.
Motor de procesamiento: Se refiere al lenguaje en el cual están escritos los algoritmos
de procesamiento.
Primitiva de servicio: Se refiere a las operaciones que proporciona la capa inferior para
suplir una solicitud de la capa inmediatamente superior.
Descripción de capas y primitivas de servicio
Capa aplicaciones usuario: Esta capa se encarga de la ejecución de la aplicación usuario
usando las primitivas de servicio ofrecidas por las capa inferior. Los servicios solicitados a la
capa generador de aplicaciones son:
configuracionAplicación: Se encarga de crear el objeto aplicación con los parámetros
enviados por la capa Aplicaciones usuario
validarAdjunto: Se encarga de hacer la validación sintáctica del archivo adjunto.
interfazAplicación: Se encarga de proporcionar la interfaz gráfica de usuario de la
aplicación.
comunicaciónDICOM: Proporciona los métodos para enviar archivos DICOM entre
equipos.
crearMotor: Proporciona la conexión con el motor de procesamiento para ejecutar los
scripts de procesamiento.
Capa Generador de aplicaciones: Se encarga de configurar y generar la interfaz gráfica
para la aplicación usuario. Los Servicios solicitados a la capa Almacenamiento son:
almacenarArchivos: Proporciona los métodos de almacenamiento y seguridad para las
bio-señales y los scripts de procesamiento.
abrirAdjunto: Se encarga de verificar que exista y mantenga su estructura sintáctica
el archivo adjunto del script principal.
extraerDatos: Proporciona los métodos para extraer la información contenida en los
archivos DICOM.
crearDICOM: Permite crear archivos DICOM a partir de bio-señales.
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transferenciaDICOM: Esta primitiva es complemento de comunicacion DICOM, es
aqúı donde se hace la elección del archivo DICOM a transferir.
Capa Almacenamiento: Proporciona los servicios de almacenamiento y comunicación para
los archivos DICOM y gestión de los archivos fuente1 de la aplicación. Servicios solicitados
a la capa Captura:
captureSenal: Ofrece los métodos que permiten realizar adquisición de bio-señales.
preProcesamiento: Métodos encargados de ejecutar scripts de preproceso de bio-señales,
si es necesario.
Capa Captura: Se encarga de verificar si existen los dispositivos necesarios para la adqui-
sición de bio-señales.
3.5.3. Diseño del Framework
Las etapas diseño e implementación del software son dos etapas complementarias que se
tratarán en profundidad en el caṕıtulo 4.
3.5.4. Prueba del Framework
Esta etapa corresponde a la validación del Framework la cual consiste en derivar aplica-
ciones usuario usando el Framework a partir del dominio de requisitos establecidos. Esta
instanciación se hace implementando los puntos flexibles mediante la reutilización de diseño
y código con el fin de dar funcionalidad y particularidad a las aplicaciones. Cada una de las
aplicaciones generadas contiene las caracteŕısticas comunes contempladas como núcleo del
Framework.
Para nuestro caso el Framework propuesto es un Framework de caja gris, tiene caracteŕısticas
de caja blanca y caja negra. Al final, se probó la instanciación con tres aplicaciones usuario
que se denotarán más adelante en el caṕıtulo 5.
3.5.5. Documentación
Esta etapa consiste en hacer un énfasis en las pautas seguidas tanto para la codificación como
para la documentación del Framework, aśı como la elaboración de una gúıa que explica cómo
el Framework debe ser puesto en ejecución y los pasos requeridos para hacerlo. Esta etapa
es explicada en detalle en el caṕıtulo 5.
1Son los archivos necesarios para la ejecución del script de procesamiento
4. Elementos del Framework
4.1. Introducción
En este caṕıtulo se hace una descripción más amplia de cada una de las cuatro capas defi-
nidas en la arquitectura de referencia. En la Figura 4-1 se presenta el modelo estático del
Framework, este modelo contempla los paquetes con sus clases e interacciones y métodos
más representativos.
Se hace una descripción detallada de las etapas de diseño e implementación por cada capa, y
se explican las funciones intercapa espećıficas que satisfacen las primitivas de servicio brin-
dadas a la capa inmediatamente superior.
Este caṕıtulo está organizado aśı: Descripción de paquetes en la sección 4.2, la capa de
captura se describe en la sección 4.3, la capa de almacenamiento en la sección 4.4, la capa
de generador de aplicaciones en la sección 4.5 y, por último, la capa de aplicaciones usuario
en la sección 4.6.
4.2. Descripción de paquetes
Un paquete en Java se define como un contenedor de clases que permite agrupar las dife-
rentes partes de un programa cuya funcionalidad tiene elementos comunes. En este caso, se
definieron seis paquetes representativos donde los cuatro primeros hacen alusión a las capas
definidas en la arquitectura propuesta para el Framework y los otros dos corresponden a la
interfaz gráfica del framework y utilidades.
A continuación se describe cada paquete:
Almacenamiento: Agrupa las clases que permiten el almacenamiento de los archivos
fuente y DICOM que usará la aplicación usuario.
Aplicaciones usuario: Clases que permiten la ejecución y prueba de la aplicación usuario
generada.
Captura: Clases que permiten la adquisición de bio-señales.
Generador de aplicaciones: Clases que permiten configurar la interfaz gráfica de usuario


































































































Clases encargadas de hacer la invocacion del motor de procesamieto
Clases encargadas de ejecutar las acciones sobre los
eventos de las opciones del Menú
ConfigurarXMLMenu
customJMenu
Clases que permiten configurar la captura de 
algunas bioseñales
Clases que agrupan la interfaz
Gráfica de usuario.
Clases encargadas de hacer la validadción del
archivo adjunto del script principal
Clases encargadas de proporcionar los
métodos para almacenar archivos fuente y creación
del árbol de directorios de la aplicación usuario
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GuiFramework: Agrupa las clases de ejecución del framework y las clases de interacción
entre capas.
Utilidades: Clases auxiliares que proporcionan métodos que pueden ser invocados por
cualquier clase de otro paquete.
4.3. Capa captura de bio-señales
4.3.1. Contexto
En el área de procesamiento de señales la etapa de adquisición juega un papel muy importante
ya que se depende de la calidad de las señales adquiridas para poder extraer información
útil que ayude a hacer una mejor clasificación de una patoloǵıa.
Esta capa es la encargada de proporcionar las funciones que permiten determinar si existen
drivers de captura disponibles y a la vez ejecutar algunas tareas de preprocesamiento de la
señal, si es necesario.
Para la adquisición de bio-señales es necesario diseñar protocolos de adquisición que garan-
ticen la calidad de las señales. En este proyecto en particular, se probó el módulo de captura
usando un micrófono normal para adquirir muestras de audio.
Para la adquisición de otras bio-señales se utilizan tarjetas de adquisición y equipos médicos
especializados que capturan y almacenan las señales, generalmente el software de adquisición
es distribuido por el fabricante.
En la Figura 4-2 se muestra el diagrama de clases de esta capa el cual permite mediante
la implementación de la interface CapturarBioSenal extender y adaptar el Framework para
que una aplicación usuario pueda usar la opción captura de varios tipos de bio-señal.








Figura 4-2.: Diagrama de clases capa captura
4.3.2. Servicios ofrecidos a la capa de almacenamiento
1 preProcesamiento
Retorno: Para el caso de bio-señales unidimensionales un vector de doubles, para bio-señales bidimensionales
matriz de doubles
Parámetros de entrada: vector o matriz de doubles original. Métodos que satisfacen el servicio:
aplicarFiltro: Se encarga aplicar un filtro a una bio-señal.
2 captureSenal
Retorno: File .dcm, File .wav ó File .jpg
Parámetros de entrada: tipo de bioseñal
Métodos que satisfacen el servicio:
captureSenal: Se encarga de verificar si existen los drivers para la captura, almacenar la bio-señal en un
tipo de archivo elegido por el usuario, el cual puede ser .dcm, .wav para señales de audio y .dcm o jpg para
imágenes o en su defecto el usuario puede especificarle al programa que almacene la bio-señal en los dos
formatos o posteriormente convertila al estándar DICOM.
4.4. Capa almacenamiento
Esta capa se encarga de proporcionar las clases y métodos necesarios para el almacenamiento,
gestión y comunicación de archivos fuente y bio-señales.
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A continuación se hace una introducción acerca del estándar DICOM.
4.4.1. Contexto estándar DICOM
DICOM (Digital Imaging and Communication in Medicine) es el estándar reconocido mun-
dialmente para el intercambio de imágenes médicas, facilitando el almacenamiento, impresión
y transmisión de imágenes médicas entre centros hospitalarios [18]. Incluye la definición de
un formato de fichero y un protocolo de comunicación de red. El protocolo de comunicación
usado es un protocolo de aplicación que usa TCP/IP para la comunicación entre sistemas
mientras que los archivos DICOM se pueden intercambiar entre dos entidades que tengan
capacidad de recibir imágenes y datos de pacientes en archivos DICOM.
DICOM permite la integración de escáneres, servidores, estaciones de trabajo, impresoras y
hardware de red de múltiples proveedores dentro de un sistema de almacenamiento y comu-
nicación de imágenes [43].
Un fichero DICOM está compuesto por la imagen y los datos asociados a ella denominados
metadatos. Consta de una cabecera con campos estandarizados y un cuerpo con datos de
imagen que puede ser una única imagen o estar compuesta por multiframes (varias imáge-
nes). Las etiquetas o tags DICOM, presentes en la cabecera del archivo DICOM, permiten
situar a la imagen en contexto, identificándola correctamente y vinculándola al paciente con-
creto.Es obligatorio que exista un directorio de contenido, el fichero DICOMDIR proporciona
un ı́ndice e información de resumen para cada uno de los ficheros DICOM.
Metadatos
Representan los campos de información que existen en la cabecera de un fichero DICOM. A
continuación se citan algunos de los códigos DICOM usados en este proyecto.
Grupo del 0008,0001 al 0008,9460: Este grupo recoge información relativa al estudio
que se ha realizado. Algunos de esos campos se muestran en la Tabla 4-1.
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Código Descripción
0008,0020 Fecha de estudio
0008,0022 Fecha de Adquisición
0008,0030 Hora del Estudio
0008,0032 Hora de Adquisición
0008,0080 Nombre de la Institución
0008,0090 Nombre del Médico
0008,1030 Descripción del Estudio
0008,1080 Descripción del Diagnóstico
0008,0060 Modalidad de Adquisición
Tabla 4-1.: Campos DICOM relacionados con el estudio realizado
Grupo del 0010,0010 al 0010,9431: Este grupo de campos contiene información relativa
al paciente. A continuación se muestran algunos de esos campos en la Tabla 4-2.
Código Descripción
0010,0010 Nombre del Paciente
0010,0020 Identificador del Paciente
0010,0030 Fecha de Nacimiento del Paciente
0010,0040 Sexo del Paciente
0010,1010 Edad del Paciente
0010,21B0 Historia Médica Adicional del Paciente
Tabla 4-2.: Campos DICOM relacionados con el paciente
Libreŕıa DCM4CHE
La libreŕıa dcm4che es una colección de aplicaciones y utilidades de código abierto para
trabajar con el estándar DICOM, al ser desarrollada en Java es muy portable [27].
Dentro del proyecto dcm4che también se puede encontrar la libreŕıa dcm4chee [27], la cual
proporciona capacidades de administrador de imágenes o archivo de imágenes de acuerdo con
el IHE (Integration the Health Care Enterprise). Dicha libreŕıa proporciona las interfaces de
servicios que se requieren para garantizar el almacenamiento, la recuperación, y el flujo de
trabajo en un entorno médico. Como se muestra en la Figura 4-3 esta libreŕıa de desarrollo
da un gran número de posibilidades a la hora de trabajar con archivos DICOM, por esta
razón se eligió y se adaptó para este proyecto.








Figura 4-3.: Esquema Libreŕıa dcm4che
Diseño
Para probar la funcionalidad de la libreŕıa DICOM, se implementó una aplicación indepen-
diente y complementaria del Framework la cual permite crear archivos DICOM, agregar y
modificar encabezados al archivo, convertir archivos DICOM y visualizarlos.
La libreŕıa DICOM es un componente reutilizable el cual es usado por la capa almacena-
miento del Framework.
Entre los diagramas propuestos por UML los que más se usaron en este proyecto son los
diagramas de casos de uso los cuales representan la forma en la que los actores actúan con
el sistema en desarrollo, tienen dos formas de representación modo gráfico o en modo tabla
como la que se muestra en la Tabla 4-3 y los diagramas de clases, los cuales son diagramas
de diseño estático que sirven para visualizar las relaciones entre las clases involucradas en
un sistema.
El siguiente caso de uso referenciado en la Tabla 4-3. describe en forma general el proceso
de gestión de archivos DICOM, si se desea ver los casos de uso detallados referirse al Anexo
C.
La aplicación DICOM implementada se compone de cuatro componentes distribuidos aśı:
LibreriaDICOM: Colección de clases y métodos organizados en forma de libreŕıa desarro-
llada en Java, implementando las funcionalidades de la libreŕıa dcm4che en sus versiones
1.4.30 y 2.021. Esta libreŕıa contiene contiene cuatro paquetes los cuales son representados






















         trustStoreURL:String,
         hostname:String,nombreServicio:String,
         direccionIP:String,
         rutaDirectorioAlmacenamiento:String,










                       formato:boolean)
+llenarbyte(bits:byte[])
+convertirByteADouble(size:int,
                      fileName:String): ArrayList<Double>
CreacionEstructuras
+crearContenedorImagen(imagenes:LinkedList <BufferedImage>,




                     listaDatos:List<String> ): ArrayList<ContenedorTags>
EscrituraDatos
+escribirTags(rutaDicom:String,
              tags:ArrayList<ContenedorTags>): boolean
+escribirImagen(ruta:String,
                imagenes:LinkedList<BufferedImage> ): boolean
+crearDicomHeades(sampleFrame:BufferedImage,
                  numberOfFrames:int): DicomObject
+escribirImagen(rutaDicom:String,













































                        listaConf:List<String>,
                        panel1:JPanel,
                        rutaConf:String,
                        rutaTag:String): void
+invocarEditorTags(listaTags:List<String>,
                   listaConf:List<String>,
                   panel1:JPanel,
                   rutaConf:String,
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Nombre 2 -Gestión Archivos DICOM
Creado por Ana J. Carreño
Fecha creación 23/05/2011
Fecha actualización 27/04/2012
Actor Desarrollador de Aplicaciones (DA)
Propósito Gestión de archivos DICOM
Resumen
Este caso de uso permite crear archivos DICOM




1.Caso de uso 2-01: Crear DICOM
2.Caso de uso 2-02: Enviar archivo DICOM
3. Caso de uso 2-03: Recibir archivo DICOM
4. Caso de uso 2-04: visualizar archivo DICOM
PostCondición gestión archivos DICOM
Tabla 4-3.: Caso de uso: Gestión DICOM
El paquete comunicación contiene las clases que permiten realizar la transmisión de archivos
DICOM usando el protocolo TCP/IP. El paquete contenedores agrupa las estructuras para
el manejo de información dentro de la libreŕıa. El paquete utilidades reúne el núcleo de la
libreŕıa, el cual provee las clases principales y métodos asociados para la manipulación de las
imágenes médicas y el paquete visores agrupa en gran medida las funcionalidades gráficas
de la libreŕıa las cuales permiten la manipulación de tags, audio e imagen.
VisorWaveForms: Permite realizar las gráficas de las señales en forma de onda, incluyendo
algunas herramientas de edición. Su diagrama de clases se representa en la Figura 4-5.
El paquete ClasesDeControl agrupa las clases y métodos de interacción con los demás pa-
quetes.
El paquete Graficacion proporciona las herramientas e interfaces de usuario para visualizar
la gráfica de una señal. El paquete ProcesamientoAudio contiene las clases que permiten
cargar la señal y reconstruirla en un ambiente gráfico.
VisorImagenDicom: Permite realizar la visualización, edición y reproducción de imágenes
y multiframes y se representa en el diagrama de clases de la Figura 4-6.
El paquete Control proporciona la clase de control e interacción entre clases. El paquete






























































































































         imagenActual:int): LinkedList<BufferedImage>
+remover(imagenes:LinkedList<BufferedImage> ,














































                  anchoImagen:int,index:int,
                  miniatura:boolean,panelPrincipal:PanelPrincipalFrames,
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proporciona la interfaz gráfica para la visualización de imágenes.
Dentro del Framework se re-utilizó código de esta aplicación para suplir algunas primitivas
de servicio ofrecidas por esta capa.
4.4.2. Servicios brindados a la capa generador de aplicaciones
3 almacenarArchivos
Descripción: Guardar en un directorio espećıfico los archivos necesarios para la ejecución del script principal.
Retorno: true o false
Parámetros de entrada: Lista de archivos fuente y directorio donde se van a almacenar.
Nota: Si el retorno es false, se informa al usuario, es necesario que el retorno de este proceso sea true porque
aśı se garantiza que los archivos fuente necesarios para la ejecución del script principal estén almacenados en
el directorio correspondiente.
Métodos que satisfacen el servicio:
comprobarDirectorio: Si no existe la carpeta de la aplicación se crea, en otro caso se sobreescribe
encriptarArchivos: Aplica solo para el script principal.
guardarArchivos: Almacena los archivos enviados por parámetro en el directorio indicado y se emite un
mensaje de confirmación al usuario.
4 abrirAdjunto
Descripción: Permite visualizar el contenido del archivo adjunto del script principal.
Retorno: File adjunto
Parámetros de entrada: File scriptPrincipal
Nota: Si no existe el adjunto, se informa al usuario y se suspende el proceso.
Métodos que satisfacen el servicio:
comprobarExistencia: Se encarga de verificar si existe el archivo adjunto para ese script.
cargarAdjunto: Abre el archivo adjunto.
5 extraerDatos
Descripción: Obtiene la información contenida en un archivo DICOM.
Retorno: Si la bio-señal es en una sola dimensión retorna un vector de doubles, si no, retorna un vector con los
frames extráıdos del archivo DICOM, para el caso de los Tags1 retorna una lista tipo estructura.
Parámetros de entrada: ruta archivoDicom
Métodos que satisfacen el servicio:
leerDicom: Se encarga de leer un archivo DICOM.
extraerDatosAudio: Se encarga de obtener los datos del archivo DICOM que corresponde a una señal
.wav.
extraerImagenes: Se encarga de obtener los datos de un archivo DICOM multiframe.
obtenerTags: Se encarga de obtener los Tags o etiquetas de la cabecera del archivo DICOM.
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6 crearDICOM
Descripción: Permite la creación de archivos DICOM con su respectivo encabezado a partir de imágenes o
señales de audio.
Retorno: File .dcm
Parámetros de entrada: ruta,nombreArchivo
Métodos que satisfacen el servicio:
crearDICOM: Se encarga crear un archivo con extensión .dcm
escribirAudio: Se encarga de convertir una señal .wav a .dcm
escribirImagen: Escribe un vector de imágenes en el archivo especificado.
escribirTags:Define los Tags o etiquetas para el encabezado del fichero DICOM.
4.5. Capa generador de aplicaciones
4.5.1. Contexto
Tercera capa de la arquitectura propuesta para el Framework, ésta proporciona un entorno
genérico de desarrollo que permite agilizar las tareas de implementación de una aplicación
usuario en el área de procesamiento de bio-señales, ya que proporciona una interfaz gráfica
básica a partir de la cual el usuario puede seleccionar y configurar opciones dependiendo
de la particularidad de la aplicación, además, permite que la aplicación pueda usar los al-
goritmos codificados en lenguajes de propósito espećıfico para llevar a cabo las tareas de
procesamiento. El Framework proporciona un asistente que orienta al investigador durante
la generación de la aplicación y le permite obtener una aplicación funcional para un usuario
final.
4.5.2. Diseño
El objetivo del generador de aplicaciones es obtener una aplicación con una interfaz amigable
e intuitiva que sirva de apoyo al especialista en el diagnóstico de una patoloǵıa haciendo uso
de los algoritmos implementados por el investigador en un lenguaje de propósito espećıfico.
El caso de uso presentado en la Tabla 4-4. describe a nivel general el proceso para crear una
aplicación usuario, si se quiere más detalle de los casos de uso asociados referirse a Anexo C.
4.5 Capa generador de aplicaciones 37
Nombre 1 - Crear aplicación
Creado por Ana J. Carreño
Fecha creación 23/05/2011
Fecha actualización 27/04/2012
Actor Desarrollador de Aplicaciones (DA)
Propósito Permite configurar y generar una aplicación usuario
Resumen
Para crear una aplicación usuario,el (DA) proporciona los datos generales,el
Framework crea un árbol de directorios para la aplicación, el(DA) selecciona
los scripts, archivos y bio-señales que va a usar la aplicación, además configura
la interfaz gráfica de la aplicación, el Framework valida sintácticamente el ar-
chivo de configuración del script o scripts que usará la aplicación y definirá los
eventos ó acciones sobre los elementos de la interfaz gráfica.
Precondiciones
El (DA) debe tener los algoritmos de procesamiento implementados en un len-
guaje de propósito espećıfico que sea interpretado por el Framework,además
tener claro los archivos y bio-señales que usará en la aplicación, crear el ar-
chivo adjunto del script principal, si va a usar el estándar DICOM tener la
bio-señal en formato .dcm
Secuencia principal
1. Caso de uso 1-01:Configurar Aplicación
2. Caso de uso 1-02:Crear directorios
3. Caso de uso 1-03:Transferencia de archivos
4. Caso de uso 1-04:Validación de scripts
5. Caso de uso 1-05:Configuración visual
6. Caso de uso 1-06: Probar aplicación
Errores/Alternativas Si el usuario da clic en el botón cancelar se cierra la pantalla
PostCondición Interfaz principal de la aplicación usuario generada
Tabla 4-4.: Caso de uso: Generar Aplicación















Figura 4-7.: Diagrama de actividades Generador de Aplicaciones
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Precondiciones
Scripts: Corresponde a los algoritmos de procesamiento de bio-señales los cuales deben
estar escritos en lenguajes de propósito espećıfico, si están en Octave o en R se deben
presentar como un archivo plano y en C compilados como libreŕıas dinámicas (dll).
Crear Archivo DICOM: Haciendo uso de la aplicación mencionada para probar la
funcionalidad de la libreŕıa DICOM se convierte la bio-señal a este estándar.
Crear adjunto del script: Para ésto se diseñó un modelo de archivo adjunto como se
muestra en la Figura 4-8. este archivo debe ser creado por la misma persona que
desarrolló los algoritmos y debe tener el mismo nombre del script o libreŕıa principal
más la palabra adjunto, contiene información sobre parámetros de entrada, parámetros
de salida, archivos necesarios para la ejecución y estructura de llamado de la función
principal del script.
@Nombre de la Aplicación:




@No. Parametros de entrada:2
direccionSenal
directorioArchivo


















@Estructura llamado de la funcion:
[senal18000,senalQRS, hrv_iniRetorno, diagnostico]=func(direccionSenal,directorioArchivo)
Figura 4-8.: Modelo archivo de configuración
Los tres primeros campos que corresponden a @Nombre de la aplicación, @Directorio
de la aplicación, @Directorio de Scripts se dejan vaćıos, cuando se esté generando la
aplicación usuario estos campos se llenan automáticamente.
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Proceso
Configurar Aplicación: Se explica detalladamente en la sección primitivas de servicio
ofrecidas por esta capa.
Validar adjunto: Se implementó un validador sintáctico, el cual se encarga de evaluar
la concordancia de la estructura del archivo de configuración con la estructura y va-
lores del script principal. Para expresar formalmente las reglas de validación se debe
tener en cuenta estas definiciones: V: Archivo de configuración B: Vector resultado del
validador Lenguaje: Lenguajes de programación que pueden ser interpretados por el
Framework.
PE: Se refiere a los parámetros de entrada del script principal.
PS: Se refiere a los parámetros de salida del script principal
Archivos: Hace referencia a los archivos que son invocados en el script principal.





PE = { param1,param2,...,paramN} donde N ∈ Z+∧ param ∈ Strings
PS = { param1,param2,...,paramN} donde N ∈ Z+∧ param ∈ Strings
Archivos = { Archivo1,Archivo2,...,ArchivoN} dondeArchivo ∈ Strings
B[0] = TRUE ⇔ V [i] ∈ Strings
B[1] = TRUE ⇔ (V [i] ∈ Strings)∧ (∃ J/DIRECTORIOSj = V [i])
∃j : 0 ≤ J ≤ NDIRECTORIOS
B[2] = TRUE ⇔ (V [i] ∈ Strings) ∧ (∃J ∈ V [1])
B[3] = TRUE ⇔ (V [i] ∈ Strings) ∧(∃J ∈ V [1]) ∧(∃k ∈ V [2])
B[4] = TRUE ⇔ (V [i] ∈ Lenguaje)
B[5] = TRUE ⇔ (∃F (x1, x2, ..., xn) = V [8])
∧∀i : 0 ≤ i ≤ V [j],∃j : 0 ≤ J ≤ V [5]/∀i : PE[i] = xJ
B[6] = TRUE ⇔ (∃F (x1, x2, ..., xn) = V [8])
∧∀i : 0 ≤ i ≤ V [j],∃j : 0 ≤ J ≤ V [5]/∀i : PS[i] = xJ
B[7] = TRUE ⇔ (∃k ∈ V [1])
B[8] = TRUE ⇔ (∃F (X1,X2...,Xn)dondeXn ∈ Strings
Configurar interfaz gráfica: El Framework ofrece al desarrollador de aplicaciones (DA)
una interfaz de usuario básica con la posibilidad de configurar varias tipos de interfaz
gráfica, dependiendo de las opciones de menú que seleccione.
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En el diagrama de clases de la Figura 4-9 se representa el diagrama de clases corres-










































Figura 4-9.: Diagrama de clases interfaz gráfica de usuario
Prueba aplicación: En esta etapa se ejecuta y prueba la aplicación usuario.
Salida: El resultado del generador de aplicaciones es una aplicación usuario implementa-
da en software de dominio público y que cumple con los requerimientos mı́nimos para el
procesamiento de bio-señales.
4.5.3. Servicios brindados a la capa Aplicaciones usuario
8 configurarAplicacion
Descripción: Se encarga de estructurar la aplicación con los datos proporcionados por la capa aplicaciones
usuario.
Parámetros de entrada: nombreAplicacion, descripcionAplicacion, autor, directorio
Retorno: Objeto aplicación
Nota: Si el retorno es null no se configuró la aplicación y por lo tanto, se suspende la generación de la aplicación.
Métodos que satisfacen este servicio:
crearAplicacion: Se crea el objeto aplicación.
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9 interfazAplicacion
Descripción: Proporciona los métodos para crear la interfaz de usuario de la aplicación.
Retorno:Interfaz gráfica de la aplicación
Parámetros de entrada:objeto aplicacion
Nota: Si hay algún error en la generación de la interfaz gráfica se informa al usuario y éste tendrá que reiniciar
el proceso.
Métodos que satisfacen el servicio:
interfazPrincipal: Proporciona la interfaz inicial de la aplicación.
VisorAudio: Interfaz para visualizar las señales de audio.
VisorImagen:Interfaz para visualizar imágenes DICOM.
InterfazCaptura: Interfaz para hacer la captura de bio-señales.
10 validarAdjunto
Descripción: Proporciona los métodos para verificar la sintaxis del archivo adjunto, aśı como su correspondencia
con el script principal.
Retorno: Un valor true or false
Parámetros de entrada: File adjunto
Nota: Si el retorno es false, se informa al usuario para que corrija los errores e intente nuevamente, el retorno
debe ser true para continuar con el proceso.
Métodos que satisfacen el servicio:
validar: Primero verifica que el adjunto esté creado, luego se encarga de hacer la validación sintáctica del
adjunto.
generarInforme: Crea un archivo .txt con el resumen de la validación del adjunto.
11 comunicaciónDICOM
Descripción: Proporciona los métodos para enviar y recibir archivos DICOM entre equipos remotos. Retorno:
true o false
Parámetros de entrada: para el Método enviar: hostDestino, hostOrigen,puerto,File DICOM
para el Método recibir: keyStoreURL, trustStoreURL, hostname, nombreServicio,direccionIP, rutaDirectorioAl-
macenamiento, puerto
Métodos que satisfacen el servicio:
validar: Primero verifica que el adjunto esté creado, luego se encarga de hacer la validación sintáctica del
adjunto.
enviar: Se encarga de enviar un archivo DICOM a otro equipo.
recibir: Se encarga de recibir un archivo DICOM remotamente y almacenarlo en el directorio especificado.
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12 crearMotor
Descripción: Proporciona los métodos que permiten la comunicación del framework con un lenguaje de propósito
espećıfico para la ejecución de scripts de procesamiento. Retorno: Object
Parámetros de entrada: Object nombreMotor Métodos que satisfacen el servicio:
conexion: Se encarga de establecer un puente entre el Framework y el motor de procesamiento.
cerrarConexion: Termina la conexión con el motor de procesamiento.
cerrarConexion: Termina la conexión con el motor de procesamiento.
asignacionVariables: Método mediante el cual se hace la asignación de variables.
En el diagrama de clases de la Figura 4-10 se muestra el diseño para la implementación del
punto flexible Motor de procesamiento, a partir de una interfase llamada ConexionMotor
la cual cuenta con unos métodos predefinidos para instanciar varios tipos de Motor de pro-
cesamiento implementando los métodos de la clase superior, no obstante, se pueden definir


















Figura 4-10.: Diagrama de clases Motor procesamiento
4.6. Capa aplicaciones usuario
4.6.1. Contexto
En esta capa se ubica cada una de las aplicaciones que son generadas usando el Framework.
Estas aplicaciones están orientadas a un usuario final (UF)2. Dentro de esta capa se llevan
2Definido como la persona que va a interactuar con la aplicación
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a cabo dos procesos importantes:
Ejecución: En este proceso se establece comunicación con el motor de procesamiento en el
cual están implementados los scripts de procesamiento de bio-señales y se ejecuta el script.
Prueba: Hace referencia a la validación de la aplicación generada.
4.6.2. Descripción servicios solicitados
No ofrece servicios a capas superiores.
Parte III.
Resultados
5. Marco Experimental y Resultados
5.1. Introducción
Como se ha mencionado en los caṕıtulos anteriores el lenguaje anfitrión en el que está imple-
mentado el Framework es Java, primero se describen las herramientas para usar este entorno
de desarrollo, luego se hace una pequeña introducción a cada uno de los lenguajes huésped1
aśı como a las libreŕıas que se usaron para establecer el puente de comunicación entre el
lenguaje anfitrión y el lenguaje huésped en la sección 5.2,en segunda instancia se hace una
descripción de cada uno de los resultados obtenidos en las etapas de desarrollo propuestas
para el Framework en la sección 5.3.
5.2. Herramientas
5.2.1. Netbeans IDE
Es un entorno de desarrollo en donde los programadores pueden escribir, compilar, depurar
y ejecutar programas. Está escrito en Java pero puede servir en cualquier otro lenguaje de
programación. Existe un número importante de módulos para extender el Netbeans IDE. Es
un producto de software libre y gratuito sin restricciones de uso [32].
5.2.2. JDK
Conjunto de herramientas (programas y libreŕıas) que permiten desarrollar (compilar, ejecu-
tar, generar documentación) programas en lenguaje Java. Para consultar sus caracteŕısticas
referirse al Anexo D.
5.2.3. Octave & OctaveForge
Octave es un lenguaje interpretado de alto nivel, pensado principalmente para cálculos
numéricos. Proporciona capacidades para la solución numérica de problemas lineales y no
lineales, y también para realizar una variedad de experimentos numéricos. También propor-
ciona amplias capacidades de gráficos para la visualización y manipulación de datos. Octave
se utiliza normalmente a través de su interfaz de ĺınea de comandos interactivo, pero también
1lenguaje en el cual está implementado el script de procesamiento de bio-señales
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puede ser utilizado para escribir programas no interactivos. El lenguaje Octave es bastante
similar a MatLab de modo que la mayoŕıa de los programas son fácilmente compatibles [31].
GNU Octave se puede distribuir o modificar bajo los términos de la Licencia Pública General
de GNU (GPL) publicada por la Fundación de software libre.
OctaveForge es un conjunto de toolboxes diseñados para funcionar con los paquetes de
Octave. Son funciones agrupadas de acuerdo a su especialidad y uso, cuyo fin es extender la
funcionalidad del lenguaje Octave de forma libre y abierta.
5.2.4. R
R es un lenguaje y entorno para cómputo y gráficos estad́ısticos. Es un proyecto GNU,
que es similar al lenguaje S, se ha desarrollado en los Laboratorios Bell (antes AT&T,
ahora Lucent Technologies) por John Chambers y colegas. Ofrece una gran variedad de
estad́ısticas (modelos lineales y no lineales, clásicos tests estad́ısticos, análisis de series de
tiempo, clasificación, clustering, etc.) y las técnicas gráficas, es altamente extensible [23].
5.2.5. JavaOCtave
Es un paquete diseñado para establecer un puente entre Java y Octave. Resulta útil cuando
se quiere hacer cálculos en Octave desde una aplicación Java. El código está disponible bajo
licencia Apache versión 2.0. [31]. El paquete JavaOctave tiene dos requerimientos:
1. Tener la libreŕıa Commons Loggin como dependencia.
2. Tener instalado Octave y en la variable Path incluir el directorio bin de Octave si se
está trabajando sobre windows.
5.2.6. JRI
Es una interfaz Java/R, que permite ejecutar código R dentro de aplicaciones Java como un
simple hilo [34]. JRI usa código nativo, pero es compatible con todas las plataformas que
soporta Java, incluyendo Windows, Mac OS X, Sun y Linux (para 32-bit y 64-bit).
5.2.7. Java Native Interface
Es el mecanismo que permite ejecutar código nativo escrito en C y C++ desde Java [19].
5.2.8. JfreeChart
Es una biblioteca gráfica libre que permite mostrar gráficos de calidad profesional en apli-
caciones Java. Incluye: Una API consistente y bien documentada, que admite una amplia
gama de tipos de gráficos. Un diseño flexible que es fácil de extender y aplicaciones tanto en
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el lado del servidor como del lado del cliente. Soporte para los tipos de salida, incluyendo
los componentes Swing, archivos de imagen (incluyendo PNG y JPEG) y gráficos vectoria-
les en formato de archivo (incluyendo PDF, EPS y SVG); JFreeChart es software libre. Se
distribuye bajo los términos de la GNU Lesser General Public Licence (LGPL), que permite
su uso en aplicaciones propietarias [5].
5.3. Resultados
La sección resultados se aborda desde dos puntos de vista: a nivel de diseño y a nivel de
implementación teniendo como referencia la Figura 3-2 de la sección 3.5 del caṕıtulo 3.
5.3.1. Diseño
Como se mencionó en el caṕıtulo 3 la primera gran etapa para proponer el desarrollo de
un Framework es la definición del dominio o especialidad, durante esta etapa, se obtuvo
una lista de requerimientos generales que se pueden presentar en las aplicaciones usuario,
para este caso espećıfico, orientadas al procesamiento de bio-señales, luego, tomando como
base estos requerimientos y aplicando la metodoloǵıa de la sección 3.5 se pudo identificar los
puntos flexibles y los puntos inmutables a considerar para este Framework, seguidamente,
se planteó un modelo de capas y se definieron unas primitivas de servicio por capa, como
se explica en el caṕıtulo 3 en la sección 3.5.2, en el caṕıtulo 4 en la sección 4.2 se hace
una descripción de los paquetes más relevantes por capa y su interrelación, por último, en
el mismo caṕıtulo 4 se describe cada una de las capas de la arquitectura del Framework
haciendo énfasis en los diagramas de clases de sus puntos flexibles, cabe aclarar que los
artefactos generados en esta etapa se encuentran ampliamente explicados en el anexo C.
5.3.2. Implementación
En la implementación como valor agregado se propuso un modelo de archivo de configuración
para validar sintácticamente los scripts de procesamiento el cual se cita en el caṕıtulo 4, en
la sección 4.5. Este archivo de configuración garantiza que cuando vaya a validar y ejecutar
el script que invoque la aplicación usuario se cuente con la información necesaria para su
correcta ejecución.
Adicionalmente, se implementó una libreŕıa para la gestión de archivos DICOM. Para probar
la funcionalidad de esta libreŕıa se desarrolló una aplicación independiente y complementaria
del framework la cual se explica en el caṕıtulo 4 en la sección 4.4; esta aplicación permite
que el usuario configure las etiquetas o tags a tener en cuenta para los encabezados en el
momento de crear los archivos DICOM, creación, conversión, transmisión y visualización de
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archivos DICOM. Las interfaces gráficas de esta aplicación se pueden visualizar en la Figura
5-1.
(a) principal (b) tags (c) DICOM
(d) enviar (e) recepción
Figura 5-1.: Aplicación gestión DICOM
Se implementó un generador de aplicaciones el cual permite configurar la interfaz gráfica de
una aplicación usuario, este proceso se detalla en el caṕıtulo 4, sección 4.5, dentro de esa
capa están inmersos los procesos de validación sintáctica de scripts, aśı como la conexión
entre el Framework y los motores de procesamiento.
Se crearon las interfaces para cada punto flexible considerado en el diseño del Framework.
5.3.3. Aplicaciones prueba del diseño
Aplicación 1
El objeto de la primera aplicación usuario es la detección de apnea del sueño llevando a
cabo un proceso de normalización, etiquetado, adecuación,caracterización y clasificación a
una señal ECG extráıda de un Electrocardiograma (ECG) tomado a un paciente. El proceso
se detalla a continuación:
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Script en lenguaje de propósito espećıfico: El algoritmo inicialmente estaba escrito en
Matlab se hizo necesaria su traducción a Octave.
Crear archivo adjunto respetando el formato establecido y descrito en el caṕıtulo 4,
sección 4.5, figura 4-8.
Implementación del punto flexible correspondiente al Motor de procesamiento (Moto-
rOctave) extendiendo la clase ConexionMotor.
import dk.ange.octave.OctaveEngine;
import dk.ange.octave.OctaveEngineFactory; import dk.ange.octave.type.*;
/**
* Clase que permite establecer la conexión con el motor de
* procesamiento octave
* @author Ana J.
* @version 1.0.
*/













* @param valor representa el nombre de la variable a convertir
* @return
*/
public OctaveDouble conversionDouble(String valor)
{





* @param valor nombre de la variable a convertir
* @return
*/









public void asignacionvariables(String variable, Object valor) {
{




Se creó la clase EjecucionOctave, la cual se encarga de establecer el puente entre Octave
y Java para la ejecución del script.
Se re-escribió la clase AccionProcesar, la cual es invocada por la opción del menú pro-
cesar de la interfaz gráfica de la aplicación y permite visualizar el resultado después de
la ejecución del script de procesamiento.
Se usó el asistente brindado por el Framework para generar la aplicación y se muestra
a continuación en la Figura 5-2.
La ejecución de la aplicación usuario generada se puede visualizar en la Figura 5-3.
5.3 Resultados 51
(a) configuración (b) crear directorio (c) gestionar fuentes
(d) validar adjunto (e) configurar gui (f) aplicación usuario
Figura 5-2.: Generación de una aplicación usuario
(a) visualización (b) Procesamiento (c) Diagnóstico
(d) Descripción (e) Autor
Figura 5-3.: Aplicación usuario generada
Aplicación 2
El objeto de la segunda aplicación usuario es la detección de hiper-nasalidad a partir del
análisis de las caracteŕısticas acústicas de una señal de audio. El proceso se detalla a conti-
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nuación:
Libreŕıa dinámica: Inicialmente el algoritmo estaba en Matlab, se creó una libreŕıa en
C y se adaptó para ser invocada desde Java usando funciones Java Native Interface
(JNI), API que permite trabajar con funciones nativas.
Crear adjunto: según formato descrito en el caṕıtulo anterior.
Implementación de la clase Caracterizacion que es la que permite invocar las clases
que contiene la libreŕıa dinámica.
Implementación de la clase capturaAudio que es la que permite grabar una señal .wav
y almacenarla en disco para luego ser procesada.
Se reescribió la clase AccionProcesar, la cual es invocada por la opción del menú pro-
cesar de la interfaz gráfica de la aplicación y permite visualizar el resultado después de
la ejecución de la libreŕıa dinámica (dll).
usar el asistente generador de aplicaciones para crear la aplicación usuario como se
mostró en la Figura 5-2.
La aplicación generada se visualiza en la Figura 5-4.
(a) App usuario (b) visualización (c) Procesamiento
(d) Diagnóstico (e) Descripción (f) Autor
Figura 5-4.: Aplicación usuario generada
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Aplicación 3
Para el caso 3 la prueba consistió en invocar desde Java un script desarrollado en R, el
cual carga un conjunto de datos de la base de datos iris y permite visualizar los resultados
del script en una interfaz gráfica. El proceso seguido para este caso se describe a continuación:
Como en los dos casos anteriores, lo primero que se hizo fue elaborar el archivo adjunto del
script, luego implementar el punto flexible correspondiente al motor de procesamiento, para
este caso R, crear la clase EjecucionR, que es la clase encargada de crear una instancia del
motor de procesamiento y establecer el puente entre Java y R para ejecutar el script, luego
reescribir la clase AccionProcesar para este caso y mostrar los resultados en una interfaz
gráfica, como se puede evidenciar en la Figura 5-5.
Figura 5-5.: Resultado ejecución script R
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5.3.4. Estándar de documentación
Otro valor agregado al diseño y desarrollo del Framework es su documentación
No existe una norma universalmente aplicada para documentar software, en gran parte de-
pende del lenguaje utilizado y del estilo de los programadores. Documentar el código fuente
consiste en añadir información suficiente para que cualquier persona que se interese en el
código fuente entienda para qué se diseñó y cómo funciona, documentar un programa es
una tarea tediosa pero absolutamente necesaria, es una necesidad que se aprecia cuando hay
errores que reparar o hay que extender la aplicación con nuevas capacidades y adaptarla
a escenarios nuevos. Se debe tener en cuenta dos reglas que se aplican en el desarrollo de
software: Todo programa contiene errores y se descubren en la medida en que el programa
se use y todo programa o aplicación sufre modificaciones.
En este proyecto el lenguaje utilizado es Java y se usó un estándar para la codificación y un
estándar para la documentación tanto del código fuente como del proyecto.
Un estándar de codificación es aquel que permite entender en una forma rápida, fácil y sen-
cilla el código de un programa, usarlo garantiza un mantenimiento óptimo del código por
parte de los programadores.
A continuación se exponen algunas de las pautas y recomendaciones generales de codificación
propuestas por Sun para ser usadas cuando se programa en Java y que se aplicaron en el
desarrollo de este proyecto.
Archivos. Los archivos creados en Java tienen extensión .java y .class. Estos nombres
de archivos deben ser claros y descriptivos
Clases e interfaces. Para nombrarlas se deben tener en cuenta las siguientes reco-
mendaciones: el nombre debe ser un sustantivo, si es compuesto cada palabra debe
ser con mayúscula inicial, el nombre debe ser claro y descriptivo, no se deben usar
abreviaturas.
Métodos. Para nombrar un método se deben tener en cuenta estos aspectos: el nombre
debe ser un verbo, si es simple se escribe en minúscula, si es compuesto la primera
palabra inicia con minúscula y la segunda con mayúscula.
Variables. Se deben seguir las siguientes pautas: escribir en en minúscula, si es com-
puesta la primera palabra empieza con minúscula y la segunda con mayúscula, no debe
iniciar con “ ” ni “$”, el nombre debe ser corto y significativo, se deben evitar nombres
de un solo carácter excepto para variables ı́ndices(i,j).
5.3 Resultados 55
Constantes. Se deben escribir en mayúsculas, si es compuesta las palabras que la
componen deben ir separadas por “ ”, nombre corto y significativo.
Para la documentación de código, Java también proporciona la herramienta javadoc, la cual
sirve para documentar el código mediante comentarios, pero a la vez, permite generar un
conjunto de páginas web a partir del código fuente. Esta herramienta toma en consideración
algunos comentarios para generar una documentación bien presentada de clases y compo-
nentes de clases (variables y métodos).
La documentación a ser utilizada por javadoc se escribe en comentarios que comienzan con
“/**” y que terminan con “*/”, incluyendo una descripción y algunas etiquetas especiales.
Estos comentarios especiales deben aparecer justo antes de la declaración de una clase o
método.
En las siguientes secciones se detallan las etiquetas que javadoc interpreta en cada uno de
los casos y se muestra un ejemplo.
Como regla general hay que destacar que la primera frase debe aportar una explicación con-
cisa y contundente del elemento documentado.
Para la documentación de clases e interfaces se deben usar las siguientes etiquetas: @autor:
Nombre del autor del elemento. @versión: identificación de la versión y la fecha de creación
@see: Referencia a otras clases y métodos (su uso es opcional).
Para documentar constructores y métodos se deben usar las siguientes etiquetas: @param:
Nombre del parámetro, descripción de su significado y uso. @return: Descripción de lo que
devuelve (aplica si el método no es tipo void). @exception o @throws: Nombre de la excepción
y qué excepciones pueden lanzarse.
/**
* Parte descriptiva








En cuanto a la documentación del proyecto, teniendo en cuenta que para su desarrollo se
siguió la metodoloǵıa Agile Unified Process- AUP, los artefactos de mayor importancia gene-
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rados en cada etapa de la metodoloǵıa se encuentran relacionados como anexos a este trabajo.
Durante el desarrollo de cualquier framework la documentación que se aporte sobre cómo
ponerlo en funcionamiento y cómo extender sus puntos flexibles es de vital importancia y de
ésta depende, la mayoŕıa de las veces, el éxito o el fracaso del framework.
En este apartado, no se va a contemplar el proceso de implementación, porque ya se ha
explicado en los caṕıtulos anteriores. Lo que se hace en esta sección, es proporcionarle al
usuario del framework una gúıa clara sobre el proceso de configuración inicial para empezar
a usar el framework, aśı como las pautas para extender o adaptar un punto flexible a un
nuevo requerimiento de una aplicación usuario.
Para el caso de la aplicación DICOM, se proporciona un empaquetado que contiene el ejecu-
table de la aplicación y las libreŕıas necesarias para su despliegue. Este instalador, guiará al
usuario paso a paso durante la instalación y configurará las variables de entorno necesarias
para su ejecución, junto con el instalador se proporciona un manual de usuario, en el cual se
explica claramente cada funcionalidad de la aplicación.
Para el caso del Framework primero se enuncian los requerimientos mı́nimos de hardware
y software requeridos, luego se presenta una gúıa de configuración del equipo para que el
código fuente se ejecute satisfactoriamente y se hace una descripción de la estructura de
directorios de la aplicación y por último, se elaboró una gúıa de extensión de cada punto
flexible considerado en el diseño del framework.
Requerimientos ḿınimos
Hardware y software:
Procesador pentium IV 1GigaHertz o superior
Memoria RAM 2Gigabytes o superior
Disco duro de 512 Gigabytes.
Sistema operativo Windows 7 (para esta versión del Framework).






Junto con el código fuente se proporciona un instalador que contiene e instala el software
requerido y configura las variables de entorno necesarias para que el código fuente del fra-
mework funcione correctamente.
Antes de empezar a usar el framework el usuario debe asegurarse que las variables de entorno
estén configuradas aśı:
La variable classpath debe contener los siguientes valores:
C:\Octave\3.2.4 gcc-4.4.0\bin;C:\Octave\Octave\bin;C:\Program Files\Java\jdk1.7.0\src.zip;
C:\Program Files\Java\jdk1.7.0\tools.jar; C:\Users\...\Documents\R\win-library\2.15 \rJava\jri










El código fuente está distribuido en los siguientes directorios:
/FAGB/: Directorio principal del Framework.
/FAGB/build: Almacena las clases compiladas de la aplicación. Archivos.class
/FAGB/lib: Almacena las libreŕıas necesarias para compilar la aplicación
/FAGB/dist: Almacena los ejecutables compilados
/FAGB/$TMPDIR: Directorio temporal creado por el Compilador de Matlab.
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/FAGB/LibreriaDicom: Código fuente correspondiente a la libreŕıa DICOM.
/FAGB/Librerias: Dependencias y libreŕıas.
/FAGB/VisorImagenDicom: Código que corresponde al proyecto VisorImagenDicom
/FAGB/VisorWaveForms: Código que corresponde al proyecto VisorWaveForms
/FAGB/src: Almacena el código fuente del Framework. Archivos.java
/FAGB/src/Almacenamiento/: Encapsula los archivos .java encargados de proporcio-
nar los métodos necesarios para satisfacer las primitivas de servicio solicitadas a esta
capa del Framework.
/FAGB/src/AplicacionesUsuario/Acciones: Clases que representan cada acción que se
invoca desde las opciones del menú de la interfaz gráfica principal.
/FAGB/src/AplicacionesUsuario/Proceso: Clases encargadas de configurar la ejecu-
ción del script, teniendo en cuenta la estructura de llamado del script, los parámetros
de entrada, los parámetros de salida y el motor de procesamiento en el cual está im-
plementado.
/FAGB/src/AplicacionesUsuario/Resources: Imágenes para la interfaz gráfica de la
aplicación usuario.
/FAGB/src/AplicacionesUsuario/Captura: Clases para la adquisición de bio-señales.
/FAGB/src/Generador de aplicaciones/Configuración: Clases que permiten crear la
aplicación usuario.
/FAGB/src/Generador de aplicaciones/Gui: Contiene las clases que hacen parte de la
interfaz gráfica que usa el framework para la generación de aplicaciones.
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/FAGB/src/Generador de aplicaciones/MProcesamiento: Contiene las clases que per-
miten extender y ajustar el framework a diferentes motores de procesamiento.
/FAGB/src/Generador de aplicaciones/Validador: Contiene las clases encargadas de
hacer la validación sintáctica del archivo adjunto del script principal de procesamiento.
/FAGB/src/GuiFramework/: Contiene la interfaz gráfica inicial del Framework, aśı co-
mo las clases de interacción entre paquetes.
/FAGB/src/Utilidades/: Clase que contiene métodos auxiliares, los cuales pueden ser
invocados y usados por cualquier clase de la aplicación.
En la elaboración de la documentación de un Framework se debe tener en cuenta el perfil y
la experiencia del usuario al cual va dirigido.
Por ejemplo, mientras que para un desarrollador del framework (DF) su interés se centra
en conocer detalles del diseño, para el desarrollador de componentes (DC) es importante
el proceso de instanciación y extensión de los puntos flexibles considerados en el diseño y
para el desarrollador de aplicaciones (DA) es vital contar con una gúıa de uso general del
framework sin contemplar particularidades relacionadas con el diseño e implementación.
Como se mencionó anteriormente, se puede constatar que se debe elaborar un tipo de docu-
mentación por cada tipo de usuario definido durante el ciclo de vida del framework. Para este
caso en particular, el desarrollador del framework (DA) se puede apoyar en los artefactos
generados en cada fase de la metodoloǵıa de desarrollo usada para hacer posibles adaptacio-
nes que no se tuvieron en cuenta en el diseño de la arquitectura propuesta, el desarrollador
de componentes (DC) puede usar las gúıa de instanciación y extensión del Framework y el
desarrollador de aplicaciones puede usar el manual de usuario del Framework. Cabe anotar,
que para el usuario final (UF) se debe elaborar una gúıa de instalación de la aplicación
usuario y un manual de usuario.
En la tabla 5-1, se presenta el esquema básico del modelo gúıa propuesto para extender los
puntos flexibles considerados en la arquitectura. Para más información remitirse a Docu-
mentación denominada gúıas de instanciación y extensión del Framework proporcionada.
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Nombre 01- Motor de procesamiento
Diseñador por Ana J. Carreño
Fecha creación 02/12/2012
Descripción
Gúıa que resume el procedimiento para extender el punto que co-




1. se debe consultar si existe alguna libreŕıa que permite la conexión
entre Java y el Motor de procesamiento considerado
2. se debe agregar el .jar a la lista de libreŕıas del Framework
3. Implementar la clase como se muestra en el ejemplo,
4. Escribir los métodos abstractos
5. Agregar métodos adicionales, si es necesario.
Ejemplo
public class ConexionOtro implements ConexionMotor{\\
\@Override




















6. Conclusiones y trabajo futuro
6.1. Conclusiones
En general, parte de la ingenieŕıa del software se ha dedicado, con especial interés, a la
obtención de aplicaciones de gran calidad, de forma que se reduzca de forma eficiente el
consumo de tiempo y recursos. Esto se justifica en el hecho de que existe un gran número
de aplicaciones que se basan en un diseño y estructuras muy similares, y por tanto, la re-
utilización ha surgido como alternativa para suplir estas necesidades en diversos aspectos.
Aunque inicialmente se contemplaba el término de reutilización únicamente referido a código
fuente, en los últimos años se ha extendido a otros elementos o componentes, llegando hasta
la reutilización de un diseño completo, como es el caso de los frameworks.
A continuación se listan las conclusiones de este trabajo:
La arquitectura propuesta se formuló bajo dos caracteŕısticas deseables la reutilización
y la extendibilidad, la aplicabilidad de la primera se puede evidenciar en la forma cómo
se puede obtener un nuevo software usando la infraestructura fija definida como kernel
del framework y la segunda en la forma cómo se implementan y extienden los puntos
flexibles definidos en cada aplicación generada.
Antes de plantear el diseño de este Framework fue necesario acotar el alcance o dominio,
el cual permitió identificar los puntos comunes y flexibles de la arquitectura propuesta
aplicable al dominio de las aplicaciones usuario en el área de bio-señales. Como re-
sultado se definió y se modeló un conjunto de paquetes y clases que representan los
elementos clave del dominio considerado.
El diseño de una arquitectura multicapa orientada a objetos y el conjunto de primi-
tivas de servicio definidas por capa,hacen que el framework propuesto contemple las
caracteŕısticas de separación de responsabilidades, bajo acoplamiento e independencia
entre capas.
La documentación aportada constituye un aporte valioso tanto para los usuarios que
usan el Framework en producción como para aquellos que deseen contemplar y extender
nuevos requerimientos.
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6.2. Contribuciones de este trabajo
Se puede mencionar que este trabajo, entre otros aspectos, contribuyó en:
La identificación y caracterización de los requisitos de una aplicación usuario en el
dominio generación de aplicaciones orientadas al procesamiento de bio-señales.
La aplicación de los principios de la ingenieŕıa del software y del paradigma orien-
tado a objetos para el modelado de los requerimientos identificados en este tipo de
aplicaciones.
La definición de un conjunto de capas y componentes dentro del dominio conducentes
a ofrecer una arquitectura modificable y flexible.
La definición de un framework orientado a objetos para el área de bio-señales estable-
ciendo sus puntos flexibles para extensión y/o especialización.
El uso del estándar DICOM para el almacenamiento y comunicación de bio-señales.
El uso de estándares de documentación tanto para la codificación como para la gene-
ración de documentos de referencia que puedan aportar información sobre el diseño e
implementación del framework, aśı como la forma en que se debe instanciar y extender
su funcionalidad.
La reducción considerablemente de los costos porque no hay que invertir en licencias
propietarias cuando se usa software de dominio público tanto para el desarrollo del
framework como para el despliegue de las aplicaciones usuario generadas haciendo uso
del framework propuesto.
6.3. Trabajo Futuro
Los frameworks orientados a objetos constituyen el estado del arte para la reutilización de
abstracciones de diseño a gran escala, en un dominio de aplicación particular. Diseñar un
framework no es una tarea fácil, se requiere tener una claridad del dominio y muchas valida-
ciones para obtener una arquitectura sólida. En algunas áreas, como en interfaces gráficas,
ya han alcanzado suficiente madurez, contar con un Framework orientado a objetos para
la generación de aplicaciones en el área de bio-señales, aunque fue un trabajo exploratorio
puede llegar a convertirse en una idea atractiva y prometedora. La tarea inmediata es seguir
validando el modelo propuesto y adaptarlo a nuevos requerimientos de usuario, estableciendo
puntos flexibles que no se consideraron en el diseño inicial.
Por otra parte, se contempla la posibilidad de automatizar algunos procesos de generación
de código automático en el ı́tem conexión de motores de procesamiento, aśı como mejorar
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las etapas de extensión y adaptación que se haga mediante una interfaz gráfica para que sea
más fácil de usar y entender por el usuario. También es recomendable adaptar el Framework
para que acepte varios formatos de señal para que sea más versátil.
Parte V.
Anexos
A. Plan de Trabajo
Historial de versiones
Fecha Versión Descripción Autor
25/01/2011 1.0 Documento inicial Ana J. Carreño
04/02/2011 1.0 Correcciones sugeridas Ana J. Carreño
24/04/2012 1.0 Correcciones y ajustes Ana J. Carreño
A.1. Introducción
Este documento es una versión preliminar que describe el plan de trabajo que se llevará a
cabo para la implementación de un Framework para la generación de aplicaciones usuario
orientadas al procesamiento de bio-señales.
A.1.1. Propósito
El propósito del Plan de Desarrollo de Software es proporcionar la información necesaria para
controlar el proyecto. En él se describe el enfoque de desarrollo del software. Los usuarios
del Plan de Desarrollo del Software son:
El gestor del proyecto lo utiliza para tener una visión global de lo que se espera al
culminar el desarrollo.
El jefe del proyecto lo utiliza para organizar la agenda y para hacer seguimiento.
Los miembros del equipo de desarrollo lo usan para entender lo qué deben hacer, cuándo
deben hacerlo y qué otras actividades dependen de ello.
A.1.2. Alcance
El Plan de Desarrollo describe el plan global que se seguirá para el diseño e instanciación
del Framework para la generación de aplicaciones orientadas al procesamiento de bio-señales
usando software de dominio público. Para la primera versión de este documento se tomó como
punto de referencia prototipos de software que se han desarrollado en el grupo de Control
y Procesamiento Digital de señales GC&PDS de la Universidad Nacional de Colombia, sede
Manizales y charlas informales con el gestor del proyecto, en la primera fase se elaborará el
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artefacto visión que servirá para identificar las iteraciones que se tendrán en cuenta durante
el desarrollo del proyecto, buscando satisfacer los requerimientos establecidos.
El avance del proyecto y el seguimiento en cada una de las iteraciones ocasionará el ajuste
de este documento produciendo versiones actualizadas.
A.1.3. Resumen
El contenido general de este plan de desarrollo es:
Vista General del Proyecto: Proporciona una descripción del propósito, alcance y ob-
jetivos del proyecto.
Organización del Proyecto: Describe la estructura organizacional del equipo de desa-
rrollo.
Gestión del Proceso: Explica los costos y planificación estimada.
Referencias: Bibliograf́ıa referenciada en el documento.
A.2. Vista general del software
A.2.1. Propósito, alcance y objetivos
Propósito: Diseñar e instanciar un Framework que facilite la generación de aplicaciones
usuario en el área de bio-señales; permitiéndole a los investigadores integrar sus algoritmos
de procesamiento sin tener que reescribirlos en lenguajes de propósito general y además
manejando estándares en la gestión de bio-señales.
Alcance: El Framework puede ser usado por cualquier grupo de investigación en el área de
procesamiento de bio-señales que necesite generar aplicaciones usuario que se ajusten a los
requisitos contemplados en la fase de diseño del Framework.
Objetivos:
Definir la arquitectura del Framework.
Integrar estándares de almacenamiento y comunicación usados en bioseñales.
Incluir en la estructura del Framework interfaces de comunicación entre el lenguaje de
desarrollo del Framework y los lenguajes en los que están implementados los algoritmos
de procesamiento de bioseñales.
Validar el Framework generando aplicaciones de usuario final usando los prototipos de
procesamiento en bioseñales desarrollados por los investigadores en esta área.
Definir e instanciar un estándar de documentación y una gúıa de desarrollo para las
aplicaciones que se generen usando el Framework.
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A.2.2. Suposiciones y restricciones
Se debe manejar un estándar para nombrar objetos (tablas, formularios, paquetes,
clases etc).
Se usará el estándar DICOM para la gestión de bio-señales (almacenamiento y comu-
nicación).
La interfaz de comunicación entre el Framework y los lenguajes en los que están desa-
rrollados los algoritmos de procesamiento debe ser transparente al usuario.
Se deben implementar mecanismos de seguridad para preservar los scripts y las bio-
señales.
El Framework debe ser extensible y cumplir con la caracteŕıstica de reutilización.
Los algoritmos de procesamiento deben estar implementados como scripts o como bi-
bliotecas de v́ınculos dinámicos (dll).
A.2.3. Entregables
Durante el desarrollo del proyecto se espera cumplir con los siguientes entregables. Se aclara
que estos artefactos pueden ser modificados y/o actualizados a lo largo del proceso de desa-
rrollo, solamente al culminar el proyecto se puede contar con una versión definitiva.
Inicio:
Documento plan de trabajo: (Este documento)
Glosario: Definiciones y términos que se usarán durante el desarrollo del proyecto.
Elaboración:
Visión: Este documento define la visión del producto desde la perspectiva del usuario,
especificando las necesidades y caracteŕısticas del Framework.
Modelos de casos de uso: Modelo de funciones que realizará cada actor dentro del
proyecto.
Especificaciones de casos de uso: Para los casos de uso que lo requieran se realiza
una descripción detallada, donde se incluyen: precondiciones, post-condiciones, reque-
rimiento anterior, prioridad, requisitos no-funcionales asociados. También, para algunos
casos de uso podrá adjuntarse una representación gráfica mediante un Diagrama de
Actividad.
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Especificaciones adicionales: Este documento capturará todos los requisitos que no han
sido incluidos como parte de los casos de uso y se refieren requisitos no-funcionales.
Dichos requisitos incluyen: requisitos legales o normas, copias de seguridad, utilidades,
etc.
Construcción:
Prototipos de Interfaz: Prototipos que permiten al usuario hacerse una idea de las
interfaces que proveerá el Framework y aśı, familiarizarse con el proyecto. Estos pro-
totipos se realizarán como: dibujos a mano en papel, dibujos con alguna herramienta
gráfica o prototipos ejecutables interactivos, siguiendo ese orden de acuerdo al avan-
ce del proyecto. Sólo los de este último tipo serán entregados al final de la fase de
Elaboración, los otros serán desechados.
Modelo de Análisis y Diseño: Este modelo establece la realización de los casos de uso
en clases y pasando desde una representación en términos de análisis hacia un modelo
de diseño, de acuerdo al avance del proyecto.
Modelo de Datos: Este modelo describe la representación lógica de los datos.
Modelo de Implementación: Este modelo es una colección de módulos y componentes.
Estos componentes incluyen: ficheros ejecutables, ficheros de código fuente, y otro tipo
de ficheros necesarios para la implantación y despliegue del sistema.
Transición
Modelo de Despliegue: Este modelo muestra el despliegue del Framework y sus com-
ponentes.
Modelo casos de prueba: Cada prueba se especifica mediante un documento que esta-
blece las condiciones de ejecución, las entradas y los resultados esperados.
Lista de Riesgos: Este documento incluye una lista de los riesgos conocidos y vigentes en
el proyecto, organizados en orden decreciente de importancia y con acciones espećıficas
de contingencia o para su mitigación.
Manual de Instalación: Este documento incluye las especificaciones técnicas e instruc-
ciones para realizar la instalación del Framework generador de aplicaciones.
Material de apoyo al usuario final: Conjunto de documentos como manuales de usuario
y manuales de sistema, incluyendo: Gúıas del Usuario, Gúıas de Operación, Gúıas de
Mantenimiento.
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Producto: Como resultado final se tendrá un Framework implementado en software de
dominio público el cual facilitará la generación de aplicaciones usuario orientadas al
procesamiento de bio-señales integrando estándares de almacenamiento y comunicación
y además permitiendo el uso de los algoritmos de procesamiento que los investigadores
han desarrollado previamente en su labor investigativa.
A.2.4. Organización
Participantes:
César Germán Castellanos Domı́nguez
- Luz Ángela Aristizábal.
Ana Josefa Carreño Pérez
Roles y responsabilidades:
Stakeholder: Ĺıder del Grupo de Control y Procesamiento Digital de Señales GC&PDS de
la Universidad Nacional de Colombia sede Manizales. Es quién conoce los problemas a los
que se pretende dar solución con el diseño del Framework.
Coordinador del proyecto: Luz Ángela Aristizábal, establece las condiciones de trabajo.
Arquitecto del software: Ana Josefa Carreño, desarrolla actividades de analista, diseñador,
programador, diseñador de pruebas.
Desarrolladores: Ana Josefa Carreño - programador.
A.2.5. Gestión del proceso
Estimaciones:
Tiempo: Para el diseño e instanciación del Framework es aproximadamente de 1 año.
Dinero: Al ser implementado en software de dominio público no se requiere licencias ni para
el desarrollo ni para el despliegue de las aplicaciones.
La Tabla A-1 muestra una distribución de tiempos por cada fase, para las fases de Cons-







Tabla A-1.: Plan de fases
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En la fase de inicio se detallarán los requisitos del Framework desde la perspectiva de los
usuarios. Los principales casos de uso serán identificados y se hará un refinamiento del Plan
de Trabajo del Proyecto. La aceptación del cliente / usuario del artefacto Visión y el Plan
de Trabajo marcan el final de esta fase.
En la fase de elaboración se analizan los requisitos y se desarrolla un prototipo de arquitec-
tura (incluyendo las partes más relevantes y cŕıticas del Framework). Al final de esta fase,
todos los casos de uso correspondientes a requisitos que serán implementados en la primera
fase de Construcción deben estar analizados y diseñados en el Modelo de Análisis / Diseño.
Durante la fase de construcción se terminan de analizar y diseñar todos los casos de uso,
refinando el Modelo de Análisis/Diseño. También se aplican las pruebas y se valida con el
cliente/usuario. Se comienza la elaboración de material de apoyo al usuario.
En esta fase se preparara una puesta en marcha del Framework, incluyendo el entrenamiento
de los usuarios. El hito que marca el fin de esta fase incluye, la entrega de toda la documen-
tación del proyecto con los manuales de instalación y todo el material de apoyo al usuario,
la finalización del entrenamiento de los usuarios y el empaquetamiento del producto.
El desarrollo del proyecto se ha dividido en iteraciones, cada iteración contempla las cinco
fases mostradas en la Tabla A-1.
La primera iteración corresponde al Generador de aplicaciones, la segunda iteración corres-
ponde a la implementación del estándar DICOM (Digital Imaging and Communication in
Medicine) para la gestión de bio-señales (almacenamiento y comunicación), la tercera ite-
ración corresponde a la implementación de la interfaz de comunicación entre el lenguaje de
desarrollo del Framework y los lenguajes en los que están escritos los algoritmos de procesa-
miento de bio-señales, la cuarta iteración corresponde a la integración de los módulos.
B. Documento visión
B.1. Introducción
Propósito: Recoger, analizar y definir las necesidades de alto nivel y las caracteŕısticas que
tendrá el Framework para la generación de aplicaciones usuario orientadas al procesamiento
de bio-señales. El documento se centra en la funcionalidad requerida por los participantes en
el proyecto y las necesidades vislumbradas desde los usuarios finales. Los detalles de cómo el
sistema cubre los requerimientos se pueden observar en la especificación de los casos de uso
y otros documentos adicionales.
Alcance: El documento Visión da a conocer las caracteŕısticas requeridas para diseñar un
Framework para la generación de aplicaciones orientadas al procesamiento de bio-señales,
que cumpla con las expectativas de los participantes del proyecto y de los usuarios finales.
B.2. Posicionamiento
Oportunidad de negocio: El Framework propuesto le proporcionará a los investigadores en
el área de bio-señales una forma fácil de implementar proyectos de software cumpliendo con
estándares de gestión de bio-señales, permitiéndole integrar sus algoritmos de procesamiento
sin necesidad de tener que reescribirlos en lenguajes de propósito general lo que implica ahorro
en tiempo y costos de desarrollo. Además el Framework podrá extenderse si las necesidades
de información para nuevas aplicaciones lo requieren.
Sentencia que define el problema:
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El problema de:
Contar con potentes metodoloǵıas y algoritmos de
procesamiento de señales útiles en el diagnóstico
de varias patoloǵıas implementados en Matlab,
un lenguaje de alto nivel con una licencia de uso
muy costosa que no facilita su comercialización.
Interfaz de usuario poco amigable.
Falta de estándares en los proyectos de software.
Desarrollos aislados en proyectos similares.
Documentación pobre.
Afecta a: Grupos de investigación en el área de bio-señales
El impacto asociado es:
Implementar aplicaciones usuario orientadas al
diagnóstico asistido en herramientas libres para
facilitar su comercialización y que además cumplan
con estándares en el manejo de bio-señales y se
ajusten a las necesidades de los usuarios finales
Una solución adecuada seŕıa:
Diseñar un Framework que proporcione
herramientas para generar aplicaciones usuario
en el área de bio-señales en una forma fácil,
cumpliendo con unos requerimientos iniciales y
con la posibilidad de extenderlo y configurarlo
según la particularidad de las aplicaciones lo re-
quieran.
Sentencia que define la posición del producto:
Para Usuarios Finales(Especialistas)
Quienes Investigadores en el área de bio-señales
Nombre del producto Framework
Que
Proporciona al investigador la posibilidad de generar aplicaciones
orientadas al diagnóstico asistido en una forma fácil,
cumpliendo con estándares en la gestión de bio-señales y además
usando los algoritmos de procesamiento que desarrolló y probó
en su labor investigativa.
B.2.1. Descripción participantes del proyecto y usuarios
Para proveer un producto que se ajuste a las necesidades de los usuarios, es necesario identi-
ficar e involucrar a todos los participantes en el proyecto como parte del proceso de modelado
de requerimientos. También es necesario identificar a los usuarios del sistema y asegurarse de
que el conjunto de participantes en el proyecto los representa adecuadamente. Esta sección
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muestra un perfil de los participantes y de los usuarios involucrados en el proyecto, aśı como
los problemas más importantes que éstos perciben para enfocar la solución propuesta hacia
ellos. No describe sus requisitos espećıficos ya que éstos se capturan mediante otro artefacto.
Ĺıder: Director de un grupo de investigación en el área de procesamiento y análisis de señales.
Es quien representa a los posibles usuarios del Framework, se encarga del seguimiento del
proyecto, aprobar requisitos y funcionalidades. Desarrollador del Framework (DF): Es quien
se encarga de definir requerimientos, restricciones y de diseñar la arquitectura de referencia.
Desarrollador de componentes (DC): Se encarga de diseñar y construir nuevos componentes
a partir de los requisitos establecidos e integrarlos a la arquitectura definida para el Frame-
work. Desarrollador de Aplicaciones (DA): Es el encargado de implementar los algoritmos
de procesamiento de bio-señales en un lenguaje que reconozca el Framework, de elaborar el
archivo de configuración de cada Script de procesamiento y de generar aplicaciones persona-
lizadas haciendo uso de los componentes que proporciona el Framework. Usuario Final (UF):
Es quien se encarga de usar y evaluar la aplicación generada.
B.2.2. Descripción global del producto
El Framework diseñado podrá ser utilizado por cualquier grupo de investigación en el área de
bio-señales para generar aplicativos orientados a un usuario final, permitiendo la integración
de sus algoritmos de procesamiento y además cumpliendo con estándares en la gestión de
bio-señales, presentando una interfaz gráfica amigable para el usuario.
B.2.3. Restricciones
Los prototipos de procesamiento deben estar escritos en forma de scripts o como bi-
bliotecas de enlace dinámico (dll).
El desarrollador de algoritmos de procesamiento debe diseñar el archivo de configura-
ción o adjunto del script principal según modelo propuesto.
Se debe usar software de dominio público tanto para el desarrollo como para el des-
pliegue de los aplicativos.
B.2.4. Otros requisitos
Los estándares que se tendrán en cuenta: Estándar en la documentación de código fuente
Estándar DICOM (Digital Imaging and Communication in Medicine) para la gestión de bio-
señales.
Los requerimientos generales que se buscan satisfacer con el diseño del Framework son:
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Almacenamiento: Se utilizará el estándar DICOM (Digital Imaging and Communica-
tion in Medicine) para la gestión de bio-señales (almacenamiento y comunicación).
Generador de aplicaciones: Se proporcionará una interfaz gráfica inicial, la cual puede
ser adaptada por el investigador agregando o editando elementos de la interfaz para
luego definir la acción o evento sobre cada objeto de la interfaz.
Interfaz de comunicación: Consiste en implementar mecanismos de comunicación y
control entre el lenguaje del Framework (Java) y los lenguajes en los que están escritos
los algoritmos de procesamiento. Dentro de este requerimiento se encuentra inmerso el
proceso de validación sintáctica del archivo de configuración.
Adquisición de bio-señales: Se establecen los parámetros para adquirir señales en 1D
Y 2D respectivamente.
Gestión de información cĺınica de pacientes.
Requerimientos no funcionales:
Escalabilidad: El diseño del Framework debe contemplar el uso óptimo de recursos tal
como la conexión a bases de datos, clara independencia entre datos, recursos y aplicaciones,
requerimientos de extensión para usuarios internos y externos, subsistemas que agrupen
funcionalidad común.
Fiabilidad: El Framework debe contar con un buen sistema de captura de excepciones.
Disponibilidad: El Framework debe estar disponible continuamente.
Seguridad: Debe reflejar mecanismos de seguridad teniendo en cuenta la sensibilidad de la
información que se maneja, permitir almacenamiento cifrado de determinados datos como
los scripts.
Portabilidad: El Framework deberá operar sobre los sistemas operativos Windows y Linux.
Desempeño:Debe garantizar tiempos de respuesta comparables con los arrojados por los
lenguajes de propósito espećıfico.
Interfaz de usuario: Tanto para el Framework como para las aplicaciones generadas debe
ser amigable e intuitiva, el idioma usado tanto para la interfaz de usuario como para los
mensajes será español.
Documentación:: Manual técnico de referencia para el Framework. Manual de referencia
de implementación para el Framework. Artefactos generados aplicando la metodoloǵıa AUP.
Manual de usuario del Framework. Manual de usuario de las aplicaciones.
C. Documento Arquitectura
C.1. Introducción
Uno de los puntos más importantes en el desarrollo de este Framework es el diseño de la
arquitectura propuesta, que permite representar la estructura del Framework, sirviendo de
comunicación entre las personas involucradas en el desarrollo.
La plantilla de este documento se basó en las especificaciones de la metodoloǵıa AUP (Agile
Unified Process) para el documento de arquitectura de software.
C.2. Propósito
Este documento proporciona una descripción comprensiva arquitectónica del sistema, usan-
do un número de vistas diferentes arquitectónicas para representar los diferentes aspectos
del sistema que es requerido para capturar y transportar las decisiones significativas arqui-
tectónicas que han sido hechas sobre el sistema.
C.3. Alcance
Este documento presenta la arquitectura de referencia del Framework generador de aplicacio-
nes orientadas al procesamiento de bio-señales, definiendo de manera detallada la distribución
de paquetes por capa, aśı como una descripción de cada una de las capas.
C.4. Definiciones
Paquete: Agrupaciones de casos de uso y actores por funcionalidad que proveen. Actor:
Alguien o algo externo al sistema que interactúa con él. Caso de uso: Secuencia de acciones
que el sistema realiza y proporciona un resultado de valor observable.
C.5. Representación de la arquitectura
El desarrollo del Framework se dividió en iteraciones, cada una de ellas representa una capa
en la arquitectura propuesta.
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Iteración 1: Esta iteración corresponde al Generador automático de aplicaciones.
Iteración 2: Almacenamiento archivos fuente, almacenamiento y Comunicación de bio-
señales.
Iteración 3: Captura de bio-señales
Iteración 4: Interfaz de comunicación y control entre el lenguaje del Framework y los len-
guajes de desarrollo de los prototipos de procesamiento de bio-señales.
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Casos de uso detallados de la iteración 1
Caso de uso 1-01: Configurar Aplicación
Nombre 01 - Configurar aplicación
Creado por Ana J. Carreño
Fecha creación 23/05/2011
Fecha actualización 27/04/2012
Actor Desarrollador de Aplicaciones (DA)
Propósito Permite configurar una aplicación usuario
Resumen El (DA) proporciona los datos básicos de la aplicación
Precondiciones




1. El (DA) selecciona la opción Nueva Aplicación
2. El Framework pide al (DA) los siguientes datos de
configuración
- Nombre de la aplicación (String máximo 50 caracteres)
- Descripción de la aplicación (String máximo 255 ca-
ract)
- Autor(String máximo de 6o caracteres)
- El campo directorio de la aplicación el Framework lo
configura
por defecto.
3. El (DA) da clic en el botón siguiente
4. El sistema verifica la información ingresada
5.Se pasa al caso de uso 1-02 (Crear directorios)
Errores/Alternativas
2. Si el usuario da clic en el botón cancelar se cierra la
pantalla
4. Si la información ingresada no es valida, se informa
al usuario
y se regresa al paso 1
PostCondición
Interfaz gráfica de la aplicación
Scripts y bio-señales localizados en una ubicación es-
pećıfica,
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Caso de uso 1-02: Crear directorios
Nombre 1-02 - Crear directorios
Creado por Ana J. Carreño
Fecha creación 23/05/2011
Fecha actualización 27/04/2012
Actor Desarrollador de Aplicaciones (DA)
Propósito Permite configurar el árbol de directorios de la aplicación.
Resumen
Cuando se está creando una aplicación es necesario establecer
una estructura de directorios válida para ubicar las diferentes
clases de archivos que son necesarios para la ejecución de la
aplicación
Precondiciones El (DA) debe proporcionar datos de la aplicación válidos
Secuencia principal
1. El (DA) da clic en el botón siguiente
2. El sistema verifica que el directorio principal esté creado
3. Se verifica si el directorio de la aplicación existe
4. El Framework verifica e informa al (DA)
5. Se pasa al Caso de uso 1-03 (Transferencia de archivos
Errores/Alternativas
2. Si no existe el directorio predeterminado se crea
3. Si el directorio de la aplicación existe se pregunta al (DA)
la opción de reescribir el directorio y se regresa al paso 1
PostCondición Directorio de la aplicación creado
Notas:
El árbol de directorios para cada aplicación es:
donde el directorio Fuentes se estructura:
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Caso de uso 1-03: Transferencia de archivos
Nombre 1-03 - Transferencia de archivos
Creado por Ana J. Carreño
Fecha creación 23/05/2011
Fecha actualización 27/04/2012
Actor Desarrollador de Aplicaciones (DA)
Propósito Ubicar archivos en directorios predeterminados
Resumen
El Framework condiciona que los archivos y scripts necesarios
para la ejecución de la aplicación estén en directorios
espećıficos
Precondiciones Árbol de directorios de la aplicación creado
Secuencia principal
1. El (DA) desea transferir los archivos
2. El (DA) selecciona el directorio origen
3. El (DA) selecciona los archivos
4. El (DA)selecciona el directorio destino
que puede ser Entrada, Scripts ó Salida
5.El Sistema hace la transferencia e informa al (DA)
6. Se pasa al caso de uso 1-04 (Validación de scripts)
Errores/Alternativas
4. Si el directorio destino es Scripts el Framework
verifica que el nombre del archivo no tenga la palabra adjunto
si se cumple esta condición se encripta el archivo.
PostCondición Archivos ubicados en el directorio correspondiente
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Caso de uso 1-04: Validación de Scripts
Nombre 1-04 - Validación de scripts
Creado por Ana J. Carreño
Fecha creación 23/05/2011
Fecha actualización 27/04/2012
Actor Desarrollador de Aplicaciones (DA)
Propósito Verificar la sintaxis del archivo adjunto
Resumen
Antes de invocar un script en la aplicación es
necesario validar su sintaxis
Precondiciones Casos de uso 1-01,1-02 y 1-03
Secuencia principal
1. El (DA) desea validar un script
2. El Framework invoca una ventana donde
lista los archivos del directorio Scripts
3. El (DA) selecciona el script a validar
4. El Framework busca el adjunto asociado al script
y presenta en una interfaz gráfica sus propiedades
5. El (DA) da clic en el botón Validar
6. EL Framework valida, genera el reporte
e informa al (DA)
7. Va al caso de uso 1-05 (Configuración visual)
Errores/Alternativas
4. Si el script no cuenta con adjunto, el (DA)
debe crearlo y regresar al caso de uso 1-03
5. Si el adjunto no es válido se presenta un
reporte de error al (DA) y se da la opción de
modificar algunos parámetros y volver
a validar el adjunto
PostCondición Scripts Válidos
Notas
Todo Script debe contar con su archivo adjunto,
según el modelo propuesto y su notación es
”nombrescript adjunto.txt”
82 C Documento Arquitectura
Caso de uso 1-05: Configuración Visual
Nombre 05 - Configuración visual
Creado por Ana J. Carreño
Fecha creación 23/05/2011
Fecha actualización 27/04/2012
Actor Desarrollador de Aplicaciones (DA)
Propósito Establecer la interfaz de usuario de la aplicación
Resumen
El Framework proporciona una interfaz gráfica inicial,
el (DA) puede visualizarla previamente y es quien decide
si está acorde a su necesidad
Precondiciones Casos de uso 1-01,1-02,1-03 y 1-04
Secuencia principal
1. El (DA) desea configurar la interfaz gráfica
2. El (DA) da clic en la opción visualización para ver
la interfaz gráfica inicial
3. Se listan las opciones principales de la barra menú
4. El (DA)Selecciona las opciones de menú y submenús
que necesite.
5. Da clic en ejecutar para probar la aplicación
Errores/Alternativas
2. Si la interfaz gráfica inicial no satisface sus requerimientos,
regresa al paso 04
PostCondición Interfaz gráfica creada
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Iteración 2: Almacenamiento y comunicación de bio-señales
Caso de uso 2-01: crear DICOM
Nombre 2-01 -crear DICOM
Creado por Ana J. Carreño
Fecha creación 23/05/2011
Fecha actualización 18/05/2012
Actor Usuario Final (UF)
Propósito Permite crear un archivo DICOM usando una bioseñal
Resumen Permite crear archivos con extensión .dcm
Precondiciones Caso de uso 1
Secuencia principal
1. El UF desea crear un archivo DICOM
2. da clic en la opción File/CrearDicom
3. Se despliega un cuadro de diálogo abrir para
seleccionar el archivo de audio o imagen que desea
convertir a DICOM
4.El UF selecciona el archivo
5.Si el archivo es válido se despliega un cuadro de diálogo para
completar los metadatos del archivo.
6. Se valida la creación del encabezado y se realiza la conversión
y se almacena en el directorio destinado para los archivos DICOM
Errores/Alternativas
5. Si el archivo seleccionado no se puede crear, se emite
un mensaje de error y se notifica al UF
PostCondición Archivo DICOM creado con su respectivo encabezado
Caso de uso 2-02: Enviar archivo DICOM
Nombre 2-02 -Enviar archivo DICOM
Creado por Ana J. Carreño
Fecha creación 23/05/2011
Fecha actualización 18/05/2012
Actor Usuario Final (UF)
Propósito Permite enviar un archivo DICOM a otro computador
Resumen Permite enviar archivos DICOM remotamente
Precondiciones Ninguna
Secuencia principal
1. El UF desea enviar un archivo DICOM
2. El UF da clic en el botón EnviarDICOM
3. Se despliega una interfaz gráfica para
que el UF digite los datos del destinatario
4.El UF selecciona el archivo
5.Se validan los datos y se env́ıa el archivo
6.Si el env́ıo fue exitoso se notifica al UF
Errores/Alternativas
5. Si los datos no son válidos, se notifica al UF y se
regresa al paso 3.
6. Si el env́ıo no fue exitoso, se emite un mensaje de error
y se notifica al UF
PostCondición Archivo DICOM enviado
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Caso de uso 2-03: Recibir archivo DICOM
Nombre 2-03 -Recibir archivo DICOM
Creado por Ana J. Carreño
Fecha creación 23/05/2011
Fecha actualización 18/05/2012
Actor Usuario Final (UF)
Propósito Permite recibir un archivo DICOM desde otro equipo
Resumen Permite recibir archivos DICOM remotamente
Precondiciones Ninguna
Secuencia principal
1. El UF desea recibir un archivo DICOM
2. El UF da clic en el botón recibirDICOM
3. Se despliega una interfaz gráfica para
que el UF digite los datos de recepción
4.El UF da clic en el botón IniciarRecepción
5.Se validan los datos y se recibe el archivo
6.Si la recepción fue exitosa se notifica al UF
Errores/Alternativas
5. Si los datos no son válidos, se notifica al UF y se
regresa al paso 3.
6. Si la recepción no fue exitosa, se emite un mensaje de error
y se notifica al UF
PostCondición Archivo DICOM recibido y almacenado en el directorio DICOM
Caso de uso 2-04: Visualizar archivo DICOM
Nombre 2-03 -visualizar archivo DICOM
Creado por Ana J. Carreño
Fecha creación 23/05/2011
Fecha actualización 18/05/2012
Actor Usuario Final (UF)
Propósito Permite visualizar un archivo DICOM
Resumen Permite visualizar un archivo DICOM
Precondiciones Ninguna
Secuencia principal
1. El UF desea visualizar un archivo DICOM
2. El UF da clic en la opción Visor/...
3. El sistema busca y elige el visor
4. Se despliega la interfaz que permite visualizar el archivo DICOM
Errores/Alternativas
3. Si el sistema no encuentra un visor, emite un mensaje de error
y notifica al usuario.
PostCondición Archivo DICOM visualizado
C.5 Representación de la arquitectura 85
Iteración 3:Captura de bio-señales
Caso de uso 3: Captura de bio-señales
Nombre 3 -Captura de bio-señales
Creado por Ana J. Carreño
Fecha creación 23/05/2011
Fecha actualización 23/05/2012
Actor Usuario Final UF
Propósito Permite adquirir bio-señales
Resumen La aplicación de usuario permite adquisición de señales
Precondiciones Caso de uso 1, Caso de uso 2
Secuencia principal
1.Caso de uso 3-01
2.Caso de uso 3-02
PostCondición Captura de bioseñal y almacenada en formato DICOM
Caso de uso 3-01: Adquirir nueva bioseñal
Nombre 3-01 -Adquirir nueva bioseñal
Creado por Ana J. Carreño
Fecha creación 23/05/2011
Fecha actualización 23/05/2012
Actor Usuario Final UF
Propósito Permite adquirir una nueva bioseñal
Resumen Adquisición de bio-señales
Precondiciones Caso de uso 1, Caso de uso 2
Secuencia principal
1.Se da clic en la opción adquirir señal, seleccionando
la opción nueva y el tipo de bioseñal
2.La aplicación verifica si existen drivers disponibles
3.Se hace la captura de la bioseñal
4.Selecciona la opción si quiere guardar el archivo en disco
5. va al caso de uso 3-03 si quiere aplicar algún tipo
de preprocesamiento.
6.va al caso de uso 2-01 para crear y almacenar la bioseñal
en formato DICOM.
7.Se emite un mensaje de confirmación al UF.
Errores/Alternativas
2. Si no existen drivers disponibles, se emite un mensaje de
error y se notifica al usuario final (UF).
3. Si existen problemas en la captura se emite un mensaje de
error y se notifica al usuario final(UF).
PostCondición Captura y almacenamiento de bioseñal en formato DICOM
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Caso de uso 3-02: Preprocesamiento bioseñal
Nombre 3-02 -Preprocesamiento bioseñal
Creado por Ana J. Carreño
Fecha creación 23/05/2011
Fecha actualización 23/05/2012
Actor Usuario Final UF
Propósito Permite realizar tareas de preprocesamiento de la señal
Resumen
EL UF dispone de una lista de opciones de filtros para
aplicar a la señal.
Precondiciones que exista la bioseñal
Secuencia principal
1.Dependiendo del tipo de bioseñal, se listan unas
opciones de filtros.
2. El UF elige el filtro deseado.
3.Se aplica el filtro
4.Selecciona la opción si quiere guardar el archivo en disco
5.el UF selecciona la opción convertir a formato DICOM
6.Se emite un mensaje de confirmación al UF.
Errores/Alternativas
3. Si existe error en la aplicación del filtro, se emite un mensaje de
error y se notifica al usuario final (UF).
PostCondición Bioseñal Preprocesada
D. JDK - Java Development Kit
A. Introducción
JDK es el acrónimo de “Java Development Kit”, es decir Kit de desarrollo de Java. Se
puede definir como un conjunto de herramientas, utilidades, documentación y ejemplos para
desarrollar aplicaciones Java.
Para la realización de este tutorial se ha trabajado con la versión 1.2.0 del JDK.
B. Componentes del JDK
a.) Introducción
JDK consta de una serie de aplicaciones y componentes, para realizar cada una de las tareas
de las que es capaz de encargarse
A continuación se explican más en profundidad cada uno de ellos, aśı como su sintaxis,
indicando entre corchetes aquellos elementos que sean opcionales.
Se observará que todos los programas permiten la inclusión de una serie de opciones sobre su
ejecución antes del primer argumento. Estas opciones se indican precedidas de un menos(-):
programa -opcion1 -opcion2 Parametro1
Todas las opciones que los ejecutables del JDK presentan se muestran llamando al programa




b.) Intérprete en tiempo de ejecución (JRE)
Permite la ejecución de los programas Java (*.class) no gráficos (aplicaciones).
La sintaxis para su utilización es la siguiente:
java [Opciones] ClaseAEjecutar [Argumentos]
Opciones: Especifica opciones relacionadas con la forma en que el intérprete Java ejecuta el
programa. ClaseAEjecutar: Especifica el nombre de la clase cuyo método main() se desea
ejecutar como programa. Si la clase reside en un paquete se deberá especificar su ruta me-
diante en forma paquete.subpaquete.clase a ejecutar. Argumentos: Especifica los argumentos
que se recibirán en el parámetro s del método main(String s), por si el programa necesita
de parámetros de ejecución. Si por ejemplo el programa realiza el filtrado de un archivo,
probablemente nos interese recibir como argumento la ruta del fichero a filtrar, y una ruta
destino. c). Compilador
Se utiliza para compilar archivos de código fuente Java (habitualmente *.java), en archivos
de clases Java ejecutables (*.class). Se crea un archivo de clase para cada clase definida en
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un archivo fuente.
Este compilador es una utilidad en ĺınea de comandos con la siguiente sintaxis:
javac [Opciones] ArchivoACompilar
Opciones: Especifica opciones de cómo el compilador ha de crear las clases ejecutables.
ArchivoACompilar: Especifica la ruta del archivo fuente a compilar, normalmente una fichero
con extensión “.java”. d.) Visualizador de applets
Es una herramienta que sirve como campo de pruebas de applets, visualizando cómo se
mostraŕıan en un navegador, en lugar de tener que esperar.
Al ser activado desde una ĺınea de órdenes abre una ventana en la que muestra el contenido
de la applet.
Se activa con la sintaxis:
appletviewer [Opciones] Applet
Opciones: Especifica cómo ejecutar la applet Java. Applet: Indica un URL o una ruta de
disco que contiene una página HTML con una applet Java empotrada. e.) Depurador
Es una utilidad de ĺınea de comandos que permite depurar aplicaciones Java.
No es un entorno de caracteŕısticas visuales, pero permite encontrar y eliminar los errores
de los programas Java con mucha exactitud. Es parecido en su funcionamiento al depurador
gdb que se incluye con las distribuciones del compilador gcc/g++ para C/C++.
Se activa con la sintaxis:
jdb [Opciones]
Opciones: Se utiliza para especificar ajustes diferentes dentro de una sesión de depuración.
f.) Desensamblador de archivo de clase
Se utiliza para desensamblar un archivo de clase. Su salida por defecto, muestra los atributos
y métodos públicos de la clase desensamblada, pero con la opción -c también desensambla
los códigos de byte, mostrándolos por pantalla. Es útil cuando no se tiene el código fuente
de una clase de la que se quisiera saber cómo fue codificada.
La sintaxis es la siguiente:
javap [Opciones] [NombresClases]
Opciones: Especifica la forma en la que se han de desensamblar las clases. NombresClase:
Especifica la ruta de las clases a desensamblar, separadas por espacios. g.) Generador de
cabecera y archivo de apéndice Se utiliza para generar archivos fuentes y cabeceras para
implementar métodos Java en C (código nativo). Esto se consigue mediante la generación de
una estructura C cuya distribución coincide con la de la correspondiente clase Java.
El generador de cabeceras javah, crea los ficheros de cabecera C/C++ para implementar en
esos lenguajes los métodos nativos que presente un programa Java.
La sintaxis es la siguiente:
javah [Opciones] NombreClase
NombreClase: Nombre de la clase desde la cuál se van a generar archivos fuente C. Opciones:
Forma en la que se generarán los archivos fuente h.) Generador de documentación
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Es una herramienta útil para la generación de documentación API directamente desde el
código fuente Java. Genera páginas HTML basadas en las declaraciones y comentarios java-
doc, con el formato /** comentarios */:




La documentación que genera es del mismo estilo que la documentación que se obtiene con
el JDK.




Opciones: Opciones sobre qué documentación ha de ser generada. NombreArchivo: Paquete
o archivo de código fuente Java, del que generar documentación. i.) Applets de demostración
El JDK incluye una serie de applets de demostración, con su código fuente al completo.
j.) Código fuente la API
El código fuente de la API se instala de forma automática, cuando se descomprime el JDK,
aunque permanece en formato comprimido en un archivo llamado ”scr.zip”localizado en el
directorio Java que se creó durante la instalación.
C. Uso del JDK
Ya se han visto las diferentes partes de que está compuesto el JDK, pero para el desarrollo
de una aplicación final Java (ya sea una aplicación o una applet), deberemos utilizar las
diferentes herramientas que nos proporciona el JDK en un orden determinado.
En la FiguraD-1 podemos ver la sucesión de pasos para generar un programa final Java:
D. Obtención e instalación del JDK
El JDK se puede obtener de las páginas de Sun (http://java.sun.com), y existen versiones
disponibles para varias plataformas entre las que se encuentran:
Microsoft Windows 95 y NT 4.0 Sun Solaris 2.4 SPARC o 2.5 al 2.6 sobre x86 o SPARC.
IBM AIX, OS/400 y OS/390 Linux Si su sistema operativo no ha sido enumerado, por favor
consulte a su fabricante, pues Sun tiene previsto desarrollar su JDK para más plataformas.
La instalación es diferente para cada sistema operativo, pero en general muy sencilla. Se
recomienda observar y establecer los valores de las variables de entorno:
PATH: Variable de entorno que indica desde qué ruta (además del directorio actual) se
pueden ejecutar los programas CLASSPATH: Indica al compilador Java en qué rutas se
encuentran los ficheros de clase. E. Novedades en la versión 1.2 del JDK (Java 2)
La aparición de la versión 1.2 del JDK (diciembre de 1997) significa un salto importante
en las capacidades de Java, hasta tal punto que comercialmente se conoce a esta evolución
como ”Java 2”.
a.) Clases
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Se ampĺıa el paquete de clases de JFC(Java Foundation Classes) pasando de 23 a 70 clases.
Aparecen nuevos paquetes de la API de Java:
Swing: Nuevo paquete de gráficos. Java 2D: Ampliación de AWT. Java Collections: Inclu-
ye nuevas clases que representan estructuras de datos clásicas de la programación: Vector,
ArrayList, ArraySet, TreeMap... b.) Eficiente ejecución
Compatible con programas realizados en otras versiones, tanto en código como en ejecución.
Compilador más estricto y que genera un código más optimizado. Entorno de ejecución más
rápido y estable (máquina virtual), próximo a la velocidad de ejecución de C++, especial-
mente utilizando los nuevos compiladores Just In Time (JIT), incorporados en las nuevas
JRE, que compilan las clases para las plataformas locales, aumentando su velocidad de eje-
cución. Mejora en la gestión de la seguridad: Control de acceso basado en el plan de acción,
soporte para certificados X509v3 y nuevas herramientas y certificados de seguridad. Mejor
tratamiento de sonido. Más velocidad de las clases que utilizan RMI. Y por supuesto se
solventan errores de versiones pasadas. c.) JavaBeans
Java Plug-in: Permite que las applets y los JavaBeans de una red utilicen el JRE 1.2, en
vez de la máquina virtual del navegador en que se muestren. Se permite a los JavaBeans
interactuar con applets y se les da un mejor soporte en tiempo de diseño y en tiempo de
ejecución. Los JavaBeans se pueden incluir unos en otros. d.) Otros
IDL (Interface Definition Language): Para interactuar con CORBA de una forma simple
y práctica se utiliza Java. JCE (Java Criptography Extensions): Se ofrecen mejores posi-
bilidades para el tratamiento seguro de la información. RMI (Remote Method Invocation):
Permite realizar acciones sobre objetos remotos, incluso mediante SSL (Security Socket La-
yer) un conocido sistema de seguridad de comunicación. Tecnoloǵıa de ayuda. Mejor soporte
de arrastrar y soltar. Otros servicios varios. e.) Observaciones
Aunque no existen incompatibilidades importantes, śı que se pueden observar que algunas
cosas que en otras versiones no funcionaban bien o se permit́ıan ahora se desaprueban. Entre
otros conviene destacar:
No se pueden declarar métodos abstractos como native, private, final ni syncronzed. No
se recomienda la utilización de finalize en la gestión de excepciones. El paquete Swing en
algunas versiones intermedias aparećıa colgando de com.sun.java.* o de java.awt.swing.* y
ahora pasa a ser javax.swing.*.
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software orientada a objetos con UML, Java e Internet. 2005
[50] Zhu, Li ; Vaghi, I.R.: MikiWiki: A meta-design framework for collaboration. En:
Collaboration Technologies and Systems (CTS), 2011 International Conference on, 2011
