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but with the advent of this book it deserves to become widely studied, used, and 
admired. 
The language is intended to be a modem replacement for BASIC (and arguably 
Pascal). It has BASIC’s famous characteristics of being simple, embedded in a 
development environment, and provides the user with immediate feedback to entered 
commands. Unlike BASIC, it has modern structures, persistent variables, type 
inference, and most interestingly very high-level dat- l ypes. To be exact, the data 
types provided include: unbounded numbers, texts (strings), compounds (records 
without field names), sorted bags, and tables (mappings). Users of formal 
specification notations such as VDM or 2 may find ABC useful (as I do) for 
prototyping; the language resembles a pseudo code for expressing algorithms over 
the aforementioned ata types. 
The handbook is beautifully written with one chapter devoted to a semi-formal 
definition of the language. This definition might well be too informal for many of 
the readers of this journal, but is remarkably clear, complete and understandable. 
Implementations of ABC are available for many popular operating and computers 
either freely from bulletin boards and servers or at cost from the authors at CWI 
in Amsterdam. 
I can recommend this book, and of course the software, to anyone interested 
in programming languages and especially to those charged with introducing 
programming to the uninitiated. 
Ian CO~TAM 
Department of Computer Science 
University of Manchester 
Manchester, United Kingdom 
Geoff Dromey, Program Derivation- Tke Development ofPrograms from Spe@cations 
(Addison-Wesley, Wokingham, United Kingdom, 1989). Price $15.95 (paperback), 
ISBN 0-201-41624-7. 
In a traditional computing science course, undergraduates are introduced to 
programming by being taught to hack in an imperative language. Amongst teachers 
in higher education there is increasing unease about this indefensible position. A 
common response has been to postpone the problems posed by imperative languages, 
by using a functional or logic language as the vehicle for introductory teaching. But 
perhaps there is an alternative: maybe we could stay with imperative language 
programming but transform our teaching by introducing insights from formal 
methods of program development. One welcome sign of progress on these liuss is 
the recent book by Latham et al. (The Programming Process, Addison-Wesley, 1990) 
which represents an encouraging indication of how much can be achieved by 
emphasising specification from an early stage. 
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But great as this improvement is, it doesn’t seem enough to me: there is still a 
chasm between specification and design which the student must cross on the fragile 
bridge of top-down refinement and which cannot be subsequently recrossed even 
(in The Programming Process) to verify the design, let alone to cause revisions in 
the specification. Of course, there are good reasons why there is as yet no introductory 
programming text presenting a practical method of verifiable construction: it would 
have to interleave material from logic, discrete mathematics, programming language 
semantics, a calculus of derivation and the pragmatics of programming, and within 
ordinary textbook length take the novice to an acceptable l&e1 of programming 
expertise. This textbook, when it is written, will represent a great achievement! 
The book under review is a pioneering work along these lines. According to the 
preface, its aim is “to make the principles of program derivation from specifications 
accessible to undergraduates early in their study of computing science”. A glance 
at the contents shows that the student will be taken on a course through predicate 
logic and discrete mathematics to a consideration of the properties of program 
specifications, the presentation of a derivation technique, extended examples of its 
application, and a short final section on pragmatics. So far so good: on the evidence 
of a quick review of these topics I thought I could predict on what points I would 
be in agreement with Dromey’s approach and where I would disagree. The most 
striking technical aspect of the book is its refinement method: given a specification 
in pre-post form, an initial program is developed to satisfy the postcondition for a 
precondition so strong that the task is trivial. The process of refinement consists of 
progressively weakening this precondition, at each stage producing a more “com- 
petent” program, until the real precondition is achieved. Before reading the book 
I would not have felt able to make a firm prediction of the usefulness of this method. 
(Although I admit to a strong personal preference for the modern refinement methods 
which place specification and program in the same semantic framework). 
About some other aspects I could have judged (or prejudged) immediately: the 
inference system provided would not be adequate for practical use in program 
development, but that hardly matters because the rest of the book doesn’t use it. 
Not only is data refinement not covered (understandably perhaps, given space 
limitations) but there is no reference to the topic at all. The problem of undefinedness 
is dealt with by the casual introduction of conditional connectives, with nc attempt 
being made to analyse their properties. A strange solution to th2 problem of referring 
to initial values in postconditions leads to the concept of implementations which 
have to establish their own preconditions (page 343). Finally, the method presented 
shares a defect common to most work in program derivation: it does not attempt 
to accommodate the extremely complex nature of the program design process, but 
instead purports to present it as a steady progression from specification to 
implementation. 
Although these are strong objections, they are mostly subjective in nature: a reader 
without my prejudices would be entitled to expect to learn i’rom this book a useful 
method of program derivation, for certain kinds of problems at least. This reader 
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would be disappointed, however, for two reasons: first because Dromey’s method 
leads (in this book anyway) via protracted and often implausible derivations to bad 
programs9 and second because the presentation of the material is so careless as to 
render it incomprehensible at a number of crucial points. Every imaginable kind of 
defect is present, from the merely irritating to the completely disastrous: 
l symbols are introduced before their definition (e.g. Rb, which first appears on 
page 208, although the only index entry is for page 283) or are defined incorrectly 
(e.g. the definition of + on page 54) or are never explained or defined at all 
(e.g. 0, the all-important symbol for program composition); 
l terms are introduced by example and never defined (e.g. equivalence condition 
(page 284), rejfnement invariant (page 294)-although, to be fair, this term is 
never used again); 
l terms are given definitions wvhich subsequently turn out to be incorrect (e.g. 
base invariant, whose definition cm page 285 is contradicted and explained on 
page 304); 
l forward references fail to be fulfilled (e.g. the promising topic of explicitivity, 
introduced on page 326 and never subsequently used); 
l verbal explanations can be extraordinari:y obscure, especially considering the 
intended readership (e.g. the criterion for a postcondition to be in construc- 
tive form (page 283), the explanation of the secondary decomposition rule 
(page 307), the explanation of recursive composition (page 280)); 
l the implementation language is never clearly defined: some constructs have 
their syntax defined in the section on EBNF, some are mentioned inthat section 
but without a syntactic definition (multiple assignment) orany other explanation 
(skip), some do not turn up until the semantic definition (abort) and some are 
introduced in the course of an example without even an informal explanation 
(files). Few of the procedures declared in examples conform to the syntax 
definition. 
This list is far from exhaustive, ven excluding the innumerable typographical nd 
editing errors. 
The criticisms above centre on Chapter 5, which is the core of the book. Part of 
the problems of presentation arise from the fact that this section, the one which 
provides the only real attempt to explain the method of the book, is a near-verbatim 
reproduction of an article from IEEE Transactions on Sofrware Engineering. The 
transfer has been made without revision (apart from transcription errors), with 
serious resulting problems: the language and ideas are quite inappropriate for the 
supposed readership of first- or second-year undergraduates, and no attempt has 
been made to resolve notation clashes and inconsistencies. For example, in formulae 
like 
(page 288) it is up to the reader to work out that the two occurrences of Al represent 
completely different quantities. 
Book reviews 283 
Perhaps this battery of petty criticisms would be irrelevant if the spirit of the 
book conveyed what I believe to be so important: the importance and indeed the 
excitement of being able to make programs by a method that enables you to how 
that they are correct. Unfortunately, I cannot think that this book will convert 
non-believers. It is not clear that the author himself is convinced, as the two 
culminating examples of the book-sequential file update and the telegram prob- 
lem-are developed without a formal specification of any kind. But even for simple 
programs, derivations seem to proceed in a devious and implausible manner. It is 
hard to know where to lay the blame for this, since the presentation is often so 
obscure, but I suspect hat the method of progressively weakening the precondition 
is just not very useful. In each refinement step the developer selects a new (additional) 
set of input states that the next program version must process correctly, weakens 
the precondition accordingly, and-in essence- adds a selection statement o the 
program which tests for those states and proceeds accordmgly. Loops are introduced 
by a means never made very clear. It can be seen that a program developed like 
this wilI not be very natural or elegant and will require a great deal of subsequent 
transformation, which is done in a very ad hoc way. 
I conclude with a shameful confession: having skimmed this book for technical 
content, I decided in a moment of rashness to experiment by making it the principal 
text for a course on program derivation. But I paid for my negligence. Halfway 
through the course, I was forced to abandon it. Let my folly-and its punishment- 
serve as a warning. 
Maurice NAFTALIN 
Department of Computing Science and Mathematics 
University of Stirling 
Stirling, United Kingdom 
Carroll Morgan, Programming from Specifications (Prentice-Hall International, 
London, 1990), Price $16.95 (paperback), ISBN O-13-726233-7. 
In the growing list of programming methodology texts, Programming from 
Specl$cations by Carroll Morgan is currently the best. The explanations are both 
careful and clear. The balance between the presentation of theory and its application 
in worked examples is just right. The breadth of material covered, and the level at 
which it is covered, make the text ideal for a one-term undergraduate course for all 
computer science students. 
The book departs from the mold of programming methodology texts in several 
ways. It spends a minimum of space on predicate logic, really only introducing the 
notations to be used (some laws of predicate logic are listed in an appendix). The 
assumption is that students have already obtained facility with predicate logic proofs 
