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Abstrakt
Pra´ce se zaby´va´ tvorbou syste´mu pro sbeˇr a zobrazenı´ dat z vy´robnı´ch PC. Popisuje
technologie vyuzˇite´ prˇi jeho tvorbeˇ. Zameˇrˇuje se na rozdı´l mezi PUSH a PULL prˇı´stupem,
porovna´va´ typydatovy´ch souboru˚ jakoCSV, INI, XML. Rozebı´ra´ tvorbuXMLdokumentu
a jeho zpracova´nı´ pomocı´ SAX parseru. Ukazuje a vysveˇtluje pouzˇitı´ sche´movy´ch jazyku˚
DTD a XSD. Pomocı´ prˇı´kladu vysveˇtluje pouzˇitı´ webovy´ch sluzˇeb v jazyce Java.
Klı´cˇova´ slova: data z vy´robnı´ch PC, XML, DTD, XSD, webove´ sluzˇby, PUSH a PULL
prˇı´stup
Abstract
Bachelor thesis deal with data acquisiton and representation from industrial PC system.
It describes technologies used in development this system. Compare PUSH and PULL
access style and compare some data file types like CSV, INI, XML. This thesis analyze
creating of XML documents and their parsing by SAX parser. It shows and explains using
of scheme languages DTD and XSD. Via example explains using of web services in Java
programming language.
Keywords: data from industrial PC, XML, DTD, XSD, web services, PUSH and PULL
access style
Seznam pouzˇity´ch zkratek a symbolu˚
API – Application Programming Interface
CSV – Comma Separated Values
DB – Database
DTD – Document Type Definition
EI – Equipment Integration
FTP – File Transfer Protocol
HDD – Hard Disk Drive
HTML – Hyper Text Markup Language
HTTP – Hypertext Transfer Protocol
IANA – (Internet Assigned Numbers Authority
IDE – Integrated Development Environment
IETF – The Internet Engineering Task Force
INI – Initialize file type
PC – Personal Computer
PDF – Portable Document Format
REST – Representational state transfer
RPC – Remote Procedure Call
SAX – Simple API for XML
SOAP – Simple Object Access Protocol
SRˇBD – Syste´m rˇı´zenı´ ba´ze dat
W3C – World Wide Web Consortium
WS – Web Service
WSDL – Web Services Description Language
XML – eXtensible Markup Language
XPath – XML Path Language
XSD – XML Schema Definition
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51 U´vod
V te´to pra´ci se zaby´va´me syste´mem pro sbeˇr a zobrazenı´ dat z vy´robnı´ch PC. Jednotlive´
kapitoly popisujı´ vy´beˇr, popis a pouzˇitı´ vhodny´ch technologiı´ prˇi jeho tvorbeˇ.
Kapitola 2 rozebı´ra´ cı´le pra´ce a du˚vody, ktere´ vedou k tvorbeˇ dane´ho projektu. Takte´zˇ
ve zkratce popisuje, cˇı´m se firmaON Semiconductor zaby´va´ a uva´dı´ na´s do problematiky
spojene´ s vy´robou polovodicˇu˚.
Ulozˇenı´m dat ze stroju˚ do vhodny´ch datovy´ch souboru˚ se zaby´va´ kapitola 3. V pod-
kapitola´ch popisujeme jednotlive´ datove´ typy a zejme´na v podkapitole 3.3 se zaby´va´me
dokumenty typu XML. Protozˇe pra´veˇ tento typ byl pouzˇit v nasˇem syste´mu, je tato pod-
kapitola nejdelsˇı´ a snazˇı´ se typ XML prˇiblı´zˇit co nejvı´ce. Pro vyuzˇitı´ XML je potrˇeba
v dnesˇnı´ dobeˇ spolupra´ce sche´movy´ch jazyku˚. Tedy v dalsˇı´ch podkapitola´ch 3.3.1 a 3.3.2,
rozebı´ra´me sche´move´ jazyky DTD a XSD.
V kapitole 4 rozebı´ra´me mozˇnosti vhodne´ho prˇenosu souboru˚. Zameˇrˇili jsme se na
typ prˇı´stupu PUSH v podkapitole 4.1 a typ prˇı´stupu PULL v podkapitole 4.2. Oba tyto
prˇı´stupymajı´ co nabı´dnout, ale volba toho spra´vne´ho pro dany´ proble´m nemusı´ by´t vzˇdy
snadna´.
Kapitola cˇı´slo 5 porovna´va´ zpu˚sob ulozˇenı´ dat. Podkapitola 5.1 popisuje vy´hody
a nevy´hody agendove´ho zpracova´nı´ dat, ktere´ se v dnesˇnı´ dobeˇ jizˇ prakticky nepouzˇı´va´
(pokud ano, pak pouze na trivia´lnı´ prˇı´pady). Agendove´ zpracova´nı´ dat je uvedeno pouze
pro prˇehled. Podkapitola 5.2 ukazuje vy´hody a nevy´hody databa´zove´ho zpracova´nı´ dat.
Protozˇe jde o na´mi zvoleny´ zpu˚sob, uka´zˇeme si v dalsˇı´ podkapitole 5.2.1 strukturu na´mi
pouzˇite´ databa´ze. Popis obsahuje ER diagram spolu popisem jednotlivy´ch tabulek.
O webovy´ch sluzˇba´ch a jejich pouzˇitı´ se dozvı´me z kapitoly 6. V podkapitole 6.1 je
popsa´n protokol SOAP a k cˇemu se ve webovy´ch sluzˇba´ch pouzˇı´va´. S tı´m je u´zce spo-
jena i podkapitola 6.2, ktera´ se zaby´va´ jazykem pro popis webovy´ch sluzˇeb – WSDL.
Pro pochopenı´ je prˇipojen i jednoduchy´ prˇı´klad implementace webove´ sluzˇby v pro-
gramovacı´m jazyce Java.
Zpracova´nı´m XML dokumentu˚ se zaobı´ra´ kapitola 7. Prˇestozˇe zminˇuje i jine´ zpu˚soby,
popisuje vy´hradneˇ zpracova´nı´ formou SAX parseru v programovacı´m jazyce Java.
Kapitola 8 popisuje technicke´ rˇesˇenı´ proble´mu. Srozumitelnou formou se snazˇı´ uka´zat
spolupra´ci jednotlivy´ch cˇa´stı´ syste´mu a rozepisuje se o jednotlivy´ch aplikacı´ch pouzˇity´ch
jak na straneˇ serveru, tak na straneˇ klienta.
Dosazˇene´ poznatky a na´vrh na dalsˇı´ rozsˇı´rˇenı´ syste´mupopisuje velmi strucˇneˇ kapitola
cˇı´slo 9.
62 Pozadı´ proble´mu
Mezina´rodnı´ polovodicˇova´ firma ON Semiconductor sı´dlı´cı´ v Phoenixu v Arizoneˇ je jed-
nı´m z prˇednı´ch sveˇtovy´ch vy´robcu˚ integrovany´ch obvodu˚ a diskre´tnı´ch polovodicˇovy´ch
soucˇa´stek, ktere´ jsoupouzˇı´va´nyvnejru˚zneˇjsˇı´ch elektronicky´ch zarˇı´zenı´ch.Ma´ sve´ pobocˇky
rozmı´steˇny po cele´m sveˇteˇ. Cˇa´st vy´robnı´ch linek se nacha´zı´ i v Rozˇnoveˇ pod Radhosˇteˇm.
Polovodicˇova´ vy´roba je velice slozˇita´. Nezˇ dostaneme fina´lnı´ vy´robek, musı´me mate-
ria´l nechat zpracovat pomocı´ mnozˇstvı´ vy´robnı´ch procesu˚. Vy´robu je vhodne´ automati-
zovat a omezit tak co nejvı´ce chybu lidske´ho faktoru. Sta´le to znamena´ potrˇebu opera´tora,
ktery´ bude na vy´robu dohlı´zˇet a reagovat na vznikle´ uda´losti. Ve firmeˇ se k ovla´da´nı´ stroju˚
a rˇı´zenı´ vy´roby vyuzˇı´va´ cela´ rˇada softwarovy´ch produktu˚.
Jednı´m zmnoha je i software zvany´ Equipment Integration. Tento software na za´kladeˇ
identifikace materia´lu zı´ska´va´ data z informacˇnı´ho syste´mu. Tyto data zası´la´ pomocı´
komunikacˇnı´ho kana´lu dane´mu vy´robnı´mu stroji a ten se dle nich nastavı´.
Toto rˇesˇenı´ zajisˇt’uje pokrocˇilou automatizaci cele´ho vy´robnı´ho procesu. Snazˇı´ se tak
minimalizovat chybu zpu˚sobenou lidsky´m faktorem. Kvalita vy´robku se oveˇrˇuje po-
mocı´ prˇı´sne´ho testova´nı´. I prˇes vesˇkerou automatizaci a minimalizaci chyb zpu˚sobeny´ch
cˇloveˇkem, sta´le docha´zı´ k vy´robeˇ vadny´ch kusu˚. Vadny´ kus nemusı´ byt odhalen prˇi
vy´robeˇ, nebo hned po jejı´m ukoncˇenı´, ale naprˇı´klad azˇ o neˇkolik ty´dnu˚ pozdeˇji. Firma se
pomocı´ procesnı´ch inzˇeny´ru˚, kterˇı´ zajisˇt’ujı´ kvalitu vy´robnı´ho procesu na teˇchto strojı´ch,
snazˇı´ odhalit mozˇnou chybu.
Momenta´lneˇ nenı´ zpeˇtne´ prˇezkouma´nı´ vy´robnı´ho procesu urcˇite´ho vy´robku prˇı´lisˇ
transparentnı´. U´daje o samotne´m procesu sice jsou evidova´ny, avsˇak na samotny´ch stro-
jı´ch. Dajı´ se zpeˇtneˇ reprodukovat, ale je to zdlouhave´ a neprˇehledne´. Equipment Integra-
tion umı´ se stroji komunikovat a meˇl by by´t schopen jednotlive´ parametry (tlak, teplotu,
rosny´ bod, napeˇtı´, proud, atd.) ze stroje pomocı´ komunikacˇnı´ho kana´lu odeslat dane´mu
rˇı´dı´cı´mu PC.
Toho lze vyuzˇı´t a vsˇechna data ohledneˇ cele´ho pru˚beˇhu zpracova´nı´ dane´ho materia´lu
neˇkde prˇehledneˇ evidovat. V praxi by to meˇlo vypadat naprˇı´klad podle tohoto sce´na´rˇe.
Krˇemı´kova´ deska (vyra´bı´ se rˇeza´nı´m z va´lcove´ho monokrystalicke´ho ingotu) procha´zı´
postupneˇ vy´robou azˇ dojde do difu´znı´ pece. Ta bude mı´t prˇedem nastaveno kolikra´t se
majı´ jednotlive´ parametry prˇi kazˇde´m procesu sejmout. V pru˚beˇhu procesu se postupneˇ
parametry ukla´dajı´ do protokolu na HDD rˇı´dı´cı´ho PC. Jakmile proces skoncˇı´, deska
pokracˇuje k dalsˇı´mu zpracova´nı´ a protokol se zasˇle do centra´lnı´ evidence. K nı´ pak mu˚zˇe
procesnı´ inzˇeny´r kdykoliv snadnoprˇistoupit a dane´ parametry, zı´skane´ v pru˚beˇhuvy´roby,
si zobrazit.
Tento sce´na´rˇ prozatı´m nenı´ zaveden a jeho na´vrh a uvedenı´ do provozu je prˇedmeˇtem
te´to pra´ce.
73 Typy datovy´ch souboru˚
Stroje prˇi vy´robeˇ odesı´lajı´ data na vy´robnı´ PC. Abychombyli schopni data vyuzˇı´t, musı´me
je ulozˇit do datovy´ch souboru˚. Je potrˇeba zvolit typ datove´ho souboru a navrhnout
vhodnou strukturu ulozˇenı´ dat v tomto souboru. Nabı´zı´ se na´m velice sˇiroke´ mnozˇstvı´
typu˚ datovy´ch souboru˚. Samozrˇejmeˇ lze vymyslet kompletneˇ vlastnı´ rˇesˇenı´. Ru˚zne´, jizˇ
pouzˇı´vane´ typy majı´ sve´ vy´hody. Mnohe´ z nich jsou naprˇı´klad standardizova´ny. Da´ se
prˇedpokla´dat, zˇe neˇktere´ typyprogramu˚ si tak s nimimohou lehceporadit, takte´zˇ se vnich
mu˚zˇe beˇzˇny´ uzˇivatel le´pe orientovat. Da´lemajı´ naprˇı´klad podporu ru˚zny´ch API pro pra´ci
s nimi. To velice ulehcˇı´ programove´ zpracova´nı´ a nemusı´ se vymy´sˇlet znova jizˇ da´vno
naprogramovane´ konstrukce. Srovna´me zde vy´hody a nevy´hody trˇı´ nejpouzˇı´vaneˇjsˇı´ch
typu˚ a navı´c rozebereme klady a za´pory na´mi vytvorˇene´ho vlastnı´ho typu.
3.1 Soubory typu CSV
Zkratka CSV znamena´ Comma separated values. Tedy cˇesky hodnoty oddeˇlene´ cˇa´rkou.
Jde o jednoduchy´ textovy´ souborovy´ forma´t slouzˇı´cı´ k vy´meˇneˇ tabulkovy´ch dat. Soubory
tohoto forma´tumu˚zˇemenejcˇasteˇji nale´zt pod ru˚zny´miprˇı´ponami (nejcˇasteˇji .csvnebo .txt).
Tato technologie je stara´ uzˇ od roku 1967, kdy byl podporova´n v kompila´toru IBMFortran.
Pro tento forma´t nenajdeme zˇa´dnou specifikaci, ktera´ by ho prˇesneˇ definovala. Dı´ky tomu
se v mnoha aplikacı´ch lehce odlisˇuje a sladeˇnı´ mezi dveˇmi aplikacemi mu˚zˇe by´t dosti
obtı´zˇne´. Pro CSV pouzˇı´vane´ v internetove´ komunikaci mu˚zˇeme nale´zt podrobny´ popis
forma´tu v doporucˇenı´ RFC 41801 vydane´m IETF (The Internet Engineering Task Force).
Ten popisuje text/csv MIME type registrovany´ u organizace IANA (Internet Assigned
Numbers Authority).
Zpu˚sob zpracova´nı´ tabulkovy´ch dat v tomto souborove´m forma´tu si nejle´pe uka´zˇeme
na jednoduche´m prˇı´kladu.
Hodnoty jak je vidı´me v tabulce (1), mu˚zˇeme zapsat v CSV souboru pomocı´ tohoto
za´pisu nı´zˇe. Vsˇimneˇme si, zˇe vı´ceslovne´ rˇeteˇzcove´ hodnoty jsou psa´ny v uvozovka´ch.
Chceme-li zapsat vı´ceslovny´ rˇeteˇzec obsahujı´cı´ uvozovky, vlozˇı´me je tak, zˇe je zapı´sˇeme
dvakra´t za sebou. Pokud ma´me necelocˇı´selne´ hodnoty, pı´sˇeme tecˇku mı´sto desetinne´
cˇa´rky, protozˇe cˇa´rka je pouzˇı´va´na k oddeˇlenı´ hodnot. Neˇktere´ programy, jako naprˇı´klad
Microsoft Excel, pracujı´ i s na´rodnı´m nastavenı´m. Pouzˇı´vajı´ norma´lneˇ desetinnou cˇa´rku
a na oddeˇlenı´ hodnot vyuzˇı´vajı´ naprˇı´klad strˇednı´k. Pokud se chceme vyhnout nekom-
patibiliteˇ, je nejvhodneˇjsˇı´ pouzˇı´vat cˇa´rku na oddeˇlenı´ hodnot a na necelocˇı´selne´ hodnoty
desetinnou tecˇku.
Leden,Ostrava,E350,450.52
Leden,”Washington ””USA”””,1550.00
U´nor,Ostrava,379.00
Vy´pis 1: Uka´zka pouzˇitı´ CSV
1RFC 4180 bylo vyda´no v rˇı´jnu 2005 a jeho popis je mozˇno nale´zt na internetove´ adrese
http://tools.ietf.org/html/rfc4180
8Meˇsı´c Pobocˇka Pru˚meˇrneˇ kusu˚
Leden Ostrava 450.52
Leden Washington “USA” 1550.00
U´nor Ostrava 379.00
... ... ...
Tabulka 1: Jednoducha´ tabulka
Jak je mozˇne´ videˇt, samotny´ za´pis v souboru je znacˇneˇ neprˇehledny´. Data jsou na
rˇa´dcı´ch co nejvı´ce zhusˇteˇna. Bez prˇedlohy, co znamena´ ktery´ sloupec, jsou pro cˇloveˇka
u´daje nesmyslne´. I kdyzˇ ma´me klı´cˇ, jsou u´daje v souboru tak neprˇehledne´, zˇe jejich
cˇtenı´ bez prˇevedenı´ do lepsˇı´ formy je prˇı´lisˇ zdlouhave´. Odhalit tak chybu v souboru
obsahujı´cı´m stovky azˇ tisı´ce za´znamu˚, je velice obtı´zˇne´. Pro programove´ zpracova´nı´
mu˚zˇe by´t obtı´zˇneˇjsˇı´. U neˇktery´ch programovacı´ch jazyku˚ je potrˇeba napsat si kompletnı´
obsluhu zpracova´nı´ tohoto typu souboru˚. V prˇı´padeˇ Javy mu˚zˇeme nale´zt i jednoduchy´
Parser na tento typ souboru˚, ktery´ nenı´ vsˇak obsazˇen v za´kladnı´ distribuci (zde je trˇeba
uzˇ rˇesˇit proble´m licencı´). Da´le zde nasta´va´ proble´m validace souboru. Jelikozˇ nenı´ soubor
generova´n podle neˇjake´ sˇablony, neda´ se ani dle zˇa´dne´ kontrolovat. To na´m opeˇt prˇida´
vı´ce pra´ce prˇi implementaci a pokud lehce pozmeˇnı´me strukturu dat, bude se muset
upravit i samotny´ zdrojovy´ ko´d na vsˇech mı´stech, kde se s CSV souborem pracuje.
Velky´m kladem pro pouzˇitı´ tohoto typu, je jeho rozsˇı´rˇena´ podpora zejme´na v ta-
bulkovy´ch procesorech a importech/exportech dat do/z databa´zı´. Mezi nevy´hody patrˇı´
neprˇehlednost a nesrozumitelnost pro beˇzˇne´ho uzˇivatele a mala´ flexibilita prˇi zmeˇneˇ
struktury souboru˚.
3.2 Soubory typu INI
Forma´t INI souboru˚ se zacˇal masoveˇ vyuzˇı´vat prˇı´chodem Microsoft Windows 3.x. To,
co na´m dnes v novy´ch verzı´ch Windows zajisˇt’ujı´ registry, ve Windows 3.x obstara´valy
pra´veˇ INI soubory. Jak uzˇ na´zev INI napovı´da´, jedna´ se o textove´ inicializacˇnı´ soubory.
Soubory slouzˇı´ k nastavenı´ ru˚zny´ch hodnot v dany´ch programech. Jednoduchou zmeˇ-
nou dane´ hodnoty pra´veˇ v tomto souboru mu˚zˇeme konfigurovat nastavenı´. Je to rychle´
a jednoduche´. Nic se nemusı´ slozˇiteˇ prohleda´vat. Toto sympaticke´ rˇesˇenı´ se tedy lehce
uchytilo a dı´ky tomu je dodnesˇka podporova´no. Spousta programu˚ a aplikacı´ na plat-
formeˇ Windows ma´ pra´veˇ ve svy´ch adresa´rˇı´ch tyto konfiguracˇnı´ soubory. Mu˚zˇeme je
nale´zt pod ru˚zny´mi koncovkami (.ini, .cfg, .conf, .txt a dalsˇı´).
Soubor forma´tu INI musı´ splnˇovat neˇkolik du˚lezˇity´ch na´lezˇitostı´, aby mohla by´t
zarucˇena kompatibilita. Jednotlive´ parametry se zapisujı´ formou klı´cˇe a jeho hodnoty.
jme´no = hodnota
Parametry take´ mohou by´t seskupeny do skupin pomocı´ takzvany´ch sekcı´. Prˇı´kaz
sekce je ohranicˇen hranaty´mi za´vorkami a parametry, ktere´ za tı´mto prˇı´kazem bez-
9prostrˇedneˇ na´sledujı´, do te´to se sekce patrˇı´. Sekci lze ukoncˇit dveˇma zpu˚soby. Novy´m
prˇı´kazem sekce, nebo koncem souboru. Neexistuje zˇa´dna´ znacˇka, ktera´ by sekci ukoncˇila.
[na´zev sekce]
Samozrˇejmeˇ mu˚zˇeme psa´t i komenta´rˇe. Ty zacˇı´najı´ strˇednı´kem a text, ktery´ na´sleduje
azˇ do konce rˇa´dku, je komenta´rˇem. Provedenı´ se strˇednı´kem je nejpouzˇı´vaneˇjsˇı´, lze vsˇak
narazit i na komenta´rˇ zacˇı´najı´cı´ znakem „#“. Je vhodne´ stanovit si prˇedem, jak budou
komenta´rˇe definova´ny.
V INI forma´tu se take´ vyskytujı´ specia´lnı´ znaky (escape sequence). Neˇktere´ znaky,
jako naprˇı´klad zpeˇtne´ lomı´tko, mohou zaprˇı´cˇinit chybu prˇi cˇtenı´ souboru. Pokud bude
zpeˇtne´ lomı´tko na konci rˇa´dku, mu˚zˇe se sta´t, zˇe bude konec rˇa´dku ignorova´n. Chceme-li
tedy pouzˇı´vat zpeˇtne´ lomı´tko, zapı´sˇeme jej jako dveˇ zpeˇtna´ lomı´tka za sebou. Podobneˇ
je tomu i u ostatnı´ch escape sekvencı´. Vzˇdy zacˇı´najı´ zpeˇtny´m lomı´tkem a znakem/znaky
pro danou sekvenci.
Proble´m pra´zdny´ch rˇa´dku˚ a nadbytecˇny´chmezer je komplikovaneˇjsˇı´. Zde uzˇmnohdy
za´visı´ na samotne´ implementaci. Nejlepsˇı´ zpu˚sob jak zarucˇit kompatibilitu je nedeˇlat
zbytecˇne´ mezery a netvorˇit pra´zdne´ rˇa´dky. S mezerami si programy poradı´ veˇtsˇinou
tak, zˇe je ignorujı´ a vı´ceslovne´ hodnoty musı´ by´t vlozˇeny v uvozovka´ch. Ukazˇme si
jednoduchy´ prˇı´klad souboru.
; nemanipulujte se souborem dokud je aplikace spustena
[general]
name = user2
plevel = 2
language = czech
[options]
mouse = yes
invert = no
resolution = 1024x768
Vy´pis 2: Uka´zka pouzˇitı´ za´pisu v INI souboru
Tento forma´t opeˇt neobsahuje mozˇnost vytvorˇit si prˇedpis pro validaci. Oproti CSV
je ale mnohem prˇehledneˇjsˇı´ a snadno cˇitelny´ jak pro stroj, tak pro lidi. Le´pe se v neˇm
da´ nale´zt chyba. Velkou vy´hodou je podpora v mnoha programovacı´ch jazycı´ch. Existuje
parser Nini2 pro C#, pro jazyk C/C++ je to SDL Config3, pro Javu se jedna´ o knihovnu
ini4j4.Tyto na´m mohou zajistit pohodlnou pra´ci s se soubory forma´tu INI.
Pomocı´ tohoto forma´tumu˚zˇeme snadno konfigurovat aplikace a ukla´datmensˇı´ mnozˇ-
stvı´ dat. Pro ulozˇenı´ veˇtsˇı´ho objemu dat, stojı´ za zva´zˇenı´ jine´ pohodlneˇjsˇı´ a flexibilneˇjsˇı´
forma´ty.
2Vı´ce k Nini projektu na http://sourceforge.net/projects/nini
3SDL Config projekt – http://student.agh.edu.pl/˜ koshmaar/SDL Config
4Java API pro obsluhu Windows INI file forma´tu – http://ini4j.sourceforge.net
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3.3 Soubory typu XML
XML (eXtensible Markup Language) je znacˇkovacı´ jazyk. Znacˇkovacı´ jazyky jako takove´,
se vyuzˇı´vajı´ jizˇ po neˇkolik desı´tek let. „Asi prvnı´m zna´my´m znacˇkovacı´m jazykem byl
GML (GeneralizedMarkup Language), ktery´ vytvorˇili Charles Goldfarb, EdwardMosher
a Raymond Lorie prˇi pra´ci na syste´mu pro uchova´va´nı´ a na´sledne´ vyuzˇitı´ pra´vnı´ch textu˚
pro IBM.“[1, strana 13]
Po spojenı´ GML se standardnı´m forma´tovacı´m jazykem GenCode, vznikl roku 1986
jazyk SGML (Standard GeneralizedMarkup Language). Tento jazyk je velice obecny´ ama´
sˇiroky´ za´beˇr v mnoha oblastech. Jazyk pro tvorbu internetovy´ch stra´nek – HTML (Hyper
Text Markup Language) je pra´veˇ aplikacı´ jazyka SGML. Jazyk HTML je omezen prˇesny´m
pocˇtem znacˇek. Chybı´ mozˇnost definovat si vlastnı´ znacˇky. A toho se dosa´hlo pra´veˇ
vytvorˇenı´m jazyka XML a XHTML (mutace pra´veˇ pro tvorbu webu). Tyto jazyky byly
stvorˇeny vybra´nı´m nejdu˚lezˇiteˇjsˇı´ch a nejpouzˇı´vaneˇjsˇı´ch cˇa´stı´ jazyka SGML. Je du˚lezˇite´
mı´t na pameˇti, zˇe jazyku XML jde o vy´znam cˇa´stı´ textu, ne o vzhled, jak je tomu naprˇı´klad
u jazyka HTML.
Co si mu˚zˇeme pod tı´m vsˇı´m prˇedstavit? Jazyk XML na´m umozˇnˇuje cˇlenit text podle
nasˇich potrˇeb. Mu˚zˇeme zpracova´vat jaky´koliv text. At’uzˇ od jednoduche´ho katalogu CD,
na´kupnı´ho lı´stku, azˇ po ru˚zne´ tabulkove´ hodnoty. Vsˇe bude snadno cˇitelne´ a srozumitelne´
jak pro stroj, tak pro cˇloveˇka dı´ky hierarchicke´ stromove´ strukturˇe XML dokumentu.
Velikou vy´hodou je otevrˇenost tohoto forma´tu. Neza´visı´ na platformeˇ a ani na loka´lnı´ch
u´prava´ch na´stroju˚. Specifikace XML je vsˇude stejna´ [3].
I jednoduchou tabulku jako je tabulka (2), si mu˚zˇeme zobrazit velice snadno jako XML
dokument.
Os. cˇı´slo Prˇı´jmenı´ Jme´no Rocˇnı´k
M1021 Tisˇny´ Jan 1
M1022 Mala´sek Petr 3
M1023 Sˇt’astna´ Jarmila 1
Tabulka 2: Jednoducha´ tabulka studentu˚
<?xml version=”1.0” encoding=”utf−8”?>
<skola>
<student>
<id>M1021</id>
<prijmeni>Tisˇny´</prijmeni>
<jmeno>Jan</jmeno>
<rocnik>1</rocnik>
</student>
<student>
<id>M1022</id>
<prijmeni>Mala´sek</prijmeni>
<jmeno>Petr</jmeno>
<rocnik>3</rocnik>
</student>
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<student>
<id>M1023</id>
<prijmeni>Sˇt’astna´</prijmeni>
<jmeno>Jarmila</jmeno>
<rocnik>1</rocnik>
</student>
</skola>
Vy´pis 3: Tabulka studentu˚ v jazyce XML
Z vy´pisu (3) mu˚zˇeme videˇt, zˇe kazˇdy´ XML dokument zacˇı´na´ nutnou hlavicˇkou, urcˇu-
jı´cı´ ko´dova´nı´ dokumentu a samotnou verzi jazyka XML. Hlavicˇka mu˚zˇe obsahovat i dalsˇı´
na´lezˇitosti, jako naprˇı´klad sˇablonu znacˇek. Kazˇdy´ dokument da´le musı´ obsahovat pra´veˇ
jeden korˇenovy´ element. V nasˇem prˇı´padeˇ je to element <skola>. Elementy vnorˇene´ v
tomto elementu mohoumı´t jizˇ libovolny´ pocˇet duplicit. XML jazyk rozlisˇuje mala´ a velka´
pı´smena, tedy na´zvy elementu˚ <Student> a <student> nejsou totozˇne´ a budou bra´ny jako
dva ru˚zne´. V na´zvech elementu˚ se mohou vyskytovat i neobvykle´ znaky, jako naprˇı´klad
pomlcˇky a tecˇky (pokud ale nechceme mı´t potı´zˇe prˇi zpracovanı´ dokumentu, je lepsˇı´ se
teˇmto znaku˚m vyhnout).
Znacˇky - tagy, deˇlı´me na pa´rove´ a nepa´rove´. Pa´rove´ tagy mohou obsahovat dalsˇı´
vnorˇene´ elementy na rozdı´l od tagu˚ nepa´rovy´ch, ktere´ mohou samy o sobeˇ obsahovat
pouzemnozˇinu atributu˚. Vnasˇemprˇı´kladu se vyskytujı´ tagypouzepa´rove´ (majı´ zacˇı´najı´cı´
a ukoncˇovacı´ tag). Nepa´rovy´ tag by vypadal takto: <kos hrusky=”10”jablka=”10” />. Tedy
element kos ma´ dva atributy – hrusky a jablka, obojı´ o hodnoteˇ deset. Atributy jsou
vyuzˇı´va´ny k uprˇesneˇnı´ elementu. Tedy ne kazˇdy´ kosˇ musı´ obsahovat stejny´ pocˇet jablek
a hrusˇek. Atributy lze pouzˇı´t i u pa´rovy´ch tagu˚. Tam jsou definova´ny, vzˇdy v pocˇa´tecˇnı´m
tagu.
Jelikozˇ samotne´ XML na´s necha´ vyuzˇı´t tagu˚ naprosto dle nasˇı´ vu˚le, je vhodne´ cele´
spektrum neˇjak omezit. Vytvorˇit si neˇjakou sˇablonu pro pouzˇı´vane´ tagy. Ta na´m pomu˚zˇe
s validacı´ samotne´ho dokumentu a usnadnı´ tak spoustu pra´ce.
3.3.1 DTD
Definice typu dokumentu (DTD). Jedna´ se o sche´movy´ jazyk. Co znamena´ pojem sche´-
movy´ jazyk? Dı´ky sche´move´mu jazyku mu˚zˇeme nadefinovat novy´ znacˇkovacı´ jazyk.
Zjednodusˇeneˇ omezı´me kompletnı´ mnozˇinu znacˇek XML dokumentu na na´mi zvolene´,
ktere´ budou prˇesneˇ odpovı´dat nasˇı´ definovane´ specifikaci.
Historie vyuzˇitı´ DTD v XML se datuje te´meˇrˇ k pocˇa´tku pu˚sobenı´ XML. I kdyzˇ je
DTD v dnesˇnı´ dobeˇ povazˇova´no za vı´ce nezˇ zastarale´, sta´le je masivneˇ podporova´no a
vyuzˇı´va´no. V dnesˇnı´ dobeˇ je vsˇak nahrazeno jizˇ pokrocˇilejsˇı´mi sche´movy´mi jazyky, jako je
XML Schema. DTD samo o sobeˇ nema´ prˇı´lisˇ mozˇnostı´ oproti teˇmto mladsˇı´m na´stupcu˚m.
Velice za´vazˇny´m nedostatkem DTD je zˇa´dna´ podpora jmenny´ch prostoru˚. Prˇi rozsa´h-
ly´ch XML dokumentech tak mu˚zˇeme mı´t spoustu proble´mu˚. Mezi dalsˇı´ velice du˚lezˇite´
nedostatky patrˇı´ nemozˇnost popisovat datove´ typy. Nelze tak rozlisˇit za´kladnı´ datove´
typy pouzˇı´vane´ v objektove´m zpracova´nı´ a mnohdy na´m to tak mu˚zˇe zbytecˇneˇ ztı´zˇit
pra´ci, kterou bychom usˇetrˇili dı´ky osˇetrˇenı´ datovy´ch typu˚ jizˇ v XML dokumentu.
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3.3.1.1 Prova´za´nı´ DTD a XML dokumentu
Existujı´ dveˇ mozˇnosti, jak prova´za´nı´ dosa´hnout. Lze naprˇı´klad definovat DTD prˇı´mo
v dane´m XML dokumentu. Toho se veˇtsˇinou nevyuzˇı´va´, nebot’prˇi vyuzˇitı´ stejne´ho DTD
ve veˇtsˇı´mmnozˇstvı´ dokumentu˚, jde o ply´tva´nı´ prostorem.Mnohem sˇikovneˇjsˇı´ je umı´steˇnı´
DTD v externı´m souboru (nejcˇasteˇji s prˇı´ponou .dtd). Dı´ky tomuto rˇesˇenı´, mu˚zˇeme stejne´
DTD vyuzˇı´t v neˇkolika dokumentech nara´z a prˇi u´praveˇ DTD, stacˇı´ pozmeˇnit specifikaci
pouze v dane´m externı´m souboru.
Prova´za´nı´ pomocı´ externı´ho souboru se prova´dı´ takto:
<!DOCTYPE koren SYSTEM ”jmeno souboru.dtd”>
Pomocı´ tohoto tagu, na´sledujı´cı´ho bezprostrˇedneˇ po hlavicˇce dokumentu, tedy nacˇteme
DTD z externı´ho souboru. Vsˇimneˇme si take´ slova ”koren”v tomto za´pisu. Na tomto
mı´steˇ musı´ by´t vzˇdy vlozˇen na´zev korˇenove´ho tagu dane´ho XML dokumentu.
Druhou mozˇnostı´ je vlozˇenı´ DTD specifikace prˇı´mo do dane´ho XML dokumentu, to
se prova´dı´ na´sledujı´cı´m zpu˚sobem:
<!DOCTYPE koren [
. . . .zde jsou DTD specifikace. . .
]>
Existuje zde i dalsˇı´ zajı´mava´ mozˇnost a to kombinace obou prˇedchozı´ch. Tedy speci-
fikace pomocı´ externı´ho DTD souboru s rozsˇı´rˇenı´m te´to specifikace prˇı´mo v dane´m XML
dokumentu. Toho docı´lı´me tı´mto zpu˚sobem:
<!DOCTYPE koren SYSTEM ”jme´no souboru.dtd” [
. . . .zde jsou rozsˇirˇujı´cı´ DTD specifikace. . .
]>
3.3.1.2 Deklarace
Deklarovat mu˚zˇeme hned cˇtyrˇi ru˚zne´ typy:
• elementy
• atributy
• entity
• notace
My si zde lehce prˇiblı´zˇı´me deklaraci elementu˚ a atributu˚, protozˇe jde o nejcˇasteˇji
pouzˇı´vane´ prvky.O zbyly´ch semu˚zˇeme snadnodozveˇdeˇt vı´ce na internetovy´ch stra´nka´ch
organizace W3C, kde lze nale´zt i sˇikovne´ tutoria´ly pro uvedenı´ do dane´ problematiky.
Deklarace elementu ma´ jednoduchy´ tvar :
<!ELEMENT na´zev obsah>
13
Na´zev elementu musı´ zacˇı´nat pı´smenem, ale na´sledujı´cı´ znaky mohou by´t libovolne´,
za´lezˇı´ vsˇak na velikosti pı´smen. Obsah na´m rˇı´ka´, co element mu˚zˇe obsahovat. Nejle´pe
na´m k vysveˇtlenı´ poslouzˇı´ maly´ prˇı´klad (4). Vsˇimneˇme si notace jako u regula´rnı´ch
vy´razu˚. Symboly ”?, *, +” vyjadrˇujı´ pocˇet vy´skytu˚. Otaznı´k znamena´, zˇe je vy´skyt
nepovinny´, znak plus znamena´ vy´skyt alesponˇ jednou a hveˇzdicˇka znamena´ libovolny´
pocˇet opakova´nı´. Bez pouzˇitı´ teˇchto znaku˚ definujeme vy´skyt pra´veˇ jednou.
Vesˇkere´ dalsˇı´ deklarace by meˇly by´t srozumitelne´ z komenta´rˇu˚ v dane´ uka´zce. Je
trˇeba poznamenat , zˇe definice ANY se prˇı´lisˇ cˇasto nevyuzˇı´va´, protozˇe je trosˇku v rozporu
s u´cˇelem vylisova´nı´. Definice je prˇı´lisˇ benevolentnı´ a prˇida´ hodneˇ pra´ce prˇi zpracova´nı´
dokumentu. Doporucˇuje se jejı´mu pouzˇitı´ spı´sˇe vyhnout.
<!−− element ”jedna” nesmı´ nic obsahovat −−>
<!ELEMENT jedna EMPTY>
<!−− element ”dve” mu˚zˇe obsahovat jak text, tak jine´ elementy −−>
<!ELEMENT dve ANY>
<!−− element ”tvary” obasahuje jeden element ”kruh” a jeden element ”ctverec” −−>
<!ELEMENT tvary (kruh, ctverec)>
<!−− element ”tvar” obsahuje bud’ element ”kruh”, nebo element ”ctverec” −−>
<!ELEMENT tvar (kruh | ctverec)>
<!−− element ”kniha” obsahuje element ”nazev”, libovolny´ pocˇet elementu˚ ”autor”, alesponˇ jeden
element ”kapitola” a mu˚zˇe obsahovat element ”stran”−−>
<!ELEMENT kniha (nazev, autor∗, kapitola+, stran?)>
<!−− element ”text” obsahuje pouze text −−>
<!ELEMENT text (#PCDATA)>
Vy´pis 4: DTD definice elementu˚
Pouze nadefinovane´ elementy by na´m stacˇily u jednoduche´ho dokumentu. Veˇtsˇinou
chceme samotne´ elementy uprˇesnit vı´ce. K tomu na´m slouzˇı´ Atributy. Atributy a jejich
obsah mu˚zˇeme v DTD definovat podobneˇ jako elementy. Vsˇechny atributy pro dany´
element se definujı´ za pomoci jednoho prˇı´kazu ATTLIST (list atributu˚). Jeho prˇedpis je:
<!ATTLIST na´zev elementu deklarace atributu˚>
Deklarace atributu se skla´da´ z jeho na´zvu, typu, standardnı´ hodnoty a prˇı´padneˇ
jeho povinnosti. U na´zvu platı´ to same´, co u na´zvu˚ elementu˚. Typ atributu probereme
pozdeˇji. Definova´nı´ standardnı´ hodnoty a zvla´sˇteˇ povinnosti atributu je du˚lezˇite´ a mu˚zˇe
velice pomoci prˇi validaci. Usˇetrˇı´ programa´torovi prˇi implementaci hodneˇ pra´ce. Obecneˇ
vsˇechny mozˇne´ chyby, ktere´ lze odhalit jizˇ validacı´, usˇetrˇı´ spoustu pra´ce.
Kompletnı´ prˇedpis i s jednoduchy´m prˇı´kladem mu˚zˇe vypadat takto:
<!ATTLIST na´zev elementu na´zev atributu typ atributu default hodnota>
<!−− Prˇı´klad deklarace atributu −−>
<!ATTLIST literaura typ CDATA ”naucna”>
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<!−− Uka´zka v XML −−>
< literatura typ=”naucna” />
Mohli jsme si vsˇimnou typu CDATA. Jde asi o nejobecneˇjsˇı´ typ atributu. Dı´ky neˇmu
mu˚zˇeme by´t hodnotou atributu libovolny´ textovy´ rˇeteˇzec. Samozrˇejmeˇ ma´me ale k dis-
pozici celou rˇadu typu˚ atributu, jak mu˚zˇeme videˇt v tabulce (3).
Typ Popis typu atributu
CDATA Textovy´ rˇeteˇzec.
(en1—en2—...) Enumerace - hodnota musı´ by´t z dane´ nabı´dky.
ID Hodnota unika´tnı´ho id v cele´m dokumentu.
IDREF Hodnota id jine´ho elementu v dokumentu.
IDREFS Seznam id jiny´ch elementu˚ v dokumentu.
NMTOKEN Hodnotou je jedno slovo (stejne´ omezenı´ jako ve jme´nech elementu˚
a atributu˚).
NMTOKENS Vı´ce slov oddeˇleny´ch mezerou, vyhovujı´cı´ch definici NMTOKEN.
ENTITY Jme´no entity.
ENTITIES Seznam jmen entit.
NOTATION Hodnotou je jme´no notace.
xml: Hodnota je prˇedefinovana´ xml hodnota.
Tabulka 3: Prˇehled mozˇny´ch typu˚ atributu˚ v DTD
Vy´znamy CDATA, NMTOKEN poprˇı´padeˇ NMTOKENS jsou si hodneˇ podobne´ a z tabulky
jasneˇ cˇitelne´. Chceme-li naprˇı´klad u atributu „va´ha“ definovat hodnotu v kilogramech,
je nejvhodneˇjsˇı´ vyuzˇı´t NMTOKEN a hodnotu „10kg“ snadno nadefinujeme. Vzˇdy bude
ocˇeka´va´no pouze jedno slovo.
Typy ID, IDREFa IDREFS se pouzˇı´vajı´ k odkazu˚m v ra´mci dokumentu. Toho lze
velice sˇikovneˇ vyuzˇı´t s pouzˇitı´m naprˇı´klad jazyka XPath. Dı´ky neˇmumu˚zˇeme jednodusˇe
prova´deˇt dotazy nad dokumentem. Zde se nebudeme touto problematikou zaobı´rat.
Specifikaci jazyka XPath nalezneme na te´to internetove´ adrese5.
ENTITY a ENTITIES typy slouzˇı´ k ulehcˇenı´ pra´ce. Pouzˇı´vajı´ se v prˇı´padeˇ, kdy atribut
obsahuje jako jme´no hodnotu entity.
Entity jsou promeˇnne´ obsahujı´cı´ text nebo specia´lnı´ znaky. Velike´ vyuzˇitı´ majı´ prˇi
vkla´da´nı´ stejne´ho u´seku textu na vı´ce mı´stech v dokumentu. Jsou dva typy entit - internı´
a externı´. Internı´ mu˚zˇeme definovat prˇı´mo a externı´ nacˇı´ta´me z jine´ho souboru. Jak se to
prova´dı´ si uka´zˇeme na jednoduche´m prˇı´kladu:
<!−−Prˇedpis internı´ entity. −−>
<!ENTITY jme´no entity ”hodnota entity”>
<!−−Prˇedpis externı´ entity. −−>
<!ENTITY jme´no entity SYSTEM ”URI/URL”>
5Specifikace jazyka XPath - http://www.w3.org/TR/xpath20/
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<!−−Uka´zka obou typu˚ definic. −−>
<!ENTITY nazev ”Dobra´ kniha.”>
<!ENTITY autor SYSTEM ”http://nejaka adresa/autori.dtd”>
<!−− Uka´zka v XML, vsˇimneˇme si vola´nı´ entit. −−>
<kniha>&nazev;&autor;</kniha>
Jesˇteˇ jsme zde nerozvedli poslednı´ du˚lezˇitou definici atributu a to standardnı´ hodnotu
(default-value). Ta mu˚zˇe naby´vat hodnot podle tabulky (4).
Hodnota Popis
value Defaultnı´ hodnota atributu.
#REQUIRED Atribut je povinny´.
#IMPLIED Atribut nenı´ povinny´.
#FIXED value Atribut ma´ pouze fixnı´ definovanou hodnotu.
Tabulka 4: Prˇehled mozˇny´ch dafaultnı´ch hodnot atributu˚ v DTD
Jak vidı´me, nejedna´ se o zˇa´dne´ slozˇite´ definice. Bud’ se k atributu vlozˇı´ defaultnı´
hodnota, ale ta nemusı´ by´t pouzˇita, nebo se rˇekne zˇe atribut je povinny´ (musı´me zadat
hodnotu), cˇi nepovinny´ (nemusı´me zadat hodnotu). Poslednı´ prˇı´pad s fixnı´ hodnotou by
se dal vysveˇtlit jako pouzˇitı´ konstanty. Atribut nemu˚zˇe mı´t jinou hodnotu nezˇ standardnı´.
Ve vy´pise (5) mu˚zˇeme videˇt komplexnı´ prova´za´nı´ definic elementu˚ spolu s definicemi
atributu˚. Je uveden i kra´tky´ prˇı´klad validnı´ho XML dokumentu pro takto definovane´
DTD.
<!−− Definice elementu˚ a jejich atributu˚ . −−>
<!ELEMENT seznam ( firma∗ )>
<!ELEMENT firma ( zamestnanec∗ )>
<!ELEMENT zamestnanec EMPTY>
<!ATTLIST zamestnanec
id NMTOKEN #REQUIRED
jmeno CDATA #REQUIRED
oddeleni (IT |UCETNI) ”IT”>
<!ATTLIST firma
ico NMTOKEN #REQUIRED
zamestnancu CDATA #IMPLIED>
<!−− Prˇı´klad validnı´ho XML dokumentu. −−>
<seznam>
<firma ico=”111” zamestnancu=”1”>
<zamestnanec id=”1” jmeno=”Petr Rybka” oddeleni=”IT” />
</firma>
<firma ico=”112”>
<zamestnanec id=”1” jmeno=”Pavel Smutny´” oddeleni=”IT” />
<zamestnanec id=”2” jmeno=”Jan Koprˇiva” oddeleni=”UCETNI” />
</firma>
</seznam>
Vy´pis 5: DTD uka´zka komplexnı´ definice elemntu˚ a atributu˚
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3.3.2 XSD
Oproti DTD je sche´movy´ jazykW3CXMLSchemanebo te´zˇ XSD (XMLSchemaDefinition)
nejvı´ce vyuzˇı´vany´m sche´movy´m jazykem. Odstranˇuje nevy´hody DTD a dodrzˇuje na
rozdı´l od DTD konvenci XML. To znamena´, zˇe ho lze naprˇı´klad validovat proti sobeˇ
same´mu. Da´le plneˇ podporuje jmenne´ prostory a specifikace atributu˚ a elementu˚ mu˚zˇe
by´t opravdu dosti prˇı´sna´. To je samozrˇejmeˇ dalsˇı´ plus.
XSD se pouzˇı´va´ od roku 2000 a momenta´lneˇ ve verzi 1.0. Sta´le se aktivneˇ pracuje
na verzi 1.1 a vı´ce informacı´ o te´to chystane´ verzi mu˚zˇeme nale´zt na internetovy´ch
stra´nka´ch6.
3.3.2.1 Prova´za´nı´ XSD a XML dokumentu
Oproti DTD je prova´za´nı´ XSD souboru (veˇtsˇinou prˇı´pona .xsd) a XML dokumentu
slozˇiteˇjsˇı´. Definice se prova´dı´ v korˇenove´m elementu XML dokumentu. Ma´me-li XSD
soubor bez jmenne´ho prostoru, je prˇehlednost te´to definice jesˇteˇ slusˇna´. Definujeme-li
za´rovenˇ jmenny´ prostor, nebo dokonce vı´ce jmenny´ch prostoru˚, pak je definice prova´za´nı´
velice neprˇehledna´. Avsˇak je to pouzemala´ cena za vy´hody, ktere´ na´m to prˇina´sˇı´. Mu˚zˇeme
tak nadefinovat hned neˇkolik XSD souboru˚ najednou. Jak prova´za´nı´ vypada´, vidı´me ve
vy´pise (6). Druhy´ prˇı´klad byl prˇevzat z tutoria´lu W3C Schools7. Dı´ky tomu je mozˇne´
v uka´zce videˇt definici pra´veˇ jejich jmenne´ho prostoru. Mu˚zˇe vsˇak by´t i jiny´ neevidovany´
oficia´lneˇ [4].
<!−− Prova´za´nı´ bez jmenne´ho prostoru. −−>
<nazev korenoveho elementu
xmlns:xsi=”http: // www.w3.org/2001/XMLSchema−instance”
xsi:noNamespaceSchemaLocation=”nazev souboru.xsd”>
<!−− Prova´za´nı´ spolu se jmenny´m prostorem. −−>
<nazev korenoveho elementu
xmlns=”http: //www.w3schools.com”
xmlns:xsi=”http: // www.w3.org/2001/XMLSchema−instance”
xsi:schemaLocation=”http://www.w3schools.com nazev souboru.xsd”>
Vy´pis 6: Prova´za´nı´ XSD a XML dokumentu
3.3.2.2 Deklarace
Deklarovat XSD se da´ neˇkolika zpu˚soby. Popı´sˇeme si nejjednodusˇsˇı´ a nejprˇehledneˇjsˇı´
(pozor rozhodneˇ ne neju´sporneˇjsˇı´) metodu. Deklarovat budeme od teˇch nejjednodusˇsˇı´ch
soucˇa´stı´ XML dokumentu a propracujeme se azˇ na nejvysˇsˇı´ hladinu [2].
Nejdrˇı´ve se definujı´ atributy a nepra´zdne´ koncove´ elementy. Vytvorˇı´me tak nove´,
jednoduche´ datove´ typy. Ty budeme postupneˇ skla´dat do slozˇeny´ch datovy´ch typu˚ tak
dlouho, azˇ se dostaneme ke korˇenove´mu elementu XML dokumentu. Nenı´ to tedy nic
slozˇite´ho.
6Vy´voj XSD verze 1.1 - http://www.w3.org/XML/Schema#dev
7XML Schema Tutorial - http://www.w3schools.com/Schema/schema howto.asp
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XSD ma´ jednoduchy´ datovy´ typ xs:simpleType a slozˇeny´ datovy´ typ
xs:complexType. Samozrˇejmeˇ slozˇeny´ datovy´ typ se skla´da´ pra´veˇ z typu˚ jednoduchy´ch.
Ze vsˇeho nejdrˇı´ve se podı´va´me na definici elementu˚ ve vy´pise (7).
<?xml version=”1.0”?>
<!−− Povinna´ definice. −−>
<xs:schema xmlns:xs=”http://www.w3.org/2001/XMLSchema”>
<!−− Definice firmy. −−>
<xs:element name=”firma”>
<xs:complexType>
<xs:sequence>
<xs:element name=”nazev” type=”xs:string”/>
<xs:element name=”adresa” type=”xs:string”/>
<xs:element name=”telefon” type=”xs:string”/>
</xs:sequence>
</xs:complexType>
</xs:element>
</xs:schema>
<!−− Vy´sledny´ XML dokument. −−>
<firma>
<nazev>JmenoFirmy</nazev>
<adresa>Ostrava. . .</adresa>
<telefon>111−111−111</telefon>
</firma>
Vy´pis 7: XSD definice elementu
Jak je videˇt, pro na´sˇ maly´ XML dokument je XSD veˇtsˇı´ nezˇ dokument samotny´. XSD
se snazˇı´ by´t hodneˇ komplexnı´ a bohuzˇel dı´ky tomu je take´ velice popisny´.
Ve vy´pise (7) si mu˚zˇe vsˇimnout definice elementu pomocı´ xs:element. Prˇı´klad na´m
ukazuje, zˇe elementfirma je slozˇeny´m typemobsahujı´cı´mdalsˇı´ elementy.xs:sequence
definuje prˇesne´ porˇadı´ elementu˚ v neˇm uvedeny´ch (nazev, adresa, telefon). Typ
xs:string znamena´, zˇe element obsahuje jako hodnotu rˇeteˇzec. Tento typ patrˇı´ mezi
za´kladneˇ definovane´ typy. Teˇchto typu˚, jak mu˚zˇeme videˇt na obra´zku (1), je znacˇne´
mnozˇstvı´. Definujı´ rˇeteˇzcove´ hodnoty, cˇı´selne´, logicke´, cˇasove´ a dalsˇı´. V prˇı´kladech pouzˇi-
jeme pouze neˇkolik nejbeˇzˇneˇjsˇı´ch, o zbytku a jejich pouzˇitı´ se mu˚zˇeme docˇı´st v referencˇnı´
prˇı´rucˇce [5].
Deklarace atributu˚, takte´zˇ vyuzˇı´va´ teˇchto typu˚ a prˇida´va´ neˇkolikmozˇnostı´ restrikcı´. Ty
na´m pomohou prˇesneˇ specifikovat dany´ rozsah hodnot jednotlivy´ch atributu˚. Samozrˇej-
mostı´ je mozˇnost vza´jemne´ kombinace neˇkolika restrikcı´. Mozˇnosti restrikcı´ jsou:
• omezenı´ pocˇtu znaku˚
• omezenı´ pomocı´ regula´rnı´ho vy´razu
• omezenı´ vy´cˇtem hodnot
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Obra´zek 1: Prˇehled za´kladnı´ch XSD typu˚
• definice cˇı´selne´ho rozsahu
• definice pocˇtu desetinny´ch mı´st
• definice pocˇtu mı´st celocˇı´selne´ hodnoty
Ve vy´pise (8) mu˚zˇeme videˇt jednoduchou definici neˇkolika atributu˚ a jejich celkove´
prova´za´nı´ v ra´mci dokumentu. Vsˇimneˇme si ru˚zny´ch typu˚ restrikcı´, jako naprˇı´klad
totalDigits (rozsah bude 0 - 999), lenght (rˇeteˇzec bude mı´t de´lku maxima´lneˇ 25
znaku˚) a enumeration (rˇeteˇzec bude naby´vat pouze dany´ch vy´cˇtovy´ch hodnot). V prˇı´-
padeˇ slozˇene´ho typu pomocı´ use definujeme povinnost atributu a u definice elementu
zamestnanecdefinujeme pomocı´minOccurs amaxOccurs, zˇe vy´skyt tohoto elementu
musı´ by´t minima´lneˇ jednou, ale mu˚zˇe se opakovat nescˇetneˇkra´t.
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<!−− Povinna´ definice. −−>
<xs:schema xmlns:xs=”http://www.w3.org/2001/XMLSchema”>
<!−− Definice atributu˚. −−>
<xs:simpleType name=”idType”>
< xs:restriction base=”xs:nonNegativeInteger”>
<xs:totalDigits value=”3” />
</ xs:restriction >
</xs:simpleType>
<xs:simpleType name=”jmenoType”>
< xs:restriction base=”xs:string”>
<xs:lenght value=”25” />
</ xs:restriction >
</xs:simpleType>
<xs:simpleType name=”oddeleniType”>
< xs:restriction base=”xs:string”>
<xs:enumeration value=”IT” />
<xs:enumeration value=”UCETNI” />
</ xs:restriction >
</xs:simpleType>
<!−− Definice slozˇene´ho typu zamestnanec. −−>
<xs:complexType name=”zamestnanecType”>
<xs:attribute name=”id” type=”idType” use=”required” />
<xs:attribute name=”jmeno” type=”jmenoType” use=”required” />
<xs:attribute name=”oddeleni” type=”oddeleniType” use=”required” />
</xs:complexType>
<!−− Definice firmy. −−>
<xs:element name=”firma”>
<xs:complexType>
<xs:sequence>
<xs:element name=”zamestnanec” type=”zamestnanecType” minOccurs=”1”
maxOccurs=”unbounded” />
</xs:sequence>
</xs:complexType>
</xs:element>
</xs:schema>
<!−− Prˇı´klad validnı´ho XML dokumentu. −−>
<firma>
<zamestnanec id=”1” jmeno=”Petr Rybka” oddeleni=”IT” />
</firma>
Vy´pis 8: XSD komplexnı´ prˇı´klad
Opeˇt lze videˇt, zˇe i na naprosto jednoduchy´ dokument s pa´r elementy a atributy, je
XSD soubor pomeˇrneˇ rozsa´hly´. Uka´zali jsme si zde pouze jednoduche´ rˇesˇenı´, shrnutı´ cele´
problematiky je prˇı´lisˇ rozsa´hle´. Vı´ce v literaturˇe [4, 5] a na internetovy´ch stra´nka´ch W3C.
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3.4 Soubory vlastnı´ho typu
Samozrˇejmeˇ se mu˚zˇeme rozhodnout nevybrat si zˇa´dny´ z drˇı´ve zmı´neˇny´ch typu˚ a vytvo-
rˇı´me si vlastnı´.Tento zpu˚sob ma´ sve´ vy´hody a za´rovenˇ nevy´hody. Mezi vy´hody patrˇı´, zˇe
si vytvorˇı´me typ, ktery´ prˇesneˇ potrˇebujeme. Mu˚zˇeme si k neˇmu take´ vytvorˇit sˇablonu pro
jeho definici.
Bohuzˇel nevy´hod je cela´ rˇada. Musı´me si cely´ typ naspecifikovat a musı´me vytvorˇit
jeho obsluhu pomocı´ neˇktere´ho z programovacı´ch jazyku˚ kompletneˇ od zacˇa´tku. Sa-
mozrˇejmeˇ, pokud budeme chtı´t vyuzˇı´t neˇjake´ho valida´toru, budeme si jej muset udeˇlat.
Musı´me take´ kazˇde´ho, kdo snı´mprˇijdedo styku, s tı´mto typemnaucˇit pracovat.Cely´ tento
proces je prˇı´lisˇ cˇasoveˇ na´rocˇny´ a vybrat si z jizˇ existujı´cı´ch typu˚, je mnohem jednodusˇsˇı´
a pohodlneˇjsˇı´ volba. Jednak jsou vsˇeobecneˇ zna´me´ a take´ velice rozsa´hle podporovane´.
Cozˇ je zvla´sˇteˇ prˇi programove´ implementaci nespornou vy´hodou.
I prˇes to vsˇe jsou sta´le situace, kdy se tvorba vlastnı´ho typu vyplatı´ a meˇli bychom
alesponˇ zva´zˇit, zda tento zpu˚sob nevyuzˇı´t.
3.5 Shrnutı´
Uka´zali jsme si souborove´ typy INI, CSV a XML. Zmı´nili jsme take´ mozˇnost tvorby
vlastnı´ho datove´ho typu.
Vzhledem k povaze zpracova´vany´ch dat byl pro zpracova´nı´ zvolen typ XML. Vybra´n
byl pro svou prˇehlednou strukturu a rozsˇı´rˇenou podporu v programovacı´ch jazycı´ch.
Mnozˇstvı´ dat by prˇi tom nemeˇlo by´t natolik velike´, aby zpracova´nı´ XML souboru cˇinilo
potı´zˇe. Pro jeho definici jsme pouzˇili DTD. I kdyzˇ DTD nynı´ prakticky uvolnilo mı´sto
XSD, sta´le se hodı´ pro definici jednoduchy´ch dokumentu˚, jaky´mi protokoly dat z vy´robnı´
linky bezesporu jsou. Dı´ky DTD, mu˚zˇeme dokumenty validovat a usˇetrˇit si tak spoustu
pra´ce vytva´rˇenı´m kontroly pro jine´ typy (i kdyzˇ jine´ typy by byly u´sporneˇjsˇı´ z hlediska
pouzˇite´ho diskove´ho prostoru).
Podkapitola 3.3 byla rozsa´hla´ pra´veˇ z du˚vodu vy´beˇru tohoto typu a k lepsˇı´mu
pochopenı´ spolupra´ce XML se sche´movy´mi jazyky.
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4 Zpu˚soby prˇenosu souboru˚
V prˇedchozı´ kapitole jsme se zaby´vali vy´beˇrem vhodne´ho typu datove´ho souboru. Data
ulozˇena´ v tomto souboru musı´me vhodny´m zpu˚sobem odeslat z pocˇı´tacˇe, na ktere´m beˇzˇı´
EI, do EI serveru. Tı´mto se zaby´va´ tato kapitola.
Obecneˇ ma´me dveˇ varianty zpu˚sobu prˇenosu. Metodu PUSH ametodu PULL. Kazˇda´
ma´ sve´ vy´hody a kazˇda´ se hodı´ na neˇco jine´ho. Pokusı´me se zde rozebrat jejich za´kladnı´
prˇednosti. Podı´va´me se na jejich vy´hody, nevy´hody, potrˇeby instalace a administrace.
Tento rozbor se vztahuje prˇı´mo k zamy´sˇlene´ aplikaci.
4.1 PUSH prˇı´stup
Jde asi o nejcˇasteˇji vyuzˇı´vany´ prˇı´stup. Server jednotliveˇ prˇistupuje ke klientu˚m (vy´robnı´m
PC) a bere si potrˇebna´ data. Ty jsou u klienta neˇkde ulozˇeny na HDD. Jelikozˇ server
podobny´m prˇı´stupem nemu˚zˇe bra´t ze vsˇech klientu˚ najednou, musı´ je postupneˇ vybrat
a data si vzı´t. Tato metoda ma´ vyuzˇitı´, pokud nechceme mı´t data k dispozici zrovna
okamzˇiteˇ.
Vy´hody:
• Zˇa´dne´ fronty - server by si sa´m bral data dle vlastnı´ potrˇeby.
• Na klientske´m pocˇı´tacˇi by nemusela beˇzˇet zˇa´dna´ slozˇita´ aplikace a tak by byl mi-
nima´lneˇ zateˇzˇova´n. Pokud ano, pak jen jednou za urcˇity´ cˇas, cozˇ by sˇetrˇilo jeho
zatı´zˇenı´.
• V dobeˇ mezi zpracova´nı´m dat, by aplikace na serveru vyvı´jela prakticky minima´lnı´
aktivitu na vy´robnı´ch PC zˇa´dnou.
Nevy´hody:
• Data nejsou okamzˇiteˇ uzˇivateli k dispozici.
• Samotny´ proces prˇı´jmu dat od klientu˚ a jejich zpracova´nı´ mu˚zˇe by´t zdlouhave´ prˇi
veˇtsˇı´m objemu dat, cˇi velke´m mnozˇstvı´ klientu˚.
• V cˇase mezi zpracova´nı´m dat, by aplikace na serveru vyvı´jela prakticky minima´lnı´
aktivitu na vy´robnı´ch PC zˇa´dnou.
• V dobeˇ zpracova´nı´ mu˚zˇe aplikace zabrat hodneˇ z vy´konu serveru. Pokud je server
pouzˇı´va´n vı´ce aplikacemi, mohl by nastat proble´m.
• Pokud by se z neˇjake´ prˇı´cˇiny na delsˇı´ dobu prˇerusˇilo spojenı´ serveru a klienta, klient
prˇesto da´l strˇa´dal data, mohl by nastat proble´m prˇi na´sledne´m zpracova´nı´. Za´soba
dat k prˇenesenı´ by mohla by´t tak velka´, zˇe by se za celou periodu nemuselo podarˇit
prˇene´st vsˇechna data ze vsˇech klientu˚. Situace by se dala rˇesˇit tak, zˇe by server
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prˇerusˇil download dat z aktua´lnı´ho PC a zacˇal zase od prvnı´ho PC. Prˇedpokladem
je, zˇe by se jednalo o opravdu extre´mnı´ prˇı´pad a perioda sbeˇru dat by byla opravdu
kra´tka´.
Instalace:
• Na serveru bude potrˇeba aplikace, ktera´ bude rˇı´dit prˇipojenı´ ke klientske´mu PC,
bude prˇena´sˇet data a dany´m zpu˚sobem je evidovat (at’uzˇ v souboru nebo v DB).
• Na klientske´m PC bude muset by´t nainstalova´na jednoducha´ aplikace pro komu-
nikaci se serverem, ale v prˇı´padeˇ jednoduche´ sı´t’ove´ aplikace bymohla by´t porusˇena
multiplatformnost. Jednou z dalsˇı´ch variant pro komunikaci je FTP.
Jelikozˇ by se data vybı´rala v urcˇity´ch cˇasovy´ch u´secı´ch, bylo by vhodne´ mı´t na
klientske´m PC urcˇitou repository, kde by se data skladovala v souborech. Pro jednodusˇsˇı´
zpracova´nı´ by bylo nejvhodneˇjsˇı´ data rozdeˇlit na vı´ce maly´ch souboru˚. Pokud by bylo
trˇeba mı´t pro jistotu data za´lohova´ny na klientske´m PC, byly by vhodne´ repository dveˇ.
Z jedne´ by se data cˇetla, zpracova´vala a jakmile by byla v porˇa´dku ulozˇena na serveru,
soubor by se prˇesunul do druhe´ repository (na mı´sto za´lohy). Sˇlo by o frontu, ktera´ by
se zpracova´vala, dokud by prvnı´ repositora nebyla u´plneˇ pra´zdna´. Server by se po te´
odpojil a pokracˇoval ve stejne´ procedurˇe s dalsˇı´m klientsky´m PC.
Jak cˇasto data vybı´rat? To by za´lezˇelo na pocˇtu klientsky´ch stanic, pru˚meˇrne´ dobeˇ
trva´nı´ vy´robnı´ch procedur plus neˇjaka´ cˇasova´ rezerva na zpracova´nı´.
Server by urcˇiteˇ meˇl kontrolovat zda data, jezˇ dostal, jsou korektnı´. At’uzˇ fyzicky, tak
syntakticky.
V prˇı´padeˇ vadny´ch dat, by se meˇl server pokusit o jejich znovuprˇenesenı´. A pokud
proble´my prˇetrvajı´, na chybu se musı´ upozornit a zane´st ji do logu. Cele´ monitorova´nı´ by
bylo na straneˇ serveru.
Tento zpu˚sob bymeˇl by´t spolehlivy´, protozˇe samotne´ spojenı´ serveru a klienta nebude
prˇı´lisˇ dlouhe´, to zmensˇuje pravdeˇpodobnost jeho selha´nı´. Aplikace by se meˇla snazˇit o
znovuprˇenesenı´ dat v prˇı´padeˇ neˇjake´ za´vady. V prˇı´padeˇ, zˇe by se nedarˇilo vu˚bec nava´zat
spojenı´, meˇl by se o to server pokusit vı´cekra´t. Pokud ani pak neuspeˇje, pokusı´ se o prˇenos
v dalsˇı´ periodeˇ.
4.2 PULL prˇı´stup
Tento zpu˚sob prˇı´stupu funguje na naprosto odlisˇne´m principu nezˇ zpu˚sob prˇı´stupu
PUSH. Klienstske´ stanice samy nabı´zejı´ data serveru. Ten si je prˇebı´ra´ a da´le je zpracuje.
Takto se mohou data odesı´lat hned jakmile jsou k dispozici. Dalo by se rˇı´ci v rea´lne´m cˇase
(to je ale spı´sˇe optimisticke´ tvrzenı´).
Vy´hody:
• Mozˇnost te´meˇrˇ okamzˇite´ho zpracova´nı´ dat.
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• Cˇaste´ odesı´la´nı´ maly´ch u´seku˚ vede k rychle´mu zpracova´nı´.
• Mozˇnost vyuzˇı´t webove´ sluzˇby.
Nevy´hody:
• Nutnost rˇesˇit situaci fronty, kdy vı´ce klientu˚ chce nabı´zet data ve stejnou dobu
(neˇkdy je programoveˇ osˇetrˇena sama).
• Cˇasta´ komunikace mezi serverem a klientem.
• Neprˇetrzˇite´ vyuzˇitı´ urcˇite´ cˇa´sti vy´konu klienta pro aplikaci hlı´dajı´cı´ nova´ data a ko-
munikujı´cı´ se serverem.
• Prˇi vyuzˇitı´ FTP by byla komunikace slozˇiteˇjsˇı´, pokud by dosˇel soubor s vadny´mi
daty, protozˇe by se opeˇt musela kontaktovat aplikace u klienta, aby dany´ soubor
znova poslala. Komunikace by tedy byla hustsˇı´.
Instalace:
• Aplikace pro zpracova´nı´ dat na serveru.
• Aplikace pro komunikaci se serverem - na klientske´m PC.
• Aplikace pro zajisˇteˇnı´ beˇhu webovy´ch sluzˇeb na serveru (v prˇı´padeˇ jejich pouzˇitı´).
• (V prˇı´padeˇ vyuzˇitı´ FTP, jeho instalace na server.)
Jakmile by klient dostal potrˇebna´ data, vytvorˇil by z nich soubor, upozornil by server
a soubor mu prˇedal. Server by soubor zpracoval, v prˇı´padeˇ chybne´ho zpracova´nı´, by
si vyzˇa´dal soubor znovu a pokusil se jej znova prˇene´st. Pokud by vsˇe bylo v porˇa´dku,
soubor by se u klienta za´lohoval. A aktivnı´ komunikace by se ukoncˇila.
V prˇı´padeˇ vyuzˇitı´ FTP by klientske´ PC prˇenesly nova´ data ihned na server a vycˇka´valy
by. Server by data zpracoval a dle u´speˇsˇnosti by si je nechal prˇeposlat, nebo by odeslal
zpra´vu, zˇe je vsˇe v porˇa´dku. Pak by si klient data za´lohoval a byl by pasivnı´, zase do doby
nezˇ bude mı´t nova´ data. Pokud by nara´z dosˇlo serveru velke´ mnozˇstvı´ dat, zpracova´val
by je postupneˇ a to by mohlo mı´t za na´sledek cˇekacı´ dobu, po kterou by k neˇmu bylo
prˇipojeno hned neˇkolik klientu˚ a ti by vycˇka´vali. Samozrˇejmeˇ tato doba by se u´meˇrneˇ
zvysˇovala s mnozˇstvı´m dat.
Mı´sto pouzˇitı´ FTP by se vhodneˇ dalo vyuzˇı´t WS (webovy´ch sluzˇeb). Server by
jednodusˇe naslouchal a jakmile by se klient prˇipojil k dane´ webove´ sluzˇbeˇ, vytvorˇil by
jejı´ novou instanci, data prˇijal a zpracoval. Vy´sledek zpracova´nı´ by se obratem vra´til zpeˇt
ke klientovi a ten by veˇdeˇl, zda ma´ data znovu zaslat cˇi ne. Velikou vy´hodou WS je, zˇe se
dajı´ nasadit i na mı´stech, kde je beˇzˇna´ sı´t’ova´ komunikace velice obtı´zˇna´. Zpracova´nı´ by
zajisˇt’oval server a na klientske´ stanici by byl pouze jednoduchy´ program pro komunikaci
s danou webovou sluzˇbou.
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Opeˇt by byl du˚lezˇity´ neˇjaky´ logovacı´ soubor a kontrola korektnosti dosˇly´ch dat. V prˇı´-
padeˇ neˇkolikana´sobne´ho selha´nı´ prˇenosu dat by se meˇla cela´ uda´lost zalogovat a meˇla
by na sebe vhodny´m zpu˚sobem upozornit.
Data by se dosta´vala na server pru˚beˇzˇneˇ a rychle. V prˇı´padeˇ neˇjake´ poruchy aplikace
naklientske´mPC, nenı´ server schopendata zˇa´dny´mzpu˚sobemzı´skat, protozˇe inicia´torem
zpozˇdeˇnı´ je klient, server by nemeˇl ani za´jem data zı´ska´vat.
4.3 Vy´beˇr prˇı´stupu
Jako jeden z pozˇadavku˚ ma´me platformnı´ neza´vislost. Da´le si musı´me uveˇdomit, zˇe
vy´robnı´ PC nejsou prˇı´lisˇ vy´konne´ a za´rovenˇ je jejich softwarova´ vy´bava pod prˇı´sny´m
dohledem. Prˇesto by se daly vyuzˇı´t obeˇ z vy´sˇe popsany´ch metod.
Metoda PUSH by se dala vyuzˇı´t kra´sneˇ s pouzˇitı´m FTP. FTP server je jednoduchou
aplikacı´, ktera´ prˇı´lisˇ nezateˇzˇuje pocˇı´tacˇ a dala by se vyuzˇı´t i na vy´robnı´ch PC. Velikou
nevy´hodou je prodleva mezi jednotlivy´mi zpracova´nı´mi dat. Dodane´ informace by se na
server mohly dosta´vat se znacˇny´m zpozˇdeˇnı´m.
MetodaPULLnabı´zı´ rychle´ zpracova´nı´ informacı´ sminima´lnı´ aktualizacˇnı´ prodlevou.
Zde by vyuzˇitı´ FTP bylo poneˇkud komplikovaneˇjsˇı´. Nasˇteˇstı´ tento proble´m rˇesˇı´ vyuzˇitı´
webovy´ch sluzˇeb, ktere´ mohou zajistit rychlou, bezproble´movou a spolehlivou komu-
nikaci.
Zvolili jsme metodu PULL s vyuzˇitı´m webovy´ch sluzˇeb. Vybra´na byla pro rychlost a
za´rovenˇ pro bezproble´movost prˇenosu. S pouzˇitı´m protokolu HTTP by se meˇly da´t dobrˇe
obejı´t vsˇechny mozˇne´ prˇeka´zˇky v ra´mci komunikacˇnı´ infrastruktury firemnı´ sı´teˇ.
25
5 Ulozˇenı´ dat
Datove´ soubory, ktere´ dostane server od klientu˚ je nutne´ zpracovat a data neˇjaky´m zpu˚-
sobemvhodneˇ ulozˇit. Prˇitomknim sta´le potrˇebujememı´t snadny´ prˇı´stup, abychomvnich
mohli vyhleda´vat. Nabı´zejı´ se na´mdva zpu˚soby, jak toto ulozˇenı´ prove´st. Agendove´ zpra-
cova´nı´ dat, neboDataba´zove´ zpracova´nı´ dat.My jsmepouzˇili Databa´zove´ zpracova´nı´ dat.
Agendove´ zpracova´nı´ zde uva´dı´me pouze pro prˇehled.
5.1 Agendove´ zpracova´nı´ dat
Jde o ulozˇenı´ dat pomocı´ na´mi napsane´ho programu, ktery´ bude prova´deˇt pouze jedno-
duche´ operace, jezˇ mu implementujeme. Vsˇe si musı´me napsat sami, navrhnout ulozˇenı´
dat, jejich formu a jak se k nim bude prˇistupovat. Vhodne´ spı´sˇe pro male´ mnozˇstvı´ dat
u ktery´ch se neprˇedpokla´dajı´ inovace struktury.
Vy´hody:
• Vsˇe bude navrzˇeno jak chceme.
• Je pravdeˇpodobne´, zˇe se usˇetrˇı´ prostor.
Nevy´hody:
• Velice obtı´zˇna´ manipulace s daty.
• Prˇi nevhodne´m navrzˇenı´, zdlouhave´ vyhleda´va´nı´ za´znamu.
• V prˇı´padeˇ zmeˇny charakteru dat, se musı´ udeˇlat zmeˇny v cele´m programu (zˇa´dna´
flexibilita).
• Tento zpu˚sob nenı´ vhodny´ pro prˇı´stup vı´ce uzˇivatelu˚.
5.2 Databa´zove´ zpracova´nı´ dat
Dnes nejrozsˇı´rˇeneˇjsˇı´, nenı´ potrˇeba nic psa´t. O manipulaci s daty se stara´ dany´ SRˇBD.
Nabı´zı´ spoustu funkcı´ jak s daty pracovat. Relacˇnı´ model pracuje s daty jako s tabulkami
a je dostatecˇneˇ pruzˇny´.
Vy´hody:
• Snadna´ instalace a administrace.
• Skveˇle zvla´dnuty´ prˇı´stup pro vı´ce uzˇivatelu˚.
• Rychle´ vyhleda´va´nı´.
• Stabilita.
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• Bezpecˇnost.
• Snadna´ spra´va velike´ho mnozˇstvı´ dat.
Nevy´hody:
• Neˇkdy HW na´rocˇnost.
5.2.1 Struktura databa´ze
Prˇedpokla´da´ se, zˇe z vy´robnı´ch PC se bude dosta´vat velike´ mnozˇstvı´ nameˇrˇeny´ch dat.
Agendove´ zpracova´nı´ tedy neprˇipada´ v u´vahu. Pouzˇijeme databa´zove´ zpracova´nı´ na
SRˇBD Oracle.
Obra´zek 2: ER diagram
Na obra´zku (2) mu˚zˇeme videˇt ER diagram databa´ze. Jak je videˇt databa´ze nenı´ prˇı´lisˇ
slozˇita´. Jednotlive´ vazby mezi tabulkami nalezneme v tabulce (5).
Samozrˇejmeˇ samotny´ ER digram na´m prˇı´lisˇ neprozradı´, cˇeho se ktera´ tabulka ty´ka´.
Pro vysveˇtlenı´ si jednotlive´ vstupy popı´sˇeme. Jesˇteˇ prˇed tı´m je trˇeba zmı´nit, zˇe na´sledu-
jı´cı´ struktura je pouze simulativnı´ a konecˇna´ podoba nasazena´ v praxi, mu˚zˇe by´t jesˇteˇ
doladeˇna.
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Na´zev Tabulky Vazba
RUN ON Equipment, Process 1:N
SETUP Process, InData 1:N
USE Lot, Input 1:N
VAL OF Parameter, InData 1:N
VALUE OF Parameter, OutData 1:N
WORK Process, Input 1:N
WRITE Process, OutData 1:N
Tabulka 5: Vazby
Prvnı´ tabulka (Equipment), eviduje EQIPMENT ID, CHAMBER ID a k tomu umeˇly´
prima´rnı´ klı´cˇ equipment table id, ktery´ bude jednoduchy´ a nemusı´me nikde mno-
hokra´t evidovat prˇedchozı´ dva atributy. Ty mohou by´t hodneˇ velke´.
V druhe´ tabulce (Process) evidujeme equipment table id (z tabulky Equipment,
tak prˇirˇadı´me jednoznacˇneˇ equipment a komoru procesu), RUN MODE (mo´d dane´ho
beˇhu - run, iddle), RUN ID (id dane´ho beˇhu), PP ID (id dane´ho procesnı´ho programu),
PROCESS START (cˇas zacˇa´tku procesu), PROCESS FINISH(cˇas konce procesu). K tomu
je trˇeba prˇidat atribut process table id, ktery´ bude prima´rnı´m klı´cˇem (du˚vod je
jednoduchy´, pozdeˇji ho vyuzˇijeme jako foreign key k snadne´mu prova´za´nı´ dat a hlavneˇ
potrˇebujeme unika´tneˇ deˇlit za´znamy).
Ve trˇetı´ tabulce (Lot) evidujeme informaceo lotech.Ukazˇde´ho za´znamu (lotu), budeme
evidovat LOT ID, BATCH ID (tak jednodusˇe zjistı´me zda je lot v neˇjake´ va´rce) a nakonec
prˇida´me umeˇly´ prima´rnı´ klı´cˇ lot table id.
Cˇtvrta´ tabulka (Input) slouzˇı´ jako vazebnı´ tabulka k rozdeˇlenı´ vazby M:N mezi ta-
bulkami Process a Lot. Proto jsou v nı´ evidova´ny 2 cizı´ klı´cˇe z obou jmenovany´ch tab-
ulek, ktere´ dohromady tvorˇı´ slozˇeny´ prima´rnı´ klı´cˇ. Jde o atributy process table id a
lot table id.
Pa´ta´ tabulka (Parameter) eviduje atributy PARAMETER NAME (jme´no parametru), PA-
RAMETER TYPE (typ parametru) a k nim umeˇly´ prima´rnı´ klı´cˇ parameter table id. Jde
o cˇı´selnı´k parametru˚.
Sˇesta´ tabulka (InData) obsahuje informace o vstupnı´ch parametrech procesu. Eviduje
se hodnota dane´ho parametru PARAMETER IN VALUE a pomocı´ cizı´ho klı´cˇe parame-
ter table id prˇirˇadı´me tuto hodnotu k dane´mu parametru z cˇı´selnı´ku. Abychom to
vsˇe mohli prˇirˇadit i k procesu, pouzˇijeme cizı´ klı´cˇ process table id. Slozˇeny´ prima´rnı´
klı´cˇ utvorˇı´me z atributu˚ parameter table id a process table id.
Sedma´ tabulka (OutData), eviduje hodnoty parametru˚ v dany´ch cˇasech. Tedy PA-
RAMETER OUT VALUE a prˇirˇadı´me pomocı´ cizı´ho klı´cˇe z tabulky parametru˚ - parame-
ter table idkdane´muparametru.Da´le potrˇebujeme cizı´ klı´cˇprocess table id jako
prˇirˇazenı´ k procesu a jesˇteˇ nesmı´me zapomenout na atribut TIME STAMP, ktery´ uda´va´,
kdy byla hodnota sejmuta. Na za´veˇr doplnı´me umeˇly´ prima´rnı´ klı´cˇ outdata table id.
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6 Webove´ sluzˇby
Komunikace, at’uzˇ v ra´mci podnikovy´ch sı´tı´ nebo sˇirsˇı´ch oblastech nenı´ vzˇdy jednoducha´.
Nava´zat jednoduche´ socketove´ spojenı´ mu˚zˇe by´t znacˇny´m proble´mem. Mu˚zˇou na´m
bra´nit ru˚zne´ prˇeka´zˇky uzˇ prˇi vytva´rˇenı´ samotne´ho spojenı´ - proxy servery, firewally,
atd. Internet jako celosveˇtova´ informacˇnı´ sı´t’ je dostupna´ skoro vsˇude. Jedna´ se o cˇisteˇ
platformeˇ neza´vislou za´lezˇitost. Neza´lezˇı´ kde a na jake´m operacˇnı´m syste´mu k neˇmu
prˇistupujeme. Protokol HTTP vzˇdy poskytne dane´ informace. Dı´ky rozsˇı´rˇenı´ internetu
se da´ take´ prˇedpokla´dat, zˇe sluzˇby tohoto protokolu nebudou ve veˇtsˇineˇ sı´tı´ blokova´ny.
Toho se snazˇı´ vyuzˇı´t tzv. Webove´ sluzˇby (Web services). Webove´ sluzˇby dı´ky protokolu
HTTP prˇena´sˇejı´ zpra´vy v jazyce XML. S jejich pomocı´ mu˚zˇeme aplikovat RPC (Remote
Procedure Call), cˇesky vzda´lene´ vola´nı´ procedur.
Mu˚zˇeme tedy zası´lat ru˚zna´ data ke zpracova´nı´ vzda´lene´mu serveru a dostaneme
zpeˇt neˇjaky´ vy´sledek. Standardem v dnesˇnı´ dobeˇ jsou webove´ sluzˇby s vyuzˇitı´m pro-
tokolu SOAP. Tento zpu˚sob je popsa´n ve specifikaci W3C [6]. Roy Thomas Fielding
se ve sve´ disertacˇnı´ pra´ci [7] zaby´val vyuzˇitı´m webovy´ch sluzˇeb na architekturˇe REST
(Representational state transfer). Vyuzˇitı´ te´to architektury cele´ vyuzˇitı´ webovy´ch sluzˇeb
znacˇneˇ zjednodusˇuje a oprosˇt’uje definici webove´ sluzˇby o popisny´ jazyk WSDL, ktery´ si
popı´sˇeme da´le a vyuzˇı´va´ vı´ce mozˇnostı´ protokolu HTTP.
My se zde budeme zaby´vat klasicky´mi webovy´mi sluzˇbami podle specifikace W3C.
Postupneˇ si popı´sˇeme, co vsˇe je potrˇebne´ k provozova´nı´ webovy´ch sluzˇeb.
6.1 SOAP
Simple Object Access Protocol je komunikacˇnı´ protokol. S jeho pomocı´ komunikujı´ ap-
likace prostrˇednictvı´m internetu. Jedna´ se o forma´t pro posı´la´nı´ zpra´v. Je zalozˇen na jazyce
XML. Mezi jeho prˇednosti patrˇı´ platformnı´ a jazykova´ neza´vislost schopnost projı´t prˇes
firewally. Spada´ take´ do rodiny doporucˇenı´ W3C [8].
Zkra´tka umozˇnˇuje na´m vzda´leneˇ volat ru˚zne´ funkce. Pomocı´ protokolu HTTP se
prˇenese „oba´lka“ s XML zpra´vou odkazujı´cı´ na danou volanou funkci (metodu). Po
provedenı´ dane´ akce se posı´la´ naprosto stejny´m zpu˚sobem odpoveˇd’.
Jak komunikace vypada´ si uka´zˇeme na uka´zka´ch prˇevzaty´ch z tutoria´lu W3C8.
POST /InStock HTTP/1.1
Host: www.example.org
Content−Type: application/soap+xml; charset=utf−8
Content−Length: nnn
<?xml version=”1.0”?>
<soap:Envelope
xmlns:soap=”http://www.w3.org/2001/12/soap−envelope”
soap:encodingStyle=”http://www.w3.org/2001/12/soap−encoding”>
<soap:Body xmlns:m=”http://www.example.org/stock”>
<m:GetStockPrice>
8W3C SOAP tutorial - http://www.w3schools.com/soap/default.asp
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<m:StockName>IBM</m:StockName>
</m:GetStockPrice>
</soap:Body>
</soap:Envelope>
Vy´pis 9: Prˇı´klad SOAP dotazu
Ve vy´pise (9) vidı´me prˇı´klad dotazu na metodu GetStockPrice s parametrem
StockName a jeho hodnotuIBM.Metoda se nacha´zı´ na adrese http://www.example.org/stock
HTTP/1.1 200 OK
Content−Type: application/soap+xml; charset=utf−8
Content−Length: nnn
<?xml version=”1.0”?>
<soap:Envelope
xmlns:soap=”http://www.w3.org/2001/12/soap−envelope”
soap:encodingStyle=”http://www.w3.org/2001/12/soap−encoding”>
<soap:Body xmlns:m=”http://www.example.org/stock”>
<m:GetStockPriceResponse>
<m:Price>34.5</m:Price>
</m:GetStockPriceResponse>
</soap:Body>
</soap:Envelope>
Vy´pis 10: Prˇı´klad SOAP odpoveˇdi
Vy´pis (10)uva´dı´ prˇı´kladodpoveˇdi nadotazvevy´pise (9). TedymetodaGetStockPri-
ce na´m vracı´ na prˇedchozı´ dotaz hodnotu parametru Price=34.5
S teˇmitodotazyaodpoveˇd’mi seveˇtsˇinouprˇı´monesetka´me, avsˇakkdybychomzachytili
komunikaci pomocı´ neˇjake´ho sı´t’ove´hoanalyze´ru (Ethereal), dostali by jsmepra´veˇ podobny´
dotaz a odpoveˇd’.
6.2 WSDL
Web Services Description Language (WSDL) je popisny´ jazyk vyuzˇı´vany´ ve webovy´ch
sluzˇba´ch. Je to pra´veˇ on, ktery´ popisuje jak a co se ma´ volat. Co mu˚zˇe popisovat vidı´me
v tabulce (6). Operacˇnı´ch typu˚ take´ mu˚zˇe by´t neˇkolik. Defaultneˇ pracujeme s typem
request-response, kdy operace zpra´vu prˇijme a nazpeˇt zasˇle odpoveˇd’. Jsou i dalsˇı´
typy. Naprˇı´klad se zpra´va prˇijme, ale na odpoveˇd’ se jizˇ necˇeka´. Nebo operace posˇle
zpra´vu a cˇeka´ na odpoveˇd’.
WSDL na´m tedy popisuje, jak ke vzda´leny´m operacı´m prˇistupovat, jake´ typy atributu˚
pouzˇı´vajı´, jake´ vracı´ chybova´ hla´sˇenı´ a vy´sledky.
WSDL soubor je XML dokument poskytovany´ vsˇem klientu˚m dane´ webove´ sluzˇby.
Mu˚zˇeme jej vytvorˇit rucˇneˇ, ale webove´ sluzˇby majı´ podporu ru˚zny´ch IDE (NetBeans,
Eclipse, ...) a tyto na´m mohou WSDL k dane´ sluzˇbeˇ automaticky vygenerovat. Sˇetrˇı´ tı´m
spoustu cˇasu stra´vene´ho samotny´m psanı´m a opravami chyb.
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Element Popis
<types> Datove´ typy pouzˇite´ webovou sluzˇbou.
<message> Zpra´va pouzˇita´ webovou sluzˇbou.
<portType> Operace poskytovane´ webovou sluzˇbou.
<binding> Komunikacˇnı´ protokol pouzˇity´ webovou sluzˇbou.
Tabulka 6: Elementy ve WSDL pro popis webove´ sluzˇby
6.3 Implementace v jazyce Java
Pro provozova´nı´ webove´ sluzˇby potrˇebujeme nejdrˇı´ve nainstalovat a nakonfigurovat
kontejner pro aplikaci umı´steˇnou na serveru. Mu˚zˇeme naprˇı´klad pouzˇı´t GlassFish nebo
Apache Tomcat.
Na serveru vytvorˇı´me webovou aplikaci. Vy´pis (11) ukazuje prˇı´klad definice webove´
sluzˇby Kalkulacka, ktera´ ma´ pouze jedinou operaci secti. Ta secˇte dveˇ vstupnı´ cela´
cˇı´sla a vra´tı´ vy´sledek. Vsˇimneˇme si, zˇe webovou sluzˇbu tvorˇı´me jako trˇı´du.
package somePackage;
import javax.jws.WebMethod;
import javax.jws.WebParam;
import javax.jws.WebService;
@WebService()
public class Kalkulacka {
/∗∗
∗ Web service operation
∗/
@WebMethod(operationName = ”secti”)
public int secti (@WebParam(name = ”a”)
int a, @WebParam(name = ”b”)
int b) {
return a+b;
}
}
Vy´pis 11: Tvorba jednoduche´ webove´ sluzˇby
Vola´nı´ operace secti u klientske´ aplikace provedeme metodou ve vy´pise (12). Po
zavola´nı´ te´to metody dostaneme na standardnı´m vy´stupu vy´sledek 7. Jak vidı´me, tvorba
jednoduche´ webove´ sluzˇby nenı´ prˇı´lisˇ slozˇitou za´lezˇitostı´. Mnoha´ IDE na´m zkra´tı´ celou
tvorbu na vyplneˇnı´ neˇkolika formula´rˇu˚ a naprogramova´nı´ logiky operace.
public void vypocti () {
try { // Call Web Service Operation
somepackage.KalkulackaService service = new somepackage.KalkulackaService();
somepackage.Kalkulacka port = service.getKalkulackaPort();
int a = 3;
int b = 4;
int result = port . secti (a, b);
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System.out.println( ”Result = ”+result) ;
} catch (Exception ex) {
System.out.println(ex);
}
}
Vy´pis 12: Klient jednoduche´ webove´ sluzˇby
Pro cely´ prˇı´klad na´m IDE automaticky vygenerovaloWSDL dokument ve vy´pise (13).
<definitions targetNamespace=”http://somePackage/” name=”KalkulackaService”>
<types>
<xsd:schema>
<xsd:import namespace=”http://somePackage/” schemaLocation=”http://localhost:8084/
Server/Kalkulacka?xsd=1”></xsd:import>
</xsd:schema>
</types>
<message name=”secti”>
<part name=”parameters” element=”tns:secti”></part>
</message>
<message name=”sectiResponse”>
<part name=”parameters” element=”tns:sectiResponse”></part>
</message>
<portType name=”Kalkulacka”>
<operation name=”secti”>
<input message=”tns:secti”></input>
<output message=”tns:sectiResponse”></output>
</operation>
</portType>
<binding name=”KalkulackaPortBinding” type=”tns:Kalkulacka”>
<soap:binding transport=”http: // schemas.xmlsoap.org/soap/http” style=”document”></
soap:binding>
<operation name=”secti”>
<soap:operation soapAction=””></soap:operation>
<input>
<soap:body use=”literal”></soap:body>
</input>
<output>
<soap:body use=”literal”></soap:body>
</output>
</operation>
</binding>
<service name=”KalkulackaService”>
<port name=”KalkulackaPort” binding=”tns:KalkulackaPortBinding”>
<soap:address location=”http://localhost:8084/Server/Kalkulacka”></soap:address>
</port>
</service>
</ definitions>
Vy´pis 13: Vygenerovane´ WSDL
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7 Zpracova´nı´ XML
Zpu˚sobu˚ pra´ce s XML v Javeˇma´me neˇkolik. Stromovou reprezentaci dokumentu, typicky´
prˇedstavitelem jeDOM (DokumentObjectModel) nebo uda´lostmi rˇı´zene´ zpracova´nı´ SAX
(Simple API for XML).
DOM pracuje, tak zˇe nacˇte dokument do pameˇti jako stromovou strukturu. Pra´ce
s dokumentem je pak pohodlna´, pouzˇı´va´me objekty. Mu˚zˇeme se pohybovat mezi ele-
menty dokumentu a jejich atributy dle libosti. Bohuzˇel velikou nevy´hodou je zpracova´nı´
rozsa´hly´ch XML dokumentu˚. Ulozˇeny´ dokument v pameˇti zabı´ra´ spoustu mı´sta a mu˚zˇe
se sta´t, zˇe pro dokument o velikosti rˇa´doveˇ desı´tek azˇ stovek megabytu˚, na´m nebude
stacˇit operacˇnı´ pameˇt’.
SAX neukla´da´ dokument do pameˇti. Postupneˇ jej cˇte a reaguje na uda´losti vyvolane´
dany´mi elementy a atributy. Je vhodny´ pro pra´ci s veliky´mi dokumenty, protozˇe oproti
DOMu nezateˇzˇuje tolik operacˇnı´ pameˇt’ pocˇı´tacˇe. Velikou nevy´hodou je, zˇe prˇi cˇtenı´
dokumentu se uzˇ nemu˚zˇeme vracet na drˇı´ve prˇecˇtene´ elementy a atributy.
Pro zpracova´nı´ dane´ho u´kolu jsme zvolili SAX. Prˇedem nevı´me jak rozsa´hle´ budou
zpracova´vane´ dokumenty. Zna´me pouze jejich strukturu a za´lezˇı´ na´m na rychlosti zpra-
cova´nı´. SAX je tedy vhodny´m rˇesˇenı´m pro tento u´kol.
7.1 SAX
Samozrˇejmeˇ, zˇe parser nemusı´ jen dokument rozparsovat na jednotlive´ cˇa´sti. Mu˚zˇeme
vyuzˇı´t neˇkolik dalsˇı´ch nastavenı´. Nejdu˚lezˇiteˇjsˇı´m z nich je validace oproti DTD, XSD.
Validaci dokumentu vyuzˇı´va´me pomeˇrneˇ cˇasto. Ve vy´pise (14) vidı´me, jak se provede
parsova´nı´ dokumentu s validacı´.
public boolean validateXML(){
SAXParserFactory spf;
SAXParser sp = null;
FileReader file = null ;
try {
// nastavenı´ cesty XML dokumentu
file = new FileReader(new File(”soubor.xml”));
InputSource input = new InputSource(file);
spf = SAXParserFactory.newInstance();
// validace povolena
spf. setValidating (true) ;
// nastavenı´ parseru
sp = spf.newSAXParser();
parser = sp.getXMLReader();
// prˇetı´zˇenı´ pu˚vodnı´ cesty k DTD v dane´m dokumentu novou cestou k DTD
parser.setEntityResolver(new EntityResolver() {
public InputSource resolveEntity(String publicId , String systemId) throws
SAXException, IOException {
return new InputSource(”soubor.dtd”);
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}
}) ;
// spusˇteˇnı´ parseru
parser.parse(input) ;
return true;
}
catch (Exception e)
{
...
}
}
Vy´pis 14: SAX s nastavenı´m validace
Celkoveˇ se nejedna´ o nikterak slozˇitou za´lezˇitost. Vsˇimneˇme si prˇetı´zˇenı´ zdrojove´ho
DTDsouboru.To sena´mmu˚zˇehodit vprˇı´padeˇ, kdy jedokumentvytvorˇenneˇkdevzda´leneˇ
na jine´m PC a na nasˇem PC je cesta k dane´mu DTD definovane´mu prˇı´mo v dokumentu
jina´. Tı´mto zpu˚sobem parteru vnutı´me, aby pouzˇil nasˇi novou cestu.
Zpracova´nı´ XML dokumentu prova´dı´me podobny´m zpu˚sobem. Musı´me dokumentu
prˇirˇadit vlastnı´ ContentHandler obstara´vajı´cı´ uda´losti vyvolane´ proudovy´ zpracova´-
nı´m dokumentu. Tedy prˇi prˇecˇtenı´ neˇjake´ho elementu se vyvola´ uda´lost s nı´m sva´zana´.
Naprˇı´klad prˇida´nı´ neˇjake´ho za´znamu do protokolu apod. Prˇirˇazenı´ tohoto handleru se
prova´dı´ takto:
parser.setContentHandler(new MujHandler());
Toto nastavenı´ se samozrˇejmeˇ prˇida´va´ jesˇteˇ prˇed spusˇteˇnı´m parseru.Musı´memı´t tedy
vytvorˇenu trˇı´du MujHandler rozsˇirˇujı´cı´ DefaultHandler. Jake´ metody naprˇı´klad pak
k reakci na jednotlive´ uda´losti pouzˇı´va´me, mu˚zˇeme videˇt ve vy´pise (15). Pozor, nejedna´
se o prˇı´klad popisujı´cı´ vsˇechny pouzˇitelne´ metody.
I kdyzˇ se zda´ obsluha uda´lostı´ v parseru snadna´, meˇli bychom pamatovat, zˇe prˇi
zmeˇneˇ struktury parsovane´ho XML dokumentu, bychom nemeˇli zapomenout poupravit
i obsluhu tohoto dokumentu. Nehodı´ se tedy pro prˇı´lisˇ cˇaste´ zmeˇny.
public class MujHandler extends DefaultHandler {
private StringBuffer currentContent;
// Constructor
public MujHandler(){
currentContent = new StringBuffer(10000);
}
@Override
public void characters(char[] ch, int start , int length) throws SAXException {
currentContent.append(ch, start, length) ;
}
// metoda obsluhujı´cı´ koncove´ tagy elementu˚
@Override
public void endElement(String uri, String localName, String qName) throws SAXException {
if (qName.equals(”zelenina”) == true){
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...
}
}
// metoda volana´ na konci dokumentu, je vhodne´ ji pouzˇı´t naprˇı´klad k odesla´nı´ zı´skany´ch dat
da´le
@Override
public void endDocument() {
...
}
// metoda pro obsluhu elementu˚
@Override
public void startElement(String uri , String localName, String qName, Attributes attributes )
throws SAXException {
if (qName.equals(”zelenina”)) {
// vypı´sˇe hodnotu atributu ”jmeno” v elementu ”zelenina”
System.out.println( attributes .getValue(”jmeno”));
}
...
}
Vy´pis 15: SAX prˇı´klad obsluhy uda´lostı´
35
8 Technicke´ rˇesˇenı´
Samotne´ rˇesˇenı´ proble´mu je slozˇeno z neˇkolika komponent. Spolupra´ci jednotlivy´ch
prvku˚ vidı´me na obra´zku (3).
Vy´robnı´ pocˇı´tacˇe zpracova´vajı´ data z vy´roby do XML dokumentu. Beˇzˇı´ na nich
klientska´ aplikace pro spojenı´ s webovou sluzˇbou na serveru. Jakmile je XML doku-
ment cely´, klientska´ aplikace jej pomocı´ webove´ sluzˇby odesˇle na server ke zpracova´nı´
(krok 1).
Na serveru v serverove´m aplikacˇnı´m kontejneru ma´me umı´steˇnu aplikaci s webovou
sluzˇbou pro prˇı´jem XML dokumentu˚ z vy´robnı´ch PC. Ta dokument prˇijme a v kroku 2 jej
ulozˇı´ na pevny´ disk. Dokument se pak zvaliduje a pokud projde, vygeneruje se odkaz
na jeho zpracova´nı´ dalsˇı´ aplikacı´ na serveru. Aplikace na´sledneˇ zasˇle v kroku 3 odpoveˇd’
s vy´sledkem. Za´lezˇı´ uzˇ na nastavenı´ klientske´ aplikace, zda se pokusı´ zaslat dokument
znovu, v prˇı´padeˇ chyby.
Dokumenty, ktere´ prosˇly validacı´, jsou na serveru da´le prˇeda´ny ke zpracova´nı´ aplikacı´
k ulozˇenı´ do databa´ze. Provede se parsova´nı´ dokumentu pomocı´ SAX parseru (krok 4)
a vlozˇı´ se patrˇicˇne´ u´daje z vy´roby do databa´ze (krok 5) .
Chceme-li vy´robnı´ data na´sledneˇ zobrazit, spustı´me internetovy´ prohlı´zˇecˇ (Internet
Explorer, Firefox, Opera, Netscape, atd.) a zada´me adresu Viewer aplikace beˇzˇı´cı´ na
serveru. V kroku 6 prˇeda´me te´to aplikaci data, ktera´ chceme zobrazit. Viewer na´sledneˇ
(krok 7) vybere dana´ data a zobrazı´ je procesnı´mu inzˇeny´rovi (krok 8).
Neˇkolik aplikacı´ na´m dohromady da´ cely´ syste´m. Pro zajisˇteˇnı´ platformı´ neza´vislosti
jsou psa´ny v Javeˇ. Neza´vislost na strukturˇe firemnı´ sı´teˇ na´m zajisˇt’ujı´ webove´ sluzˇby. Prˇed-
chozı´ popis na´m uka´zal, jak vsˇe funguje jako celek. Nynı´ se podı´va´me trochu podrobneˇji
na samotnou stranu serveru a stranu klienta (vy´robnı´ho PC).
8.1 Server
Pro umı´steˇnı´ aplikacı´ na serveru potrˇebujeme neˇjaky´ aplikacˇnı´ kontejner. Mu˚zˇeme vyuzˇı´t
GlassFish, JBoss, Apache Tomcat a jine´. Pro nasˇe rˇesˇenı´ jsme vybrali Apache Tomcat
verze 6.0.18. Nenı´ na´rocˇny´ a nezateˇzˇuje prˇı´lisˇ hardware serveru. Cesta a port aplikacˇnı´ho
kontejneru jsou du˚lezˇite´ pro prˇipojenı´ se k nasˇim serverovy´m aplikacı´m. Aplikace mu˚zˇe
pak mı´t cestu http://someaddress:8084/SomeApplication/
Na serveru na´m pobeˇzˇı´ trˇi aplikace. Dveˇ komunikujı´ s klienty a trˇetı´ aplikace beˇzˇı´cı´
loka´lneˇ na serveru se stara´ o ulozˇenı´ dat do databa´ze.
Repository
Tato aplikace je klasickou serverovou variantou. Jejı´ soucˇa´stı´ je webova´ sluzˇba, ktera´
nasloucha´ a vycˇka´va´ na vola´nı´ klientske´ aplikace. Jakmile je vyzva´na, prˇebere XML
dokument jako pole bytu˚ a na sve´ straneˇ jej opeˇt poskla´da´ v plnohodnotny´ XML doku-
ment (dokumenty jsou cˇleneˇny podle data a na´zvu vy´robnı´ho PC). Provede se validace
dokumentu. Kdyzˇ dokument vyhovı´, ulozˇı´ se odkaz na neˇj do souboru pro aplikaci za-
jisˇt’ujı´cı´ jeho ulozˇenı´ do databa´ze. Pokud dokument nevyhovı´, prˇesune se do specia´lnı´
36
Obra´zek 3: Technicke´ rˇesˇenı´
slozˇky urcˇene´ pro smaza´nı´ a cela´ uda´lost bude zanesena do losovacı´ho souboru. Na za´veˇr
klientska´ aplikace dostane vy´sledek generovany´ webovou sluzˇbou (true/false).
DB
Jedna´ se o aplikaci, ktera´ beˇzˇı´ neusta´le na pozadı´ a kontroluje, zda v jejı´ zdrojove´ slozˇce
nejsou nove´ soubory odkazujı´cı´ na nove´ XMLdokumenty. Kontrola se prova´dı´ periodicky
v intervalu nastavene´m pomocı´ properties souboru. V prˇı´padeˇ novy´ch souboru˚, se tyto
prˇecˇtou, nacˇtou se z nich cesty k dany´m XML dokumentu˚m a ty se pomocı´ SAX parseru
zpracujı´. Zpracovana´ data sena´sledneˇ vlozˇı´ dodataba´ze. Prˇı´stupyk slozˇka´makonfiguraci
prˇipojenı´ k SRˇBD je nutne´ nastavit v properties souboru.
Viewer
Webova´ aplikace zobrazujı´cı´ JSP stra´nku v prohlı´zˇecˇi. Na te´to stra´nce lze pomocı´ vy-
plneˇnı´ a odesla´nı´ formula´rˇu˚ vyhledat dane´ parametry k urcˇite´mu procesu a zobrazit
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je. K jednoduche´mu graficke´mu zobrazenı´ je vyuzˇita komponenta JFree chart. Aplikace
jednodusˇe vyhleda´ v databa´zi potrˇebne´ u´daje dle zadany´ch parametru˚ a vy´sledek posky-
tne ve formeˇ JSP stra´nky uzˇivateli (procesnı´mu inzˇeny´rovi). I u te´to aplikace je povinnostı´
nakonfigurovat spra´vneˇ prˇipojenı´ k SRˇBD pomocı´ properties souboru.
8.2 Klient
Na straneˇ klienta (vy´robnı´ PC) je situace mnohem jednodusˇsˇı´. Beˇzˇı´ zde pouze jedina´
aplikace, ktera´ zası´la´ XML dokumenty pomocı´ webove´ sluzˇby na serverovou aplikaci
Repository. Pro spra´vne´ prˇipojenı´ k serverove´ aplikaci je potrˇeba nastavit spra´vnou
cestu v properties souboru.
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9 Za´veˇr
Jelikozˇ byl dany´ projekt zpracova´va´n prˇı´mo pro firmu, tato pra´ce se zaby´va´ obecny´m
prˇehledem pouzˇity´ch technologiı´ a prˇı´stupu˚. Snazˇı´ se prˇiblı´zˇit pouzˇite´ technologie a po-
mocı´ prˇı´kladu˚ uka´zat jejich vyuzˇitı´. Dı´ky te´to pra´ci jsem se mohl naucˇit mnoho o jazyce
XML a sche´movy´ch jazycı´ch DTD, XSD. Zjistil jsem vy´hody a nevy´hody kazˇde´ho z uve-
deny´ch sche´movy´ch jazyku˚ a zvolil vhodny´ pro dany´ projekt. Potrˇeba zpracovat XML
dokumenty, meˇ naucˇila vyuzˇı´t SAX parser v jazyce Java. Meˇl jsem mozˇnost porovnat
PUSH a PULL prˇı´stup a vybrat nejvhodneˇjsˇı´ rˇesˇenı´ pro dany´ proble´m. Vyzkousˇel jsem
si spolupra´ci mezi Javou a SRˇBD Oracle. Dalsˇı´m velice zajı´mavy´m te´matem bylo pouzˇitı´
webovy´ch sluzˇeb, ktere´ jsou v dnesˇnı´ dobeˇ velice hojneˇ vyuzˇı´va´ny. Nastudova´nı´ a jejich
vyuzˇitı´ povazˇuji za veliky´ prˇı´nos tohoto projektu.
Rozhodneˇ by se dalo v projektu udeˇlat neˇkolik dalsˇı´ch rozsˇı´rˇenı´. Velikou vy´hodou by
mohlo by´t rozsˇı´rˇenı´ o mozˇnost exportu dat do ru˚zny´ch datovy´ch forma´tu˚ (CSV, INI, PDF,
atd.), ktere´ho by mohl vyuzˇı´t uzˇivatel vyuzˇı´vajı´cı´ jednoduchy´ Viewer.
Viewer by urcˇiteˇ mohl mı´t i neˇkolik dalsˇı´ch funkcı´, ktere´ by z neˇj mohly ucˇinit silneˇjsˇı´
na´stroj splnˇujı´cı´ vı´ce pozˇadavku˚ procesnı´ch inzˇeny´ru˚. Azˇ nasazenı´ prˇı´mo do vy´roby
uka´zˇe, ktery´ch dalsˇı´ch funkcı´ by bylo potrˇeba.
Petr Hanta´k
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A CD-ROM disc
Na prˇilozˇene´m disku se nacha´zı´ tato pra´ce v podobeˇ elektronicke´ho textove´ho doku-
mentu (forma´t PDF). Take´ jsou v komprimovane´mZIP archivu prˇilozˇeny vesˇkere´ soubory
pouzˇity´ch obra´zku˚ spolu se zdrojovy´m souborem te´to pra´ce pro LATEX. V archivu je take´
obsazˇen soubor poslednı´ verze makra Diploma, ktere´ vytvorˇil pan doc. Mgr. Jirˇı´ Dvorsky´,
Ph.D.
