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The following review is a continuation from Lab Report 2, outlining possible additions to the 
original code simulating valve saturation characteristics and methods to implement the code into a 
hardware device, such as a guitar effects pedal or rack-mounted processing unit. 
Prior to discussing the main topics of this review, I will briefly revise the purpose of my code. It 
essentially provides a possible solution to achieving the non-linearities of valve amplification when 
pushed to its operational limits, namely asymmetrical clipping of the input signal and the 
introduction of additional harmonic content at odd or even multiples of the fundamental frequency. 
These characteristics come about due to the way a valve amplifies current. Electrons move from the 
-ve cathode to the +ve anode. The flow of current from -ve to +ve is prevented by the negatively 
charged grid, causing a capacitance.  The -ve charge on the grid is modulated by the input signal, 
which is electrically coupled to the grid. The fluctuations of the charge on grid allow current to pass 
from the cathode to the anode in the valve in a linear fashion to the output of the amplifier. 
Saturation of the valve occurs when the grid voltage fluctuates so much that the flow of current 
between +ve and -ve starts to become non-linear. Increasing the fluctuation in grid voltage even 
further results in clipping and distortion of the output signal.  
The issue here is that driving valve amplifiers (which are quite often heavy, expensive and fragile) 
into this kind of operation usually results in turning the unit up to its maximum volume, which can 
be potentially dangerous. It is also totally impractical for the average home user and this code 
provides a potential solution for this market. 
The code functions by applying four 'gain stages', each of which processes the signal via one of the 
following equations:  
Where y is the output, x is the signal and z is a number below 0.2 
There are also five instances of FIR filters, both low and high pass. Their purpose is to remove 
unwanted frequencies that may cause the algorithm to operate in unintended or unexpected ways. 
High pass filters remove sub-harmonic noise that either inherently exists in the input signal or that 
are generated by the additional harmonic content from distorting the signal. The low pass filters are 
used to remove high-order harmonics generated by clipping the signal. It is very important to 
remove these higher frequencies because they can result in intermodulation artefacts in the output 
signal creating frequencies not related to the signal. 
Consider the following frequency spectrum taken by passing a 500Hz sine wave through the 
algorithm, note the addition of additional harmonic content continuing up into 12f  or 6kHz.
While additional harmonic content is desirable, as it is a characteristic of valve distortion, spurious 
content must be controlled. 
The diagram below shows the basic signal path of the various DSP components acting upon the 
input signal
The signal is first passed through a high pass filter, removing low frequencies. The filter cut off 
frequency can be adjusted here, as can the resolution of the passband. This filter also acts to 
customize the processing range appropriate for the instrument or signal being processed. For 
example, it would be beneficial to set a higher cut off frequency for a guitar playing only higher 
single notes for a solo as lower frequencies arent needed in this context. Conversely, setting a lower 
cut off would be more appropriate for a bass guitar. 
The output of the first filter is then sent to the first gain stage, where the sin(x) + (abs(sin(x)))^8 – z 
processing equation acts upon the input.  The output is then sent to a low pass filter, filtering out 
higher frequencies. Then into the second gain stage which uses the sin(x) + (abs(sin(x)))^4 – z 
equation followed by a second high pass filter to remove any low frequency noise. The third gain 
stage is also based on the sin(x) + (abs(sin(x)))^4 – z equation, while the fourth is based on the 
equation sin(x) + (abs(sin(x)))^2 – z. The final two low pass filters effectively allow the user to 
shape the way the final two gain stages react to the input signal.
All gain stages have their own individual settings, as do each of the filters. Combined with the mix 
control at the end of the signal chain, which allows the user to blend the original signal back in with 
the processed signal, the user has a practically infinite array of tonal options available. 
The plot below shows the dramatically varied output signals created by simply changing the balance 
of the wet and dry mix:
There are elements that I would like to investigate for further development of this DSP code. Firstly, 
to make it more accessible for recording direct to disk, or for running directly into a P.A system, 
utilizing an actual speaker cabinet emulation would be very beneficial for these tasks. The filters 
alone do not offer the level of sophistication to achieve these kinds of tonal shaping options. While 
basic shaping of the output tone is available, their primary focus is for altering the way each stage 
reacts to the input of the last by restricting the range of frequencies being processed and clipped.
Ideally, the generation of accurate tonal characteristic of a speaker cabinet would come from 
impulse response measurements of one or more models and types. Each type of speaker model, the 
type of speaker configuration, size and the amount of speakers in the cabinet alter the response on 
the signal. For example, a single 6” speaker mounted in an open backed cabinet has a dramatically 
different sound to a 4x12” sealed cabinet. 
Impulse responses for speaker cabinets are relatively easy to capture. The most accurate method is 
to play back a sine wave sweep from the audible hearing range (20Hz – 20kHz), preferably in an 
anechoic environment to minimize colouration from reflections in the room. Using a microphone 
with a reasonably flat frequency response, such as the Earthworks M30, one can capture the 
characteristics of the speaker cabinet with a high level of accuracy. This signal is then recorded to 
disk, preferably at high resolution, e.g 24 bit/96kHz. The higher resolution obviously provides 
greater sound quality but it allows more flexibility when implementing them into a processing 
function. It is easier to truncate down from high to low bit depth than it is to do the reverse. 
Below is a simple diagram displaying the basic arrangement of equipment and the signal path to 
capture an impulse response from a speaker cabinet in mono. 
Once the signal has been captured, the sine sweep test signal must then be removed from the 
recorded file using a de-convolution process. There a number of proprietary programs that can 
perform this function and generate useable IR files to convolve with an audio signal. Waves IR-1 
has a built-in deconvolving algorithm, as does Alti-Verb and even in Matlab, the deconv function 
can be used for this purpose. Once this process has taken place, the IR files can be stored in 
memory for use in the code. 
The next step is to create a working prototype in a hardware device. This is quite a complex  
process, involving many different aspects of assembly. The most important area, at least for the 
purposes of this review, is the encoding of a DSP chip that will handle the processing of the input 
signal and adjust variables in the code, in real-time,  given a stimulus from switches and variable 
resistors the user can adjust. 
To begin, the Matlab code first needs to be compiled into machine code that the DSP chip can use to 
execute commands and perform the calculations. Matlab has a built-in coder that will convert the 
code to C/C++, from there a separate compiler much be used to generate machine code – Matlab 
does not generate machine code directly. At this point, the machine code is stored in a hexfile that 
can be uploaded to the DSP chip. 
Uploading to a DSP chip requires the use of a prototyping platform that will allow the transfer of 
data to and from the chip from a computer. There are many platforms available such as the Arduino, 
Raspberry Pi or ChipKIT uC32. These platforms also allow variable resistors and switches to be 
attached and incorporated into the code to be uploaded to the DSP chip. This is done via the 
Integrated Development Environment (IDE) software that comes with the hardware device. 
It must be noted here that there are many models and types of DSP chips that all have their own 
strengths, weaknesses and characteristics. The mathematical processing load for this simulation is 
very light, even with the addition of convolving the signal with a speaker cabinet impulse response, 
most modern DSP chips will have ample power to perform the calculations in real time. However, 
consideration must be given to the other parts of the signal chain, such as the analog inputs and 
outputs, the power supply and various components that will make up the device. Their values and 
build quality will have an impact on the fidelity of the output signal and ease of use.  
One such area for consideration is the signal being fed into the DSP chip for A/D conversion. Just as 
it is important to get a decent level when recording to an audio interface to use the maximum bit 
depth possible before clipping, the same can be said for the input signal to the DSP chip. DSP chips 
have a optimal input and output voltage. Note the excerpt from the datasheet of a Texas Instruments 
TAS3204 DSP chip below. 
This particular chip will handle an input voltage of 3.3V, same with the voltage that is output from 
the D/A. That being said, we can look at the input signal of the instrument that the device is to be 
mainly used for; the electric guitar. Most electric guitar pickups will produce an output of around 
200 – 400mV, perhaps up to 500mV for very high output models. This is far below the voltage that 
the DSP chip is expecting to see, leaving it unable to effectively digitize the signal using its full bit 
depth. As a result, the signal could be degraded and grainy, caused by quantization error. 
The solution here is that some kind of preamp must be built into the device to increase the gain of 
the input signal to a more optimal voltage before transport to the A/D of the DSP chip. This opens 
up many options for our signal path in that the device could employ an op-amp, transistor or even a 
valve to increase the input gain to optimal voltage, with respect to correct impedance matching for 
optimal signal transfer.
The same consideration also applies to the output of the device. Compatibility with other hardware 
devices in regard to a line-level signal at an acceptable impedance must also be a high priority. 
Line-level usually falls in the range of -10dBV to +4dBV for consumer and professional level 
equipment respectively (0.316V – 1.23V) so the output voltage of the D/A output of the DSP chip 
must be attenuated to this range. Again, there are a number of options for voltage attenuation, a 
dedicated attenuator, an array of resistors in the signal path or a voltage divider. 
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