Most question answering (QA) systems are based on raw text and structured knowledge graph. However, raw text corpora are hard for QA system to understand, and structured knowledge graph needs intensive manual work, while it is relatively easy to obtain semi-structured tables from many sources directly, or build them automatically. In this paper, we build an end-to-end system to answer multiple choice questions with semi-structured tables as its knowledge. Our system answers queries by two steps. First, it finds the most similar tables. Then the system measures the relevance between each question and candidate table cells, and choose the most related cell as the source of answer. The system is evaluated with TabMCQ dataset, and gets a huge improvement compared to the state of the art.
Introduction
Question answering is a practical task, and there are many related challenges. Due to the complexity of natural language, those challenges are hard to solve. A QA model requires knowledge, which contains facts, and fetches the answer from the knowledge. For most QA systems, raw text and structured knowledge graph are used as their knowledge. However, raw text corpora are hard to understand for machine. Besides, most knowledge graphs contain too much noise and still need manual intervention. In contrast, the semi-structured data are more flexible to be comprehended than raw text corpora, and much easier to build from text automatically than knowledge graphs. Besides, there are many documents which can be easily converted to semi-structured tables, such as announcements published by institutions and knowledge in science books, etc. We would like to utilize these kinds of knowledge in QA systems.
There are many works on QA based on other knowledge. Some of them are based on raw text corpora, such as Miller et al. (2016) , Min et al. (2017) , Yin et al. (2016) . Besides, QA models based on knowledge graphs are improving rapidly. Freebase (Bollacker et al., 2008) and Wikidata (Vrandecic and Krötzsch, 2014) are well-known structured knowledge bases, which are built almost manually by their users. Although there are some studies on automatic knowledge graph construction, like Sateli and Witte (2015) , it is not good enough. There are also many studies on those structured data, like Yih et al. (2015) , Yao and Durme (2014) . Some of them focused on text description of each item, while others, such as Zhang et al. (2016) , try to obtain embeddings of the items.
Although there is limited work on semi-structured tables, there has already been research of QA based on simple tables. HILDB (Dua et al., 2013 ) is a QA system which converts questions in natural language to SQL queries. Vakulenko and Savenkov (2017) offer another data structure of tables, and introduce a QA system based on tabular knowledge. However, those methods are limited to the specific structure of tables, and cannot take advantage of semi-structured data.
In previous work, candidate table selection is based on manually selected features, such as TF-IDF, which makes it hard to transfer to other environment. Besides, all columns in each row are considered equally, but for some questions, some of columns in the table are completely unrelated to question, and those cells can mislead the model to give a wrong answer. In this paper, we will propose a neural system for answering multiple choice questions (MCQs) based on semi-structured tabular data. Our model contains two parts: 1) candidate table selection: for each query, tables are ranked according to relevance to the question, and the model fetches candidate cells from the most relevant tables, 2) cell scoring and answer selection: the model measures the relevance of query and each candidate cell, and finally the model obtains an answer based on the most relevant cells to the query.
Our first contribution is offering an end-to-end model to select candidate tables before scoring and ranking the answers, instead of using hand-crafted features in previous work. According to our evaluation, recall of the model on the top three tables is more than 98.9%, which leads the system to be efficient and accurate.
Another contribution of our work is a new relevance scorer between table cells and text. We use an attention layer to make the model focus on useful information of the table. With effort of the new scorer, our system has better performance than state-of-the-art on the task. Besides, the model has fewer parameters, which makes it easier to be trained.
Base on our evaluation, our system gets a high performance on the answer scoring task of TabMCQ. Our system achieves an accuracy of 79.0% on test set, while the state-of-the-art system TabNN (Jauhar, 2017) only answers 56.8% of questions correctly.
Task Description
The knowledge contains some semi-structured tables T = {T i |i ∈ 1...n}. And each case contains a MCQ query. There is an example of knowledge and queries in Figure 1 . There are several semi-structured tables in its knowledge base.
Each semi-structured table has a title, like Resource Type Organism in Figure 1 . Different from structured tables, semi-structured tables have some columns used to link other cells, which makes each row is a complete sentence, and those columns are not tagged. Except for those columns, each column in the tables has a tag.
Each query contains a question and three or four candidate choices, i.e. Q = (q, c 1 , c 2 , c 3 , c 4 ). Our task is to predict the correct choice C of query Q based on T. We assume that each case has one correct answer. In training set, each case contains a MCQ query Q, its correct choice C, and source cells of answer
is the cell at i-th row and j-th column of T i , and d T i r and d T i c are the numbers of rows and columns of T i . The system is evaluated by accuracy of correct selections.
System Architecture and Training
To narrow down the range of candidate tables, our system uses an end-to-end model which has high recall to filter out unrelated tables. After that, our model searches in candidate tables, and obtains a list Figure 2: The system structure to select candidate tables.
of candidate cells. Then an attentive recurrent model will measure the relevance of all these cells with the query.
Candidate Table Selection
In this section, we will introduce the model to select related tables of a given question. The structure is shown in Figure 2 . We use DiSAN (Shen et al., 2017) to encode the tables and questions separately, and then measure relevance. The tables with highest relevance scores are selected as input of answer selection model. Directional Self-Attention Network (DiSAN): DiSAN is a network to learn sentence representations, instead of convolution neural networks (CNN) and recurrent neural networks (RNN), it is based on the attention mechanism. DiSAN is made up by directional self-attention (DiSA) blocks. For each block, assume the input sequence is x = [x 1 , x 2 , ..., x n ], we have
where σ h is an activation function. Then given masks M , we can use masks to encode temporal order information into the output. In DiSA, the masks are the forward mask and the backward mask, i.e.
Define p(z k = i|x, q) as the probability of the k-th feature of token x i contributes important information to q, and 1 represents all-one vector. In the multi-dimensional attention layer, we have a feature-wise score vector instead of a single scalar score, that is
, only the relation of later j and earlier i will be in attention, and when M = M bw , only earlier j and later i will be focused. Now, we can obtain the importance weight of each feature k in each token i, i.e.
Then, the output of x j can be written as The final output u of a DiSA block is gotten by input h and output s of the block by a fusion gate.
h are parameters to be learned. DiSAN firstly applies forward blocks and backward blocks, and their outputs u f w , u bw ∈ R d h ×n are concatenated and sent to another self-attention block called source2token block, which compresses [u f w , u bw ] into a single vector, i.e.
Compared to other methods, DiSAN contains fewer parameters and takes less time to train, and it works well on encoding tables and questions separately. In table selection, there are many query-table pairs, and we need to score them accurately and time-efficiently. Inspired by this method, when tables and questions are encoded, they are self-attentioned without extra information, which can reduce computation complexity of this part.
Candidate Table Selection 
, where x is the title of a table, T is content of the table, and w i,q is the i-th word in q.
We first convert words in questions into representations I q = R dw×n , which are concatenation of the word-level embeddings of the words {e w i,q } n i=1
and their POS-tag embeddings {e p i,q } n i=1 . The embeddings of POS tags are randomly initialized and are trained together with parameters, and the word-level embeddings are initialized by GloVe (Pennington et al., 2014) vectors. We then use a DiSAN layer described above to encode each question q:
Then we convert tables into their vector representations. A table contains a title and some structured data, and we encode them respectively. In some tables, there are some columns filled with link words, and each row in the table is a complete sentence, while others have few or even no link words (like Figure  3) . We put those columns, which link the cells, and tags of other columns into a DiSAN encoder, and then, we measure the relevance between each table and the question by their representations, i.e.
For each question, we select the l most relevant tables. Then, rows in those tables are selected by their intersection of text with the query. Those rows are sent into the cell scoring model.
ORBITAL EVENT PERIOD OF DAYLIGHT PERIOD OF NIGHT
The summer solstice is the day with the longest period of daylight and the shortest period of night The winter solstice is the day with the shortest period of daylight and the longest period of night The spring equinox is the day with the midrange period of daylight and the midrange period of night The fall equinox is the day with the midrange period of daylight and the midrange period of night Question: Which period of daylight is the summer solstice related? Figure 4 : The table contains the answer of "Which period of daylight is the summer solstice related?", relevant rows and columns, and their intersection are marked.
Cell Scoring and Answer Selection
After finding candidate rows, we introduce a model that focuses on useful parts of tables and tries to score each answer by its relevance with the query. For most queries, answers can be selected based on cells from candidate tables, so we score each cell directly. As Figure 4 shows, for question "Which period of daylight is the summer solstice related?", we can find a row in table, which tells us summer solstice has longest period of daylight and shortest period of night, but "shortest period of night" has nothing to do with answering the query, and may mislead model to make a wrong decision. Therefore, to focus on useful information of the table, a soft attention layer is on the top of table encoder. The structure of our answer selection model is shown in Figure 5 .
Soft Attention: The r-th row of table T contains several cells
. The attention layer needs to find out useful cells in the candidate row (like those marked in Figure 4 ). When we obtain attention weights, rows in the table will be transformed to the unstructured sentences. Suppose we have m words in q and n words in T (c), for each query Q and candidate row, we build a matrix S q,T (r,·) = {sim(i, j)} m×n , sim(i, j) is cosine similarity between the vector representation of the i-th word of q and j-th word of sent(T (r, ·)). Then, attention weights W a are calculated by a CNN, which have S as its input. Convolution layers are used to measure the similarity of n-grams between q and sent(T (r, ·)), and a pooling layer on the dimension with variable length is applied before we obtain W a , i.e.
W a = tanh(pool(conv(S))).
Here, we add an activation layer to make sure the weights are in a small range. Cell Scoring: In most cases, the answer candidate cells in each row are not components of a question. Therefore, for each (q, T (r, c)), input of the encoder does not contain the candidate answer cell T (r, c), and it is replaced by a tag " SPACE ". For some rows in same table, if we remove the answer cell, they are in same pattern (such as, in the table "Country Hemispheres", both "China" and "Japan" are in the north hemisphere, if we remove "country" cells, those two rows are both in pattern " SPACE / is in / north hemisphere"). For these cells, we merge them into one group. Also, a row in the table is hard to be encoded directly, we convert each row into a word sequence, in which different cells in a row are separated by sign "||".
Suppose we have a question q with n words, and a row T (r) with m words, let I q ∈ R dw×n and I T (r,c) ∈ R dw×m denote the embeddings of words in question q and row T (r), where d w is the dimension of word representations. Question encoding E(q) and E(q, T (r, c)) can be obtained through a bidirectional Gated Recurrent Unit (Bi-GRU) Network:
We concatenate the final states of two directions of Bi-GRU and take it as the representation of the question and the selected cells. Then for each (q, T (r, c)), we put E(q) and E(q, T (r, c)) into a fullyconnected layer and then obtain the score of each pair, i.e. 
Answer Selection from the candidate cells: After we score each rows, we need to select the best answer from the three or four candidates. Because of some queries have a choice like "none of above", we should also determine whether there are true answers in all choices. For each query Q, we order all patterns by their scores, and for each pattern, we will find the matched words between selected cells and the choices. For those queries can not be determined by the most relevant patterns, the next pattern will be used to select choices and get its intersection with the answer set. The process finishes when only one choice is remained, or no answer is left in the answer set.
Our model is a scorer model, which can answer MCQs with multiple answers. There are two different kinds of those queries. In some of those queries, the answers are in same pattern set, and it is easy to find them out. For those cases that answers are in different set, a straightforward solution is selecting candidates of which the score is above a threshold as answers. However, there is no such case in both the training and testing set, we did not explore the way to measure the threshold.
Training
Instead of measuring the system by an absolute score for relevant and irrelevant cells, we train the model to score the best cell with the highest score. For each query, we select some wrong cells from the candidate tables of each query randomly, and train the model based on triples (q, T (r + , c + ), T (r − , c − )). We measure the loss of each triple by:
In (18), s + and s − are relevance scores between question and T (r + , c + ), T (r − , c − ), and α is a hyperparameter to control the gap between the two scores.
Experiment
In this section, we will evaluate our QA system based on semi-structured knowledge. Firstly, we will introduce our dataset, evaluation metrics and setup. Then, we compare our system with other work.
Finally, we analysis the result of evaluation.
Dataset
We use the TabMCQ (Jauhar et al., 2016) dataset to evaluate our system. TabMCQ contains 9092 manually annotated multiple choice questions (MCQs) with their answers, and 63 tables as its knowledge. Tables in this task are semi-structured tables, rows in each table are sentences with well-defined recurring filler patterns. For those tables built by sentences, some of the tables contain some link words to make the sentence complete, while in other tables, all cells are meaningful. Same as simple tables, analogies between rows of tables also exist.
The target domain for the tables is the 4th grade science exam, and most tables are constructed based on the topic. MCQs in the dataset are created by information of the row containing the target cell, and the other choices of the question should be built according to other cells of the same table. Therefore, for all MCQs in the dataset, we know the source cell to answer the MCQs, which makes it easier to train based on the dataset. Jauhar (2017) also evaluates his model on Elementary School Science Questions (ESSQ) dataset. However, the structure of those two datasets are quite different. Length of questions in TabMCQ is much shorter than ESSQ, and in ESSQ, many questions can not be solved by searching, but analogy and reasoning. Our system is not aimed at working on these questions. Besides, ESSQ contains only 108 MCQs in its training set, which is hard to train a model. Therefore, ESSQ is not in the sources of evaluation.
Evaluation Metric
For each query, there are three or four choices. We measure the systems by their accuracy on answering questions. The cases will be set to wrong when the correct group is selected, but the model returns the wrong choice. On table selection task, the goal is to get more correct recall in limited return, so we evaluate the models by their mean average precision (acc@n), which means the proportion of correct table of the query in n most relevant tables returned by the model.
Experiment Setup
When preprocessing the corpus, we use tokenizer from Natural Language Toolkit (NLTK) (Bird, 2006) . The representations of words are pre-trained by GloVe (Pennington et al., 2014) , and all these embeddings are fine-tuned in the training process. The dimension of word representations in all components is 300.
Two parts of the system are trained separately. For the DiSAN layer, we have a dropout layer (Srivastava et al., 2014) with dropout rate being 0.2, and the activation function is ELU (Clevert et al., 2015) . The model is trained as a classifier, whose loss is measured by cross entropy with softmax, and we minimize the loss by using Adagrad (Duchi et al., 2011) with learning rate set to 0.05. When getting attention weights, we apply padding and masking to make input into fix length. Candidate cells of the answer scoring model are from table selection model we describe in section 3.1. We use the three tables with the highest scores as its source. The size of the GRU hidden layer is 100, and input and output of each GRU layer have a dropout rate of 0.2. We train the model on batches of 32 queries, and for each query, a correct answer and a wrong answer are used to construct a training sample. Attention layer is trained together with the whole model, and the loss of the answer scoring model is minimized by Adadelta (Clevert et al., 2015) with learning rate set to 0.08. Representation of words in our system is trainable, and we evaluate our model on both pre-trained word embeddings and randomly initialized word embeddings.
To compare with other work, we split queries from TabMCQ into three parts, 10% of queries are in testing set, 10% of the rest queries are in validation set, and the remaining queries are in training set. We train our system on the training set, and finish training when accuracy on the validation set stops increasing. Besides, we also evaluate our system without pre-trained vector and attention.
Baselines
To evaluate our system, we compare our system with other work. We take some experiments to show the influence of each components of our system. For systems that need to be trained (Bi-LSTM, TabNN, and our model), models are learned by using training set and validation set, and evaluations on all models are based on test set.
Random: The answer is selected from all choices randomly. It's used to measure whether the model gains the result on this task. Because there are a few questions with only three choices, the accuracy of random selection is a little higher than 0.25.
Bi-LSTM: Each row is converted into a sequence, and put into a bidirectional LSTM network. The hidden size of the LSTM layer is 100 or 200. The model is trained by Adadelta. The model's output is the relevance score of query and row. Candidate rows of the query is obtained from the model in 3.1, and the final choice is selected by matched words.
Bi-GRU: Structure of the system is similar with Bi-LSTM, but the recurrent layer is changed to bidirectional GRU. The hidden size of the model is 120 or 200. The model is trained by Adadelta.
Lucene: Lucene is a tool for retrieving unstructured information, and it is well known as a search engine. We convert semi-structured tables into unstructured sentences, which can be indexed and searched by Lucene. For each query, the top hit returned by Lucene is regarded as the answer, and the sentence is compared with the choices, and the choice with most coincidence is selected.
TabNN: TabNN, proposed by (Jauhar, 2017) , represents the state-of-the-art on the task. It is composed of two scorers: a scorer between questions and rows and the other one between choices and columns. In each component, the basic unit of table encoder is cell-LSTM, which is an LSTM layer to encode cells. Output of cell-LSTM can be used by the following row and column encoders as their input. In the evaluation, TabNN-fixed is the model with fix word representations, while TabNN-learned is the model with trainable word representations.
Results
For the whole system, accuracy on the test set of TabMCQ is shown in Table 1 . Count of parameters does not include those from word representations. As we can see from Table 1 , our system performs better than existing work by a large margin. Because our training is based on (query, relevant cell, improper cell) triples, and does not train by all wrong cells directly, test accuracy of our system is very close to train accuracy. Training accuracy of our model is 79.27%, while TabNN has accuracy of 68.0% on the training set, and 56.8% on the test set. Besides, our model is less complicated than TabNN. As we can see from Table 1 , our scorer has only half of the parameters, compared to the number of TabNN. In most deep learning system trained by a small dataset, model with fewer parameters can be trained more easily than complicated ones, and is less likely to overfit.
For different components of our system, soft attention is significant. As we can see from the Table  1 , the system with Bi-GRU as its scorer works poor in the task, although it has similar settings in other parts with our model. That is because ordinary models are hard to classify whether the information in the tables is useless or not, but a soft attention layer can help filter out the cells, which helps ordinary models work much better. Our system benefits from using pre-trained word embedding to initialize our system.
Analysis of Candidate Selection
In section 3.1, we offer a table selection model. To evaluate the effort of the model, we compare it with some baselines, which is shown on Table 2 . In our experiment, LSTM with attention has a hidden size of 120, and CNN has filters in size (n, d w )(n = 2, 3, 5) and a fully-connected layer with activation. Each of them is trained by AdaGrad optimizer.
As we can see from the result, LSTM takes a poor performance on selecting the most relevant table of the question. On acc@1, both our model and CNN work well, but the correct tables achieve higher score on our model, which means our model selects fewer tables on the same recall of the accurate tables, and the system can obtain the correct answer more easily than using CNN. Besides, our model runs faster than LSTM, and has almost the same running time with CNN for each batch of data. Therefore, DiSAN works well on this task in our model. There are much more relevant tables when using the three most relevant tables than the top two, and the proportion of relevant tables is not selected is small (acc@4 of our model is 99.0%, and acc@5 is 99.2%, the gap between acc@3 and acc@5 is smaller than those shown in table 2, and the improvement is little on using more candidate tables. Therefore, for each query, we have three candidate tables sent into answer scoring.
Error Analysis
Although our system is much better than existing work, there is also a big room to improve. We randomly analysis some queries that our system can not select the correct choice, including those from the training set and the test set.
Some of the errors are due to candidate selection. Although we choose the three most relevant tables as candidates, there are still a few queries matched with wrong tables. Most of those queries' corresponding tables contain only few columns, and has little feature on their patterns. An example is shown on Figure  3 . Besides, in some queries, words in different patterns cannot be recognized by the system. For example, the correct choice is "USA", while the representation in the relevant cell is "the united states". It's hard to recognize by our model, and it can be solved by using large knowledge to get better representations of those words. Otherwise, for some question, we have obtained the correct group with several cells, but our answer selection method is not accurate enough, the wrong choice is selected based on other cells in the same group.
There are also some faults of tagging in the dataset. Some queries in the training set are labeled with wrong cells as their "relevant cell", such as the question "Yucatan is a state located in ?", is asking for the country of Yucatan, the "relevant cell" should be "country", but the question is marked as "subdivision". Besides, there are a few questions with two correct choices. For question "Which of the following is a carnivore?", both "Andean Cat" and "Arctic fox" are in choices, and only one of them is marked as correct.
Conclusion
In this paper, we present a question answering system based on semi-structured tabular data. Our system is composed of two parts, which are used to select candidate tables and give out answers. Then we take some experiments with different settings on the system, and our model is compared with previous work by their performance. Besides, we evaluate the effect of the components of the model. Due to the effect of attention layer and efficient model, our system performs better than state-of-the-art work on TabMCQ dataset.
In further research, there are still much work to be done. MCQs with multiple correct choices can be added to the dataset, and then the system can solve answer MCQs with multiple answers. Besides, recall of table selection model still can be improved. Making decision on choice selection more accurate is another important point. Answering questions with induction and reasoning is also a point to improve. Otherwise, representation of cells are also important. An embedding with both text and structure information can be helpful to improve the model. Otherwise, the manners to convert raw text and structured-tables to semi-structured tables can also be explored.
