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My experience teaching Natural Language Processing (NLP) methods with biblical sources is 
quite varied. I have taught both novice and advanced students in full semester courses, week-long 
summer school sessions, and even shorter eight or sixteen hour block sessions. I have also taught 
students in both the humanities and in computer science. I will thus organize the following article as
a report of these experiences focusing especially on the things that I have done that I believe have 
worked well and those which I think did not worked so well. I should preface all of these remarks 
also by saying that the methods I use for teaching NLP are only one way to do it. I have had good 
results using them and I believe that they work, but I also believe that there are other pedagogical 
methods that could work equally well for a different instructor in a different context. Enough, 
however, with the introduction.
All of my experience in teaching NLP has been done using the programming language Python 
simply because this is how I do my own NLP analyses. Early on in my career as a digital humanist, 
I discovered that most pre-built tools for doing computational analysis for texts would usually get 
me 50-60% of the way to my goal but never could cover that last half of the road to what I actually 
wanted to do. I found that I either needed to change my research questions to fit the available tools 
or to learn to program my own computational solutions. This is why I eventually opted to learn a 
programming language and to patch my own NLP solutions together using the code libraries that 
already exist within Python. And one important reason why I teach NLP using Python is to give the 
students precisely this ability to design their own solutions when the available tools do not allow 
them to answer the research questions that they want to ask.
But besides giving students the ability to actually answer the questions they want to ask, 
learning to design one's own solutions leads also to a better understanding both of the questions 
they wish to ask and of the methods that they use to answer them. As the students struggle to 
computationalize their research questions, to decide which methods will allow them to investigate 
their data in the way that they wish, and to translate both of these components into programming 
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code that does what they want, they learn something about being a scholar that they would not learn
by using out-of-the-box tools.
But this process also creates new challenges for the instructor, who needs to understand both the
computational and the disciplinary side of the equation in order to best help the students to reach 
their goals. And this guidance is something that students from both the humanities and computer 
sciences need. The former understand the disciplinary side of NLP but will need help translating 
this knowledge into the digital realm, whereas the latter will have the opposite problem of 
translating their digital knowledge into a humanities context. As someone with training in the 
humanities, I actually find it more difficult to help computer scientists think like humanists than the 
other way around. I believe this is because for me the humanistic way of thinking and looking at 
problems comes naturally and so I often don't understand the difficulty computer science students 
have in approaching a problem humanistically. The humanities students, on the other hand, have the
same problems and encounter the same roadblocks that I encounter each time I try to solve a new 
humanities problem computationally. I know how to follow the NLP road starting from the 
humanities side. I have trouble, however, following it from the computational side.
Once I decided to teach NLP through a programming language, the next decision I faced was 
how precisely to arrange the course. The first several times that I taught NLP both to humanities and
computer science students, I decided to focus on teaching them the programming language first and 
only later to focus on how to apply this programming knowledge to NLP problems. I found, 
however, this approach to be problematic for both types of students. For the humanities students, 
this meant having to learn such unfamiliar and usually (for them) uninteresting things such as data 
types and the basics of functional programming before they could actually get to what they really 
wanted to do. And I found that this was information that often was not helpful for these students 
since they typically had no way to contextualize the information and, thus, to understand how 
important it is. It would be much like learning the rules of a language without ever learning its 
vocabulary and then being expected to speak it. For the students from computer science this 
introduction was even more wasted time since it was information that they could have taught 
themselves much more efficiently given their knowledge of other programming languages. 
Then, in the summer of 2016, I was asked by a colleague to teach two blocks in her seminar in 
order to help the students learn Python's Natural Language Toolkit (NLTK). And while I was 
skeptical at first of how well the students could learn NLP methods if they did not understand the 
basic building blocks of the programming language, I was soon proven wrong as I saw the students 
being more engaged and producing interesting NLP results in the first few hours of the course. But 
in all honesty I must say that this was not because of any incredible pedagogical gifts that I had but, 
instead, because the developers of NLTK have actually published a book online that shows 
precisely how to use their suite of tools to do interesting things. This book is freely available at 
http://www.nltk.org/book/. When using this book my role as an instructor shifted from trying to plan
interesting ways to teach my students uninteresting things to helping to guide their creative energies
and to formulate their questions in such a way that they could be asked of, and answered by, the 
NLTK.
My experience in teaching in that course in 2016 was an unqualified success that convinced me 
not to go back to teaching NLP the other way. I have not yet had the opportunity to teach the NLTK 
with computer science students but I expect to enjoy the same kind of success there as I had with 
the humanities students. After all, if I may carry on the comparison to language learning, my goal in
teaching students NLP is not to make them philologists who can comment in minute detail about all 
of the inner workings of the programming language. Instead, my purpose is to help the students 
become speakers of the NLP dialect of Python in order to solve the everyday problems that they 
face in their humanities or computer science research.
And the NLTK allows itself to be easily customized to be used with biblical languages. 
Although the corpora that are included within the NLTK tend toward modern languages and are 
especially heavy on English resources, it is easy to import one's own corpora and work with them. 
Within the first two hours of instruction, the students can be producing graphs of, e.g., the usage 
patterns of the word πνε μα in the Greek New Testament or ῦ  in the Hebrew Bible that will lead רוח
them to more research questions as they try to explain what they are seeing.
Now for an important warning about teaching NLP in this way. First, it requires at least an 
intermediate level of knowledge and experience with Python. I do not consider myself an advanced 
Python programmer, but I do have enough experience with it to be able to figure out how to answer 
most NLP questions that I might put to it. And even with this level of knowledge I often experience 
holes in my knowledge when dealing with my students that I might have considered embarrassing 
before I started teaching NLP. I find that when I teach NLP, I can no longer set myself up as the 
expert in the classroom. Instead, I must content myself with being (probably) the most advanced 
student in a collection of curious researchers, all learning from each other and moving forward 
together. But as a humanist teaching digital skills, this is a role that you will probably also have to 
content yourself with. On a related note, you should also be prepared for your students to ask 
questions that you are not prepared for. As mentioned above, learning a programming language to 
solve NLP problems opens up a multiplicity of investigative paths that are not available when using 
pre-existing tools. You should always expect your students to take the path that you did not take and
also to be correct in having done so. 
In the end, if you are a theologian and you decide to teach your students NLP programming, 
whether with Python or any other programming language, you are already moving away from your 
area of expertise and putting yourself on a level that is closer to your students. But I believe that the 
opportunities for investigation and the new way of considering problems that are opened up to 
students through NLP programming are worth this sacrifice of standing. And I truly believe that it 
will result in better theology being done, both by you and by your students.
