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La tracciabilità di filiera è “l’identificazione delle aziende che hanno contribuito alla 
formazione di un dato prodotto. Tale identificazione è basata sul monitoraggio dei flussi 
materiali, cioè i flussi dal produttore della materia prima al consumatore finale” [1]. 
Obbiettivo della tesi è stato quello di progettare un sistema informatico per realizzare la 
tracciabilità all’interno di una filiera agroalimentare. 
Nello svolgimento sono state applicate le tradizionali metodologie di ingegneria del 
software, cominciando dall’analisi dei requisiti, passando per la fase di progettazione 
architetturale, fino alla fase di sviluppo e di test. 
Durante la fase di sviluppo sono state adottate le più diffuse tecnologie informatiche non 
proprietarie, relative ai processi di business elettronico, alla interoperabilità dei sistemi 
informativi, all’interscambio di informazioni tra piattaforme disomogenee, a standard 
internazionali per l’identificazione di risorse, aziende, processi e prodotti, quali ebXML, XML, 
Web Service, EAN/UCC. 
Partendo da un modello dei dati valido per qualsiasi tipologia di prodotto/processo del 
settore agroalimentare, è stata progettata una architettura client/server basata su un modello di 
trasmissione “push”, in cui le aziende della filiera inviano i propri dati ad un database 
centralizzato (nodo di coordinamento) contestualmente alla generazione del prodotto o 
esecuzione del processo da tracciare. 
La fase di sviluppo è interamente basata sulla tecnologia Java, e riguarda la realizzazione 
dei servizi di analisi dei flussi (accessibili da web), di servizi di monitoraggio e lo sviluppo di 
un package per lo scambio di messaggi che utilizza in particolare il sistema di messaggistica 
MSH. 
 Durante lo studio è stato sviluppato un meccanismo di identificazione interna dei 
prodotti/processi che permette di tracciare correttamente le singole unità indipendentemente 
dall’ordine di arrivo dei messaggi inviati dagli attori della filiera.  
L’architettura finale soddisfa i requisiti di efficienza e scalabilità necessari ai DBMS e la 
manutenibilità e riusabilità che garantiscono un efficiente sviluppo di successivi prototipi. 
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1 Descrizione del problema 
 
La descrizione del problema è la prima fase della progettazione. 
In questo capitolo, partendo dal concetto di tracciabilità, si 
affrontano tutte le problematiche legate alla realizzazione di un 
sistema di gestione dei flussi informativi legati alla filiera 
agroalimentare. 
 
1.1 Cos’è la tracciabilità di filiera? 
La rintracciabilità o tracciabilità di filiera è la capacità di ricostruire la storia e di seguire 
l’utilizzo di un prodotto mediante identificazioni documentate relativamente ai flussi materiali 
ed agli operatori di filiera [2], ma è anche l’identificazione delle aziende che hanno contribuito 
alla formazione di un dato prodotto alimentare, basata sul monitoraggio dei flussi materiali dal 
produttore della materia prima al consumatore finale. 
Inoltre, con il termine di tracciabilità si intende il processo informativo1 che segue il 
prodotto da monte a valle della filiera2 produttiva; mentre per rintracciabilità si intende il 
processo inverso che permette di risalire da valle a monte alle informazioni distribuite lungo la 
filiera. 
Ai fini della tracciabilità, non è fondamentale individuare l’origine geografica o il luogo 
di trasformazione e/o confezionamento del prodotto, ma l’identificazione delle aziende che 
hanno partecipato alla produzione e che ne sono direttamente responsabili. 
La tracciabilità deve essere riferita ad ogni singola porzione di prodotto, e deve consentire di 
risalire ad ogni azienda che ha avuto un ruolo nella formazione di tale porzione. 
                                               
1
 Il processo informativo è l’insieme organico delle informazioni qualitative e quantitative afferenti al sistema 
aziendale che sono raccolte ai fini conoscitivi. 
2
 Con il termine filiera si intende l’insieme delle aziende che contribuiscono alla produzione, distribuzione e 
commercializzazione di un prodotto. 




Per quanto concerne la legislazione, vi è una distinzione tra rintracciabilità cogente 
(obbligatoria) e rintracciabilità volontaria. 
La rintracciabilità cogente, come previsto dal legislazione europea, stabilisce che tutti gli 
operatori del settore alimentare e dei mangimi debbano essere in grado di individuare la 
provenienza di tutti gli elementi utilizzati in un determinato processo produttivo e la relativa 
destinazione del prodotto finito [3]. A tal fine tali operatori devono adottare sistemi e procedure 
che consentano di mettere a disposizione delle autorità competenti le informazioni inerenti tutta 
la filiera. 
Per quanto concerne la rintracciabilità volontaria detta anche tracciabilità di filiera non 
esiste una normativa cogente, ma solo un richiamo nella legge d’orientamento [4] riguardante la 
promozione da parte dello Stato dei sistemi di rintracciabilità. Essenzialmente la rintracciabilità 
volontaria definisce i principi e specifica i requisiti per adottare un sistema di tracciabilità in cui 
si possa documentare la storia del prodotto e individuare le relative responsabilità. 
Esiste anche una legislazione nazionale collegata alle norme sull’igiene dei prodotti 
alimentari [5] in cui si prescrive  l’obbligo, per le aziende alimentari, di ritirare dal commercio i 
lotti di prodotto nei quali sia stato individuato un “rischio immediato” per la salute del 
consumatore. Ciò comporta che i lotti siano rintracciabili attraverso l’indicazione del lotto in 
etichetta, definibile a discrezione dell’azienda confezionatrice, come indicazione del giorno di 
confezionamento o di un lotto di prodotto omogeneo. 
1.2 Servizi offerti dalla tracciabilità 
I servizi legati all’adozione di un sistema di rintracciabilità sono molteplici e riguardano sia i 
consumatori che le imprese.  
Per quanto riguarda la rintracciabilità cogente, i servizi possono riassumersi come segue: 
• Servizi per i consumatori: protezione della sicurezza alimentare attraverso il ritiro dei 
prodotti in caso di emergenza; protezione della salute pubblica tramite il ritiro delle 
produzioni alimentari dalla vendita; prevenzione delle frodi; controllo delle malattie 
trasmissibili dagli animali; controllo della salute degli animali. 
• Servizi per le imprese: adeguamento alla legislazione; capacità di adottare azioni rapide per 
ritirare dal commercio prodotti pericolosi e salvaguardare l’immagine aziendale; riduzione 
dei costi per un eventuale ritiro di prodotti dal commercio. 




Per la rintracciabilità volontaria si hanno invece i seguenti: 
• Servizi per i consumatori: aumento delle garanzie sulla identificazione di determinati 
ingredienti presenti nei vari prodotti alimentari; permette una vasta scelta tra alimenti 
prodotti in zone e con modalità diverse; disponibilità immediata delle informazioni 
riguardanti la filiera e semplificazione dei controlli. 
• Servizi per le imprese: possibilità di differenziarsi sul mercato; possibilità di garantire la 
veridicità delle informazioni; diminuzione dei costi dell’organizzazione interna della filiera; 
riduzione delle informazioni da registrare poiché presenti nel sistema informativo di filiera; 
agevola la scelta dei fornitori e il monitoraggio dei clienti. 
1.3 Tracciabilità ed etichettatura 
Non bisogna confondere la tracciabilità con la comunicazione al consumatore di informazioni 
che caratterizzano il prodotto. 
Ciò che è essenziale ai fini della tracciabilità è solo l’identificazione delle aziende che 
hanno partecipato alla formazione di ciascuna unità di prodotto singolarmente e materialmente 
identificabile e che pertanto ne hanno la responsabilità. 
Comunicare un metodo di produzione, l’origine geografica, la categoria o la composizione di 
un prodotto non significa parlare di rintracciabilità, bensì di etichettatura. L’etichetta infatti è lo 
strumento che consente di trasferire le informazioni al consumatore.  
Anche a livello normativo i concetti di tracciabilità ed etichettatura si sono spesso 
sovrapposti, laddove il legislatore ha stabilito l’obbligo di riportare in etichetta determinate 
informazioni relative ai prodotti, al fine di favorire la trasparenza delle informazioni al 
consumatore. 
L’obbligo di riportare informazioni al consumatore introduce la necessità di un trasferimento di 
dati lungo la filiera e rende indispensabile solidi sistemi di tracciabilità interna e un sistema 
efficace di comunicazione per il trasferimento delle informazioni lungo la filiera. 
La Figura 1 mostra il diagramma di flusso di una possibile filiera. In esso si identificano 
tutte le aziende coinvolte nel sistema di tracciabilità, ed in particolare viene evidenziato il 
percorso che la materia prima, i semilavorati, ed i prodotti finiti possono compiere all’interno 
della filiera. 
Va precisato che non tutte le aziende rappresentate nel diagramma partecipano alla 
tracciabilità di ogni singolo prodotto, ma può darsi che alla formazione di un prodotto 
partecipino solo alcune aziende B TDQEGMP (vedi tracciato in grassetto), 
come dovrà risultare dal controllo dei flussi della filiera e dalla relativa documentazione. 









































































Figura 1 – Diagramma di flusso di una tipica filiera agroalimentare 
 





1.4 Gli elementi costitutivi dei processi di tracciabilità 
La tracciabilità di filiera implica che le masse di prodotto siano gestite in unità identificabili in 
punti precisi della filiera. Tali unità sono dette lotti. 
Ai fini della tracciabilità l’unica cosa che conta è l’identificazione dell’azienda fornitrice quindi 
si possono considerare masse contenute in contenitori diversi con un identico codice di 
identificazione, purché provenienti dallo stesso processo produttivo e quindi con proprietà 
omogenee. 
Il lotto di tracciabilità è chiamato anche lotto di identificazione, per distinguerlo da altri tipi di 
lotto interni all’azienda usati per esigenze tecniche e di controllo. 
I lotti di identificazione sono presenti per ciascuna azienda della filiera in due punti: ingresso e 
uscita. 
In Figura 2 viene presentato l’esempio di un’azienda enologica. Le miscelazioni e separazioni 
dei lotti che avvengono all’interno dell’azienda sono indicate in termini qualitativi, senza 
indicazione delle quantità miscelate o separate. Le indicazioni quantitative, che potrebbero 
essere importanti nella gestione della qualità dei vini, non lo sono ai fini della tracciabilità. 
Per la tracciabilità le quantità che devono essere definite con precisione sono quelle relative 
all’input del lotto in entrata e all’output dei lotti in uscita. 
Elemento essenziale di ogni registrazione sono i tempi ai quali si riferiscono trasferimenti e 
stoccaggi, quindi i punti critici di gestione dei lotti di identificazione in input ed output devono 
essere monitorati registrando: 
• quando: data 
• cosa: identificazione del materiale 
• dove: indicazione di azienda e siti. Localizzazione di destinazione se si tratta di materiali in 
arrivo o localizzazione di partenza se si tratta di materiali in uscita. L’identificazione delle 
localizzazioni (serbatoio, silos, spazi di magazzino) deve essere precisa e riconoscibile con 
opportune segnalazioni ad un’ispezione sul luogo. 
• quanto: massa complessiva del lotto identificato 
 





Figura 2 - Esempio di gestione per lotti nella produzione di vino 
 
In un sistema di tracciabilità si possono quindi identificare quattro elementi costitutivi: 
• L’identificazione dei lotti 
• La registrazione dei lotti 
• I legami tra lotti 
• La comunicazione tra gli operatori della filiera 




1.4.1 L’identificazione dei lotti 
Consiste nell’identificare in modo univoco unità logistiche3 e lotti produttivi che hanno subito 
lo stesso processo di trasformazione. 
Poiché la tracciabilità di filiera si riferisce non genericamente alla produzione di una data 
azienda, ma a ogni unità di prodotto materialmente e individualmente identificabile, la gestione 
dei processi produttivi deve essere fatta “per lotti”, in modo che sia possibile in ogni momento 
l’identificazione delle aziende che hanno contribuito alla produzione di una materia prima o di 
semilavorato o di un lotto di confezionamento. 
Gestire la tracciabilità significa attribuire un’identificazione univoca a ciascun raggruppamento 
di prodotti e seguirne il percorso fino al consumatore.  
I sistemi di identificazione per le merci e gli standard di codifica sono stati introdotti in 
tutta l’unione europea e sono ormai armonizzati con il resto del mondo. 
Il sistema EAN/UCC4 consente la trasmissione dei dati per la tracciabilità dei prodotti. Si tratta 
di un sistema basato sull’assegnazione ad ogni bene, ad ogni stadio della produzione e della 
distribuzione, di un unico numero identificativo. Il sistema di numerazione EAN/UCC fa sì che 
ogni numero sia unico. Questo standard di codifica verrà trattato in dettaglio in seguito. 
Un’azienda, per integrare il suo sistema di tracciabilità interno5 con gli operatori a monte 
e a valle, utilizzando lo standard EAN/UCC, necessita di interventi che permettano la 
comunicazione tra il proprio sistema interno e i sistemi basati sullo standard. 
Le aziende devono quindi focalizzarsi su due aspetti fondamentali: 
• Le tecnologie di gestione : È necessario dotarsi di strumenti tecnologici hardware e software 
che permettono di leggere le informazioni in formato standard in entrata e di generare 
nuovamente i dati/etichette in formato standard al momento dell’invio della merce in uscita. 
• Le informazioni trasmesse : È  necessario garantire la compatibilità e la coerenza tra i 
contenuti delle informazioni gestite dalla soluzione interna e quelli della soluzione 
standardizzata. Quindi si deve costruire un legame tra le informazioni in ingresso al 
momento del ricevimento della merce, quelle gestite dal sistema interno e quelle generate 
dal sistema in uscita. 
                                               
3
 Per unità logistica si intende un’entità non divisibile assemblata per il trasporto o per lo stoccaggio. 
4
 EAN (European Article Numbering), è un organizzazione che in partnership con UCC (Uniform Code Council), 
coordina l’utilizzo in 92 Paesi del sistema di codifica a barre EAN/UCC, il più diffuso e rappresentativo sistema 
usato per lo sviluppo di strumenti tecnici a supporto del commercio mondiale. 
5
 Tracciabilità interna : è la tracciabilità lungo tutto il processo o la trasformazione svolta da ciascun partner sui 
suoi prodotti. Ha luogo indipendentemente dai partner commerciali e si concretizza in una serie di procedure 
interne, specifiche di ciascuna azienda, che consentono di risalire alla provenienza dei materiali, al loro utilizzo e 
alla destinazione dei prodotti. 




1.4.2 La registrazione dei lotti 
Gestire la tracciabilità significa definire quali informazioni registrare nel corso della produzione 
e trasformazione del prodotto e lungo tutta la filiera. 
È fondamentale identificare le informazioni “chiave”: l’unità logistica, l’operatore, il lotto e le 
sue caratteristiche. 
Da un punto di vista teorico, al fine di rintracciare un prodotto, è necessario registrare le 
sole informazioni che, all’interno di un processo aziendale, consentono di costruire: 
• I flussi in entrata: quali prodotti da quali aziende. 
• Il processo di trasformazione: quali prodotti in quali lotti, quali lotti in quali prodotti finiti. 
• I flussi i uscita: quali prodotti a quali aziende. 
 
Esistono poi obblighi di carattere normativo che impongono di indicare alcune informazioni 
sull’etichetta al consumo e dunque di registrare e gestire tali informazioni all’interno dei sistemi 
aziendali. È il caso della filiera delle carni bovine e della filiera ittica, per le quali per legge si 
devono riportare sull’etichetta determinate informazioni relative ai prodotti, al fine di favorire 
la trasparenza delle informazioni al consumatore. 
Infine, ulteriori informazioni relative, ad esempio, all’origine, alla composizione, al 
metodo di produzione, ecc. potranno essere registrate sulla base di decisioni delle singole 
aziende, al fine di caratterizzare e qualificare commercialmente il prodotto, inserendo tali 
informazioni sull’etichetta. 
 
Stabilire quali e quante debbono essere le informazioni da tracciare è uno degli aspetti più 
delicati dell’intero processo. La fonte principale per determinare questa scelta è il 
comportamento del consumatore. 
Uno dei temi critici in questo ambito di riflessione è certamente quello della composizione dei 
lotti. 
Il termine lotto individua un insieme di prodotti che hanno subito il medesimo processo di 
trasformazione e che presenta determinate caratteristiche omogenee e predefinite. La 
dimensione del lotto è solitamente determinata dalla natura stessa dei diversi processi 
produttivi, ovvero dalle modalità organizzative con cui diversi flussi in entrata vengono 
organizzati in flussi in uscita. È  inoltre influenzata dal numero di informazioni che si vogliono 
tracciare: tutti i materiali che contribuiscono a comporre un lotto dovranno presentare 
caratteristiche omogenee rispetto a tali informazioni. 
Ovviamente più il numero delle informazioni cresce e più il sistema diventa complesso. 




La scelta di allargare il set delle informazioni facoltative che qualificano il prodotto e che sono 
scambiate lungo la filiera può dunque condizionare i meccanismi di costituzione dei lotti e può 
determinare processi di revisione delle procedure aziendali. La dimensione del lotto, oltre a 
essere una delle maggiori determinanti della precisione del processo di tracciabilità, influisce in 
modo rilevante anche sui costi del processo stesso. 
Il sistema di rintracciabilità di filiera presuppone la registrazione aggiornata, archiviata e 
facilmente disponibile di tutte le informazioni relative alle attività e ai flussi del processo 
produttivo. 
I mezzi di registrazione possono far ricorso a documentazione manuale su supporti cartacei 
oppure all’utilizzo di tecnologie. Entrambe le soluzioni presentano vantaggi e svantaggi. 
 
Documentazione manuale su supporti cartacei: 
• Vantaggi: facile attuazione, costi limitati; 
• Svantaggi: predite di tempo per la necessità di registrare un gran numero di dati; rischio di 
imprecisione delle registrazioni derivate da un possibile errore umano; problemi di 
conservazione ed immagazzinamento dei dati; difficoltà a realizzare un’archiviazione 
precisa; facile perdita dei documenti e quindi perdita delle prove. 
Utilizzo di tecnologie: 
• Vantaggi: impiego semplice e rapido; velocità di accesso alle informazioni; riduzione degli 
errori di trascrizione; facile integrazione con gli altri strumenti di razionalizzazione della 
gestione dell’impresa (produzione, stock, ordini); 
• Svantaggi: necessità di un investimento iniziale. 
1.4.3 I legami tra lotti 
Per assicurare la tracciabilità è fondamentale che ogni azienda registri i legami tra i lotti e le 
unità logistiche successive nel corso della trasformazione e garantire il nesso di tracciabilità 
lungo la filiera, ovvero il legame con tutte le operazioni lavorative che avvengono lungo la 
filiera. 
All’interno di un’azienda solo la corretta e puntuale gestione dei legami permette di risalire alla 
connessione tra merce entrata e ciò che è stato prodotto o spedito (e viceversa). Ogni impresa 
deve essere responsabile dei legami tra i propri fornitori e i propri clienti. 
Se un attore della filiera non gestisce questi nessi con i passaggi a monte e a valle, si parla di 
rottura (o perdita) della tracciabilità. 




Vi sono tre tipi di legami da assicurare per monitorare i prodotti lungo i processi di 
trasformazione: 
• Legami fra lotti di produzione: Riguardano le materie prime e gli imballi ed i prodotti finiti 
corrispondenti. Devono inoltre essere registrati i legami fra tutti i lotti intermedi. 
• Legami fra lotti di produzione e unità logistiche: In alcuni casi, le unità logistiche non sono 
assemblate direttamente appena lasciano la catena produttiva. In questo caso devono essere 
registrati i legami fra le unità di stoccaggio intermedie e le unità logistiche. 
• Legami fra le unità logistiche: La complessità dei legami fra unità logistiche ricevute e 
spedite dalle procedure logistiche. 
1.4.4 La comunicazione tra gli operatori della filiera 
Il processo di comunicazione garantisce l’interoperabilità del sistema e costituisce il cuore della 
rintracciabilità di filiera. 
Al fine di assicurare la continuità del flusso di informazione (Figura 3), ogni operatore della 
filiera deve comunicare all’operatore successivo gli identificativi dei lotti tracciati per 
permettergli di applicare a sua volta i principi alla base della tracciabilità. Ciò può avvenire in 
modo elettronico, in modo cartaceo o mediante opportuna etichettatura. 
 
 
Figura 3 - La comunicazione tra gli operatori della filiera 
 
La volontà di trasferire informazioni al consumatore sul prodotto accresce l’importanza di un 
solido sistema di comunicazione tra gli operatori. 
Si tratta di associare sistematicamente ad ogni flusso fisico un flusso informativo 
corrispondente. 




Avendo un processo inter-aziendale, il flusso dei dati avviene tra aziende diverse, e quindi il 
principale fattore di successo di un sistema di tracciabilità è costituito dall’adozione di uno 
standard condiviso da tutti, che permetta a tutti gli operatori della filiera la continuità delle 
informazioni tracciate. 
L’utilizzo di uno standard condiviso presenta i seguenti vantaggi : 
• Garanzia della continuità della tracciabilità fra i vari partner della filiera ad un livello 
internazionale. 
• Rafforzamento della sicurezza del sistema di tracciabilità. 
• Efficienza nel controllo dei flussi logistici, nel ritiro dei prodotti e nel recall. 
• Riduzione dei costi di implementazione. 
• Interoperabilità e indipendenza tecnologica rispetto ad un dato service provider. 
1.5 Il nodo di coordinamento 
Alla base di un sistema di rintracciabilità deve esserci un “patto di filiera”, cioè l’accordo che 
un soggetto capo-filiera, detto anche nodo di coordinamento, stringe con gli altri soggetti degli 
anelli della catena per definire: 
• Le responsabilità. 
• Le specificità delle materie prime, dei semilavorati e dei flussi materiali. 
• Le specificità del trasporto della materia prima e dei prodotti. 
• Le specificità della commercializzazione e della distribuzione. 
In tale patto devono essere quindi definiti : 
• L’organizzazione che coordina la filiera e gestisce il sistema di rintracciabilità (azienda 
leader o capo-filiera). 
• Il prodotto che deve essere identificato nelle e tra le organizzazioni coinvolte. 
• Le modalità e responsabilità per la gestione dei dati e della documentazione di processo.  
I documenti principali che costituiscono la struttura fondamentale del patto e che devono essere 
predisposti sono: 
a) Il Disciplinare Tecnico: documento che riporta i riferimenti normativi, la definizione e la 
documentazione della filiera, nonché l’individuazione delle responsabilità, in caso di 
certificazione, da parte di un ente terzo, esso sarà sottoposto all’approvazione di un ente di 
certificazione. 
b) Il Sistema Documentale: supporta il Disciplinare Tecnico ed è composto da procedure 
operative, procedure tecniche, istruzioni di lavoro e modulistica che, correttamente integrate 




nelle prassi aziendali, costituiscono l’evidenza oggettiva della operatività del Sistema 
stesso. 
c) Lo Schema di Certificazione (eventuale): indica le regole tramite le quali l’organismo di 
controllo e la filiera produttori/trasformatori si interfacciano con lo scopo di determinare la 
conformità del prodotto alla norma di riferimento. 
d) Il Diagramma di Flusso (delle fasi coinvolte) e l’individuazione dei Punti Critici in cui la 
rintracciabilità può essere perduta. 
e) Il Piano dei Controlli con (eventuale) Caratterizzazione Sensoriale: il Piano dei Controlli è 
quel documento che ordina tipo e modalità delle operazioni da effettuare per la verifica 
delle specifiche del prodotto durante il ciclo produttivo e di trasformazione lungo la filiera 
(prelievo campioni, analisi chimiche, laboratori, ecc..). Le verifiche previste vengono 
condotte sia dal nodo di coordinamento che da un ente terzo nel caso di certificazione. 
Trattando della certificazione, bisogna distinguere fra Certificazione della Rintracciabilità di 
Filiera e Certificazione di Filiera Controllata. 
La Certificazione della Rintracciabilità di Filiera documenta la storia di un prodotto e le 
specifiche responsabilità attraverso l’identificazione e la registrazione dei flussi materiali e 
delle organizzazioni che concorrono alla formazione, commercializzazione e distribuzione del 
prodotto. 
La Certificazione di Filiera Controllata, oltre al requisito della rintracciabilità, garantisce la 
progettazione, la pianificazione e l’attuazione coordinata della sicurezza igienico sanitaria 
sull’intera filiera.  
Entrambe, hanno come obiettivo quello di dare maggiore trasparenza alla relazione tra sistema 
produttivo e consumatore, tale che la rintracciabilità di filiera e la filiera controllata possono 
essere, oltre che uno strumento tecnico di controllo, uno strumento di rassicurazione e fiducia 
per il consumatore. 
 
Il sistema di tracciabilità della filiera dovrebbe essere sottoposto ad una disciplina di 
autocontrollo e di certificazione volontaria. Soltanto la chiara documentazione di queste due 
azioni può garantire adeguatamente il consumatore. 
Si può pertanto dire che il sistema comporta la interazione fra tre soggetti ognuno dei quali 








In linea di principio il sistema è percorso da due tipi di flussi: 
• un flusso di dati dalle aziende al nodo di coordinamento e poi da questo all’organismo di 
certificazione, 
• un flusso di attività ispettive e di vigilanza dall’organismo di certificazione al nodo di 
coordinamento e da questo alle aziende. 
Ovviamente restano aperte tutte le altre possibilità di collegamento e, in particolare, che 
l’organismo di certificazione possa svolgere l’attività ispettiva sia sul nodo di coordinamento 
che sulle aziende, come pure che queste ultime abbiano libero accesso ai dati riguardanti la 
tracciabilità della filiera in possesso sia del nodo di coordinamento che dell’organismo di 
certificazione. 
 
Figura 4 - Entità della filiera 







2 Analisi e specifica dei requisiti 
 
Questo capitolo presenta una definizione dei requisiti necessari 
al funzionamento del sistema informatico che si vuole progettare. 
Vengono quindi introdotte le varie entità informative ed i servizi 
di cui necessita il sistema. 
 
2.1 Gli utenti e i servizi del sistema 
Da una prima analisi delle problematiche emerse nel precedente capitolo, è possibile 
individuare gli utenti del sistema. Questi si possono riassumere nei seguenti (Figura 5): 
• Aziende della filiera : sono l’elemento chiave della filiera, solo la loro collaborazione può 
garantire una corretta registrazione dei flussi dei lotti. Le aziende si distinguono in due 
categorie, quelle informatizzate, dotate quindi di un proprio sistema informatico, e quelle 
non informatizzate, per le quali l’adozione di un sistema informatico può non essere nelle 
loro possibilità. 
• Nodo di coordinamento: è il capo-filiera, ovvero il responsabile del mantenimento e della 
gestione dei flussi dei lotti. Ha il compito di coordinare e gestire le informazioni fornitegli 
dalle aziende. 
• Organismo di certificazione: è un elemento indispensabile per la certificazione della qualità 
dei prodotti. La sua azione può valorizzare le produzioni agroalimentari delle varie aziende 
fornendo inoltre garanzie per il consumatore. 
• Autorità sanitaria: è l’autorità responsabile dei controlli di qualità. Il suo ruolo, di 
fondamentale importanza, è quello di controllare l’idoneità dei prodotti alla vendita, 
mediante analisi dei flussi ed ispezioni sul luogo. Ha inoltre il dovere di identificare ed 
isolare eventuali situazioni pericolose per il consumatore.  
• Clienti: sono l’anello finale della catena. 




Il sistema di tracciabilità deve quindi offrire i seguenti servizi: 
• Individuazione delle aziende di responsabilità: Consiste nel fornire la lista degli attori 
responsabili che hanno partecipato alla realizzazione del lotto in questione. 
• Analisi quantitativa dei flussi: deve essere possibile percorrere l’intero albero che 
rappresenta la vita del lotto e conoscere per ogni nodo tutte le informazioni allegate, quali 
quelle inerenti la locazione e la qualità. 
• Analisi delle trasformazioni interne: una prerogativa dell’autorità sanitaria è quella di 
conoscere tutte le informazioni inerenti le trasformazioni interne per poter valutare 
l’idoneità del prodotto alla vendita. 
• Registrazione dei flussi: il coordinatore deve prevedere un’interfaccia per la registrazione 
































































































Figura 5 - Diagramma dei casi d’uso 





2.2 Specifica dei requisiti del sistema 
Per comprendere quali sono le informazioni necessarie per la tracciabilità della filiera occorre 
analizzare i requisiti del sistema ed individuare le varie entità informative. 
I requisiti del sistema possono essere espressi dalle seguenti frasi: 
1. Deve essere possibile identificare univocamente tutti gli attori ed i relativi siti che 
compongono la filiera. 
2. Deve essere possibile identificare, in ogni componente della filiera, le proprietà 
qualitative e quantitative di ogni lotto prodotto mediante una trasformazione, acquisto o 
vendita. 
3. Deve essere possibile risalire ai siti dove è stato depositato o trasformato un  
determinato lotto e quindi agli attori responsabili. Inoltre è necessario mettere in 
relazione queste informazioni con i relativi periodi temporali. 
4. Deve essere possibile identificare la trasformazione che ha portato alla generazione di 
un determinato lotto. A queste informazioni vanno collegati i lotti in ingresso alla 
trasformazione, cioè quei lotti che combinati tra loro mediante un processo hanno 
generato il lotto in questione. 
5. Deve essere possibile ottenere le proprietà qualitative e quantitative (porzioni di lotti 
componenti) di ogni trasformazione. 
6. Deve essere possibile archiviare i flussi dei lotti insieme a tutte le informazioni ad essi 
correlate. 
 
Direttamente dai requisiti è possibile individuare le seguenti entità elementari: 
• Attore Responsabile: è l’azienda di responsabilità (Figura 6). Essa possiede i seguenti 
attributi: 
o Un prefisso che identifica l’azienda. Questo identificatore può essere secondo lo 
standard EAN-UCC (codice numerico di 8 cifre), oppure un codice assegnato dal 
nodo di coordinamento per identificare univocamente l’azienda all’interno della 
filiera trattata. 
o Un identificativo incrementale. 
o La ragione sociale. 
o Il recapito rappresentato da indirizzo, cap e città. 
o Numero di telefono, fax ed email. 
 




























Figura 6 - Entità Attore Responsabile 
 
• Sito: sono le locazioni nelle quali può essere collocato un lotto per un determinato 
periodo temporale (Figura 7). Con il termine sito si intendono magazzini, reparti di 
lavorazione, uffici, sedi amministrative,  ecc. Ogni sito è caratterizzato da: 
o Un codice di 4 cifre generato dall’azienda. Nel caso si utilizzi una codifica  di 
tipo EAN/UCC questo codice è contenuto all’interno del GLN. 
o Un identificativo incrementale. 
o Una descrizione che indica la destinazione di quel determinato sito (magazzino, 
reparto miscelazione, ecc.). 

















Figura 7 - Entità Sito 
 
• Lotto: per ogni lotto generato, acquistato o venduto è necessario indicare le seguenti 
informazioni (Figura 8): 
o Un codice che può essere interno, generato dall’azienda secondo le proprie 
esigenze, oppure codificato utilizzando lo standard EAN/UCC-128. Il codice 
interno è utilizzato per gestire i flussi dei semilavorati all’interno dell’azienda, 
che non vengono normalmente identificati fisicamente con un codice a barre. 
o Un identificativo univoco : una funzionalità che il sistema deve possedere è 
quella di individuare il flusso di un particolare lotto all’interno della filiera, in 
pratica avere la possibilità di  risalire ai lotti precedenti da cui deriva. La chiave 
utilizzata per la ricerca è data dal codice stampato sul prodotto. Poiché questo 
codice può essere mantenuto nei vari passaggi di proprietà e non rappresenta 




quindi un identificatore univoco, è necessario utilizzare un identificativo 
calcolato opportunamente. 
o Una descrizione formale del lotto (es: farina, uova, pane) 
o Una data di generazione che corrisponde all’istante in cui viene creato. 
o Un messaggio di servizio per eventuali comunicazioni. 
 
Figura 8 - Entità Lotto 
 
• Trasformazione: rappresenta il processo di trasformazione che da uno o più lotti ne 
genera un altro (Figura 9). Questa entità è caratterizzata da: 
o La data di inizio. 
o La durata. 
o Una descrizione che rappresenta il processo effettuato (es: pastorizzazione, 
confezionamento, trasporto, ecc.). 
o Un messaggio di servizio per eventuali comunicazioni aggiuntive. 
o Un identificatore univoco. 
 
Figura 9 - Entità Trasformazione 
 
• Descrizione Misurazione : ogni lotto o trasformazione possiede delle misurazioni ma 
solo una per tipo. Il tipo di misura è dato dalla combinazione dei seguenti attributi 
(Figura 10): 
o Una semantica 
o Un’unità di misura 
 
Figura 10 - Entità Descrizione Misurazione 
 




• Cambio Responsabilità: un lotto può essere venduto (ceduto) e acquistato (acquisito). 
La combinazione di queste due azioni determina un cambio di responsabilità (Figura 
11). Questa entità possiede due attributi: 
o La data di cessione 
o La data di acquisizione 
 
Figura 11 - Entità Cambio Responsabilità 
 
Da queste considerazioni si deduce il diagramma di classi in Figura 16. Possiamo notare la 
presenza di alcuni oggetti non ancora considerati: 
• Prefisso: rappresenta il codice identificativo di un’azienda (Figura 12). Esso può essere 
di tipo EAN/UCC (codice di 8 cifre) oppure un qualunque altro tipo locale purché 
univoco all’interno della filiera. 
• Codice Etichetta: rappresenta il codice applicato al lotto (Figura 13). Esso può essere un 
codice di tipo EAN/UCC-128 oppure un qualunque codice interno all’azienda. 
• Identificativo: è un id utilizzato per identificare univocamente ogni entità sopra definita 
(Figura 14). Esso può essere incrementale oppure un identificativo specifico per i lotti la 
cui generazione sarà trattata in seguito. 
 
Figura 12 - Classe Prefisso 





Figura 13 - Classe Codice Etichetta 
 
Figura 14 - Classe Identificativo 
 
Analizzando più in dettaglio la Figura 16, si nota la presenza di un’associazione riflessiva sulla 
classe lotto. La classe Associazione lega due lotti mediante una trasformazione. Una sua istanza 
permette l’individuazione del flusso tra due lotti. Ad esempio consideriamo un lotto di codice 
COD_A che a seguito di una trasformazione genera un altro lotto di codice COD_B (Figura 
15). La classe Associazione permette dal lotto COD_B di risalire al lotto COD_A e viceversa. 
Inoltre la trasformazione associata contiene informazioni legate al processo. 
 
 
Figura 15 – Diagramma dell’oggetto associazione 
 
Concludendo, le classi Lotto Qualità e Trasformazione Qualità rappresentano una  
generalizzazione delle classi Lotto e Trasformazione. Si differenziano da esse per 
l’associazione con la classe Misurazione, la quale permette di collegare misurazioni qualitative 
e quantitative ai lotti ed alle trasformazioni. 









































































































































































Figura 16 - Diagramma di classi del sistema di tracciabilità 





2.3 Diagramma di stato del lotto 
Analizziamo ora gli stati in cui si può trovare un lotto: 
• Acquisito: Il lotto è acquisito causando un cambio di responsabilità. L’acquisizione può 
anche avvenire dalla natura. In tal caso significa che il lotto è stato generato ed appare per la 
prima volta nella filiera. 
• Trasformato: Rappresenta la generazione di un nuovo lotto mediante un’operazione di 
trasformazione. Questa può essere di diverso tipo (Figura 17): 
o Cambio di sito: trasferimento da un reparto ad un altro. In questo caso il codice 
stampato può non cambiare, ma varia la locazione del lotto. 
o Cambio di prodotto: trasformazione da un lotto ad un altro (es. pastorizzazione del 
latte). 
o Integrazione: unione di due o più lotti per ottenerne uno. 




Figura 17 - Tipologie di trasformazione 
 
• Ceduto: Indica la vendita di un lotto ed un conseguente cambio di responsabilità. 
• Consumato: Indica la vendita del prodotto ad un consumatore e rappresenta la sua uscita 
dalla filiera. 
• Scartato: È uno stato particolare che indica l’eliminazione del prodotto a causa, ad esempio, 
di scarsa qualità, errori nella produzione, scadenza, ecc. 
 




La Figura 18 mostra l’esempio di un’azienda X che acquisisce un lotto dalla natura, lo 
trasforma confezionandolo in delle cassette e lo cede all’azienda Y. 
 
Figura 18 - Fasi di acquisizione, trasformazione e cessione 
 
In base agli stati appena enunciati si può rappresentare il diagramma di stato in Figura 19. 
Nelle transizioni si possono individuare i seguenti vincoli: 
• Il lotto non può transire dallo stato acquisito ad acquisito: se è stato acquisito ci si aspetta 
che sia trasformato o ceduto. 
• Il lotto non può transire da ceduto a ceduto o da ceduto a trasformato: se è stato ceduto ci si 
aspetta che sia acquisito. 
• Il Lotto non può transire da  trasformato a acquisito: se è stato trasformato, ci si aspetta che 
prima venga  ceduto e poi eventualmente acquisito. 
• Infine transiendo ad acquisito o ceduto deve cambiare l’attore responsabile, transiendo in 
trasformato invece l’attore non può cambiare. 

































































Figura 19 - Diagramma di stato dei lotti 
 








3 Tecnologie e standard di codifica 
 
In questo capitolo sono descritte le principali caratteristiche delle 
tecnologie indispensabili ed utilizzate nel progetto. 
Queste tecnologie comprendono quelle per l’identificazione dei 
lotti, per la registrazione e per la comunicazione fra gli attori 
della filiera. 
 
3.1 Standard di codifiche 
In tutto il mondo, diverse organizzazioni hanno affrontato il problema della scelta di una 
codifica per l’identificazione univoca di aziende, siti e prodotti a livello mondiale. Sono quindi 
nati diversi standard di cui, quelli più diffusi sono: 
• EAN/UCC: diffuso in Europa 
• DUNS e UN/SPSC: diffuso in USA e Canada 
3.1.1 Standard EAN/UCC 
Il sistema EAN/UCC6 mette a disposizione uno standard denominato EAN/UCC-128 [6],[7] 
studiato e sviluppato nell’ambito della di tracciabilità, fornendo le regole base di sintassi, un 
ampio insieme di informazioni e la simbologia a barre per riprodurle. 
Elemento fondamentale di questo standard è la compatibilità a livello mondiale, dovuta 
all’ampia diffusione e alla grande disponibilità di sistemi già compatibili con gli standard 
EAN/UCC. L’utilizzo di tabelle di riferimento internazionali per la codifica delle informazioni 
garantisce la comprensione dell’informazione da parte di un utente in qualsiasi parte del mondo. 
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 Questo standard di codifica è diffuso in Italia da Indicod, un’associazione fondata nel 1978 per diffondere il 
sistema EAN di codifica a barre.L’istituto ha progressivamente ampliato il suo campo d’azione, promuovendo 
iniziative per il miglioramento dell’efficienza e dell’efficacia nella filiera dei beni di consumo. 




Caratteristica principale dello standard EAN/UCC-128 è quella di codificare le informazioni e 
contemporaneamente definirne il significato secondo un formato standard. Ciò avviene 
attraverso i cosiddetti identificatori di dati (AI, Application Identifier), che servono per 
riconoscere le informazioni riportate. Si tratta di prefissi standard utilizzati per comunicare 
inequivocabilmente al sistema del cliente e del fornitore il significato dell’informazione che li 
segue nonché il suo formato. Attraverso l’uso degli AI è possibile codificare in modo univoco 
le informazioni fornendo così uno strumento accurato, sicuro e affidabile per la gestione della 
filiera. 
Nell’appendice A è presente una tabella che riassume tutti gli AI. 
Vale la pena sottolineare che lo standard UCC/EAN-128 è un sistema flessibile, infatti è 
possibile ampliare il set delle informazioni gestite, senza rendere i sistemi in uso obsoleti e 
senza dover intervenire in alcun modo sul sistema. Qualora fosse necessario introdurre un 
nuovo AI, questa operazione non comporterebbe infatti alcuna conseguenza sugli utenti dello 
standard e sugli AI già definiti. 
 
La Figura 20 mostra un esempio di codice a barre con codifica EAN/UCC ed evidenza i vari 




Figura 20 - Il codice a barre EAN/UCC-128 
 
Lo standard EAN/UCC prevede tre tipologie di identificatori: 
• Codice dell’unità consumatore/imballo (trade unit). 
• Codice delle unita logistiche (Logistic Unit). 
• Codice di locazione. 





3.1.1.1 Codice dell’unità consumatore/imballo 
Il codice dell’unità consumatore/imballo, chiamato GTIN (Global Trade Item Number), è un 
codice assegnato da ogni operatore a ciascuna unità per le quali esiste la necessità di recuperare 
informazioni predefinite e che possono essere riutilizzate per stabilire il prezzo dell’unità, 
ordinarla o fatturarla in qualsiasi punto della filiera. Il codice si riferisce ai singoli articoli come 
alle loro diverse configurazioni. Contiene fino a 14 caratteri espressi in quattro diverse varianti 
(Figura 21). 
La regola comune per la codifica EAN/UCC prevede che ogni operatore assegni a 
ciascuna unità consumatore/imballo un GTIN. Tuttavia, quando un prodotto viene 
espressamente confezionato per un cliente e può essere ordinato solo da tale cliente, questo 
stesso può provvedere all’assegnazione del GTIN. 
 
 
Figura 21 - Struttura del GTIN 
 
Per identificare univocamente un singolo prodotto è necessario combinare un GTIN con un 
numero di serie o con un numero di lotto, mediante l’utilizzo di un identificatore di dati (AI). 




In Figura 22 sono rappresentati alcuni prodotti della stessa tipologia, quindi con lo stesso GTIN, 




Figura 22 – Il GTIN e numero di serie 
 
È anche possibile utilizzare il numero di lotto (batch number) che identifica più prodotti che 
derivano dalla stessa trasformazione e che possiedono quindi proprietà omogenee (Figura 23). 
 
 
Figura 23 – Il GTIN e numero di lotto 





3.1.1.2 Codice delle unità logistiche (Logistic Unit) 
Il codice delle unità logistiche, chiamato SSCC (Serial Shipping Container Code), ovvero 
numero sequenziale di collo, è il codice che identifica in modo univoco le unità logistiche, 
ovvero qualsiasi entità trasportabile e non divisibile assemblata per il trasporto e/o 
l’immagazzinamento. È un codice di 18 caratteri a lunghezza fissa, la cui struttura è la seguente 
(Figura 24): 
• La cifra di estensione viene assegnata dall’utente secondo le esigenze interne. 
• Il prefisso aziendale viene assegnato dalle organizzazioni nazionali di codifica EAN o UCC 
ad ogni organizzazione che desideri identificare in via univoca articoli, sedi, beni e rapporti 
di servizio. 
• Il riferimento di serie delle unità logistiche viene assegnato dall’utente ed è strutturato in 
base alle esigenze interne. 
• La cifra di controllo viene calcolata in base all’algoritmo EAN/UCC. 
 
 
Figura 24 - Struttura della codifica SSCC 
 
La Figura 25 mostra un’unità logistica costituita da prodotti di diverso tipo identificati ognuno 
dal proprio GTIN combinato con un numero di lotto (Batch Number). Il codice SSCC identifica 
quindi l’intero imballaggio utilizzato per il trasporto o lo stoccaggio. 
 
Figura 25 – Le unità logistiche 





3.1.1.3 Codice di locazione 
Il codice di locazione, chiamato GLN (Global Location Number), permette l’identificazione di 
tutte le entità fisiche (sedi) da cui traggono origine, vengono confezionati e conservati i 
prodotti. Questi  sono gli stabilimenti di produzione, centri d’imballaggio, vettori, grossisti e 
dettaglianti. 
Il codice di locazione GLN è il codice numerico che identifica ogni entità legale, funzionale o 
fisica in un’azienda. In Figura 26 ne è illustrata la struttura. 
 
 
Figura 26 - Struttura del GLN 
 
Oltre agli identificatori, lo standard prevede la possibilità di codificare ulteriori informazioni o 
attributi del prodotto (quali ad esempio numero del lotto, data di confezionamento, data di 
scadenza, quantità, paese d’origine, ecc), attraverso l’utilizzo di particolari identificatori di dati. 
3.1.2 DUNS e UN/SPSC 
Si tratta di un’altra codifica simile a EAN/UCC attualmente diffusa in USA e Canada.  
DUNS (Data Universal Numbering System) offre un sistema di numerazione standard per 
identificare le aziende, ed i singoli siti, in tutto il mondo. 
Il DUNS Number è un codice di identificazione univoco di nove cifre. Viene assegnato a 
ciascuna società censita nel database Dun & Bradstreet (D&B)7 per consentirne 
l’identificazione in modo univoco e metterla in relazione con altre aziende, se appartiene ad un 
gruppo. 
Nell’odierna economia, il DUNS Number è diventato lo standard per rintracciare ed identificare 
tutte le aziende che operano a livello globale. 
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 D&B mette in relazione i DUNS Number delle case madri, delle controllate, delle sedi centrali e delle filiali 
nell’ambito di oltre 83 milioni di posizioni aziendali in tutto il mondo. È un sistema di identificazione utilizzato 
dalle organizzazioni più autorevoli del mondo in materia di fissazione degli standard, ed è riconosciuto, 
raccomandato e/o richiesto da più di 50 associazioni mondiali, settoriali e professionali, ivi comprese le Nazioni 
Unite, il Governo Federale degli Stati Uniti, il Governo Australiano e la Commissione Europea. 




La codifica UN/SPSC8 è un sistema universale di classificazione merceologica. Esso si avvale 
di 8300 codici e consente di individuare con buona precisione le merci e i servizi che oggi sono 
oggetto di scambio su scala nazionale e internazionale, assicurando funzionalità di sicuro 
interesse anche per il commercio elettronico. 
3.2 Le tecnologie di identificazione 
Le tecnologie di identificazione automatica e di conservazione dati (AIDC, dall’inglese 
Automatic Identification and Data Capture) si sono sviluppate molto rapidamente ed ormai 
sono largamente utilizzate. Consentono di velocizzare la movimentazione e ridurre gli errori 
legati alle informazioni veicolate con documenti cartacei o ad inserimenti manuali di dati. 
Tra le tecnologie esistenti le più usate sono essenzialmente le due seguenti: 
• i codici a barre lineari e bidimensionali 
• i sistemi a radiofrequenza 
3.2.1 I codici a barre 
I codici a barre sono lo strumento per rappresentare i codici del sistema EAN/UCC. Essi usano 
un semplice sistema di simboli composto di spazi e barre di larghezze differenti. 
I lettori scanner utilizzano un fascio di luce rossa per riconoscere il contrasto fra le barre e gli 
spazi del simbolo. 
Gli operatori, leggendo con una penna ottica i codici, sono in grado di registrare 
automaticamente l’informazione, con evidenti vantaggi in termini di velocizzazione. 
L’ottimizzazione del flusso delle informazioni e delle merci consente di ridurre drasticamente 
gli errori al momento della presa in carico dei prodotti, rende più preciso lo scambio dei dati e 
ridimensiona i tempi di movimentazione. La simbologia EAN/UCC-128, inoltre, offre due 
importanti vantaggi:  
(i) la concatenazione, che permette l’unione di molte informazioni in un unico codice a 
barre grazie all’utilizzo degli AI e, conseguentemente, una gestione efficiente degli 
spazi in etichetta; 
(ii) la decodifica selettiva, ovvero la possibilità di selezionare solo determinate informazioni 
programmando lo scanner in modo da riconoscere l’AI all’interno dell’intera stringa di 
dati presenti nel codice a barre. 
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 Il sistema UN/SPSC (United Nation Standard Products e Services Codes) risponde ad un modello gerarchico di 
classificazione che combina i modelli di codifica merceologica delle Nazioni Unite (United Nations Common 
Coding System – UNCCS) e di Dun & Bradstreet. 




3.2.2 Sistemi a radiofrequenza 
La tecnologia di identificazione automatica che impiega la radiofrequenza viene chiamata RFID 
dall’inglese Radio Frequency IDentification. 
Le sue tre componenti principali sono: 
• un’etichetta 
• un dispositivo di lettura/scrittura 
• un software che sia in grado di convertire le informazioni. 
L’elemento di identificazione è l’etichetta. Grazie ad un microchip su di essa applicato, può 
assumere svariate forme ed essere così applicato a prodotti, persone, animali e veicoli. 
L’etichetta trasmette i dati usando come vettore le onde elettromagnetiche. 
I dispositivi RFID possono essere sia passivi che attivi. I primi sono costituiti in pratica solo da 
un chip, un condensatore e un’antenna: se ricevono un segnale radio, il condensatore si carica e 
il circuito ha abbastanza energia per inviare, tramite l’antenna, l’informazione memorizzata nel 
chip. I dispositivi attivi invece sono dotati di batteria, raggio d’azione più lungo e non 
necessitano di attivazione da parte del lettore. I chip di tipo passivo hanno una durata pressoché 
illimitata ma comportano un elevato consumo di energia da parte del lettore; la durata di un 
chip attivo è invece più ridotta (solitamente compresa tra un anno e un anno e mezzo) e 
consentono un consumo energetico inferiore. 
Le etichetta possono essere classificate inoltre in: 
• Read only, ovvero dispositivi programmabili solo dal produttore 
• Worm (write once, read many), che possono essere programmati anche dagli utenti, ma 
comunque un’unica volta 
• Read/Write, possono essere programmati anche dagli utenti più volte. 
 
Naturalmente, al crescere della complessità delle funzioni, cresce il costo del dispositivo. 
Il funzionamento pratico dell’RFID può essere descritto come segue: 
un dispositivo di lettura capta i segnali emessi da una etichetta RFID e l’ etichetta rimanda i 
segnali al dispositivo di lettura. In quel momento si instaura un dialogo e ha luogo uno scambio 
di informazioni. 
Il dispositivo di lettura e il Tag, entrambi dotati di antenna, comunicano tra loro attraverso 
campi elettromagnetici. La condizione indispensabile è che entrambi lavorino sulla stessa 
radiofrequenza. 
 




Il sistema di identificazione a radiofrequenza RFID presenta alcuni innegabili vantaggi rispetto 
agli altri usati comunemente: 
• È l’unico sistema in grado di scambiare dati nelle due direzioni: non solo dall’etichetta al 
lettore ma anche dal lettore (in questo caso scrittore) all’etichetta, modificandone i dati 
contenuti. 
• È resistente agli agenti esterni e pertanto si presta all’utilizzo in ambienti ostili (sporchi, 
umidi, ad alta temperatura). 
• Ha una grossa capacità di memorizzazione e consente pertanto di trasportare una mole 
notevole di dati. 
• È leggibile a distanza e non necessariamente deve essere visibile. 
• Il processo di lettura è molto efficiente e consente di leggere più etichette 
contemporaneamente. 
• Le etichette possono essere inoltre dotati di un codice di accesso, con la possibilità di 
rendere disponibili informazioni diverse ai diversi utenti. 
I dispositivi RFID, soprattutto per le applicazioni più sofisticate, sono supporti tendenzialmente 
più costosi rispetto al codice a barre e, pertanto, non tutte le merceologie si prestano all’utilizzo 
della radiofrequenza. Si configura di conseguenza uno scenario in cui codice a barre e 
radiofrequenza coesisteranno, rispondendo a esigenze e condizioni ambientali di utilizzo 
diverse. 
Inoltre, la possibilità di utilizzare la radiofrequenza nei rapporti tra operatori e non 
esclusivamente all’interno dei singoli processi aziendali presuppone che si utilizzi la stessa 
banda di radiofrequenza. Di conseguenza, prima che il sistema RFID sia utilizzabile in un 
ambito di comunicazione tra operatori diversi, è indispensabile definire quale radiofrequenza 
utilizzare ed in particolare identificare una banda libera a livello globale o comunque più ampio 
possibile. 
Infine, la frequenza deve soddisfare una serie di condizioni, per esempio consentire al 
dispositivo di funzionare in modo efficiente ad una determinata distanza (almeno di 3-5 m) o in 
condizioni di umidità superiore alla norma; di conseguenza, deve essere selezionata sulla base 
dei risultati di appositi test. 





3.3 Il linguaggio XML 
XML (eXtensible Markup Language) è un metalinguaggio per definire nuovi linguaggi basati 
su tag, progettato per lo scambio e l’interusabilità di documenti strutturati su Internet. 
Le sue specifiche sono attualmente curate dal consorzio internazionale del W3C9. 
XML supera i limiti di HTML, quali la presenza di strutture dati predefinite, la mancanza di una 
validazione formale del contenuto ed il supporto inadeguato alla gestione di strutture dati 
complesse ed articolate su più livelli. 
Questi limiti emergono quando si hanno di fronte applicazioni che presentano requisiti più 
stringenti, determinati dalla complessità delle strutture dati da gestire e dalla necessità di 
utilizzare gli stessi dati in maniera diversa. 
XML consente la completa portabilità dei dati, che possono essere letti e scritti con software 
eterogeneo su sistemi operativi diversi, senza problemi di compatibilità. 










La sintassi XML usa tag di inizio e fine per marcare i campi informativi, nell’esempio 
precedente <importo> e </importo>. Un campo informativo racchiuso tra due marcatori viene 
detto elemento (element) e può essere ulteriormente arricchito con coppie nome/valore dette 
attributi (attribute), nell’esempio id="ord001". 
Ogni documento XML deve soddisfare le seguenti regole di scrittura: 
• i tag devono essere inseriti correttamente uno dentro l’altro,  
• deve esistere una corrispondenza tra il tag di apertura e quello di chiusura,  
• gli attributi dei tag devono essere racchiusi tra doppi apici. 
 
È possibile associare al documento XML una struttura formale, espressa nella definizione del 
tipo di documento (DTD - Document Type Definition). Quest’ultima può essere inclusa nel 
documento stesso oppure referenziata come risorsa esterna. 
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 Il W3C (World Wide Web Consortium) è un consorzio internazionale di imprese, ospitato congiuntamente da 
Massachusetts Institute of Technology Laboratory for Computer Science (MIT/LCS) negli Stati Uniti, Institut 
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produrre specifiche e software di riferimento reso disponibile gratuitamente in tutto il mondo. 




Una possibile DTD associata al documento XML del precedente esempio è la seguente: 
 
<!DOCTYPE ordine [ 
   <!ELEMENT ordine ( cliente, prodotto+ )> 
   <!ATTLIST ordine id ID #REQUIRED> 
   <!ELEMENT cliente EMPTY> 
   <!ATTLIST cliente cod CDATA #REQUIRED> 
   <!ELEMENT prodotto ( importo )> 
   <!ATTLIST prodotto cod CDATA #REQUIRED> 
   <!ELEMENT importo ( #PCDATA )> 
]> 
  
Con questa DTD si dichiara la forma a cui ogni documento ordine dovrà conformarsi, in 
particolare il tag ordine deve avere obbligatoriamente l’attributo id, così da poter identificare 
univocamente un ordine. 
Un documento XML si dice “well formed” quando rispetta le regole di scrittura; viene detto 
“validato” quando è coerente con la struttura definita nella DTD. 
XML non è una tecnologia unica, ma rappresenta una famiglia di tecnologie vasta e in 
rapida evoluzione. Alcune di queste, essenziali per comprendere a fondo XML, sono quelle 
descritte nei paragrafi successivi. 
3.3.1 XML Namespace 
Con la crescita del numero di applicazioni che utilizzano XML, e la conseguente possibilità che 
esse debbano essere utilizzate insieme, è necessario introdurre uno strumento per distinguere i 
nomi dei tag assegnati ai documenti da applicazioni diverse. XML namespace è un insieme di 
nomi (nameset), caratterizzati da un URI10 di riferimento, utilizzati come elementi o attributi. 
Ogni nameset ha associato un prefisso che lo identifica, e quindi i tag sono individuati 
univocamente specificando il prefisso e il nome “locale”. 





<cli:cliente>Il re dei golosi</cli:cliente> 
<rigaord> 
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 URI (Uniform Resource Identifier), è una stringa utilizzata per identificare in modo univoco una risorsa in 
Internet. 





3.3.2 XML Schema Definition 
La DTD presenta alcune limitazioni, riconducibili essenzialmente al fatto che viene espressa 
con una sintassi sua propria, e quindi richiede editor, parser e processor ad hoc. Inoltre, è 
difficile estenderla dal momento che non definisce tipi di dati e deve supportare tutti gli 
elementi e attributi descritti dai namespace inclusi. 
Infine, va anche ricordato che in molti casi è sufficiente che il documento sia well-formed, e 
quindi la DTD non è sempre necessaria. 
Gli XML Schema hanno le stesse funzionalità delle DTD, ma offrono alcuni significativi 
vantaggi: sono espressi con la sintassi XML ed includono tipi di dati complessi, vincoli sui 
valori, ereditarietà, regole di combinazione fra schemi. 
3.3.3 XLink, XPointer e XMLBase 
I link sono un elemento fondamentale nell’architettura ipertestuale. Le proprietà avanzate del 
meccanismo di link sono supportate da tre specifiche: 
• Xlink : per l’hyperlinking; 
• Xpointer : per indirizzare porzioni di documento; 
• XMLBase : per consentire agli autori di specificare esplicitamente un URI di base del 
documento per risolvere gli URI relativi nei link verso immagini esterne, applet, 
programmi per l’elaborazione di maschere, style sheet, ecc. 
XLink permette di creare sia semplici link unidirezionali che strutture di link più complesse, 
consentendo di specificare link multipli e di associare metadati ai link. 
XPointer è il linguaggio da utilizzare per identificare porzioni di documento per qualunque 
risorsa riferita da un URI. 
3.4 Tecniche per l’elaborazione di documenti XML 
Un documento XML generalmente viene elaborato da un’applicazione per vari scopi: eseguire 
calcoli sui dati contenuti, visualizzarli in una pagina web, trasmetterli ad altri programmi, ecc. 
Alla base di tutto c’è un parser XML, strumento per assicurare che il documento sia ben 
formato e valido. Per utilizzare i dati contenuti all’interno del documento non è pensabile di 
ragionare in termini di elaborazione di stringhe, ma è necessaria una API11 che permetta di 
elaborare il documento ad un livello di astrazione più elevato. 
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 API (Application Program Interface), indica l’insieme delle procedure disponibili al programmatore e 
raggruppate a formare una serie di strumenti specifici per un determinato compito. 




Le tecniche per elaborare documenti XML sono essenzialmente due: 
• SAX : l’architettura di SAX (Simple API for XML) è molto semplice ed è basata su un 
meccanismo a eventi: il parser legge il documento XML e dovrà gestire gli eventi che 
riceve. Gli eventi principali gestiti sono in sintesi: apertura/chiusura del documento, 
apertura/chiusura di un elemento (tag), elaborazione della sezione contenuta all’interno 
dell’elemento (tag). L’elaborazione è sequenziale e avviene nel corso del parsing. Le 
informazioni sul documento non sono più disponibili al termine dell’elaborazione in 
quanto non è prevista una struttura per contenere le informazioni visitate. 
• DOM : è un modello a oggetti standard per la gestione di documenti XML. A differenza 
di SAX, DOM esegue il parsing del documento XML e restituisce una struttura 
gerarchica ad albero che lo rappresenta. Dopo l’elaborazione è quindi possibile 
manipolare più volte la stessa struttura. A differenza di SAX, l’accesso ad un singolo 
elemento del documento è molto più efficiente, ma come svantaggio si ha una maggiore 
occupazione di memoria per la creazione dell’albero DOM. 
3.5 La tecnologia dei Web Service 
Il termine “Web Service” [8],[9] indica quelle funzionalità operative specifiche che una azienda 
espone, solitamente attraverso una connessione Internet verso altre aziende o programmi 
software automatici, allo scopo di fornire pubblicamente le modalità di utilizzo di un proprio 
servizio. 
In definitiva i Web Service sono dei servizi che mettono a disposizione funzionalità per 
costruire delle applicazioni complesse. Essi permettono di utilizzare i metodi e le proprietà di 
un oggetto installato su un qualsiasi server, anche se scritto con linguaggi diversi. 
Quindi un servizio web è una componente applicativa che: 
• è accessibile via Web 
• espone una interfaccia XML ben definita 
• è registrato ed è localizzabile tramite un registry di servizi posto sul Web 
• supporta le comunicazioni su protocolli standard quali HTTP, FTP, SMTP, ecc. 
Il fattore fondamentale che accomuna le nuove modalità di fruizione e sviluppo di servizi è il 
formato di scambio XML. 




Il modello dei Web Service, grazie all’uso di XML, è completamente indipendente dal 
linguaggio di programmazione, dalla piattaforma e dal modello ad oggetti eventualmente 
utilizzato, pertanto: 
• è possibile creare un Web Service con qualsiasi linguaggio su qualsiasi piattaforma; 
• è possibile usufruire di un Web Service con qualsiasi linguaggio su qualsiasi 
piattaforma. 
I requisiti fondamentali per l’implementazione del modello dei Web Service sono:  
• un formato per la descrizione del servizio 
• un registro per la catalogazione dei servizi 
• un’interfaccia per la richiesta di servizio. 
Uno sguardo più in dettaglio ai Web Service permette di descriverli come naturale estensione 
del modello client-server, particolarmente adatta al contesto dell’e-business ma soprattutto della 
cooperazione tra applicazioni. 
La differenza importante sta nel fatto che con i Web Service le transazioni, l’invocazione dei 
metodi, il registro dei servizi sono realizzati basandosi su XML come unico formato di 
descrizione. 
L’architettura dei web service si sviluppa essenzialmente su cinque livelli: 
• Standard Messaging : definisce il formato dei messaggi per un determinato servizio. 
• Service Registry : è un registro per la catalogazione dei servizi, visibile a livello 
mondiale. 
• Service Description : durante l’implementazione di un Web Service, è necessario 
prendere delle decisioni riguardanti i protocolli di trasporto da utilizzare e le modalità 
di impacchettamento dei messaggi. Questo livello si occupa proprio di descrivere 
queste informazioni che sono necessarie al livello sottostante. 
• Service Messaging : questo è livello del protocollo SOAP12. Esso si occupa dei servizi 
di impacchettamento del messaggio compresa la gestione di eventuali  firme digitali ed 
altri meccanismi di sicurezza. 
• Trasporto : questo livello è rappresentato dai protocolli standard di internet (HTTP, 
FTP, ecc.). 
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 Simple Object Access Protocol (SOAP) è una tecnologia sviluppata da DevelopMentor, IBM, Lotus, Microsoft e 
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utilizzando come punto di partenza per l’attività XML Protocol Working Group. 








Standard Messaging ebXML (MSH) 
Service Registry UDDI, ebXML Registry 
Service Description WSDL, ebXML CPPA 
Service Messaging SOAP 
Trasporto HTTP, FTP, SMTP, … 
 
Figura 27 - Stack delle tecnologie dei Web Service 
 
La figura mette in evidenza le alternative offerte da ebXML, uno standard trattato in dettaglio 
nel paragrafo 3.6, ai sistemi già molto diffusi UDDI13 e WSDL14 per i livelli di Registry e 
Description. 
Di seguito viene proposta una panoramica generale di ognuna di queste tecnologie. 
L’obiettivo di ebXML è lo stesso di SOAP/WSDL/UDDI, ma con un approccio differente: 
mentre le tecnologie precedentemente descritte hanno un approccio “dal basso” (a partire 
proprio dalla tecnologia), ebXML ha un approccio “dall’alto”, ovvero dai requisiti funzionali. 
Fino ad ora i due approcci si sono sviluppati in modo indipendente, anche se si notano elementi 
di convergenza: ebXML utilizza SOAP con allegati ed header specifici, inoltre UDDI ha ceduto 
le specifiche al consorzio OASIS, il quale si occupa dell’infrastruttura ebXML. 
3.5.1 Simple Object Access Protocol (SOAP) 
Il protocollo SOAP utilizza, per il trasporto dei messaggi di richiesta/risposta, il protocollo 
HTTP nel quale i parametri e i comandi sono codificati con XML; in questo modo si riesce a 
eliminare il problema della differenza di piattaforma, in quanto XML ha una tecnologia Web 
estremamente flessibile ed estensibile. 
Il protocollo SOAP è composto da tre parti che nonostante vengano descritte assieme sono 
funzionalmente diverse; in particolare lo sviluppo e le regole di codifica sono definiti in 
namespace diversi per ottenere maggior semplicità. Queste parti sono: 
• SOAP envelope construct: definisce una struttura per esprimere cos' è un messaggio, chi lo 
deve trattare e se è obbligatorio o meno. 
                                               
13
 Universal Description Discovery and Integration (UDDI) è un progetto realizzato da un consorzio di aziende 
capitanato da Accenture, Ariba, Commerce One, Compaq, Edifax, Fujitsu, HP, I2, IBM, Intel, Microsoft, Oracle, 
SAP, Sun Microsystems, e VeriSign. 
Oltre 250 società si sono unite al progetto UDDI. Il gruppo sta implementando le specifiche di un business registry 
Web-based per descrivere e reperire i Web service. 
14
 Web Service Description Language (WSDL) è il linguaggio per descrivere i web service. 




• SOAP encoding rules: definisce un meccanismo che può essere usato per scambiare tipi di 
dati. 
• SOAP RPC representation: definisce la convenzione che viene usata per le procedure di 
chiamata remota. 
Per comprendere il funzionamento di questo protocollo, si presenta un esempio di due messaggi 
di richiesta e risposta sopra HTTP: 
1) Richiesta: 
POST /StockQuote HTTP/1:1 
Host: www.stockquoteserver.com 




  xmlns:SOAP-ENV="http://schemas.xmlsoap.org/soap/envelope/" 









HTTP/1.1 200 OK 
Content-Type: Text/xml; charset="utf-8" 
Content-Lenght: nnnn 
<SOAP-ENV:Envelope 
  xmlns:SOAP-ENV="http://schemas.xmlsoap.org/soap/envelope/" 








Quando un’applicazione SOAP riceve un messaggio deve elaborarlo seguendo i seguenti passi: 
1. Identificazione delle parti del messaggio destinate all’applicazione; 
2. Verifica che tutte le parti obbligatorie identificate al punto 1 siano supportate 
dall’applicazione e processate di conseguenza; in caso contrario il messaggio viene 
ignorato; 
3. Prima dell’inoltro rimuove tutte le parti identificate al punto 1 nel caso in cui l’applicazione 
SOAP non sia la destinazione finale; 
 




Un messaggio SOAP è un documento XML costituito dai seguenti elementi: 
• SOAP envelope: è obbligatorio e costituisce l’elemento principale del documento XML.  
• SOAP header: è opzionale e consente l’aggiunta di caratteristiche al messaggio SOAP in 
modo decentralizzato, ovvero senza la necessità di accordi con i partner di comunicazione.  
• SOAP body: è obbligatorio e contiene le informazioni da inviare al destinatario. Al suo 
interno viene definito l’elemento Fault, usato per il resoconto degli errori. 
Header e body sono elementi contenuti all’interno di  envelope, il primo deve sempre precedere 
il secondo, se è presente, altrimentio body è il primo elemento di envelope. 
3.5.2 SOAP Messages with Attachments (SwA) 
In breve, in SwA15 si afferma quanto segue:  
• I mittenti SwA DEVONO definire un SOAP envelope come parte MIME16 radice di un tipo 
di contenuto multipart/correlato, indipendente dal trasporto sottostante.  
• I mittenti SwA POSSONO inviare parti MIME aggiuntive con la radice, ciascuna delle 
quali viene identificata con un URI.  
• I destinatari/elaboratori SwA DOVREBBERO consultare le parti MIME aggiuntive durante 
il recupero delle rappresentazioni dietro l’URI contenute nel messaggio.  
 
Nell’esempio che segue è illustrato un messaggio SOAP che utilizza SwA: 
 
MIME-Version: 1.0 Content-Type: Multipart/Related; 
boundary=MIME_boundary; type=text/xml; 
start="<mymessage.xml@example.org>" Content-Description: Un 
Envelope SOAP con una mia foto 
 
--MIME_boundary Content-Type: text/xml; charset=UTF-8 
Content-Transfer-Encoding: 8bit Content-ID: 
<mymessage.xml@example.org> 
<s:Envelope xmlns:s=‘http://www.w3.org/2002/12/soap-envelope’ > 
<s:Body> <m:data xmlns:m=‘http://example.org/stuff’ > 
<photo data="http://example.org/me.jpg" /> <sound 
data="http://example.org/it.wav" /> <hash 
data="http://example.org/my.hsh" /> </m:data> </s:Body> 
</s:Envelope> 
 
--MIME_boundary Content-Type: image/jpeg Content-Transfer-Encoding: 
binary Content-Location: ‘http://example.org/me.jpg 
 
fd a5 8a 29 aa 46 1b 24 
 
--MIME_boundary Content-Type: sound/wav Content-Transfer-Encoding: 
binary Content-Location: ‘http://example.org/it.wav 
                                               
15
 SOAP Message with Attachment è stato sviluppato da HP e Microsoft. SwA estende SOAP per consentire 
all’utente si spedire documenti in qualunque formato (XML, binario, ecc.) allegati insieme ad un messaggio 
SOAP. Anche il protocollo SwA è stato sottomesso al W3C. 
16
 MIME (Multipurpose Internet Mail Extensions) è uno standard generico per il formato dei documenti scambiati 
sulla rete Internet tramite posta elettronica, news, WWW (standard generico significa che prevede tutte le possibili 
funzionalità per la trasmissione dei documenti; non è poi detto che un applicativo sia in grado di realizzarle tutte). 





b1 d7 1f a3 62 53 89 71 
 
--MIME_boundary Content-Type: binary/hash Content-Transfer-Encoding: 
binary Content-Location: ‘http://example.org/my.hsh 
 
15 a6 bb bd 13 a2 d9 54 
 
--MIME_boundary 
3.5.3 Web Services Description Language (WSDL) 
Un altro elemento fondamentale nell’insieme di tecnologie che supportano i servizi Web è lo 
standard WSDL (Web Service Definition Language), che consente di descrivere un servizio in 
tutti i suoi aspetti. In un documento WSDL si trovano tutte le possibili chiamate che è possibile 
fare ad un servizio Web, le specifiche delle strutture dati di input ed output, gli URL per 
accedere ai servizi. Inoltre, WSDL non è uno standard legato ad un livello di service messaging, 
ma è aperto all’utilizzo con protocolli differenti, specificando di volta in volta il collegamento a 
questo o quell’altro protocollo. Nonostante ciò, WSDL privilegia SOAP, indicando, in una 
sezione delle sue specifiche, le modalità di collegamento a questo standard. Con in mano un 
documento WSDL, un integratore di sistemi è in grado di sapere come dialoga un determinato 
servizio, oppure un sistema software evoluto può dinamicamente invocare un servizio Web ed 
elaborarne il risultato. Questo tipo di informazioni sono quelle che dovranno essere presenti 
all’interno dei registri di servizi Web: costituiscono le specifiche tecniche per l’accesso ad un 
servizio. 
L’utilizzo di WSDL ha due vantaggi: per prima cosa, alcuni strumenti di sviluppo sono in 
grado di prendere in ingresso un file WSDL e produrre del codice che implementa 
l’infrastruttura per realizzare il servizio, oppure per crearne un’applicazione per la semplice 
implementazione di un client; in secondo luogo, è un modo per disaccoppiare il servizio Web 
dal protocollo usato nel livello inferiore. 
Come accennato, nel file WSDL è presente l’indicazione del protocollo da utilizzare: un 
sistema che supporti diversi protocolli di comunicazione XML, come SOAP ed XML-RPC, può 
ricondurre a messaggi SOAP o XML-RPC reali, le rappresentazioni astratte contenute nel 
documento WSDL. Un servizio potrebbe infatti partire utilizzando SOAP come protocollo, ma 
poi passare a XML-RPC con l’intento di ottimizzarne le prestazioni, ad esempio per via della 
sua potenziale minor occupazione di banda. Se il client del servizio viene codificato 
direttamente su SOAP, il suo passaggio a XML-RPC potrebbe essere problematico. Con un 
sistema che supporta dinamicamente entrambi i protocolli e che faccia riferimento al file 
WSDL per conoscere quale protocollo deve essere fisicamente utilizzato, la migrazione 
potrebbe essere più efficiente. 




Un documento WSDL è un file XML contenente un insieme di definizioni. Nello standard 
WSDL è possibile trovare quattro diversi tipi di informazioni. Sicuramente l’aspetto principale 
sono l’insieme di regole che consentono di definire in modo astratto un servizio Web; oltre a 
ciò, sono presenti le specifiche per collegare il servizio a SOAP, HTTP e MIME. 
La definizione astratta dei servizi Web di WSDL è composta da cinque diversi elementi: 
• i tipi (types); 
• i messaggi (messages); 
• le operazioni (portType); 
• i collegamenti (bindings); 
• la definizione del servizio (service). 
3.5.4 Universal Description, Discovery, and Integration (UDDI) 
La necessità di ricercare e recuperare le informazioni legate a un generico Web Service che 
presenti precise caratteristiche ha creato l’esigenza di realizzare sistemi di registrazione ed 
elencazione di Web service. 
La specifica UDDI fornisce il supporto a questo tipo di ricerca e, invece di definire un generico 
file descrittivo da mantenere sul sito aziendale, si affida ad un registro distribuito contenente le 
descrizioni delle modalità operative di ciascun servizio in formato comune XML. Il 
componente centrale del progetto UDDI è il UDDI Business Registration, un file XML usato 
per descrivere una entità (azienda, amministrazione pubblica, organizzazione, ecc.) di business 
ed i Web Service che espone. 
Concettualmente l’informazione fornita in una UDDI Business Registration consiste di tre 
componenti:  
• "pagine bianche" comprendenti indirizzo, contatto e dati identificativi;  
• "pagine gialle" comprendenti le categorie industriali basate su tassonomie standard;  
• "pagine verdi", le informazioni tecniche sui servizi esposti dalle aziende. 
Le pagine verdi comprendono riferimenti alle specifiche dei Web Service, così come puntatori a 
vari meccanismi di utilizzo basati su file e/o URL.  
Per la maggior parte, l’utilizzo di UDDI riguarda la ricerca e la localizzazione di un servizio 
altrui, e la pubblicazione di un servizio proprio. UDDI può tuttavia essere usato per accertarsi 
se un partner possiede una particolare interfaccia Web per il proprio servizio, o per dedurre i 
dettagli tecnici necessari per l’utilizzo di quel servizio. 




UDDI si pone come il livello vicino alla logica applicativa in una pila ideale di protocolli 
necessari alla realizzazione di Web Service articolati. Utilizza infatti tecnologie basate su 
standard quali TCP/IP, HTTP, XML e SOAP per creare un formato uniforme per la descrizione 
e la ricerca di servizi. La specifica consiste di alcuni documenti e di un XML schema che 
definisce un protocollo di programmazione basato su SOAP per la registrazione e il 
reperimento di Web Service. Oltre allo schema XML per i messaggi SOAP, UDDI comprende 
la descrizione delle API di ricerca e di pubblicazione delle informazioni. L’invocazione di 
queste API avviene mediante messaggi SOAP. Alcune API consentono di gestire inoltre le 
situazioni di errore. 
Qualsiasi individuo può realizzare un registry UDDI privato. Sono infatti disponibili 
implementazioni di registry privati da parte di IBM, Idoox, juddi.org, e The Mind Electric. 





3.6 L’architettura ebXML 
3.6.1 Cos’è ebXML? 
Lo standard ebXML [12] è un insieme modulare di specifiche che consente alle aziende di 
gestire la propria attività via Internet in modo più facile ed efficiente. La specifica ebXML 
fornisce alle aziende un metodo comune e automatico per lo scambio di messaggi aziendali, la 
gestione di rapporti commerciali e la comunicazione di dati, utilizzando termini comuni, 
definendo e registrando processi aziendali quali l’evasione degli ordini, la spedizione e la 
fatturazione. 
Questo nuovo standard permette una facile ma graduale migrazione dai sistemi già esistenti. 
I messaggi ebXML si appoggiano su SOAP, e possono usare vari protocolli di basso livello 
quali HTTP, FTP e SMTP. 
Il solo XML non risolve i problemi di interoperabilità ma fornisce un ottimo strumento, 
utilizzato da ebXML, per fornire una piattaforma per lo scambio sicuro dei dati. 
Uno degli obiettivi principali di ebXML è quello di permettere l’utilizzo di soluzioni software 
non proprietarie e renderle indipendenti dal linguaggio. 
L’attività di standardizzazione di ebXML è ancora in corso sotto il controllo di due 
organizzazioni: OASIS17 che si occupa dello sviluppo delle specifiche tecniche (infrastruttura) e 
UN/CEFACT18 che ha il compito di sviluppare, approvare e mantenere il contenuto di business 
ebXML-compliant. 
3.6.2 Concetti principali 
Nell’architettura ebXML vengono definiti alcuni concetti principali che possiamo riassumere 
come segue: 
• Business Process: è uno schema che fornisce la semantica, gli elementi e le proprietà per 
definire collaborazioni B2B19. 
                                               
17
 OASIS (Organization for the Advancement of Structured Information Standards) è un consorzio, non-profit che 
guida lo sviluppo, la convergenza e l’adozione di standard per l’e-business. 
OASIS produce standard per la sicurezza a livello mondiale, Web Service, conformità  XML, transazioni di 
business, pubblicazioni elettroniche, topic maps ed interoperabilità  tra e all’interno dei mercati. 
18
 UN/CEFACT (United Nations Centre for Trade Facilitation and Electronic Business) supporta attività  dedite al 
miglioramento della possibilità  di business, commercio, organizzazioni governative ed amministrative, a partire da 
economie sviluppate, in corso di sviluppo o di transizione fino a prodotti di scambio e servizi effettivamente 
rilevanti. Il suo principale interesse è facilitare le transazioni internazionali, attraverso la semplificazione ed 
armonizzazione dei flussi di procedure ed informazioni, contribuendo così alla crescita del commercio globale. 
19
 B2B, acronimo che sta per business to business, indica tutte quelle iniziative tese a integrare l’attività 
commerciale di un’azienda con quella dei propri clienti o dei propri fornitori. 




• Business Service Interface: descrive il modo in cui una società è in grado di eseguire le 
transazioni necessarie nel suo processo di business. Inoltre include le tipologie di messaggi 
supportati e i protocolli sopra cui questi viaggiano. 
• Business Message: sono i messaggi scambiati fra le parti. 
• Trading Partner Agreement: specifica i parametri necessari per l’interfacciamento delle due 
aziende.  È costituito da due tipi di documenti:  il Collaboration Protocol Profile (CPP) che 
specifica il profilo delle società e il Collaboration Protocol Agreement (CPA) che descrive i 
protocolli scelti per la transazione fra i partner. 
• Transport and Routing Layer: è un livello che si occupa della trasmissione dei messaggi 
scambiati tra i partner. 
• Registry/Repository: è un contenitore pubblico per modelli di processo, vocabolari e profili 
dei partner. Può essere implementato con un server centrale. 
• Business Document: sono i documenti scambiati fra le aziende all’interno delle transazioni. 
Questi documenti sono specifici per determinati contesti di business e sono composti da 
componenti elementari detti Core Component. 
• Core Library: è un insieme di Core Component che possono essere utilizzati nella specifica 
dei documenti ebXML. 
La Figura 28 riassume i vari elementi che compongono l’architettura ebXML e mostra come 
interagiscono fra loro. 
 
Figura 28 - Elementi principali di ebXML 




3.6.3 Business Process 
La definizione di modalità standard per descrivere processi di business ha lo scopo di garantire 
l’interoperabilità fra le organizzazioni. Concludere transazioni commerciali è più semplice se 
un’organizzazione può comprendere i processi di business di un’altra. La piattaforma ebXML 
descrive una modalità standard per la definizione di Processi di Business. Per raggiungere 
questo obiettivo, è stato definito lo Schema di Specifica dei Processi di Business (Business 
Process Specification Schema, BPSS) [13]. 
Lo schema supporta la specifica di Transazioni di Business e la loro combinazione all’interno 
delle Collaborazioni di Business. Ogni Transazione di Business può essere implementata 
usando uno tra i molti standard disponibili. Questi schemi controllano lo scambio dei 
Documenti e dei messaggi che i Partner Commerciali si scambiano per portare a termine la 
transazione di commercio elettronico desiderata. 
I Business Process vengono definiti mediante dei modelli UML e successivamente espressi 
mediante una struttura XML detta Business Process Specification Schema. Questo schema 
fornisce la semantica per specificare le transazioni e le collaborazioni come una sequenza di 
azioni e di stati. Questo schema è estremamente flessibile e permette agli utenti di realizzare 
istanze specifiche a seconda delle necessità del particolare processo realizzato. Questa 
flessibilità è ottenuta mediante la definizione di Core Component. La versione XML del 
Business Process è mantenuta nel Registry e può quindi essere riutilizzato da altre aziende. 
L’architettura del Business Process è costituita da quattro componenti funzionali come mostra 
la Figura 29: 
• Una versione UML del Business Process Specification Schema. 
• Una versione XML del Business Process Specification Schema. 
• Le regole di trasformazione da modello UML a modello XML. 
• La definizione dei segnali per la regolamentazione delle transazioni. 





Figura 29 – Relazioni fra i componenti dell’architettura ebXML 
 
Un Business Process definisce quindi l’ordine con cui vengono inviati i messaggi all’interno di 
una collaborazione B2B, ma non tiene conto di come vengono creati o elaborati i dati e i 
messaggi scambiati. 
All’interno di una collaborazione B2B i partecipanti assumano dei ruoli ben precisi, a cui 
corrispondono transazioni prestabilite per lo scambio di documenti. Una collaborazione può 
essere binaria (tra due parti) o multiparte (tra tre o più parti). Quest’ultima può essere espressa 
come un insieme di collaborazioni binarie. 
Una transazione consiste in uno o più flussi di comunicazione. 
Il Business Transaction Choreography è la componente del Business Process che si occupa di 
descrive l’ordinamento delle transazioni durante le collaborazioni. 
 
Un Business Process è costituito dalle seguenti componenti (Figura 30): 
• Specifica della transazione 
• Specifica del flusso dei documenti 
• Specifica della collaborazione binaria 
• Specifica della coreografia per la collaborazione binaria 
• Specifica della collaborazione multiparte utilizzando gli elementi della collaborazione 
binaria 
 





Figura 30 – Componenti di un Business Process 
 
Di seguito vengono proposti una serie di esempi che descrivono singolarmente queste 
componenti.  
Una transazione viene definita come nel seguente esempio: 
 
<BusinessTransaction name=Create Order> 
   <RequestingBusinessActivity name=  
   isNonRepudiationRequired=true  
   timeToAcknowledgeReceipt=P2D  
   timeToAcknowledgeAcceptance=P3D> 
      <DocumentEnvelope businessDocument=Purchase Order/> 
   </RequestingBusinessActivity> 
   <RespondingBusinessActivity name= 
   isNonRepudiationRequired=true  
   timeToAcknowledgeReceipt=P5D> 
      <DocumentEnvelope isPositiveResponse=true  
   businessDocument=PO Acknowledgement/> 
   </RespondingBusinessActivity> 
</BusinessTransaction> 
 
La transazione “Create Order” è costituita da un’attività di richiesta contenente l’ordine di 
acquisto e da un’attività di risposta identificata da un documento di conferma. 




Per definire il flusso dei documenti vengono prima descritti i Business Document e 
successivamente ne viene definito il flusso mediante la specifica di una transazione: 
 
<BusinessDocument name=Purchase Order 
    specificationLocation=someplace/> 
<BusinessDocument name=PO Acknowledgement  
    specificationLocation=someplace/> 
<BusinessDocument name=PO Rejection  
    specificationLocation=someplace/> 
<BusinessDocument name=Delivery Instructions  
    specificationLocation=vsomeplace/> 
 
<BusinessTransaction name=Create Order> 
   <RequestingBusinessActivity name=> 
      <DocumentEnvelope 
      businessDocument=ebXML1.0/PO Acknowledgement> 
         <Attachment name=DeliveryNotesv mimeType=XML 
              businessDocument=ebXML1.0/Delivery Instructions  
              specification= isConfidential=true 
              isTamperProof=true isAuthenticated=true> 
         </Attachment> 
      </DocumentEnvelope> 
   </RequestingBusinessActivity> 
   <RespondingBusinessActivity name=> 
      <DocumentEnvelope 
           businessDocument=ebXML1.0/PO Acknowledgement> 
      </DocumentEnvelope> 
      <DocumentEnvelope isPositiveResponse=false  
           businessDocument=ebXML1.0/PO Rejection> 
      </DocumentEnvelope> 
   </RespondingBusinessActivity> 
</BusinessTransaction> 
 
Una collaborazione binaria avviene tra da due partner, che assumano i due ruoli di iniziatore e 
di risponditore ed è costituita da una serie di transazioni (Figura 31): 
 
<BinaryCollaboration name=Product Fulfillment  
     timeToPerform=P5D> 
   <Documentation> 
      timeToPerform = Period: 5 days from start of transaction 
   </Documentation> 
   <InitiatingRole name=buyer/> 
   <RespondingRole name=seller/> 
   <BusinessTransactionActivity name=Create Order 
       businessTransaction=Create Order 
       fromAuthorizedRole=buyer toAuthorizedRole=seller 
       isLegallyBinding=true/> 
   <BusinessTransactionActivity name=Notify shipment 
       businessTransaction=Notify of advance shipment 
       fromAuthorizedRole=buyer toAuthorizedRole=seller/> 
</BinaryCollaboration> 
 
L’esempio mostra la collaborazione stabilita fra l’acquirente e il venditore definita mediante 
l’utilizzo di due transazioni di documenti. 




Per specificare la coreografia e quindi l’ordine dei messaggi e gli stati del processo, basta 
aggiungere alla collaborazione appena descritta, dopo la definizione delle transazioni, il codice 
seguente: 
 
   <Start toBusinessState=Create Order/> 
   <Transition fromBusinessState=Create Order 
       toBusinessState=Notify shipment/> 
   <Success fromBusinessState=Notify shipment 
       conditionGuard=Success/> 
   <Failure fromBusinessState=Notify shipment 
       conditionGuard=BusinessFailure/> 
 
Figura 31 –Flusso di documenti e segnali all’interno di una collaborazione binaria tra due partner 
 
Infine, le collaborazioni multipare possono essere descritte mediante la definizione di un 
insieme di ruoli che partecipano a due collaborazioni binarie. 
 
<MultiPartyCollaboration name=DropShip> 
   <BusinessPartnerRole name=Customer> 
      <Performs initiatingRole= 
         ‘//binaryCollaboration[@name=Firm Order]/ 
          InitiatingRole[@name=buyer]’/> 
   </BusinessPartnerRole> 
   <BusinessPartnerRole name=Retailer> 
      <Performs respondingRole= 
         ‘//binaryCollaboration[@name=Firm Order]/ 
          RespondingRole[@name=seller]’/> 
      <Performs initiatingRole= 
         ‘//binaryCollaboration[@name=Product Fulfillment/ 
          InitiatingRole[@name=buyer]’/> 
   </BusinessPartnerRole> 
   <BusinessPartnerRole name=DropShip Vendor> 
      <Performs respondingRole= 
         ‘//binaryCollaboration[@name=Product Fulfillment/ 
          RespondingRole[@name=seller]’/> 
   </BusinessPartnerRole> 
</MultiPartyCollaboration> 




L’esempio appena proposto definisce la presenza di tre partner: un cliente, un rivenditore ed un 
fornitore. Ad ognuno è associata una collaborazione binaria ed il ruolo occupato all’interno di 
essa. 
3.6.4 Collaboration Protocol Profile 
Lo scambio di informazioni fra due controparti richiede che ciascuna di esse sia a conoscenza 
delle collaborazioni binarie o multiparte (Business Collaboration) supportate dall’altra parte, 
quali il ruolo da questa ricoperto all’interno della collaborazione ed i dettagli tecnologici circa il 
modo in cui tale parte invia e riceve i messaggi. In alcuni casi, è necessario che le due 
controparti raggiungano un accordo su tali dettagli. 
Per facilitare questo scambio di informazioni, ebXML descrive il Collaboration Protocol Profile 
(CPP) ed il Collaboration Protocol Agreement (CPA). Queste due tecnologie sono descritte in 
un’unica specifica [16]. 
 
Il CPP definisce le potenzialità ed i modi in cui una parte può impegnarsi in business elettronico 
con altre parti. Queste potenzialità sono sia tecnologiche (protocolli di messaggistica e di 
comunicazione supportati) sia commerciali (quali Business Collaboration supporta). Una parte 
può descrivere se stessa in un unico CPP. Oppure, può creare differenti CPP che descrivono le 
Business Collaboration supportate, le sue operazioni in varie regioni del mondo, o le diverse 
sezioni della propria organizzazione. Per facilitare la ricerca di possibili Business Partner, i CPP 
possono essere immagazzinati in un apposito repository pubblico quale l’ebXML Registry 
(ebRS). Tramite un processo di ricerca ed individuazione, codificato nelle specifiche del 
repository, una parte commerciale può trovare adeguati Business Partner.  
 
Un CPP è composto da quattro livelli: 
• Process Specification Layer: definisce le caratteristiche base dell’impresa quali i servizi 
offerti e le regole delle transazioni. 
• Delivery Channel: descrivono le caratteristiche del canale di trasmissione. 
• Document Exchange Layer: riceve un documento dal Process Specification Layer, lo 
codifica (se necessario), aggiunge la firma digitale e lo invia al livello di trasporto. 
• Transport Layer: è responsabile della consegna dei messaggi utilizzando il protocollo scelto 
dalle parti. 
 




Qui di seguito viene mostrato un semplice esempio che evidenzia i vari campi presenti nel 
documento. Possono essere presenti uno o più campi PartyInfo. Questi identificano l’azienda o 
parte di essa e contengono informazioni quali l’ID dell’azienda, i ruoli (CollaborationRole) che 
può assumere, informazioni sul certificato e sui protocolli utilizzati. Ognuno di questi campi è 
collegato ad un Business Process mediante un xlink indicato nel tag ProcessSpecification. È 
presente anche il campo Packaging che fornisce le modalità di impacchettamento dei messaggi 
definendo la struttura dell’header e del payload. 
 
<tp:CollaborationProtocolProfile 
  xmlns:tp=http://www.ebxml.org/namespaces/tradePartner 
  xmlns:xsi=http://www.w3.org/2000/10/XMLSchema-instance 
  xmlns:xlink=http://www.w3.org/1999/xlink 
  xsi:schemaLocation=http://www.ebxml.org/namespaces/tradePartner 
  http://ebxml.org/project_teams/trade_partner/cpp-cpa-v1_0.xsd 
  tp:version=1.1> 
   <tp:PartyInfo> 
      <tp:PartyId>123456789</tp:PartyId> 
      <tp:PartyRef tp:href=http://www.azienda-A.it/info.html/> 
      <tp:CollaborationRole tp:id=N00> 
         <tp:ProcessSpecification tp:name=buySell ...  
           xlink:href=www.ebxml.org/buy.xml> 
            ... 
         </tp:ProcessSpecification> 
         <tp:Role tp:name=acquirente xlink:href=.../> 
         <tp:CertificateRef tp:certId=N03/> 
         <tp:ServiceBinding tp:channelId=N04 tp:packageId=N0402> 
           ... 
         </tp:ServiceBinding> 
      </tp:CollaborationRole> 
      <tp:Certificate tp:certId=N03>...</tp:Certificate> 
      <tp:DeliveryChannel tp:channelId=N04 tp:transportId=N05 
        tp:docExchangeId=N06> 
         ... 
      </tp:DeliveryChannel> 
      <tp:Transport tp:transportId=N05> 
         ... 
      </tp:Transport> 
      <tp:DocExchange tp:docExchangeId=N06> 
         <tp:ebXMLBinding tp:version=0.98b> 
            ... 
         </tp:ebXMLBinding> 
      </tp:DocExchange> 
   </tp:PartyInfo> 
   <tp:Packaging tp:id=N0402> 
      ... 
   </tp:Packaging> 
   <tp:Comment tp:xml_lang=en-us>Accordo di vendita</tp:Comment> 
</tp:CollaborationProtocolProfile> 





3.6.5 Collaboration Protocol Agreement 
Il Collaboration Protocol Agreement (CPA) [16] definisce le potenzialità  messe a disposizione 
dalle due controparti, sulle quali esse devono trovarsi in accordo prima di impegnarsi nelle 
transazioni descritte dal CPA. Il CPA è indipendente dai particolari processi interni attuati da 
ciascuna parte. Questi processi interni vengono interfacciati verso l’esterno con le Business 
Collaboration descritte dal CPA e dal documento di Process-Specification (descritto nel BPSS). 
In tal modo non vengono esposti alla controparte dettagli dei processi interni. L’intento del 
CPA è di fornire una specifica ad alto livello che può essere facilmente comprensibile da 
persone ed allo stesso tempo rigorosa e precisa da poter essere implementata in maniera 
automatica. L’informazione di un CPA è usata per configurare i sistemi dei due partner 
commerciali per rendere possibile lo scambio di messaggi durante lo svolgimento delle 
Business Collaboration selezionate. Tipicamente, il software che implementa lo scambio dei 
messaggi ed in generale tutte le interazioni fra le controparti è uno strato middleware che 
supporta ogni Business Collaboration possibile. Uno dei componenti di questo middleware può 
essere l’ebXML Message Service Handler (ebMS). I CPA non sono documenti cartacei bensì 
elettronici, che possono essere processati direttamente dai sistemi delle controparti per 
preparare ed eseguire gli scambi di informazioni voluti. Eventuali termini e condizioni legali di 
un accordo commerciale sono al di là  degli scopi di queste specifiche e quindi non sono inclusi 
né nel CPP né nel CPA.  
Il CPA è creato mediante elaborazioni e negoziazioni derivanti dall’incrocio di due CPP. Ad 
esempio: un CPA include solamente quegli elementi che sono comuni o compatibili fra le due 
parti. 
Segue un esempio che presenta la struttura di un CPA. 
 
<CollaborationProtocolAgreement 
  xmlns=http://www.ebxml.org/namespaces/tradePartner 
  cpaid=YoursAndMyCPA 
  version=1.2> 
   <Status value=proposed/> 
   <Start>1988-04-07T18:39:09</Start> 
   <End>1990-04-07T18:40:00</End> 
   <ConversationConstraints invocationLimit=100  
     concurrentConversations = 4/> 
   <PartyInfo> 
      ... 
   </PartyInfo> 
   <PartyInfo> 
      ... 
   </PartyInfo> 
   <Packaging id=N20> 
      ... 
   </Packaging> 
   <ds:Signature>any combination of text and elements</ds:Signature> 




   <Comment xml:lang=en-gb>any text</Comment> 
</CollaborationProtocolAgreement> 
 
Dall’esempio viene evidenziata la presenza di due campi PartyInfo che rappresentano le due 
controparti dell’accordo. Vengono quindi indicati i protocolli di trasporto e di sicurezza scelti e 
i ruoli assunti dalle due aziende. 
3.6.6 Messaging Service 
I tradizionali scambi di informazioni di business si sono conformati ad una varietà  di differenti 
sintassi basate su standard. Questi scambi si sono largamente basati sullo standard EDI 
(Electronic Data Interchange). Alcuni di questi standard hanno definito dei legami con dei 
protocolli di comunicazione specifici. Queste tecniche EDI si sono rilevate efficaci, ma allo 
stesso tempo, si sono dimostrate difficili e costose da implementare. Perciò l’uso di questi 
sistemi è stato normalmente limitato a grandi imprese in possesso di mature competenze 
tecnologiche. La proliferazione di interscambi commerciali XML-based è servito come 
catalizzatore per la definizione di un nuovo paradigma globale in modo che tutte le attività  di 
business, indipendentemente dalla loro grandezza, potessero avvenire anche per via elettronica. 
 
I principali obiettivi di ebXML a livello di messaging layer sono:  
• Facilitare l’interscambio di messaggi di business all’interno di un framework XML 
• Essere neutrale rispetto al protocollo usato 
• Essere neutrale rispetto al contenuto del messaggio 
• Essere sicuro 
• Poter recapitare i messaggi in maniera affidabile 
 
Basandosi su questi obiettivi, ebXML ha prodotto la ebXML Message Service Specification [17] 
che definisce uno standard per il trasporto sicuro ed affidabile dei messaggi. 
I messaggi sono caratterizzati dai seguenti punti:  
• Il loro formato è scritto in XML (è adottato il formato “SOAP with Attachments”) . 
• Non viene imposto alcun protocollo di trasporto da utilizzare. 
• I Messaggi di Business, identificati dal corpo (payload) dei messaggi ebXML, non sono 
necessariamente espressi in XML. I messaggi XML-based sono trasportati dall’ebMS, così 
come i tradizionali formati EDI. In effetti, il payload può assumere qualsiasi formato 
digitale (XML, ASC X12, HL7, AIAG E5, tabelle di database, file binari, ecc.).  




• Vengono utilizzate tutte le attuali tecnologie per la sicurezza quali Firme Digitali e Cifratura 
a Chiave Pubblica. 
• Viene implementato un meccanismo basato su segnali di acknowledgement per garantire la 
corretta ricezione dei messaggi. 
 
L’ebXML Message Service può essere concettualmente suddiviso in tre parti:  
• Una Interfaccia di Servizio (Message Service Interface). 
• Funzioni fornite dal Gestore del Servizio Messaggi (Message Service Handler, MSH). 
• Un sistema di mapping verso il protocollo scelto per di trasporto dei messaggi.  
 
Il componente fondamentale dell’architettura ebMS è il Message Service Handler, il quale 
elabora tutti i messaggi ed offre i seguenti servizi (Figura 32): 
• Elaborazione dell’Intestazione del Messaggio (Header Processing): la creazione del 
Messaggio ebXML utilizza: 
- l’input proveniente dall’applicazione, passato attraverso il modulo Message Service 
Interface; 
- l’informazione proveniente dal Collaboration Protocol Agreement (CPA) che decide 
la struttura del messaggio; 
- ed ulteriori informazioni generate quali firme digitali, timestamp ed identificatori 
unici. 
• Analisi dell’Intestazione del Messaggio (Header Parsing): estrazione e trasformazione delle 
informazioni desunte da un Header ebXML ricevuto in una forma adatta per essere 
elaborata del Message Service Handler. 
• Servizi per la sicurezza (Security Services): creazione e verifica di firme digitali, cifratura, 
autenticazione ed autorizzazione. Questi servizi possono essere usati da altri componenti del 
MSH, inclusi i componenti di Header Processing and Header Parsing. 
• Servizi per la messaggistica affidabile (Reliable Messaging Services): gestisce il trasporto e 
la conferma dell’inoltro dei messaggi. Il servizio permette di gestire la persistenza, il rinvio, 
la notifica di errori e la conferma di ricezione dei messaggi che richiedano una consegna 
affidabile. 
• Preparazione del messaggio (Message Packaging): la definitiva preparazione e collocazione 
di un messaggio ebXML (intestazione e corpo) nel suo contenitore di tipo SOAP. 
• Gestione degli errori (Error Handling): gestisce il servizio di notifica degli errori incontrati 
dal MSH o l’elaborazione di un Messaggio da parte dell’Applicazione. 





Figura 32 - Servizi offerti da MSH 
 
La Message Service Interface dispone delle seguenti funzioni : 
• Send: spedisce un messaggio ebXML, i valori per i parametri sono ricavati dal Message 
Header. 
• Receive: ricezione dei messaggi 
• Notify: fornisce notifica di eventi attesi e inattesi. 
• Inquire: fornisce un metodo per conoscere lo stato di un particolare scambio di messaggi. 
 




Come mostra la Figura 33, il messaggio è impacchettato utilizzando una struttura MIME, a 
causa della diversa natura delle informazioni scambiate. 
Il Message Service di ebXML offre un’estensione al protocollo SOAP (Simple Object Access 
Protocol) e SOAPwA (SOAP con allegati). 
 
 
Figura 33 - Struttura dei messaggi ebXML 
  
Si nota che l’ebXML header è inserito nel SOAP header, ciò non significa sovrapporsi alla 
semantica di SOAP, ma significa piuttosto che la semantica di ebXML è mappata direttamente 
su quella SOAP. 
Il seguente codice mostra il contenuto dell’intestazione e del corpo di un messaggio ebXML per 
creare un nuovo ordine: 
 
<SOAP:Header> 
   <eb:MessageHeader SOAP:mustUnderstand=1 eb:version=2.0> 
      <eb:From> 
         <eb:PartyId>urn:duns:123456789</eb:PartyId> 
         <eb:Role>http://rosettanet.org/roles/Buyer</eb:PartyId>  
      </eb:From> 
      <eb:To> 
         <eb:PartyId>urn:duns:912345678</eb:PartyId> 
         <eb:Role>http://rosettanet.org/roles/Seller</eb:PartyId> 
      </eb:To> 




      <eb:CPAId>http://esempio.com/cpas/nostrocpaconvoi.xml</eb:CPAId> 
      <eb:ConversationId>20001209-133003-28572</eb:ConversationId> 
      <eb:Service>urn:services:SupplierOrderProcessing</eb:Service>  
      <eb:Action>NewOrder</eb:Action>  
      <eb:MessageData> 
         <eb:MessageId>20001209-133003-28572@example.com</eb:MessageId>  
         <eb:Timestamp>2001-02-15T11:12:12</eb:Timestamp>  
      </eb:MessageData> 
   </eb:MessageHeader> 
</SOAP:Header> 
 
L’estensione offerta da ebXML al protocollo SOAP include i seguenti campi: 
• From: identifica il partner da cui ha origine il messaggio, ne indica l’id ed il ruolo assunto 
all’interno della collaborazione. 
• To: identifica il partner destinatario del contenuto del messaggio indicando anche in questo 
caso l’identificatore ed il ruolo assunto. 
• CPAId: è un identificatore unico che determina la collaborazione stabilita tra due partner. 
Spesso, come nell’esempio, viene usato un URI per garantire questa unicità. 
• ConversationId: identifica l’insieme dei messaggi di una conversazione tra due partner. È 
inizializzato dalla parte che inizia il dialogo, e verrà mantenuto per tutta la durata degli 
scambi. 
• Service: indica il servizio richiesto nel messaggio.  
• Action: identifica una particolare azione all’interno di un servizio. Ad esempio la creazione 
di un nuovo ordine. 
• MessageData: contiene tutte le informazioni necessarie all’identificazione unica di un 
messaggio, in particolare un id generato casualmente e un timestamp legato all’istante di 
creazione dell’header. Questo campo contiene inoltre l’id del messaggio precedente, 
collegato a quello attuale ed il tempo di vita del messaggio. 
 




   <eb:Manifest eb:version=2.0>  
      <eb:Reference xlink:href=cid:ebxmlpayload111@example.com  
        xlink:role=XLinkRole xlink:type=simple>  
         <eb:Schema eb:location="http://regrep.org/po.xsd" 
eb:version="2.0"/> 
         <eb:Description xml:lang=en-US>Purchase Order 1</eb:Description>  
      </eb:Reference>  
   </eb:Manifest>  
</SOAP:Body> 
 




Il campo Manifest identifica, attraverso uno o più elementi Reference, i documenti allegati al 
messaggio o risorse esterne accessibili attraverso un URL. Ogni Reference a sua volta contiene, 
nel caso di allegati di tipo XML, un collegamento ad uno schema che ne definisce la struttura 
ed una descrizione del suo contenuto. 
3.6.7 Registry e Repository 
Il Registry [15] fornisce una locazione stabile in cui rendere persistenti le informazioni ivi 
depositate da un apposito organismo. Tali informazioni vengono usate per facilitare partnership 
e transazioni Business to Business (B2B) basate su ebXML. Il materiale sottoposto può 
consistere di schemi e documenti XML, descrizioni di processi, ebXML Core Component, 
descrizioni di contesto, modelli UML, informazioni varie circa le parti commerciali e persino 
componenti software. 
L’architettura del Registry ebXML consiste di due elementi: il Registry Service ed i Registry 
Client. Il primo fornisce i metodi per la gestione di un repository; un Registry Client è invece 
un’applicazione usata per accedere al Registry. 
In ebXML, il Registry ed il Repository sono definiti in due differenti specifiche, che sono:  
• OASIS/ebXML Registry Services Specification : comprende un robusto insieme di interfacce 
progettate fondamentalmente per gestire gli oggetti e le interrogazioni nell’ebXML 
Registry. Le due interfacce primarie per il Registry Service consistono di: 
- Un’interfaccia per la gestione del ciclo di vita (Life Cycle Management Interface) che 
espone una collezione di metodi per gestire gli oggetti nel Registry.  
- Un’interfaccia per la gestione delle query (Query Management Interface) che controlla 
la scoperta ed il recupero delle informazioni dal Registry.  
Un Registry Client utilizza i servizi del Registry invocando i metodi delle due interfacce 
appena definite dal Registry Service. Questa specifica definisce le interfacce esposte dal 
Registry Service così come l’interfaccia per il Registry Client. 
• OASIS/ebXML Registry Information Model : fornisce una linea guida o schema ad alto 
livello per l’ebXML Registry. Quindi è destinata principalmente agli implementatori. Essa 
fornisce loro sia informazioni circa il tipo di metadati memorizzati nel Registry sia le 
relazioni fra le classi dei metadati. Il Registry Information Model può essere implementato 
in un ebXML Registry sotto forma di uno schema di database relazionale, di uno schema di 
database ad oggetti, oppure di un altro schema fisico. Può inoltre essere anche implementato 
come un insieme di interfacce e classi all’interno di una Registry Implementation. 




3.6.8 Core Component  
Così come è emerso il bisogno di una procedura standard per definire Processi di Business, allo 
stesso modo è necessario definire e creare una semantica comune di business (Common 
Business Semantics). Ancora una volta il bisogno principale è quello di garantire 
l’interoperabilità  fra diverse organizzazioni. ebXML ha quindi tentato di descrivere e 
specificare un nuovo approccio per risolvere il già  noto problema dell’interoperabilità  delle 
informazioni nel panorama e-business. Tradizionalmente, gli standard per lo scambio di dati di 
business si sono sempre focalizzati su definizioni statiche dei messaggi, le quali non hanno però 
apportato un sufficiente grado di interoperabilità  e flessibilità . Si è reso quindi necessario un 
nuovo e più flessibile metodo di standardizzazione della semantica di business.  
 
Viene presentata una metodologia per sviluppare un insieme comune di componenti semantici 
elementari [18],[19] che rappresentano i tipi generali di dati di business correntemente in uso. 
Inoltre viene definito un modo per creare nuovi vocabolari [20],[21] di business e per 
ristrutturare quelli già  esistenti. Si cerca di garantire rappresentazioni delle informazioni che 
siano allo stesso tempo leggibili dall’utente e processabili da sistemi automatici. 
L’approccio scelto è flessibile in quanto la standardizzazione viene portata avanti secondo un 
approccio “syntax-neutral”, indipendente dalla sintassi. Usare i Core Component come parte 
fondamentale del framework ebXML aiuta a garantire che due diversi partner commerciali che 
usano differenti sintassi, utilizzino la semantica di business allo stesso modo, a condizione che 
le due sintassi siano basate sugli stessi Core Component. Ciò permette un mapping semplice e 
pulito fra diversi tipi di definizioni di messaggi attraverso sintassi, confini industriali e 
geografici. 
Le soluzioni Business Process e Core Component proposte da UN/CEFACT contengono una 
quantità  di informazioni circa le motivazioni che sono alla base di variazioni nella semantica e 
struttura dei messaggi. In passato, tali variazioni hanno causato varie incompatibilità. Il 
meccanismo dei Core Component usa questa ricca mole di informazioni per individuare 
esattamente le similitudini e le differenze fra i vari modelli semantici. L’incompatibilità si 
rivela gradualmente, cioè si riesce ad individuare i singoli punti di differenza piuttosto che 
rigettare l’intero modello come incompatibile. 





3.6.9 Il funzionamento di ebXML 
In questo paragrafo si riassume con un esempio il funzionamento dell’intera architettura 
descritta finora. 
Ogni partecipante definisce un profilo che descrive i messaggi supportati ed il loro formato, i 
protocolli di trasporto usati e le eventuali restrizioni. Questi profili vengono depositati nel 
Registry consultabile da tutte le aziende. 
I profili di due o più aziende partner possono essere combinati per generare un CPA che 
definisce i messaggi e i protocolli concordati tra le parti, che rappresentano un sottoinsieme di 
quelli presenti nel documento di specifica del profilo. Inoltre i vari partner si accordano su un 
Business Process predefinito che diventa parte dell’accordo. Quest’ultimo definisce la sequenza 
con cui questi messaggi vengono inviati e ricevuti e il tipo di documenti inviati come payload. 
Il modo più semplice di visualizzare la tecnologia ebXML è di mostrare uno scenario ad alto 
livello per due partner commerciali, i quali devono anzitutto configurare e successivamente 
avviare una semplice transazione od interscambio commerciale. Il modello presentato (Figura 
34) descrive un esempio del processo ed i passi che possono essere richiesti per la 
configurazione e la messa in esercizio di applicazioni ebXML e dei relativi componenti 
dell’architettura. L’architettura di ebXML può essere dedotta dall’analisi di questo modello. 
Analizziamo i vari passi: 
1) La società A viene a conoscenza dell’esistenza di un Registro ebXML accessibile via 
Internet. 
2) La società A, avendo preso visione del contenuto del Registry ebXML, decide di realizzare 
la propria applicazione conforme allo standard ebXML. Lo sviluppo di software 
proprietario non è un prerequisito necessario per la partecipazione ad ebXML. Applicazioni 
e componenti ebXML-compliant potrebbero già  essere disponibili come soluzioni adatte 
allo scopo. 
3) La società A invia le informazioni riguardanti il suo profilo commerciale (Business Profile) 
al Registry. Il Business Profile inviato al Registro descrive capacità e vincoli della società  
così come tutti gli scenari di business che essa supporta. 
4) La società B scopre gli scenari di business supportati dalla Società  A nel Registry. 
5) La società B invia una richiesta alla società A segnalando l’intenzione di impegnarsi in una 
transazione commerciale appoggiandosi sull’architettura ebXML. La società B si dota di 
un’applicazione dedicata ebXML-compliant. Prima di potersi impegnare in uno scenario di 
interscambio, la società B invia uno schema del business proposto direttamente 




all’Interfaccia (Interface) del software ebXML-compliant della società A. Tale schema 
delinea i processi di business ed altri specifici accordi approvati da ambo le parti. Inoltre lo 
schema deve descrivere i requisiti per lo scambio delle informazioni necessarie per il buon 
fine della transazione, eventuali piani di emergenza ed i requisiti relativi alla sicurezza. A 
questo punto la società A accetta la proposta di business.  
6) Le società  A e B possono ora lanciarsi nell’eBusiness usando ebXML. 
 
 
Figura 34 – Modello dell’architettura ebXML 









In questo capitolo sono effettuate le necessarie scelte progettuali 
utili, nella fase di sviluppo, per l’implementazione del sistema. Il 
progetto si divide in due part. La prima tratta l’architettura in 
generale, mentre la seconda entra nei dettagli implementativi. 
 
4.1 Progetto architetturale 
La progettazione prende in analisi i seguenti aspetti: 
• Divisione in sottosistemi: l’architettura del sistema viene modellizzata mediante la 
suddivisione in sottosistemi. Ciò al fine di facilitarne lo sviluppo e la riusabilità. 
• Rappresentazione dell’informazione: è necessario individuare le informazioni essenziali 
e quelle facoltative, al fine di progettare una struttura standard condivisa fra tutti gli 
attori della filiera. 
• Scelta del protocollo di interazione tra i nodi del sistema: le aziende costituiscono i 
nodi di un’ampia rete. Queste devono comunicare con il nodo di coordinamento 
mediante un protocollo standardizzato per favorire l’interoperabilità. È necessario 
inoltre prevedere dei meccanismi per la sicurezza e l’affidabilità. 
• Archiviazione dell’informazione: l’informazione deve essere conservata in modo 
persistente, sicuro ed efficiente. L’enorme flusso informativo impone l’archiviazione di 
grandi quantitativi di dati il che giustifica l’utilizzo di un sistema di gestione di dati 
(DBMS20). 
                                               
20
 DBMS (DataBase Management System) è un sistema che si frappone fra l’applicazione ed i dati veri e propri. 
Permette alle applicazioni di accedere alla rappresentazione logica dei dati anziché quella fisica, pertanto, nel caso 
di passaggio da un sistema centralizzato ad un sistema distribuito, non è necessario modificare l’applicazione 
dell’utente che continuerà a vedere la sola rappresentazione logica dei dati. 





4.1.1 Divisione in sottosistemi 
Il sistema è stato suddiviso in sottosistemi per facilitare lo sviluppo e garantire le riusabilità. 
La Figura 35 evidenzia quattro sottosistemi fondamentali: 
• Sottosistema Azienda Filiera: contiene il modulo Client Trace il quale si occupa della 
costruzione dei pacchetti informativi e dell’invio al sottosistema Gestione Messaggistica. 
Molto spesso all’interno delle medie e grandi imprese sono già presenti dei sistemi interni 
quali ad esempio ERP21. In questi casi le informazioni necessarie per la tracciabilità spesso 
si sovrappongono al flusso informativo di questi sistemi. Basti pensare alle relazioni con i 
fornitori ed i clienti, la gestione delle unità logistiche e tutte le informazioni riguardanti il 
processo produttivo. Per questo motivo Client Trace può interfacciarsi22 con l’eventuale 
sistema interno, per limitare al minimo la ridondanza delle informazioni e allo scopo di 
automatizzare le operazioni di impacchettamento ed invio dei messaggi. 
• Sottosistema Gestione Messaggistica: questo sottosistema si occupa dell’invio al 
coordinatore dei pacchetti informativi, garantendo sicurezza ed affidabilità. Esso si 
appoggia sul protocollo SOAP ed in particolare sull’estensione offerta dallo standard 
ebXML. 
• Sottosistema Coordinatore: è il nodo della filiera che si occupa della gestione delle 
informazioni e dell’interfacciamento con la base di dati. Esso attende la notifica, da parte 
del sistema di Gestione Messaggistica, della presenza di nuovi messaggi in arrivo.  
• Sottosistema Gestione Base di Dati: è il sottosistema che si occupa dell’immagazzinamento 
vero e proprio delle informazioni. 
 
                                               
21
 L’ERP (Enterprise Resource Planning) è costituito da moduli integrati tra loro che permettono la gestione di 
tutte le funzioni aziendali (acquisti, magazzino, fatturazione fornitori e clienti, contabilità generale, pianificazione, 
controllo ed avanzamento della produzione). Il concetto base della filosofia degli ERP è che il dato viene inserito 
una sola volta: gestito univocamente da tutto il sistema informativo, può di conseguenza esser condiviso da tutte le 
funzioni aziendali. 
22
 Per interfaccia si intende un applicazione software che fornisce dei metodi per accedere ad un diverso sistema. 






Figura 35 - Diagramma dei sottomoduli del sistema 
 
4.1.2 Rappresentazione dell’informazione 
In base alle entità informative definite nel capitolo 2, è possibile stabilire una forma standard 
per il contenuto informativo trasportato dai messaggi SOAP. 
Per prima cosa è necessario scegliere se rappresentare queste informazioni come file binari o 
testuali. 
Come precedentemente affermato, il protocollo SwA può trasportare sia allegati binari che 
testuali, ma per facilitare la lettura anche da parte dell’uomo è stato preferito l’uso di XML. 
Inoltre il linguaggio XML distingue chiaramente tra contenuto e presentazione favorendo il 
riutilizzo delle informazioni, oltre ai vantaggi offerti, in termini di interoperabilità. 
La struttura di questi documenti, descritta da uno schema XML mostrato in Appendice B, può 
essere rappresentata dalla Figura 36. 
L’elemento radice TraceLot è composto dai campi To, From e Lot. 
I campi To e From possiedono due attributi: actor, che contiene il prefisso dell’attore 
responsabile, e location che contiene il codice del sito. Il significato di questi due attributi varia 
a seconda del tipo di messaggio come mostrato nella Tabella 1. 




Il campo Lot possiede i seguenti elementi figli: 
• LotProperty: è un campo opzionale che contiene le misurazioni qualitative e 
quantitative associate ad un lotto. Queste misure sono descritte dall’elemento Measure 
(Tabella 2) che ne indica il valore, l’unità di misura e la semantica. Inoltre sono presenti 
i campi Description, che fornisce una descrizione del lotto, e ServiceMsg usato per 
eventuali comunicazioni di servizio. 
• ProcessingProperty: è anch’esso un campo opzionale ed ha la stessa forma di 
LotProperty. Le misurazioni che contiene sono relative alla trasformazione che ha 
generato il lotto. 
• Component: Questo elemento può essere presente solo nei messaggi relativi a 
trasformazioni. Questi campi forniscono informazioni per legare il lotto generato ai lotti 
da cui deriva, ossia quei lotti che hanno contribuito alla formazione dello stesso. Ogni 
Component può possedere delle misurazioni legate alla trasformazione (es. Temperatura 
di cottura). 
 
Figura 36 - Rappresentazione struttura  XML del messaggio 




 ELEMENTO - ATTRIBUTO SIGNIFICATO OBBLIGATORIO 
TraceLot - state Tipo di messaggio (“delivery”) SI 
TraceLot - date Data di cessione SI 
From -  actor Prefisso Azienda che identifica l’attore responsabile della cessione SI 
From - location Codice Sito nel quale risiede il lotto da cedere SI 







Lot - value Codice Lotto ceduto SI 
TraceLot - state Tipo di messaggio (“get”) SI 
TraceLot - date Data di acquisizione SI 
From -  actor Prefisso Azienda che identifica l’attore da cui si acquista il prodotto SI 
To – actor Prefisso Azienda che acquisisce SI 
To - location Codice Sito nel quale viene depositato il lotto acquisito SI 
Lot - value Codice Lotto ceduto SI 









Contiene le proprietà legate alla 
trasformazione di cambio di 
responsabilità 
NO (al più 1) 
TraceLot - state Tipo di messaggio (“process”) SI 
TraceLot - date Data in cui si è conclusa la trasformazione SI 
From - location Codice Sito nel quale avviene la trasformazione SI 
To – actor Prefisso Azienda che effettua la trasformazione SI 
To - location Codice Sito nel quale il lotto generato 
viene posizionato SI 
LotProperty Proprietà del lotto NO (al più 1) 
ProcessingProperty Proprietà legate alla trasformazione NO (al più 1) 
Component 
Contiene le proprietà legate ad un 
lotto che ha partecipato alla 
trasformazione 
SI (almeno 1) 
Component - value Codice Lotto di un unità utilizzata 
nella trasformazione SI 













Component - location Codice Sito dal quale proviene il 
componente SI 
 
Tabella 1 – Elementi costitutivi del documento xml di tracciabilità 
 
Tabella 2 - Elementi figli di LotProperty e ProcessingProperty 
TAG SIGNIFICATO OBBLIGATORIO 
Measure Contiene una misurazione associata al lotto, alla trasformazione o al componente NO (nessuno o più) 
Measure.Type Indica l’unità di misura SI 
Measure.Semantic Indica il significato dell’unità SI 
Measure.Value Contiene il valore della misurazione SI 
Description Contiene una descrizione del lotto, della trasformazione o del componente NO (al più 1) 
ServiceMsg Contiene eventuali messaggi di servizio NO (al più 1) 




Nella rappresentazione scelta, le trasformazioni sono tutte binarie, ciò ha lo scopo di permettere 
la specifica dettagliata dei vari processi elaborativi che descrivono la composizione di una serie 
di lotti per generarne un altro. 
La Figura 37 mostra la composizione di tre lotti (L1, L2 e L3) per generare il lotto L4. Sono 
quindi presenti tre archi associati a tre trasformazioni differenti (T14, T24 e T34). Ognuna di 




Figura 37 - Esempio di trasformazioni binarie 
 
Nel diagramma di stato presentato nel paragrafo 2.3, sono presenti gli stati Consumato e 
Scartato. Per rappresentare questi stati è stato necessario introdurre due attori supplementari che 
sono la Natura e il Consumatore. Per essi sono stati scelti due particolari prefissi, “00000000” 
per la Natura e “C0000000” per il Consumatore. 
Un altro problema è legato alla generazione di nuovi lotti mediante acquisizione dalla natura. 
Anche questo problema è stato risolto mediante l’uso dell’attore Natura. 
L’utilizzo di questi attori è mostrato dai seguenti esempi: 
• Acquisizione da Natura: 
<TraceLot state="get" date="2004/02/28 12:12:12"> 
   <From actor="00000000"/> 
 <To actor="12345678" location="00100"/> 
 <Lot value="LC1"/> 
</TraceLot> 
 
• Cessione a Consumatore (Consumato): 
<TraceLot state="delivery" date="2004/02/28 12:12:12"> 
   <From actor="12345678" location="00100"/> 
 <To actor="C0000000"/> 
 <Lot value="LC1"/> 
</TraceLot> 
 
• Cessione a Natura (Scartato): 
<TraceLot state="delivery" date="2004/02/28 12:12:12"> 
   <From actor="12345678" location="00100"/> 
 <To actor="00000000"/> 
 <Lot value="LC1"/> 
</TraceLot> 




4.1.3 Scelta del protocollo di interazione 
La scelta del protocollo si basa sulla necessità di far comunicare aziende dislocate in differenti 
aree geografiche e con propri sistemi informativi. Il sistema di tracciabilità è dunque un sistema 
distribuito poiché le informazioni sono collocate lungo tutta la filiera.  
In un sistema distribuito è possibile utilizzare due modelli di comunicazione: 
• Scambio di messaggi 
• Richiesta/risposta 
 
Nel primo modello, gli attori possono inviare messaggi in qualunque momento. 
L’arrivo di un messaggio provoca il “risveglio” del destinatario, che a sua volta esegue l’azione 
prevista per quel determinato messaggio. 
L’elaborazione dei messaggi può essere:  
• Sincrona  
• Asincrona  
 
Sincrona quando, a fronte della spedizione del messaggio, il destinatario inizia immediatamente 
l’esecuzione dell’azione associata. Asincrona quando, fra trasmettitore/ricevitore è interposta 
una coda di messaggi, e sono elaborati solo quando il ricevitore li richiede. Ciò può essere fatto 
anche dopo molto tempo rispetto all’invio del messaggio. 
Nel modello richiesta/risposta, la richiesta e la risposta sono unite e quindi si parla di 
sistema sincrono. La richiesta viene inoltrata da un’applicazione e questa, prima di continuare 
con l’elaborazione, attende i risultati. 
 
Esistono diversi standard di messaggistica di cui, i più diffusi, sono DCOM (Distributed 
Component Object Model) e IIOP (Internet Inter-Orb Protocol). Sono entrambi efficaci, anche 
se non progettati appositamente per l’interoperabilità. Nelle reti locali è possibile limitare il 
sistema all’utilizzo di una piattaforma di riferimento, ma non appena si opera su Internet, ciò 
non è più possibile. 
Un altro problema è strettamente legato alla sicurezza. Nelle reti Internet è difficile consentire 
agli utenti di transitare all’interno di domini affidabili, quindi, per politiche di sicurezza, il 
passaggio di flussi binari da porte TCP/IP viene bloccato dai Firewall. 
Alla luce di questa considerazione, protocolli quali DCOM e IIOP non sono più adatti. 




Il protocollo SOAP rappresenta una soluzione a questi problemi. Infatti, sfruttando la tecnologia 
WEB e la flessibilità ed estensibilità di XML, permette di transitare all’esterno delle reti 
intranet, non procurando problemi ai Firewall. 
Grazie a queste caratteristiche il protocollo SOAP si adatta bene alle esigenze del sistema. 
  
Un’altra considerazione da fare, riguarda il legame fra la tracciabilità ed il commercio 
elettronico. Il commercio elettronico identifica l’acquisto, la vendita, l’ordine e il pagamento in 
forma elettronica di prodotti, utilizzando un’infrastruttura di rete. Questo tipo di transazioni 
esistono da anni e sono state realizzate fino ad oggi soprattutto negli scambi commerciali tra 
aziende. 
Una delle tecnologie più diffuse è EDI (Electronic Data Interchange). I benefici nell’adozione 
di questo sistema, consistono principalmente nell’aumento dell’efficienza della Supply Chain, 
nella riduzione dei costi amministrativi e nel miglioramento delle comunicazioni. 
L’adozione di questo sistema presenta comunque enormi investimenti iniziali dovuti soprattutto 
al dover ricorrere a soluzioni software proprietarie. 
In una filiera sono però presenti piccole e medie aziende, che molto spesso non dispongono dei 
mezzi per implementare un meccanismo di questo tipo. Per esse può essere quindi complicato 
gestire l’invio elettronico di messaggi ai fini della tracciabilità. 
Un’alternativa ad EDI è rappresentata dalla piattaforma ebXML (Electronic Business using 
XML) il cui obiettivo è quello di fornire un’infrastruttura aperta basata su XML che consenta il 
commercio elettronico in modo interagibile, sicuro e coerente da parte di tutti i soggetti 
coinvolti. 
L’iniziativa ebXML fu infatti concepita con il fine di consentire alle aziende di qualsiasi 
dimensione ed in qualsiasi posizione geografica di condurre delle transazioni elettroniche in 
modo semplice, affidabile e a buon mercato. 
Un’altra fondamentale caratteristica di ebXML è che il sistema di gestione dei messaggi si 
appoggia sul protocollo SOAP e pertanto è implementabile su qualsiasi piattaforma software. 
Il suo vantaggio consiste quindi nell’essere indipendente da soluzioni software proprietarie, 
consentendo una maggior libertà di scelta sul tipo di implementazione. 
 




I messaggi scambiati tra gli attori della filiera e tutti i possibili scenari si possono rappresentare 
utilizzando dei diagrammi di sequenza. 
In Figura 38 è mostrata la sequenza di scambio dei messaggi che si ha come conseguenza 
dell’ordinazione da parte dell’Azienda Y di un prodotto (lotto A) presso l’Azienda X. 
Inizialmente l’Azienda Y effettua l’ordine presso l’azienda X attraverso mezzi tradizionali quali 
fax ed email, oppure con strumenti informatici di e-business. L’azienda X processato l’ordine 
emana la relativa fattura e contemporaneamente invia il messaggio di cessione del lotto A al 
Nodo di Coordinamento. All’arrivo della merce l’Azienda Y invierà il messaggio di 
acquisizione del lotto A al Nodo di Coordinamento. Sempre all’interno di questo diagramma è 
mostrato anche l’invio di un messaggio di trasformazione per la creazione del lotto C da parte 
dell’Azienda Y. 
 
Figura 38 - Diagramma di sequenza cessione-acquisizione-trasformazione 
 
Nel precedente diagramma di sequenza i messaggi di cessione e acquisizione sono stati inviati e 
ricevuti dell’ordine corretto, cioè quello che segue il naturale evolversi della compravendita. 
Nel diagramma di Figura 39 è rappresentata una diversa evoluzione dello scenario 
precedente, in cui l’azienda X ritarda l’invio del messaggio di cessione. In questo caso i due 
messaggi arrivano in ordine inverso. 





Figura 39 - Diagramma di sequenza acquisizione-cessione 
 
Un altro problema è generato dall’arrivo ritardato di messaggi di trasformazione. Per ovvi 
motivi non è possibile trasformare o cedere un lotto che non esiste ancora. 
Questo problema si può avere molto spesso in una situazione reale. Pertanto è necessario 
prevedere dei particolari meccanismi di gestione, che permettano il corretto funzionamento. 
Una prerogativa fondamentale di un sistema informatico è infatti quella di essere robusto, ossia 
capace di gestire particolari situazioni anche non previste. 
In Figura 40 è mostrata la sequenza delle azioni che scaturiscono dal consumatore finale 
che acquista un lotto C dall’Azienda Y. In particolare a seguito del rilascio della ricevuta fiscale 
l’azienda Y spedisce al nodo di coordinamento un messaggio di cessione al consumatore 
relativo al lotto venduto. 
 
Figura 40 - Diagramma di sequenza cessione al consumatore 
 
Il sistema, oltre alla registrazione dei flussi, offre anche servizi di analisi. La Figura 41 mostra 
una tipica situazione in cui un’autorità sanitaria richiede informazioni su un particolare lotto, 
sui suoi predecessori e sui suoi successori. 




In questo caso il protocollo è sincrono: l’autorità sanitaria, prima di continuare l’analisi, attende 
una risposta alle sue richieste. 
 
Figura 41 - Diagramma di sequenza dell'analisi  dei flussi 
 
4.1.4 Archiviazione dell’informazione 
L’informazione contenuta all’interno dei messaggi deve essere memorizzata in modo 
persistente, sicuro ed efficiente. Inoltre l’enorme quantità di dati richiede un adeguato sistema 
di archiviazione che può essere offerto solamente da un DBMS. 
Un DBMS realizza uno strato software grazie al quale l’utente e le applicazioni non accedono 
ai dati così come sono memorizzati effettivamente, cioè alla loro rappresentazione fisica, ma ne 
vedono solamente una rappresentazione logica. Ciò permette un elevato grado di indipendenza 
fra le applicazioni e la memorizzazione fisica dei dati. Questa rappresentazione logica viene 
chiamata Schema del database ed è la forma di rappresentazione dei dati più a basso livello a 
cui un utente del database può accedere. 
La caratteristica principale secondo cui i DBMS vengono normalmente classificati è 
appunto la rappresentazione logica dei dati che essi mostrano ai loro utilizzatori. Nel corso 
degli anni sono stati adottati numerosi modelli per i dati, a fronte dei quali esistono vari tipi di 
database. Tra questi si distinguono:  
• Database relazionali 
• Database ad oggetti 
  




I Database attualmente più utilizzati in ambito commerciale sono quelli di tipo relazionale 
grazie: 
• alla potenzialità espressiva derivata dal modello relazionale su cui si basano,  
• alla semplicità di utilizzo,  
• alla disponibilità di un linguaggio di interrogazione standard, l’SQL23, che permette di 
sviluppare applicazioni indipendenti dal particolare DBMS utilizzato. 
 
La mancanza di un modello logico orientato agli oggetti universalmente accettato e la 
mancanza di uno standard nel linguaggio di interrogazione non ha permesso un’ampia 
diffusione  dei database ad oggetti. 
Indipendentemente dal tipo di database, le funzionalità principali che ci si deve aspettare 
da un DBMS sono quelle di: 
• consentire l’accesso ai dati attraverso uno schema concettuale, invece che attraverso uno 
schema fisico;  
• permettere la condivisione e l'integrazione dei dati fra applicazioni differenti;  
• controllare l’accesso concorrente ai dati;  
• assicurare la sicurezza e l’integrità dei dati.  
 
Alla luce di queste considerazioni è stato scelto di adottare un database di tipo relazionale ed in 
particolare l’implementazione open-source mysql. 
 
Dall’analisi dei requisiti affrontata nel capitolo due è stato dedotto un diagramma delle classi. 
Grazie ad esso è possibile fornire un elenco (vedi Tabella 3) degli attributi con il relativo 
dominio e significato. 
                                               
23
 SQL, Structured Query Language, è un linguaggio che permette di descrivere e manipolare i dati, gestire le 
autorizzazioni, l’integrità e le transazioni. 





ATTRIBUTO DOMINIO SIGNIFICATO ESEMPIO 
PREFISSO_AZIENDA CHAR(8) 





RAGIONE_SOCIALE VARCHAR(64) Ragione sociale dell’azienda “Società A S.p.A.” 
RECAPITO VARCHAR(64) Indirizzo dell’azienda “Via Roma, 10 56100 PISA” 
TELEFONO VARCHAR(16) Numero di telefono 02123456789 
FAX VARCHAR(16) Numero di fax 02987654321 
EMAIL VARCHAR(32) Indirizzo email info@mycompany.com 
SITO Stringa[3] 




Settembre, 12 56100 PISA” 
ELENCO_SITI Lista di elementi SITO Elenco di siti Sito1, Sito2, …… 
CODICE_LOTTO VARCHAR(128) Codice associato al lotto “(01)090292323(10)0001” 
“L5A9J4550” 
DATA_GENERAZ DATE Data e ora di generazione del lotto “2004/05/01T20:01:20” 
DATA_ACQUISIZIONE DATE Data e ora di 
acquisizione “2004/05/01T20:01:20” 





“Lotto sottoposto a test di 
qualità….” 
MISURAZIONE DOUBLE, Stringa[2] 
Misurazione effettuata 
sul lotto o sulla 
trasformazione: misura, 
unità, semantica. 
30,”Kg”,”Peso in Kg” 
ELENCO_MISURAZIONI Lista di elementi MISURAZIONE Elenco di Misurazioni 
Misurazione1, Misurazione2, 
… 













ELENCO_LOTTI Lista di CODICE_LOTTO 








utilizzato per mettere in 
relazione l’attore con i 






Id del lotto, generato 
comprimendo una 
stringa contenente i 
codici azienda, sito e 
lotto 
Array di byte 
TRASFORMAZIONE_ID Int 
Identificatore associato 





Tabella 3 - Glossario dei dati 
 




Dal diagramma delle classi è possibile dedurre il diagramma entità-relazioni (Figura 42). Esso 














































Figura 42 - Diagramma entità relazioni dedotto dal diagramma delle classi 
 




Ogni entità ed ogni relazione è tradotta in tabelle secondo delle regole ben precise. 
L’insieme delle tabelle che rappresenta lo schema logico della base di dati è descritto dalle 
seguenti tabelle: 
 
ATTORE_RESPONSABILE (ATTORE_RESP_ID, RAGIONE_SOCIALE, INDIRIZZO, CAP, CITTA, TELEFONO, FAX,  
EMAIL, PREFISSO_AZIENDA) 
 
SITO (SITO_ID, DESCRIZIONE, INDIRIZZO, CAP, CITTA, CODICE_SITO, ATTORE_RESP_ID) 
 
LOTTO (LOTTO_ID, CODICE_LOTTO, , SITO_ID, DATA_GENERAZ, DESCRIZIONE, MESS_SERVIZIO) 
 
CAMBIO_RESPONSABILITA (ATTORE_RESP_ID, CODICE_LOTTO, DATA_CESSIONE, SITO_CESSIONE_ID,  
   DATA_ACQUISIZIONE, SITO_ACQUISIZIONE_ID, TRASFORMAZIONE_ID) 
 
MISURAZIONI_LOTTO (TIPO_MISURAZIONE_ID, LOTTO_ID, MISURAZIONE) 
 
TRASFORMAZIONE (TRASFORMAZIONE_ID, SITO_ID, DATA_INIZIO, DURATA,  
     DESCRIZIONE, MESS_SERVIZIO) 
 
MISURAZIONI_TRASFORMAZIONE (TIPO_MISURAZIONE_ID, TRASFORMAZIONE_ID, MISURAZIONE) 
 
ASSOCIAZIONE_LOTTI (LOTTO_PREC_ID, TRASFORMAZIONE_ID, LOTTO_SUCC_ID) 
 
DESCRIZIONE_MISURAZIONE (TIPO_MISURAZIONE_ID, UNITA, SEMANTICA) 
 
Un cambio di responsabilità consiste nel mettere in relazione il lotto precedente alla cessione 
con un nuovo lotto che rappresenta il prodotto acquisito. Esso introduce due vincoli: 
• quando si effettua una cessione non conosco il sito nel quale verrà collocato il lotto 
dopo l’acquisizione. 
• quando si effettua una acquisizione non conosco il sito dal quale proviene il lotto. 
 
A causa di questi vincoli non posso creare un’associazione tra i due lotti non avendo a 
disposizione tutte le informazioni per identificarli univocamente. 
Inoltre le informazioni relative alle date di cessione e acquisizione sono spesso inutili. Sono 
infatti presenti solo nei nodi relativi alle acquisizioni/cessioni. 
Quindi i due messaggi di acquisizione e cessione devono essere combinati insieme prima di 
poter riempire tutte le tabelle. Poiché i messaggi possono arrivare in momenti diversi, si è 
stabilita la seguente regola: 
• il primo che arriva deve inserire la data ed il sito a cui fa riferimento (di cessione o di 
acquisizione) nella tabella CAMBIO_RESPONSABILITA 
• il secondo inserisce la sua data ed il sito (di cessione o di acquisizione) aggiornando la 
tabella CAMBIO_RESPONSABILITA 
 




Solo quando arriva il secondo messaggio, si può inserire in ASSOCIAZIONE_LOTTI il legame 
tra i due lotti. Infatti solamente adesso abbiamo tutte le informazioni per costruire i due id di 
lotto che rappresentano il lotto ceduto ed acquisito. 
 
Con gli schemi delle tabelle ottenuti precedentemente questi due vincoli sono mantenuti, infatti 
grazie alla presenza della tabella CAMBIO_RESPONSABILITA e possibile gestire in modo 
efficace la memorizzazione dell’avvenuto passaggio di proprietà del lotto. 
 
Di seguito si presenta la lista delle dipendenze funzionali. Gli attributi a primo membro 
sottolineati sono attributi chiave per lo schema indicato: 
 
Schema ATTORE_RESPONSABILE: 
ATTORE_RESP_ID  RAGIONE_SOCIALE, INDIRIZZO, CAP, CITTA, TELEFONO, FAX, EMAIL,  
       PREFISSO_AZIENDA 
PREFISSO_AZIENDA  ATTORE_RESP_ID, RAGIONE_SOCIALE, RECAPITO 
 
Schema SITO: 
SITO_ID  DESCRIZIONE, INDIRIZZO, CAP, CITTA, CODICE_SITO, ATTORE_RESP_ID 
CODICE_SITO, ATTORE_RESP_ID  SITO_ID, DESCRIZIONE, INDIRIZZO 
 
Schema LOTTO: 
LOTTO_ID  CODICE_LOTTO, ATTORE_RESP_ID  
 
Schema LOCAZIONE_LOTTO: 
LOTTO_ID  SITO_ID, DATA_GENERAZ, DESCRIZIONE, MESS_SERVIZIO 
 
Schema CAMBIO_RESPONSABILITA: 




TIPO_MISURAZIONE_ID, LOTTO_ID  MISURAZIONE, UNITA, SEMANTICA 
TIPO_MISURAZIONE_ID  UNITA, SEMANTICA 
 
Schema TRASFORMAZIONE: 
TRASFORMAZIONE_ID  ATTORE_RESP_ID, SITO_ID, DATA_INIZIO, DURATA, DESCRIZIONE, MESS_SERVIZIO 
SITO_ID  ATTORE_RESP_ID 
 
Schema MISURAZIONI_TRASFORMAZIONE: 
TIPO_MISURAZIONE_ID, TRASFORMAZIONE_ID  MISURAZIONE, UNITA, SEMANTICA 
TIPO_MISURAZIONE_ID  UNITA, SEMANTICA 
 
Schema ASSOCIAZIONE_LOTTI: 
LOTTO_PREC_ID, LOTTO_SUC_ID  TRASFORMAZIONE_ID, MESS_SERVIZIO 
TRASFORMAZIONE_ID  LOTTO_PREC_ID, LOTTO_SUC_ID, MESS_SERVIZIO 
 
 
Consideriamo lo scenario di Figura 43 nel quale è rappresentata una semplice filiera composta 
da tre aziende. L’azienda A1 genera nuovi lotti prelevandoli dalla natura, l’azienda A2 acquisita 
da A1,esegue delle trasformazione sui lotti ed infine cede all’azienda A3, la quale si occupa 
della distribuzione al consumatore. 





Figura 43 - Esempio di un flusso di lotti in una semplice filiera 
 
Considerando l’esempio illustrato, una possibile istanza della base di dati è la seguente: 
ATTORE_RESPONSABILE 
ATTORE_RESP_ID RAGIONE_SOCIALE INDIRIZZO CAP CITTA PREFISSO_AZIENDA 
A1 Natura    00000000 
A2 Consumatore    C0000000 
A3 Trasporti s.r.l. Via Roma, 10   56100 PISA 12345678 
A4 Pasta & co. Via Branca, 12  61100 PESARO 56784321 
A5 Rossi Uova S.p.A. Piazza Guidi, 9  55100 LUCCA 99991111 
… … … … … … 
 
SITO 
SITO_ID ATTORE_RESP_ID DESCRIZIONE INDIRIZZO CAP CITTA CODICE_SITO 
S1 A3 Magazzino Generale Via dei Pini, 14  10100 MILANO 00100 
S2 A3 Deposito Pacchi Via Roma, 11  56100 PISA 00210 
S3 A4 Deposito Via 25 Aprile, 3  56100 PISA 00211 
S4 A4 Reparto Miscelamento  Viale Lanza, 6  
61100 PESARO 01100 
S5 A5 Magazzino Viale Lanza, 5  61100 PESARO 01110 
S6 A5 Reparto Confezionamento Viale Lanza, 5  
61100 PESARO 01120 
… … … …   … 
 
LOTTO 
LOTTO_ID CODICE_LOTTO SITO _ID DATA_GENERAZ DESCRIZIONE MESS_SERVIZIO 
L0_ID 0 S0 2004/01/01 00:00:00   
L1_ID LC1 S1 2004/02/28  12:12:12   
L2_ID LC2 S1 2004/03/02 11:30:00   
L3_ID LC1 S3 2004/03/02 09:30:00   
L4_ID LC2 S3 2004/03/02 11:30:00   
L5_ID LC3 S4 2004/03/08 09:45:00   
L6_ID LC3 S5 2004/03/08 12:00:00   
L7_ID LC4 S6 2004/04/01 14:00:00   
L8_ID LC5 S6 2004/04/01 14:00:00   
… … … … … … 
 
 





ATTORE_RESP_ID CODICE_LOTTO DATA_CESSIONE SITO_CES_ID DATA_ACQUISIZIONE SITO_ACQ_ID 
A4 LC1 2004/03/01  09:00:00 S1 2004/03/02 09:30:00 S3 
A4 LC2 2004/03/02 18:00:00 S2 2004/03/02 11:30:00 S3 
A5 LC3 2004/03/08 10:45:15 S4 2004/03/08 12:00:10 S5 
…  …  … … 
 
TRASFORMAZIONE 
TRASFORMAZIONE_ID SITO_ID DATA_INIZIO DURATA DESCRIZIONE MESS_SERVIZIO 
T01_ID S1 2004/02/28 12:12:12 0   
T02_ID S2 2004/02/29 11:30:00 0   
T13_ID S3 2004/03/02 09:30:00 0   
T24_ID S3 2004/03/02 11:30:00 0   
T35_ID S4 2004/03/08 08:30:00 3634   
T45_ID S4 2004/03/08 09:30:00 34   
T56_ID S5 2004/03/08 12:00:10 0   
T67_ID S6 2004/04/01 13:40:00 1200   
… … … … … … 
 
ASSOCIAZIONE_LOTTI 
LOTTO_PREC_ID TRASFORMAZIONE_ID LOTTO_SUC_ID 
L0_ID T01_ID L1_ID 
L0_ID T02_ID L2_ID 
L1_ID T13_ID L3_ID 
L2_ID T24_ID L4_ID 
L3_ID T35_ID L5_ID 
L4_ID T45_ID L5_ID 
L5_ID T56_ID L6_ID 
L6_ID T68_ID L7_ID 
L6_ID T69_ID L8_ID 
… … … 
 
MISURAZIONI_LOTTO 
TIPO_MISURAZIONE_ID LOTTO_ID MISURAZIONE 
M1 L1_ID 2.00 
M1 L3_ID 10.00 
M3 L3_ID 25.00 
M3 L3_ID 23.00 
M1 L5_ID 7.50 
M1 L7_ID 3.22 
M3 L7_ID 5.00 
… … … 
 
MISURAZIONI_TRASFORMAZIONE 
TIPO_MISURAZIONE_ID TRASFORMAZIONE_ID MISURAZIONE 
M2 T01_ID 20.00 
M4 T13_ID 20.00 
M5 T35_ID 100.00 
M5 T45_ID 100.00 
M6 T35_ID 2.00 
M6 T45_ID 1.00 
M7 T67_ID 0.02 
M1 T67_ID 5.00 
… … … 
 
DESCRIZIONE_MISURAZIONE 
TIPO_MISURAZIONE_ID UNITA SEMANTICA 
M1 Kg Peso 
M2 min Tempo di raccolta 
M3 °C Temperatura di conservazione 
M4 min Tempo di attesa del lotto in accettazione 
M5 min Periodo di lievitazione 
M6 pz. Quantita 
M7 Kg Tara 
… … … 
 




Il diagramma in Figura 44 mostra la struttura logica del database evidenziando i tipi fisici 
assegnati ad ogni colonna, le chiavi primarie, le chiavi esterne, le chiavi alternative e gli indici. 
 
 
Figura 44 - Diagramma modello del database 
 
Le sigle che appaiono a sinistra di ogni tabella hanno il seguente significato: 
• PK (Primary Key): chiave primaria della tabella 
• FKi (Foreign Key): chiave esterna. 
• Ui (Unique): chiavi alternative 
• Ii: indice aggiuntivo 
 
La presenza di una freccia che unisce due tabelle indica l’esistenza di una chiave esterna. 





4.1.5 Esempi di archiviazione dei messaggi 
In questo paragrafo sono analizzate le operazioni effettuare sul database a seguito della 
ricezione di alcuni messaggi rappresentativi di ogni possibile cambiamento di stato del lotto. 
 
• Messaggio di Acquisizione dalla natura (generazione di un nuovo lotto di materia prima): 
 
<TraceLot state="get" date="2004/02/28 12:12:12"> 
      <From actor="00000000"/> 
 <To actor="12345678" location="00100"/> 
 <Lot value="LC1">  
            <LotProperty> 
                <Measure> 
                        <Type>Kg</Type> 
                        <Semantic>Peso</Semantic> 
                        <Value>2.0</Value> 
                </Measure> 
                <Description> 
Acquisizione Lotto LC1 dalla Natura (Raccolta) 
    </Description> 
            </LotProperty> 
            <ProcessingProperty> 
                <Measure> 
                        <Type>min</Type> 
                        <Semantic>Tempo di raccolta</Semantic> 
                        <Value>20</Value> 
                </Measure> 
                <Description>Raccolta</Description> 







LOTTO_ID CODICE_LOTTO SITO_ID DATA_GENERAZ DESCRIZIONE MESS_SERVIZIO 
L1_ID LC1 S1 2004/02/28  12:12:12 
Acquisizione Lotto 





TRASFORMAZIONE_ID SITO_ID DATA_INIZIO DURATA DESCRIZIONE MESS_SERVIZIO 
T01_ID S1 2004/02/28  12:12:12 0 Raccolta  
 
ASSOCIAZIONE_LOTTI 
LOTTO_PREC_ID TRASFORMAZIONE_ID LOTTO_SUC_ID 
L0_ID T01_ID L1_ID 
 
MISURAZIONI_LOTTO 
TIPO_MISURAZIONE_ID LOTTO_ID MISURAZIONE 
M1 L1_ID 2.00 
 
MISURAZIONI_TRASFORMAZIONE 
TIPO_MISURAZIONE_ID TRASFORMAZIONE_ID MISURAZIONE 
M2 T01_ID 20.00 
 




Nel caso di acquisizione dalla natura posso inserire una tupla in ASSOCIAZIONE_LOTTI che 
collega il lotto successivo al lotto identificato dal “byte 0” (L0_ID), questo lotto rappresenta la 
natura ed è il lotto dal quale si generano tutti gli altri. 
 
• Messaggio di Cessione  
 
<TraceLot state="delivery" date="2004/03/01 09:00:00"> 
 <From actor="1234" location="00100"/> 
 <To actor="5678"/> 








ATTORE_RESP_ID CODICE_LOTTO DATA_CES SITO_CES_ID DATA_ACQ SITO_ACQ_ID 
A4 LC1 2004/03/01  09:00:00 S1 NULL NULL 
 
 
Nel caso in cui il messaggio di cessione arrivi prima del messaggio di acquisizione gli 
inserimenti da effettuare sono quelli appena descritti. Nel caso in cui arrivi prima il messaggio 
di acquisizione, dobbiamo solo aggiornare la tabella CAMBIO_RESPONSABILITA con la 
data ed il sito di cessione. Inoltre, in questo caso, è necessario inserire anche in 
ASSOCIAZIONE_LOTTI il legame con il lotto precedente: 
 
ASSOCIAZIONE_LOTTI 
LOTTO_PREC_ID TRASFORMAZIONE_ID LOTTO_SUC_ID 
L1_ID T13_ID L3_ID 
 
• Messaggio di Cessione a Consumatore (Lotto Consumato) 
 
<TraceLot state="delivery" date="2004/03/01 09:00:00"> 
 <From actor="12345678" location="00100"/> 
 <To actor="C0000000"/> 






LOTTO_ID CODICE_LOTTO SITO_ID DATA_GENERAZ DESCRIZIONE MESS_SERVIZIO 





TRASFORMAZIONE_ID SITO_ID DATA_INIZIO DURATA DESCRIZIONE MESS_SERVIZIO 
T100_ID S1 2004/03/01 09:00:00 0 Consumazione  
 
ASSOCIAZIONE_LOTTI 
LOTTO_PREC_ID TRASFORMAZIONE_ID LOTTO_SUC_ID 
L10_ID T100_ID LC_ID 
 




• Messaggio di Acquisizione: 
 
<TraceLot state="get" date="2004/03/02 09:30:00"> 
 <From actor="12345678"/> 
 <To actor="56784321" location="00211"/> 
 <Lot value="LC1"> 
            <LotProperty> 
                <Measure> 
                        <Type>Kg</Type> 
                        <Semantic>Peso</Semantic> 
                        <Value>9.85</Value> 
                </Measure> 
                <Measure> 
                        <Type>C</Type> 
                        <Semantic> 
Temperatura di conservazione 
</Semantic> 
                        <Value>23</Value> 
                </Measure> 
                <Description>Acquisizione Lotto LC1 Azienda A2 da A1 
                </Description> 
            </LotProperty> 
            <ProcessingProperty> 
                <Measure> 
                        <Type>min</Type> 
                        <Semantic> 
Tempo di attesa del lotto in accettazione 
</Semantic> 
                        <Value>20</Value> 
                </Measure> 
                <Description>Trasporto in magazzino</Description> 






LOTTO_ID CODICE_LOTTO SITO_ID DATA_GENERAZ DESCRIZIONE MESS_SERVIZIO 
L3_ID LC1 S3 2004/03/02 09:30:00 
Acquisizione Lotto 






ATTORE_RESP_ID CODICE_LOTTO DATA_CESSIONE SITO_CES_ID DATA_ACQUISIZIONE SITO_ACQ_ID 
A4 LC1 2004/03/01  09:00:00 S1 2004/03/02 09:30:00 S3 
 
TRASFORMAZIONE 
TRASFORMAZIONE_ID SITO_ID DATA_INIZIO DURATA DESCRIZIONE MESS_SERVIZIO 




LOTTO_PREC_ID TRASFORMAZIONE_ID LOTTO_SUC_ID 
L1_ID T13_ID L3_ID 
 
MISURAZIONI_LOTTO 
TIPO_MISURAZIONE_ID LOTTO_ID MISURAZIONE 
M1 L3_ID 23.00 
 
MISURAZIONI_TRASFORMAZIONE 
TIPO_MISURAZIONE_ID TRASFORMAZIONE_ID MISURAZIONE 
M4 T13_ID 20.00 




Si è fatta l’ipotesi che il messaggio di acquisizione arrivi dopo quello di cessione. Nel caso in 
cui l’ordine non venga mantenuto non è possibile inserire una tupla nella tabella 
ASSOCIAZIONE_LOTTI. Tale problema può essere risolto all’arrivo del messaggio di 
cessione, infatti esso contiene le necessarie informazioni per legare il nuovo lotto con quello 
precedente alla cessione stessa. 
 
• Messaggio di Trasformazione (Integrazione): 
 
<TraceLot state="process" date="2004/03/08 09:45:00"> 
 <From location="01100"/> 
 <To actor="56784321" location="01100"/> 
 <Lot value="LC3"> 
            <LotProperty> 
                <Measure> 
                        <Type>Kg</Type> 
                        <Semantic>Peso</Semantic> 
                        <Value>7.5</Value> 
                </Measure> 
                <Description>Lotto LC3: Integrazione LC1 e LC2</Description> 
            </LotProperty> 
            <ProcessingProperty> 
                <Measure> 
                        <Type>min</Type> 
                        <Semantic>Periodo di lievitazione</Semantic> 
                        <Value>100</Value> 
                </Measure>     
                <Description>Tempo generazione nuovo lotto</Description> 
            </ProcessingProperty> 
             
<Component value="LC1" date="2004/03/08 08:30:00"  
       location="00211"> 
                <Measure> 
                        <Type>pz.</Type> 
                        <Semantic>Quantita</Semantic> 
                        <Value>2</Value> 
                </Measure>     
                <Description>Quantita prelevata dal lotto LC1</Description> 
            </Component>  
            <Component value="LC2" date="2004/03/08 09:30:00"  
 location="00211"> 
                <Measure> 
                        <Type>pz.</Type> 
                        <Semantic>Quantita</Semantic> 
                        <Value>1</Value> 
                </Measure>  
                <Description>Quantita prelevata dal lotto LC2</Description> 










LOTTO_ID CODICE_LOTTO SITO_ID DATA_GENERAZ DESCRIZIONE MESS_SERVIZIO 
L5_ID LC3 S4 2004/03/08 09:45:00 
Lotto LC3: 






TRASFORMAZIONE_ID SITO_ID DATA_INIZIO DURATA DESCRIZIONE MESS_SERVIZIO 
T35_ID S4 2004/03/08 08:30:00 4500 
Quantita 
prelevata dal lotto 
LC1 
 
T45_ID S4 2004/03/08 09:30:00 900 
Quantita 





LOTTO_PREC_ID TRASFORMAZIONE_ID LOTTO_SUC_ID 
L3_ID T35_ID L5_ID 
L4_ID T45_ID L5_ID 
 
MISURAZIONI_LOTTO 
TIPO_MISURAZIONE_ID LOTTO_ID MISURAZIONE 
M1 L5_ID 7.50 
 
MISURAZIONI_TRASFORMAZIONE 
TIPO_MISURAZIONE_ID TRASFORMAZIONE_ID MISURAZIONE 
M5 T35_ID 100.00 
M5 T45_ID 100.00 
M6 T35_ID 2.00 
M6 T45_ID 1.00 
 
Poiché il lotto generato deriva dall’integrazione dei lotti LC1 e LC2, è necessario inserire le due 
trasformazioni T35_ID e T45_ID. 
Le misurazioni contenute nel campo ProcessingProperty sono comuni ad entrambi i lotti 
componenti e pertanto vanno legate ad entrambe le trasformazioni (T35_ID, T45_ID). 
 
• Messaggio di Trasformazione (Divisione): 
 
<TraceLot state="process" date="2004/04/01 14:00:00"> 
 <From location="01120"/> 
 <To actor="99991111" location="01120"/> 
 <Lot value="LC4">  
            <LotProperty> 
                <Measure> 
                        <Type>Kg</Type> 
                        <Semantic>Peso</Semantic> 
                        <Value>3.22</Value> 
                </Measure> 
                <Measure> 
                        <Type>C</Type> 
                        <Semantic>Temperatura di conservazione</Semantic> 
                        <Value>5</Value> 
                </Measure> 
                <Description> 
Lotto LC4 prodotto dalla divisione di LC3 
</Description> 
            </LotProperty> 




            <ProcessingProperty> 
                <Measure> 
                        <Type>Kg</Type> 
                        <Semantic>Tara</Semantic> 
                        <Value>0.02</Value> 
                </Measure> 
                <Description>Divisione lotto LC3</Description> 
            </ProcessingProperty> 
            <Component value="LC3" date=" 2004/04/01 13:40:00"  
 location="01110"> 
                <Measure> 
                        <Type>Kg</Type> 
                        <Semantic>Peso</Semantic> 
                        <Value>5</Value> 
                </Measure> 
                <Description>Divisione lotto LC3</Description> 






LOTTO_ID CODICE_LOTTO SITO_ID DATA_GENERAZ DESCRIZIONE MESS_SERVIZIO 
L7_ID LC4 S6 2004/04/01 14:00:00 
Lotto LC4 prodotto 






TRASFORMAZIONE_ID SITO_ID DATA_INIZIO DURATA DESCRIZIONE MESS_SERVIZIO 
T67_ID S6 2004/04/01 13:40:00 1200 Divisione del Lotto LC3  
 
ASSOCIAZIONE_LOTTI 
LOTTO_PREC_ID TRASFORMAZIONE_ID LOTTO_SUC_ID 
L6_ID T67_ID L7_ID 
 
MISURAZIONI_LOTTO 
TIPO_MISURAZIONE_ID LOTTO_ID MISURAZIONE 
M1 L7_ID 3.22 
M3 L7_ID 5.00 
 
MISURAZIONI_TRASFORMAZIONE 
TIPO_MISURAZIONE_ID TRASFORMAZIONE_ID MISURAZIONE 
M7 T67_ID 0.02 
M1 T67_ID 5.00 
 
Nel caso di divisione è necessario inviare un messaggio per ogni lotto ottenuto. Nell’esempio si 









4.2 Progetto in dettaglio 
In questo paragrafo sono analizzati gli aspetti strutturali delle classi necessarie 
all’implementazione delle funzionalità richieste dal sistema. 
Queste funzionalità comprendono quelle: 
• per la costruzione dei messaggi di tracciabilità; 
• per il loro invio; 
• per l’archiviazione del loro contenuto informativo e 
• per l’analisi dei flussi dei lotti. 
4.2.1 Analisi strutturale delle classi 
In prima analisi il sistema può essere suddiviso in vari package come mostra la Figura 45. 
Da essa si evidenziano i moduli GUI (Graphic User Interface), trace e WEB. 
Il modulo GUI rappresenta l’interfaccia utente. Questo pacchetto contiene l’applicazione per le 
aziende (ClientTrace) e l’applicazione per il coordinatore (Coordinator). 
La prima presenta le funzionalità di creazione ed invio dei messaggi mentre la seconda quelle di 
elaborazione ed archiviazione dei contenuti informativi. 
Il pacchetto WEB rappresenta una semplice interfaccia, accessibile via web, che fornisce servizi 
di analisi dei flussi dei lotti. 
Il pacchetto trace fornisce delle utility per la costruzione dei pacchetti informativi in XML e per 
l’accesso alla base di dati. 
 
Figura 45 - Relazioni fra package 
 




L’utility Database fornisce un’interfaccia per l’accesso al database mediante l’uso del 
linguaggio SQL, mentre l’utility DOM fornisce le funzionalità per la creazione di documenti 
XML mediante la costruzione dell’albero DOM (Paragrafo 3.4). 
Il pacchetto trace può essere espanso come mostrato in Figura 46. 
La figura evidenzia la presenza delle seguenti classi: 
• TraceMessage: si occupa della creazione dei messaggi di tracciabilità. Essa utilizza le 
funzionalità offerte dall’utility DOM per la generazione del documento XML. 
• TraceDB: si occupa di tutte quelle funzionalità legate all’accesso al database. Queste 
comprendono sia quelle d’inserimento che quelle d’estrazione delle informazioni. 
• Lot: rappresenta l’omonimo elemento del documento di tracciabilità descritto nel 
paragrafo 4.1.2. Esso contiene quindi tutte le informazioni legate al lotto a cui si 
riferisce il messaggio. 
• LotProperty: contiene la lista delle misurazioni associate al lotto. 
• LotComponent: rappresenta l’elemento Component del documento di tracciabilità. 
• LotMeasure: contiene un misurazione espressa come valore, unità di misura e 
semantica. 
• Result: è una classe di utility utilizzate per contenere i risultati delle ricerche efferruate 
sul database. 
 
Figura 46 - I moduli del pacchetto trace 




Le classi all’interno del modulo GUI implementano la classe astratta MessageListener 
contenuta in MSH (Figura 47). Questa classe gestisce tutte le funzionalità legate alla 
costruzione, all’invio ed alla ricezione dei messaggi ebXML/SOAP. 
La classe ClientTrace rappresenta l’applicazione per l’azienda, essa implementa la classe 
MessageListener ed utilizza la classe TraceMessage per costruire i documenti da allegare ai 
messaggi SOAP. 
La classe Coordinator rappresenta l’applicazione per il coordinatore, essa utilizza la classe 











































































































































































Figura 47 - Il modulo GUI e le sue interazioni 





4.2.2 I moduli del pacchetto trace 
L’insieme delle classi realizzate per modellare il sistema di tracciabilità può essere visualizzato 
attraverso un diagramma delle classi (Figura 48), che permette di mostrare l’insieme completo 
delle classi che costituiscono il package trace. Quest’ultimo contiene tutti i tipi di dati e tutte le 
funzionalità, che riguardano la tracciabilità, come la gestione del database e la costruzione dei 

































































































Figura 48 - Diagramma delle classi (package trace) 
 




Nei paragrafi seguenti saranno descritte in maniera più dettaglia tutte le classi contenute nel 
package trace ed un loro semplice utilizzo (per una descrizione completa si rimanda alla 
documentazione delle API, JavaDoc Package trace). 
4.2.2.1 Classe TraceMessage 
TraceMessage è una classe che implementa un messaggio di tracciabilità. Le informazioni che 
contiene sono mappate direttamente dalla struttura del messaggio XML. 
Gli attributi principali della classe sono gli elementi presenti all’interno del messaggio XML, e 
si concretizzano (Figura 49), nei seguenti:  
• state (valore dell’attributo state dell’elemento radice) 
• date (data di generazione del lotto, attributo della radice) 
• toActor, toSite (Prefisso Azienda e Codice Sito prelevato dal campo To) 
• fromActor, fromSite (Prefisso Azienda e Codice Sito prelevato dal campo From) 
• lot (caratteristiche del lotto generato, costruito con gli elementi contenuti nel campo 
Lot). 
 
È da evidenziare che lot, attributo di TraceMessage, è un oggetto di tipo Lot (vedi paragrafo 
seguente), che contiene tutte le informazioni sul lotto a cui il messaggio si riferisce. 
Per creare un oggetto TraceMessage è possibile seguire due strade: la prima permette di creare 
un oggetto TraceMessage vuoto, e poi inizializzare ogni suo attributo attraverso l’utilizzo di 
metodi specifici; la seconda consiste nel costruire l’oggetto direttamente attraverso la lettura del 
messaggio XML. 
Il primo tipo di approccio viene applicato in fase di creazione del messaggio da parte delle 
aziende della filiera, mentre il secondo solamente in fase di ricezione del messaggio, così da 
poterne elaborare in maniera più semplice il contenuto. 
 
Un esempio del primo tipo è il seguente: 
 
TraceMessage messaggio = new TraceMessage(); 
      messaggio.setState(‘d’); 
      messaggio.setDate(data); 
      messaggio.setFromActor("0008901"); 
messaggio.setFromSite("01011"); 
      messaggio.setToActor("0008902"); 
         




Per prima cosa viene creato l’oggetto “messaggio” di tipo TraceMessage, in seguito viene 
inizializzato con l’utilizzo di alcune funzioni membro. In particolare nell’esempio viene 
inizializzato con i dati per realizzare un messaggio di “cessione”, per il quale le informazioni 
necessarie sono: 
• Stato: Cessione (delivery), settato con il metodo setState(char st). 
• Data: Data in cui avviene la cessione, settata con il metodo setDate (Date dt). 
• Codice Attore che effettua la cessione, settato con il metodo 
setFromActor(String cod). 
• Codice Sito da cui si effettua la cessione, settato con il metodo 
setFromSite(String cod). 
• Codice Attore a cui si cede, settato con il metodo setToActor(String cod). 
 
Oltre ai metodi descritti precedentemente TraceMessage implementa un membro particolare: 
 
public Document getTraceDocument() 
 
esso permette di ricostruire il messaggio in formato XML. Grazie a questa funzionalità è 
possibile inserire il documento XML generato come payload in qualsiasi sistema di 
messaggistica, incluso ebXML. 
Infine il membro 
 
public void parse() 
 
Permette di verificare se l’oggetto TraceMessage è stato costruito correttamente, verificando se 
il messaggio contiene tutti i campi necessari al tipo di messaggio che rappresenta. 
  





Figura 49 - Classe TraceMessage 
4.2.2.2 Classe Lot 
Lot è un tipo di dato utilizzato per caratterizzare un lotto, esso contiene tutte le informazioni 
relative al lotto e alla trasformazione che lo ha generato. 
Un oggetto di tipo Lot è costituito dai seguenti attributi: 
• value (codice del lotto, prelevato dall’attributo value dell’elemento XML Lot) 
• lotProperty (una lista di proprietà) 
• procProperty (una lista di proprietà della trasformazione di cui è il risultato) 
• componentList (una lista di “lotti componenti” da cui il lotto riferito da questo oggetto 
deriva)  
• numComponent (numero dei “lotti componenti”) 
 
lotProperty e procProperty sono due oggetti del tipo LotProperty (vedi paragrafo 
successivo), mentre componentList è un insieme di LotComponent descritto in seguito. 





Figura 50 - Classe Lot 
 
I costruttori della classe sono i seguenti: 
 
public Lot() 
public Lot(String val) 
public Lot(Lot lot) 
 
Il primo è il costruttore di default in cui vengono semplicemente resettati tutti i campi, il 
secondo inizializza il campo value con una stringa che rappresenta il codice del lotto. Infine c’è 
il costruttore di copia il quale permette di inizializzare un nuovo oggetto Lot con il contenuto di 




 public boolean isCorrect 
 
permette di verificare se l’oggetto Lot è stato inizializzato correttamente, verificando la 
presenza dei dati necessari, quali il codice del lotto (value). 
 
Altri membri della classe sono i seguenti: 
 
 public void setLotProperty(LotProperty lp) 
 public void setProcessingProperty(LotProperty pp) 
 
Questi due metodi permettono di inserire oggetti di tipo LotProperty all’interno di un oggetto 
Lot, in particolare la prima funzione aggiunge le proprietà del lotto (inizializza l’attributo 
lotProperty), mentre la seconda aggiunge le proprietà della trasformazione (inizializza 
l’attributo procProperty). 
 




public void addComponent(LotComponent comp) 
public void addComponent(String val, String loc, Date dt, String des, 
String ser) 
 
Con questi due metodi è possibile aggiungere, in caso di messaggio di trasformazione, i 
“componenti” che vi hanno partecipato. Il primo riceve come parametro di ingresso 
direttamente un oggetto LotComponent, mentre il secondo riceve tutte le informazioni 
necessarie per crearne una nuova istanza. 
 
Infine i metodi: 
 
public LotProperty getLotProperty() 
public LotProperty getProcessingProperty() 
public Vector getComponentList() 
public void removeComponent(int index) 
 
servono per recuperare e/o rimuovere le informazioni presenti all’interno di un oggetto Lot. 
4.2.2.3 Classe LotProperty 
LotProperty è un tipo di dato che implementa le proprietà associabili di un lotto. Esso è 
costituito da: 
• measureList : una lista di misurazioni (caratteristiche del lotto) 
• serviceMsg : un messaggio di servizio (opzionale)  
• description : una descrizione (opzionale) 
 
 
Figura 51 - Classe LotProperty 
 
measureList è un insieme di LotMeasure (vedi paragrafi successivi). 
 
 




I metodi più importanti sono: 
 
 public void addMeasure(LotMeasure lm); 
 public LotMeasure getMeasure(int index); 
 
Con essi è possibile aggiungere e/o recuperare misurazioni sulla trasformazione o sul lotto. 
4.2.2.4 Classe LotComponent 
Un oggetto LotComponent permette di descrivere le caratteristiche dei lotti che contribuiscono 
alla formazione di un altro lotto. 
Gli attributi principali (vedi figura) sono: 
• value: codice del lotto 
• location: sito di provenienza 
• date: data di ingresso nella trasformazione 
• measureList: elenco di caratteristiche associabili al componente 
•  serviceMsg : un messaggio di servizio (opzionale)  
•  description : una descrizione (opzionale) 
 
 
Figura 52 – Classe LotComponent 
 
I metodi principali sono gli stessi di LotProperty con in più i seguenti metodi specifici: 
 
 public void setValue(String val); 
 public void setLocation(String cod); 




 public void setDate(Date dt); 
 
Essi permettono di inizializzare rispettivamente gli attributi value, location e date. 
4.2.2.5 Classe LotMeasure 
Un oggetto LotMeasure definisce una misura da associare al lotto. I suoi attributi sono:  
• type = unità di misura (es: ‘Kg’)  
• semantic = semantica (es: ‘Peso’)  
• value = valore numerico (es: 12.35) 
 
I suoi metodi principali (Figura 53) sono quelli per inizializzare e prelevare i campi type, 
semantic e value. 
 
Figura 53 – Classe LotMeasure 
4.2.2.6 Classe TraceDB 
Un oggetto di tipo TraceDB gestisce tutte le funzionalità connesse all’utilizzo del database, in 
particolare permette di eseguire tutte le operazioni possibili sulla base di dati  progettata per la 
tracciabilità. 
 
Il membro principale della classe (Figura 54) è “store”. Questo può essere chiamato con due 
diversi parametri: un oggetto TraceMessage, oppure un Documento XML  contenente il 
messaggio. Nel secondo caso il documento XML viene convertito in un oggetto TraceMessage 
prima di compiere le dovute elaborazioni. 
 





Figura 54 – Classe TraceDB 
 
Il metodo getTSL, permette di generare un ID, che identifica univocamente un lotto. Questo 
viene generato attraverso la compressione di una stringa composta concatenando nel seguente 
modo i seguenti attributi di un oggetto TraceMessage: 
 
 [from,to]Actor+[from,to]site+(lunghezza del campo value)+value 
 




Un esempio di utilizzo della classe è il seguente: 
 





Dopo aver creato l’oggetto db di tipo TraceDB è necessario effettuare la connessione al 
database tramite la il metodo connect. A questo punto è possibile chiamare il metodo store che 
effettua tutte le insersioni all’interno del database. 
4.2.2.7 Classe Result 
Un oggetto di tipo Result viene utilizzato per contenere il risultato delle query sul database. 
Esso ha una struttura simile ad una tabella hash. Possiede un array contenente la lista dei nomi 
delle colonne (“names”) e una matrice contenente i valori (“elem”). Inoltre possiede una lista 
degli id associati ad ogni lotto (“lotId”) le cui informazioni sono inserite sulle rispettive righe 
della tabella “elem”. 
 
 
Figura 55 – Classe Result 
 
I metodi principali sono rappresentati da: 
 
public Vector rowData() 
public void add(Vector e) 
public void add(String e) 
 
La prima funzione restituisce la matrice contenente i valori estratti dal database, mentre le altre 
due sono utilizzate per l’inserimento di una riga o di un solo elemento (“add(String)”) alla 
volta.





4.2.2.8 Classe CPAParser 
Con questa classe è possibile analizzare il contenuto del documento “cpa.xml”, che ogni attore 
della filiera deve avere necessariamente concordato, per riuscire a scambiare le informazioni 
con il coordinatore. 
Nella Figura 56 è riportata la classe con tutti i suoi attributi e metodi. In pratica ogni suo 
attributo corrisponde ad una voce contenuta nel documento “cpa.xml”. 
 
 
Figura 56 - CPAParser 
 
Il funzionamento è molto semplice. Con la funzione: 
 
public boolean ScanCPA(String cpa) 
 
viene inizializzata la struttura dati. Il parametro cpa è una stringa che rappresenta il nome del 
file contenente le specifiche del CPA. Questo documento è utilizzato per descrivere i servizi 
offerti, il protocollo da utilizzare e l’endpoint, i quali sono poi utilizzati per la costruzione del 
messaggio SOAP. 





4.2.2.9 Classe TraceCompress 
Questa classe permette di comprimere una stringa di caratteri effettuando un semplice mapping 
tra i caratteri che compongono la stringa e una serie di codifiche (Figura 57). 
I metodi principali sono: 
• zip : prende come ingresso una stringa e restituisce un array di byte contente la stringa 
compressa. 
• unzip: prende in ingresso un array di byte e ritorna la stringa corrispondente. 
 
 
Figura 57 - TraceCompress 









In questo capitolo sono presentati gli strumenti necessari allo 
sviluppo del sistema e l’analisi dettagliata delle applicazioni 
realizzate. Queste comprendono l’applicazione per l’invio dei 
messaggi, l’applicazione per l’elaborazione dei messaggi ricevuti 
e il sito web per l’analisi dei flussi dei lotti. 
 
5.1 La scelta del linguaggio di programmazione 
Per lo sviluppo sono a disposizione innumerevoli linguaggi di programmazione, ma non tutti 
offrono le necessarie potenzialità per la realizzazione di applicazioni per il web. Nel sistema 
che si vuole implementare si ha l’esigenza di gestire dei meccanismi per la comunicazione fra 
applicazioni di diverso tipo e su diversi sistemi operativi. Questa interoperabilità, necessaria al 
sistema per funzionare correttamente, è già garantita dall’utilizzo del protocollo SOAP e dalla 
piattaforma XML, ma non tutti i linguaggi offrono il necessario supporto a queste due 
tecnologie. Tra i migliori linguaggi in questo senso, si distinguono Java e la piattaforma .NET. 
Per la creazione e l’elaborazione di documenti XML, come precedentemente affermato, 
esistono due tecniche: SAX e DOM. 
SAX e DOM sono due API standard ed esistono quindi diverse implementazioni in vari 
linguaggi (Java, Python, linguaggi COM e .NET, ecc.). 
Un API open source sviluppata appositamente per gestire documenti XML in Java è JDOM. 
Essa fornisce uno strumento per la gestione di documenti XML con i meccanismi che si 
aspetterebbe uno sviluppatore Java. Nonostante ciò JDOM interagisce con SAX e DOM, e 
quindi i programmi sviluppati con JDOM possono ricevere in input documenti XML da un 
parser SAX/DOM e analogamente possono generare un documento DOM o uno stream di 
eventi SAX. 




Nella piattaforma .NET è invece presente il pacchetto System.XML che offre funzionalità per la 
lettura, la scrittura ed il parsing di documenti XML. 
Anche per quanto riguarda SOAP e i web service, entrambi i linguaggi offrono un valido 
supporto. In Java, ad esempio, sono a disposizione i pacchetti JAXM (Java API for XML 
Messaging) e SAAJ (Soap with Attachment API for Java). 
Infine per le funzionalità di accesso a database SQL esistono per Java il pacchetto java.sql e per 
la piattaforma .NET il pacchetto System.Data.SqlClient. 
 
La scelta del linguaggio Java piuttosto che C# o J# offerti dalla piattaforma .NET, è dovuta 
soprattutto alla scelta di utilizzare ebXML. 
Come affermato precedentemente, per gestire le comunicazioni fra le aziende, è stata scelta la 
piattaforma ebXML per le sue enormi potenzialità in quanto a sicurezza ed affidabilità e grazie 
ai suoi limitati costi di implementazione. Questa piattaforma necessita della realizzazione di 
una servlet per la gestione del sistema di messaggistica detta Message Service Handler (MSH). 
Attualmente esiste una sola implementazione di questo sistema e nel solo linguaggio Java, 
quella offerta dai pacchetti hk.hku.cecid.phoenix.message.handler per l’invio e la ricezione e 
hk.hku.cecid.phoenix.message.packaging per l’impacchettamento dei messaggi. 
 
Per lo sviluppo della pagina web, tra i vari linguaggi per la creazione di pagine dinamiche, è 
stato scelto JSP24 (Java Server Pages) grazie alla possibilità di riutilizzare le classi Java già 
implementate per la realizzazione delle applicazioni per l’azienda e per il coordinatore. 
Le pagine JSP non possono venire visualizzate mediante l’utilizzo di un normale server web, 
necessitano infatti di un particolare software in grado di interpretarle. Tra gli strumenti offerti 
esistono Apache Tomcat25, un software open source disponibile sia per sistemi windows che 
Unix, e Allaire JRun, un software proprietario specifico per piattaforme windows. 
Sia la pagina web che la servlet MSH, necessitano di questo strumento per il loro 
funzionamento. 
                                               
24
 Le Java Server Pages furono presentate in occasione di Java One del 1998, una manifestazione organizzata dalla 
Sun a San Francisco, per la presentazione delle innovazioni legate a Java. Passate in un primo tempo pressoché 
inosservate dalla comunità di sviluppatori web (principalmente a causa dell'iniziale mancanza di software per la 
prova e lo sviluppo delle applicazioni), le JSP oggi, nonostante la loro giovane età, sono viste dalla maggior parte 
degli addetti ai lavori come una tecnologia competitiva che giocherà un ruolo fondamentale nell'evoluzione del 
web futuro. 
25
 Tale software è disponibile in versione freeware nel sito del progetto Jakarta (http://jakarta.apache.org ). Il 
software necessita di un compilatore Java (es. JDK) 




5.1.1  Le Java Server Pages (JSP) 
La tecnologia Java Server Pages è una soluzione multipiattaforma per realizzare pagine HTML 
dinamiche, dal lato server [10],[11].  
Le pagine JSP sono un’evoluzione dei già collaudati servlet26 Java, create per separare i 
contenuti dalla loro presentazione: una pagina JSP si presenta, infatti, come un normale 
documento in linguaggio HTML, frammentato da sezioni di codice Java. Si potranno quindi 
modificare le parti sviluppate in Java lasciando inalterata la struttura HTML o viceversa.  
In primo luogo (a differenza di soluzioni come ASP27 e PHP28) le JSP sono in chiave Java e 
quindi ereditano tutti gli indiscussi vantaggi che hanno reso questo linguaggio di 
programmazione precompilato uno dei più sfruttati nel mondo della programmazione ad 
oggetti; primo fra tutti la quasi totale portabilità.  
Ovviamente l’aspetto della portabilità non deve essere visto esclusivamente sotto l’aspetto 
server, poiché dal lato client basta un semplice interprete di pagine HTML.  
Le Java Server Page possono essere invocate utilizzando due diversi metodi: la richiesta può 
venire effettuata direttamente ad una pagina JSP, che grazie alle risorse messe a disposizione 
sul lato server, è in grado di elaborare i dati di ingresso per ottenere e restituire l’output voluto, 
oppure la richiesta può essere fatta in un primo tempo ad un servlet che, dopo l’elaborazione dei 
dati, incapsula adeguatamente i risultati e richiama la pagina JSP. Sarà poi quest’ultima che, in 
grado di prelevare i dati immagazzinati, produrrà l’output voluto. 
5.1.1.1 Come fare una pagina JSP 
Il funzionamento di una JSP è molto semplice: all’interno di una normale pagina HTML basta 
inserire istruzioni in linguaggio Java in sezioni racchiuse tra i tag <% e %> (gli stessi utilizzati 
anche nelle pagine ASP). 
La prima volta che si effettua la richiesta di visualizzazione di una file JSP, quest’ultimo viene 
compilato, creando un oggetto servlet, che sarà archiviato in memoria (per servire le richieste 
successive); solo dopo questi passaggi l’output viene mandato al browser, che potrà 
interpretarlo come fosse una semplice pagina HTML. 
                                               
26
 Un servlet non è altro che un’applicazione Java in esecuzione su una JVM (Java Virtual Machine) residente su 
un server. Questa applicazione tipicamente esegue una serie di operazioni che producono in output un codice 
HTML che verrà poi inviato direttamente al client per venire interpretato da un qualsiasi Browser che non 
necessita di funzionalità aggiuntive. 
27
 ASP (Active Server Pages) è un linguaggio orientato allo sviluppo di pagine web dinamiche realizzato da 
Microsoft. 
28
 PHP (Professional Home Pages) è un modulo aggiuntivo open source per web server che permette di creare delle 
pagine web dinamiche. È stato realizzato da Apache Software Foundation. 




Ad ogni richiesta successiva alla prima il server controlla se sulla pagina .jsp è stata effettuata 
qualche modifica, in caso negativo richiama il servlet già compilato, altrimenti si occupa di 
eseguire nuovamente la compilazione e memorizzare il nuovo servlet. 
Esistono anche altri tag predefiniti come mostra la seguente tabella: 
 
ELEMENTO STILE 
Commenti <%-- commento ---%> 
Dichiarazioni <%! int x=0; boolean bBool = false; %> 
Espressioni <%= bool %> 
Codice <% codice java; %> 
 
Tabella 4 - I tag JSP 
5.1.1.2 Le direttive 
Questo tipo di oggetti specificano le caratteristiche globali della pagina (per esempio le 
informazioni relative al tipo di compilazione da effettuare o l’eventuale utilizzo di tag 
personalizzati).  
Al momento sono definite tre direttive:  
• direttiva page: modifica alcune impostazioni che influiscono sulla compilazione della 
pagina, attraverso la modifica degli attributi: 
o language: specifica il linguaggio da utilizzare in fase di compilazione, es: 
language="Java", 
o import: specifica quali package dovranno venire inclusi nella pagina, es: 
import="java.util.*", 
o isThreadSafe: indica se la pagina può servire più richieste contemporaneamente, es: 
isTreadSafe="true", 
o info: contiene delle informazioni riguardanti la pagina, consultabili grazie al metodo 
Servlet.getServletInfo, es: info="Prima prova", 
o errorPage e isErrorPage: entrambi riguardanti la gestione delle pagine di errore, 
Esempio: <%@ page language="java" import="java.sql.*" %> 
• direttiva include: modificando l’attributo file è possibile aggiungere dei file sorgenti 
aggiuntivi da compilare assieme alla pagina (possono per esempio essere file HTML o 
semplici file di testo); 
• direttiva taglib: permette di utilizzare una libreria di tag personalizzati (basta specificare 
l’URL della libreria e il prefisso da utilizzare per accedere ai tag, rispettivamente settando i 
parametri url e prefix). 






Le azioni standard per le pagine JSP sono:  
• <jsp:useBean> : permette di utilizzare i metodi implementati all'interno di un Java Bean29;  
• <jsp:setProperty> : permette di impostare il valore di un parametro di un metodo di un 
Bean;  
• <jsp:getProperty> : permette di acquisire il valore di un parametro di un Bean;  
• <jsp:param> : permette di dichiarare ed inizializzare dei parametri all'interno della pagina. 
5.1.1.4 Request, Response, Out 
L’oggetto request permette di accedere alle informazioni di intestazione specifiche del 
protocollo HTTP. Al momento della richiesta questo metodo incapsula le informazioni sulla 
richiesta del client e le rende disponibili attraverso alcuni suoi metodi. L’uso più comune è 
quello di accedere ai parametri inviati (i dati provenienti da un form per esempio) con il metodo 
getParameter("nomeParametro"), che restituisce una stringa con il valore del parametro 
specificato. Alto metodo molto importante è getCookies(), che restituisce un array di cookies. 
L’oggetto response fornisce tutti gli strumenti per inviare i risultati dell’esecuzione della pagina 
jsp.  
L’oggetto out ha principalmente funzionalità di stampa di contenuti. Con il metodo 
print(oggetto/variabile) è possibile stampare qualsiasi tipo di dato. 
5.1.1.5 Session 
Una delle funzionalità più richieste per un’applicazione Web è mantenere le informazioni di un 
utente lungo tutto il tempo della sua visita al sito. Questo problema è risolto dall’oggetto 
implicito Session che gestisce appunto le informazioni a livello di sessione, relative ad un 
singolo utente a partire dal suo ingresso alla sua uscita con la chiusura della finestra del 
browser. È possibile quindi creare applicazioni che riconoscono l’utente nelle varie pagine del 
sito, che tengono traccia delle sue scelte e dei suoi dati. È importante sapere che le sessioni 
vengono memorizzate sul server e non con dei cookie che devono però essere abilitati per poter 
memorizzare il cosiddetto SessionID che consente di riconoscere il browser e quindi l’utente 
nelle fasi successive.  
I dati di sessione sono quindi riferiti e riservati ad un utente a cui viene creata un’istanza 
dell’oggetto Session e non possono essere utilizzati da sessioni di altri utenti.  
                                               
29
 I Java Bean sono componenti software contenenti una classe java, che possono essere inclusi in una pagina JSP, 
permettendo un ottimo incapsulamento del codice.  




Per memorizzare i dati all’interno dell’oggetto session è sufficiente utilizzare il metodo 
setAttribute specificando il nome dell’oggetto da memorizzare e una sua istanza. 
La lettura di una variabile di sessione precedentemente memorizzata è possibile grazie al 
metodo getAttribute che ha come unico ingresso il nome della variabile di sessione con cui si 
è memorizzato il dato che ci interessa reperire. 
5.1.1.6 Utilizzo dei Java Bean 
I Java Bean sono componenti software contenenti una classe Java, che possono venire inclusi in 
una pagina JSP, permettendo quindi un ottimo incapsulamento del codice, peraltro 
riutilizzabile. 
Esistono tre azioni standard per facilitare l’integrazione dei JavaBean nelle pagine JSP.  
• <jsp:useBean>: Permette di associare un’istanza di un JavaBean identificato da un proprio 
id ad una variabile dichiarata con lo stesso id. In pratica offre la possibilità di associare la 
classe contenuta nel JavaBean ad un oggetto visibile all’interno della pagina, in modo da 
poter richiamare i suoi metodi senza dover ogni volta far riferimento al file di origine. 
Questo tag possiede i seguenti attributi: 
o id: identità dell’istanza dell’oggetto nell’ambito specificato. 
o scope: indica la visibilità dell’oggetto, le opzioni sono: 
 page: l’oggetto è  accessibile solo all’interno della pagina in cui sono stati 
creati, vengono distrutte alla chiusura della pagina; 
 request: l’oggetto è  accessibile esclusivamente nelle pagine che elaborano la 
stessa richiesta di quella in cui è stato creato l’oggetto; 
 session: l’oggetto è  accessibile solo alle pagine che elaborano richieste 
all’interno della stessa sessione di quella in cui l’oggetto è stato creato per 
poi venire rilasciato alla chiusura della sessione a cui si riferiscono, in pratica 
restano visibili in tutte le pagine aperte nella stessa istanza (finestra) del 
Browser, fino alla sua chiusura. Solitamente i bean istanziati in questo modo 
vengono utilizzati per mantenere le informazioni di un utente di un sito;  
 application: l’oggetto è  accessibile alle pagine che elaborano richieste 
relative alla stessa applicazione, in pratica sono validi dalla prima richiesta di 
una pagina al server fino al suo shutdown.  
o class : nome della classe che definisce l’implementazione dell’oggetto.  
 




• <jsp:setProperty>: Permette di impostare il valore di una delle proprietà di un bean. 
Possiede i seguenti attributi: 
o name : nome dell’istanza di bean definita in un’azione 
o property : rappresenta la proprietà di cui impostare il valore 
o param : nome del parametro di richiesta il cui valore si vuole impostare 
o value : valore assegnato alla proprietà specificata 
• <jsp:getProperty>: Prende il valore di una proprietà di una data istanza di bean e lo inserisce 
nell’oggetto out implicito (in pratica lo stampa a video). Possiede i seguenti attributi: 
o name: nome dell'istanza di bean da cui proviene la proprietà definita da un'azione 
o Property: rappresenta la proprietà del bean di cui si vuole ottenere il valore 
5.1.1.7 I Cookie 
I cookie non sono altro che quell’insieme di informazioni associate ad un particolare dominio 
che vengono memorizzate sul client sotto forma di file di solo testo, in modo da poter 
riconoscere un particolare utente dell’applicazione.  





dove il parametro di ingresso cookie non è altro che una classe che ha alcuni metodi che ci 
permettono di impostare le proprietà del cookie.  
 
Cookie mioCookie = new Cookie ("nome", "valore"); 
mioCookie.setAge(secondiDiVita); //imposta il periodo di vita, in secondi  
response.addCookie(mioCookie); //scrive il cookie  
 
A questo punto mioCookie è scritto sul client. Per leggerlo l’operazione è leggermente più 
complicata. L’oggetto request dispone infatti di un metodo getCookies() che restituisce un 
array di oggetti cookie trovati nel client. Una volta ottenuto l’array è quindi necessario passare 
in rassegna tutti i suoi elementi fino a trovare quello che ci interessa.  
 
Cookie mioCookie = null; 
Cookie[] cookiesUtente = request.getCookies(); 
int indice = 0; // indice per la gestione del ciclo  
 
while (indice < cookiesUtente.length) { 
   if (cookiesUtente[indice].getName().equals("nomeMioCookie"); 
      break; 
   // se trova un cookie con il nome che stiamo cercando esce dal ciclo  
   indice++; 
} 
 




A questo punto controllando il valore dell’indice siamo in grado di capire se abbiamo trovato il 
nostro cookie. 
 
If (indice < cookiesUtente.length)     // il cookie è stato trovato  
    mioCookie = cookiesUtente[indice]; // e viene messo in mioCookie 
else 
    mioCookie = null; // il cookie non è stato trovato 
 
Ora, se il cookie è stato trovato, è possibile accedere ai sui dati con i metodi dell'oggetto stesso, 
principalmente getValue() per ottenere il valore contenuto.  
 
Valore = mioCookie.getValue() 
 
5.2 Il pacchetto MSH (Message Service Handler) 
Attualmente l’unica implementazione del sistema di messaggistica ebXML è Hermes Message 
Service Handler30. 
L’architettura di questo sistema si divide in due parti: una MSH Servlet ed una MSH Stub. Il 
motivo principale di questa soluzione è legata alla presenza di firewall. Generalmente gli 
endpoint sono connessi direttamente ad internet all’esterno del firewall aziendale. Invece i 
destinatari dei messaggi ebXML sono applicazioni all’interno del firewall per ovvi motivi di 
sicurezza. Le funzionalità principali di MSH sono quindi implementate nella MSH Servlet e 
tramite una MSH Stub si comunica con l’applicazione. 
Per utilizzare le funzionalità offerte, l’applicazione client deve, per prima cosa, creare un 
oggetto MSH Stub e successivamente registrarsi con MSH Servlet. Le informazioni per la 
registrazione sono prelevate dal Collaboration Protocol Agreement (CPA). Queste informazioni 
sono necessarie per stabilire l’endpoint (indirizzo del partner) a cui inviare il messaggio e per 
indirizzare i pacchetti in ingresso al giusto destinatario. Una servlet MSH può infatti supportare 
numerosi client ma ognuno deve registrarsi con un diverso contesto affinché i messaggi siano 
recapitati correttamente al giusto destinatario. La registrazione viene fatta attraverso la chiamata 
di un metodo appartenente all’oggetto Stub. 
MSH Stub a sua volta costruisce un messaggio SOAP inviato via HTTP all’MSH Servlet. 
I messaggi ebXML generati dal client sono inviati allo stesso modo. MSH Stub dopo una 
piccola elaborazione e dopo averlo impacchettato ed aver aggiunto criptaggi e firme digitali lo 
inoltra all’MSH Servlet. 
                                               
30
 Hermes Message Service Handler è stato sviluppato dal Center for ECommerce dell’Università di Hong Kong 
nell’ambito del progetto Phoenix. Il progetto Phoenix si occupa di realizzare un’infrastruttura per il commercio 
elettronico basata sull’utilizzo dello standard ebXML. Hermes Message Service Handler è rilasciato come progetto 
open-source e può essere scaricato da SourceForge. 




Esistono quattro modalità di funzionamento: 
La prima, rappresentata nella Figura 58, è quella tipicamente utilizzata. L’MSH Servlet preleva 
i messaggi in arrivo e li mette nella coda del destinatario che dovrà essere già registrato 
mediante la procedura spiegata precedentemente. L’MSH Stub possiede un polling thread che si 
occupa di controllare periodicamente se ci sono messaggi nella coda. Se è presente almeno un 




Figura 58 – Architettura base di MSH 
 
La seconda modalità (Figura 59) non possiede polling thread nell’oggetto stub ma 
l’applicazione client deve fornire un indirizzo http per il callback. L’MSH Servlet invia 
direttamente il messaggio al client. In questo caso il client è implementato come un’altra 
servlet, registrando il proprio URL all’MSH Servlet. Dopo la ricezione del messaggio la servlet 
client potrà eseguire le dovute elaborazioni quali la memorizzazione all’interno di un database. 
 





Figura 59 – Modalità di funzionamento Direct HTTP 
 
La terza modalità (Figura 60) consiste nel memorizzare i messaggi in un File System 
accessibile sia dall’MSH Servlet che dall’applicazione client. Quest’ultima, mediante un 
meccanismo di polling controllerà la presenza di nuovi messaggi. 
 
 
Figura 60 – Modalità di funzionamento con l’uso di un File System I 
 
Nel caso un cui non sia possibile installare una directory accessibile  da entrambe le parti, esiste 
un’ultima soluzione (Figura 61). L’MSH Stub possiede ancora un polling thread che estrae i 
messaggi e li copia in una directory accessibile anche dall’applicazione client ma non dalla 
Servlet. Il client, mediante un poller controlla la presenza di nuovi messaggi e li preleva per 
l’elaborazione. 
 





Figura 61 – Modalità di funzionamento con l’uso di un File System II 
 
Per la gestione di altri protocolli quali SMTP, è necessario implementare degli ulteriori polling 
thread nell’MSH Servlet, non ancora disponibili nella versione da noi utilizzata. 
Per l’utilizzo di questa tecnologia è necessario scrivere una classe che implementa l’interfaccia 
MessegeListener e definire i seguenti metodi: 
• getClientURL() : Questo metodo deve ritornare l’URL di una directory nella quale 
MSH può scrivere i messaggi destinati all’applicazione. Ciò è utile solo nel caso in cui 
si scelga di usare uno dei due funzionamenti basati su file system, negli altri casi deve 
ritornare null. 
• onMessage() : Questa è una funzione callback che viene chiamata quando arriva un 
messaggio e quindi deve contenere tutte le necessarie elaborazioni da effettuare per la 
gestione del servizio offerto. 
 
La prima operazione che l’applicazione deve eseguire è la registrazione con la servlet MSH. 
Ciò viene fatto mediante l’uso dell’oggetto Request. La chiamata al costruttore richiede alcuni 
parametri prelevati direttamente dal CPA. Una volta creato il messaggio, è possible inviarlo 
tramite i metodi send() o sendReliably() a seconda se si voglia usare o meno una firma 
digitale. Per impostare la firma digitale si usa il metodo setSign() che come parametro riceve 
il file contenente la chiave. 
La servlet MSH viene inizializzata mediante due file di configurazione come spiegato 
nell’Appendice F. 
 





5.3 L’applicazione per l’azienda 
L’applicazione realizzata per le aziende della filiera presenta un’interfaccia utente molto 
semplice. I dati vengono inseriti in appositi campi ed inviati alla servlet MSH che si occupa del 
loro invio. 
Questa applicazione rappresenta un’implementazione della classe virtuale MessageListener 
contenuta nel pacchetto hk.hku.cecid.phoenix.message.handler. 
L’applicazione viene inizializzata mediante un file XML (config.xml) che contiene la lista di 
tutti i siti di cui dispone, dei clienti, dei fornitori e tutte le tipologie di misurazioni supportate. 
Ciò è utile sia per ridurre al minimo gli errori di digitazione sia per favorire la scalabilità. 
L’applicazione esegue le seguenti operazioni fondamentali: 
• All’avvio si autoconfigura mediante la lettura del file config.xml. 
• Sempre in fase di inizializzazione viene effettuata la registrazione con la servlet MSH. 
• Una volta avviata, è possibile scegliere se creare un messaggio di cessione (Figura 62), 
acquisizione (Figura 63) o trasformazione (Figura 64) . 
• Una volta compilati i campi è possibile inviare il messaggio al destinatario (il nodo di 
coordinamento). 
 
Figura 62 - L'interfaccia per l'invio di un messaggio di Acquisizione 





Figura 63 - L'interfaccia per l'invio di un messaggio di Trasformazione 
 
 
Figura 64 - L'interfaccia per l'invio di un messaggio di Cessione 
 
 




5.3.1 La registrazione con MSH 
La registrazione con MSH serve per informare la servlet della presenza di un client. In questo 
modo la servlet può consegnargli i messaggi ad esso destinati. 
La registrazione avviene passando ad MSH il contesto a cui si riferisce. Il contesto è composto 
dall’id del Collaboration Protocol Agreement (CPA), dall’id della conversazione che si sta 
iniziando31, dal tipo di servizio richiesto e dalla particolare azione all’interno del servizio scelto. 
Il servizio sta ad indicare l’insieme delle operazioni che ci si accinge a fare all’interno della 
conversazione che si vuole stabilire. 
Per la registrazione servono inoltre l’end-point ossia l’indirizzo del partner, un puntatore 
all’applicazione (per la funzione callback onMessage()) e il tipo di protocollo di trasporto 
scelto. 
Tutte le informazioni richieste sono contenute nel file cpa.xml all’interno della cartella del 
programma. 
Il seguente codice mostra un esempio di registrazione con MSH: 
 
ApplicationContext ac = new ApplicationContext(cpaId,convId,  
                                               service,action); 
Request mshReq = new Request(ac, new URL(toMshUrl), this, 
                             transportType); 
 
Per il prelievo delle informazioni sul contesto si utilizza la utility CPAParser contenuta nel 
pacchetto trace. Un esempio del suo utilizzo è il seguente: 
 
CPAParser cpa = new CPAParser("AziendaT","cpa.xml"); 
String cpaId = cpa.getCpaId(); 
String service = cpa.getService(); 
String action = cpa.getAction()); 
String toMshUrl = cpa.getEndPoint(); 
String transportType = cpa.getProtocol()); 
5.3.2 La creazione di un messaggio 
Man mano che si inseriscono i dati, viene inizializzato un oggetto di tipo TraceMessage. 
La classe TraceMessage è dedicata alla creazione dei documenti contenenti le informazioni sul 
prodotto da tracciare, ossia quei documenti che inviano le aziende al nodo di coordinamento. 
Esistono due tecniche per inizializzare la struttura dati di un oggetto TraceMessage. La prima 
consiste nel costruire un oggetto di tipo org.jdom.Document e passarlo direttamente al 
costruttore o al metodo toTraceMesage(Document doc). La seconda tecnica consiste invece 
nell’utilizzo delle altre funzioni membro per l’inserimento dei vari campi del messaggio. 
                                               
31
 Questo id viene generato dal partner inziatore della conversazione 




Un esempio di quest’ultimo metodo potrebbe essere il seguente: 
 
TraceMessage tm = new TraceMessage(); 
tm.setState('g'); // Tipo 'get' messaggio di acquisizione 
      tm.setDate(data); 
      tm.setFromActor("88946701"); 
      tm.setToActor("98043766"); 
tm.setToSite("01011"); 
tm.setLotValue("LC1"); // Codice del lotto acquisito 





Il codice appena presentato, genera un messaggio di acquisizione del lotto LC1 a cui è associata 
una misura che ne indica il peso. 
Il mesaggio XML generato è il seguente: 
 
<TraceLot state="get" date="2004/03/02 09:30:00"> 
 <From actor="0008901"/> 
 <To actor="0008902" location="01011"/> 
 <Lot value="LC1"> 
            <LotProperty> 
                <Measure> 
                        <Type>Kg</Type> 
                        <Semantic>Peso</Semantic> 
                        <Value>3.50</Value> 
                </Measure> 
                <Description>Farina</Description> 
            </LotProperty> 
 </Lot> 
</TraceLot> 
5.3.3 L’invio di un messaggio 
Al momento dell’invio, si genera un oggetto JDOM mediante una chiamata al metodo 
getTraceDocument() della classe TraceMessage. L’oggetto ottenuto viene poi impacchettato 
in un messaggio ebXML SOAP ed infine inviato alla servlet MSH. Quest’ultima si occuperà di 
inviare il messaggio all’end-point indicato in fase di registrazione. 
Mostriamo un esempio di operazioni per l’impacchettamento e l’invio di un messaggio: 
 
TraceMessage tm = new TraceMessage(); 
// Inizializzazione dell’oggetto TraceMessage 
... 
Document doc = tm.getTraceDocument(); 
 
EbxmlMessage message = new EbxmlMessage(); 








String messageId = MessageServiceHandler.messageId(new Date(),  
                                                   message); 





message.addPayloadContainer(dataHandler, "contentId", "description"); 
message.saveChanges(); 
  
 mshReq.send(message); //Invia il messaggio a MSH 
5.4 L’applicazione per il coordinatore 
L’applicazione per il cordinatore è stata implementato come un’interfaccia grafica che attende 
la ricezione di messaggi dalla servlet MSH. 
Nella fase di avvio, come per l’applicazione per l’azienda, viene effettuata la registrazione 
con MSH. Quando MSH riceve un messaggio ebXML destinato all’applicazione, questo viene 
depositato in un repository all’interno del sistema di gestione dei messaggi32. Lo MSH Stub, ad 
istanti predefiniti33, effettua un polling sulla servlet MSH e controlla la presenza di nuovi 
messaggi destinati al client. Nel caso in cui vengano trovati dei nuovi messaggi, lo MSH Stub 
effettua una chiamata del metodo onMessage() dell’applicazione client. 
All’interno di questa funzione si eseguono le seguenti procedure: 
• Si estrae il payload, consistente nel messaggio XML di tracciabilità, dal messaggio 
ebXML ricevuto. 
• Si effettua un parsing del documento XML verificandone la validità ed effettuando il 
mapping di tutti i sui elementi su un oggetto di tipo TraceMessage 
• Si utilizza un’istanza della classe TraceDB per effettuare la memorizzazione delle 
informazioni contenute nel messaggio. 
• Si inseriscono alcune informazioni, estratte dal documento XML e dall’intestazione del 
messaggio ebXML, all’interno di una tabella contenente una lista dei messaggi ricevuti 
(Figura 65). 
 
Oltre alle funzioni descritte precedentemente vengono conteggiati i numero dei messaggi 
arrivati e, nel caso di cambio di responsabilità (Figura 66), vengono visualizzate le date di 
ricezione dei due messaggi che la documentano (messaggio di cessione e acquisizione spediti 
da due partner che effettuano una transazione). Ricevuti i due messaggi viene calcolata la 
differenza tra le due date così da poter prendere eventuali provvedimenti in caso di eccessivo 
ritardo nell’invio di uno dei due documenti. 
                                               
32
 I messaggi ricevuti da MSH vengono mantenuti in delle apposite cartelle (Repository), mentre gli id degli stessi 
vengono inseriti in un database mysql insieme ad altre informazioni prelevate dall’intestazione. 
33
 Nel file di configurazione msh_client_property.xml è possibile indicare il tempo di attesa, espresso in secondi, 
fra un polling e il successivo. 





Figura 65 - La lista dei messaggi ricevuti 
 
  
Figura 66 - La lista dei messaggi di acquisizione/cessione ricevuti 




5.4.1 L’estrazione del contenuto informativo dei messaggi 
All’interno del metodo onMessage(EbxmlMessage ebxmlMessage), vengono prelevate le 
informazioni riguardanti il servizio richiesto e la particolare azione all’interno dello stesso e 
successivamente si preleva il documento allegato come motrato nel seguente esempio: 
 
String service = ebxmlMessage.getService(); 
String action = ebxmlMessage.getAction(); 
String conversationId = ebxmlMessage.getConversationId(); 
String cpaId = ebxmlMessage.getCpaId(); 
 
Iterator iter = ebxmlMessage.getPayloadContainers(); 
 
if (iter.hasNext()){ 
// se è presente un payload ne estraggo il contenuto 
PayloadContainer pl = (PayloadContainer)iter.next(); 
AttachmentPart att = pl.getAttachmentPart(); 
 
String contentId = pl.getContentId(); 
String msgID = ebxmlMessage.getMessageId(); 
 
DataHandler dataH= pl.getDataHandler(); 
 
InputStream content = dataH.getInputStream(); 
 
// converto i dati in un documento JDOM 
SAXBuilder builder = new SAXBuilder(); 
Document doc = builder.build(content); 
} 
 
Al termine di queste operazioni, si ha a disposizione un documento JDOM contenente il 
messaggio di tracciabilità e si potrà procedere alla sua elaborazione. 
5.4.2 L’archiviazione dell’informazione 
Un volta estratto il contenuto del payload e convertito il messaggio in un documento JDOM, è 
possibile convertirlo in un TraceMessage, effettuarne il parsing ed infine memorizzarlo nella 
base di dati. 
L’esempio mostra le operazioni appena descritte: 
 
TraceMessage msg = new TraceMessage(doc); 
msg.parse(); 
 
TraceDB db = new TraceDB(); 
// si effettua la connessione con il database 
db. connect("db_name", "user", "pass", "host", "port"); 
 
// archivio l’informazione 
db.store(msg); 
 
// chiudo la connessione con il database 
db.close(); 
 





5.5 Il sito web 
Il sito web realizzato mostra una possibile implementazione del servizio di analisi dei flussi. Da 
qui infatti è possibile, a seguito di una registrazione, effettuare ricerche di lotti ed ottenerne i 
flussi. 
Si distinguono tre tipologie di accesso: 
• Accesso illimitato: solo le autorità sanitarie e di controllo hanno accesso illimitato, cioè 
hanno la possibilità di visualizzare i dettagli delle trasformazioni. 
• Accesso azienda: le aziende possono analizzare qualitativamente i flussi ma non 
possono conoscere i dettagli delle trasformazioni interne relative ad altre aziende. 
• Accesso utente: l’utente privato può conoscere solamente la catena di attori responsabili. 
 




Figura 67 - Home page 
 




Dalla pagina dei servizi, inserendo come chiave di ricerca il codice del lotto stampato sulla 
confezione o sull’imballo, vengono visualizzate tutte le informazioni associate al lotto ed i 
riferimenti ai lotti precedenti da cui è stato generato e successivi. 
In dettaglio le operazioni eseguite sono le seguenti: 
• A seguito dell’invio del codice, viene effettuata una query che ricerca il codice del lotto 
all’interno del database. Se questo viene trovato si procede alla fase successiva. È bene 
specificare che, poiché il codice inserito può non essere unico per le motivazioni 
spiegate in fase di progetto, viene considerato come nodo di partenza, quello con data di 
generazione più recente. 
• Vengono effettuate tutte le necessarie query per ottenere la lista dei lotti da cui è stato 
generato e i risultati vengono visualizzati nella sezione denominata “processi e relativi 
lotti lavorati”. 
• Vengono effettuate le query per ottenere le informazioni sul “lotto selezionato”. 
• Vengono ricercati i lotti successivi e visualizzati nella sezione denominata “processi e 
relativi lotti prodotti in uscita”. 
Un esempio di ricerca è mostrato nella Figura 69. 
 
 
Figura 68 - La pagina dei servizi 
 
Dalla Figura 69 si nota la presenza di comodi collegamenti per navigare avanti e indietro 
l’intero albero contenente i flussi di lotti. 
Il collegamento “Dettagli” mostra le informazioni associate al lotto a cui si riferisce. 





Figura 69 - Risultato di una ricerca 







6 Tracciabilità in opera 
 
In questo capitolo viene descritta una semplice prova effettuata 
per testare il funzionamento del sistema ed in particolar modo di 
quelle funzioni utilizzate per l’archiviazione dei dati. 
 
6.1 Il test d’archiviazione 
La prova effettuata consiste nel simulare la ricezione dei messaggi da parte delle varie aziende 
di una filiera, prelevandoli da opportuni file XML preparati precedentemente. 
I messaggi creati simulano una filiera prototipo il cui flusso dei lotti è mostrato in Figura 70. 
In particolare sono messi in evidenza i confini che separano un’azienda dall’altra e quindi i 
relativi cambi di responsabilità che il lotto subisce. 
La filiera comprende quattro aziende: 
• Azienda A1: è il produttore di materie prime. Esso acqusisce i lotti L1 ed L2 dalla 
natura e li cede all’azienda A2. 
• Azienda A2: rappresenta un’azienda di trasporto che imballa i due lotti acquisiti e li 
cede all’azienda A3. 
• Azienda A3: è un’azienda di trasformazione che dopo una serie di trasformazioni di 
integrazione, divisione e cambio di sito, cede il prodotto finito all’ultimo nodo della 
filiera. 
• Azienda A4: è l’azienda di distribuzione che estrae i lotti confezionati in L10 per la 
vendita al consumatore. 
 
È da notare che i lotti indicati nella figura non rappresentano i codici stampati sul prodotto, 
bensì gli identificatori con cui vengono rappresentati all’interno del database che devono 
essere necessariamente univoci. 





Figura 70 - Scenario di Filiera per testing 
 
Una volta stabilita la filiera, sono stati eseguiti diversi test che differivano solo per l’ordine in 
cui venivano elaborati:  
• Messaggi inviati nell’ordine corretto: ogni messaggio di cessione precedeva il 
corrispondente messaggio di acquisizione ed i messaggi di trasformazione inviati 
nell’ordine di creazione. 
• Tutti i messagi di cessione e acquisizione scambiati di ordine. 
• Tutti i messaggi prelevati in ordine inverso alla loro data di generazione. 
• Messaggi inviati in ordine sparso scelto a priori. 
 
I risultati dei test ci hanno permesso di comprendere e risolvere i problemi generati dall’arrivo 
invertito dei messaggi di cessione ed acquisizione. Ciò è stato fatto introducendo la tabella 
CAMBIO_RESPONSABILITA come descritto nel paragrafo relativo alla progettazione 
concettuale della base di dati. 
Il punto critico per i messaggi di trasformazione è quello di dover collegare il nuovo lotto 
generato con i lotti da cui deriva. Se tali lotti non sono presenti nel database, a causa di un 
ritardo nell’invio dei relativi messaggi, l’inserzione fallisce. 
Per risolvere questo problema è stato utilizzato un id di lotto generato dalla compressione, 
mediante una funzione hash perfetta, della stringa ottenuta come concatenazione del prefisso 




dell’azienda, del codice del sito e del codice del lotto. Infatti, anche se il lotto non è presente nel 
database, è possibile creare un’associazione con tale lotto sfruttando le sole informazioni 
presenti nel messaggio. Ciò ha introdotto anche un ulteriore vantaggio legato al tempo di 
registrazione, in quanto non è più necessario ricercare l’id dei componenti nella tabella 
LOTTO. 
Si è però introdotto lo svantaggio legato allo spazio occupato dall’id che è molto maggiore di 
un semplice identificatore incrementale. 
Un’altra soluzione al problema sarebbe stata quella di utilizzare delle tabelle temporanee e 
l’installazione di un trigger34. Questo però avrebbe comportato delle inutili elaborazioni. Infatti 
il trigger sarebbe entrato in esecuzione all’arrivo di ogni messaggio, anche se ciò non sarebbe 
stato necessario. 
                                               
34
  I Trigger sono degli oggetti di SQL che permettono l’attivazione automatica di particolari procedure al 
verificarsi di un particolare evento. Gli eventi per i quali si attiva un trigger sono l’esecuzione di un’istruzione 
INSERT, UPDATE o DELETE su di una tabella SQL. 







In questa tesi è stato progettato e sviluppato un sistema di tracciabilità dei prodotti nella filiera 
agroalimentare basato sui modelli di business ebXML. 
Lo studio svolto ha permesso innanzitutto una sperimentazione delle tecnologie 
fondamentali per la realizzazione di un qualsiasi sistema di tracciabilità: EAN/UCC-128 come 
standard di identificazione, XML e SOAP per l’interscambio di dati tra sistemi informativi 
disomogenei e la tecnologia Java come piattaforma di sviluppo di sistemi distribuiti che 
comunicano attraverso Internet.  
In particolare, sono state affontate le problematiche legate ad una modellizzazione dei dati 
valida per qualsiasi prodotto agroalimentare, ad un modello di comunicazione efficiente e 
indipendente da vincoli di sincronizzazione tra le aziende, ad una architettura scalabile.     
Sviluppi futuri riguardano la possibilità di modellare in maniera più dettagliata i processi 
di business (ebXML Business Process), cercando di includere le informazioni necessarie per la 
tracciabilità all’interno di un più ampio scenario che preveda anche gli aspetti strettamente 
legati al commercio elettronico quali la sicurezza e l’integrità dei dati. 







Tabella degli Application Identifier (AI) 
 
AI Descrizione dell’elemento Formato 
00 Identification of a logistic unit – Serial Shipping Container Code (SSCC)  n2+n18  
01 Identification of a trade item - Global Trade Item Number (GTIN)  n2+n14  
02 Identification of trade items contained in a logistic unit  n2+n14  
10 Batch or lot number  n2+an..20  
11 Production date (YYMMDD)  n2+n6  
12 Due date for amount on payment slip (YYMMDD)  n2+n6  
13 Packaging date (YYMMDD)  n2+n6  
15 Minimum durability date (quality) (YYMMDD)  n2+n6  
17 Maximum durability date (safety) (YYMMDD)  n2+n6  
20 Product variant  n2+n2  
21 Serial number  n2+an..20  
22 Secondary data for specific health industry products  n2+n..29  
23 Lot number (transitional use)  n3+n..19  
240 Additional product identification assigned by the manufacturer  n3+an..30  
241 Customer part number  n3+an..30  
250 Secondary serial number  n3+an..30  
251 Reference to source entity  n3+an..30  
252 Global Identifier Serialised for Trade (GIST)  n3+n27  










Logistic measures for logistic weights and measures in metric and other units of 
measure (for detailed information see EAN/UCC General Specifications)  n4+n6  
337n Kilograms per square metre  n4+n6  
37 Count of trade items contained in a logistic unit  n2+n..8  
390n Amount payable – single monetary area  n4+n..15  
391 Amount payable and ISO Currency Code  n4+n..15  
392n Amount payable for a variable measure trade item – single monetary area  n4+n15  
393n Amount payable of a variable measure trade item and ISO Currency Code  n4+n3+n15  
400 Customer’s purchase order number  n3+an..30  
401 Consignment number  n3+an..30  
 
 




AI Descrizione dell’elemento Formato 
402 Shipment identification number  n3+n17  
403 Routeing code  n3+an..30  
410 Ship to – deliver to EAN/UCC Global Location Number  n3+n13  
411 Bill to – invoice to EAN/UCC Global Location Number  n3+n13  
412 Purchased from EAN/UCC Global Location Number  n3+n13  
413 Ship for – deliver for – forward to EAN/UCC Global Location Number  n3+n13  
414 Identification of a physical location – EAN/UCC Global Location Number  n3+n13  
415 EAN•UCC Global Location Number of the invoicing party  n3+n13  
420 Ship to – deliver to postal code within a single postal authority  n3+an..9  
421 Ship to – deliver to postal code with three digit ISO country code  n3+n3+an..9  
422 Country of origin of a trade item  n3+n3  
423 Country of initial processing  n3+n3+n..12  
424 Country of processing  n3+n3  
425 Country of disassembly  n3+n3  
426 Country of covering full process chain  n3+n3  
7001 NATO Stock Number (NSN)  n4+n13  
7002 UN/ECE Meat Carcasses and Cuts Classification  n4+an..30  
703s Approval number of processor with three-digit ISO Country Code  n4+n3+an..27  
8001 Roll products – width, length, core diameter, direction, splices  n4+n14  
8002 Cellular mobile telephone identifier  n4+n20  
8003 EAN•UCC Global Returnable Asset Identifier (GRAI)  n4+n14+an..16  
8004 EAN•UCC Global Individual asset Identifier (GIAI)  n4+an..30  
8005 Price per Unit of measure  n4+n6  
8006 Identification of the components of a trade item  n4+n14+n2+
n2  
8007 International Bank Account Number (IBAN)  n4+an..30  
8008 Date and time of production  n4+n..12  
8018 EAN•UCC Global Service Relation Number (GSRN)  n4+n18  




UCC/EAN-128 Coupon Extended Code (for detailed information see EAN/UCC 
General Specifications)   
90 Information mutually agreed between trading partners (including FACT Data Identifiers)  n2+an..30  
91-






n Caratteri numerici 
an Caratteri alfanumerici 
n3 Caratteri numerici di lunghezza fissa 3 
an3 Caratteri alfanumerici di lunghezza fissa 3 
n..3 Caratteri numerici di lunghezza massima 3 
an..3 Caratteri alfanumerici di lunghezza massima 3 
 







Schema XML dei messaggi 
 
<?xml version="1.0" encoding="UTF-8"?> 
<xs:schema elementFormDefault="qualified"    
    xmlns:xs="http://www.w3.org/2001/XMLSchema"> 
 <xs:complexType name="ComponentType"> 
  <xs:all minOccurs="0"> 
   <xs:element ref="ServiceMsg" minOccurs="0"/> 
   <xs:element ref="Description" minOccurs="0"/> 
  </xs:all> 
  <xs:sequence> 
   <xs:element name="Measure" type="MeasureType" minOccurs="0" 
                      maxOccurs="unbounded"/> 
  </xs:sequence> 
  <xs:attribute name="location" type="xs:string" use="required"/> 
  <xs:attribute name="date" type="xs:string" use="required"/> 
  <xs:attribute name="value" type="xs:string" use="required"/> 
 </xs:complexType> 
 <xs:element name="Description" type="xs:string"/> 
 <xs:complexType name="FromType"> 
  <xs:attribute name="location" type="xs:string"/> 
  <xs:attribute name="actor" type="xs:string" use="required"/> 
 </xs:complexType> 
 <xs:complexType name="LotType"> 
  <xs:sequence> 
   <xs:element name="Component" type="ComponentType"  
                      minOccurs="0" maxOccurs="unbounded"/> 
  </xs:sequence> 
  <xs:all minOccurs="0"> 
   <xs:element name="ProcessingProperty"  
                      type="ProcessingPropertyType" minOccurs="0"/> 
   <xs:element name="LotProperty" type="LotPropertyType" 
                      minOccurs="0"/> 
  </xs:all> 
  <xs:attribute name="value" type="xs:string" use="required"/> 
 </xs:complexType> 
 <xs:complexType name="LotPropertyType"> 
  <xs:all minOccurs="0"> 
   <xs:element ref="ServiceMsg" minOccurs="0"/> 
   <xs:element ref="Description" minOccurs="0"/> 
  </xs:all> 
  <xs:sequence> 
   <xs:element name="Measure" type="MeasureType" minOccurs="0" 
                      maxOccurs="unbounded"/> 
  </xs:sequence> 
 </xs:complexType> 
 <xs:complexType name="MeasureType"> 
  <xs:all> 
   <xs:element ref="Value"/> 
   <xs:element ref="Semantic"/> 




   <xs:element ref="Type"/> 





  <xs:all minOccurs="0"> 
   <xs:element ref="ServiceMsg" minOccurs="0"/> 
   <xs:element ref="Description" minOccurs="0"/> 
  </xs:all> 
  <xs:sequence> 
   <xs:element name="Measure" type="MeasureType" minOccurs="0" 
                      maxOccurs="unbounded"/> 
  </xs:sequence> 
 </xs:complexType> 
 <xs:element name="Semantic" type="xs:string"/> 
 <xs:element name="ServiceMsg" type="xs:string"/> 
 <xs:complexType name="ToType"> 
  <xs:attribute name="location" type="xs:string"/> 
  <xs:attribute name="actor" type="xs:string" use="required"/> 
 </xs:complexType> 
 <xs:element name="TraceLot"> 
  <xs:complexType> 
   <xs:all> 
    <xs:element name="Lot" type="LotType"/> 
    <xs:element name="To" type="ToType"/> 
    <xs:element name="From" type="FromType"/> 
   </xs:all> 
   <xs:attribute name="date" type="xs:string" use="required"/> 
   <xs:attribute name="state" type="xs:string"  
    use="required"/> 
  </xs:complexType> 
 </xs:element> 
 <xs:element name="Type" type="xs:string"/> 
 <xs:element name="Value" type="xs:string"/> 
</xs:schema> 
 







Schema XML del CPA 
 
<?xml version="1.0" encoding="UTF-8"?> 
 








<!-- Lo status può assumere tre valori 
     - proposed = il corrente CPA è una proposta ma deve ancora essere   
       concordato 
     - agreed = il CPA è stato accordato ma non ancora firmato 
     - signed = il CPA è stato firmato in data <Start> ed è valido fino alla  






<!-- ConversationConstraints può apparire al più una volta. 
     Permette di definire il numero massimo di conversazioni dopo delle  
     quali è necessaria una rinegoziazione del CPA (invocationLimit) e il  
     numero massimo di conversazioni contemporanee (concurrentConversations) 
--> 
<tp:ConversationConstraints 
    tp:invocationLimit="100" 
    tp:concurrentConversations="4"/> 
 
<!-- Nel CPA vanno definiti due campi PartyInfo, uno per ogniuna delle due  
     parti che hanno stipulato questo accordo. 
     È possibile definire un nome e gli id del Channel e del Package di  
     default definiti più avanti nel codice. 
--> 
<tp:PartyInfo 
    tp:partyName="AziendaFiliera" 
    tp:defaultMshChannelId="TraceChannel" 
    tp:defaultMshPackageId="TracePackaging"> 
<!-- È necessario definire l'id dell'azienda che può essere in vari formati. 
     Nel nostro caso si è usata la codifica EAN/UCC. 
--> 
    <tp:PartyId tp:type="urn:oasis:names:tc:ebxml-cppa:partyid- 
        type:ean_ucc"> 
           3482579 
    </tp:PartyId> 




<!-- È possibile definire un link ad un documento esterno che fornisce  
     Informazioni più dettagliate riguardo all'azienda. 
--> 
    <tp:PartyRef 
        xlink:type="simple" 
        xlink:href="http://www.AziendaFiliera.com/info.xml"/> 
 
<!-- Bisogna specificare il ruolo assunto dall'azienda in questione  
     All'interno della collaborazione e i documenti che è autorizzato ad  
     inviare ed a ricevere. 
--> 
    <tp:CollaborationRole> 
 
<!-- In ProcessSpecification va inserito il collegamento ad un file XML che  
     definisce le specifiche del Business Process. Nel Nostro esempio non è  
     utilizzato e per il suo uso si rimanda alla documentazione fornita da  
     OASIS e da UNCEFACT (www.ebxml.org) 
--> 
        <tp:ProcessSpecification 
            tp:version="2.0a" 
            tp:name="SendTraceability" 
            xlink:type="simple"            
         xlink:href="http://www.AziendaFiliera.com/processes/TraceBPS.xml"/> 
 
<!-- Nel nostro caso il ruolo definito prende il nome di TraceActor. 
     I dettagli di questo ruolo vanno specificati nel Business Process ma  
     non è necessario nel nostro prototipo. 
--> 
        <tp:Role 
            tp:name="TraceActor" 
            xlink:type="simple" 
     xlink:href="http://www.AziendaFiliera.com/processes/TraceBPS.xml#TraceActorId"/> 
 
<!-- Il ServiceBinding definisce il traffico di messaggi che possono essere  
     inviati o ricevuti attraverso il DeliveryChannel scelto, la cui definizione  
     è più avanti nel codice. 
--> 
        <tp:ServiceBinding> 
 
<!-- Il campo Service è molto importante nel nostro prototipo, infatti esso  
     fornisce le informazioni di routing per l'ebXML Message Header. Serve per  
     indirizzare i messaggi ricevuti al corretto entry point dell'applicazione. 
     Il Service viene definito in dettaglio nel BP. 
--> 
            <tp:Service tp:type="anyURI">urn:TraceService</tp:Service> 
 
<!-- È possibile definire i documenti che è possibile inviare. Nel nostro caso, 
     l'attore responsabile può inviare un unico documento che contiene le  
     necessarie informazioni per la tracciabilità della filiera. 
     TraceDocumentPackage è l'id del campo Packaging definito più sotto che  
     definisce alcune informazioni sui contenuti del messaggio SOAP. 
     È possibile avere più di un campo CanSend. 
--> 
            <tp:CanSend> 
                <tp:ThisPartyActionBinding 
                    tp:id="AziendaFiliera_STD" 
                    tp:action="Send Trace Document Action" 
                    tp:packageId="TraceDocumentPackage"> 
 
<!-- È possibile definire le necessarie informazioni per l'implementazione dei 
     protocolli di sicurezza. Per informazioni più dettagliate su questo campo  
     si rimanda alla documentazione fornita nel sito www.ebxml.org. 
     Nel nostro prototipo le informazioni sulla sicurezza sono inserite  
     manualmente nel codice sorgente e non vengono prelevate da questo CPA,  
     pertanto questo campo non viene da noi utilizzato. 
--> 
                    <tp:BusinessTransactionCharacteristics 
                        tp:isNonRepudiationRequired="true" 
                        tp:isNonRepudiationReceiptRequired="true" 
                        tp:isConfidential="transient" 




                        tp:isAuthenticated="persistent" 
                        tp:isTamperProof="persistent" 
                        tp:isAuthorizationRequired="true" 
                        tp:timeToAcknowledgeReceipt="PT2H" 
                        tp:timeToPerform="P1D"/> 
 
<!-- Queste informazioni collegano questo documento con la o le collaborazioni  
     binarie definite nel documento di specifica del BP. 
--> 
                    <tp:ActionContext 
                        tp:binaryCollaboration="Send Trace Document" 
                        tp:businessTransactionActivity="Send Trace Document" 
                       tp:requestOrResponseAction="Send Trace Document Action"/> 
 
<!-- ChanneId contiene l'id del canale di trasmissione utilizzato per l'invio  
     del documento. Questo campo è definito più in basso. 
--> 
                    <tp:ChannelId>TraceChannel</tp:ChannelId> 
                </tp:ThisPartyActionBinding> 
            </tp:CanSend> 
        </tp:ServiceBinding> 
    </tp:CollaborationRole> 
 
<!-- In questo campo è necessario definire le informazioni sul cetificato che  
     andranno poi inserite nei messaggi SOAP. 
--> 
    <tp:Certificate tp:certId="AziendaFilieraSigningCert"> 
        <ds:KeyInfo> 
            N1208cjus0...R05Kl7GRV 
        </ds:KeyInfo> 
    </tp:Certificate> 
 
<!-- Il campo DeliveryChannel collega un elemento Transport ad un elemento  
     DocExchange e definisce le caratteristictiche di comunicazione 
--> 
    <tp:DeliveryChannel 
        tp:channelId="TraceChannel" 
        tp:transportId="TraceTransport" 
        tp:docExchangeId="TraceDocExchange"> 
 
<!-- Questo campo descrive alcune informazioni riguardanti i messaggi di  
     acknowledgement. 
     Anche per questo ri rimanda alla documentazione di ebxml. 
     Nel nostro prototipo non vengono trattate. 
--> 
        <tp:MessagingCharacteristics 
            tp:syncReplyMode="mshSignalsOnly" 
            tp:ackRequested="always" 
            tp:ackSignatureRequested="always" 
            tp:duplicateElimination="always" 
            tp:actor="urn:oasis:names:tc:ebxml-msg:actor:nextMSH"/> 
    </tp:DeliveryChannel> 
 
<!-- Il campo Tranport definisce i protocolli di trasporto e di sicurezza  
     utilizzati. 
--> 
    <tp:Transport tp:transportId="TraceTransport"> 
 
<!-- Il campo TransportSender, se presente, definisce la capacita di inviare  
     messaggi attraverso il protocollo specificato. 
--> 
        <tp:TransportSender> 
            <tp:TransportProtocol tp:version="1.1">HTTP</tp:TransportProtocol> 
            <tp:TransportClientSecurity> 
                <tp:TransportSecurityProtocol tp:version="3.0"> 
                    SSL 
                </tp:TransportSecurityProtocol> 
                <tp:ClientCertificateRef tp:certId="AziendaFilieraSigningCert"/> 
            </tp:TransportClientSecurity> 




        </tp:TransportSender> 
    </tp:Transport> 
 
<!-- Il campo DocExchange fornisce informazioni utili per lo scambio dei  
     messaggi e le proprietà del Message Service. 
--> 
    <tp:DocExchange tp:docExchangeId="TraceDocExchange"> 
        <tp:ebXMLSenderBinding tp:version="2.0"> 
 
<!-- In questo campo è possibile definire il numero di tentativi per l'invio di  
     un messaggio e l'intervallo tra un tentativo e l'altro (PT2H = Periodo di 2  
     ore) 
--> 
            <tp:ReliableMessaging> 
                <tp:Retries>5</tp:Retries> 
                <tp:RetryInterval>PT2H</tp:RetryInterval> 
                <tp:MessageOrderSemantics>Guaranteed</tp:MessageOrderSemantics> 
            </tp:ReliableMessaging> 
 
<!-- Qui è possibile inserire informazioni sui protocolli per la firma digitale. --> 
            <tp:SenderNonRepudiation> 
                <tp:NonRepudiationProtocol> 
                    http://www.w3.org/2000/09/xmldsig# 
                </tp:NonRepudiationProtocol> 
                <tp:HashFunction> 
                    http://www.w3.org/2000/09/xmldsig#sha1 
                </tp:HashFunction> 
                <tp:SignatureAlgorithm> 
                    http://www.w3.org/2000/09/xmldsig#dsa-sha1 
                </tp:SignatureAlgorithm> 
                <tp:SigningCertificateRef  
                    tp:certId="AziendaFilieraSigningCert"/> 
            </tp:SenderNonRepudiation> 
 
<!-- Qui è possibile inserire informazioni sui protocolli per il crittaggio dei  
     messaggi. 
--> 
            <tp:SenderDigitalEnvelope> 
                <tp:DigitalEnvelopeProtocol tp:version="2.0"> 
                    S/MIME 
                </tp:DigitalEnvelopeProtocol> 
                <tp:EncryptionAlgorithm>DES-CBC</tp:EncryptionAlgorithm> 
                <tp:EncryptionSecurityDetailsRef 
                    tp:securityId="AziendaFilieraSigningCert"/> 
            </tp:SenderDigitalEnvelope> 
        </tp:ebXMLSenderBinding> 




    tp:partyName="Coordinator" 
    tp:defaultMshChannelId="TraceChannel" 
    tp:defaultMshPackageId="TracePackaging"> 
    <tp:PartyId tp:type="urn:oasis:names:tc:ebxml-cppa:partyid-type:ean_ucc"> 
        3047264 
    </tp:PartyId> 
    <tp:PartyRef 
        xlink:type="simple" 
        xlink:href="http://www.coordinatore.com/info.xml"/> 
    <tp:CollaborationRole> 
        <tp:ProcessSpecification 
            tp:version="2.0a" 
            tp:name="ReceiveTraceability" 
            xlink:type="simple" 
            xlink:href="http://www.coordinatore.com/processes/TraceBPS.xml"/> 
        <tp:Role 
            tp:name="Coordinator" 
            xlink:type="simple"          
      xlink:href="http://www.coordinatore.com/processes/TraceBPS.xml#CoordinatorId"/> 
        <tp:ServiceBinding> 




            <tp:Service tp:type="anyURI">urn:TraceService</tp:Service> 
 
<!-- Questo campo è simile al CanSend utilizzato nel PartyId dell'attore  
     Responsabile ma serve per definire i messaggi che è possibile ricevere. 
--> 
            <tp:CanReceive> 
                <tp:ThisPartyActionBinding 
                    tp:id="Coordinaotr_RTD" 
                    tp:action="Receive Trace Document Action" 
                    tp:packageId="TraceDocumentPackage"> 
                    <tp:BusinessTransactionCharacteristics 
                        tp:isNonRepudiationRequired="true" 
                        tp:isNonRepudiationReceiptRequired="true" 
                        tp:isConfidential="transient" 
                        tp:isAuthenticated="persistent" 
                        tp:isTamperProof="persistent" 
                        tp:isAuthorizationRequired="true" 
                        tp:timeToAcknowledgeReceipt="PT2H" 
                        tp:timeToPerform="P1D"/> 
                    <tp:ActionContext 
                        tp:binaryCollaboration="Receive Trace Document" 
                        tp:businessTransactionActivity="Receive Trace Document" 
                    tp:requestOrResponseAction="Receive Trace Document Action"/> 
                    <tp:ChannelId>TraceChannel</tp:ChannelId> 
                </tp:ThisPartyActionBinding> 
            </tp:CanReceive> 
        </tp:ServiceBinding> 
    </tp:CollaborationRole> 
    <tp:Certificate tp:certId="CoordinatorSigningCert"> 
        <ds:KeyInfo> 
            A6VCsfd9T...FD678sd 
        </ds:KeyInfo> 
    </tp:Certificate> 
    <tp:DeliveryChannel 
        tp:channelId="TraceChannel" 
        tp:transportId="TraceTransport" 
        tp:docExchangeId="TraceDocExchange"> 
        <tp:MessagingCharacteristics 
            tp:syncReplyMode="mshSignalsOnly" 
            tp:ackRequested="always" 
            tp:ackSignatureRequested="always" 
            tp:duplicateElimination="always" 
            tp:actor="urn:oasis:names:tc:ebxml-msg:actor:nextMSH"/> 
    </tp:DeliveryChannel> 
    <tp:Transport tp:transportId="TraceTransport"> 
        <tp:TransportReceiver> 
            <tp:TransportProtocol tp:version="1.1">HTTP</tp:TransportProtocol> 
            <tp:Endpoint 
                tp:uri="http://Inspiron:8080/msh/" 
                tp:type="allPurpose"/> 
            <tp:TransportServerSecurity> 
                <tp:TransportSecurityProtocol tp:version="3.0"> 
                    SSL 
                </tp:TransportSecurityProtocol> 
                <tp:ServerCertificateRef tp:certId="CoordinatorSigningCert"/> 
            </tp:TransportServerSecurity> 
        </tp:TransportReceiver> 
    </tp:Transport> 
    <tp:DocExchange tp:docExchangeId="TraceDocExchange"> 
        <tp:ebXMLReceiverBinding tp:version="2.0"> 
            <tp:ReliableMessaging> 
                <tp:Retries>5</tp:Retries> 
                <tp:RetryInterval>PT2H</tp:RetryInterval> 
                <tp:MessageOrderSemantics>Guaranteed</tp:MessageOrderSemantics> 
            </tp:ReliableMessaging> 
            <tp:ReceiverNonRepudiation> 
                <tp:NonRepudiationProtocol> 
                    http://www.w3.org/2000/09/xmldsig# 
                </tp:NonRepudiationProtocol> 
                <tp:HashFunction> 




                    http://www.w3.org/2000/09/xmldsig#sha1 
                </tp:HashFunction> 
                <tp:SignatureAlgorithm> 
                    http://www.w3.org/2000/09/xmldsig#dsa-sha1 
                </tp:SignatureAlgorithm> 
                <tp:SigningSecurityDetailsRef  
                    tp:certId="AziendaFilieraSigningCert"/> 
            </tp:ReceiverNonRepudiation> 
            <tp:ReceiverDigitalEnvelope> 
                <tp:DigitalEnvelopeProtocol tp:version="2.0"> 
                    S/MIME 
                </tp:DigitalEnvelopeProtocol> 
                <tp:EncryptionAlgorithm>DES-CBC</tp:EncryptionAlgorithm> 
                <tp:EncryptionCertificateRef 
                    tp:certId="CoordinatorSigningCert"/> 
            </tp:ReceiverDigitalEnvelope> 
        </tp:ebXMLReceiverBinding> 
    </tp:DocExchange> 
</tp:PartyInfo> 
 
<!-- È possibile definire i Content Type che costituiscono i messaggi --> 
<tp:SimplePart tp:id="SP1" tp:mimetype="text/xml"/> 
<tp:SimplePart tp:id="SP2" tp:mimetype="*/xml"/> 
 
<!-- Il campo Packaging evidenzia le varie componenti del messaggio SOAP da  
     inviare 
--> 
<tp:Packaging tp:id="TracePackaging"> 
    <tp:ProcessingCapabilities tp:generate="true" tp:parse="true"/> 
 
<!-- Il campo CompositeList indica come combinare i SimplePart --> 
    <tp:CompositeList> 
 
<!-- Encapsulation contiene un campo crittato che, nel nostro caso, è il  
     messaggio di tracciabilità che è di tipo SP1 ed un altro messaggio che  
     viene utilizzato per le informazioni sulla qualità sempre di tipo SP1  
    (text/xml) 
--> 
        <tp:Encapsulation 
            tp:id="EP1" 
            tp:mimetype="text/xml" 
            tp:mimeparameters="smime-type=&quot;enveloped-data&quot;"> 
            <Constituent tp:idref="SP1"/> 
            <Constituent tp:idref="SP1"/> 
        </tp:Encapsulation> 











Schema XML del Business Process 
 
<ProcessSpecification name="Simple" version="1.1"> 
 <BusinessDocument name="SendTraceability"/> 
 <Package name="TracePackaging"> 
  <BinaryCollaboration name="Send Trace Document"> 
   <InitiatingRole name="TraceActor"/> 
   <RespondingRole name="Coordinator"/> 
   <BusinessTransactionActivity name="Send" 
 businessTransaction="Send" 
 fromAuthorizedRole="TraceActor"  
 toAuthorizedRole="Coordinator" 
 isConcurrent="true"/> 
  </BinaryCollaboration> 
 
  <BusinessTransaction name="Send" 
 isGuaranteedDeliveryRequired="true"> 




    <DocumentEnvelope isPositiveResponse="true" 
     isConfidential="true" 
 isTamperProof="true"  
 isAuthenticated="true" 
 businessDocument="SendTraceability"/> 
   </RequestingBusinessActivity> 




   </RespondingBusinessActivity> 



















DROP DATABASE if exists trace; 
CREATE DATABASE trace; 
 
# 
# Table structure for table ATTORE_RESPONSABILE 
# 
CREATE TABLE ATTORE_RESPONSABILE ( 
  ATTORE_RESP_ID   int unsigned NOT NULL auto_increment,  
  RAGIONE_SOCIALE   varchar(64) default NULL, 
  RECAPITO     varchar(64) default NULL, 
  CAP     varchar(6) default NULL, 
  CITTA    varchar(32) default NULL, 
  TELEFONO    varchar(16) default NULL, 
  FAX     varchar(16) default NULL, 
  EMAIL    varchar(32) default NULL, 
  PREFISSO_AZIENDA  varchar(7) NOT NULL, 
 UNIQUE (PREFISSO_AZIENDA), 




# Table structure for table SITO 
# 
CREATE TABLE SITO ( 
  SITO_ID     int unsigned NOT NULL auto_increment, 
  ATTORE_RESP_ID   int unsigned NOT NULL, 
  DESCRIZIONE    varchar(64) default NULL, 
  INDIRIZZO     varchar(64) default NULL, 
  CAP     varchar(6) default NULL, 
  CITTA    varchar(32) default NULL, 
  CODICE_SITO    varchar(5) NOT NULL, 
 UNIQUE(ATTORE_RESP_ID,CODICE_SITO), 




# Table structure for table LOTTO 
# 
CREATE TABLE LOTTO ( 
  LOTTO_ID     varchar (40) binary NOT NULL, 
  CODICE_LOTTO   varchar(128) NOT NULL, 
  SITO_ID     int unsigned NOT NULL, 
  DATA_GENERAZ    datetime NOT NULL,   
  DESCRIZIONE    varchar(255) default NULL, 
  MESS_SERVIZIO    varchar(255) default NULL, 
  PRIMARY KEY  (LOTTO_ID), 
  INDEX(ATTORE_RESP_ID) 
) TYPE=InnoDB; 
 





# Table structure for table CAMBIO_RESPONSABILITA 
# 
CREATE TABLE CAMBIO_RESPONSABILITA ( 
  ATTORE_RESP_ID   int unsigned NOT NULL, 
  CODICE_LOTTO   varchar(128) NOT NULL, 
  DATA_CESSIONE   datetime default NULL, 
  SITO_CESSIONE_ID   int unsigned default NULL, 
  DATA_ACQUISIZIONE   datetime default NULL, 
  SITO_ACQUISIZIONE_ID int unsigned default NULL, 
  TRASFORMAZIONE_ID   bigint unsigned NOT NULL, 




# Table structure for table ASSOCIAZIONE_LOTTI 
# 
CREATE TABLE ASSOCIAZIONE_LOTTI ( 
  LOTTO_PREC_ID    varchar (40) binary NOT NULL, 
  TRASFORMAZIONE_ID   bigint unsigned NOT NULL, 
  LOTTO_SUCC_ID   varchar (40) binary NOT NULL, 
 UNIQUE(LOTTO_PREC_ID,LOTTO_SUCC_ID), 




# Table structure for table MISURAZIONI_LOTTO 
# 
CREATE TABLE M`ISURAZIONI_LOTTO  `( 
  L`OTTO_ID  `   varchar (40) binary NOT NULL, 
  T`IPO_MISURAZIONE_ID  ` int unsigned NOT NULL, 
  M`ISURAZIONE  `   double default NULL, 
  PRIMARY KEY  (LOTTO_ID,TIPO_MISURAZIONE_ID), 




# Table structure for table TRASFORMAZIONE 
# 
CREATE TABLE TRASFORMAZIONE ( 
  TRASFORMAZIONE_ID   bigint unsigned NOT NULL, 
  SITO_ID    int unsigned NOT NULL, 
  DATA_INIZIO    datetime default NULL, 
  DURATA     int default NULL, 
  DESCRIZIONE    varchar(255) default NULL, 
  MESS_SERVIZIO    varchar(255) default NULL, 
  PRIMARY KEY  (TRASFORMAZIONE_ID), 




# Table structure for table MISURAZIONI_TRASFORMAZIONE 
# 
CREATE TABLE MISURAZIONI_TRASFORMAZIONE ( 
  TRASFORMAZIONE_ID   bigint unsigned NOT NULL, 
  TIPO_MISURAZIONE_ID  int unsigned NOT NULL, 
  MISURAZIONE    double unsigned default NULL, 
  PRIMARY KEY  (TRASFORMAZIONE_ID,TIPO_MISURAZIONE_ID), 




# Table structure for table DESCRIZIONE_MISURAZIONE 
# 
CREATE TABLE DESCRIZIONE_MISURAZIONE ( 
  TIPO_MISURAZIONE_ID  int unsigned NOT NULL auto_increment, 
  UNITA     varchar(32) default NULL, 
  SEMANTICA    varchar(64) default NULL, 
 UNIQUE(UNITA,SEMANTICA),  
 PRIMARY KEY  (TIPO_MISURAZIONE_ID) 
) TYPE=InnoDB; 
 





# Foreign Keys 
# 
 
ALTER TABLE SITO 
ADD CONSTRAINT cAttore FOREIGN KEY (ATTORE_RESP_ID)  
REFERENCES ATTORE_RESPONSABILE(ATTORE_RESP_ID) 
ON DELETE CASCADE; 
 
ALTER TABLE MISURAZIONI_LOTTO 
ADD CONSTRAINT cMisLot FOREIGN KEY (TIPO_MISURAZIONE_ID)  
REFERENCES DESCRIZIONE_MISURAZIONE(TIPO_MISURAZIONE_ID) 
ON DELETE CASCADE; 
 
ALTER TABLE MISURAZIONI_TRASFORMAZIONE 
ADD CONSTRAINT ckMisTrasf FOREIGN KEY (TIPO_MISURAZIONE_ID)  
REFERENCES DESCRIZIONE_MISURAZIONE(TIPO_MISURAZIONE_ID) 
ON DELETE CASCADE; 
 
ALTER TABLE TRASFORMAZIONE 
ADD CONSTRAINT cTrasformazione FOREIGN KEY (SITO_ID)  
REFERENCES SITO(SITO_ID) 
ON DELETE CASCADE; 
 
ALTER TABLE LOTTO 
ADD CONSTRAINT cLocazLotto FOREIGN KEY (SITO_ID)  
REFERENCES SITO(SITO_ID) 
ON DELETE CASCADE; 
 
ALTER TABLE MISURAZIONI_LOTTO 
ADD CONSTRAINT cMisLot2 FOREIGN KEY (LOTTO_ID)  
REFERENCES LOTTO(LOTTO_ID) 
ON DELETE CASCADE; 
 
ALTER TABLE MISURAZIONI_TRASFORMAZIONE 
ADD CONSTRAINT cMisTrasf2 FOREIGN KEY (TRASFORMAZIONE_ID)  
REFERENCES TRASFORMAZIONE(TRASFORMAZIONE_ID) 
ON DELETE CASCADE; 
 
ALTER TABLE CAMBIO_RESPONSABILITA 
ADD CONSTRAINT cCambioResp FOREIGN KEY (ATTORE_RESP_ID)  
REFERENCES ATTORE_RESPONSABILE(ATTORE_RESP_ID) 
ON DELETE CASCADE; 
 
ALTER TABLE ASSOCIAZIONE_LOTTI 
ADD CONSTRAINT cAssLot FOREIGN KEY (TRASFORMAZIONE_ID)  
REFERENCES TRASFORMAZIONE(TRASFORMAZIONE_ID) 






ALTER TABLE LOTTO 
ADD INDEX (CODICE_LOTTO); 
 
ALTER TABLE ATTORE_RESPONSABILE 
ADD INDEX (PRESFISSO_AZIENDA); 
 
ALTER TABLE SITO 
ADD INDEX (CODICE_SITO); 
 
ALTER TABLE DESCRIZIONE_MISURAZIONE 
ADD INDEX (SEMANTICA,UNITA); 
 
ALTER TABLE ASSOCIAZIONE_LOTTI 
ADD INDEX (LOTTO_SUCC_ID); 





Appendice F  
 




• Tomcat 5.0    http://jakarta.apache.org/tomcat/ 
• MySQL 4.0.18    http://www.mysql.com/ 
• Java SDK 1.4.2_04   http://java.sun.com/j2se/1.4.2/download.html 
• Hermes Message Service Handler http://www.freebxml.org/msh.htm 
 
Installazione: 
L’installazione delle applicazioni prevede una struttura come quella mostrata in Figura 71. È 
necessaria la presenza di: 
• Server msh: ne sono necessari almeno due. Essi si occupano della comunicazione, mediante 
il protocollo ebXML SOAP, tra gli attori della filiera ed il coordinatore. Essi richiedono 
dell’installazione di Tomcat per l’esecuzione servlet Hermes Message Service Handler e di 
MySQL per l’archiviazione delle intestazioni dei messaggi ricevuti, utile al funzionamento 
dello stesso MSH. Lo stesso Tomcat necessita del pacchetto Java SDK o JRE (versione 
1.4.1 o superiore). 
• Client per le Aziende: Necessitano ognuno dell’applicazione java ClientTrace e 
l’installazione del pacchetto Java SDK o JRE per l’esecuzione di classi Java. Sono inoltre 
necessarie le API di Hermes Message Service Handler per la costruzione e l’invio dei 
messaggi. 
• Server per il Coordinatore: si occupa dell’elaborazione dei messaggi ricevuti e necessita 
dell’applicazione Coordinator fornita nel pacchetto. I requisiti software sono gli stessi del 
client per le aziende. 
• Base di Dati: è un server per la gestione dei dati (archiviazione, ricerca, ecc.). Necessita 
dell’installazione di MySQL. 
 




Per il test sono comunque sufficienti due soli pc: 
• Un pc per l’invio dei messaggi: contiene almeno due applicazioni dette ClientTrace 
opportunamente configurate per l’invio dei messaggi di tracciabilità. Ogni applicazione 
simula un’azienda. Questa postazione deve inoltre implementare un Server msh e necessita 
pertanto anche di Tomcat. 
• Un pc per la ricezione e l’archiviazione dei messaggi: rappresenta il coordinatore e contiene 
un’istanza dell’applicazione Coordinator, di MySQL per l’archiviazione e di Tomcat per 
l’esecuzione della servlet msh. 
 
 
Figura 71 - Topologia della rete 
 




Installazione di Tomcat e mysql: 
Per installare questi due software sono sufficienti le indicazioni fornite insieme alle applicazioni 
e facilmente reperibili dal web. 
Per quanto riguarda la configurazione di mysql all’interno del coordinatore le operazioni da 
compiere sono: 
- Creare un utente con diritti per la creazione, la manipolazione, l’inserimento e l’estrazione 
dalle tabelle del database per la tracciabilità, come mostra il seguente script: 
 
INSERT INTO USER (Host, User, Password, Select_priv, Insert_priv,  
   Update_priv, Delete_priv,  Alter_priv, Grant_priv) 
VALUES ('localhost', 'trace', password('trace'), 'Y', 'Y', 'Y', 




GRANT CREATE,DROP,SELECT,INSERT,UPDATE,DELETE,ALTER ON trace.* 
TO trace@localhost IDENTIFIED BY 'trace'; 
 
- Eseguire lo script trace_db.sql (fornito all’interno dell’applicazione coordinatore), per la 
creazione di tutte le tabelle. 
 
Installazione e configurazione di msh: 
È possibile scaricare tutta la documentazione necessaria e il pacchetto completo di tutte le 
applicazioni dal sito www.freeebxml.org. 
La servlet msh deve essere istallata all’interno di un server web (con installato tomcat e mysql). 
Essa rappresenterà l’end point per le applicazioni che inviano o ricevono messaggi. 
 
Al primo avvio di tomcat sul server viene creato un database di nome msh utilizzato dalla 
servlet per gestire i messaggi. 
 
Installazione e configurazione di ClientTrace: 
Per il funzionamento di ClientTrace è necessario: 
- Installare java SDK o JRE (versione 1.4.1 o superiore), 
- Configurare il file msh_client.properties.xml con il corretto endpoint della servlet msh 
che serve le aziende, come spiegato nella documentazione di Hermes Message Service 
Handler. 




- Configurare il file config.xml con tutte le informazioni dell’azienda quali fornitori, 
clienti, siti e tipologie di misurazioni utilizzate comprensive di unità di misura e 
semantica. 
Questo file ha la seguente struttura: 
• config: è l’elemento di root. Possiede gli attributi code contentente il prefisso 
dell’azienda e name contenente la ragione sociale. 
 ActorList: è il primo figlio di config. Possiede una lista di elementi Actor, 
ognuno dei quali possiede gli attributi code e name dello stesso tipo di quelli 
usati per l’elemento di root. Esiste un altro attributo contenente il tipo di partner 
(type). Il partner può essere fornitore (supplier), cliente (customer) o entrambi 
(supplier-customer). 
 SiteList: è anch’esso figlio di root. Possiede una lista di elementi Site, ognuno di 
essi contiene gli attributi code e name. L’attributo code rappresenta il codice del 
sito, mentre name indica il nome assegnato al sito. 
 MeasureTypeList: è l’ultimo figlio di root. Possiede una lista di Measure. 
Ognuno di questi elementi possiede gli attributi unit e semantic che 
rappresentano l’unità di misura e la semantica rispettivamente. 
Qui di seguito viene presentato un piccolo esempio di file di configurazione: 
 
<config code="P654012" name="Pasta and Co"> 
    <ActorList> 
        <Actor code="0000000" name="NATURA" 
type="supplier-customer"/> 
        <Actor code="B103482" name="Azienda Agricola Ballarini" 
type="supplier"/> 
        <Actor code="S745810" name="Azienda Agricola La Spiga" 
type="supplier"/> 
        <Actor code="R901232" name="Rossi Uova" type="customer"/> 
    </ActorList> 
    <SiteList> 
        <Site code="03100" name="Reparto Miscelazione"/> 
        <Site code="03200" name="Reparto Confezionamento"/> 
        <Site code="03300" name="Magazzino UNO"/> 
    </SiteList> 
    <MeasureTypeList> 
        <Measure unit="Kg" semantic="Peso"/> 
        <Measure unit="g" semantic="Peso"/> 
        <Measure unit="C" semantic="Temperatura"/> 
        <Measure unit="Kg/ha" semantic="Quantita per ettaro"/> 
        <Measure unit="%" semantic="Acqua"/> 
        <Measure unit="min" semantic="Tempo di macinazione"/> 
    </MeasureTypeList>     
</config> 
 




Installazione e configurazione di Coordinator: 
Per il funzionamento di Coordinator occorre: 
- Installare java SDK o JRE (versione 1.4.1 o superiore), 
- Configurare il file msh_client.properties.xml con il corretto endpoint della servlet msh 
che serve il coordinatore, come spiegato nella documentazione di Hermes Message 
Service Handler. 
- Configurare correttamente mysql eseguendo lo script trace_db.sql. 
 
Installazione e configurazione del sito web: 
Per l’installazione del sito web è necessario: 
- Installare Tomcat per la gestione delle pagine JSP. 
- Installare MySQL per la gestione degli account degli utenti solo se gli account sono 
gestiti nello stesso server. 
- Configurare correttamente mysql eseguendo lo script mydb.sql contenuto nella cartella 
del sito web per la creazione delle tabelle che conterranno gli account degli utenti del 
sistema. 
- Configurare il codice della pagina servizi.jsp modificando gli script per l’accesso al 
database degli account con l’indirizzo del relativo database, l’utente e la relativa 
password. 
- Configurare il codice della pagina servizi.jsp modificando gli script per l’accesso al 
database per la tracciabilità con il corretto indirizzo del database, con l’utente e la 
relativa password. 
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È l’acronimo del termine inglese Application Identifier. Si tratta di prefissi standard 
utilizzati per comunicare inequivocabilmente al sistema del cliente e del fornitore il 
significato dell’informazione che li segue nonché il suo formato. Attraverso l’uso degli 
AI è possibile codificare in modo univoco le informazioni fornendo così uno strumento 
accurato, sicuro e affidabile per la gestione della filiera. Questi AI vengono utilizzati 
all’interno dei codici EAN/UCC-128. 
API 
API (Application Program Interface), indica l’insieme delle procedure disponibili al 
programmatore e raggruppate a formare una serie di strumenti specifici per un 
determinato compito. 
Attore responsabile 
Azienda che ha la responsabilità di un particolare lotto, in un certo sito ed per un 
determinato periodo tempo. 
Autorità sanitaria 
È l’autorità responsabile dei controlli di qualità. Il suo ruolo, di fondamentale 
importanza, è quello di controllare l’idoneità dei prodotti alla vendita, mediante analisi 
dei flussi ed ispezioni sul luogo. Ha inoltre il dovere di identificare ed isolare eventuali 
situazioni pericolose per il consumatore. 
Azienda agroalimentare 
Ogni soggetto pubblico o privato, con o senza fini di lucro, che esercita una o più delle 
seguenti attività: la produzione, compresa quella primaria, la preparazione , la 
trasformazione, la fabbricazione, il confezionamento, il deposito, il trasporto, la 
distribuzione, la manipolazione, la vendita o la fornitura, compresa la somministrazione 
di prodotti alimentari. 
B2B 
È l’acronimo del termine business to business, indica tutte quelle iniziative tese a 
integrare l’attività commerciale di un’azienda con quella dei propri clienti o dei propri 
fornitori. 





Sono i documenti scambiati fra le aziende all’interno delle transazioni. Questi 
documenti sono specifici per determinati contesti di business e sono composti da 
componenti elementari detti Core Component. 
Business Message 
Sono i messaggi scambiati fra le aziende all’interno di una collaborazione di business. 
Business Process 
È uno schema che fornisce la semantica, gli elementi e le proprietà per definire 
collaborazioni B2B. 
Business Service Interface 
Descrive il modo in cui una società è in grado di eseguire le transazioni necessarie nel 
suo processo di business. Inoltre include le tipologie di messaggi supportati e i protocolli 
sopra cui questi viaggiano. 
Collaboration Protocol Agreement 
Il Collaboration Protocol Agreement (CPA) definisce le potenzialità  messe a 
disposizione dalle due controparti, sulle quali esse devono trovarsi in accordo prima di 
impegnarsi nelle transazioni descritte dallo stesso CPA. Il CPA è indipendente dai 
particolari processi interni attuati da ciascuna parte. 
Collaboration Protocol Profile 
Il Collaboration Protocol Profile (CPP) definisce le potenzialità ed i modi in cui una 
parte può impegnarsi in business elettronico con altre parti. Queste potenzialità sono sia 
tecnologiche (protocolli di messaggistica e di comunicazione supportati) sia 
commerciali (quali Business Collaboration sono supportate). 
Core Component 
Sono i componenti elementari utilizzati per la costruzione dei documenti di business. 
Core Library 
È un insieme di componenti elemtari che possono essere utilizzati nella specifica dei 
documenti ebXML. 
DTD 
La DTD (Document Type Definition) rappresenta la struttura formale di un documento 
XML. La DTD può essere inclusa nel documento stesso oppure referenziata come 
risorsa esterna.  
DUNS, UN/SPSC 
Standard di codifica alternativo ad EAN/UCC, sviluppato soprattutto in USA e Canada. 





Standard per la codifica univoca di aziende, siti e prodotti a livello mondiale. 
EAN/UCC-128 
È la codifica offerta dallo standard EAN/UCC specifica per la tracciabilità. Essa può 
essere lunga fino a 128 caratteri codificabili con semplici codici a barre. Tramite l’uso 
degli AI permette la concatenazione di numerose informazioni riguardanti il lotto quali 
il peso, i paesi di transito, l’azienda di responsabilità ecc. 
ebXML 
È un insieme modulare di specifiche che consente alle aziende di gestire la propria 
attività via Internet. La specifica ebXML fornisce alle aziende un metodo comune e 
automatico per lo scambio di messaggi aziendali, la gestione di rapporti commerciali e 
la comunicazione di dati, utilizzando termini comuni, definendo e registrando processi 
aziendali quali l’evasione degli ordini, la spedizione e la fatturazione. 
Filiera 
Insieme definito delle organizzazioni o degli operatori che concorrono alla formazione, 
distribuzione, commercializzazione e fornitura di un prodotto. Il termine di filiera 
individua, in questo contesto, tutte le attività ed i flussi che hanno rilevanza critica per le 
caratteristiche del prodotto. 
Flusso 
Percorso che rappresenta la vita del lotto permettendo di recuperare tutte le informazioni 
allegate, quali quelle inerenti la locazione e la qualità. 
GLN 
Global Location Number, codice EAN/UCC per identificare le aziende. 
GTIN 
Global Trade Item Number, codice EAN/UCC per identificare un unità 
consumatore/imballo. 
Lotto 
Una qualunque massa di prodotto identificabile in maniera univoca in precisi punti della 
filiera. 
Nodo di coordinamento 
È il capo-filiera, ovvero il responsabile del mantenimento e della gestione dei flussi dei 
lotti. Ha il compito di coordinare e gestire le informazioni fornitegli dalle aziende. 
 
 





OASIS (Organization for the Advancement of Structured Information Standards) è un 
consorzio globale, non-profit che guida lo sviluppo, la convergenza e l’adozione di 
standard per l’e-business. 
OASIS produce standard a livello mondiale per la sicurezza, Web Service, conformità  
XML, transazioni business, pubblicazioni elettroniche, topic maps ed interoperabilità  
tra e all’interno dei mercati. 
Organismo di certificazione 
È un elemento indispensabile per la certificazione della qualità dei prodotti. La sua 
azione può valorizzare le produzioni agroalimentari delle varie aziende fornendo inoltre 
garanzie per il consumatore. 
Processo informativo 
Insieme organico delle informazioni qualitative e quantitative afferenti al sistema 
aziendale che sono raccolte ai fini conoscitivi. 
Registry/Repository 
È un contenitore pubblico per modelli di processo, vocabolari e profili dei partner. Può 
essere implementato con un server centrale. 
RFID 
È l’acronimo del termine inglese Radio Frequency IDentification. È una tecnologia di 
identificazione automatica che impiega la radiofrequenza. Esso è composto da 
un’etichetta, un dispositivo di lettura/scrittura, un software che sia in grado di convertire 
le informazioni. Grazie ad un microchip applicato sull’etichetta, è possibile 
memorizzare numerose informazioni. 
Rintracciabilità 
Processo inverso a quello di tracciabilità che permette di risalire da valle a monte alle 
informazioni distribuite lungo la filiera. 
Tracciabilità  
Processo informativo che segue il prodotto da monte a valle della filiera. 
Trading Partner Agreement 
Specifica i parametri necessari per l’interfacciamento delle due aziende.  È costituito da 
due tipi di documenti:  il Collaboration Protocol Profile (CPP) che specifica il profilo 
delle società e il Collaboration Protocol Agreement (CPA) che descrive i protocolli 
scelti per la transazione fra i partner. 
 




Transport and Routing Layer 
È un livello della piattaforma ebXML che si occupa della trasmissione dei messaggi 
scambiati tra i partner. 
Sito 
Sono locazioni fisiche in cui può transitare, essere trasformato o depositato un lotto di 
prodotto. Con questo termine si intendono magazzini, reparti di lavorazione, uffici, sedi 
amministrative,  ecc. 
SOAP  
È un protocollo progettato per lo scambio di informazione strutturata e tipizzata in 
ambienti distribuiti e decentrati. 
SSCC 
Serial Shipping Container Code, codice EAN/UCC per identificare un unità logistica. 
Unità consumatore/imballo 
Unità per le quali esiste la necessità di recuperare informazioni predefinite e che 
possono essere riutilizzate per stabilire il prezzo dell’unità, ordinarla o fatturarla in 
qualsiasi punto della filiera. 
UN/CEFACT 
UN/CEFACT (United Nations Centre for Trade Facilitation and Electronic Business) 
supporta attività  dedite al miglioramento della possibilità  di business, commercio, 
organizzazioni governative ed amministrative, a partire da economie sviluppate, in corso 
di sviluppo o di transizione fino a prodotti di scambio e servizi effettivamente rilevanti. 
Il suo principale interesse è facilitare le transazioni internazionali, attraverso la 
semplificazione ed armonizzazione dei flussi di procedure ed informazioni, 
contribuendo così alla crescita del commercio globale. 
Unità logistica 
Entità non divisibile assemblata per il trasporto o per lo stoccaggio. 
URI 
URI (Uniform Resource Identifier), è una stringa utilizzata per identificare in modo 
univoco una risorsa in Internet. 
W3C 
Il W3C (World Wide Web Consortium) è un consorzio internazionale di imprese, 
ospitato congiuntamente da Massachusetts Institute of Technology Laboratory for 
Computer Science (MIT/LCS) negli Stati Uniti, Institut National de Recherche en 
Informatique et en Automatique (INRIA) in Europa, Keio University Shonan Fujisawa 
Campus in Giappone. Il W3C, finanziato dai membri, è senza fini di lucro, e opera con 




tutta la comunità per produrre specifiche e software di riferimento reso disponibile 
gratuitamente in tutto il mondo. 
XML 
XML (eXtensible Markup Language) è un metalinguaggio per definire nuovi linguaggi 
basati su tag, progettato per lo scambio e l’interusabilità di documenti strutturati su 
Internet. 
XML Namespace 
XML Namespace è un insieme di nomi (nameset), caratterizzati da un URI di 
riferimento, utilizzati come elementi o attributi. Ogni nameset ha associato un prefisso 
che lo identifica, e quindi i tag sono individuati univocamente specificando il prefisso e 
il nome “locale”. 
XML Schema 
Gli XML Schema hanno le stesse funzionalità delle DTD, ma offrono alcuni 
significativi vantaggi. Essi infatti sono espressi con la sintassi XML ed includono tipi di 
dati complessi, vincoli sui valori, ereditarietà, regole di combinazione fra schemi. 
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