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Resumen— En este artículo se presenta la descripción 
y los resultados de la implementación en hardware del 
algoritmo criptográfico Threefish en su proceso de cifra-
do. La implementación se realizó usando la arquitectu-
ra de ronda iterativa sobre la Field Programmable Gate 
Array (FPGA) Virtex-5 presente en el sistema de desarro-
llo XUPV5-LX110T. Los resultados posteriores al place 
and route muestran que el diseño Threefish-256 de ron-
da iterativa tiene un throughput de 551Mbps.
Palabras claves— Criptografía, diseño síncrono, FPGA, 
Threefish, VHDL.
Abstract— This article presents both the description 
and results of the Threefish cryptographic algorithm 
hardware implementation for encryption process.  The 
implementation of the algorithm was performed by 
using the iterative round architecture on the FPGA (Field 
Programmable Gate Array) Virtex-5 present in the deve-
lopment system XUPV5-LX110T. Place and route results 
show that the design Threefish-256 iterative round has a 
throughput of 551Mbps.
Keywords— Cryptographic, FPGA, synchronous design, 
Threefish, VHDL.
1. INTRODUCCIÓN
Las funciones hash son primitivas criptográ-
ficas que toman un mensaje y producen una re-
presentación sintetizada o mensaje resumido [1], 
[2]. Estas funciones fueron creadas inicialmente 
para generar firmas digitales de manera eficiente 
y segura, sin embargo, actualmente son utilizadas 
en muchas aplicaciones que, por ejemplo, buscan 
proteger la información al inicio de sesión con 
contraseña o para asegurar la conexión a páginas 
web y para administración de claves de cifrado, 
entre otras.
En años recientes, la seguridad de las fun-
ciones hash más utilizadas, SHA-0, SHA-1, SHA-
256 y SHA-512, han presentado deficiencias. 
Los ataques conocidos contra SHA-1 aún no son 
prácticos, pero se ha demostrado que se puede 
romper la seguridad en al menos 269 operacio-
nes, mientras que un ataque de fuerza bruta re-
quiere unas 280 operaciones [3]. Para enfrentar 
una situación indeseable, el National Institute of 
Standard an Statistics (NIST) de Estados Unidos 
convocó un concurso de diseño en el año 2008 
para la siguiente generación de funciones hash, 
SHA-3 [4],[5] cuyos resultados fueron entregados 
en octubre del año 2012, presentando a Keccak 
como el ganador. 
Skein fue seleccionado como uno de los cinco 
finalistas de la competencia del NIST, su diseño 
se basa en un cifrador de bloque conocido como 
Threefish, el cual está definido para tres diferen-
tes tamaños de bloque, 256, 512 o 1024 bits, y 
permite modos de operación tanto secuencial 
como paralelo. Este trabajo se centra en el dise-
ño y análisis del desempeño de la implementa-
ción iterativa de una sola ronda de Threefish. En 
la sección dos se realiza una breve descripción 
del mismo cifrador de bloque. Posterior a esto, 
se describe la implementación de Threefish en la 
FPGA Virtex-5 XUPV5-LX110TFF136 de Xilinx [6], 
[7] para finalmente, presentar el análisis de los 
resultados en la sección cuatro.
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2. CIFRADOR DE BLOQUE THREEFISH
2.1. Especificación del algoritmo
Threefish es un cifrador de bloque ajustable [8] 
que actúa como núcleo de la función hash Skein. 
La función hash Skein [9] opera solamente con 
palabras sin signo de 64 bits y está definido para 
ser implementado en tres diferentes tamaños de 
bloque: 256 bits, 512 bits o 1024 bits. El algorit-
mo toma como argumentos la clave de cifrado, K, 
el Tweak, T, y el texto plano, P. La clave, es del 
mismo tamaño que el texto plano, y el tamaño de 
la entrada adicional (conocida como tweak) es de 
128 bits para todos los tamaños de bloque. La 
función de la entrada tweak es proporcionar varia-
bilidad y permitir nuevos modos de funcionamien-
to [8]. El valor de tweak tiene algunas restriccio-
nes dependiendo del tipo de bloque que se esté 
procesando, ver Figura 9 y tabla 5 de [2]. Todas 
las entradas se convierten a palabras de 64 bits. 
El número de palabras,Nw, y el número de rondas, 
Nr, están definidas en función del tamaño de blo-
que tal como se relaciona en la Tabla I.
TABLA I
NÚMERO DE RONDAS EN FUNCIÓN DE LOS TAMAÑOS DE BLOQUES







No. de Palabras Nw 4 8 16
No. de Rondas Nr 72 72 80
Fuente: the skein hash function family [2].
El núcleo de Threefish consta de una función 
simple de mezcla no-lineal llamada MIX, que ope-
ra con dos palabras de 64 bits. Cada función MIX 
está compuesta por una suma (⊞), una operación 
or exclusiva (⊕) y una rotación (≪) que contiene 
como parámetro una constante (Rr,i) especificada 
en la Tabla II. La Fig. 1 ilustra la manera en que las 
funciones MIX permuten, y la suma de subclaves 
se utilizan para construir Threefish-256, el cual 
se ejecuta en 72 rondas como se especifica en la 
Tabla I. Cada ronda consta de dos funciones MIX 
seguidas de una permutación de cuatro palabras 
de 64 bits. 
Fig. 1. RESUMEN DE DOS RONDAS DEL ALGORITMO THREEFISH-256
Fuente: adaptado de [10].
Threefish maneja una lista de subclaves que 
son adicionadas cada 4 rondas, como se especi-
fica en [2]. Para crear esta lista se requieren dos 
palabras adicionales de 64 bits, las cuales garan-
tizan que ninguna de las subclaves tenga todos 
sus bits en cero [2]. La palabra de clave adicional 
se obtiene después aplicar la operación XOR entre 
todas las palabras de clave,  
con la constante C240 y la palabra de tweak adicio-
nal se calcula mediante la operación XOR entre 
las dos palabras de tweak, T=(t0,t1) (Fig. 2, proce-
so 2). Cada subclave está formada por una combi-
nación de una de las palabras de clave extendida, 
, dos de las tres palabras 
de tweak extendidas, Text=(t0,t1,t2) y el número de 
subclave (Fig. 2, proceso 3, 4 y 5) según las rela-
ciones definidas en [2]. 
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Fig. 2. DIAGRAMA DE FLUJO KEYSCHEDULE
Fuente: autores del proyecto.
TABLA II  
CONSTANTES DE ROTACIÓN Rd,j POR CADA Nw
Nw 4 8 16
j
d
0 1 0 1 2 3 0 1 2 3 4 5 6 7
0 14 16 46 36 19 37 24 13 8 47 8 17 22 37
1 52 57 33 27 14 42 38 19 10 55 49 18 23 52
2 23 40 17 49 36 39 33 4 51 13 34 41 59 17
3 5 37 44 9 54 56 5 20 48 41 47 28 16 25
4 25 33 39 30 34 24 41 9 37 31 12 47 44 30
5 46 12 13 50 10 17 16 34 56 51 4 53 42 41
6 58 22 25 29 39 43 31 44 47 46 19 42 44 25
7 32 32 8 35 56 22 9 48 35 52 23 31 37 20
Fuente: the skein hash function family [2].
2.2. Proceso de cifrado
En la Figura 3 se muestra el diagrama de flu-
jo del proceso de cifrado de un mensaje con el 
algoritmo Threefish. La primera fase consiste en 
aplicar la función BytesToWords a cada una de las 
entradas para convertir los bytes en palabras de 
64 bits, después se realizan una serie de rondas, 
Nr, en las que se calcula la función de mezcla no 
lineal simple MIXd;j (Fig. 3, proceso 6) y la permu-
tación de palabras (Tabla III y Fig. 3, proceso 7). 
Una subclave se agrega cada cuatro rondas (Fig. 
3, proceso 5) y finalmente, se adiciona la última 
subclave (Fig. 3, proceso 8) para producir las pa-
labras de 64 bits del texto cifrado para luego, me-
diante la aplicación de la función WordsToBytes, 
obtener los bytes del mismo texto.
3. DESCRIPCIÓN DEL MÓDULO HARDWARE
La arquitectura implementada en este trabajo 
del cifrador de bloque Threefish se basa en la ar-
quitectura de ronda iterativa que se muestra en la 
Fig. 4. En este diseño existe una relación directa 
entre el circuito de ronda en hardware y las opera-
ciones de ronda. La entrada se modifica mediante 
la función BytesToWords que a su vez alimenta el 
multiplexor que selecciona la entrada del bloque 
que implementa las operaciones de una ronda del 
Threefish. El bloque de ronda almacena el resul-
tado en un registro. El registro realimenta el circui-
to a través del multiplexor, o una vez finalizadas 
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TABLA III 
VALORES PARA LAS PERMUTACIONES DE PALABRA π(i)
i
Nw
0 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15
4 0 3 2 1
8 2 1 4 7 6 5 0 3
16 0 9 2 13 6 11 4 15 10 7 12 3 14 5 8 1
Fuente: the skein hash function family [2].
las 72 rondas, este resultado ingresa a la función 
WordsToBytes para así obtener el texto cifrado. 
Esta estructura utiliza un circuito de programación 
de subclaves que calcula las mismas durante la 
sistematización del texto cifrado para evitar claves 
precalculadas [11]. 
Con el fin de verificar que los modelos creados 
eran funcionalmente correctos y de acuerdo con 
la especificación del algoritmo Threefish, la uni-
dad de control se configura para que los datos de 
entrada, texto plano, clave y tweak, sean los valo-
res de los vectores de prueba proporcionados en 
la presentación de Skein ante el NIST en el archivo 
skein_golden_kat_internals.txt [2].
Fig. 4. ARQUITECTURA DE RONDA ITERATIVA
Fuente: adaptado de [11].
BytesToWords (Fig. 4) es la primera función 
que recibe los datos y efectúa la conversión de la 
cadena de 32 bytes de entrada en una cadena de 
cuatro palabras de 64 bits. Esta función, al igual 
que WordsToBytes, tiene a cargo la adecuación de 
los datos para ser manipulados a lo largo de pro-
ceso de cifrado. 
3.1. Bloque de generación de subclaves
Las entradas de este bloque son: el número de 
ronda, d, las palabras de 64 bits de la clave y el 
tweak. La salida del bloque la constituye la sub-
Fig. 3. PROCESO DE CIFRADO DE THREEFISH
Fuente: autores del proyecto.
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Fig. 7. DIAGRAMA DE BLOQUES DE THREEFISH
Fuente: autores del proyecto.
clave que se genera cada cuatro rondas y luego se 
suma con la permutación anterior.
En la Fig. 5 se muestra la arquitectura de la 
función KeySchedule. Inicialmente se realiza la 
operación lógica XOR con cada una de las pala-
bras de la clave y con la variable inicializada C240, 
formando la “clave extendida”. De la misma ma-
nera, para formar el tweak extendido, se realiza 
la operación lógica XOR con cada una de las pa-
labras del tweak. Seguido a esto, se seleccionan 
cuatro palabras de la clave extendida y se suman 
con dos palabras del tweak extendido y con la va-
riable s, que depende del número de ronda (s=d 
mod 4). Las palabras de subclave se van almace-
nando en los registros nombrados ks,0, ks,1, ks,2, ks,3. 
Fig. 5. DIAGRAMA DEL BLOQUE DE GENERACIÓN DE SUBCLAVES
Fuente: adaptado a partir del “Hardware Implementation of the Compres-
sion Function for Selected SHA-3 Candidates” [12].
3.2. Bloque de cifrado
El diseño propuesto tiene un tamaño de bloque 
de 256 bits, el bloque de cifrado está conformado 
por cuatro sumadores de 64 bits, dos funciones 
de trasformación MIX, una permutación y un con-
tador de ronda, d.  El bloque MIX toma como en-
tradas dos palabras extraídas de la función suma, 
ed,2j y ed,2j+1, las cuales dependen del número en-
tero, j, que varía entre 0 y 1. Este número entero, 
junto con el contador de ronda, se encargan de 
seleccionar el valor de la constante de rotación 
utilizada por la función ROL para operar la entra-
da ed,2j+1. Las salidas fd,2j y fd,2j+1 se detallan en el 
proceso de cifrado de la Fig. 3.  La Fig. 6 muestra 
la arquitectura implementada de la función MIX.
Fig. 6. ARQUITECTURA FUNCIÓN MIX
Fuente: adaptado de A Skein-512 Hardware Implementation [13].
La función de permutación es la misma para 
cada ronda y cambia la posición de las palabras 
en todo el vector. Es necesario adicionar un MUX 
que tenga como entradas el texto plano y la per-
mutación de la ronda anterior, y la salida se conec-
ta al sumador, como se muestra en la Fig. 7, esto 
se debe a que en la primera ronda no se realiza la 
operación Permute sino que se suma la primera 
subclave generada con el texto plano extendido.
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3.3. Bloque de salida
Está compuesto por un registro encargado de 
guardar el texto cifrado y por la función WordsToB-
ytes que se encarga de la visualización del resul-
tado final. El tamaño del registro de salida puede 
variar dependiendo del tamaño del bloque. 
En la Fig. 7 se muestran los tres bloques princi-
pales de Threefish: el bloque de generación de sub-
claves, el bloque de cifrado y el bloque de salida. 
3.4. Unidad de control
La unidad de control diseñada se encarga de 
activar las señales que habilitan los registros de 
entrada y también las que habilitan las señales 
para el contador. Adicionalmente, se encarga de 
asignar los valores de los vectores de prueba pro-
puestos a las entradas del sistema completo para 
garantizar así el correcto funcionamiento de todo 
el sistema. 
4. RESULTADOS Y ANÁLISIS
4.1. Plataforma de pruebas
Las funciones descritas en la sección 3.2 fue-
ron implementadas en la tarjeta de desarrollo “Xi-
linx XUPV5-LX110T Development System”, la cual 
cuenta con un FPGA de familia Virtex 5 (LX110T–
FF1136) y varios módulos de hardware interco-
nectados a la misma FPGA. La herramienta usada 
para la síntesis, el mapeo y la implementación en 
la FPGA fue XST de Xilinx ISE Design Suite. Para la 
verificación del correcto funcionamiento de la im-
plementación se compararon los resultados con 
los vectores de prueba oficiales dados en [9] y, 
adicional a esto, se utilizó la herramienta ChipSco-
pePro de Xilinx que permite verificar en tiempo 
real los resultados de las implementaciones en la 
FPGA, esto se logra insertando núcleos para de-
purar software en el diseño. 
La Tabla IV muestra resultados de retardos de las 
funciones de transformación de Threefish obtenidos 
con la herramienta de diseño Xilinx ISE. Keyschedule 
es la función de transformación que presenta el ma-
yor valor latencia, esto debido a la cantidad de lógica 
que utiliza para calcular cada subclave.
En la Tabla V se reportan los resultados de la 
implementación del algoritmo Threefish comple-
tamente autónomo, usando la arquitectura de 
ronda iterativa y se comparan con los resultados 
de otros autores que usan la FPGA Virtex-5. El pro-
ducto de otras implementaciones que usan dispo-
sitivos diferentes no se incluyeron. 
TABLA IV








KeySchedule 8.862 4,985 3,876
MIX 6,136 5,025 1,111
Permute 3,827 2,924 0,903
TABLA V











[11] XC5VLX50 1001 114,942 408,7 0,408
[14] XC5VLX110 1074 175.865 616,73 0,574
[16] Virtex-5 519 299.0 262.0 0.5
Este trabajo XC5VLX110T 815 154,984 551,08 0,676
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El rendimiento de los diseños realizados se 
puede calcular por:  
Los valores obtenidos en este trabajo permiten 
concluir que para procesar un mensaje de 256 
bits con Threefish-256 se obtiene una latencia 
de 6,452ns x 72(rondas) = 464,544ns. Por lo tan-
to, el rendimiento calculado con (1) para Three-
fish-256 es (256/464,544) x 109 = 0,551Gbps.
Tanto los resultados de [14] y los de este tra-
bajo incluyen el hardware de control para un fun-
cionamiento totalmente autónomo, mientras que 
el trabajo de [11] presenta sólo el núcleo de la 
función. Los resultados muestran que el diseño 
presentado en este trabajo tiene un área menor y 
presenta la mejor relación entre el área y la veloci-
dad (TPA). Esto se puede atribuir principalmente al 
diseño del generador de subclaves, KeySchedule, 
que usa un enfoque basado en contadores para 
determinar el número de la subclave a calcular. 
Sin embargo, si este diseño desea escalarse para 
ser usado en una arquitectura 8-unrolled round, 
el área aumenta considerablemente. Una solu-
ción a esta situación es implementar el generador 
de subclaves usando registros de desplazamiento 
como en el propuesto en [15] en el que no deben 
agregarse más flip-flops, solo se necesitan dos cir-
cuitos sumadores más. 
5. CONCLUSIONES
Este trabajo reporta resultados de la imple-
mentación del algoritmo Threefish-256 sobre la 
tarjeta de desarrollo Xilinx XUPV5-LX110T. Los re-
sultados se obtuvieron mediante la síntesis de la 
descripción del circuito en lenguaje VHDL y fueron 
verificados mediante ChipScopePro. El objetivo de 
este trabajo era explicar el enfoque de ronda ite-
rativa para la construcción del núcleo de Skein. En 
este caso, el algoritmo implementa una sola ron-
da que se itera 72 veces para obtener finalmente 
el texto cifrado. Lo anterior permite optimizar el 
uso de los recursos de la FPGA pues no es necesa-
rio implementar las 72 rondas por separado. 
El enfoque de ronda iterativa es un método co-
mún para implementar una función criptográfica 
basada rondas, su propósito es equilibrar el área 
consumida con el rendimiento del circuito. Se ob-
tuvo un rendimiento de 551,08 Mbps y una rela-
ción rendimiento con respecto al área de 0,676 
Mbps/Slice, superando a las implementaciones 
de [11] y [14] en un 65.69% y 17.77% respecti-
vamente. 
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