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PREFACE
Current hardware verific&tion efforts have only begun to address the problem of composing asyn-
chronousiy communicating units. This report presents work underway to formally specify and verify
s floating-point coprocessor based on the MC68881. Our work uses the HOL verification system
developed at Cambridge University. The coprocessor consists of two independent units: the bus
interface unit to communicate with the CPU and the arithmetic processing unit to perform the
actual calculation. We illustrate how the spec.iflcstion and verification process can be organised and
simplified by a generalised hierarchical decomposition methodology that supports reasoning about
horisontsl intera_-tion between processes. Techniques of composing processes having independent
time scales are formalised. Reasoning about the interaction and synchronisation among processes
using ]_gher-order logic is demonstrated.
The CPU instructions and the floating-point instructions are xIIowed to execute concurrently to hn-
prove performance. However, the coprocessor interface is designed to maintain a strictly sequential
execution model to reflect the assembly language programmer's view of the system. We discuss the
combination of the CPU and the coprocessor to form a computer system, and explore techniques
to map from the underlying concurrent implementation to the programmer's view of sequential
execution of instructions.
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1.0 INTRODUCTION
Formal hardware verification involves using mechamzed theorem-proving techniques to verify that
the design of a system satisfies its specification. Because exhaustive simulation is often too time
consuming, and because simulation that is non-exhaustive might miss cases that are incorrect, there
is increasing interest in using a formal approach to reason about hardware designs. This report
describes work in progress on verifying a floating-point coprocessor based on the MC68881 ((ref. i),
(ref. 2)) I. The coprocessor consists of a bus interface unit (BIU) which communicates with the
CPU, and an arithmetic processing unit (APU).
There has been significant interest in formal verification in recent years ((ref. 3), (ref. 4), (ref. 5),
(ref. 6), (ref. 7), (ref. 8), (ref. 9), (ref. I0)). Formal proofs of complex systems are not trivial,
requiring significant machine time and human effort. Perhaps the best known verification effort is
that of the VIPER microprocessor ((ref. 3), (ref. 4)). VIPER is the first microprocessor intended
for commercial distribution where a formal verification has been attempted.
Recent work ((ref. II), (ref. 12)) has shown that the verification of microprocessors can be sim-
plified through insertion of intermediate levels of abstraction between the instruction set and the
electronic block model (EBM); the EBM is, generally, the lowest level in the hierarchy and, logically,
represents the object being verified. Through these appropriate intermediate levels, long and com-
plex proofs are replaced by many more simple proofs. Furthermore, each level is a seif-contained
abstraction that has meaning in the explanation of the system. That is, the overall approach of
abstraction reflects the way complex microprocessors are designed. In (ref. i0), microprocessors
with four levels of abstraction are considered. The macro level reflects the programmer's view of
instruction execution. At the micro level, an instruction is interpreted by executing a sequence
of microinstructions. The phase level description decomposes the interpretation of a single mi-
croinstruction into the parallel execution of a set of elementary operations. The lowest level is the
electronic block model, where a number of blocks such as the registers, the ALU and the microROId
are connected together. It is generally accepted that the correctness of the EBM can be established
by simulation.
This report concentrates on two tasks: the first involves the formal composition of three interpreters
(the CPU service, the BIU top level, and the APU top-level interpreter), the composition produc-
ing the flo_ting-point coprocessor (FPC). The CPU service interpreter is that part of the CPU
IThe coprocessor was designed based on the information contained in the MC68881 user's manual
_eci_r_tion concerned with communication with the BIU. The second task is concerned with the
compo_tion of the CPU and the FPC to form a more abstract view of a computer system, consist-
in_ of both the CPU and FPC. This composition would be verified with respect to a specification
of a s_]e abstract interpreter that provides both integer and floating-point instructions.
There are five sections to this report. Section two briefly describes the buic arch/tecture of the
_oath_-point coprocessor being verified, emphasizing the communication and synchronization func-
tions; section three presents s methodology for verifying the composition of three interacting inter-
preters, the goal being the verification of the coprocessor; section four discusses our approach to
the ver_c_tion of the CPU-FPC combination.
2.0 THE FLOATING-POINT COPROCESSOR ARCHITECTURE
We now present the design of a floating.point coprocessor (FPC) that is a simpliJicstion of the
MC68881. Our coprocessor is designed to interface with a CPU to provide a logical extension to
the CPU's integer data processing capabilities. The assembly language programmer can view the
FPC registers as though they are resident in the CPU. Thus, the CPU and FPC pair appears to
the programmer to be one processor that supports both flo_ting-point and integer operations. That
the floating-point and integer operations are processed by different processors is an implementation
detail to the programmer. Moreover, the coprocessor interface allows the FP instructions to execute
concurrently with the CPU instructions to improve efficiency, but this, too, is an implementation
detail.
2.1 THE HARDWARE OVERVIEW
The coprocessor is internally divided into two processing elements: the bus interface unit (BIU)
and the arithmetic processing unit (APU) (see fig. 2.1-I). Though the BIU monitors the state of
the APU, it operates independently of the APU. The APU operates on the opcode and operands
that the BIU passes to it. In return, the APU reports its internal state to the BIU. The BIU
contains the coprocessor interface registers (CIRs) and status flags. The CIR register select and
acknowledgement control logic are also contained in the BIU. The coprocessor interface implements
a protocol that controls the access of these registers by the CPU and the APU. Since the bus is
asynchronous, the FPC need not run at the same clock speed as the CPU.
The APU executes all the floating-point instructions. The flo_ting-point data, control and status
registers are located inside the APU. In addition to these registers, the APU contains an arithmetic
unit used for both mantissa and exponent calculations, and a barrel shifter.
2.2 THE COMMUNICATION PROTOCOL
As mentioned in the last section, the FPC contains a number of coprocessor interface registers
(CIRs) which are addressed by the CPU in the same manner as memory is addressed. When the
CPU fetches a coprocessor instruction, the CPU writes the instruction to the command CIE and
reads the response CIR.. In this response, the BIU encodes requests for any additional service
required by the FPC. Data values read by the CPU from the FPC response CIR are referred to as
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data bus
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"primitives".
Figure 2.I-I: $impii.fied Block Diagr#m of the FioaLing.Poin_ Coproceuor
The response has one of the following meanings:
L The FPC is busy. The CPU then checks for interrupts, processes them, and queries the FPC
again. In this case, the CPU will not execute the next instruction in the program.
b. There is a FPC service request. For example, this request might be to evaluate the effective
address and deliver data from the CPU data registers/memory to the FPC.
c. The CPU is not needed. Communication is terminated, and the CPU is free to execute the
next instruction.
There are four CIRJ that reside inside the BIU. The read-only/write-only designations apply to the
CPU's access to these registers.
L. Response CIR. This read-only register is used to communicate service requests from the FPC
to the CPU.
b. Command CIR. This write-only register is used by the CPU to initiate a dialog for a copro-
¢essor instruction. When the FPC detects a write to this CIR, the data value is latched from
the dat8bus.
c. ConditionCIE. This write-only registeris usedby the CPU to initiate the dialog for a
conditional coprocessor instruction.
d. Operand CIR.. This read/write register is used by the CPU to transfer data to sad from the
FPC.
Currently we do not have exception-handling cspabUities built into the coprocessor. We plan
to consider this feature in the future. Several additional Cilia Will be needed to accommodate
exception-handling capabilities.
2.8 THE INSTRUCTION SET
The FPC instructions can be sepaxated into three groups:
a.
b.
Data movement instructions. The FLDand FSTR instructions axe used to transfer data between
the floating-point data registers sad the main memory or the CPU data registers.
Arithmetic operation instructions. One or two operands axe specified. The results is always
stored into one of the internal FPC data registers. At most one operand may come from
outside (the CPU registers or the memory).
c. System control instructions.
2.4 CONCURRENCY AND SYNCHRONIZATION
Since one FPC instruction usually takes much more time to complete than a CPU instruction, it
is desirable for both the CPU and the FPC to be executing instructions simultaneously. When the
CPU encounters an FPC instruction, it (1) busy-waits until the FPC becomes idle (although it can
service interrupts), (2) causes the FPC to begin the instruction, sad then (3) immediately services
the next instruction.
The concurrency between the CPU and the FPC must be implemented to maintain a programming
model based on sequential instruction execution. There axe two possible ways the CPU sad the
FPC may interfere with one another; they must both be disallowed:
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a. The CPU cannot stLrt another FPC instruction if the FPC is st_] busy executing the previous
instruction.
b. The CPU csnnot reference s memory locstion that is b_ng referenced by the previous (but
still executing) FPC instruction.
The first coordin&tion problem is solved by the CPU's busy wmt festure, while the second one is
solved by the assumption underlying the FPC instruction set. There is no szithmetic instruction
thst cam store the result to the memory or the CPU registers. The only wsy to move dats from the
FPC to the outside world is through the FSTR instruction, which finishes execution u soon u the
communication between the CPU and the PPC is finished. Therefore the CPU guarantees that sl]
programs w_ll produce the same result as if there were only one processor instead of two.
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8.0 VERIFYING THE FPC TOP LEVEL FROM THE THREE
COMMUNICATING UNITS
As we recs/] from the previous section, one floating-point instruction is _ccomplished by the cooper-
• tive effort of three units: the CPU, the BIU and the APU. The verific•tion of the communicstion
among the three units is the main focus of this section.
The FPC top-level interpreter is implemented by three interpreters: the BIU top-level interpreter,
the APU top-level interpreter Lnd the CPU service interpreter (fig. 3.1-1). Each interpreter has
• separ•te speciflcstion, making it possible to reason independently •bout esch interpreter. The
speciflcLtions are then composed in order to re•son about their intersction. Thus, • proof thst
each interpreter is implemented correctly can be carried out independently of the others.
Since esch interpreter is specified independently, we do not assume there is • master clock shared
by all the units. Each unit has its own dock. Moreover, for esch unit, interpreters on different
sbstrsction levels also have different time scales. All communication between the units is assumed
to be performed •synchronously. The busy w_iting mechsnhm used by Joyce (ref. 7) was used to
specify and verify the asynchronous interaction among the units.
8.1 HIERARCHICAL DECOMPOSITION
Windley (ref. 10) describes • hierarchical decomposition of • computer system as • sequence of
interpreters:
where S is the structural description, and B1 through B, represent increasingly •bstrsct specifi-
cation of the system. Generalizing this principle lesds to • tree structure or possibly • directed,
_cydic grsph, if the computer system structure is • collection of independently operating units. In
the case of • tree, Lt the root of the tree we h•ve the top-level specific•tion for the whole system.
The leaves of the tree correspond to the structural specifications of the physical units. The nodes
in the middle represent various intermediate •bstrsct specifications for the units.
By applying the •hove generalized decomposition principle to the floating-point coprocessor, we
obtain the decomposition il]ustrsted in fig. 3.1-1. This model extends the one Windley sdspted for
his microprocessor by •1lowing an interpreter to be implemented by more than one lower-level inter-
preter. Therefore, besides the vertical interaction between the lower-level and the higher-level in-
terpreters, there is hor/zonfo] interaction between the lower-level interpreters. The verific&tion that
the composition of severs] lower-level interpreters hnp]ements a higher-level interpreter presents a
problem not previously formalized for hardware verification, and is addressed here.
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We adapted & model for describing the interpreters at various sbstra_:tion levels. An interpreter is
• process organised u a state transition system defining the state 8, the environment e, and a set
of transition functions J that relate the state at time _+! to the state and the environment st time
_. In our model, the environment is used only for input; output to the environment is modeled as
part of the st•te. Each level in the interpreter hierarchy has its own state, environment and time
scale. A mapping function is used to relate the states, environments and the time scale of vertics]]y
adjacent interpreters.
8
3.2 THE FOUR-PHASE HANDSHAKING PROTOCOL
The FPC executes two different bus cycles, according to the direction of the transfer. They are
the asynchronous read and asynchronous write bus cycles. The four-phase handshaking protocol
k used to implement these two types of bus cycles. For the read cycle, the FPC detects the start
of an asynchronous read cycle when the read request line is asserted by the CPU. The FPC puts
its data value on the bus and asserts the acknowledgement Kue (dtac.k). The acknowledgement
remains asserted until the read request line is lowered by the CPU to signify the end of the read
cycle. The BIU then lowers the _know]edgement line (Jig. 3.2-1).
• . , . . , , .
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Pi#w_ $.S-I: The 4.PhaJe Protocol Time l)i6#_m
Fig. 3.2-1 represents the actus] signs] exchange in the implementation of the four-phase handshaking
protocol. The implementation of this protocol is represented in the lower levels of the interpreter
hierarchy (e.g., CPU 4-phase). We would like, however, to define a more abstract view of message
passing between the CPU and the BIU where the handshaking detail is hidden. This more abstract
view of communication can then be used in the next higher level, that is, in reasoning about the
interaction between the CPU and the BIU during the execution of an FPC instruction.
The definition cir_read_erlte states that the read or write cycle will be successfully accomplished
in one time unit on the more abstract (higher-level) time scale. In addition, proper signak such as
nee_.tnstr and operand_ready are raised so that the BIU will know which CIR. the data is latched
into. Since the data transmitted on the data bus are of type ,eordn (abstract type of a word of
length n), type conversion is needed in both reading and writing cycles. When an instruction is
written to the command CIIt, signal new_tnstr is raised. Similarly, operand.ready will be raised
if the data is written into the output operand CIR.
c£r_read_grite rep address read write detain datnout
command response operand_in operand_out condition
control neg_inetr operand_ready •
_¥_.
(road t) =_ _oad cycle_
((address t =1) :_ ((datain(t+l) = (nuntow rep (response t))) /%
"(nee_instr t) /%
"(operand_roady t)) I
((dataLn(t+l) = (fptow top (operand_in t))) /%
"(new_inert t) /%
"(operend_read 7 t))) I
(write t) _ _erite cycle_
((address t =0) =_ (((cozmand(t+l))= (e_onum :ep (dataout t))) /%
(new_instr _ = T)) I
((operand_out(_+l) = (_ofp rep (dataout t))) /%
(operand_ready t • F) /%
(operand_ready (t+l) • T))) J
Xidle cycle
(Chew_inert t • F) /%
(operand_ready t • F))
To prove that the implementation of the four-phase handshaking protocol actually implements the
more abstract description cir..read_wrlte, a temporal abstraction from the lower.level time scale
to the upper-level time scale has to be used (ref. 13). Temporal abstraction deals with the sequential
or thne-dependent behavior of a device viewed at different "grains w of discrete time.
8.S SPECIFICATION OF THE THREE INTERPRETERS
This section describes the specification of the top-level interpreters of CPU service, BIU and APU.
The state tuple and the environment tup]e for each of the interpreters are listed in the following
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two tables:
Interpreterj state
CPU_Service (c_sc,c_reg,mem,dataout,addre,,read,write, cpuJtate)
BIU (response,opersad_out,decode.reg,resp-ready_._c, biu_state,stsrt)
APU (fjc,f_reg,cw,sw,done)
In_erprettrs envinonment
CPU.Service (resp.reLdy, dat a_n_r )
BIU (commsad,condition,control,opersad_in,done,new.instr, opersad_re_ly)
APU (st_t,dt_:ode.reg)
Although the data bus physically is one hi-directional bus, we chose to represent it as two uni-
direction_d buses: da'caln and dataout. Fig. 3.3-1 depicts the connection between the CPU and
BIU. Instructions sad data fetched from the memory axe written by the CPU to the command
sad output oper_nd CIR through dataout. Similarly, response sad data fetched from the FPC
_ccumulator axe sent by the BIU through the dataln bus. The CPU sad FPC accumulator sad
registers are denoted as c_ac, c_reg, f_ac sad f.xeg, respectively.
CPU BIU
read
write
address
new.instr
da_ • out %_
/
datain
CXi_
I cosmand J 0
Joperand-out J 3
[response J 1
[operand-in J 2
FiOu_ $.3-I: The $_,te, nd £,',_ronmznZ
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8.3.1 SPECIFYING THE CPU SERVICE INTERPRETER
The CPU service interpreter is the part of the CPU specification that is responsible for communicat-
ing with the BIU in order to execute a floating-point instruction. Since the CIRs reside in the BIU,
reading from or wr/ting to any CIR by the CPU is accomplished by the four-phase handshaking
protocol.
The CPU service interpreter specification is organized as a state machine that has six states. In
state 0, the CPU starts the communication by sending out the current FPC instruction to the
BIU. The CPU then "busy waits" in state I for the BIU to put the proper service request in the
response CIR. In state 3, the CPU reads the response CIR., and enters the appropriate state to
provide the requested service. If the response is a null primitive, then the CPU is no longer needed
and, therefore, is free to execute other instructions; if the response is a read primitive (for FLD
instruction), then the CPU fetches the data from the memory, raises the write request line, puts
the data on the data bus, and goes back to state 0; if the response is a write primitive (for the
FSTR instruction), then the CPU waits until the data is ready in the operand CIP_, retrieves it
from the data bus, and stores it to the memory.
The function cpu_serviceJsate determines the new state for the CPU service interpreter from
the current state and the environment by the current value of the state counter cpu_s'ca'ce.
cpu_sorvico_stats n rep ¢pu_stato =
_- ((cpu_state = 0) =_ (cpu.bsgin n rep) J
(cpu_stats = I) ::_ (¢pu_gait_for_responss n rep) J
(cpu_stato = 2) ::_ (cpu_gait_4phaso n rop) J
(cpu_stato = 3) =_ (cpu_read_response n rep) J
(cpu_stato • 4) =_ (¢pu_wait_rsad n top) J
(cpu_put_data n rsp))
There are four parameters for each state transition function. The second parameter rop is the
representation parameter for abstract data types such as ,wordn and ,nmory. A number of
abstract operations are defined on the abstract data types. For example, the function w_onum
converts • ,wordn typed object to type nuaber. The third parameter is the state tuple, and the
last one is the environment tuple. The fonowing is the definition of cpu.begln where the CPU sends
out a new instruction to the BIU. The CPU raises the write request line and puts the instruction
on the data bus.
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Lc]pu_bug_ n top (c_ac. c_reg, am. Lr, dataout, address, reed, write,cpu_state) (reap_ready, datain) =(c_ac, c_reg, an, Lr, (n_mtou rup it), O, F, T, 1)
Note a few details regarding state 1, where the CPU waits for the BIU to £nish putting the
appropriate response primitive into the response CIR. Since the CPU and the FPC do not share
the same master dock, the FPC will have to raise s response ready line (rasp_ready) to inform the
CPU when the response is ready. The MC68881 does not use the technique of s rasp.ready line.
Instead, a so-called "synchronous" read cycle is used to read the response CIR. This "synchronous"
read cycle relates the bus cycle timing directly to the FPC dock to allow the proper response
primitive to be prepared.
The top-level speciJ_cation of CPU service relates the state &t time ¢÷1 to the state and environment
at ¢ by the next state function:
cpu_service n rep (c_ac, c_rug, sen, St, dacaou¢, address, read, er$¢e,
cpu_suaUe) (rusp_ruady, daUain) •
Y ¢. (c_ac(¢+l). c_reg(¢+l), non(t+1), tr(¢+1), daCaou¢(¢+l),
address(C+1), road(t+1), ur_itoC¢+l), cpu_statoCt+l)) =
cpu_survico_eCa¢o n top (cpu_stato ¢)
(c_ac ¢, c_reg ¢. Boa ¢. ir ¢. daUaou¢ ¢, address ¢. read ¢.
•¢i$u ¢. cpu.etace $)
(resp_roady ¢, daUaJ.u ¢)
$.3.2 SPECIFYING THE BIU TOP-LEVEL
In order to allow a FPC instruction to start executing, the BIU communicates with the CPU to
obtain the necessa-,7 information, and to inform the APU to start processing in the case of an
arithmetic instruction. There are four states for the BIU top-level state machine. In state 0, the
BIU is idle and w_its for the next instruction to be sent over by the CPU. In state 1, the BIU
decodes the current instruction in the command CIR and determines whether the CPU is needed
to transfer data. H a transfer is required, a read or write primitive is placed into the response CIR.
Otherwise, the null primitive is issued to inform the CPU of the termination of the communication
for arithmetic instructions. Further, the APU is started when the instruction is an arithmetic
instruction. If the instruction is FLD, the BI"U w_its for the CPU to piece data in the operand CIR.
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and then the BIU transfersthe data to theFPC accumulator.If the instruction is FSTR,the BIU
fetchesdata from the FPC accumulatorand stores it in the operand CIR, making it available for
the CPU. For arithmetic instructions, the BrU waits till the APU £nishes executing.
bin_top_state I rep bin_state s
_- (bin_state = O) _ (bin_idle n rep) [
(bin_state • l) =_ (biu_decode n rep) J
(biu_state = 2) =_ (biu_wait_op n rep) [
(biu_state • 3) =_ (biu_fld n rep) I
(biu_wait_apu n rep)
In order to compose the CPU, the BIU and the APU interpreter, the three interpreters have to
be expressed with respect to a common time scale. We chose the cpu_service clock rate as the
common clock rate. Therefore, the behavior of biu_top and apu_top must be described in terms
of the clock rate of cpu_slrvice. We chose to use existential quanti_cstion to describe the BIU
top-level behavior. More specifically, the specification states that there exists some future time z'
such that the BIU finishes executing. If the clock of apu_l:op is faster or of the same speed as the
clock of cpu_servlce, _' will be equal to _1. However, if the apu_top clock is slower, I:' will be
biker than _.1.
The fonowmg definition is the APU top-level behavior from the CPU's point of view. The inter-
preter for the BIU top-level relates the state tuple at time $*I or $' to the state and environment
tuple at time I;, depending on whether the BIU is waiting for the CPU or is doing some work
required for the current FPC instruction. For example, at state 1, if the FPC instruction arrives
at CPU time $, then at CPU time $' the instruction wR] be decoded and the proper response is
sent. Further, I:' is the first time that the response is ready (First ($, t') r,,sp_r,,ady), and
the start signal tothe APU will remain stably low from I: to t' (St:able (start, F, t, t')).
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bin_cop_cpu n rep (response, operand_out, decode_tog, resp_ready, f_ac,
biU_stttO, sta-_)
(comaand. condition, control, operand_tn, done, new_instr.
operand_ready) •
¥ (t:nmu). 3 (t*:nus). ((t+l)<,_') ^
(let state_tuple • (state_tuple_biu t) and
8tate_tupletl • (state_tuple_bLu (¢÷1)) and
env.tuple • (env.tuple_biu t) and
state_tuple¢ P • (state_¢uple_beu ¢') in
(((biu_state ¢ - O) V (bin_state 1; - 2)) =#
(state_tuple¢l - bin_Cop_state n top (biu_etato ¢)
state_tuple env.tuple) I
(bLu_state ¢ = 1) =#
((First (¢. ¢°) (resp_ready)) ^
(Stable (staz_. F. ¢. t')) ^
(state_tuplet' • (biu_decode n rep state_tuple env_¢uple))) J
(bSu_state t • 3) =_
(('(oporsmd_ready ¢)) =_
(stace_tupletl • (response ¢, operand_out ¢, decode_reg t,
resp_ready t, f_ac t, 3, start t)) I
((Stable (stax¢, F. t, ¢')) A
(state_tuplet_ = (response I;, operand_out t, decode_tog ¢,
resp_ready t, operand_ou¢ ¢, O, stare t)))) I
(state_tuplet' • (biu_top.state n rep (biu_ltl¢l ¢)
state_tuple env_tuple))) )
8.$.$ SPECIFYING THE APU TOP-LEVEL
The APU top-level interpreter describes the APU behavior with respect to each floating-point
arithmetic instruction. The state on the APU top-level does not contain the instruction register,
the CPU accumulator, the CPU registers and the memory. Instead the APU gets the current
instruction from the decoder register that resides inside the APU. For example, the specification
APU_F,tDD userts that the content of the FPC accumulator is added to the content of a designated
FPC register, and the result is stored in the accumulator.
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APU.FIDDn top (f_nc, __reli, cg0 as, done)
(start, decode_re K) •
J- let (addr:nun) • (iddr n decode_reg) in
((FST (FP_IDD n! n2 f.ac (f_reg addr))), f.,rq,
cw, ew, T)
lex$State.apu determines the new state for the APU top-level interpreter from the current state
and envbonment according to the opcode of the current instruction stored in the decoder register.
The execution of loud and store instructions do not involve the APU. For this discussion, we aze
only concerned with four azithmetic instructions, that is addition, subtra_:tion, multiplication and
division.
|oxtStato.apu n top opcodo =
I- ((opcodo = 2) ::_ (APU_FADD n rep) l
(opcodo z 3) =_ (APU_FSUB n top) I
(opcode • 4) ::_ (APU_FNUL n rep) I
(APU_I:'DIV n rep))
Sizni]az to biu_top_cpu, apu_zop_cpu specifies the APU top-level behavior from the CPU's point
of view. It states that if the start signa] hu not azrived, the APU will remain idle. If the APU
starts to execute at CPU time $, however, then there exists some future CPU time _' that the
APU will finish the execution of the instruction.
apu_top_cpu n top (:f_ac, :f_re K, cg, ew, done)
(start. decode_re K) •
e- y t . ('start t) =_
((__ac(l_+l), __reg(t.+l), cw(l_+l), n(t+l), done(t+l)) •
apu_tdle n rep (f_ac t. f_rq t, cut, ew t, done t)
(start t, decode_re s 1_)) J
(3 t, . (t_<t,) ^
(leirs1_ (t;. t') (done)) ^
((__ac t'o f_reg t', cw t'. sm t', done t') •
hx_S$ate_apu n rep (Opcn (decode_re S 1:))
(f.ac t.. f.re[ t., cw t, eg t, done t.)
(start _,, decode_re s 1;)))
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8.4 VERIFYING THE FPC TOP-LEVEL
This section describes the methodology used to verify that the cooperative effort of the three
interpreters implements the FPC top-level specification. The key to this proof is the asynchronous
communication among the three interpreters.
$.4.1 SPECIFYING THE FPC TOP-LEVEL
The function performed by each FPC instruction is not accomplished by the coprocessor alone, but
requires interaction with the CPU. Hence, the state visible at this level includes the FPC registers
plus the CPU registers and the memory contained in the CPU service interpreter state. The CPU
registers and the instruction register do not reside inside the FPC, nor does the coprocessor directly
reference the memory, but the FPC top-level interpreter reflects the assembly language program-
mer's point of view of floating-point instruction execution and treats the FPC as a single unit.
For example, from the programmer's point of view, the current FPC instruction being executed is
in the instruction register, and the FLD and FSTR instructions directly load from and store to the
memory.
The specification for the FPC instruction FLD at the FPC top-level is as follows, where c_ac,
c..reg, nan and ir are the CPU accumulator, the CPU data registers, the main memory and
the instruction register, respectively. The FLD instruction fetches data from the main memory
and stores it to the FPC accumulator. Function (Addr n Jr) returns the memory address of the
operand that is fetched.
FLD n rop (f_a¢, f_ro s, ¢_ac, ¢_rog, son,) (J.r) •
F- lot data • fetch rop n,oam(Addr n Lr) in
(C(etofp top) data), __rog, ¢.a¢, c_rog, nmoam)
The interpreter for the FPC top-level is expressed as a predicate relating the value of the state
tuple at time z ' to the value of the state tup]e at time • according to the function IloxtStatoJpc.
The reason that each instruction is specified to finish at some time I;' instead of _+I is that the
behavior of the FPC is specified from the CPU's point of view. This specification will be used latter
to compose the CPU top-level specification and the FPC top-level specification to form a complete
computer system.
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fpc_top n rep (__a¢, __reg, c_a¢, c.reg, men) (it) =
_¥t . 3t'.
(f_ac 1;', _.reg 1:', c.ac 1;', c_reg t ', sea t') -
lJextState_fp¢ = rep (it t) (f_ac t, f_reg t, c_ac t, c_reg t,
sen _) (ir t)
a.4.2 WAITING STATES
Sometimes the APU top.level interpreter and the CPU service interpreter must wait until some
signal becomes high. During these waiting periods, the state tuple remains unchanged. For example,
for the CPU service interpreter, its state machine waits in state 1 until the signal reap.ready
becomes high. Using induction on the length of the wait period, we can prove theorem wai¢_cpu
stating that the state counter cpu_sl:ase (which is an element of the cpu_service state tuple)
remains stable while the CPU is waiting in state I for the signal resp_rndy.
wait_clm •
_- elm_service n top (c_ac, c_reg, son, Lr, dataout,
address, road. grLte, cpu_state) (resp_ready. data_u)
¥ (t:nu.). (cpu_eta_e t • 1)
StableUntL1 (¢pu_state. 1. t. resp_ready)
There are a number of theorems in this form. For example, theorem walt_cpu2 states that the
memory and the instruction register remain stable until the response has arrived (because the
CPU has not been freed from its floating-point execution duty at this point). Similarly, nit_apu
guarantees that the FPC accumulator and registers will remain stable until the signal star$ from
the BIU arrives. Theorems such as this wDl be used in the next section to reason about the
interaction of the three implementing interpreters to prove the FPC top-level interpreter.
$.4.$ VERIFYING THE FLD INSTRUCTION
To verify the FPC top-level interpreter, the interaction of the three implementing interpreters must
be formalized. Although the PPC top-level interpreter is defined in terms of state transitions that
represent the execution of single instructions, each FPC transition represents some unspecified
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number of transitions by the lower-level interpreters. An example of this is shown in the following
theorem, FLD_Correc$.
FLD_Correct •
Yrop response operand.out docode_reg biu_state start cosmand
condition control operand.in done nog_instr oporand_roady
reep_roady f_ac f_re$ cg sw c_ac c_re K na ir cpu_etate
address road _rite datain dataout n.
(biu_top_cpu n top stato.tuple_biu env_tuplo_biu) A
(apu_top_cpu n rep stato.tuple_apu env_tuple_apu) A
(cpu_service n top stato.tuple_cpu_eervice env_tuple_cpu_servico) /%
(tit_read_write rep
address read erite datain dataout co-sand
response operand_in operand_out condition control
nee_Shear operand_ready) ==_
(Yr.
(Opc n(ir t) = O) A _"_..D_,
"eta.rt t A
(biu_state t • O) A
(cpu_state 5; • O)
(3t'.
(:f_at t ' ,_.reg t') •
FPCstate(FLD n rep(f_ac t.f_reg t,c_ac t,c_reg t,na t,ir t))))
Theorem FLD_Correc_c states that the FLD instruction is correctly implemented by the three inter.
acting units: the CPU service, the BIU and the APU. More formally, the definitions of the CPU
service, BYU, APU and the correctness of the four-phase protocol imply that for any time % where
the current instruction is FLD and each of the three units are in their initial states, the effect of
running the three lower-level interpreters together is the same as that of running the top-level FPC
interpreter. Function FPCsta_e is used to filter out some elements from the state tuple that might
be changed by the CPU after the CPU is freed from its floating-point activity. These elements are
the CPU accumulator and registers, the memory, and the instruction register. The same is true for
the arithmetic instructions. However, for the FSTR instruction, the entire state wit] be used since
the CPU will not be free until the FST]_ is finished execution.
To illustrate the veri_cation technique, we examine the interaction between the three units for the
FLDinstruction. At time t, the BIU and APU are idle and cpu_service initiates the communication
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bysendingout thecurrentFPCinstructionto theBIU. Morespecifically, the CPU raises the write
request line and places the instruction on the data bus (state transition function cpu_begin). The
correctness property of the four.phase handshsking .protocol (clr..read_write) ensures that the
instruction is delivered to the command CIR and the signs] new_Instr is raised.
At time t+l the state machine of the CPU service interpreter is in state 1 and waiting for the
response ready signs] reap_ready from the BIU. At time $+2 the BIU discovers that a new
instruction is p]sced in its command CIE; it then decodes the instruction and puts a proper response
primitive into the response CIR. In this case, the response is a read primitive. Since the BIU
operates on a different clock, the decoding win be done at time $ '_ with $' bigger than t (state
transition function biu_decode).
During the interval t+2 to $', the CPU and the APU are idle. The waiting theorems described in
the previous section ensure that the state tuples of the CPU service and the APU remain unchanged.
The CPU detects that the proper response is ready at $ ', and enters state 2 to wait for the response
to be put on the databus. The CPU reads the response from the databus at 1:'+2 and realizes that
data needs to be fetched from the memory. Thus, the CPU fetches the data, raises the write request
line and puts the data on the databus (cpu.read..reeponse). Prom now on, the CPU is no longer
needed, and is free to execute other CPU instructions. The four-phase protocol ensures that the
data will be put into the operand CIR. At time t' +4 the BIU stores the data to the accumulator
and the whole operation is finished (biu.fld). During the entire process, the APU remains idle. A
more detailed view of the communication among the three interpreters is illustrated in fig. 3.4-1.
8.4.4 VERIFYING THE FPC TOP-LEVEL INTERPRETER
Theorems like those above are proved for every FPC instruction (currently six of them). These
theorems are used to establish a theorem stating that the three top-level interpreters of CPU
service, BIU and APU imply the FPC top-level. The initial condition is more complicated in this
proof. Usually when proving the correctness of a microprocessor, for instance from micro level to
macro level, the initial condition will be that the microprogram counter is zero. Here a function
Ini$1al_Stase is defined to include the initial conditions for all three components.
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tCPU
BIU
APU
4-ph
++I t+2 +
be|in by
8endin| inert
idle idle (induc) idle
decode idle
idle idle mend response
idle idle idle (Indue) idle
write connand
¢ir
t'+l
t'+l t'÷2 t'+3 t'+4 t J
CPU
BIU
Apu
4-ph
read responee
send data
idle free now ......
put data
idle idle Idle _o ac
idle idle Idle idle
read idle write data
response
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fpc_topow_initialn rop (f.ac,f_rog0c_ac,c_ro$,sem) (it)
(start,neg_instr,rosp_roady,read,biu_state,cpu_state) =
(_.
Initial_State
(star_,new_instr,rosp_ready,road,biu_stato,cpu_stato,t) A
ValidOpcodo n rop(Lr t)
(_c°.
(f_ac t',f_rog t') -
]P_Cotato
(|extStato_fpc n rep (J_rt)
(f_ac t.__reg t.c_ac t,c_rog t.na t) (ir t))))
Using the theorems for each valid FPC _ustruction and the de£n]tions that were given above, we
can prove the final theorem for this level:
FPC_Corroct -
_op response oporand_out decode_tog biu_stato stax_ conmand
condition control oporand_in dono nov_instr oporand_roady
reap_ready f_ac f.reg cg as c_ac c_reg non ir cpu_stato address
road erito dataindataout n.
(biu_top_cpun top stato_biu onv_biu) ^
(apu_top_cpun top stato_apu env_apu) A
(cpu_sorvico n top state_cpu_service env_cpu_service) A
(car_read_orate top
address read write datain dataout command
response operand_inoperand_out condition control
new_instr operand_road7)
fpc_top_w_initiala top (_.ac,__reg,c_ac,c.reg,ni,Lr)
(start,nog_instr,rosp_roady,road,biu_stato,cpu_stato)
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4.0 COMBINING THE CPU AND THE FPC
With the inclusion of the FPC, the system provides an instruction set which contains both the
CPU instruction set and the FPC instruction set. At the abstraction level of the assembly fan-
gua_e programmer, the system appears as a single unit. Furthermore, At this level of abstraction,
the instructions appear to be executed in a sequential manner. However, the underlying imple-
mentation of instructions is concurrent. This sequential execution of instructions is "equivalent" to
the underlying concurrent execution only in the sense that the fins] result of the program will be
identical. This section discusses our methodology for specifying and verifying the computer system
consisting of the CPU and the FPC as shown in fig. 4.0- !. More specifically, we are going to discuss
the approach to abstract the FPC top-level to the concurrent top-level and subsequently to the
sequentiai top-level.
n soquentialtop love
I
concurrentt p l vel
1
t 1
lo,u,oPj t,,o,opj
Figw_ 4.0o1: Hie_rchical Decompo_io. of O,e CPU-FPC $1sCem
4.1 SPECIFYING THE SEQUENTIAL TOP-LEVEL INTERPRETER
The sequential top-level interpreter (shown in outline form in Sequential_Top_Level) reflects the
assembly language programmer's view of sequential execution. The functions FPC.NextS'cate and
CPU_NextS_al:e execute the current FPC or CPU instruction pointed to by the program counter.
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Sequential_Top_Leval state onv =
¥ tins t.
if current /near i8 a FPC /near
statoCt+l) • FPC_loxtStato (state t) (onv t)
statoCt+l) = CPU_|oxtStato (state t) (onv t)
The total state at this level stare can be partitioned into three disjoint sets: (1) cpu.s, which
includes the CPU data registers and the memory; (2) fpc_s, which includes the FPC data registers;
and (3) Jolnt.J, which has the program counter. If the current function is FSTR, the function
FPCJJex$Stase modi_es the total state. However, if the current instruction is a FPC instruction
other than FSTIt, then FPC.IextState only modifies fpc.J and joint_s. Similarly, the function
CPU.hx$State only modifies cpu.s and joint.s, but not fpc_s. Note that cpu_s is not the state
at the CPU top-level. The same applies for fpc.s. This will be discussed in the next section.
At the concurrent top-level, each clock tick represents the start of a new instruction. A CPU
instruction only needs one clock cycle to complete, while a FPC instruction may need more than
one cycle. In addition, a FPC instruction cannot be started unless the FPC has fmished the
previous instruction. The state and the environment at this level is the same as those at the
sequential top-level.
Concurrent_Top_Loval stats env =
Vtine t.
if the current instr is o5 FPC type
(3 c. at t+c, the FPC instr gill be completed A
V t'. (O_:t'q:¢ =_
the /near at t+t _ is not a FPC instrJ
at t÷l. the CPU instr gill be conplstod)
We need to prove the following sequential top-level correctness statement (with the correct abstrac-
tion function).
Concurrent_Top_Leval ^ |on_Interference _ Ssquential_Top.Loval
The non-interference property has the following four aspects:
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a. The state of the CPU cpu_s and the FPC fpc.s are disjoint.
b. The CPU never modifies the FPC state.
c. The FPC never modifies the CPU state except using FSTR instruction.
d. A FPC instruction is never started unless the FPC has finished executing the previous in.
struction.
Conditions (a) to (c) are implicitly provided by the nature of the instruction set, and are modeled
in Ion-ln$erference in the above correctness statement. The fourth condition is guaranteed by
the implementation and modeled in the specification of the concurrent top-level interpreter.
4.2 THE ABSTRACTION FROM THE CONCURRENT LEVEL TO THE SEQUEN-
TIAL LEVEL
Suppose the sequential execution flow of a instruction stream is "FICIC2CaF2FsCiF4CsC6", where
F's and C's represent FPC and CPU instructions, respectively _. The sequential and concurrent
execution sequence of the above instruction stream is depicted in Jig. 4.2-1. The dotted line indicates
the mapping points of the abstraction, which will be discussed later. The instruction labels marked
above the line are the starting time of the corresponding instructions, while the labels below the
line represent the finishing time. For example, on the concurrent level, instruction F1 starts at time
0, finishes at time 3.
Fig. 4.2-2 shows the sequential top-level state and the concurrent top-level state for the above
instruction stream at each clock tick. The CPU state cpu.s on both levels are always the same at
each clock tick. However, at some point the FPC state fpc_s on the concurrent level is different
from fpc.s on the sequential level. For instance, at time 2 the total state on the sequential
level equals the CPU state modified by CI, the FPC state modified by instruction FI, and the
incremented programmer counter (the first table). At the corresponding time the total state on the
concurrent level equa_ the CPU state modified by C1, the FPC state at time I and the incremented
programmer counter (the second table). In this particular example, the total state on the sequential
level and the total state on the concurrent level are equivalent at time 3, 4, 5, ? and I0; while at
all other points the total states on the two levels are different.
2becsuse of bruching instructions, the prosrsm and its sequentisl execution sequence might be diKerent
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0 1 2 3 • 6 6 ? 8 9 10
Sequent:Ls3.
I rll cllc2[¢sJ F_I r3J C41 F4] CSI ceJ toplove_
6 _ _ 68
8
e
|
|
i
t
C3
I
C2
F!
3
F1C1 C2 1=2 F3C4 F4C5 C6 Concurz'eng
II I I I I I I I I 1.,.1
Cl C3 F2 F3 C6 F4
C4 C6
O1 2 4 5 e 78 9 10
Instruction strp,.: F! C! C2 C3 F2 F3 C4 F4 C5 C6
More formally, assume the instruction stream is:
¥, CI, C2, ..., C,, F'
Since CPU instructions (71 to (Tn do not interfere with F, Lny one of the following execution
sequences will hsve the same result as the shove. The only requirement is thst F must be executed
before F'. Depending on the instruction type of F snd how fast each instruction is executed, the
concurrent top-level interpreter will specify one of the following sequences:
F, (71, (72, (7_, ..., (7,, F'
CI, F, (72, (7_, ..., (7,, F'
CI, C2, F, C3, ..., Cn, F'
• ...............,..°*eoe,,eoo*.
(71, (72, (73, ..., (Tn,F, F'
Suppose F does not £nJsh until (7_ stsrts. This is equivs]ent to:
(71, (72, ..., (7,-I, F, (7,, .,.,(7,,Y'
Further assume the instruction stream starts st time 0. Then the FPC stste on the concurrent
level from time 0 to time L-! is adw&ys equlvs]ent to the FPC stste st time 0 on the sequentis]
level, since F does not Knish executing until time L. However, from time L to n, the tots] stste
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soquential:
, @. °0
cl_J ¢I ¢2 C3 C3 C3 C4 C4 CS C6
fpc...s F! F1 FI F1 F2 F3 F3 F4 F4 F4
joSntj I 2 3 4 5 6 7 8 9 10
concurrent:
! 2 3 4 S 6 7 8 9 10
CI C2 C3 C3 C3 C4 C4 C5 C6
FI FI F2 F2 F3 F3 F3 F4
joiztJ 1 2 3 4 S 6 7 8 9 10
Fibre 4._.-2: The _afe on the u_,e,fi_ foF-le,Je!
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on the two levels are identical. Although the exact time that F finishes is unknown, F will finish
bej_ve F' starts. Therefore at time n+l (the time F' starts), the tots] state on the sequential level
is guaranteed to be identical to the tots] state on the concurrent level.
Instead of looking at the state after the execution of each instruction, a "chunk" of instructions is
examined. Each "chunk" is defined by a sequence of the form FC', denoting one floating-point
instruction fonowed by zero or many CPU instructions. The start of a "chunk" is a floating-
point instruction, and the termination is the last CPU instruction that precedes a floating-point
instruction. In the example presented in fig. 4.2-1, the "chunks" are "FICIC2Cs', =F2", "FsC4W,
"F4CsCs". At the end of each "chunk", the states on the two levels are always identical. Those
points, therefore, become the mapping points between the concurrent top-level and the sequential
top-level.
4.3 VERIFYING THE CONCURRENT TOP-LEVEL
As depicted in fig. 4.0-1, the concurrent top-level interpreter is implied by two lower-level inter-
preters: the CPU top-level and the PPC top-level interpreters. The synchronization between the
CPU and the FPC is speci_ed by both the CPU and the FPC top-level interpreters.
The CPU top-level interpreter determines if the current instruction is a FPC instruction. H it is,
then the CPU will synchronize with the FPC by waiting untll the FPC is idle. Otherwise, the
interpreter relates the state at t+ 1 to the state and environment at _ through the CPU instruction
selected according to the current program counter: At this level, the state has part of the concurrent
top-level state which does not concern the FPC, for example the CPU registers, the memory, the
program counter, plus the busy line emitted by the FPC.
CPU_Top_Leve:L stato__pu env_cpu •
J- V tine t.
if tho curront lnstr is FPC type
(i_ FI_ is busy =_
state_¢pu(t÷1) = wait until FPC is idle J
stato_cpu(t+1) • finish tho comsunicatlon) [
stato_cpu(_÷1) =
(Solocted ¢PU Instr) (state_¢pu t) (unv _)
The concurrent top-level correctness statement is as follows:
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_FICI C2 _F2 _F3 C4
I! I ll- ..... li
*FI CI C3 *F2 *F3
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II I
F3 C5
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, :e
. :e
ee
ee
ee
C3
I
C2
.4
li ..... !
F1
*F4 C6 C6
i,l i i
C4 *F4 C6
A
FI F3 F4
I I !
F2 F3
Concl_T'TOnt
I top loTol
F4
C6
I cPu
C6
.4
P
F4
lnatruction stroaa: F1 C1 C2 C3 F2 F3 C4 F4 C6 C6
Fir,re 4.S-1: Tke mappir, 0 behueen the cot_currenL Lop-level and the CPU_ FPC top.level
(CPU_Top_Lovol ^ FPC_Top_Lovel) _ Concurren'C_Top_Level
Usually, when proving an implementation (lower-level interpreter) hnp]Jes s specification (an upper-
level interpreter), a temporal abstraction is defined from the lower-level time scale to the upper.level
time scale (fig. 4.3-1). However, in this case there are two units on the lower level, each with its
own independent time scale. One way to solve this problem is to map the FPC time to the CPU
time scale.
For example, in fig. 4.3-1, FI is actually completed by the FPC before the CPU completes the
execution of (7_. However, since the clock ticks on the concurrent top-level only represent the
starting time of each instruction, FI is not considered to be finished until C_ starts executing,
which is the same time (72 finishes. The notation *F1 denotes the communication between the
CPU and the FPC for the instruction Ft. The waiting of the CPU for the FPC to finish execution
is signified by "w ..... ", and the FPC's idle period is signi£ed by % ..... ". As we can see in fig. 4.3-1,
the waiting period of the CPU is collapsed into the execution time of the previous instruction, for
example, (74.
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g.O CONCLUSION
This report describes work on the verification of 8 flo_ting-point coprocessor from three commu-
nicating implementing processes. Traditionally, hierarchical decomposition only involves vertical
• bstraction: u •bstraction level is hnp]emented by • single implementing level under it. In this
project, three interacting processes are used to prove the correctness of the implemented process,
th•t is, the FPC top-level interpreter.
Furthermore, we described the methodology for the composition of the CPU and coprocessor top-
level specifications to form • more abstract view of the whole system consisting of the CPU and
the FPC. Two levels of •bstraction are used, the concurrent top level and the sequential top level.
We believe this kind of sbstraction •pproach presents • very interesting problem. Extending this
• pproach, • complete system composed of many devices can be shown to correctly implement an
abstract system abstraction.
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APPENDIX A: SPECIFICATION OF THE INTERPRETERS
File: cpu_sorvLco.nnl
let.hoar: Jia I Pan
kto: ]llazch 1991
Purpose: The C_ pa=t conc,rnin s ©ouuni©ation betwoen
- tho CPU and tho i_U.
load_ '/¢sgrad/pmaJ/hold:Lr/AnAt .nl ' ; ;
+abstra¢t.I1 t ; ;
11oad_ 'tactics.m1' ; ;
sptea '/'11_i.l_ra -_ cpu_sorvico.th+ ; ;
Sot_:flq (+sticky'. true) ; ;
=ou_theory +¢pu_sozTico f ; ;
load_ +sux.do2s.n/: ; ;
nip nog_p_ont [+sux' ; tintoz_aco'] ; ;
a_oload_dofs_and_thns 'm:.z + ; ;
lot rep_ty = abstract_type +intorfaco' +:torch+; ;
|tire . (c_|c. c_ro|, nora. Lr. dt_tout, tddroJs, rol_, rrLte.
¢]__8ta_o)
_v = (rosp_roady, datai_)
Z-
c_ur_road_grLt •
correctness property o_ the 4-_e hsndshaa]_:La 4
l=OtOCOl.
the address ot tho cLrs:
connand 0
response 1
oForoA.tn 2
el_r_t.eu_ 3
conditioa •
co_troZ 5
datain : Clm <-- biu
dataout : cpu--> biu
$2
CPU
I
dat_mt I co.--u_l
> I op_rsnd_out
I
dataLn I
<, Irosponse
I operand_in
I
Dote settin_ neg_instr and oporand_ready is instant ! !
Z
Ze_ ¢i:.readowrite = neu.dof4_4tion
( 'c4T.rsad.urite ' ,
e: (rep:'rep_ty) (sddress:nun->nua) (road grits :nun-> booZ)
(des sin da_ tout :nus->euordn) (couand: nua->nun) (response: nlm->nun)
(oporand_in:n_s->fp) (operand.ou_ :nun->fp)
(condition concroZ :n_m->nun) (opersnd.ready :nun->booZ)
(nog.:Ll_8_r :num->booZ) .
cir_read_u_rito Top address read u_rito da_ain da_aout
coanand response operand_in operand_out condition
controZ neu_instr operand_resdy =
!t.
(read _) =>
(address _ =1) => ((da_aJ_(_÷I) 8 (nuntoe Top (response t))) /%
"(nox.ins_r t) /%
"(opera_d_ready t)) J
((dataLn(_÷l) - (fptos rep (operaaul_Ln t))) /\
"(ne___utr t) /\
"(operand_ready t)) I
(mrite t) ->
((address t -0) -> (((consLnd(t÷l))- (rtonun rep (detaout t))) /\
(new_Lns_: t - T)) I
((operand_out(t+l) - (_ofp rep (ds_sout t))) /\
(oporand_ready t m F) /\
(oporsnd_roady (t÷l) - T))) J
);;
Z Be road or _rLte
((neu_Lutr t - F) /\
(operand_reed 7 t - F))"
Define the state transi_ian
CPU.service stays (waLt) at every state untiZ
sonothinj happens to pronpt it to go to another
state.
Z0Z
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Z.
cpu_beSin
put the instr into the conand car, |eta I
Since L1/ the ClR's are resided inside the biu,
8my road or grits by the cpu froa or to the CTRs are
_qpl_tad by s tour phua lumdahak_ protocol
CPU uritee to °ha DIU cir8, therefore "mrite =ye
aml _rosd - r. Uo have to specify read beLn 4 2also
since last t_ road might be true. Then road (t+l) = road t
rill naka road true oll the time.
lot cpu.bogin = nag_definition
('elm_benin'.
el (Jr_: _rep.ty) (c.ac:nun) (c.rog:nu-_nun) (non:anchor 7) (_r:num)
(dateout : exordn) (address : nun) (road urLto : heel)
(cpu_atata: nun)
(reap_ready:heel) (datain : egordn) (n:nun) .
cpu_bogin n rap (c_ac, c_rag° non, _r, dataout, address, road, write,
cpu_state) (reap.ready. datain) m
(c_ac, c_raS, nan, L:, (nuntog rap _r), O, F, T, 1)"
);;
ZlZ
Z
cpu_gaLt_for_rceponsa
uaLt _orthe response _ron biu to cone
note since ovez_hin 8 is conpletely asynchronous,
the cpu hu uaLt _or possibly several cycles
before the biu rasponsa Ls ready (rasp.ready = T)
lot ClXa_gsJt__or.reaponse = neg_definit$oa
( _cjm_wlLit.2az_rosponso ',
"! (rop:'rop_ty) c_ac c_rag non _r dttaout Iddrsss read mrita
C__Jtata rasp_ready datain n .
cpu_gait_:for_rcepa_so n rap (c_ac, c_rug, nan° :_r° dataout, address.
road. write, cpu_stato) (rasp_ready. datain) =
('rasp_rout 7) ->
(c.u, c.rag, non, tz, datnout, address, F, F, 1) I
(C_8C, C._rOg, It4NE, J.l", d&tltont. 1, T, lr° 2)"
);;
Clm_UaLt_4phue
the CPU units once cycle _or the 4phue protocol
_inish read£n 8 the response (put the response on
the detain bus)
let Clm.geJt_4phue = nou.do2inLtLon
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( ' Clm.gsit.4phuo,,
o! (rop:-rop.t7) ©_ac ©.roj non L: dataout add:ross road urtito
¢lm.Otato rasp_toady dAtain n .
Clm.Uait_4phue n rap (c.a¢, c_roj, non, _r, dttaout, address,
road, grito, cpu_stato) (rasp_ready, datain) -
(c_ac, ¢.ro|, la, tz, dataout, address, F, F, 9)"
);;
cpu.road.rOSl_mS¢
if tho rool_=nso b to tranJto: _ta into
then sara 2
if tho rosponso is to trans_or data out o_ _pc
then Sot 4
also (null prLnitiv¢) $oto 0
rZ
lot cjm_road.respenzo - nou_dofLn_tLon
(, Clm_roacl_rospons o, ,
-.e (rop:'rOpoty) ¢_a¢ ¢_roj non i: dattout addroos road mri_o
cpu_stato roap_roady datain n .
Clm_road_rooponso n rip (c_aco c.ro$, non, L:, dataout, addzoso,
road, mrito, ¢pu_sta_o) (rasp_toady. datain) -
lot data- (_otch rap) non (ldKr n Lr) Ln
CC(stonun rap datsJJ_) - road.p) -> ZfldZ
(c_ac, ¢.ro|, non, ira data, 2, F, T, O) J
((Ir_ottu rap datain) m mr£to_p) 0> _s_o:o_
(c_a¢, ¢_ro|, non, :Lr, dataout, 2, T, F, 4) J
((gtonun rap datain) - gait.p) ->
(c_ac, c_rol|, non, it0 dataout, addzoss, F, F, 1) J
(c_ac, c_rol|, non, it, dataout, add:osso F, F, 0))"
7.4Z
Z
cam_gaL,.road
CPU w_ ono cycZo :for tho 4-phsso to _in/sh roadin K
Zot elm_WaLt.read - nou_dofLn_LtLen
('Clm_U*dt.road',
u! (rep:'rop_t7) ¢.ac c_rej non ir dataout address road grLte
C]Lm.otato rasp_road 7 dataLn n .
clm_v_t_xead n rap (¢_ac, c_re|, non, :iz, dataout, odd:ass,
road, wrLto, cpu_stato) (rasp.toady, datain) 8
(a_tc, ¢.roj, non, :Lr, dataout, addzoss, r, W, S) w
);;
ZS_
Z
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cpu_put__ta
u=$to the dots in the ,p,rend_out ciz to Oh, nonozTo
end |,to O.
lot Cl_l..Dnt_d&t& m now_do:fo_Otio_
( f cpu_put_dat s',
m! (rop:'rop.t7) ¢_sc ¢.rog non :Lr dotoout sddzoss road uTLto
Clm.Stato rosp.rosdy datttn n .
cl_.put.data n top (c_sc, ¢.ro|. non, :iz, d&tto_t, ihdd.l"oJ8,
rood, write, cpu_sttto) (rosp_ro_ly, dttsLn) -
lot now_non - (store top) non (lddr n it) dsttin in
(c.tc, c_rq, now.non, _r, ditoout, oddresso F, F, 0)"
);;
cpu.sez_Lco_ststo
|oz_ state t_nctLon 2or CPU service.
lot cl_l_sorvico_sttto s nog_dof_tLon
( ' ©pu_sorvLco_st st, ',
-e (rop:-rop.t7) (n : nun) (cl__sttto:D_s) .
cpu_soz_Lco_ststo n
((cpu_stste - 0)
(¢l:_l_lJtOto " 1)
(cpu_st_to - 2)
(¢l_l_Jt&t O m 3)
(Cl___8ttto i 4)
);;
top cpu_stste -
-> (cpu_bejL_ n top) J
m> (Cl_U_W&it__or_=ospo_Jo n re])) J
-> (¢pu_wsit_4phaso n top) J
-> (till_rood.response n top) J
-> (Cl_l_w&it_rosd n top) I
(cpu_put_dAto n top))"
©pu_sorvL©o
The top Zovol doscrLpt$on _or CPU soz-vico.
ZoO cpu_sorvLco - nog_dofinLtion
( ' Clm.SerVico',
"! (rep: "rep_t 7) (©.nc:nun->nun) (c_ros:nun->nua->nun)
(nen:nun->eneno:7)
(Lr:nun->nua) [dotsout :nun->eoordn) (sddzoss :tom->ram)
(reed u_rLte :nwn->bool) (cpu_s_ote :non->nun)
(rosp_rosdy:nun->bool) (datain :nlvs->ewordn) (n:nun) .
cpu.sorvLco n top (c.nc, ¢.ro S. non, _, dots,on, sddzoss, rondo urine,
till_state) (rosp_ros_y, dats_J_) -
! t. (c.n¢(t+l), ¢_ro|(t+l), non(t+1), _(t+l), dtttont(t+l),
addzoss(t+i), rood(t+1), urine(t÷1), ¢l_l_ststo(t+l)) m
elm.SO:ViCe.nOtre n top (¢pu_stito t)
(c._ t, c._o| t, nora t, _ t, d_ttolit t, eddzoso t, rend t,
write t, CpU_StJto t)
(rosp_road 7 t, dlte_n t) u
);;
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close_theocT() ; ;
q_LtO; ;
IriZe: bLu.top.-3
Author: JinK Pan
Date: Nsrch 1001
Purpose: The top level spec of the BI"O. view it u a
state trsnJition nachino.
lold2 ' /cs_rtd/pimj /holdJ=r / Lnit .nZ ' ; ;
lordLY e abstract. I1 t ; ;
systen +/bin/rn -f bin_top.th' ; ;
set_flq (+stLc]rT'. true) ; ;
_oe_theory 'biu_tep' ; ;
loadf 'aux_defs.nl' ; ;
nap nag_parent [Cauz' ; +:Lnte_ace c ; 'fptype+_ ; ;
autoload_defs_and_thas +fptype c ; ;
let rep_ty = abstract_type 'interface + +fetch' ; ;
Z-
state - (response. operand_out, decode_reK, reap_ready, f.ic.
biu_stats, start)
my = (coumand. condition, control, operand_in, done. new_instr.
oper__raady)
Z0_
Z
biu_idZe
elf "neu_/nstr then busy gait
,Zs, sot fl _ status to busy. and |oto!
let biu.idZe - new_defin:Ltien
('bin.idZ, ',
"! (re]p: *re]p.ty) (response: nun) (oper_t_cl.out: t_p)
(decode_roll: nun) (resp.ren_y:bool) (biu_stste: nun) (start:boo1)
(¢onnnad: nun) (condition: nun) (controZ: nun)
(operu_l_in: _p) (done: booZ) (nee_Lutr:booZ) (f_ac:fp)
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);;
(oporand.rndy:bool) (n:nm).
bin.idle n top (response. oporand.out, docoda_reS, resp_roady, f_aoo
biu_stnte, start) (connand, condition, con, feZ. oporand_in,
done, nsu.instr, oporand.ready) =
(-non_inset) =>
(response, oporand_out, decode_re K, resp_rotdy, f_a¢, O, start) J
(response, oporand_OUto docode_res, resp_retdy, f_a¢, 1, start)"
Z
bin_decode
|IU decodes the instruction and send back the response.
In the cue of I_TR. it also send back the data.
lot biUodOCode - nee_definition
('bin_decode ',
": (rop:'rop_ty) response operand_out decode_roe resp.roedy bin_state
¢osusand condition control operand_in done neeoinStr f_a¢ operand_roady
n .
biu_decodo n top (response. operand_out, decode_roe, rosp_roady, f_a¢,
b_u_JtJte° Jt&l_) (CommK_d, ¢oBd_t_On. control, oporand_in,
done, non.inset, oporand_reed7) =
(need_read n connsnd) -> _ld_
(road_p. opor_nd_out0 decode_rq, T, t_ac0 2, start) J
(need_urine n connand) => Zfstore_
(grito.p, tonC, decode_re 6. T, f.ac, O, start) J
(null_p0 oporsnd_ont, connand, T, t.ac0 4° T)" _addZ
);;
7_Z
bin_gait _op
The B_U waits one cycle
let biu_gaLt_op - neu.de_Lnition
( 'biu_mait_op',
": (rep:'rop_ty) response opers_,d_out decode_tog reap_ready biu.stato
connand condition control oporand_in done nn_instr f_nc oporand_zoady
n .
bin_ga/t_op n rep (response, operu_l_ou_, decode.re|, rosp.rosdy, f.nc,
blu_state, start) (conand. conditiomo control, operand_:La.
done. nee_instr, oporand_resd 7) =
(response. oporsnd_out, decode_re K. rosp_ready, _.ac, 3, start)"
);;
Z.
b/u.fld
let biu_fld = nes_def/a_Ltion
( 'biu.:fld'.
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o! (rop:'rep_ty) response operand_out decode_tog resp_ready biu_state
co--and condition control operand.in done now.instr f_ac oporand_roady
I •
btu_2Zd n top (response. oporand_out, decode_re|, rosp_read7, __ac.
biu_state, staz_) (con_. condition, controZ, operand_in.
done, nes_instro oporand_ready) =
('operand_eady) ->
(response. opermmd_out, decode.rq, reep_roady, f_ac, $0 stare) I
(response. operand_out, decode.reg, resp_ready, oporand_out0 O, start)"
Z4_
Z"
bi_.uaLt.opu
i:f apu /8 not done sLth the current /nstr.
then salt
eZse set status to Ld_e and |ore 0
lot biu_sait_apu = new_definition
('biu_gaLt_apu',
t; (top: "rop_t 7) response operand_out decode_tog biu_state
¢onnand condition ¢ontroZ operand_in done nes_/nstr f_a¢ oporand_ready
I .
bLn_sait_apu n top (response, operand.out, decode_reK, resp_ready. :f_a¢.
biu_etate, staz_) (command, condition, control, oporand_/_,
done, nes_:LmJtr, operand.reody) =
(done) =>
(response, operand_out, decode_roe, resp_roady, f_ac, O. start) J
(nee.inert m>
(gai__p, operand_out, decode_roE, resp_ready, _.ac, 4, start) I
(response. operand_out, decode_re K, resp_read 7. _.ac, 4, st_) )"
);;
bin_top_state
--_
Zot bin_top_state • nos.dofinLtioa
('btu.top.sta_e',
t! (rop:-rop.t7) (Is : nun) (blu_state:nun) .
b/u.top.state n top bin_state =
• (bin_state - O) => (bin.idle n top) l
(bLu.stato m I) => (biu.decodo n re])) J
(blu.stato = 2) 8> (biu_oait_op n rep) J
(bin_state = 3) => (bLu_fld n top) l
(biu_wait_apu n top)"
Z.
bin_top
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BZU top level behsvio=
lot bin_top - nov_definition
( 'bin_top',
"! (1"Ol) : °top_OF) (respnse:nun->nun) (oporand_out:nun->_p)
(docodo_ro|:mmo>nun) (rosp_retdy:nun->bool) (biu.stato:mm->nun)
(start : nun->bool)
(connand:nus->nun) (conditi_:nun-_nun) (controZ:n_m->nun)
(operand.in :nun->_p) (done: nun->booZ)
(new.inset : nun-> booZ) (2.ac:nun->_p) (oporand_ready:nun->booZ)
(n:n_) .
bin_top n top (response. opertnd_out, decode_reg, resp_roedy. 2_a¢.
bin_state, start)
(counand, condition, control, operand 4n, done, nee_inset,
operu_t_read 7) =
! t. (response(t+1). opersnd.out(t+l),
decode_:eS(t+l), reep_:oadT(t+l), __nc(t+l), bin_state(t+1),
staart (t+l)) =
b/u_top_state n rep (bin_state t) (response t, oporand_ont t,
decode_tog t. rosp_roady t. __oc t. biu_state t. start t)
(conand t, condition t, controZ t, oporand_in t, done t,
now_inset t. oporand_roady t)"
);;
Z.
biu_top_cpu
BZU top love/ behavior. CPU's point o_ vies
lot bin_top_cpu = now_do, Lain/on
( rbiu_t op_c]_l ',
": (top : ":ep_ty) (response:nun->nun) (oporand_out:nun->tp)
(docodo_rel_: tom->nun) (resp_:oady :nua->bool) (bLu_stete: nua->nun)
(start : nua->bool)
(command:nua->aun) (conditto_:nun->a_n) (control:nun->mm)
(operand_in:nun->fp) (done :nun->bool)
(now_inset : nun-> bool) (2_ac:nun->_p) (oporand_roady:nua->bool)
(=:nun) .
b/u.top.cpu n top (response, oporand_ont, decode_re S, :esp.readT, f.ac,
bin_state, start)
(counand. condition, control, opersnd./m, done, nog_/astr.
oporand._rendy) =
! (t:mm). ? (t':nun). ((t+1)<ut') /_
(let stato.t_pZe = (response t, opo=and_out t, decode.roe t, reeF_read7 t,
2.so t, blu.stato t. start t) and
stato.tup1etl = (:osponse(t+l), operand_out(t+1), decodo.re|(t+1),
reeF_ready(t+1). __ac(t+l), biu.stato(t+l), otlz't(t+l))
coy_rupee = (comBand t, condition t, control t, oporand_/: t, done t.
nee.inset t, opora_l_resd 7 t) sad
otnto.tu_ot ' m (response t '. oporsnd_out t'. docode.rq t'.
rosp.rosdy t', f_ac t', bill.state t:. ot&IL't t : ) 41,
((Chin_state t m O) %/ (bin_state t m 2)) m>
(state_tup1etl = bin_top_state n top (blu_stoto t)
state.triple onv_tuple) J
('oiu_stato t = 1) =>
4O
);;
((First (t, t') (:ssp_rsady)) /\
(Stable (start, F, t, t')) /\
(stato.tuplot' = (blu_decodo n top ststo_tuple onv_tuplo))) J
(blu.stato t • 3) =>
( (" (sported.ready t) ) =>
(stato.tuplotl = (response t, opersnd_out t, decode.re s t,
rosp_ready t, _.a© t, 3, start t)) J
((Stable (start, F, t, t')) /%
(stato.tuplet ' = (response t, oporand.out t, decode.tog t,
resp.roady t, oporand.out t, O, start t)))) J
(state_tuplot' o (biu_top_ststo n top (biu.state t)
state_tuple onv_tup1e) )))"
cZose.theory() ; ;
File: apu_top.nl
Author: Jt_sPan
Date: ]la.rch1991
Purpose: The top love1 description of She LPU
loaclf '/css_rad/panj/holdir/init .s_' ; ;
losd_ 'abstract.n3' ; ;
systen '/bLz_z'a-f apu_top.th'; ;
set_tZq ('stick'. t_e) ; ;
new.theory 'aim.to p' ; ;
loacl_ 'auz.defs.al' ; ;
mqp new_pare:aS [taU.Z' ; ':Luterface' ; 'tptTpe'3 ; ;
autoloa4_de_s_ami.tlms 'aux' ; ;
Imtoload_defs_snd.tlms '_ptype' ; ;
let rep_t 7 = abstract.type 'interface' 'fetch';;
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Z-
state o_ _he top level for APU:
(f.ac, f_reg, cu, sx, done)
eav oa the nLcro level for EEU:
(stL'_, decode_re|, oporlmd.t_lZ)
Z-
JrithnetLc Instruct Lon
por/oz'a srthaet/c oporstLon on sinKlo or double
precision fZostinl point (real) nunboro:
FkDD. FSUB. FIKIL. FDZV, FREN
Those oporationJ _ro entirely internal to the coprocessor.
"-or n! - now_definition
('hi'. "el - 8");;
lot m2 = neg_defJ_LtLon
('a2', "_2 - 23");;
C_FADD
The float_point add instruction, xhore n is the
instz_ctionlength
(f_sc) + (f_reg i) -> f_ac
lot C_FahD - nee_definition
('C_FIDD',
"! (top : "rop.ty) (f.ac : fp) (f_:ol : nun->/p)
(©g su :boolSbooZtroooZSbool) (done : heel)
(start :booZ) (decode.re| : nun) (n:nun) .
C_FLDD n top (f.a¢, _.ro|. ©g, su, done)
(ote_rt, decode_re|) =
lot (addr:n-n) = (Addrn decode.re S) 4-
((FIT (FP.ADD nl n2 foaC (f_ro I _ldr))), f.rq,
Cu. II, T)"
);;
42
The floatLn 8 poLnt sub Lnstruct*o=, uhoro n Ls the
Lnstru©_ian len4th
(f_a©) - (f_rq 1) -> f.a©
lot C.FS_ u new_dofLnition
('C_FSI31B'.
el (rep : °rop_ty) f.a¢ f.roll cw sw done start
decode_roll n .
C.]LeS_ n top (f.ac, f.roll, co, sw, done)
(start, decode_roll) -
let (addz:num) - (Add: n decode.roll) 4.
((FST (FP_SUB nl n2 f.a¢ (f.roll addr))), f.roll,
Og, 8g, T) w
);;
C_Iq_L
The floetJJ_ polar nu_ Laztr3:ctLoa, where n L8 the
tnst:ucti_ length
(f_ac) • (f_re| L) -> f_ac
Z
Zot C.FNUL - nou_dofLnLtion
(' C_lqlOL',
"! (top : "rop_ty) f_ac f_roll cw sg done start
docodo_rq n .
C_I_IUL n top (__oc0 f_rell, cg0 sw, done)
(sts._, decode_re K) -
lot (add_r:nuz) - (Add: n decode_roll) in
((FST (FP.NUL nl n2 f_ac (__re S add=))). __roll.
CW, ew, T) N
);:
Z-
C_PDZV
The floatin 6 point dLv Lnstruction, ghere n is the
instruction 1eriCh
(f_ac) / (f_roll L) -> f_ac
lot C.I_ZV - nog_dofLnit£on
('C.FDZV',
el (re5 p : "rop.ty) f_to f.rej cg ew done stlurt
decodo_rq n .
C.]rDZV n top (__nc, f_roll, co, su, done)
(start, decode.roll) -
Zot (mdd::nmm) -, (&ddz" n deoodo_rej) :Ln
((FST (FP_DIV nl n2 f_ac (f_roll tddr))), f-rOll,
OW, Oll, T)"
);;
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aim_Ldle
APU gaLt 2or the BZU to pus an Lnstr
lot epu.idlo = nou_do_Lnition
( 'epu_tdlo' o
"J (top : "rop_ty) f_a© t.rq ©v ss done start
decode_re S n .
epu_id/o n top (2_a¢, f._ro S. cx, sg. done)
(start, decode_re E) ,
(f_ac. f_re|, cw, sw, done)"
loztSttto_tl_
DofJao the next state o_ APUtop level
lot |oztStato_q_z= now_do_Lnitio_
('|oztStato_apu'.
e! (top : "rop_ty) (op©odo:nun) n .
|oztState_apun top opcodo =
((opcodo - O) => (C_FLJ) n top) I
(opcode = 1) -> (C_FSTR n top) I
((opcodo = 2) => (C_FiDD n top) J
(opcode = 3) => (C_FSUB n top) I
(opcode = 4) -> (C_FXULn top) I
(C.lq)lV n top))"
);;
epu_top
The top level description of LPU.
lot apu_top - nog_de:f_n_tion
('apu_top'.
-0 (top : "rop_t]F) (__au: : nun->_p) (:f_re s : nunt->nmm-Ddep)
(cw ms : nua->boollrooolrnoolirnool)
(done : nun->bool) (staurt : nun->bool) (decode_re S : nua->nun)
(n:nua) .
apu_top n top (__lc, 2.reS. cg. sw. done)
(stLt-t. do©ode_tel;) -
! t . (__ltC(t÷|). _.reS(t+l). ¢g(t+l) o 8g(t+l).
do_(t÷l)) -
('start t) ,,,,>
qm_Ldlo n rap (__ac t, __rq t. cw t, su t.
done t) (start t. decode_tel| t) J
IleztState_epu n top (Opt n (decode.tel| t))
(__ac t. t_ro| t, cx t. su t. done t)
(sttrt t. decode_re 8 t)"
);;
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_pu.t op_©lm
The top 2eve2 descrip_Lon o_ LPU, fron the CPU
poLnt o_ view.
2or a]m..top.©pu - nes_dofL_Ltion
(' al:m_t op_clm'.
"! (rep : "rep.t 7) (_.u : nus->fp) (_.r,| : nus->nun->_p)
(¢u su : n_m->boolSboolrooolSboo1)
(done : mm->booZ) (stm : nua->booZ) (decode.tog : nus->n--)
(n:nu=) .
apu_top_cpu n top (_.a¢. 2.reg. ¢u, sw. dee)
(st_. decode_tog) =
! t . ('e_t_ t) =>
((__ac(t÷l). __reg(_+l). cwCt+l), sw(_+l), dono(t+l)) =
apu_id/e n rep (f_ac t, f.reg t, cw t. sw _. done _)
(StlLYt 1;, decode_re s 1;)) J
(? t, . (t<-t,) 1%
(F_rst (t, t') (done)) /\
((:f.ac t', __rog t'. co t', swt', done t') -
lloxtSte_o.spu n top ({)pc n (decode_re s t))
(f_ac t, f.re S t. cw t. swt. done t)
(stL_t t. docodo_rog t)))"
);;
close_thoozT() _;
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APPENDIX B: USEFUL LEMMAS
rilo: eorvice_lent.Ll
lu_hor." Ji._ Pen
Date: No.z'ch 1991
Purpose: Lennu tot "©pu.servi©e".
lo_ '/¢sgrad/peaj/holdtr/i_.n.1 _ ; ;
Zo_l:f 'ebxtract.nZ _;;
system '/bLn/ru -_ sorvico_lem.th _; ;
sot__Zq (+stick7+, true) ; ;
nog_thooz 7 'soz_rice_Zoums ` ; ;
ZotKl:f 'auz_do2s.nl' ; ;
nap now_pe_ont ['tirol_service ' ] ; ;
autoload.de_s_smd.thns 'clm_service' ; ;
Zet rop_ty 8 &bstract_tTpe +4n_oz_aco' +2etch' ; ;
nap load_ ['dilit' ; +do©LILI']; ;
©lm_service_lenna
Zot cpu_sorvico_lemul • prove_thn
( '+cpu_selwiCo_lelal'.
-.e rop:'rop_ty (n : nun) .
((Cl_l_sez_ico_stato Ii rop 0 - (¢l_l_bOKJJz It rep)) /\
(clm_sez_rice_state n top 1 o (cpu_glit__or_responle n top)) /%
(clm_serv_ce_|tate a =ep 2 - (Cl__glit_4phue It rip)) /_
(clm_servico_stste n top 3 - (cpu_road_rosponso n top)) /\
(Clml.SOrvico_state It top 4 o (cpu.usit_read n rep)) /%
(cpu.sorvi©o_stato n top S - (cpu.put_dlt& n rep)))".
REPEAT GEl_TIC
THEN O|CE_ILEVRZTE.TIC [Cl_l_SeZlrico_stato]
DEc_Ir.Q_TAC
);;
let ILICIIO_ltlFLE Iddro|8 _tr o
(GEl.ILL (DZSCB_ALL
(GEl "t"
(DZSCH "(¢]nl_stlto t - "lKJd_es8)"
(RL_RZTE_RULI [cpu_sorvLce_Zenma; L_str]
(SUBS [ASSUNE "(cpu_stlte t u "IdcLToI8)']
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(SP|C.LLL
(HWZY__RULll [©pu_servico)
(ISSUNE "¢pu.service n (rop:'rop__7) (c_a©. c_ro S, non, :i,r,
dataout, addLross, road, unr:L_o, ©pu_state)
(rosp_roady, da_aLn)"
)))))))));_
0no Zonna for oach indivLduL_ s_ato
lot Clm,,.lb,ogi.n".l,onR _- savo.tha
('©l_.be|In_leama',
EC]t0_MTLE w0" ©pu_bogin
)_;
lot cpu_waSt_2or_rospcnso_1onna = savo_thn
( 'cpu_wail;_:for.rosponso_Zeana',
lliZCRO.RUIJZ"1" ¢pu.gaLt__or_rosponso
Zot Clm_gaL__4phuo_Zonna - savo_thn
( ' cpu_gaL_.4phas o_l onma',
NICR0_It_.E "2" cpu_waLt_4phuo
);;
Zet cpu_read_rosponse_leama = oavo_thn
( 'cpu_roac[.rosponso.1 oma ',
)LTCRO_PAYIJE"3" cpu_road_rosponso
);;
lot cpu_uaLt_road.lonua - savo.thn
('©pu_gaL_.road.Zmna',
I_CR0_ItULE "4" ¢pu_waLt_read
let cpu.put_data.3omu = savo.thn
( 'c1_t_put _datajLonma,,
]lUCRO_IUJU_uS" cpu.put_Aata
);;
©loae_theGc70 ; ;
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Z"
F/1o: bLu_Zenna, nZ
lu_r: J_J_ Pan
Date: March 1991
Purposo: i Stoup of lenu aabout the top Zovel spec
of the BZU.
1oadf '/©sj_ad/psnJ/holdir/Init .aZ' ; ;
load_ 'sbstract.aZ' ; ;
Zoad2 'tattles.u3' _ ;
system '/bi=/rn -_ biu_Xonna.th' ;
s_t__lq ('sticky r . truo) _ |
s_.theory 'biu_Xosna' ; ;
Zosdf 'aux_defs.al' ; ;
amp now_parent ['au='; 'inter_aco'; 'fptype'; 'biu__op'_;;
autolosd_dots_end_tlms '_ptFpe' ; ;
autoload_dsfs_and_thas 'biu.top' ; ;
lot rop__7 = abstract__ypo '4_tez_ace' 'fo_¢h'; ;
sap loa_ ['di|it'; 'dociaal'];;
biu_top_lenna
Zet b/u.top_lama - prove_tha
( 'biu_top_lom',
".' rep:'rep_ty (n : nun) .
((biu_top_state n rep 0 = (biu.idZo n top)) /%
Coiu_top_sta_o n top 1 = (biu_docodo n top)) /%
Coiu_top_ststo n top 2 = (biu_gait_op n top)) /%
(biu_top_stato n top 3 - (biu_fld n rep)) /%
(b/u.top.state n rop 4 = (biu.uait_apu n top)))'.
MZPI_T GZM_T&C
0M___ITE_TAC tbiu_top_stateJ
ylmUl MC_IO.TAC
);;
1_ T&C1 =
IUD_LkT STBXP.TAC
9EbltZTI.I_I_TMM_TA¢ biu_top.clm 2
Tm_ L_SOLLZST (\the. _SS'O__TIC
(SM_ -t- (oX I thx)))
YWDI BH2IAST.TIC
_TE.ASH_TIiH_TAC LKT_DEF 1
IM2L_T_TAC
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poPotm_ (\tht. _.TAC
RKS_T£¢ -- resolution oaly hndles 4upli©etion, not conditions Z
Tm_ It]NRZTR__ 2 1
POP_US_ (\_hS. aSSWE_TAC
((COIIV_ImLEDZC_I_.COIV) thl))
POP.ISS'UII (\_hl. ISb'UI__TI¢
(COJV.IUI.t (OIICE.DEPTII_COIrV XBV.de©.COrr) thl))
KEWRITE_ASH.TBH_TIC biu_top_lonma I
ISM.P, EU_TE.TAC rt ; ;
lot statol.Tl¢ 8
HPEIT STIZP_TA¢
KE1fltITE__.IIM.TAC biu_top.cpu 2
mm ASSU_UST (\the. ASS_Z_TaC
(sp_ -t- (el I _)))
ILN2LAST_TAC
TEEN P.EURZTE.ISH,.TIOI.TIC LET_DEF 1
THEN NGI.IST_TAC
POP.ISSID! (\thl. JSSUJ(E_T&C
(mn'Ajto;.z thl) )
leD.TIC -- resolution oal 7 htndlos inplication, not conditions
REk'RITZ._ 2 1
P__ISS'_ (\tw1. US'_.TAC
((cor,,_m.r_ DEC___COSV) thl))
PoP.IssIDI (\thl. LSSImE_TIC
(COIV_ltULE (0|CE_DEPTH_COIV Z|V_doc_COIV) thl))
111FJI Ji3M_P..I&'#RITJ__TACrl ; ;
Z.
ana"o lore 2or oe¢]l_, _ulividua_ state
biu_dooodo_lonna
-_--_
let biu.docode.lenaa - provo_thn
( tbiu_docode.lenma',
"! (rap: "rep.ty) (response: nmm->nua) (operax_l.ont: nun->_p)
(do©ode.reg:nun->nun) (resp_roady:n_m->bool) (biu.stato:nun->mm)
(start:nun->bool) (©oamand:nun->nun) (oonditi_:mm->mm)
(control:tom->ram) (oporand_in:nun->2p) (dono:nun->booi)
(new.4_-tr :tom->boo1) (f.a¢ :nun->/p) (oporQd.ready: nun->bool) (n :nun).
biu_top_cpu n top (response, sported.out, decodo_res, reJp_reoxiy, f_a¢,
biu_mtato, start) (connand, ¢ondltJ, on, control, operand__,
done, hog.inset, op4rand_ready) u_>
(biu.state t o 1) ==>
? t,. ((t+:)<,,_,) /\
(_-st (t. t,) (,'esp_ro_wly)) /\
(Stable (ste_t. _. t. t')) /%
((response t', operKl_J.o_t t', do¢ode.re_ t', rosin_ready t', __&¢ t',
bib.state t _ , 8tat't t _)
biu_docode n top (response t, operand_out t, decodo.re_ t,
rosp_reed_ t, __ac t, b_u_stato t, eta_-t t)
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statel.TlC);;
(¢onlmdt, conditLon t, controZ t, operlmd.:Lnt,
done t, new_Lnstr t, opor_d_read7 t)))"o
biu_fld_lonna
lot biu.fld_lenna = prove_the
('biu.21d_lonma I ,
"! (re]p: "rop._ 7) (response: nua-_nul) (opersnd_out: nua->_p)
(decodo_rq:nus->nua) (resp_resdy:nua->bool) (b/u_state:nus-Pmm)
(stL_t:nua->bool) (coated:nut->hUm) (condLt/on:nua-:_mm)
(control:nun->nun) (opernnd_in:nun->fp) (done:nun->bool)
(nn_instr:nun->bool) (f.a¢:nun->tp) (oporand_resdT:nus->bool) (n:nus).
b/u_top_cpun top (response, oper_d_out, decode_re|, resp_rosdy, f_ac.
biu_stete, sts_rt) (co--ud. condition, control, opera_d_:Lu.
done. new__tr, ope:and_resd 7) ==>
(biu_state t - 3) ==>
? t'. ((t÷1)<-t') /\
(('(operend_resd 7 t)) =>
((response(t+i). opers_d_out(t+l), decode_ree(t÷l),
resp_roadT(t+l), f_ac(t+l), bLu_etate(t+l), st_--tCt+l)) =
(response 1;, opor_d_out t. decode_reSt, resp.ro_dy t. f_ac t.
3, etax_t)) I
((Stable (,tsx_, F, t, t')) I\
(((response t'. opora_l_out t', decode_roe t', rosp_road 7 t',
2_ec t', biu_e1;a1;o t', sts_rt t*) =
(response t, oportnd_out t, decode.tog t, rosp_roml 7 t,
oper_d_out t. O, st;art t))))))",
REPEAT STRIP.TIC
THFJREMRITE_ASII_TIEM_TIC bLu_top.cpu2
THFJASS1m_LIST (\the. £SSUHE_TAC
(SPZC "t" (o1 1 ths)))
THFJPOP_ASSXM (\1;hi.
ST/tZP___T&C thl)
THEN RHBLIST_TA¢
THEN REb_ITE_ISH.THM_TAC LET_DEF 1
THFJI RM2IAST_TAC
THE] POP_ISS_ (\thX. ASSUNE.TI¢
(BETA.JUJLEthl))
ILS_TAC -- resolution only handles inpXica1;iono not conditions
Tun Iro__u. s s
I'J_POP.L_S_(\th_. ISSU_.T_C
((co_jun.zHc.r.__cosv) thS))
13DPOP_ISS_M(\thl. ASSU__TIC
(COIIV_BIJI_ (OSCi_DI[PTE_COilVIEV_doc_COIIV) thS))
TB]UIILTXSTS_T/C "t':_'*
T_J _qX.__TAC D
);;
lot; T&C2 =
REPLILT STIIZP.TAC
SO
ar_uTz_Asx.TmtTAcbin_top_clm2
ASSm_LIST (\the. ASSm__TAC
(SPZC "t ° (el t the)))
POP_LqSm (\the.
STriP_ASSUre.TiC tat)
THIDI IU_IAST_TAC
RZVltITE.ASItTlatTAC Lift_DO t
TBU RM2LAST.TAC
pop.sssm (\tht. *SamE_TiC
(mrrA_aULt t_t))
Z NLS.TAC -- rosolutLoa oaly handles £aplication, not conditions Z
T_J _J.I S S
• UJ POP.ASS• (\tht. ASSUre_TiC
((con.xc-.z mc._.c0zv) tat))
THEII POP_ASSTAq (\thl. ASSLME.TAC
(COilV.ltlJUl (01CE.DEPTB.COI_ INV_dec.COlff) _1))
TEE! P.EIflLITE_ASM_TIM_TAC biu_top_lem I
TEEN ASN_REh_ITE.TAC n ;;
biu_galt_apu_luma
Z
let bLu_sait.apu.lexas = p=ove_thx
( 'biu_mait.apu.lonma',
at (top: "rep_ty) (response: nws->nux) (oporsnd_out: :mx->_p)
(decode.re 6 :n_->nua) (rooF_ready :non->heel) (btu.state :nua->mm)
(start :nws->bool) (cownnd:nux->nws) (conditi_:m_->nws)
(control: mm->nwx) (opersnd_in: nui->_p) (done: nua->bool)
(now_Laztz:nux->bool) (2_ac:n_m->fp) (oporand_resdy:nws->bool) (n:nua).
biu_top.cpu n top (response, operand_out, decode.reg, reap.ready, f.ac,
biu_state, start) (cones•do condition, control, oporand_in,
done, new_inert, oporand_roady) =8>
(;t.
(bin_state t • 4) =>
._ t,. ((t+1)<-t,) /\
((response t ', operand_out t'. decode.tog t '. romp_ready t '. __ac t ',
bin_state t '. start t') •
biu_gait_apu n top (response t, opersnd_out t, decode_re| t,
romp_ready t, f_a¢ t. bLu_state t, start t)
(couand t. condition t. control t. oporand_/_ls t.
done t, nou_J_str t, opera•d.ready t)))",
o
biu_gult_op_leaaa
let bin.gl_Lt_o_.loxns = ]_rove_thm
('b/u_gait.op_lm_'.
"f Crop: "rep.t 7) (response: nms->nms) (opersad_out: mm->2p)
(deco4e.re|:nua->mua) (resp_retdy:n_B->bool) (biu.sttto :nua->nms)
(sttrt :z=x->bool) (coutud:m=-:qnm) (conditio=:mm-)_ua)
(control:tom->ram) (oporud.tn:nua->_p) (dono:nua->bool)
(nn_/nstr:nua->bool) (t.oc:nua->_p) (oporLnd.zosdy:nua->bool) (n:nua).
b/n.top.cpu n top (response. oporsnd_out, decode.fOlK . reeF_reedy. :f_oc.
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);;
bin_state o start) (connand, condit ion, con£ro$, opermsd.in,
done, new.4_-tr, oporand_reedy) -->
(11;
(bLu_s1;a1;o 1; = 2) _>
((response(1;+1). ope:snd_ou1; (1;+I) : decode.roe(1;+1),
rosp_resdT(t+l). __sc(t+l), bin_state(1;+1), s1;trt(1;+l)) -
bin_gaLt_op n top (response 1;, opersnd_out 1;, decode_re S 1;,
rosp_rosdy 1;, :f_ac t, bin_state 1;, o1;Lz't t)
(co--and t. condition t. cont=oZ t, operand_ 4n t,
done t, nee_inset t. oporsnd.resd7 t)))',
TAC2
Z
bin_idle_leaaa
lot bin_idle_lares - prove_the
('bin_idle_looms',
);;
_! (rope "rep_1; 7) (respoue: num->num) (operand_ou1;: nua->fp)
(docode_res:nun->nun) (rosp_roady:nun->bool) (bLu_state:nun->nun)
(stazt :nun_>booZ) (conntnd: nun->nua) (condition :num->num)
(coatrol :nua->nun) (operand_in:nua->_p) (done:auto->heel)
(nes_instr:nua-)bool) (t_ac:nui->tp) (oper_ud.roady:nua->bool) (n:nus).
biu_top_cpu n top (response, oportnd_out, decode_folK, rosp_ready, f_ac,
b/u_state, start) (con_nd. condLtion, control, opors_d__u.
done. non_instr, oporLnd.resd 7) a=>
(:t.
(bin_state t m O) era>
((respoz_se (t+l), oporand_out (t+|). decode_roe(t+1),
:esp_:eadT(t+l), __ac(t+l). bLu_stato(t+l), stLZ_(1;+l)) -
bLu_Ldle n top (:esponse t, opo:imd_out t. decode_re| t,
rosp_ro_dy t. :f_ac t, bLu_stato t, st_Ft t)
(could t. condLtion t. control t. ope:aad_in t,
done 1;. new_inst: t. oporsnd_roady t)))',
TAC2
Tile: epz.lonna.nZ
luther: 3inl_ Pan
Date: lqszch 1991
Purpose: Lonmu _or espu_top.nl".
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I_.L_ '/_.i_zad/]p_J/h¢Idizl_¢.at '; ;
lo_L_ 'abstract.a/' ; ;
lOlI_L_ 'tllct::[¢S' ; ;
lyltoll '/bJJiJnl -| i]pu.]Lslll.th' ; ;
sot__elq ('st/©lrl'. tz_o);;
nou.theoz7 'al:m_Zelis' ; ;
Zoi_t 'suz_4e2s.a/' ; ;
imp now.pan=oat ['suz'; '_toz_aco'; '_ptTpe' ; 's/m_top'];;
ImtoZosd.de_s.imd.t]lial '_pty]p0 ' ; ;
Iml;oZoi_L_defs_imd_t]_ls 'lq:ni_top' ; ;
zot rep_ty = gl]Dstrilct_t)lpe ':LI_tO:IL_ilCO' 'fetch' ; ;
nap loadf ['disit ' ; 'deciul'] ; ;
apu_t op_INma
let apu_top_leaai - provo.tha
( 'apu_top_/eaaa '.
-o rep:'rep_ty (n : nun) .
((lleztStato_q_ n rep 2 - (C_FIJ)D n top)) /%
(llezt;Stato_a_mz n rep $ o (C_FST_ n top)) /\
(|oxtStiito_I]pl: I top 4 = (C.]P]_IT. II top)) /\
(|OXt$1_ItO_lq_l n rOp 6 - (C_[q)TV D :top)))".
_FEIT GH.TAC
OIICE_ltE_ITE_TIC [liszt St ate_apu]
TBF_ DEC_EQ_TIC
);;
lot TACi =
_J_EAT $11L_.Ti¢
ILEWItITlL.JiSlI.IlI.TIC apu_top_cpu 3
TaXi ISSUR.LIST (\ths. ASSUME_TIC
(SPIC "t ° (01 1 tim)))
11DDIlt/121JiTJr_TAC
I[ AES.TAC -- rosoZutlon only handZos laplication, not conditions
Tram _JJa 2 1
Tm_ P._.'IITE__ 3 1
TRFJ JLE_Ti_JL_I_TIDJ_TIC apu_top_lem 1
TEEN SSM_iUMLYTE_TACrl ;;
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One learns for each IJsdividua/ state
Xet spu_FlDD.leaaa = prove_tlm
( ' apu_PilN)_leaaa'.
"! (rap : "rep_t 7) (f_ac : aua->fp) (f_reg : nua->nua->fp)
(ca as : nwm->boolrDoollboolirDool)
(done : nua->bool) (staz_ : nua->bool) (decode_rag : nua->nua)
(=:rim) .
qm.top.¢pu n rap (f_a¢. f.reg, co. as. done)
(stL-'t. decode.rag) ==>
it •
(,tart t) A
(i)pc n (decode_re E t) = 2) ==>
? t,. (t<-t,) 1%
(First (t. t') (done)) A
((f_sc t'. f.reg t'. cwt'. swt'. done t') -
¢.FJJ)D n rep (f_ao t, f_reg t. ost. so t. done t)
(sta:tt. decode_tog t))",
TAC1
);;
let apu_PSUB_leasa - prove_tim
('apu_FSDB_leums '.
"! (r¢_ : "rep_t 7) (f_ac : nua->fp) (:f_reg : nua->nua->fp)
(co su : nwt->bool_oolSboollbool)
(done : nua->bool) (start : nua->bool) (decode_reg : nua->nua)
(n:_a) .
apu_top_cpu n rap (f_ac. f_reg, ca. so. done)
(start. decode_rag) ==>
: t .
(start t) I\
(Opt n (decode_rag t) - 3) .8>
?t,. (t<=t,) /\
(First (t, t') (done)) /\
((f_ac t', f_re$ t'. cst', sst'
TAC1
);;
. done t') -
C_FSU2n rap (f_ac t, f_reg t. ost. sg t, done t)
(start t. decode_reg t))'.
Xet apu_lqll)L_lemm m prove_tim
(' apu_lPIl_JL_leima'.
".J (rap : "rap_!y) (f.ac : nua->fp) (f_reg : nun->nun->tp)
(ca ss : nua->booZrooolroooZIroool)
(done : nua->booZ) (start : nua->booZ) (decode.rag : nun->nua)
(=:am,) .
epu_top_cpu n rep (f.ac. f.reg, cw. sw. done)
(start, decode_rag) ==>
! t .
(,tart t) A
(Opc a (decode.rag t) = 4) ==>
? t,. (t<-t,) /\
(First (t, t') (done)) /\
((f_ac t'. f.rig t'. cst'. sst'. done t') =
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TA¢I
¢.l_rOL n top (f_ac t. f_re| t. ©g t. sw t. done t)
(stLrt t, de©odo_ro$ S))",
le4; spu.FDZV.leasa = parovo.t 'm,-
( ' apu.FDIT.Ienm',
"! (rep : "rop_t 7) (f.ac : nua->fp) (f_re| : nua->nua->fp)
(cu ss : n_->boollroooIrooollroooZ)
(done : nun->booZ) (stsz't : nun->booZ) (decode_tog : nun->nun)
(n:nm) .
alm.top_cpu I top (:f.ac, _.re|, cg, ego done)
(sts,-'t, decode_re$) -=>
It •
(stern t) A
(Opcn (decode.re 8 t) - $) =0>
? t,. (t<=t,) /%
(rLrst (t. t,) Cdone)) /\
((f_n¢ t'. __re S t'. ¢w t', sg t', done t') =
C_FDZV n top (f_ec t. f_re| t, cs t, ss t, done t)
(start t. decode_:@ S t))",
TI¢I
'tot TiC2 =
REPeaT STRIP.TIC
THFJ REURZTE_ISM_T']__Ta¢ apu_top_cpu 2
THEN ASSUM_LZST (\the, ASSb_IE.TIC
(SPZC "_" (ol 1 the)))
TiffJI IOJ2L£ST_TAC
YIIEll REt_LZTE.ISN 2 1
TMEII REV_ZTIK.ISN_TJIM_TAC apu_top_le=-e 1
THEJ ISM.KEI/RITE_TIC I"l; ;
lot apu_idZe_leaaa = prove_tlm
('apu_idlo_laaa',
"; (rep : "rep_ty) (__ac : nux->fp) (f_rej : nua->nua->fp)
(©use : nux->boolSboolrooolroool)
(done : nua->bool) (StL_t : nun->bool) (decode_roj : nun->nun)
(n:mm) .
apu.top.¢pu n rep (_.ac, f.re|, ©w. sw, done)
(start, decode.rel_) -->
! t . ('start t) -->
((_.nc(¢+l), _.resCt+5), ©:(t+l), suCt+l),
done(t+l)) -
a]pu_idle n top (:f_ac t, f_re$ t, cu t, su t, done t)
(start t, decode.re I t))',
$5
closo.thoorT();;
quit 0;;
Z-
FLIo: taduc.-1
Author: JLn 6 Pen
Dsto: Hatch 1991
_o: Induction on walt tJJtO, for used for
OXiStontiLl quatifiod state transLtion.
load_ " / csKrad/p,,_ j /ho ld_r / LnL t . nl ' ; ;
loa_f %bstract.nl t ; ;
lol_Lf _tact/cs .ml ' ; ;
system '/lbJ_rm -f J_duc .th' ; ;
set_flq ('stickT', tz_ze); ;
nmg_theol 7 ' :Lnduc ' ; ;
lo_l:f 'suz_dofs.nl' ; ;
nap nog_p_ent ['auz' ; 'intoz_ace' ; 'cpu_so=v:ice' ; 'so=vLce_leaaa' ;
'apu_top'; 'apu_lomia'] ; ;
autoload_de:fs_lmd_thas 'auz' ; ;
sutoload_de_s_lmd_thas 'cpu_sez_ice t ; ;
autolosd_dofs_m_l_th_ 'sezlr:ico_Zeaaa' ; ;
Imtololt_i_de_s_llad_thlts 'lqpu_leima' ; ;
mztololKl.do_s_l_d_thLs ts]p__top' ; ;
Xot rep.ty = abstract_tTpe '_torfaco' ':fetch' ; ;
let leaas_suc • ]_rove_thm
('learns.line',
"(!t'. t <- t' /_ t' < (SUC (t + n')) --> "rosp_re_17 t')
(tt'. t <- t' /\ t' < (t + n') --> °resp.read7 t')"o
STItZP_TAC
TB]DI a_.TAC
TIEIDIASSUN_L,ZST (\ths. ASSUNE_TA¢
(SPEC _t':nu'(ol I ths)))
TIDDI STIIZP_TAC
13E11 IEVRI"TI[.Lq_I 2 3
ZLILqS.SOC: n<n --> m<SUC n_
TBEII ASSUN_LIST (\ths. ISSUH_TAC
(SPECL ["t':ema"; "t+='"] LESS_SUC))
S6
_I = "t. • (t + n') ,.-> t, < (SUC(t ÷ n'))"
3-"_' < (t ÷n')'X
TBJ _TB_LgHI $ I
Z 1 = -t o < (suc(_ + n'))"
S = or' < (SUCCt + n')) --> "resp_rosdy t" Z
THEMREb_ITR_A.qq I 3
ISM_iU_I_TE_TAC I"1) ; ;
lot lonna_suc2 - provo.thn
('lonna_suc2',
"(Jr,. t <= t, A t, < (SUc (t + n')) =-> "start s')
(tt °. t <= t' /\ t' < (t ÷ n') --> "start t')",
m.TIC
_.TAC
THEMISStM_LIST (\ths. ISStME.TAC
(SPEC "t':nua"(ol 1 ths)))
Ym_ SYkIP.TAC
ThE! p.ro, l'l'L_l 2 3
ZlT.qS_SUC: n<n --> n<SUC n_
T_J ISSUM.LIST (\ths. ASSU__TAC
(SPZCL ['t, :nu"; "t+n'"] LILqS_SUC)
_I - "t, < (t + n') ==> t' < (roc(t + n'))"
3 ='t' < (t +n')" Z
ILEtNtZYE_Ji_I 3 1
Z I - "t' < (SVC(t + n'))"
3 = "t' < (SVC(t + n')) --> "start t'" Z
TMENR_rRZTB_ASl 1 3
THEMISM_KEgRITE_TICr'l ) ; ;
lot Ions_sue3 = Fovo_thm
( 'l_ma_suc3'.
"(!t'. t <" t' /_ t' < (SUC (t + n')) --> ('(resd t') /\ "(writo t')))
=m>
('t'. t <- t' /\ t' < (_ + n') -=> (-(road _') /\ "(rzi_e t')))",
SYILTP.TIC
a_II_TAC
Lq_M_LIST (\ths. ASSUI__TAC
(SnC "t':ema"(el I ths)))
TgJ STRXP.TAC
TBEII _TE.I.qll 2 3
_LESS.SlJC: n<: --> n<SUC :Z
TBEI8ISSON.LIST (\the. ASSlmZ_TAC
(S_CL ['t':mm"; "t+n,"] LUS.S',JC))
%1 = "s, < (_ + n') --> t' < (SUC(t + n'))"
• = '_' < (S +m') _ Z
11Dm NNAZ11U_M1 3 1
I - "t' < (SUC(t + n'))"
$ - "t, • (SI1_Ct + n')) --> "stLrt t'"
I_mlTB.UN I 3
/SM_e_itll__TIC D ); ;
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lot TIC.induc -
HPEAT STRIP.TIC
- THEM REgLVTE_TAC[StableUntLX; Stable]
IHP_KES_TIC cpu_waLt_for.rosponse_Xeema
THEm B/q2LAST.TAC
_inductioa ms the leech of wait period -- "nUZ
X_.TAC
TeaL[
lbuo cue %
III_TIL.TAC r_IbDoCLAUSES] Xt4_X
_JOToIJ_S: ! ••. "m_ m n ¢- m;
I_STX./Q: ! • y. (x-7) - (y-z) X
Tim ASSUn_LIST (\tha. ASSUq_TAC
(oscl__._u I_Q_sm_iQ] (mOT.LL$S)))
Im Lqx.xrd_TZ.TACQ ;
Z tnduct/m stop Z
mraXTS_TAC_DD_CI_USr.5] _(SUC n)=SUC (n*n)X
TBFJ STRIP_TIC
TffEI IMP_ILES_TIC lenna_suc
THFJ KEb'RXTE_ASN 1 3 Z now we have cpu_stato(t+n')-I Z
THEII XMP_BES_TAC cpu_waLt_for_respoue_Xans
THFJ RN2IJ.qT_TAC
THe8 ASS_ILXST (\ths. ASSUME.TAC
(SPEC "t_n" (el 3 l_s)))
ZLILqS_IQ_IDD: •(m (mm_)Z
_TIE_A__TIIM_TAO I.I_SS_IEQ_ADDI
_S_ll4)__¢_lIFJq.: • < OKIC •)X
P,_L'mrP.I__ASN_TIO(_TAC_S_SUO_ItlDI. I
Y_og we have "'remp_ro_dT(l + n')"_
TffFJ RE_XTE_ASNI I 4
THEN ASb'_N_LXST (%t,hs.
(TICI (ol I the))) _uow go Sot "cpu_ata£e((_ + n*) ÷ 1) - 1"_
THEN KEb_XTE_TAC_DD1] 7_iDDI: m+l a, SUC •_
THEM ASM_ItEWRITE_TACI'1
];;
let w_t_qm - provo_tJm
('w-4t.clm',
" ! (rap: "rep.ty) (c_ac:nun-:_un) (c_rq:nun->nun-_)
(non:nun->emor 7) (ir:nun->nun) (dataout :nun->ewordn)
(mcldreea :nuu->nun) (read write :num->bool) (cpu_eta_e:mm->nun)
(resp_re-,kT:nun->bool) (dmtsLn :nun->ewordn) (•:nun) .
cjm_sorvice • rap (c.ac, ¢.ro S. nan, Lr. dataout,
address, road, write, cpu_sta_o) (resp_roedT, detain)
am>
t (t:nun). (cpu.stato t - I) m>
StableUntil (cpu.state, 1, t, resp_re_ty)',
TZC.tnduc
);;
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11)1; TAC.JI_hic2 stsble_mtJ.l.z -
IIEPEIT STIZP.TAC
_TTE_TAC [st sbleu_t tlz; |table]
TIDDI ___ES_TAC c]__gsit_for.responso.leaml
T/IBM ItM2LAST.TAC
Y_aductiom on the length of gaLt period -- Nn"_
TIIFJIL DUP.TIC (IIIDUCT_TIC
Tmmc[
ZI_, cue l
mmlx_t.TAc [JmD_CLAUSZS]Xt+o-tz
1UIOT.U[S$: t • n. "n<n - n <.. n;
itQ.STX.EQ: ! • y. (z'7) - (y-z) Z
TramASSWt.UST (_t_.. ASS_Z_TAC
(OXCZ___]tULZ [ZQ_S__Z0J (J0T._SS)))
ISK.n_mITE.TIC 0 ;
induct/o: st,p Z
IZV_TZ_TAC[CDD.CLiUSES]Ia+(SUC n)=SUC (_n)%
TriES STIZP_TAC
TffD
TffEI
TffEN
Tmw
Tmw
TffEM
TffES
THEM
]_P.P3Lq_TAC lures_sue
KEU_TE_ASHI I 3 X nee g, have '*nen(t+n') - non t*'
ZNP_KES_TAC gsLt_cpu
Pll2LAST_TAC
/.qSWi_LZST (\ths. ASSUI__TAC
(BEgRITE_ItULE [StableUnt/l; Stsbl,] (,1 1 ths)))
ILN2LAST.TAC
ASSUM_I.XST (\t]ks. ASSUIE_TAC
(SPlc "n,- (el 1 ths)))
IIN2LAST.TAC
]t_e'RlTm 1_ 3 I _ DOg 110 Jet cpu_st&te(t+zL') - I
Zto Set (t + n') < (SUC(t + n')) -.-> -rosp_roodT(t + n')_
THEM ASSL__LZST (\ths. ISSUNE_TAC
(SPEC "t+n,- (,1 4 ths)))
XLISS_EQ__D:n<-(s+n)_
TlilDI ItEb'_TE.ISM_1_DLTAC LESS_ZQ_ADD !
_.ESS_I__MJC.lU_.: • < (SUCn)_
P,Eb'_TE_ASN.TIDI_TAC LESS_SUe.lUlL 1
_w l* hay* "'rosp_r,_ly(t + n')"_
THEN IXP_IULq.TAC cpu_gtLt.fo:.response_leans
THEM IIM2LAST.TAC
ILi_ILTTlr_ASN_TID(_TAC Cl__gsLt.for_response 1
TREII RN2LAST.TAC
It_XTE.AM! 2 1
Tw_ LSSU_U[ST (\t]_.
(TACS (*1 1 ths)))
Zno, ,e sot "f.u((t + n') + 1) - 1%
]LEVlU[T_.T&C[ADDI] _JLDDI: n+l - SUC m_
T_S __m_TZ_:ZC _
]);;
s_tt.cpu2
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let nLt.cpu2 = prove_that
('xait.cpu2'.
m ! (rap: "rop_ty) (c_ac :nun->nun) (c_ra$:n_m->n_n-_nun)
(non:nun->enenorT) (i_r:nun->nun) (dataout :nua->euordn)
(addzess :nua->nun) (road wrLte :nun->booZ) (cpu_state:nun->nun)
(reep_readT:nua->bool) (dataLn :nun->ewordn) (n:nun) .
cpu_se_rice n rap (¢.a¢, c_re S. non, iz, dataout,
address, road, unr/to, cpu_stato) (reap_ready, data_Ln)
• ! (t:nun). (cpu.stato t - 1) ms>
etobleUnt:UL2 (ha, t, reap_ready) /%
StabZeUnt432 (Sz, t. reap_ready)',
Ta¢.induc2 St obleUnt LX2
);;
x,t_cpu3
Zet nit_cpu3 = Frove_thn
('nSt_cpu3'.
" ! (rap: "rap_t 7) (c_ac:nun->nun) (c_ras:neu->nun->mm)
(nen:nun->,nenor 7) (j_r:nun->nun) (da_aout :n_Lu->*eord_)
(address :nun->ntm) (read _rLte :nun->booZ) (¢pu_xtate:nun->nun)
(reep_rea_:mm->bool) (detain :n_->ewordn) (n:nun) .
cjm_sorvLce n rap (c_ac, ¢_re$. non, i=, da_aout,
address, read, write, cpu_state) (resp_read7o detain)
ms>
! (t:nun). (cpu_state t = l) m>
StablaUntiZ3 (road. F. t, reap.read 7) /%
StabZeUntL13 (wrLteo F. to resp_readT)',
REPEAT STItoVP.TAC
THE]J IU.:VRITE_TAC[Stab$oUntLI3; Stable]
TllE]J ZI(P_RES_TAC cpu.eait_tor_response_Zeuna
THEN RN2LAST_TAC
_(i_duction on the length of vast period -- "n'_
TliF..llL DUP_TIC (ZIlIXJCT_TAC
vmua. [
_bue cue Z
ILI_ITE_TAC (JDD_CLAUSES] Xt+O=tT.
YJIOT_LESS: ! • n. "n<n = n <= n;
IQ_syN_r_: ! • y. (z-7) = (F-z) Z
TaD ASSON.LZST(\_hJ. ASSU_.TAC
(omcz__.mmJ l_q.sTx__l) (XOT.L_S)))
Tezs ASX__TiCD
TB]m STJLTP_TIC
Tall a.qSON.LIST(\tbs. ASSU_.TAC
(SPZC "_:nm," (el 1 tJ_)))
THW ASSUN_LIST (%the. &SSUHE.T&C XIJLSS_REFL:'n<n_
(RnnU_JU_t[_SSJUTL) (ol I thJ)))
T_a aSSmt.LZST(%t_a. ASSUH.TAC
(UV_TL._[Sm._ _DD;) (el S t_)))
TXlm_qSWl..l_frr (\t_. _Stml_.TSC
(_,'_Z___LX[L_SS_SUC__.] (el 1 t_)))
zIJr_s.sUC_lt_L: z_SUC nX
_now xe Set "reap_read7 t_
THE]J IEVRTTE_A_! I 7
6O
Tram *SSUn_UST (\the.
TACl (el I the))
ISM_IU_tITE_TIC Q
_ow re sot °roadCt+l)_
Z /_Juct£em stop
RL".'klTI.TICCIDD_ClAUSIS] Zs÷CSUC n)-SUC (,,_)_
ITIZP.TAC
13EI INP__U.TIC lonaa.suc
REVRITE.ASRI I $ _ nov we have "'read(t+(n'+1))"
THEN
THEW
INP.ILq.TIC u_lLt .clm
]tN2LASY.TAC
aSSlM.LIST (\the. aSS1MZ_TIC
(itlWILTIli_ltULE [StsbleUntL1; Stable] (el I ths)))
RN21AST_TIC
ASSmI.LIST (\the. AUUME_TAC
(SnC "(n,+l)- (ol I tha)))
IUq2IAST_TAC
UgliITII.ASN 31 li nov wo Sot cpu_stato(t÷Cn'+l)) - 1 I
lie get (t ÷ n') < (SUC(t + n')) ==> "resp_ready(t + n')_(
THEN iSSLM_LIST (\the. iSSUlqE_TIC
(SPEC "t+(n'+l)" (el 4 the)))
XLESS.|Q.SDD: n<-Cn+n)_
YliFJ KEVRITE_ISN_THH_TAC LESS_EQ_ADD 1
ILLqs_EQ_SUC.REFL: • < (SUC n)l
BEb_I1"Z_ISX.TID[_TIC LESS_SUC_It_L 1
Inos we have "'ronp_rea_yCt + (n'+l))"Z
IlP.BLq_TAC cpu_uaLt_for.rosponse_lonma
T_IRM2L_T_TIC
n"O_TE_ISH_Ti__TIC cpu_wtit.for_response l
THEN BM2IAST.TAC
Tli_Iltra'RITE./L_ 21
TBEII ISSLM_LZST (\the.
(TICS (el 1 the)))
l,s_,oe me Sot "'resdC(t ÷ (n'÷S)) + 1)"I
THFJ IL_IRIYI.TIC[iDD1] _LDDI: •+1 = SUC m_.
TBEII ISlq_ltrIAITE_TAC I"1
]));;
lot YIC2.indnc =
P_PEAT STILIP_TIC
YEF.JI ltZVRI"rI|.TIC [St ebleUnt L12; Stablo]
IIqP.RES_TIC apu_idle.lemae
11ffJ RN2LAST_TAC
Zinduction on tho lenlrth of malt perLo4 -- "n"Y,
_L DUP.TIC (Iln)UCT.TAC
mr
Xbue cue li
ar,_Tz_Ylc [_D. CLAUSZS] llt÷_,tl
JSH.nVAIIZ.TIC H ;
I induction step I
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IEb_TE_TACDWD.CLAUSUJ Za÷CSUC m)-SUC (n*n)%
THIWSTlUP.TIC % man:Lpulato the induction _sunptLon % .
Ylff31 ZMP_P_.S_TACIo==a.suc2
IIEnlTE_J.qN I 3 % mow we have f_acCt+n')_/_ac t
%to 6or (t ÷ n') • (SVC(t ÷ n')) ==> -st_rtCt ÷ n')%
TUN /LqSUH.LXST (\ths.
(ASSUNZ_TIC (SPZC "t+n'" (ol 2 the))))
THE] IU_tIII[_IS)l_THH_TIC IJLqS.IQ_ADD 1 Zn<=(n+n)7.
YIIElJIrd_TE_ISN_TIOq_TIC IJLqS.SUC_REFL I Zn •(suc n)%
TH_
TliFJ
THE!
THEI
we have "'st_rt(t + n')'Z
ZNP_RES_YACe_u_idle.leuna
RN2LAST.TAC
REgltIIY_ASiq.TiIH_YACaim_idle 1
/SSUM_LIST (\the.
(TACl (el I the)))
_noe me got "f_ac((t + n') ÷ 1) = 1"%
K_ITE_TAC[LDDI] ZJ_DI: n÷l = SUC-%
THFJ LSM.REb_ITE_TACD
1);;
wait_cpu
Zet wait_apu = pz'ove_thm
( 'gaLt_apu _ ,
": (rep : ":op_ty) (:__ac : nux->fp) (g_ro s : m_um->m_m->fp)
(cs am : nua->boollboollboollbool)
(done : mua->bool) (start : mua->bool) (decode.rig : mua->nul)
(m:mm) .
apu_top_cpu n rep (f_ac, f_ro$, cw, n, dome)
(StLTt, decode_rog)
=m>
; (t:nun). "(staz_ t) -->
StabZeUnti12 (f_ac. t. start) /\
StableUntiZ2 (f_ro s, t, start)",
TlC2_/nduc
);;
lot wtLt.tpu2 - provo.thn
( 'nit.epu2',
"! (rep : "rep.t7) (f__c : nun->fp) (f_rol : mux->nua-)fp)
(ca sg : mux->boolrooolrnoolroool)
(done : nua->bool) (stl_rt : mun->boo 1) (decode_tog : nua->zma)
(m:mm) .
apu_top_clm m top (f_ac, f.re|, cg, ew, done)
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(start. docOdoorq)
men>
: (t:nun). "(start t) =->
StableUnt_2 (cg, t, start) /%
$tabloUntL12 (sg, t, staur;)",
TiC2_induc
);;
¢Zoso_theorTO; ;
qu_t();;
ari_h.nl
Yhoorens concerniz_ nunbor nanLpulation, used in
conjun©ticm with the theroonts in the g/le "indue.Ira1".
Zoad_ "/cslprad/p_n J /ho ldi:r / inL ,_ . al ' ; ;
load_ 'tactLcs.-3' ; ;
system '/bin/z1 -_ a.th' ; ;
sot_fZe I ('sticky'. true) ; ;
nou_thoor7 'a' ; ;
Zoad:f 'aux_defs.al' ; ;
map neg_p_rent ['aux _; _induc f ; 'nun.thas'] ; ;
autoZoad_de2s_and, thns 'induc ' ; :
Zoad_ 'nozlaILze' ; ;
loeul_ 'nun_thns' ; ;
Z-
mm_lenmal
lot mm.lasal = prove.tim
('n_m_lemal ',
el t t':mm . ((((t+l)+l)<_t') _> ((t+l)+ ((t'- t) - 1)_t'))",
ILEPIUtT STItZP.TIC
Tm_ WOP_ALXZit.TAC
Tram _S__I_ST (\ths. ASS_q__TAC
(sPlcL [-t'-t-; -1-." "I"3 ros.LOD_Stm))
be ee need to let l<=(t'-t) _roa ((t+1)+1) <= t' Z
1[ _izst to let SUC SUC t < t'Z
TeiY.J REURITE_ISH_THH_T&C (STN_ItULZ JLDD1) 2
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to
13D
1[ to
TBU
Sot SUC SUC t<t' %/ SUC IKIC t,,t'
REgltXTE_ANt.Tlm_TAC LLqS.Oit.llQ 1
iOt2LAST_TAC
let SUC t • t'Z
ltEb3tXTE_ASM.THH_TAC (SYX_ItULE LESS_EQ_SUC_I.DS) 1
IN2LLqT.TAC
Zto set t<t']t
I]P_FJLq.TAC SUC_LLqS
Z to
211D
Z to
Z to
let 0 ( (t,-z)X
I]_JU_S_TAC (sm_lttnJ SUi_LILqS_O)
POP.TOP_ASSU__TAC
Set SUC 0 ¢- (t'-t)X
UVtXVZ_Am__m.TAC (LUS_ZQ) S
Set SUCOI
IEgItXTE_ISH_THIq_TIC ADDI 1
ILEb3tZTE.ASM_IID(_TIC ADD 1
Z cloam up. to Set rid of unnecessLry usunptLons
TliEII JtM2LAST_TAC
TffFJ IM2LAST_TAC
THEMRlq2LAST_TIC
Z to switch -1 snd +1
111 PJ_IXTE__I 1 •
13_ LqX__-_ZTJi_TaC I'l
l_J _XI__TAC rJDD_SUB]
now me l_vo Sot: (t'-t)+t - t' u the 8ot1%
TISFJ ASSUM_LIST (\ths. ASSUME.TIC
($PECL ["t"; "t"; "t"] SUB_ADD_SUB))
Z to Bet t<at, ......
ILEI_ITE_ASN_THlq_TAC LESS.Olt.EQ 1
ILEgltXTE.ASM S 1 _ S- t<t' X
tSR__XTE_TAC [3
BEb3XTE_TIC [tDD_SUB] ) ; ;
X
nun_Zemta2b
Zot nua_lona2b n prove_tim
('sma_lema2b' o
"! 1; t':mm . ((((t+l)+l)<mt') am>
(((t+1)÷1) ÷ (((t'- t) - I)-1) - t'))",
18PEAT IFri__TAC
111E!1 IIORMALXZZ_TAC
WaFJ LqStm_LI_ (\thJ. ASSUMZ.TAC
(SnCL ['(,'-_)-1"; "1"; "1"] SUI_tDD.SUD))
we need to list l<=(t'-t)-I from ((t+l)+l) <= t' X
Z first to list SUC SUC t < t'Z
TEEM II_TE.ASM_TIDI.TAC (SYN_IIIJLE ADD1) 2
Z to jet SUC SUC t(t' _/ SUC SUC trot' Z
R_iitITE_ASM_THM_TAC LILqS.Olt_EQ 1
ItM2LAST.TAC
1[ to |et SUC $ < t'X
UVaXTZ_AS_nm_TAC (SVX_tULZ LZSS.ZQ_SUC__SS) I
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TB_
%to
Tmm
%to
TmB
Tram
%to
Tm_
Tree
%to
TEEN
%to
TNI
%to
Tram
KK2LIST_TI¢
Sot t+l < t' X
ILEVitZTE.JI_I.TIBI_TAC /i_D1 1
Sot 0 < (_'-(t+1))7,
]:XP_US_TIC (SYX_I_ULKSUB_LESS.0)
POP.TOP.ASSUI_.TAC
Set 0 < (t'-t)-I Z
ItE'_ITli_ISM_TIB.TIC (SYM_ltULESUB_IDD_ASSOC) 1
BIDI._T.TAC
6et I_UC0 <8 (t'-t)-lZ
ItI_J_TE_ISN.1_DI.TIC (LILqS_EQ) 1
Sot SiC 0 - O+IZ
BEg_TR_ISN_TRN_TIC JLDD11
set 0+1 - IZ
KEURZTE_IH.TIEH_TACIDD 1
Z meam up. to got rid of u_necess_-7 usunptLons
TED IDI2LAST_TAC
TB]D! ILM2LAST.TIC
][ to swltc_ -I and +1 Y,
ILE'altZTE_JI_ql1 S
TInS _X__Ti.TAC n
UV_TK_TAC [_D_SUS]
mow leo _Vo |or: (((ts-t)-l)+l)+t m t' U the |OIL1
Ti_ PDP_TOP.ASSUI__TIC
TEEN POP.TOP_I.qSIA__TIC
POP_TOP_ISSU_.TIC
POP_TOP.ASS'T_IP_TAC
Zto Set t(t'Z
IXP.lt__TIC SUC_LLqS
TIBll
TB_
][ to
Tram
Z to
TB_
Z to
SOt 0 • (t'-t)_
IHP.ILES_TAC (SYM_ItULE SUB_LESS_O)
POP.TOP.ISSUI__TAC
|or _JC 0 <m (t'-$)_
KEVKZTE.ASH_TIDI.TIC (LILqS_EQ) I
6or SUC0 8 0+1_
_TE_ISH.'r_I_TIC ADD1 1
l_et 0+I - 1X
BEk'RZTE_JI_I_THN_TACADD 1
Set "_ <- (_, - t) --> (((_, -_) - _)+ I - ((t' - _) + 1) - _)" _,
_mm _ssUn_Lz_r (\ths. _sstmz_Tlc
(SnCL ['t,-t"; "I"; "1"] r0m__Dn_mm))
%tose_-((t,- t) - 1) + I- ((_, - _) + 1) - 1_/.
Nm_II__L_ 2 I
13Ei _I__11_J.TAC
F_.II_.LSSIJI__YIC
POF_ll__JSST_.YAC
TIED Ft_.TOP.J3S'J_.TAC
l_m _.11_.__TAC
_(t °- t) ÷ t- t'_
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Tees ASSUM.LIST (\ths. Ur0_.TAC
(SPiraL ['t"; "t'; "t'] SUB_ADD.SUB))
Tram eaFO.XTZ.Amt.TBM.TAC L_S_OR_IQ X
aSX__X_.TACl3
11H LEVI_TZ.TAC rJ_D.SUii]) ; ;
mm.len_a2
Use4 4- conjlLmctiem with (1) mus:L1;_cpu" to |01_
"elm_State t' - 1"; (2) "nLt_cpu2" to Set
"_m t' - nero ($+1+1)" and "ix t' - JLr (t+l+l)";
(3) "gsit.sl_i" to get "f_ac t'.." sad "t_re| t'.."
lot ram_leans2 - INrove_t]bm
('nun_lores2 '.
"! t t':mmm . (((((t+X)*l)+l)<_t') =_>
(((t+S)+Z) + (((t'- _) - 1)-X) - _'))",
REPOT 811LT__TAC
mm aSS__LZST (\t_. ASSm_.TAC
(S_ZCL ["((t*l)+X)"; "_'"3 (STX__m_ _SS.ZQ)))
%£ZSS__I - n<n - (SVC • <= n)%
TMIDII_TI__ASM_TliM_TAC ADD1 1
IIL_m3__ASM1 $ 1
TllEll ASSUM_LXST(\ths. ASSU__TAC
(SPZCL ["t'; "t'"] n_,s_lem2b))
IL_ItZTE_ASX_TIOI_TACLESS.Ort.F.Q 1
TBIHIitM2LAST.TAC
itWdltZ1__AS_2 1
_mm aSLUWXXTI_TAC 13
);;
%
ma_le---_b
let m__lmtBb - ]Nrove_tba
('aua_lomma3b ',
"! t t':mm . ((((((t+l)+l)+l)+l)<_t ') am>
(((((t+X)+Z)+I)+I) + (((((t'-t)-l)-l)-S)-X) - t,))-,
IUD_kT SI1U3P_TAC
ASSUI__TAC ntm_lous2b
ASSOM..LXST(_ths. ASSLU_.TAC
(SlqiCL ['(t+1)+1"; "t':n_um'] (el I tb_)))
ASSlI_LXST (\ths. ASSUME_TAC
(SPIK_ [_t'_; _(t+l)"; =1_] (SYM.RU'_ SUB.IDD.ASSOC)))
TIDD! RINI_TE_JI_I1 1 2
% now Sot "((((t + 1) + 1) + I) + 1) (- t' am>
(((((t + 1) • 1) + 1) + 1) + ((((t, - (t + 1)) - 1) - 1) - 1) = t')X
111E11ASSI_I.LXJMr(\t]_. ASS1A_.YIC
(S_q_CL['t,'; -t-; "I"] (STle__tP.E SVII__D_JJSOC)))
l_m AEb3LTTE__qN1 2
aow i_et "((((t + 1) + 1) + 1) + 1) <m t: am>
(((((t + 1) + 1) + 1) + 1) + (((((t' - _) - 1) - 1) - ;) - ;) - _')"Z
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BrgRz11.I.WI1 7 1
Tram ASM_Rr,_IIZ_TAC D
);;
Z,
nua_lomma3
Used in ¢oaJunctLom wL1;h (1) "uL1;.¢pu" t;o go1;
'_/.re| 1;' ' ' ' ' m _.ro| (t;'+1+1+1+1)".
lo1; mm_Zemu_ - pz'ove._
('_L..le_'.
"! t 1;':riga . (((((((t+l)+l)+l)+l)+l)<at') m.>
(((((1;+1)+1)+1)+1) + (((((1;,-_)-1)-1)-1)-1) - t0))-.
itltPIUiT rlltZP.T/i,C
US_4_LIST (\1;hs. ASSU__TAC
(SPZCL["((((1;+1)+1)+1)+1)"; "t'"] (SVX__ULBLZSS.ZQ)))
7,LIESS_I[Q - n<n - (SUC • <- n)Z
THE]I _ITZ_/LSN_TIOI_TIC JLDD1 1
Tm_ BEk3ITE.ISM1 3 1
ISSUN_LZST (\1;ha. ASsuIqZ_TIC
(SPECL ["1;"; "1;'"] num.lem3b))
ILL'b'ltlTi[.J,.q_.TBM_TJ, C LESS_OR_EQ 1
IIM2LJ3T.TAC
I_RITE_ISN 2 1
TBIUI ILSN.REgRZTI__TJLC1"1
);;
I.
num_lesma4
lo1; ma..lom4 - provo_1;bt
('ua_lemed',
"! t t':n_m . (((((t,+1)+1)+1)<_1_') -->
(((1;÷1)+1) + (((((1;'- 1;) - 1)-1)-1)+1) - 1;'))",
IU[PI_T STitZP.TIC
ASSUN_LZST (\1;!_. ISS1.1NZ_TAC
(S]_CL ["((1;'-1;)-1)-1"; "1"; "1"] SUB_JmD_Stm))
Zs_ou we need to Be1; I<-((t'-1;)-1)-1 _rom (((1;+1)+1)+1) <- 1;' 7,
Z tLrst 1;o Ie1; SUC SUC SUC 1; • 1;'Z
RL"ditITii.lml.TJm_TAC (SYN.ltULE 11)91) 2
Z 1;o
THD
Z 1;o
Tram
Z 1;o
1;o
Tram
to
801; SUC SUC SUC 1;<t' V SUC SUC SUC 1;,,_' Z
RL'dRZTIL/L_DI_11iN_TIC LILSS_0R.IK) 1
ItX2LAST.TA¢
|o1; $0CSOC1; < 1;'_
RrdltZTI.I_q.llDI.TIC (STII_ItULE I.Ir.Ss.IKI_SUC.LliSS) 1
IU_LASY.TIC
Set 0 < (t,-SOC SUc 1;)Z
Im__ltZS.l'Ac (STKJtULZ mm.Ll_S.0)
Set SIC 0 <- (1;'-SUC froc t)_
kr,_TIL.__TH_TAC (L_S__Q) 1
let SUCO- 1Z
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TB, I
1"EE]I
THEM
T6_
ItL'_ITE_ASM_Tlm_T&C IDDI i
BEb'RITit_ASM.'IliM.TA¢ ADD 1
itM2I,J.ST_TIC
RM2I.J,ST.TAC
ltM2I.IST_TIC
RE_tITi_ASH_Tim_TAC (STH_RULE SUB_ADD.&SSOC) 1
_UB_LDD_LqSOC- I- !sb ©. (s- b) - ¢ - •- (b + c)_
it.M2L,IST_TAC
P.L_tZTI_ISN I 3
ILEb'RZTI__AS)I_T__TAC IDD_SUB I _ADD_SUB ,, (n41u)-nw_,
nnwo|o_'((((_'-_) - 1) - 1) - _) + 1- ((t' -_) - 1) - ZoZ
ASX_UT,_tI I'I_TAC I"1
TliIUJ ZMP.KES_TIC nun_lonme,2
);;
cZoso_theor]r C) ; ;
qu*_ () ; :
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APPENDIX C: VERIFICATION OF FPC TOP-LEVEL INTER_PRETEK
File: /pc_top.hi
Author: Jin S Pan
Date: Sulk 1990
The top love1 description e:f the IPU
Ioad:f '/csirJraui/p4mj/holdJ_r/init .In1 ' ; ;
Zeo_l:f 'abstract.ll' ; ;
systa '/bL_/ru-f :fpc_top.th';;
eet_:flq ('stlcky', tr',,e) ; ;
nee_thooz7 ':/pc_top' ; ;
lo_L_ 'euz_do:fs.nl' ; ;
nap now_pin, rent ['auz' ; 'Lntor:faco' ; ':fptTpo t ; 'apu_tep'] ; ;
autolosd_do:fs_and.thns 'su=' ; ;
auteload.do:fs_and_thns ':fptypo' ; ;
autoloed_do:fs_s_l_tbas 'apUotep' ; ;
lot rop_ty = sbstrsct_typo 'JJstor_ace' ':fetch';;
(. ...... .o--.o .... .------_.--oo_o .....................
state on the top 1oyez :for APU:
(:f_ac. :f_re$, c_sc, c_rot|, non)
onv on LPU top loveZ:
(£r)
noto: (c_ec. ©.re|, non, lz) sro actus/Zybelon6te
Cl_stJte. But sin¢oFSTlt _mstz_ctioachan6es
etato. ¢_ac. ¢_re|w_dnon hu te be
included hero.
&rithnet L¢ Z_utrlzct :Lon
poz_ozl mhaoti¢ eporetien on sJ_i|lo o1" doubZe
precision :flostia4_ point (reel) nunbors:
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FADD, 1SUB, FNUL0 FDIV,
Those operations e_o ontLroly Lntern-3 to the coprocessor.
(f__) • (f_res i) -> f_a¢
lo_ FADD - nouodofLnLtion
('FIDD',
"! Crop : "top_t7) (f.sc : _?) (f_roj : nus->fp) (c.s¢ : ram)
(c.re s :nun-_nun) (mon:qonorT) (Lr :nun) Ca:nun) .
FIDD n top (f.tc, f_roj, c_tc, c_reg, non) (_) -
lo_ (sddr:nun) - (Addr n it) 4.
((PST (FP_IDD nl n2 f_s¢ (f.ro S adds))), f.ros, c.sco Coreg,
ssOI ) N
);;
Io_ FSUB - nowodofiJ_Lon
m! (top : °rop._y) f_ac f_rog c_ac ¢_reg sen Lr n .
n top (f_sc, f_ro$, c_sc, c_rog, non) (Lr) -
lo_ (sddr:nun) - (Iddr n _L') in
((I_T (FP_SUB nl n2 f__c (t_ro S odd:))), f.rq, c_ac, c_rog,
molt)"
);;
1o¢ IqIuL - nos_dofi_LtLon
('I_UL'.
"! (re]? : "rop.ty) 2_,c _.roj c_,¢ c_ro g non Lr n .
Iq_UL n top (__,c, f_ro|, c_,c. c_ro g. non) (L:) a
Zet (_ddr:nun) - (lddr n Lr) Ln
((FST (FP_N;TL nl n2 f_tc (f.reg tddr))), __rog. c_8c, c_reg.
BOaR ) N
);;
lot FDZV n neg_dofLzLLtLon
(']rDZV' o
"! _rep : "rop_ty) f_oc f_ro$ c.,c ©_ro$ non Lr n .
FDZV n top (:f.,c, f.ro$, c_,c, c.re S, non) (Lr) -
le¢ (e_ldr:nun)- (¿ddr n Lr) in
((PST (IrPoDZV nl n2 f_,c (_.ro S addr))), f_roj, c_,c, ©_rqo
mOl_) eo
);_
Load& S_ore
Loid froa eperand cLr to F.IC and store F.IC to
the oporad cLr.
--_
le_ FLD= neg.dofLn_Ltion
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0! (rop : "top_!y)f_acf_rq ©_a©c_roEnonLr n .
n top (f_a©o !.roE. c_ac, c_ro E. non) (Lr) =
Zoo data = fetch top non (/ddr n _r) in
(((utofp r,p) data), f.ro$, c.ac, c_ro E, non)"
);;
Io_ NTR = neg.dof4_4tion
('nTl',
e! (rop : "top_!y) f.ac !.re E c_a¢ c_ro E non Lr n .
PSTR n top (f_ac, !.re I. ©.ac, c.ro E, non) (Lr) -
lot nee_non = (store top) men (Addr n :Lr) (fptou top f_a¢) 4_
(f.ac, f.rqo c.a¢, c_ro E, nou_non)"
|oz_Stato_fpc
Define the next state of Lns_r level
lot loztSttto_fpc - nes_definLtio_
('|oxtSttte__pc',
"! (top : "rop_t 7) Lr n .
IJoztStoto__p¢ n top :_r -
((({}pc n £r) = O) => (FLD n top) I
((Opc n it) = 1) -> (FSTR n top) I
((Opc n Lr) = 2) -> (FIDD n r,p) I
((Opt n Lr) - 3) -> (FSUB n rep) I
((Opt n Lr) - 4) -> (FMUL n rep) i
(FDIV n rep))"
Z-
!pc.top
The top level opecificatio_ of the floatJJ_-point
C, OINFOCOBeor
let _pc_top - nos_defL:,'LtLon
C'_pc.top',
"! (top : "top.!y) (f_ac :nun->fp) (!_re E :nun-_nun-b_p) (c_a¢ :nun-_nun)
(c.ro E :nun-_un-_nun) (non:non->on-nor 7) (£r :nun-_num)
(n:mm) .
!pc.top n rep (f_a©, !_re E, c_ac, c_ro E, non) (_r) -
!t. ?t _ .
(f_a© t', !.re E t', ©_ac ¢', c_ro E t', non t') -
le_StltO_fl_ n top (J_r t) (!_lie t, !_re E t, ¢_1¢ t, G_ro E t,
non t) (£r t)"
);;
lrPCstjto
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the elm accunulator and rel;ister , nenor7, end instruction
rol;iste¢ wilZ be differont shen the cu_ront FP instruction
2inishos, since sone CPU instructicm night have boon ezecuted
]Lot YPCstate = nog_definitian
('FPCstste ',
"! (2_ac:fp) (f_z'og:nun->fp) (c_ac:nun) (c_reg:nun->nun)
(_en:esenory) CLr:nun) .
lq_state (f.a¢. f_rog, c_a©. c_reg, non) = (f_ac. f_:eg)"
);;
FiZo: f__rith_¢oz_roct, nZ
Author: Jing Pen
D_to: Jan. 1991
l_:pose: Verification of FPC top love1 qainJt top level
8poc of the BI1/, APt;, end CPU_sorvice, in the
¢uo of an _rithJiotic instructioa (FLJ)D, FSUB,
PNUL, FDXV).
Theories Used: aux. bLu_top, biu_lenna, apu_top, apu_losma,
cpu_sorvice, service_lenna, fpc_top, induc, a.
load_ '/¢ss_ad/penj/hold_/init .n_ ' ; ;
losdf 'ad_tract.n_' ; ;
1oadt 'tactics.s_' ;;
sTsteu '/binJzl -f f__ritb_cozzect.tb' ;;
set.fle 8 ('stic]rT', true); ;
nou_thoe¢ 7 'f_arith_¢ozToct ' ;;
Xoad_ 'aux.defs.n_' ; ;
nap nou.jpaz'ent ['8ux_; rbiu_top'; 'biu.Zosma'; 'apu_top';
'apu_Zonna _; 'cpu_se:vico' ; 'sozvice_Xenna';
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'_?c_to]?'; %L_luc'; 'a'];;
sutoload.def s_and.thns
mzt oload_det s_a_L.thns
autoload_de f s _aad_thns
au_oload_de_s_and_thns
'biu.top f ; ;
f b:Lu.leana _;
f __top t ; ;
ta_.leaaa' | |
mstoZosd_defs_an_thns
u_oZoed.def s_emi.thas
mrtoload_def s_u_i_thu
mstoZoad_do_s_emd.thas
mtoload_defs_amt__hns
mtoZoad.defs_a__thns
' cpu.sorvLce' ; ;
'leFvico.lo_na c ; ;
'_pc.top I ; ;
'_nz' | ;
Zet rop_t7 = abstract_tTpo 'Lntez_Jco' 'fetch'; ;
nH_theorT_obl J4at ioM [
": (z:nun) (rep:'rop_tT). ((vtonun top (nua_ow rep z)) • z)";
"; (z:1_p) (rop:'rep_ty). ((w_ofp rep (fptog top x)) = z)";
3;;
let doublo_un = provo_thn
( 'doublo_n_',
o! (x:nun) (rop:'rep_ty). ((u_on_n top (nuntog top z)) - z)",
REPEAT STRIP_TIC
TffDI aSN_REgRITE_TIC D ) ; ;
Zet double_fp = provo_thn
('double__p',
"! (z:_p) (rep:'rop_tT). ((wtotp top (fptow top z)) - z)',
/_PEAT STrIP.TIC
THEN ASIq_P_VRITE_TAC D ) : ;
lq) loid_ ['diJit'; 'dociJu_'];;
let TIC_stoz_a apu.instr_lemma C__nstr £nstr =
R_PeaT STRIP_TiC
I(1) APU: apu_/dle_luma-- Idle. Jaitin_ _o: start sisnaIZ
ZNP_RES.TIC apu.idle.leaaa
YE_IIM2LAST.T_C
YEHEEURITE.ISN.T__TIC apu_idle 1
TI_IRN2LIST.TAC
_SSOX_LZST (\thJ.
(Tics (el I _)))
I(2) BZU-- Ldlo. gaitLnKfor the nos_instr siKnal_
TIDDI ZIW.RES.TIC biu_/dlo_lma
TIE_RN2LAST.TIC
THEM KEg_TZ.ASN_T__TIC biu_ldlo 1
THEBIU_LLST.TAC
TliEIIILEVRI'IT,_I_I 11 1 ZII= ''neu_Lnstr t"_
_mm ISSt_.JAST (\ths.
(Tic1 (el s t_s)))
I(3) cPu -- start._ptho commnicationby send_l_tho in_tr_
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ZIB.itr.q.TAC cpu_beg:i.n.lesma
TKEIJ II_LAST.TAC
TBEg lt.E_ITE_ASM_TliPI_TIC cpu.be$:i= 1
TBEII lt_LAST_TIC
'rmuJ ISS_.LIST (\ths.
(TACS (,1 I ths)))
1[t÷l _> t÷l+lZ
Z(1) c_Toctnoss 02 the 4-phnse handshak_mlK: cLr_road_mrtto --
let "connsad (t+l+l) - :ILr t" Y,
I_eWlkITZ.ASM_TJDI_TIC clr_re_d_mrLte 29 7, 29 - cLr.re_d__rLtoT,
Tsum USmI.LIST (\ths.
(ISS_aK.TAC (SPEC "t÷l" (el I tbs))))
BN2LAST_T&C
BEWltlTE.ISNI 26 4 _2S='rotd t. 4="roadCt+l)-zoad t'_
Tram mFdRZTZ._I I 2
Tmm Im3L/ST.TAC
TlllDI ILrO_TE._ 4 1 Y. 4 - trite (to1) ][
ltEBRZTE_I_ 6 1 _6="addross(t+l)=O'_
ASS__LIST (\ths.
(TACI (el I ths)))
TliEll BrdRZTE_ISN1 8 2 Y,8-"dataout-.." end 2="command_dtttout..."Z
TBIDI IIPO_TE.ISM_TIDI.TIC double_ram 1
111 IIN2LJiJT_TAC
Z (2) btu idles until nog_J_str LS hLgh Z
YEIDI ZI_.RES_TIC blu_i41o_Ima
TBHI POP.TOP_ISSUe_TIC
TEE! Im2LIST_TAC
TEEN LEWRZTE_AS__THM_TAC biu_idlo 1
TEEM M2LIST_TAC
BEgRZTZ.ASM 3 1 7,2 - now_instr(t+l)Z
THEi ASSUH_LIST (\tbs.
(TIC1 (el 1 ths)))
_[ (3) CFU gaits until the response cone Z
TlffJ _D__RES_TAC cpu_gait_for_rosponso_leama
PM2L_T.TAC
YIDDI ]I_IRITE_JI._I 37 25 _ |or "rospj:ead 7 (t+l) _(
TE_ P_RITE_L_ 1 2
TM]DI ILN2IAST_TAC
THEiJ LqSUH_LZST (\ths.
(TIC1 (ol I ths)))
Z (4) JU_ still 14108
TN]DI JU_SIM.LZST (\ths. ASST_.YAC
(P_nITE.P_LI_ [STX_ItOL_ (el 30 ths)] (el 47 ths)))
to lot re'start (t+l)" _J_'lt.
417 = "'start t'. 30m"staz't(t+l) m start t"
T]DDI _]_.JL_S.TAC &]_l.i41o.loama
TME_ POP_TOP.ISSU_.T_C
NN2I_ST.T_C
TB_ _2LIST.T_¢
TBEN P_dRZTE_t.qll_T_.TIC a_,.i41o 1
ltI_LIST_TIC
_ssm_usT (\_.
(TIC1 (el I ths)))
_[t+l+l -> t '][
][ (1) b/u decodes, sends back rosponso, snd stats up the apu.
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_irst tino nondotozTLnist:Lc ....... ?t'7.
11EB ILqP.RES_TAC bLu_docodo_leua
TEEll ItM2LIST.TAC
TEU ILE_tZTE_ASH_THH_TAC b/u.decode I
TBIUI RM21JLST_TAC
TIM ISSLq(.LIST (\the. AssLq(E.TAC
(ILEbgtZTE_RULE [need_ro_l; noed_u_rite] (ol I the)))
TEEM RM2I.kST_TAC
11EII ASSL__LZST (\the. Zre_rit, use all other usunpt/onsY.
(nbltITE_OTHn_TAC 1))
11E]1 IU(2IJ.qT_TA¢
POP.flU (\thl. ASSU_.TA¢
((COIIY.RULS DZc_Ir__coBY) thl))
POP.k$ST.]X (\thl. LSSU]I_.TI¢
(COIV_lWLE (OIICI_DZPI11_CO/Y
IBV.do©_COBV) thl))
POP_ISSIDI (\thl. ASSUHE_TAC
(P._,_XTE_R_.t _irst] thl))
TIIFJI POP_ASSUN (\thl.
STRZP_ASSU]__TIC thl) Z |or rid of ?t' and nLke (A/\B) t,o
lepiLr&te leetZltptiou 1, ]J X
11FJ ISSUM_LIST (\the.
(TIC1 (el 1 the)))
(2) CPU -- gsLtin S :for the response :free BZU, :Luduct/ou thereon
Itit.¢pu 48 ued here_
111E]1 IMP_lUgS_TIC uait.cpu Y_esoZve q;eLnst (cpu_etate t+l - 1) o_d
(cpu_state t+l+l • 1)Z
TEEN RIq3LIST_TAC
THEI POP.TOP_ASSLq__TAC
TEEJ RE'dRITE.ISH_THH_TAC StableUnt/l 1
Z specilL1Lze n_
TEEM POP_ISSUM (\thl.
ASSITI4E.TAC (SPEC "((t'-t)-l)-l" thl))
?BEll ¿MP_ItES_TIC nua_loua2 Za nuaorLcL1 lem 7,
REgItlTE_ASH I 2 Z to re.rite use the theorem
111 REURITE_ASM 13 1 _ 13 - Stable(resp_re_dy,F,(t + 1) ÷ l,t') Z
7. (3) LPU -- uaitiz_ to be et-_rtedo inductLon thereoam
ua:it_apu and gait_apu2 _re used hereZ
Z (3.1) to Set :f_ac t' - :f_ac t+l+l, cad re_roll t' - re_roll t+l+l Z
to 8or "stm_"l;(t+l÷l) :ferret
29 m stL."t t+1÷1, S1 a st_-r, t+l, 69 • "start t
ASSUN_LTST (\the. _relrJrite use ILtZ other usuapt:LozuB_
(RE_lI.0T_J_TAC 20))
Z)[P_RP__TJC u_t_llpu _ resolve Iq_aJ_st "ere=re t _nd "stL'_(t+l+l)
POP_TOP.ASSU__TAC
POP_TOP.ISSUe_TIC
P.N3I.LST.T1C
ILE_ITE_ASM_TIEM_TAC StableUntL12 1
lm2LJLST.TAC
It_dltZTiI_ISN.T__TIC StableU_t/12 2
ImBI.AST.TAC
POP.aSS_ (\thl.
leSS_TIC (SPIC "((t'-t)-l)-l" _hl))
POP_ASSUH (\the. POP_ISSUN (\th2.
ASSUNE_TIC (SPEC "((t'-t)-l)-l" th2)
THEN ASSUNE_TIC thl))
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TliElJ
TWJ8
Tm_lJ
TmU8
TmuJ
Tmu8
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YdlUIINP.US.TACnun.lout2 74et C(t ÷ l) + 1) ÷ (((t' - t) - 1) - I) - t'X
THFJ REIf_TE./L_! 1 2 X to rorrLto use the thoora X
TI_ IUOLAST.TAC
P.lVRIlZ_ASM1 2 3
TffEB REVRITZ_IH le I X 16 - S_able(staz_,F,(t ÷ I) + l,t') X
YHFJ REVRZTE.ASNI 16 2
TI_ RM31_.TAC
X (3.2) to Set cw t' = cu t+l+! *_d sw t' = sw t+l+l _{
IIB.IU&S.TAC ualt.apu2 X resolve qainst "sta._ t end "sam(t÷1+1) X
l_J
THEM
THH
THEM
THEM
TBD
THEM
THEM
THZB
THEM
THEB
13FJ
THEI
TH_
POP.TOP_ASS_.TAC
POP.TOP.ASm.TAC
mLAST.TAC
NMITiI.IgM.M_TAC Stabl.Unti12 1
IUq2LAST.TAC
ItW_TE.ASM.TllM_TAC Stablo_tA12 2
IUOLAST.TAC
POP_A$SUN (\thl.
ASSUNE_TAC (SPEC e ( (t ' -t ) - 1) - 1" thl ) )
POP.ASSIM (\thl. POP.ASSUH (\th2.
ASS_.q__TAC (SPEC "((t'-t)-l)-l" th2)
THEM ISSLME_TAC th%))
REIfRXTE_ASH S ! _{.-ewrLte use the nunerical thereon X
It_ITE.ASMI S 2
IUQI_ST_TAC
]t_ITI_A._ 18 1 X 19 - StmbXe(stl_rt,F,(t + 1) + 1,t') X
REURITE_ASN1 18 2
IU(3LAST.TAC
Xt '_>t '+IX
Xnow go Set ¢lm_State t' = 1, _.ac t' - 2.a¢ t+l+l, __re S t' = 1_re S t+l+l X
X (1) CPU sees to state 2 to anLlyze the =esponse, and _ out
:Lt doesn't have to do anTth_q_ eXse X
IHP_ltES.TAC cpu_gaLt __or_response_Ima
THEB IU(2LIST_TAC
TI_ POP.TOP_ASSLMP.TAC
MM21.13T_TAC
TRIM REWitITE_ASN1 IS 1 X 1S = reap_ready t' X
TI_ PJf21.AST_TAC
TI_JI ASSUM_LIST (\ths.
(TACt (el Iths)))
X t'-->t' JX
X (1) APU execute C.4_*t_r.
ue need to set (staz_ t') /% (Opt n (decode_=e S t') = 2) 2JzstX
X24 = "decode_re S t' - Lr t" and
$3 - -0pc n(_r t) - 2" X
TBIHI ASSUM_LXST (\ths. ASSUIM[_TAC
(_TZ_i_qJ [SYX__'_II (el 24 th-)] (eX 83 th-)))
XMP.IU_.TAC al_U_4--tr.Xeama
X to =at_ qa_--t -! t. (start t) /\ (Opt n (it t)) ==> "%
J_SUM_LIS"A' (\tbs. JUISUII.TAC
(gOLJU1_i.m (el I ths)
(CO]IJ (oX 22 ths ) (¢1 2 ths)))) X 22 = start t'X
THEm RN2LLST.TAC
ltr_ItXTI|.ASH_TI.TAC C.4--tr 1
TI_ MPl2LAST.TAC
T_J POP.ISS_ (\_hl.
STR.TP.A__TAC thl) X set rLd o:_ ?t' and make (A/%B) two
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TEn
THEN
THE]
THFJ
TEE=
TH_
TH_
separate ueunptLons Ao B X
ASSI_K.LZSY (\the. ASSUNE.TAC
(nV_ITE_RULZD_T.nSJ_J (ol I the)))
IDI2IAST_TAC
ASSUH_LXST (\the. ASSUME.TAC
(BETA_ltULIB (el 1 the)))
lt.N2LIST.TAC
ISSLM_LIST (\the. _omrite use =11 other usumptions_
(m_,'_TE_OT_P..TAC 1))
KN2LAST.TAC
ASSU__UST (\the.
(TACt (oX I ths)))
1[ t'+l-->t' '%
% (1) J_7 id_Loe, waitJ:_ for the next i_ instrnctLcm 7,
X (2) CPU tim proceed with the nor_ CPU instruction X
To for:Ate the |0 .3
011CE_REVILTTE_TIC [Lest r]
T_J 0=CE__EV_TE_TAC [L_T_DEF3
THEM BETA_TAC
TIIF.JI REVRITE_TAC [FPCst at o]
EXISTS_TiC "t ' ' :nun"
THEM ASlq_It.Eb'RXTE_TACD ; ;
]PIDD_Coz-toct
Tp l_rOVe the cozTectne=8 of FADD, upon the interaction
anon K the BZU, APU and CPU.
lot FSDD.Coz_roct = prove_the
( ' FIDD_Corroct '.
0! (top : "rop_t 7) (ronponso:nun->nun) (oporand_out:Kun->_p)
(decode_reg:ntm-:_-nnn) (bin_state :nun-)saun)
(start : nun->bool) (conand:nun->nua) (condition:tom->ram)
(control :num->znm) (oper-,,d_in:nun->:fp) (done :nun-:,.booX)
(now_instr : nun-> boo].) (oporo.nd_roady:nus_>bool) (rosp_roadT:nua-).booX)
(f_=c : nun->fp) (f_ro S : nun->num->fp)
(cw ew : nun->boolZbool_boolSbool)
(c_ac:nun->nun) (c_roK:nun->num-_nun) (non:nun->enenor 7)
(ir:nun->num) (cpu_atate:nun->nun) (addrees:num->nun)
(read write :nun-)bool) (detain dataout:mm-begordn) (n:num).
(biu_top_cpu n top (response, operand_ou_, docodo.rq, reap_ready,
foOC, bln_state, eta't)
(cosmand. condition, control, opersad_in, done, now_Lastr,
oporand_roady) /\
epu_top.¢pu n top (f.ac. t.ro S. cw, sw. done)
(stL'_. docodo_rq) /\
Cl_.eervico n rop (c_a¢, c_re E. nee, Lr, dataout, addresSo road, write,
cpu_stato) (resp_roady. dataLn) /\
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(c_'r_roadortito top address read gr:Lte dottle datnout
cou_nd rosponto operand_Ln opore_d_out condition
controZ nou_Lnstr opore_t_ro_dy))
mu>
(It. ((opt n (it t) - 2) /\
('(st_ t)) /\
('(nos_4,u_r t)) /%
('(rosp_routy t)) /%
('(road t)) /\
(bin.state t - O) /%
(©l_.8tat, t - 0)) -->
(? (t':nun).
((f_ac t', f.ro| t') -
7PCststo (IVADD n top (f._c t, f_ro 8 t, ¢_ac t,
c.roj to non t, Lr t)))))"°
TAC_stozl tpu..FLDD.leama C_FADD FADD
);;
PSUB.CozToct
Tp prove the correctness of IPSUB, upon the 4_torsction
8nong the BZU° LPU and CPU.
let l_UB_¢orroct - prove_the
( ' l_]J_CozToct '.
"! (rep : *rop_t 7) (rosponse:num->nun) (oper_nd.ou: :nun->_p)
(decode_re S:nun->nun) (bin.santo :nun->nun)
(start : nun->bool) (connand:num->nua) (condition:num->nun)
(control :me->nun) (oporand_:Ln:num->fp) (done :nun->bool)
(nou_Lnstr : nun-> booZ) (cpo=_d_rotdT:nua->bool) (resp_roady:nun->bool)
(f.nc : nun->tp) (f.res : nun->nun->tp)
(cu su : nun->boolSboolliboolSbool)
(c.ac :nun->nun) (c_rej: nun->nua->nun) (nee: nun->*nonorT)
(Lr: nun->nun) (cpu_st al_,: nua->nun) (add:one: nun->nun)
(road uzite :nua->booZ) (dataLn da_aout :nun->ogordn) (n:nun).
(biuotop_cjm n top (response, operond_ont, decode.ro$, resp_roadT,
f.nc, btu_stato, sam)
(comstnd. condition, control, oporand_:Lno done. nou_LaJtr,
operand_roady) /%
8ira_top_elm n top (f.nc, f_roj, ©g, u, done)
(start, decodo.re|) /%
cpu_aon/c, n top (c_u, ¢.ro|. non, _z, dataout, iddrou, retd. writ,°
cpu.atato) (reap_ready, dater 4_) /%
(eLf_road_st/to top tddz'oes :road mrLto dataLn datsont
cosmand response opersnd_jjl operand_out condition
control neg.L_str oporsnd_roadT))
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m>
Cot. CCOp<n C_ t) - s) /\
C°(st_ t)) /\
C°(now__tr t)) /\
(°Crosp_ro_y t)) /\
('(road t)) /\
(bLu_state t = O) /\
(cpu_stato t - 0)) -->
(? (t' :nun).
((f_nc t', _.re| t ') =
FPCstato (FSUB n top (t_nc t, f.re| t, ¢.ac t,
c_roI t, me t, *r t)))))",
YlC_storo apu.FSUB.I_ C.M FSUB
)_
............... o ..................................
lqfUL_Coz'roct
lot lqlUL_Correct = prove_the
( ' lqflJL_¢oz_roct ',
": Crop : "rop_ty) (rosponso:nlm->nus) (oporand.out :nun-:_p)
(decode_re S:nun-)mm) (bLu.stato:nun-:qmn)
(StiLrt : nun-)bool) (conand:nun-_nua) (cond/t/on:nun-_znm)
(control :nun->nun) (operand_in:num-)fp) (done :nun-:_bool)
(now_inert : nmt-)bool) (oporlLnd_roadT:nun->bool) (rosp_roody:nun-)bool)
(/_ac : nua->Ip) (__ro| : nua->nua->_p)
(cu su : nua->boo18boolSboolSbool)
(c_ac: nua->mm) (c.ro s: nua->n_mD>nUn) (non: nua->emeaoz'y)
Cir:n_m->mm) (¢pu_stoto:nua->nua) (odd_ess:nua-_nun)
(road mrito :nua->bool) (datain dataout:nua->euordn) (n:nua).
(biu_top_cpun top (rosponso. oporand_out, decodo.roj, rosp_road 7,
2_ac, bLu_stato, start)
(coanand, condition, control, oporand_in, done, now_inert.
opera_d_road 7) /\
apu.top_cpun rep (f.ac, f_ro|, cg. su, dmso)
(start. decode.re|) /\
cpuoservico n top (c_ac, c.ros, non, Lr, dataout, addross, road, write,
cpu_stato) Creep.road 7. datain) /\
(cir_rood_grito top address road IrL':Lto dJtaJ_ dstaout
comutand roeponso oporw_d_4_ oporand_out condition
©ontro2 now_inert oper_ndoroady))
mm>
(:t. ((Open (it t) - 4) /\
('(start t)) /\
('(nou_iutr t)) /%
('Creep_ready t)) /\
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('(read t)) A
(bi=.otato t - O) A
(cp_otuto t - 0)) -->
(? (t' :n_).
((_.ac t', J.re| t') -
FPCotato (FRUL n rep (f_ac t, 2.re S t, c_uc t,
c.re| t. non t. ir t)))))".
YiC_stoz_ apu.F_JL_lemsa C_IqWL lqa)L
);;
Z-
Tp prove the correctness o3 irDZV, upon the interaction
ononS the B/17, APU sad CPU.
ZoO FD__CozToct = prove_Ohm
( ' FD/T_C_rroct ',
": (rope "rop.t 7) (response:non->elm) (operand_ont:nua->_p)
(docodo_rog:non-_) (biu_stato :nu_->_a)
(start : nua->booZ) (¢ouond:nua->nim) (coudition:nua->D_a)
(control: nux->mm) (operand_in: nua->fp) (done: u-u->boo1)
(aex.instr : nua-> boo1) (operond.roady:mm->bool) (resp_roady:mm->booZ)
(_.ac : nua->fp) (f_ros : nua->nun->tp)
(cu og : nua->booleboolSboolebool)
(c.ac: nux->mm) (c_rog: non->one->nun) Cues: nun->wsonory)
(/z:nua->nua) (¢pu.state:nua->nua) (addzoss:nun->nun)
(=osd mrtte :nua->bool) (datsun dataout:mm->ewoz_l_) (nulls).
(biu_top_cpu n top (response, oporand_ont, decode_roB, rosp_road7,
2_so, bSu_etute, start)
(corn, and, condition, controZ, opors_d_4,_, done, now_Lastr,
opornd_rondT) /%
qm_top_c]m n top (__ac, 2_tog, co, so, done)
(start, decade_re S) /\
elm.service n rep (c_ac, c_re|, non, J_r, dataout, ad4ross, read, _rito,
cpu.stuto) (rosp_road 7, data/:) /\
(c/:_read_u_Lto reqp address road u_rito datain dataout
connand response oporand_in oporand.out condition
control nou_instr oporand_road 7))
mm>
(:t. (COpen (Lr t) - S) /\
('(start t)) /_
('(now.in=t: t)) /\
('(rosp.roady t)) /\
('(re.d t)) /\
(bLu_stute t = O) /_
(cpu_stute t = O)) m>
(: (t' :row).
((f.uc t'. f_re| t °) -
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lU?Cstato (FDZ¥ n top (f_ac t. f_rq t, ¢.nc t,
c.re$ t, non t. L: t)))))'.
TAC_stOZl alm_lrDZV.lemaa C_l_lV FI)ZV
);;
close.theorT() : :
quat(); ;
P/Io: lid_correct.hi
Author: J_ Pan
Date: Jan. 1991
Purpose: Verification of FPC top level against top level
spoc of the BIU, LPU, and CPU_sorvico, in the
cue of an FLD instruction.
Theories Used: nux, biu_top, bLu_Ioana, apu_top, apu_Ioasa,
cpu_sorvice, service_lea--, fpc_top, indue, a.
loadt ' /csi|rad/panj/holdJx/init .aLl ' ; ;
loaAf 'abstract.a2' ; ;
loadl 'tactics.no' ; ;
systan '/bln/zl -f fld_coz-roct.th' ; ;
se__flq ('sticklr'. true); ;
nou_thooz_r 'fld_coxTect' ; ;
loadLf 'aux.dofs.al' ; ;
nap now_pal"ant ['u_z'; 'b/u_topa; 'b/u.le|ma'; 'apu_top';
'lpU_lOmma' | 'c__ooz_rlce' ; 'lOrries_Isles' ;
+fpc_top'; 'Luduc'; 'a'];;
autoload_dofs.and_thas 'blu_top' ; ;
autoload.defs_and_thas 'blu_leua' ; ;
autoload_dofs_and.thas 'apu_top' ; ;
autoload.dofs_and.thns 'upu_luma' ; ;
ntoload.defs.a_S_tha| 'cpu.sorvico' ; ;
_toload_defs.sad.thas 'sorv/co_lonna' ; ;
antolosd_defs.and.thas 'fpc.top' ; ;
antoload_dofs_end_thus 'anx' ; ;
uutoload.defs_snd_thns 'indue _ ; ;
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lot top.t7 - a]l_tract.tYl_ tt_toz-/acoC '_otchf;;
nex_theorT_obliZat lww [
"! (z:mm) (:op:'rep_tT). ((_onun top (nuntou top z)) - x)';
"! (z:_p) (rep:'rop.tT). ((g_otp top (fp:ow top z)) - z)";
let doubZe.nun - provo.thn
( 'doublo_mm ',
"! (z:nua) (rep:'rep.t7). ((utonun top (nuntog rop z)) -z)",
IW?_T STRZP.TAC
Tram ISM_R.L'gRXT_TAC D ) ; ;
Zot double_t_p - provo_thn
('doublo__',
"! (z:_p) (rop:'rep.ty). ((gtofp top (fptou top z)) - z)",
IU_T STILT.P_TIC
ASLnVRXTIE_TAC D ) ; :
nap loed:f ['d$|£t'; 'decLn_L'];:
PLD.CozToct
Tp prove the correctness o_ FLD, upon the £nto=ac_Loa
8noniK the BIU, IPU end CPU.
X
lot IeLD_Corroct • prove_tim
( ' FLD_¢orrect ',
"! (top : °rep__ 7) Cresponse:nua->nun) (oporand_out:nun->tp)
(docode_rel_:nun->zmn) (bLu.s:a_o :nun->nun)
(s¢oz't : nun->bool) (©onnsnd:nun->ntm) (cond/t/on:nun->nun)
(coatrol :nun->nun) (oporand.in:nun->_p) (done :nun->bool)
(non_inert : am-> booZ) (opera_d_resdy:nun->booZ) (resp_roadT:nun->bool)
(__ac : mm->tp) (f.ro| : num->nun->_p)
(cx as : nms->booIbolSboolWoool)
(c_ac :nun->mm) (c_re$:nun->nun->nun) (non:nun->enmorT)
(_r:nms->mm) (cim_stato:nmi->nua) (addresS:hi=a->ares)
(rend mrLto :nua->bool) (detain dsttout:nua->eeordn) (n:nua).
(Ibtu_top.qm n rep (response, oporamd_out, decode_re|, rosp.roadT,
£_ac. btu.stato, sta._t)
(conned, conditLon, contz'ol, opo:and_:Ln, done, neu.:Lnstr,
e_r_t..readT) A
apu.top_clm n rep (t_ac. t_rq. cu. n. done)
(start. d, code.rq) /\
cpu_sorvice n top (c.sc, (.re|, non, J_r, dstaout, sddross, road, 0r=ito,
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cpu_o_tte) (rosp_ready, datain) /%
(¢£r_rNd.urite rep nddreso road grito da_a:_ dattout
connud response operand_Ln opertnd_out condition
control now_instr oporand_rnd 7))
mm>
((Opcn (it t) 00) /% IrLD
(°(stLz_ t)) /\
(°(n.Ju_r t)) /%
(°(rosp.road7 t)) /%
('(road t)) /%
(btu.stato t - O) A
(cpu_s.to t = 0)) -->
(? (t' :n_.).
((f_ac t', 2.re| t ') =
FPCotat, (I_D n top (f_a© t. 2.re| t. c_ac t.
©.to I t. non t, Lr t)))))'.
REPEAT JPrRZP.TIC
Z(1) UU: idle 7,
I_P.RES_TIC apu.idlo_lma
THFJ IODI.UT.TAC
THEIJ REVRXTE_ASH_THH_TAC apu_idlo 1
THEJ RM2LUT_TAC
Tmm US__LZST (\tb_.
(TACl (,1 I ths)))
Z (2) |ZU -- Ldlo, gaLtil_ for _ho nou_i_str si_Z
THEN IHP.BES_TIC biu_td_o_lonna
THEN PJ_I.UT_TAC
THFJ REb'R3"TE_ASH_THN_TIC biu_/dlo 1
THEN P.M2LIST_TAC
REURITE.ISM 11 1 7, 11= "'nog_instr t"_
T_J ASSUM_LIST(\ths.
(TAC1 (el I thB)))
Z(3) C_ -- st_-'l_ up tho couu_icat/on by sondLz 4 the 4--trT.
THEm IMP_RES_TAC cpu_betJ__lem
THEN JtJ_2LIST.TAC
THEM KEURITE_L_.THH_TAC cpu.bog_.n 1
THEM PJ_IJST.TIC
TuJ LSS__LIST (\thJ.
(TIc_ (,1 I thJ)))
Z(1) corroctnoso of the 4-phuo htndshakh4, , *or/to": cJ.Y_road_g_ito --
Set "©o_and(t+l+l) = :izt"
THFJREURITE_I.__THM_TIC ci__ro_l_ur/te 29 _ 29 - cLz_read_grLto_
T_I
THEN
THEN
TBFJ
THE!
T_J
TBEJ
TBD
THEm
THEN
USUN.LIST (\ths.
(ASSIME_YAC (SPI_C %+1" (el 1 ths))))
RN21AST.TAC
ILE_J_TZ_Ji._ll 25 4 _2l;-'road t. 4="road(t+|)=road t"_
ILvdRZTI___I I 2
RM$LIST.TIC
IEVIITE.I._ • 1 Z 4-vrite(t+l)
IL_ITE_A_ 6 1 Z 6''_ddroso(t+l)uO_
_SS__US_ (\_h_.
(ncs (e_ s the)))
RM3LUT_TIC
]IUF_JLITZ.J_ll ? 2 _T="dataout=.." and 2="coansndndataout..."_
_TE_1SM.THH_TAC doublo_nun 1
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H2LLST.TAC
Z (2) btu idles un:il nes.tastr is hish X
ZNP.19ES.TIC bLu.idle_lmms
POP.TOP.ASSUNP_TAC
THID! RN2LAST.TAC
TH]D! 19r_TZ_ASM.THN_TAC biu_/d/e 1
THDI IUr2LIST.TAC
THE31 19rd_TE_i.qN $ I 112 = nn_/nstr(t+l)1[
Tmgl LSS_m_LIST (\ths.
(TACS (el S ths)))
(3) CJq7 liLtS 1w_5;LZthe :osponlo come Z
Tii]UI IMP.IU&S.TIC cpu_gaLt.for_response_lemaa
TBH BN2LLqT.TAC
_ITZ.XSXl Se 24 36 - °reap_read 7 to
24 = resp_rndT(t+l) = rosp_road 7 t 1[
THE! ILr_ITZ_/.ql I 2
71flDI 19N2LAST_TAC
TmUl LSS__LZST (\ths.
(TACt (el Iths)))
Z (4) APU s_/ll idles
Tram ISSLqLLIST (\_hs. ASSU]q.TAC
(HWlTE_RULE [S_I.RULS Col 20 ths)l (el 46 ths)))
X to Set "-stsz_ Ca÷l)" first.
46 = "-store t". 29="st_rt(t+l) = start t"
TH]W INP_R__TAC apu_Idle_lelaa
THIUI POP_TOP_ASSU__TAC
THE19 RN2LAST_TAC
THE! IDI2LAST_TA¢
THEI REWRZTE_ASN_TliM_TIC apu_idlo 1
BIq2LLST_TAC
ASSUN_LZST (\ths.
(TACl (el Iths)))
Zt+l÷l -> t'_
_[ (1) |11J decodes, sends back response, and starts up the apu.
fizst time nondotorminLstLc ....... ?t '_
THEN ]3W.RES_TA¢ biu_docodo.looma
THE19 RNgLAST_TAC
BEi/RITE__.TIDI_TAC biu_docode 1
THFJ M2LAST_TIC
THE19 ASS_I_LZST (\tks. ISSUHE_TAC
(IU_WRITE_RUI_ [need.road; need_write] (ol 1 ths)))
TH]UI JUq2LAST_TAC
TH]_ ISSUM.LIST C\ths. _romrito use _LI othor assunptions_
(UnITZ.0mU_TIC 1))
mq2LIST.TIC
P0P_ASS_ (%thS. LSSUR_TAC
((C019V.BULE DRC._.c0rf) thS))
THEN POP.ASSLM (\thl. ASSIMZ.TAC
(C0/V_RULE (0|C_.DEP_.C01V
119V.dec.COfV) thl))
Tm_ l__Ass_l (\tbl. ASS_aC_TAC
(KEb'ILZTr_BULZ [FLrst] thl))
Ymm POp.Ass_ (_thl.
STitZP.ISSU__TAC thl) _ _ot rid of ?t' and a_ko (A/%B) ago
separate nssunp_/ons A, 19 Z
THE! ISSUM_LIST (\ths.
(TIC1 (el 1 ths)))
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(2) CPU -- uait_ _or the reepo:me fTon BZU, induction thereon
gait_©pu is used here.
It the end go sot ¢pu_state t' i 1, non t' - non (t÷1+I)
and :Lr t' 8 tz(t+l+l)
THEli DIP_RZS_TAC waLt_elm _esolve qa_mst (¢pu_stato t+l m 1) end
(¢pu.state t+1+1 - 1)_
TEEB IDI3LIST.TAC
POP. Tf)P.J.qSLY_. T, C
THEE PX"dltZTK_J_q_TH](.TAC Stablo_tiI$
Z opecL_lLze n_
THEE POP.ASSUN (\_zl.
ISS__TAC (SPEC "((t'-t)-l)-l" thl))
THE] ZMP.ILES.TAC nun_lonn_ Za nunor:Lctl lemsa T,
THEN REVRZTE_ISH 1 2 X to rewrite use the thooron
THEI REWRZTI_ASH 13 1 _ 13 = Stable(resp_re_dy,F,(t + 1) + 1,t')
to Jet morn and t_r flight
THEi M2LAST_TA¢
THEI RN2LAST_TA¢
THFJ 7J4P_P.ES_TIC wait_cpu2 _esolvo against (¢pu_ststo t+l - 1) snd
(cpu.sttte t+l+l - 1)Z
THEII POP_TOP.ISSIDIP_TIC
THFJ POP.TOP_ASSU]_.TAC
THEm RN3I_ST_TIC
THF.JI IUL3LIST_TIC
TBE]I IUq3I_ST_TIC
THEB KEb_ZTE_ISM.THH_TIC StobloUntil2 1
TIEFJ ILEWRZTE_ISM_THH_TIC StobleUntil2 3
T_J RM3_ST.TAC
THEE RM3_ST_TAC
Z spec/aL1Lze n_
T_J e0P_ksmm (\oh1.
ASSUME_TAC (SPEC "((t'-t)-l)-l" thl))
eop_Assuu(\the. POP_ISS_ (\t_.
ASSUME_TIC Oh1
THEII ASSUNE_TIC (SPEC "((t'-t)-l)-l" the)))
THEN ZNP_RES_TIC nun_lenn_2 _o nuner/ch3 lenna
THEN REURITE_ISH1 1 2 X to reu_rite use the theoron Z
THF_ REb_ITE_ASN! 2 4
THE] RHSLIST_TAC
THEW RM3I_ST_TkC
THEN RM3I_ST.TAC
THEII REWRZTE_JSH IS 1 Z 13 - Stable(resp_re,dy,F,(t + 1) + 1,t') Z
T_J AEVRZFZ_L_I1 IS 2
THEN RNSI_ST_TIC
Z (3) APU -- uL_t_q_ to be sOL--ted, induction therooum
gait_apu used here to Bet _.&c t' = :_.sc t+1+1,
/rod f.re| t' = __z'e| t+1÷1
to Sot "OtaZ_(t+l+l) _'st. 29 u sttrt t+I÷1
THE/
TEE/
THE/
T_J
ISSUII.LZST (\ths. _re_rito _use ell other ustu_t:Lo_sZ
][NP_IU_.TIC gtLt.spu _ resoZve aga:L_st "stazt t and "sta.-t(t+l+l)
POP. TOP._$SUI_. _JC
POP.TOP.ISSUe.TIC
POP.TOP.ISS'oq_ _TJl,C
POP_TOP_/i.$SUI_.T,It, C
IX3LkST.TAC
ILEWRITE_/i,S__TIOI.TAC St_bloUntL12 1
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IIX21-1-tT.TA¢
TnJ NWP_TE.SSM_llM.TA¢ StsblsUntLt2 2
IN3LIST.TAC
1_J PO_.ISS_ (\thl.
USmt.TA¢ (SPI¢ -((t,-t)-1)-l" t_l))
PIP.ASSUII (\thl. P_P.ISSUX (\tb2.
7_J
W
ISS_q__TAC (SP|C "((t'-t)-l)-l" th2)
ASSUME_TACthl))
I___ES.TAC nun.lonn-o 14or ((t + 1) + 1) ÷ (((t' - t) - 1) - 1) - t'S
_TE_A._II 1 2 S to ::ou_ito use the thoo=oa S
IDIBLAST.TA¢
EEb3/TB.ASM1 2 3
IN3LAST.TA¢
IM3LIST.T&C
]t_r_TE_A_gl 14 1 S 14 _ Stable(start.F.(t ÷ 1) + 1.t') S
AEVAZ__IJN1 14 2
KItBLAST.TAC
St '-->t'÷lS
S (1) CPU sees to state 2 to _t$yze the response S
THEE XJ__RES_TiC cpu.gait.for_response.lenaa
THEMKN2L_T.TA¢
TBJ POP.TOP_ASSm__TAC
'THPJilM2LAST.T,t,C
THENILEURITE_ASM11 1 S 11 - rasp.ready t' S
TliEII &SSYJK.LIST (\the.
(TACl (el I thJ)))
(2) BTO wait for the opertn4 4- state 2 (s_¢e "opersnd.reedy t') S
THEE I]f.RES_TAC biu_wait.op_lomu
RN2LAST.TAC
_TE.ASIt_THM.TAC biu_va£t_op 1
THEMBM2LAST.TAC
TEF.JIISSUN.LZST (\ths.
(T&C1 (el I the)))
S (S) _ idles S
I_.NLq.TAC tlm.idla_l_
TiZ/I POP.TOP.ASSUIg_TAC
TffD IN2LAST.TAC
it_L_T.'rAc
THEE REgRTTE_,t,S__THM.TICspu_idle 1
BM2LAST.TAC
kSSUM.LIST (\ths.
(TIC1 (el I t_)))
(1) "road" -- cozlrectness of the 4-phue J_su:es that the response
is 1_1t 4_tO the dlta 4m bus So ths_ the _ ¢0_ read _t
THEE REb3LITE.Imi_Tmi.TAC ¢ir.resd_urite 91 S 91 m c_r.retd_gr£teS
Ymm ISSON.L_ST (\the.
(ASSUII_T_C (SPIC "t '÷1 :nm" (al 1 ths)) ) )
lIN21JI_.YAC
TlllDI _I_TItZ_I[.ASM 16 1 S 16 - _oadCt'+l) S
THEMlllPA/Tll.Jk_! 1T 1 7, 1T -'_td_sss(t'÷l)=l'_
TI_ JI._.qOM.LZST(\the.
(TACl (el 1 the)))
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Z now so jet "date_nC(t' ÷ 1) + 1) - uuntow rep(rosponseCt' + 1))"
(2) CPU gaits for one cTcZo for tho 4phuo
THEM _IP_RESoTIC cpu_gail;o4phtso_lonma
THEIJ RH2LIST_TA¢
THEE ASSUH_LIST (\ths.
(TACt (el I ths)))
DIP_KES_TAC btu_fld_Xoma
THEN RN2LAST_TA¢
THEN KE_ITE._ 11 1
TBEN POP.LSSUN (\thl.
STRIP_ASSURE_TIC thl) _ Set rid of ?t'
ASSUN_LIST (\ths.
(TAt1 (ol I t_)))
X (4) 11_ Ldlem
TB_ LSS__LZST (\ths. _rou_rito use all other usunptLoem_
(REVItXTE_OTBXR_TIC 26)) X 26-'sta:t(t' ÷ I) - 8t_-t t' " X
ZHP_ILES_TAC apu_ JLdle.lemss
POP.TOP_ASSUHP_TAC
POP_TOP_ASSU_.TAC
POP_TOP_ASSUHP_TA¢
ILM2I.ikST_TAC
lt_'dRITE_ASH_THM_TAC _pu_idZe I
RN2LAST_TIC
ASSUN_LXST (\ths.
(TAC1 (el I ths)))
TBE_
TBE_
THJ
TBE_
TBEI
THEE
TH_
THEE
Y. t'+1+1 --> t'+1+1+1 7.
(1) 4-phase "idlo"
THEM REVRXTE_ASH_TKM_TAC c__Tosd_gz'Lte 117 Z 11T m ¢_r_resd_grtte_
ISS_I_LZST (\tbJ.
(ASSUHE_TAC (SPEC "(t'+l)+l:nun °' (01 1 ths))))
THEm H2_ST_TAC
KEWRXTE_ASN 18 1 _ 18 -"'read(t'+l+l)"%
THFJ KEb_XTZ_ISH 1T 1 X 17 - "grito(t'÷l+l)
THEN POP_JLSSUH (\thl.
STRZP_ASSUME_TAC thl) _ n_ke (A/\B) 2 usunptLons
(2) CPU roads the response Ind pots the data (operand fetched
_ron the non) to the datal_s
_P_RES_TIC cpu_raad_respo_so_lonna
TH_ IDI2LIST.TAC
THIHI ASSUM_LXST (\ths. ASSUME_TAC
(_Zn_Te_m_J L_ST.Dr_ CoX S _)))
TI_ MM2LAST.TAC
ASSUM..LXST (\ths. ASSU__TAC
(srrl_luL_ (e_ I ths)))
THIDI RM2LAST.TAC
ASS_.LIST (\_hs. (ASSU__TAC
(REVRXTE_ltUL_ [ol 29 ths _ doubXo.nun_ (o1 1 ths)) ))
THEM IU_2_LST.TAC _ 29 m data4n(t'÷l÷l)u...
THEM IEb_ITK_Lqll 63 41 Z 41 - rosponsa(t'+l)-raaponsa t',
63 m response t' m rasd_p
THEN U_I_.ISH1 1 2
THEN ItM3LISToTAC
THFJ POP.ASS_ (\thl. ISS_IE.TIC
((COI[V_RULE DEC.r__CI]MV) thl))
TIEIUIPOP_ASSUH (\thl. ASSTA__TAC
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(CmlV.lVLZ(0|_,.DEPYd.C01N
l]llrode©.¢(21V)thl )
YRIHIN2L/SToTIC
Y4HUSDE.LIST (\thz.
(TACl (el _ the)))
X (3) B117 waits /n stats 3
YIIEB llG'..MU_TAC biu_fXd_leasa
TRZE POP_TOP_ASSUJP_TA¢
B21AST.TI¢
YJiH __lml 11 1 1[ 11 - -oparsad_raady (t'+l+l)
1_m eoP_ssoR (\shl.
IrrlL_.JSS1_I_TAC thl) 1[ Set rid of ?t' X
Jsslm.IAlrr (_ths.
(=kcl (el I t_-)))
1[ (4) /]m/dLtss :[
J&_M.LTSY (%the. _revz'ite use a]LX other assuaptLonsZ
(II_flt/YE.O13D_t_TAC 2Q)) _ 26-"stazt_(t'+l+l) = start(t'+l) "
I]9_IlZS_Y&C slm.L41a_l_
POP_TOP.ASSUIP.TAC
THU POP.TOP.ASsLqW.TAC
POP.TOP_JI__TAC
THEMPI__TOP_ASSI2__TAC
Ymm mDLSST_TAC
ILEb3t/I_.JL_Q_T1DI.TIC al=u_imla 1
TilE! IIH2LLST_TAC
13_ J3SOIU_tST (\tbs.
(TACI (el Itbs)))
_[ (1) "g:its" -- the coorsctness propez_y of She 4-phua prstocol
_ms_ss that l_a data _ put :Lute tha opor_d__ c_r
13DDI I_Tli.&SM.'IIIM_TAC ci:_:ead__:Lte 142 Z142 = ciz_raad.lrmits_
YffZl
YffE!
YffH
THEi
THEM POP_ASSLM (\thl. ASSLME_TAC
((COBV.RULE DILC_i_Q_COIIV) thl))
THEM POP_ (\thl. ASSUNE_TAC
(COSV_IU3L_ (O|C3oDEPTIJ.COIIV
11ffodec_COlff) 1_1) )
111 _SSm__S_ (\t_.
(YACI (eZ I the)))
YB]m IIEb'AZ___I_II 22 3
_22-'_tmt(t'÷$)-/stch rap non (Add.: : _r(t'÷3))" t_!,
&='opersnd.out(t'+4) = gtofp rap datasut(t'+3)'_
(&SSUN_.TAC (SP]_C "((t'+1)+1)+1" (al I the))))
ItN2L_Y.TAC
]tETilt._Jr__Jl._l 18 I _ 18 m "':rasd(t'+l÷l+l)"_.
ItEbqLTTE.J_M 1_ I ][ 198"ad(Lress(t'+l+l+l)=2 (Ol_=and_in)"_
Z (2) _ wa/ts 4. state 2 _[
X]M_..i__TAC biu_f14_lem
I_1 lP_.I'IM__ASSIA__TAC
Tm I_.I'_.ASSUM'_TAC
TMim IIM2LAS'T.TAC
II_rAIYE.JUM 4 I X 4 • "opertnd.z'asdy (t'+l+l+l) Z
11_ PO_.aSS_ (\th!.
Irfll/1P.ASSINI_.TAC thX) _ lot :id o_[ ?t' _,
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ISSmt.UST (\ths.
(TACX (el S ths)))
Z (3) IJ_ idles Z
ISSlJ_L_ST (\ths. _revrite use all other usuup_ionsX
(REIJMXTE_0TBEP,.TAC 19)) _19-"start(_'÷l+l÷l) = sl_rt(l_÷l+l)"_
YlllH XIP_IIES_TAC apu.tdlle.l_a
PIIP.YOP_A$SU_P.TAC
POP.TOP.USUI_.TJkC
Till POP_TI_.ISSUIf _TAC
TI_ POP.TOP_ASSUI_.TAC
TIIEll POPoT0__ASSUIM_.TAC
TI_ IIM_ST.TAC .
IL_Tg.ASM_TBM.TAC _pu_:ll, d,Xo 1
Ti_ iIM2LAST_TAC
Tiffin ASSUM_I,,XST (\tbs.
(TIC1 (oX I 1_hs)))
X (4) C1_ is _roe now Z
(1) BZU put tho content of oper_nd.t_ to f_a¢
Z _ rost Adlos or do other things Z
TMEM I]mP_ItF.q_T/C biUo_ld.lenma
IqIP_TOP_ASSUI_.TAC
TJ_N pI_P.TOP_ASSUHP_TAC
POP_TOP.ASSUI'_.TAC
TliZll lt_LJi.qT_YAC
THEM ILEVRXTg_JLqI¢ 17 1 X 17 = operand_resdy (I_ '+1+1+1+1) X
TiflDI PI_P.LqMM (\tbl.
STRZP_ASSUI'I__TAC thl) _ |or rSd of T_' ][
Tram ISSOI_LIST (\ths.
(TAC1 (eX 1 tkm)))
_, (2) APU idlos -- induction. To Set t_re| t'''" - __rel_(t'÷l÷l÷l+l) 7,
ISSLM_LZST (\ths. _reu_rito uso LI.X oth*_ assuapt_ons_
TIM
YBE_
TBE_
T_J
YB_
TUg
TIEB
Tm_
YdE_
TB_
TB_
Tm_
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Tm_
Ym_
T_M
Y_M
YB_
T_J
(KEVILXTE_OTHEP,.TAC 16)) X 16="st_rt(t'+l÷l÷l+l) • start(t'÷l+l+l) " X
ZI_.ILES_TLC wa_t_apu Z rosolvo against -staz_ t and "start(t÷l÷l) X
POP.TOP_ASSUI__TA¢
PIMP_TOPoASSUI__TAC
POP.TOP_ASSU__TAC
POP_TOP_ASSUI__TAC
POP.TOP_ASSUIg_.TAC
POP_TOP__.TAC
P_P_TOP.ASSU__TAC
POP.TOP.ASS__TAC
PI_.TOP_J_.TAC
POP.YOP_ASSU_.TAC
POP_T_.ASSb'I_.TAC
POP.TOP_Ji_.TAC
ID82LAST.TAC
ltN2LAST.TAC
MEMMIYi_L_I_TBM.TAC StabloUn1_iX2 1
__TAC
PO__A.qSOM (\thX.
JLSSM.TIC (SPIC "((((t ...... t')-1)-1)-1)-1" thS))
ZI__ILF.q_TAC nun_leaua3
_et ((((t+1).1)+1)+1) + (((((t"'"-t)-l)-1)-S)-1) = t'''''7,
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TND _T£_lll I 2
Tm_ I_LAST.TA¢
IUFdI_TIK.Iml II I
to =e_ite ue the theoroa I_
II - StabloCst_,F.Ct'÷l+1+l+l).t s ,a, ,) Z
To regrite the le -I Z
PJPdRITE.ISMI 27 e _ to let __sc t'"'' - rCo+p top (...)
_XJ OgCE.P_m_Z_TAC CPLOJ
Tram mCZ.P_TB.TIC _rr.Dl_
IIErA_TAC
REURZTI|_TAC [lq_s t ate3
YBEll KZXSTS_TA¢ "t ' ' ' ' ' :nun"
)::
close_them7 0 ; ;
quit() ; ;
Z-
File: fstr_correct .n_
lu_or: Jin 8 Pan
Dire: Fob. 1991
Purpose: Verification o:f FPC top level _aJ_st top level
spoc o:f the BZU, APU, and CPU_sorvico, Ln the
cue o:f an FSTR instruction.
Theo:ioJ Ueed: au, biu_top, biu.lemna, apu_tep, &pu_luma,
cpu_se=vice, service_lenM, :fpc.tep, induc, a.
load_ '/csl;rsd/pQj/holdiz/init.-3 ' ; ;
lo4_ 'abstract._' ; ;
load2 'tactics .a_' ; +
878tm 'PoJJ_rn -:f :fstr_correc_.tJ_' ; ;
set.J'Lq ('stic]_7+, true) ; ;
Ml__lO0_ ':fetr_¢ozTect' ; ;
lead:2 'aux_de:fs.ld' ; ;
ael_p_ront ['waX' ; 'blu.top' ; 'biu_lelma' ; +apu_top _;
'apu_lemma' ; 'ci_z_sez-vice+; +eervice_lemma' ;
9O
'_c.top'; 'S:sducC; 'a'];;
au_olo_l.de2s.s_d_thu
eutolo_t_defs_end_thu
autol oad_de fs_end_thns
autolosd_dets_and_thu
'biu..top' ; ;
'biu.lonn&' ; ;
'apu.top' ; ;
'apu.lensa' ; ;
e_olo_t.de fs.and_thns
autoload_de fs_end_thu
mr_olo_t_de fs_end_thu
8utolo_t_defs.md_thu
ntolosd_defs.Qd_thu
ut oload_de fs.end_thns
' cpu_sorvico _ ; ;
' sorvico_lomna c; ;
'_pc.top' : ;
'luX' | ;
' Lnchlc' ; ;
let repot 7 - sbstractotTpe 'Lntorfsco' '_otch' ; ;
neu_thoorT_obl Lgat/oas [
"! (z:nun) (rep:'rop.tT). ((gtonun top (nuntou rep z)) - z)';
-.t (z:fp) (rep:'rep_tT). ((w_ofp top (fp_ou top z)) = z)";
3;;
lot doublo.n,,= - prove.thn
( 'double.nun',
-.0 (z:nun) (rep:'rop_t.y). ((wtonun rep (nuatov top z)) - z)",
REPILIT STI_P_TAC
T_X ASX__ZV_TZ_TAC 0 ) ; i
lot doublo_fp = provo_thn
('doublo_tp',
=! (z:fp) (rop:'rop_ty). ((wtofp top (fptou rop z)) - z)",
REPF.J,T STRIP_TiC
THFJ ISH_RET_LTTE_TAC_ ) ; ;
llip loid_ ['diKit' ; 'decLna_'] ; ;
FSTIt_Correct
Tjp prove the correctness o_ FSTORE. upon tho lnteract/o_
8nnn_ the |1_0, IPU md CPU.
lot FSTIt_Corroct - provo_thn
( ' l_FR.Co._roct',
"! (rop : "rop.ty) (respouo:nun->nun) (operQd.out:mm->t_p)
(docodo.ro$ :nun->mm) (b/u_stato :nmt->num)
(start : nua->bool) (coua_:_->n_) (coadtt/on:mm->ama)
(controZ: mza->mm) {operaad_Ln: n_lm->_p) (done: nua->booZ)
(nos.Lastr : ms-> booZ) (opersnd.road 7 :nua->booZ) (rosp_roadT:mm->bool)
(_.sc : n_->_p) (_ro8 : mm->nu_->_p)
(cu ss : nua->bool_boolSboolSbool)
(¢_ac:_--->nms) (c_reS:nun-:m_m->nun) Cnon:nun->enmor7)
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(_r:nua->nun) (cpu.ststo :nun->nua) (address:non->non)
(road u_rLte :nun->bool) (datoLn da_aout:nun->ewordn) (n:nun).
(biu.top.cl_ n top (response, oporand_out, docodo_roK, roep.roady,
f_ac. biu.state, start)
(connand, condition, control, oporand_/n, done, now.lnstr,
oporamd.road 7) /%
upu.top_cpo n top (t_sc, t.rq, cg, su, done)
(ster_, do©ode_re|) /%
Clm.SOrVLoo n top (c_a©, ¢_roK, non, _r, dataout, address, read, grLto,
_pu_state) (rosp_roady. dattLn) /%
(oLr_rotd.lr_ito top sddroos road _rit, dsts4_ detsout
conns_d response oporond_4_ oporamd_out condition
control now.instr oporand.roady))
mm>
(,t. C(Opcn (Lr t) - 1) I\ XrsTax
('(start t)) I\
('(now_4_-tr t)) I\
('(rosp_roady t)) /\
('(read t)) /\
(biu.o_at, t = O) /\
(cpu_st&to t = 0)) =m>
(? (t' :nun).
((f_sc t'. f_r, Bt') =
FPCsto_o (FSTR n top (f_ac t. f_re S t, ©_act,
c_:os t. non t, ir t)))))".
Zt->t+lX
• (KEPEIT STRZP_TIC
X(1) IPU: idle
T]ff.i XI_.IU[S_TIC apu_idlo_lmmsa
'rEFJ MM2LAST.TIC
T]IIFJ ]U_tZTE_ASM_THM_TIC apu_idXe 1
YBFJ RM2LAST.TAC
THEM ISSUH_LZST (\thin.
(TIC1 (,1 I the)))
Z (2) BZU -- idle, walt z for the now__str eisntlZ
THEM ZNP.R_S_TIC biu_idlo_Xonna
TI/FJ ilM2LAST_TAC
THEM P,E_XTZ_A._I.TBM.TAC biu_idl. 1
THEM IM2LAST.TAC
II_XTIE.J_ 11 1 Z 11= N'now.instr tNT.
T_J seruM_LIST (\the.
(TICS (el I the)))
Z(3) Ciql -- st_ up the ¢on,,nication by sondin K the i_s_rX
THEm __RES.TAC cpo_boS_,__Xosma
TH]W IIM2LAST.TAC
THFJ PJCdRZTE.ANI.T__TAC cpu.bo|/n 1
YEFJ ltM2LA_.TAC
Tm_ aSmM_L_$T (\the.
(TIC1 (el I tJw)))
_[t+l _> t÷l÷l][
Z(1) correctness of the 4-phss, handshakinK. . "u_ito': elf_read_trite--
Sot "conmand (t+l_l) = J.r t" Z
YIIYJ ILEVRITE.J_M.TIIM.TAC cL1r_road.wr/to 29 _ 29 = cLr_read.writeY.
O2
THW
TEEm
TBE!
TEEM
lSS'U_LIST (\ths.
(LSSL_.TAC (SPIC "t+i" (el Iths))))
TI_ IUI2I.AST.TAC
it__ITE_ASMI 25 4 7.25u'road t, 4_"read(t+l).r:oad t'X
REURZTE_A_I 1 2
TIDUI IUL1LAST_TAC
Trill P,Ek'kT__ISM 4 I X 4-wito(t+X) X
TIDU! ILEV_TI__Aml 4 I X 6-"eddress(t+l)-0'_
TIDI ASSUM_LXST (\ths.
(TACS (eX Iths)))
ILH3LIST_TAC
ILEb'RXTIr,__I 7' 2 ZT-"datacnzt-.." trod 2-"connlmdndattout...'_
REURXTE_ASH_THH.TAC doubXo_mut I
RM2LAST.TAC
Z (2) biu idles until nH.Anstr is k.tSh X
TH_J I_P_ILES.TAC biu_4dle_/eama
POP.T0_.A$SU__TAC
TUJ RM2LAST_TAC
THEN REVR_TE.ASN_THN_TIC b/u_Idle I
TMEil ItM2LJLST_TAC
TEEM KEVRZTE_ASN $ 1 X2 n new_Lnstr(t+l)_
ASSU_UST (\ths.
(Tic1 (el s t_-)))
Z (3) CPU waits unti_l the response come X
TH]DI ZI_.RLS_TAC cpu_wait_:for_=osponse_leaat
THEN RM2I_ST_TAC
THEM REURITE_ASNI 36 24 Y, 36 - "resp_re_ty t,
24 - resp_romdy(t+l) - rosp_rosdy t Z
TBEII BEVRITE_AWl I 2
THEM RM2I_ST.TAC
TBEN ASS'I_I_LIST (\ths.
(TACS (el sths)))
I (4) IPU still /dies
THEM ASSLM.LIST (\ths. ASSUI__TAC
(ILEURITE_RULE [STH_RULE CoX 29 ths)_] Col 46 ths)))
X to let "'start (t+l)" fizst.
46 - "'StL_ t*', 29-*'SttZ_(t+l) - StLZ_ t'* Z
THEN ZHP.ILES_TAC mpu_idle_lean,
THEE POP.TOP_ASSUi_.TAC
TBEM IU_2XAST.TAC
THEM RN2LAST_TAC
THEM REifll/TZ_ASM_TilM_TAC apu_idle 1
PJI2LAST.TAC
ASS'_M.LZST (\ths.
(TA¢I (ol Iths)))
Zt+l+l -> t'Z
Z (l) MZU decodes, sends back response, and stsz_s up the Iqpu.
2J_rst tJ_e nondotoz14nLstic ....... Tt*_
THEM ZNP_RES_TAC bLu_decodo_lemsa
THFJ KN2LIST_TAC
THEM ILrdl_TE.ASN.THM.TAC b/u_decode l
TEIDI IUt2LAST.TAC
ASSLM_LXST (\ths. ASSIDE.TAC
(BEURITE.RULE Cnood.rood; need.write] (el Iths)))
TBH RM2LAST_TA¢
THEM ASST__UST (\ths. _orr£te use LZI other sssum]ptions_
(W_",mTTI.0Tan_TAC 1) )
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TIaNliN2IAST.TAC
TmmPOP_Sss_ (\ths. ASS_Z.TAC
((co_v.m_z DZC.ZQ.COSV) _hs))
13am poP_Ass_ (\ths. us_mz_YAc
(COllV.ItuIJ (OIICE.__COIW
llft.dec.C0NY) thS))
13am pop.Assus (\ths. aSSU_.TAC
(_TZ_m_z (wirst) thS))
Tram pop.Ass_ (\thS.
STItXP.ASSI2__TIC thl) Z sot rid of ?t' and ntko Cl/_J) two
sepLreto usunptioM a, B
Tram _SUJt..LXS'r (\ths.
(TACS(el I ths)))
_[ (2) CPU -- wait/n 6 for tho response from BUd, induction theroom
w_Lt.cpu 48 used bore.
At tho ond so Sot cpu.stato t' n 1o non t' - non (t+1+1)
and ir t _ m /r(t÷l÷l) ][
TJimJ ZMP.RES_TAC gl_;_CpQ _OSOXVO against (cpu_stato t÷X m 1) and
(cpu_sta_o t+l+l = 1)_
THEM itI_LIST_TAC
THIm POP_TOP.ASSLq_.TAC
TlilHI ItrdRITE_ASM_TIOI_TAC $1;abloUntil 1
Z specialize nX
Tigfl8 POP.ASSLM (\thl.
LSSLME_TAC (SPZC "((t'-t)-l)-I" thl))
XI_oIILq_TAC nun_lenna2 Za nunerical luma
TBU JLEV_TE_ASN 1 2 _[ to rewrite uso tho thoora
THEN KEVRZTE.ASH 13 1 _ 13 = Stsble(resp_roadT,F,(t + 1) + 1,t') Z
Z to Sot non sad ir ril[ht Z
TIIEIJ ItI_LIST.TAC
TH_ IH21AST_TAC
THlflf XI_.I_.S_TAC gtitoCpU2 _osoXvo qa_ (cpu_stato t+l = I) a_d
(cpu_sta_o t+l+l = I)Z
TMN POP_TOP_A__TIC
POP.TOP.A_SUHP_TAC
TiiEll IUL3LIST_TAC
THEN ItM3LIST_TAC
THH 1_3LkST.TAC
THEN REURZTE.JI.__THN.TAC StableUnt/12 1
THEM KEgliXTE_ASH_TiiH.TAC StableUnt£12 3
P.H3LAST.TAC
KN3LAST.TAC
X spec/al/ze nX
POP.ASS_ (\thl.
ASS'dM_.TAC (_P|C "((t'-t)-|)-l" thl))
POP_LqsLM (\thl. POP_ASSUH (\th2.
Tram
Tm_
Tm_
W
THEM
Tm_
TH_
Tm_
Tm_
&$SUm_.TAC Lbl
THEII ASSIH__TAC (SPZC "((t'-t)-l)-l" _t_q)))
IIg__RKS_TAC nun_lonn_q Za nunor4c_ lore Y,
Krt'l_T_.Jl,_ll 1 2 _ to rewrite use the thooron
IEgIZTE.ASMI 2 •
IN3LAST.TAC
ItN3LIST.TAC
RNSLAST.T&C
REV_TE.Ji_N 13 1 _ 13 = Stablo(rup_rea_7,F,(t ÷ 1) ÷ 1,t') _(
PJM_TE_A11 13 2
ItM3LAST_TAC
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(3) lJvO -- waitinj to be stood, induction thoroon
waLt.apu usod bore to |o_ _.tc t' • f.ac t4.1+l.
and _.ro S t' - f.re S t41÷l
to set "ste_-_(t*l÷l) tirst, 29 - st_'_ t*1*1
THEM ASSUH_LIST (\ths. _egr*_o use 811 other usunptLonsX
(_ITE_,OTHnoTiC 29) )
THFJ ZHP.RESoTI¢ g&_t.O_l _ rosoSve qaJ.nst "stlzt t and "stL-_(t÷l+l)
THEM POP_TOP.ASS_.TAC
THEJ POP.TOP.ISSWf.TAC
TH_ POP.TOP.ISSW_.TAC
THFJ POP.TOP_I.qS_.TIC
THEll IUL1LAST.TAC
THFJ P.E_XTI.ASM_T__TAC StabloUntLX2 1
THEN RN2LAST.TAC -
THFJ P.ET_ITILASM_TI_.TAC StabZoUn_L].2 2
THEN RM3LAST.TAC
TBEII POP.ASSI_ (\thl.
iSSUXZ.T_C (SPZC "((t'-t)-X)-l" tht))
THEN POP_ASSL_ (\l;hl. POP_ASSU_ (\_h.2.
ASSUME_TIC (SPEC "((t:,'-t:)-1)-1" t;h2)
TnEII ISSUME_TIC thl))
THEN INP_RES_TAC nun_leua2 _So_ ((_ 4. I) 4- I) 4. (((t' - t) - I) - I) - 5:'Z
THFJ REWRZTE_ISNI 1 2 _ to ro_rSto uso _ho theo=en
THEN PJt3LAST_TAC
THEIJ REWRXTE.ASNI 2 3
THFJ KN3L.AST_TIC
THEIr RM3LIST.TIC
THEM REWRITE_ASH 14 1 Z 14 - S_,,bloCs_art,F,(t + I) ÷ 1,_') _,
THEM RE_RITE_ASM1 14 2
THFJ RM3LAST_TAC
Z(4) CPU J.nductLo_ -- ¢o |el; "road 1;' and "grito ¢_T,
THEg IMP_ILES_TIC ga/__cpu3 _esoZve _ainst (cpu_stato t+1 8 I) _d
(cpu_sta_e t+1+1 - 1)_
THEll POP_TOP.ASSU__TAC
THEN POP.TOP.ASSUNP_TAC
THE/I PJq3LAST.TAC
TMEll RM3LAST_TAC
THE] RM3LAST_T,t,C
THFJ REb'RITE_ASH_TH_.TAC S_abloUnt_13 1
THEll KEb'RITE_AS_.THH.TAC S_ableUnCil3 3
THEI IUC3LAST_TIC
THEB RM3LAST_TIC
I spoc/_3/zo n_
TH_J POP.ISSW! (\thl.
ASSID_.TAC (SPEC "(((¢'-1_)-1)-1)-1" thl))
T_J _op__ss_ (\_h_. p0p.lss_m (\th2.
T_J
THFJ
THFJ
THEJ
TBFJ
TH_J
TH_
TR_J
THFJ
• SSUJ_TAC thl
THrJ _ss__T_c (snc -(((t,-t)-s)-s)-s- tb2)))
7J4P_RES.TIC nun_lonnt4 _a nunorLcsl lore
RrdRITE_A._I 1 2 _. $o rogrito use the theoren Z
RE'dP.ITK.ASM1 2 4
ltM3LAST.TIC
IUq3LAST.TAC
BIlLeT.TiC
KEb_TE_kSH 18 1 X 18 - Stable(resp_re_l_,F,(t + 1) ÷ 1,t') Z
REURZTK_I_II 18 2
RM3LAST_TI¢
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Zt'--P_'÷IX
Z (1) 4-phue *dlee X
TR] I_#AZTI.J._.I3M_TI¢ cir_re_d._ite ?2 _ T2 - cLr_read__rite_
Tm_ LqSUR.LZST (\ths.
(LSSUNZ_TAC(SPZC "t':nua" (el 1 the))))
Tmm BN2LAST.TI¢
RL_LTI_.ASN 2 I Z 2 -"'read t"X
T_I I_mITE._ 3 I X $ - "write t' X
__ASSm (\the.
SllLZP_ASSU__TAC thl) X _ke (AAB) 2 ueuaptSons
Z (2) csqJgoes to state 2 te _lyee the result Z
TRN Z_.BLS.TIC cpu.waLt.tor_reeponse.l_
TE_ In2LLST.TAC
Tram P0P.TOP.Lq_W.TAC
Im2LLqT.TAC
Tml I_ILITR.A._ IS I _ IS - rnp_ready t'
ASStm_LZST (\t_,-.
(Tlcl (el 1 t_-)))
(3) BIu nit in state 0 -- let tLae
THEN]]P_RES_TAC biu_idleoleU_t
I_2LAST.TAC
POP.TOP_ASSU__TAC
Tram RN2IJ_T.TAC
11E/IFO_TI_UlI_llm.TAC biu_idle 1
RH2LLST_TAC
THEMltI_b'RITZ_A_ 12 1 Xl2-'nel_J_stz" t 'Z
13H ISSm_LIST (\ths.
(T_Cl (el I the))) +
I (4) Ug idles
TEEN I]__/_S_TIC epu_tdle_lma
_.TOP.JSSU__TAC
EN2LLST_TAC
I_T_TAC
TI_ I_ITE.ASM.TIOI_TAC apu_idle 1
7MEi IM2LAST.TAC
'ma _m..z_ (\_.
(T_Cl (el _ t;I,-)))
(1) "read" -- coz_rectness of the -phase Lures that the reepozuse
4_ ]pat 4rite the data 4_ bu_ ee that the _ ¢_n re_d it
Er_IT_.A_.ll_.TAC cLr.re_d._rSta 91; _ 9S - cir.read._r£teX
Tm_ _qS_.LIST (\ths.
(LSSLI_.TAC (SPlC "t'÷l:nua" (el Itk-))))
BN2LAST.TAC
TEEMREUItIT_.J_ 16 I _[ 16 m road(t '÷1)
R_L_.ASN 17' I Z 1T -"addreee(t'+l)-l_
_0M_LZST (\ths.
(TI¢I (el Itk-)))
X ao_ we Set "datain((t' + 1) ÷ 1) - -,,,,.tow rep(reeponse(t' + 1))" X
X (2) CPUu-4te for one cycle for the 4phue X
ZII_.IIP.SoTACcpu_waLt _4ph_e_lemm
N2LAST_T&C
N
ASr__LZST (\t4_.
(TACI CoZ 1 the)))
Z (3) !11"Oidles in state 0 -- 2rid tine X
THEM ZMP.BS_TIC biu.idlo.Zoua
'I'BEI IU_LAST_T&C
TiiEM POP.TOP.A.SS'o_P.T&C
TBEI POP_TOP_ASSUI_.TAC
itI_LAST_T&C
lt_IP.ITi[.ASM.TAM.TAC bin_idle 1
lUQI.AST.TAC
REnXTE_ISN 12 1 _12-'nog_Instr(t'+l)Z
Tin ASSUM_LXST (\t_.
(TACI (01 1 the)))
Z (4) APU idles X
ASSUM_I.XST (\ti_.
TBEI
THEN
TIIEll
TiiEll
TilE1
TBEII
_rogrito use s/l other usumptioDsX
(IU_ITE_OTBE_TA¢ 25)) X 2S="otert(t' + 1) = start t' " X
INP_RES_TAC aim. Idle_leone
POP_TOP_ASSUMP.TAC
POP.TDP_ASSUI__TAC
POP_TOP_ASSUMP_TIC
RN2LIST.TIC
II_XTE_ISM_THIq_TAC aqpu_idlo 1
ltN2LAST.TAC
ASSUM_LXST (\the.
(TACl (oi X thJ)))
Z t'+1÷1 --> t'+1+1+1
X (1) _o "idle" Z
THEM BEWRXTE_ASM_TliM_TAC cJ__road_u_ito 120 X 120 n c:iz_read.gr:LtoZ
ASSIJI_LIST (\the.
CAS__TAC (SPE¢ "(t'+l)÷l:nun" (el I tl_))))
THEM IIM2I.AST.TAC
THE]I ]ILEWRZTE_Ji.qN1? 1 7. lT 8"'ro_l(t'+l+l)"Z
BEWRITE_ASN 16 1 _ 16 - "_Lto(t'+l+l)
THEM POP_&SST_ (\Oh1.
STRXP_ASSUME.TAC thl) _ hake (A/_B) 2 assunptions
Z (2) Ciq7 rsa_Ls the response and raise the read line to road the
opertnd now is on the detain bus
THEM ZIP_ILES_TAC cpu_roed_respenso_lom,a
THEM IIM2LAST.T/C
Tall ASStm.LXST (\the. ASS__TAC
(_Fnz=z_au_ r__nrj_j (oX I the)))
7_J ItlD/.IST.TAC
L%_m.LZST (\oh=. ASSUH_TAC
(:I_A._ (o1 I el=)))
TBFJI IN2LIST.TAC
Tirol ASr_LIST (\the. (ASSUME_TAC
(_TZ_I"dL_ [el 28 ths; doublo_n_ (o1 I _1_))))
JlN2LIST.TAC Z 28 - datein(t '÷1÷1) ....
THFJ ]l_kIT__l_ll 66 40 _ 40 - rosponseCt'+l)_osponse t:,
66 m response t' o grLto_p
BEUIIITE_A_II 1 2
THEM ItH3LIST.TIC
THEM ISSUM_LXST C\ths. (ISST_E.TAC
(RE_ITE_ltULE _ro_t_p; urito_p] (el I the))))
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Tram __ksson (\oh1. ASm_.TAC
((C0_V._m_ DZC.mI.C0SV)t_l))
Tram eoe_Assun(\Oh1. LSSU_.TAC
(¢0lV.lt_[.l_ (011CIl_DPIli.C0]IY
ZEY_doc.COIIY) thl))
TUn iIM2IJ_.TAC
1_m Jsmm.UsT (\ths.
(TACl (el Iths)))
X (3) ilZO nLts 4- state 0 _ 3z_ tSae X
Z]B./LILS.TAC bAu.idlo.Zemaa
PMP.11__LSSUB.TAC
POP.I1_.LUU_.TAC
POP.II_.A.qsIJl__TAC
BN2IJIST_TA¢
IL_e']LTTl[_ASN_71B.TAC b:L_.LdZo 1 Y, the Sth cme Z
13]UI BN2LIJT_TAC
REgRITE.ASM 13 I X13-'now__tr(t'+l÷l)_
USUN_LIST (\t]_.
(TAC; (ol ; Oh-)))
7, (4) JPU idles 7,
ISS_.LZST (\tbs.
13FJI
TED
13YJ
_rolnr/to use tll other uo_ptio_
(HlflLZII.0TB__YAC 26)) _ 26="stL'_(t'÷1+1) - ot_rt(t'÷l)"
ZI__IULS_TIC apu_/dlo_lana
POP_TOP_ASS__TAC
POP_TOP_A__TAC
POP_TOP_ISSID__TAC
POP_TOP_,tSSUI__TJ, C
BN2LAST_TAC
P,Eb'ltZTE.ASM_TEM_TAC apu_Ld].o 1
IU(2I, A.ST_TAC
ASSUN_LXST (\ths.
(T1¢1 (el I t]_)))
t'÷l÷l+l --> t'+l÷l÷l+l
(1) "reade -- the cozToctnoso property of the 4-1_uo l_rotocoZ
insures that the data :i_ opore_d.:Ln cir is put on data_ bus_
TB]DI REURXTE_ASH_THN_TAC cLr_road_mrLto 145 _148 ,, cLz'_road_mrLtoT,
ASS'0X.LXST(\tbs.
(ASSOC._TiC(OPEC"((t'+1)+1)+1" (el I t_-))))
TEEII KN2LIST.TAC
IUiVlLTll[_Jl_a 16 1 _ 16 - "r_Lte(t'+l+l+l)
THEM ILEg_TE.L_H 18 1 _ 18-"addross(t'÷l+l+l)-2 (opor_l_:ln)"_
'_ PI_.ASSUll (\thl. ASSUI__TAC
((C0_._L_ DRC._.C0_V) thX))
(com_jun,z (ogc_.DmvJ'_cor_
lirf.dec.C0gV) thl))
Tmu8_q_U.LXS'Jr (\th.J.
(Tic1 (ex I t_)))
X (2) C_ walt _e c7¢1e_
ZMP_RES.TAC cpu_w&Lt.=o_d_l_
BgDL_ST.TAC
_tXTE.ASM.T__TIC cpu_gtit_ro_d 1
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NS2LAST_TAC
ASSmtUST (\tas.
(TACl (el I _hs)))
Z (3) Bl17 waits 4,,, state 0 -- 4th tins
THEII IHP_RES.TAC biu_ldLe.lm_t
THEII P_.TOP_ASSID__TAC
TED POP.TOP_JSSI,q_.TI¢
Tllll POP_TOP.ASSIfl__TAC
POP.TOP_JSSI.q_.TA¢
POP.TOP_JI3SLI_.TAC
THEN P,M2LIST.TAC
TEEN RE'dILTTK.ISN.THX.TAC biu_lAle 1
ItM2LAST.TAC
THEM
11flUl
the 6th one X
e(]krdlitlTl|._SMl2 I _12-'new_4,,-tr(t'+l+l+l)Z
ASSmt.LZST(\t_-.
(TaCl (eX 1 _)))
Z (3) LPUidLss X
l_J ISSUU_L_ST (\ths.
THEll
TBEll
I"BFJI
1'HEll
111U
111FJ
TilEll
111FJ
_ou_£to use -31 other usunptionsZ
(REb_ITE_OTHEIt_TAC 26)) X26-"st_rt(t'+l+l+l) - start(t'+l+l)"%
I]_.RES.TAC apu_idlo_lemsa
POP.TOP.ASSU__TAC
POP_TOP.ASSU__TAC
POP.TOP_ASSU__TA¢
POP.TOP_A__TAC
POP_TOP.ASSUI__TAC
itM2LAST.TAC
REb'RITE_ASM_TIOI_TAC apu_:i.dle 1
It/(2LAST_TAC
kSS'dI(_LIST (\flus.
(TIC1 (el Iths)))
t'*1*1÷1+1 --> t'+1+1+1+1+1_
(1) CPU stores the value on data bus to the honor 7 X
THEN INP_RES.TAC cpu_]put_data_loma
THEM ItM2LAST.TAC
TEEM ItEWRITE_ASM.THM_TAC cpu_put_data t
TEFJ PJI2LAST_TAC
l_J ASSmtLIST (\the. ASSU_.TA¢
(nZ_UTE._ULE [LEr.DU] (,1 1 t_)))
TBEM ItN2LAST_TAC
1'Jam ISSUK.L_ST (\ths. ISm.r__TAC
(]lrrA.ltULll (el Iths)))
Ymul ItN2lJ.q"r_TAC
kSSWI_LIST (\ths.
(TICl (el Iths)))
Z (2) II1"11idLes 4,, state 0 X
X (3) APU idLes X
TBEM ASSUIILLIST (\the. _surito use all other usuaptionsZ
(REURITE.OTllER.T/C 16)) Z16=nstart(t'+l÷l+l÷l) = stert(t'+l+l+l)"_
I_.IES.TA¢ apu_tdLo_lemm
THEM POP.TOP.J, SSLqg_TAC
TISD POP_TOP_ASSLq__TAC
POP.TOP.ISStWD.TAC
POP_TOP.ISSUIB.TAC
TISFJ POP_TOP_ASSUIf_TAC
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TBUP0P.TOP.CSSU_g__TAC
BM2IAST.TIC
THEi RIFs'RZTE.ISN_TBN_TIC qm.id.l.o 1
TB]_ li/12I.kST.TAC
ASS'J)I_LIST (\thJ.
(TACl (el 1 ths)))
To re.rite the |oal
T_J_I_._127 e _ to Set f_sc t'''"- _ofprep (...)
OICZ.KEVIIZTI_TAC _
OSC:.U_Ti_TAC _.D_
llZTC..TAC
lUnATe.TIC _rPCstate]
EXISTS_TiC "((((t '+1)÷1)÷1)+1)+1 :=_"
•n_ L_,x_ P..L'_Ti.'rac D
close_theo-_7() ; ;
quitO; ;
FLIo:
Author:
Date:
_l_Z'pOae :
_pc_cozTect.lll
Narch. 1991
VorifLcat/o_of FPC top level qaJast top level
opec of the B_, _U, I_d C]_J_oel"vLce.
Theories Used: a_z, _pc.top, _._rith_coz_rect.mZ _ld_coz_rect.al
_st=_co_rect.l_
loid_ '/CSl_ad/l_mj/hold_r/_m_t .11 ' ; ;
loe_Lf 'almtrsct.ad';;
loacl.f 'tac_/cs.al';;
syotl '/biaJz_-_ _pc.cozTect.th+;;
sot__ll_ ('stick7 c. true);;
mew_thee: 7 +_pc.cozToct+;;
load_ 'a=z_de_s.a/+;;
map nee.peze_t [+au,z+; 'tLse_abs'; 'fpc.top'; 'f._rith_co_rect';
+fld_cozTect+; 'fstr_cozTect_J;;
lO0
autoZoad.de_s_and_thns t_l)C.top' ; ;
autoZoad_defs_and_thns _mzz t ; ;
emt oZoad_dets.snd_tlms '2_arith_cozToct _ ; ;
autoZoad_de_s_ead.thns '2ZdoCOrzect' ; ;
sat oZoad_dofs.and_thns '_str_©ozToct' ; ;
smtoZoad_defs_mul.thns 'timo_ebs' ; ;
Zot rop.ty = abstract.tTpe '4_toz_aco c '2otch'; ;
nem_theorT_obZ Lgat ions [
"t (z:nun) (rop:'rop_t7). ((v_onun rep (nuntou rep z)) - z)";
at (z:fp) (rep:'rep_tT). ((rLofp rop (fptow top z)) = z)";
];;
nap Zosd_ ['digit'; 'decinsl'];;
ZnLtLaloState
Speci2 7 the initL_stttes of thoCPU, BZU, APUsnd
the coz_roctnoss o_ the 4 phuo protocol.
Zot ZnLtLLI_S_ate = neg_dof_uL_io=
('ZnL_Lal.S_ato',
"! (start new_L_str resp_roady road:nun-)bool)
(bLu.state cpu_stato:mm->nlm) t.
Znitial_Stato (start, hem.instr, reap_ready, road, bLu_stateo
((°(8tiUL_ t)) /\
('(no:_L_tr t)) /\
('(resp_ro_t7 t)) /\
('(re_tt)) /\
(b/u_state t = 0) /\
(cpu_sta_, _ = 0))"
);;
V_id_c_e
S_c_ythev_ido_es
Zet VL_idOpcodo = neg_do2Ln4tLon
('V_id0pcode'.
"! (rep:'rop_t 7) n _r . VA3idOpcode n top t_r -
((0pc n ir - o) %1
(o_n_-2) %/
(0pc n i: = 3) %/
(opt n lr - 4) %/
(opc n L: - s))-
);;
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FPC_lezt Star e.CozTect
To prove the ©oz_roctnsss of |ez_State_tpc, upon
interaction anon 8 the ¢PU, IJl_/ ud liq/.
lot |oztState_CozToct = provo._bm
('|oxtSt ato.CozTo©¢ ',
"! (top : °ropoty) (responso:n_m->nun) (oper_d_out:nuno:_p)
(decode.rej :nun-:_un) (biu.st at • :nun->nua)
(start : nun->booZ) (coxn_d:mw->nun) (condLtLon:mm->mm)
(control: nun->nun) (operand_in: nun->fp) (done: nun->booZ)
(nee_instr : nun-> booX) (oper_doready:nun->booZ) (resp.rendy:nun->booZ)
(f.ac : num->2p) (f.roj : num->nun->_p)
(©e ss : nun->booZSbooZebooZabooZ)
(c_a¢:nun-_) (¢.ro$:nun->nun->nun) (nen:nun->enonorT)
(tz:nun-_mn) (cpu.state:nun->nun) (addrons:nun-_)
(read grito :nun->booZ) (dataLn dataout:nun->ogordn) (n:mun).
Coiuotop_cpu n top (response, operond_out, decode_reg, reap_ready,
f_a¢. blu_state, start)
(¢onna_d, condition, control, operond_Ln, done, neg.Lnstr,
oporu_t_re_ly) /\
apu_top.cpu n rep (f_ac, f_reg, cu, sg. done)
(saturn. decode.res) /\
cpu_sorvLce n top (¢_ac, ©_re|, non, _r, dataout, nddress, rend, write,
cpu_state) (resp_reedT, dataLn) /\
(c_r_road_wrLto top address read grLte datain dataout
conna_d response operond_in operond_out condition
¢ontroZ now_Lnstr oporond_road7))
am>
(,_. (Zn:Ltia3_State (start., new_Lnstr, reap_ready, road, biu_state,
cpu_state, t) /\
ValidOpoode n rep (L: t)) ==>
(? (t' :nun).
((f__c t'. f.rq t,) -
IVPCetate (|eztState_fpc n top (Lr t) (f_n¢ t, f_re s t, c_ac t.
©.reS t. non t. _r t)))))".
• ICE.ILEURITE.TIC (InLt L_L_St at e]
THE] IU[PEAT STRIP_TAC
THE] OIICE_REVRZ_.TIC (llext St at e._pc]
poP_aSs_ (\thl. nzsJ.cas_._u_ S_rP.ASS_.TAC
(ILEVRZYE_RULE EVaZidOpcodo] thl))
OJCZ.ASX.NmZTZ.TACD
I_1 HC___TIC
YREI! COBV_YA¢ (OilCE_DEPTB_CO_Y Z]IV_de¢_CONV)
41101[
ZIP_P,,ILS.TAC M,D_Corroct
; 1[_
IJP.RI_.TIC FIDD.Correct
II__RZSoT_C l_U_._zToct
; 1141
INP.IULS.TAC l'NUL.Coz_ect
I]__ILr.q_TAC FDlV.Correct
)
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TBEII BES.TA¢
ASIK_ILL'_ITI__TAC I"1
);;
lot _]?c.top3 - new_defLn/tL_
( ' fpc. t op3 '.
"! (re]? : "rep.t 7) (2.at :nun->tp) (t_reg :num-_nun->_p) (c.ac :nun->nun)
(o_reg :nwn->nwn->nun) (nen:nun->enenozT) (_r :nun->nun)
Co:nun) (ste_t now_inert roep_road7 road:nwa->bool)
(bLu_stato cpu.etito :nun-_un) .
tpc_top$ n rep (2.ao, f.reg, c.ao, c.reg, non, :Lz')
(start. hOg.instr, roop_readT, road, b/u_state, cpu.otate) -
! t. (ZnitiL$oStato (start, no._Lnstr, reep_read 7. road, bLu_etato,
cpu_otite, t) /%
ValidOl_ode n re]? (_r t)) =m>
Y t'. (t_ac t'. __regt') =
(lrPCet, ato (BextStato_fpc n top (J_r t)
(__ac t, __ro| t, c_ac t, c_rog t, nee t, Lr t)))"
);;
FPC_CozToct
To prove the coz_roctneo8 o_ _pc.top, upon
J_erectLon anon K the CPU, BZU and IPU.
lot YP¢_Corroct = prove_the
(, lrpC_Coz-zoct,,
"! (top : "rep_ty) (rosponse:nun->nun) (oporand_out:nun->fp)
(decode_tog:one->nun) (bLu_otete :one-)nun)
(start : nun->bool) (conand:nun->nun) (condLt/on:num->nun)
(control:one->nun) (oporand.J_:num->fp) (done:one->boo1)
(new_:JJ_str : nun-> I)ool) (oporand_roJdT:nun->bool) (resp_roadT:nun->bool)
(/_ac : nun->fp) (f.reg : nun->nun->_p)
(cw ow : nun->boolCboolCboolCbool)
(c.ac:nun->nun) (c_reg:nun->n-=-_nun) (nen:nun->enemoz 7)
(_r:nun->nun) (cpu_otete:nun->nun) (iddreoo:nun-_nm)
(reid urite :nua->bool) (dottLe deteout:nun->egoz_ln) (n:nun).
(bLu_top_cpu n top (respouo, operand_out, decode_tog, resp_re_lT,
2_at, b/u_state, sta._'_)
(conu_l, oondLt/on, control, operu_l.Ln, done, new_Loser,
opera_d_re_dT) /\
tlXZ_top_clm n re]? (f_ac, __ro|, cg, |g, done)
(start, decode.tog) /\
cpu_service n rep (c_ac, c_reg, hen, _r. ditiout, address, read, write.
Olin.state) (rosp_roadT, clataJJ_) /%
(oLr_roe_t_urito re]? address road u_rito dateLn dataont
conna_d responJe operMd_Ln operu_l_out condition
con_roZ neu_Lnstr oper_d_re_dy))
am>
(fpc_top3 n re]? (f_to, :f_reg, c_ac. c.reg, non, :Lr)
(etL_, neg_LnStro reep_readT, read, b/u_etate, cpu.etate))",
0BCE_]UF,/RITE_TIC [tpc .t op3]
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THEN ZHP_IULq_TAC|ex_S_a_e_Con'oc_
THrJJPOP.ASSUN (\_hl. ASSUME.TIC
(SPE¢ "_:nun" _hl))
3_J ISSlm.LIST (\_he. ASSU_.TAC
(UW_ZTI.P.UL_ [(el S _he); Col e _:hs)Z] Col I _hs)))
PJ42LIST.TAC
It_I_T.TAC
P,N2LUT.TAC
THEMRM2LAST.TAC
ASM..Ut,'ltlTE_TACQ
);;
close_thoozT() ; ;
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