Abstract. The presented tool uses a novel approach to explore and query a SPARQL endpoint. The tool is simple to use as a user needs only to enter an address of a SPARQL endpoint of one's interest. The tool will extract and visualize graphically the data schema of the endpoint. The user will be able to overview the data schema and use it to construct a SPARQL query according to the data schema. The tool can be downloaded from http://viziquer.lumii.lv. There is also additional information and help on how to use it in practice.
Introduction
SPARQL endpoints take vital role in the Semantic Web as they provide access to actual data for end-users and software agents. Thus, it is important for developers and end-users to understand structure of the underlying data in a SPARQL endpoint to use the available data efficiently. Nowadays a problem arises as there is not enough fundamental work on the SPARQL endpoint schema definition or underlying data documentation. There is ongoing work [1] on an endpoint description, but it is in early development phase and not in actual use.
Until now SPARQL endpoints have been developed just as an access point for SPARQL queries to collect semantically structured data. There is not enough work on the SPARQL endpoint management process to document and overview the underlying data. For example, in SQL like database systems a database programmer can easily extract and view the underlying data schema, thus making much easier to develop a system that works with the database data. It is obvious that for a SPARQL endpoint user it would be also much faster and easier to work with the unknown endpoint data if the user would have more information about the actual data schema (ontology) according to which instance data in the endpoint is organized.
Use of existing query tools [2, 3, 4] is mostly like black box testing of a SPARQL endpoint, because they do not provide overview of a SPARQL endpoint data schema. Existing approaches are mostly based on faceted querying meaning that a user gets overview of only a small part of the actual ontology. The user is like a real explorer without knowledge of what will be encountered in next two steps and in which direction to browse for the needed data. Alternatively, a programmer could construct a SPARQL query by looking at some ontology and hope that a SPARQL endpoint contains the needed data and that correct URI namespaces are used. Note that most SPARQL endpoints nowadays do not provide any ontology or data schema at all as documentation, thus it is quite hard and time-consuming for a programmer to guess their data structure. There exist tools that can show all classes and all properties found in a SPARQL endpoint but not the structure of the underlying data.
Also there exists an approach [5] that can visualize ontologies as diagram graphs to aid better understanding of an ontology, but these applications are standalone and cannot connect to a SPARQL endpoint to view or edit underlying ontology. Unlike [5] we do not intend to show all possible ontology details as, but we rather concentrate on providing a simplified ontology derived from the actual data in a SPARQL endpoint.
Overview of the Tool
We have created a tool -ViziQuer 1 that supports a connection to a SPARQL endpoint that contains typed data. By typed data we mean that objects have the class they belong to defined by the relation rdf:type. The tool can be used to explore, understand and query SPARQL semantic database endpoint of ones interest. Thus, the ViziQuer consists of three parts. Firstly, the tool connects and extracts underlying data schema from a SPARQL endpoint. Secondly, the tool allows an end-user to graphically inspect the extracted data schema. Thirdly, an end-user can use the tool to construct a SPARQL query accordingly to the underlying data schema and execute it on the SPARQL endpoint.
The connection process begins by entering a SPARQL endpoint address that an end-user wants to connect and explore. Using predefined sequence of SPARQL queries ViziQuer extracts simple data schema from the SPARQL endpoint. Extraction process can take a while since schema retrieval depends on ontology size and speed of the SPARQL endpoint. We already mentioned that we only support typed data, as it is the basic feature required to extract at least part of the underlying data schema such as classes, their attributes and relations. SPARQL endpoints without rdf:type definitions can be explored only by RDF data browsers, for example, Tabulator [6] .
There is no formal limit on data schema size; still we do not recommend trying the DBpedia 2 endpoint and similar ones. Firstly, because we make an assumption that a SPARQL endpoint does not have any limit to answer size, while DBpedia limits every answer to 1000 rows. Secondly, we do not recommend a DBpedia like endpoint as it would be very slow process to extract schema and would not give enough advantage as it would not be easy to explore the endpoint that consists of more than 1000 classes, that is a bit too much for a normal end-user to grasp without a higher ontology structuring, for example [7] .
When extracting data schema from the typed underlying data, rather than from the given ontology, one is faced with the lack of definitions for subclass relations between object classes. Without subclass definitions a problem arises, as we need to depict part of relations more than once -as each logical, but not formally defined subclass might have the same outgoing relation present in data resulting in explosion of duplicate relations as one can grasp in the view of naïve schema visualization in Fig. 1 where depicted is schema visualization result of the Semantic Web Dog Food endpoint 1 . We use UML like graphical notation similar to one proposed in [5] . As one can easily see in Fig 1 , the naïve data schema visualization is opaque because subclass relations are not defined and each relation is drawn multiple times. To make it more comprehensive currently we use a hack and display each relation only once (see Fig.2 ) even if the relation actually occurs between more than one pair of classes. Thus, we get a comprehensive picture that is not fully semantically correct, but understandable for an end-user. In the third step when an end-user composes a SPARQL query based on the extracted schema all relation occurrences are taken into account. A semantically correct way to solve the duplicate relations problem would be to allow end-user to manually define missing subclass relations (based on meaningful names of classes) and then automatically "lift" duplicate relations to the most abstract superclass and thus making each relation to appear only once. Last important feature of the ViziQuer tool is ability to semi-automatically construct SPARQL queries according to the extracted data schema (ontology). In the ViziQuer we have implemented a subset of the GQL graphic query language [8] that provides basic features for selection of a subset of data. As queries are based on the ontology then querying is more like constructing or drawing a subset of the ontology corresponding to data that an end-user is interested in for further analysis.
A query construction is possible by two paradigms. First, a user can construct a query by selecting one class and browsing further like in faceted browsing where a user selects a possible way further from already selected classes. Second, a user can use a connection-based query construction. This means that a user selects two classes of interest by adding them to a query diagram and by drawing a line between them indicates that both classes should be interconnected. The tool uses an advanced algorithm to propose suitable paths how these two classes can be interconnected and a user just needs to select a path that best fits to desired path. Thus, when a user wants to connect some classes that are a bit further one from another, a selection of an acceptable path between classes is needed rather than a guess by manual browsing that can be quite hard in the faceted browsing paradigm if a user is not very well familiar with the ontology structure. We should also mention that both paradigms could be used in parallel when one constructs a SPARQL query.
We will briefly explain the GQL by an example query. Main idea in the GQL is selection of an interconnected subset of classes, attributes, and associations that at some point can be viewed as an ontology subset. Additionally it is possible to restrict the subset by some basic filters on class attributes. In Fig. 3 is depicted the example constructed for the Semantic Web Dog Food endpoint. The query formulated in Fig. 3 could be rephrased as to "select those authors that have edited some proceedings and also have some paper in edited proceedings that are related to some conference event". We add restriction that conference acronym is ESWC2009. We set the answer to contain a persons first name, a name of published paper, a year when proceedings where published and also a name of the conference. For limited space reasons we do not show this query translated into SPARQL.
The ViziQuer implementation is based on the Model Driven Architecture technologies that allow it to be very flexible and to connect to any SPARQL endpoint. We used the GrTP platform [9] as environment for the tool development. GrTP allows to easy manipulating graphical diagrams that is most needed to construct graphical queries and visualize a SPARQL endpoint underlying data schema. Main drawback for the platform is that it supports only the Windows operating systems, thus the ViziQuer currently works only in the Windows operating system environment.
Results and Conclusions
We have developed a tool that simplifies work with unknown SPARQL endpoints. The tool allows an end-user not just to build SPARQL queries, but also to get an overview of the underlying data. Still, as quality of formal ontology definitions in SPARQL endpoints is often incomplete further improvements must be made in schema management, for example, ability to manually add subclass relations between classes. Also it would be wise to consider a case when data is logically typed, but formal type definitions are missing.
