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Povzetek
Izvajanje obdelave slik na FPGA ima prednosti v primerjavi z drugimi načini.
Procesorji so zaradi omejenega števila jeder prepočasni. Slabost obdelave
grafičnih procesorjev je njihova poraba. FPGA pa ponuja hitro delovanje ob
nizki porabi moči. Hitro delovanje omogoča vzporedno delovanje, s katerim lahko
dosegamo veliko večje hitrosti kot na običajen način.
Cilj diplomske naloge je izdelava cevovoda za barvno sliko za Zynq Ultra-
Scale+ MPSoC družine. Namen je predstaviti vsako jedro v cevovodu in pred-
staviti njegovo delovanje ter rezultate. Predstavljen cevovod sestavlja več jeder.
Na začetku cevovoda je jedro za odpravljanje mrtvih pikslov, ki se pojavljajo na
slikovnem senzorju. Sledi jedro za odpravo fiksnih vzorcev na sliki, ki lahko deluje
v načinu za izravnavo odmikov posameznih stolpcev v sliki. Sledi mu jedro za
nastavljanje kontrasta slike, ki je izvedeno z vpoglednimi tabelami. Podatki sen-
zorja so v monokromatski obliki, če pa senzor podpira barvno sliko, jo je potrebno
sestaviti z jedrom za demozaik. Jedro za demozaik slike pretvori Bayerjev vzorec
v barvno sliko. Uporabljen algoritem je eden izmed najbolǰsih in je optimiziran
za delovanje na FPGA vezjih. Na koncu cevovoda je jedro za pretvorbo barvnega
formata potrebnega za JPEG stiskanje.
Izdelan cevovod lahko obdeluje 16 vzporednih pikslov pri 300 MHz, kar je 4.8
Gpixel/s. Ta hitrost zadošča za obdelavo Full HD slike pri 2400 FPS!
Ključne besede: FPGA, Zynq UltraScale+, obdelava slike
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Abstract
Performing image processing on an FPGA has advantages over other methods.
Processors are too slow because of a limited number of cores. The disadvantage of
processing GPUs is their consumption. FPGA, however, offers fast performance
at low power consumption. Fast operation allows parallel operation to achieve
much higher speeds than usual sequential design.
The aim of the thesis is to create a colour image pipeline for Zynq UltraScale+
MPSoC families. The purpose is to present each core in the pipeline and present
its operation and results. The presented pipeline consists of several cores. At the
beginning of the pipeline, there is a core for eliminating dead pixels that appear
on the image sensor. The following is a core for eliminating fixed patterns in an
image that can work in noise mode or in mode for correcting two dimensional
shapes. It is followed by an image contrast core, which is implemented using look-
up tables. The sensor data is in monochromatic form, but if the sensor supports
a colour image it must be assembled with a demosaic process. Demosaic core
converts Bayer pattern to colour image. The algorithm used is currently one of
the best and is optimized for operation on FPGA circuits. At the end of the
pipeline, there is a core, which converts the colour format required for JPEG
compression.
A pipeline can be configured with 16 parallel pixels at 300 MHz, which is 4.8
Gpixel/s. This speed is sufficient to process Full HD images at 2400 FPS!
Key words: FPGA, Zynq UltraScale+, image processing
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5.13 Primer različnih algoritmov za rekonstrukcijo slike . . . . . . . . . 42
5.14 Potek uporabljenega algoritma . . . . . . . . . . . . . . . . . . . . 43
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1.1 Družine kamer podjetja Optomotive . . . . . . . . . . . . . . . . . 4
1.2 Primerjava specifikaciji XCZU4CG in XCZU7EV [1] . . . . . . . . 5
2.1 Specifikacije kamere [2] . . . . . . . . . . . . . . . . . . . . . . . . 8
5.1 Registri, uporabljeni za odpravljanje mrtvih pik . . . . . . . . . . 27
5.2 Rezultati sinteze jedra . . . . . . . . . . . . . . . . . . . . . . . . 29
5.3 Rezultati sinteze jedra za odpravljanje FPN šuma . . . . . . . . . 33
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5.8 Primerjava treh načinov interpolacije prikazanih na sliki 5.13 . . . 43
5.9 Registri uporabljeni v jedru polja barvnega filtra . . . . . . . . . . 46
5.10 Rezultati sinteze jedra polja barvnega filtra . . . . . . . . . . . . . 47
5.11 Registri uporabljeni iz zadnjega jedra . . . . . . . . . . . . . . . . 49
5.12 Rezultati sinteze jedra za pretvorbo formata slike . . . . . . . . . 49
xiii
xiv Seznam tabel
6.1 Rezultati sinteze celotnega cevovoda . . . . . . . . . . . . . . . . 51
Seznam uporabljenih simbolov
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2 Seznam uporabljenih kratic
VGA Video grafika (angl. video graphics array)
JPEG Format slike (angl. Joint Photographic Experts Group)
SLVS-EC Sonjev standard senzorja (angl. Scalable Low Voltage Signaling Embedded Clock)
LPDDR4 Vrsta vmesnika (angl. Low-Power Double Data Rate Synchronous Dynamic RAM
OS Operacijski sistem (angl. Operating system)
EVO Vrsta aplikacijskega vmesnika (angl. Evolution)
TCP/IP Protokol za krmiljenje prenosa (angl. transport Control Protocol Internet Protocol)
GigE Gigabiten Ethernet (angl. gigabit ethernet)
USB Univerzalno serijsko vodilo (angl. Universal serial bus)
QSPI Serijski periferni vmesnik (angl. Queued Serial Peripheral Interface)
PCIe Periferna komponentna povezava (angl. Peripheral Component Interconnect Express)
eMMC Vrsta pomnilnika (angl. Embeded multi media card)
DC Enosmerna napetost (angl. Dirrect current)
FPN Fiksen vzorec (angl. Fixed pattern noise)
ZIF Vrsta konektorja (angl. Zero Insertion force)
SFP Vrsta konektorja (angl. Small form-factor pluggable transiver)
TTL Vrsta logike (angl. Transistor-transistor logic)
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DSP Digitalno procesiranje signalov (angl. Digital signal processing)
ASIC Aplikaciji prirejeno integrirano vezje (angl. Application-Specific Integrated Circuit)
AXI Napredni razširljivi vmesnik (angl. Advanced eXtensible Interface)
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PS Procesni sistem (angl. Processing System)
RAM Bralno-pisalni pomnilnik (angl. Random Access Memory)
ROM Bralni pomnilnik (angl. Read-Only Memory)
MPSoC Sistem na integriranem vezju z več procesorji (angl. Multi processor system on Chip)
FIFO Vrstični pomnilnik (angl. First in first out)
FTFW Način delovanja pomnilnika brez latence (angl. First Word Fall Through )
1 Uvod
Za obdelavo slike v realnem času imamo več možnosti. Če imamo opravka s sliko
z majhno resolucijo, lahko tako obdelavo izvajajo procesorji. Njihova največja
slabost je, da se vzporedno lahko izvaja le toliko operacij, kolikor je jeder v pro-
cesorju. Če pa želimo imeti hitreǰso obdelavo slike, se lahko odločimo za grafični
procesor. Današnji grafični procesorji podjetij NVIDIA in AMD so sposobni kar
3500 vzporednih operacij. Programiranje takega sistema je danes precej eno-
stavno. Trenutno je najbolj razširjen sistem CUDA za grafične kartice podjetja
NVIDIA. Programiranje takega sistema spominja na programiranje procesorja v
C++ jeziku z dodanimi atributi, ki so namenjeni prevajalniku, za optimizacijo
vzporednega izvajanja. Omejitev pa nastane pri vejitvenih ukazih, saj dolžina
izvajanja posameznega dela kode ni več deterministično dolga, oziroma le ko vsa
vzporedna jedra opravijo nalogo, se lahko začne nova. Tak način izvajanja pa
pomeni upočasnitev, ki je v določenih premerih tako velika, da je izvajanje tudi
počasneǰse kot z navadnim procesorjem. Dodatno slabost vnašajo tudi zakasni-
tve, ki nastanejo zaradi dostopa do sistemskega pomnilnika preko PCIe vodila.
Največja slabost takega sistema je poraba moči, ki se porablja za delovanje take
enote. Ker je tak procesor splošen, se na njem troši več moči, kot bi bilo potrebno
za samo obdelavo slik. Poraba takega sistema je ponavadi med 300 in 700 va-
tov. Poznamo pa tudi tretjo rešitev, to so namenska vezja ASIC ali FPGA. Taki
sistemi zmorejo zelo hitro in učinkovito delovanje pri majhni porabi moči, ki je
lahko tudi 100 krat manǰsa od grafičnega procesorja.
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Podjetje Optomotive d.o.o. se ukvarja z razvojem in proizvodnjo kamer z
naprednimi FPGA vezji. Njihova glavna prednost pred ostalimi konkurenčnimi
podjetji je hitrost in nadgradljivost sistema. Dodatna prednost kamer podjetja
je obdelava slike na sami kameri. Tako ni potrebno imeti posebnih vmesnikov za
prenos slike iz kamere, kar zmanǰsuje stroške.
Podjetje trenutno razpolaga s petimi obstoječimi družinami različnih prilago-
dljivih hitrih pametnih kamer.
Tabela 1.1: Družine kamer podjetja Optomotive
Ime kamere Resolucija senzorja [MB]
Cameleon 1.3 3
Camelopard 1.3 3
Velociraptor High Speed 2.2 4.2
Velociraptor Evolution 2.2 4.2
T-rex Evolution 2.2 4.2
Spinosaurus Evolution 0.5 2.0 2.8 1.7 7.1
Glede na obstoječo konkurenco se je podjetje z generacijo kamer 5.0 (Spin-
osaurus Evolution) postavilo na 1. mesto med modularnimi hitrimi kamerami
za potrebe 3D skeniranja. Kamere te generacije pomenijo vrhunski nagradljiv
sistem za potrebe strojnega vida, ki ga kupec lahko dodatno nadgradi. To po-
zicionira kamere kot najhitreǰse med hitrimi pametnimi kamerami na svetovnem
trgu strojnega vida in zadovoljujejo širok krog uporabnikov.
Za 5.0 družino kamer sem razvil cevovod za barvno in monokromatsko sliko, ki
zajema pot od zajema slike iz senzorja do slike, pripravljene za JPEG kompresijo,
in uporablja naslednja jedra, ki delujejo neodvisna od ostalih jeder v sistemu:
• jedro za odpravo mrtvih pikslov
• jedro za odpravljanje vzorcev na sliki
• jedro z vpogledno tabelo
• jedro za pretvorbo bayer slike v barvno
• jedro za pretvorbo formata slike.
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Tak cevovod je nujno potreben, če želimo zagotoviti kvalitetno izhodno sliko.
Največji izziv je, kako doseči veliko hitrost obdelave podatkov iz kamere. Rešitev
je seveda v vzporednem izvajanju več slikovnih pikslov hkrati. To pomeni, da
mora biti algoritem sposoben takega opravljanja. Ker pa imamo na podjetju
veliko slikovnih senzorjev različne resolucije in hitrosti, se morajo vse jedra pri-
lagajati na senzor, ki je pritrjen na kamero.
Jedro ali IP (angl. intellectual property core [3]) je del logike v FPGA vezju,
ki opravlja namensko funkcijo. Njihova glavna prednost je ponovna uporaba v
več projektih. V grobem se delijo na tri družine. Celotno jedro je lahko opisano
v opisnem jeziku in njegov opis je viden (angl. soft cores). Celotno jedro je
lahko opisano v opisnem jeziku, vendar uporabnik nima dostopa do opisne kode
(angl. firm cores). Jedro je lahko vgrajeno v integrirano vezje (angl. hard cores).
Primer takih jeder so notranji RAM pomnilnik, procesor, IO enota...
Preden začnem z opisovanjem jeder, bom opisal programljivo vezje iz družine
Zynq UltraScale+, ki je srce pametne kamere ‘Spinosaurus Evolution‘. V tej ka-
meri se uporabljata dve različno zmogljivi integririrani vezji. Kupec se ob naročilu
lahko odloči za ekonomično XCZU4CG ali močneǰse XCZU7EV. Podrobneǰsi opis
je predstavljen v tabeli 1.2
Tabela 1.2: Primerjava specifikaciji XCZU4CG in XCZU7EV [1]
XCZU4CG XCZU7EV
Aplikacijski procesor ARM Dual-core Cortex-A53, 1.3GHz Quad-core
Realno-časovni procesor Dual-core ARM Cortex-R5 do 533MHz
Št. logičnih celic 192.000 504.000
Št. vpoglednih tabel 88.000 230.000
Št. filp-flopov 176.000 461.000
Št. porazdeljenega RAM-a 2.6Mb 6.2Mb
Št. blok RAM-a 4.5Mb 27Mb
Št. UltraRAM-a 13.5Mb 27Mb
DSP rezine 728 1.728
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Za programiranje takih FPGA-jev (angl. field-programmable gate array) se
uporablja orodje Xilinx Vivado Suite. Tam se program razvija s posameznimi
IP (angl. intellectual property) komponentami. Celoten sistem je zgrajen iz več
IP komponent. Za komunikacijo s takimi IP komponenti se uporabljajo lastni
vmesniki. Podjetje Intel FPGA uporablja svoj lastni sistem vmesnikov imenovan
Avalon vodilo. Uporablja pa se tudi Wishbone vodilo, ki je odprtokodno. Podjetje
Xilinx pa uporablja AXI (angl. Advanced eXtensible Interface) vodilo. To sem
tudi jaz uporabljal v vseh IP komponentah. Ima tri poddružine:
• AXI4; vodilo, ki ima podporo za naslavljanje, branje in pisanje v vsakem
zaporednem urinem ciklu (ang. burst).
• AXI4-Lite; vodilo s podporo za naslavljanja.
• AXI4-Stream; vodilo za prenašanje nenaslovljenih podatkov.
2 Kamera Spinosaurus Evolution
Spipnosaurus je visoko prilagodljiva in programljiva FPGA pametna kamera, spe-
cializirana za velike hitrosti. Kamera vsebuje vmesnik za 10 Gb Ethernet. Glavna
prednost te kamere je v dostopnem programskem in strojem delu (angl. open
hardware-software model), ima visoko hitrost, odlikuje jo realnočasnost izvajanja
obdelave slike na FPGA-ju in grafičnem vmesniku, ki je dostopen uporabniku.
(a) Zunanji izgled kamere (b) Notranji izgled kamere
Slika 2.1: Izgled Spipnosaurus kamere
Za zajemanje slik se uporablja SONY PREGIUS GEN3 senzor s SLVS-EC
v1.2 vmesnikom (8 x 2,3 Gbps), ki omogoča visoko kvaliteto slike in zagotavlja
velike hitrosti. Kamera ima dodan tudi 2 GB LPDDR4 pomnilnik z 9,6 GB/s
prepustnosti, ki se uporablja za shranjevanje slik. Na kameri deluje Linux OS s po
meri narejenim EVO nadzornim in podatkovnim skladom, z dodanim Zero-copy
TCP/IP skladom, ki se pospešuje v logiki v FPGA-ju.
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Ključne funkcionalnosti kamere:
• prosto programirljiva,
• 600 Gbps prepustnosti med FPGA-jem in vhodi in izhodi (angl. IO),
• Podprti vmesniki 10/40 GigE, USB3.0, 4x PCIe, DisplayPort,
• 12 pasovni SLVS-EC v2.0 (5Gbit/s),
• H.264 CODEC,
• pospeševanje nevronskih mrež,
Podrobneǰse specifikacije:
Tabela 2.1: Specifikacije kamere [2]
Model senzorja IMX426 IMX422 IMX421 IMX425 IMX420
Resolucija senzorja 0,5 MB 2,0 MB 2,8 MB 1,7 MB 7,1 MB
Diagonala senzorja 9,25 mm 9,25 mm 10,97 mm 17,55 mm 17,55 mm
Resolucija slike 816 x 624 1632 x 1248 1944 x 1427 1608 x 1104 3216 x 2208
Frekvenca slik 1594 fps 477 fps 371 fps 565 fps 207 fps
Velikost piksla 9 µm 4.5 µm 4.5 µm 9 µm 4.5 µm
Dinamičen doseg 86dB 80dB 80dB 86dB 86dB
ADC resolucija 8, 10 ali 12 bit
Ura slikovnih pik 1,9 Gpix/s
Poraba Do 30 W
Uporabljen FPGA Xilinx Zynq Ultrascle+ ZU4CG ali ZU7EV
Zasedenost FPGA Do 50% prostega, skoraj nobene DSP rezine
Delovni pomnilnik 2 GB LPDDR4 z 9,6 GB/s hitrost pretoka podatkov
Trajni pomnilnik 64 MB QSPI flash, 8 GB eMMC
Napajanje DC 9-36 V ali 5V (OEM)
Programljivi vhodi ali izhodi 20 x 3,3V TTL ZIF
Električno izolirani IO 3x vhodi ali 3 x izhodi
Priključki 10 G SFP+, 19 pin M16, ZIF na OEM
3 Cevovod za barvno sliko
Cilj diplomske naloge je razviti cevovod za barvno sliko, ki podpira vse upora-
bljene slikovne senzorje naštete v tabeli 2.1. Parametri, ki so odvisni od pritrje-
nega senzorja morajo biti generično nastavljivi. Ker se podatki slike prenašajo iz
enega jedra v drugo, so nekateri parametri za vse jedra enaki. Ti parametri so:
• največja velikost slike je 8192 vǐsine in 8192 širine pikslov,
• število vzporednih slikovnih pikslov,
• Izbor med tipi uporabljenega pomnilnika,
Posamezna jedra vsebujejo parametre, ki se lahko spreminjajo med njegovim
delovanjem. Ti parametri so nastavljivi s pisanjem v njihove registre, do ka-
terih procesor lahko dostopa. Nekatera jedra vsebujejo tudi registre za branja
generičnih parametrov, ki so nastavljivi ob sami sintezi, saj je to v nekaterih
primerih potrebno za programske gonilnike jeder.
Delovanje cevovoda se lahko še dodatno pospeši, saj so parametri za nasta-
vljanje vzporednosti jeder generični, vendar zaradi trenutnih potreb slikovnih
senzorjev niso potrebni.
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Slika 3.1: Uporabljen cevovod
Celoten cevovod je prikazan na sliki 3.1. Podatki se prenašajo od senzorja do
formata, ki je primeren za JPEG kodirno jedro. Vhodni podatki gredo najprej v
jedro za popravljanje mrtvih pikslov, tam se nedelujoči piksli odstranijo z inter-
polacijo sosednjih pikslov. Iz tega gredo podatki v jedro za odpravljanje vzorcev
na sliki, njegova naloga je odpravljanje vzorcev v vrsticah in vzorcev zaradi leče
kamere. Iz njega se uravna kontrast (angl. gamma). Do tukaj je pot za mo-
nokromatsko sliko in barvno enaka. Če pa se prenaša barvno sliko z vgrajenim
Bayerjevim filtrom, je potrebno sliko rekonstruirati v tri barvne kanale: rdeč,
zelen in moder (RGB). Velikost podatkov slike je po interpolaciji trikrat več. To
pa pomeni, da je nadaljnja obdelava slike tri krat dražja. Podatki gredo še skozi
uravnavanje barvnega ravnovesja, nato se prevedejo v YcbCr format. Na zadnje
se dva od kanalov podvzorči.
V splošnem se tak cevovod deli na dve družini; prva je monokromatska, druga
je barvna. Med seboj se razlikujeta v načinu pošiljanja podatkov iz slikovnega
senzorja.
Če je senzor monokromatski, vsi slikovni piksli zaznavajo sivine v celotnem vi-
dnem spektru. To pomeni, da je sosednji piksel tudi enake barve.
V senzorju za zaznavanje barvne slike je potrebno zaznati več barvnih komponent
zajete slike. Za tak namen obstajajo barvni senzorji, ki zaznavajo zeleno, rdečo
in modro barvo na celotni površini senzorja. Žal se taki senzorji niso obnesli, ker
imajo slabo občutljivost (primer takih je senzor FoveonX3).
Slikovni senzorji, ki so danes bolj aktualni uporabljajo drugačen način. Piksli
so prekriti z barvnimi filtri v posebnem vzorcu. Najbolj pogost je Bayerjev filter.
Ta je prikazan na sliki 3.3.
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Slika 3.2: Prikaz delovanja FoveonX3 [8]
Slika 3.3: Bayer-filter [9]
To pomeni, da je pri barvni obdelavi slike potrebno upoštevati tak vzorec. Tak
vzorec pa ima določene lastnosti, ki precej olaǰsajo obdelavo slike. Prva lastnost
je, da je zelene dvakrat več kot modre ali rdeče. Druga lastnost je, da se barvi
slike izmenjujeta med seboj. To pomeni, da je sosednja pika vedno drugačne
barve od pike na trenutnem mestu. V celotni vrstici sta le dve barvi, vedno
zelena in rdeča ali zelena in modra. Zelena barva se pojavlja vedno diagonalno,
kar pomeni, da sosednja pika nikoli ni zelena in pika, oddaljena dve mesti, vedno
zelena. Zaradi teh lastnosti so se razvili številni algoritmi, ki se uporabljajo za
obnovitev celotne slike.
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3.1 Potek načrtovanja jedra
Prvi korak pri načrtovanju jedra je predstavitev problema. Tukaj se predstavi
želeno delovanje jedra. Problem se nato čim bolj optimizira za željeno arhitek-
turo. Včasih je potreben simulacijski model funkcionalnosti algoritma. Njegov
namen je preverjanje delovanja in numerične optimizacije. V opisanih jedrih je
bila ta simulacija izvedena v programskem jeziku Python 3.7, ki je bil vnesen v
integrirano razvojno okolje (IDE) PyCharm community edition. Glavna pred-
nost takega načina je hitro pisanje in razhroščevanje (angl. debugging) kode. Ko
je željeni algoritem opisan in numerično optimiziran, ga je potrebno vgraditi v
FPGA. Vsa jedra so opisana v jeziku VHDL v urejevalniku besedila Visual Stu-
dio Code. Da je ta korak uspešen, je potrebno dobro poznavanje poteka sinteze
(prevajanja) VHDL kode v FPGA. Čeprav je pomembno, da je jedro čim bolj
optimizirano je pomembno, da se z optimizacijo v tem koraku ne pretirava, saj
je jedro še v razvoju in se njegov opis lahko še spremni.
Vsako jedro je sestavljeno iz različnih posameznih komponent, ki opravljajo
določeno nalogo. Ponavadi so te komponente večje funkcije, opisane v jeziku
Python, ki so prevedene v jezik VHDL. Za tak način sem se odločil zaradi lažjega
razhroščevanja jedra. Potek razhroščevanja poteka z verifikacijo vsake kompo-
nente jedra (angl. Test-driven Development).
Slika 3.4: Prikaz poteka razvoja posameznih komponent
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Teste komponente izvaja VHDL datoteka (testbench), ki vsebuje rezultate
testirane funkcije. Ti testi so v sekvenčni obliki, nekateri testi berejo vsebino
datoteke, ki vsebuje testne vektorje in vektorje pravilnih rezultatov.
Dodajanje funkcionalnosti komponente se izvaja iterativno. Dodane spre-
membe se simulira. Namen simulacije je funkcionalna verifikacija komponente, s
katero se testira delovanje, opisano v testni VHDL datoteki. Simulacija je pote-
kala v okolju Vivado Design Suite 18.2.
Več posameznih komponent tvori jedro, ki ga je potrebno simulirati. Potek
razvoja jedra je enak kot potek razvoja komponent, prikazan na Sliki 3.4. Je-
zik VHDL omogoča statično preverjanja delovanja (assert), vendar ga jaz nisem
uporabljal, temveč sem verifikacijo izvajal z opazovanjem časovnega poteka (angl.
waveform). Pri simulaciji zahtevneǰsega jedra sem izhodne podatke shranjeval v
datoteko. Rezulate Python simulacije delovanja in VHDL simulacije sem primer-
jal med sabo. Jedro deluje pravilno, ko sta ti dve datoteki enaki.
3.2 Vpis podatkov v cevovod
Podatki prihajajo v cevovod iz slikovnega senzorja. Vendar so podatki iz senzorja
v formatu, ki ga ponuja proizvajalec slikovnih senzorjev. Ker pa je pošiljanje po-
datkov narejeno z AXIS vmesnikom je potrebno dodati jedro za pretvorbo pro-
tokolov. Izhod iz tega jedra je AXIS, ki zaporedno pošilja podatke slike. Jedro
začne prenašati podatke v zgornjem levem kotu senzorja in nadaljuje do konca
vrste. Nato senzor pošilja podatke druge vrste. Tak način prenašanja se nadaljuje
do spodnjega desnega roba, takrat jedro postavi dodatni sinhronizacijski signal,
s katerim nakaže na konec slike. Slikovni senzor omogoča nastavljanje vidnega
okna slike. Okno slike predstavlja izsek celotne slike senzorja. Prednost oknjenja
je vǐsja hitrost delovanja (osveževanja) senzorja. Uporabljeni senzorji prenašajo
po 8 ali 16 vzporednih pikslov, ki so zaporedno pakirani v eno besedo. Po pre-
tvorbi v AXIS je najvǐsja hitrost ure 118 MHz. Ta predstavlja najmanǰso hitrost
posameznih jeder, ki je potrebna za delovanje kamere.
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3.3 Opis razpoložljivih pomnilnikov
Družina ZynqUltrascale+ MPSoC vsebuje tri tipe pomnilnikov:
• RAM, ki je izveden z vpoglednimi tabelami (angl. distributed memory)
• RAM, ki je izveden z vgrajenim statičnim pomnilnikom: BRAM (angl.
block RAM )
• RAM, ki je izveden z večjim vgrajenem statičnim pomnilnikom: UltraRAM
Vsi trije tipi pomnilnikov lahko delujejo z enim (angl. single dual port (SDP))
ali dvema (angl. true dual port (TDP)) vhodno izhodnima vodiloma. V načinu
SDP je širina podatkovnega vodila dvakrat večja, kar pomeni, da je RAM v SDP
načinu dvakrat večji kot v TDP načinu. Slabost takega načina je, da se branje in
pisanje ne more izvajati istočasno.
Slika 3.5: Prikaz primitiva RAMB36 v SDP načinu
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BRAM se deli na RAMB18 ki je 18.432 kb pomnilnik in RAMB36, ki je 36.864
kb pomnilnik. Njegova običajna širina podatkov je 36 bitov, vendar ima podporo
tudi za 18, 9, 42, 1 bitov. UltraRam je pomnilnik z 288 kb pomnilnika, širine
2x72 bitov.
(a) Prikaz primitiva RAMB36 v TDP
načinu
(b) Prikaz primitiva UltraRAM v TDP
načinu
Slika 3.6: Prikaz dveh pomnilnikov v uporabljenem FPGA
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Zaradi velike izbire je težko pisati generično kodo, ki avtomatsko spreminja tip
pomnilnika. V verziji Vivado 2018 je Xilinx predstavil nov makro, ki je enostaven
vmesnik med opisno kodo in tipi pomnilnika v FPGA-ju. Omenjeni makro je del
knjižnice xpm. (angl. Xilinx Parameterized Macro).
Spodaj je primer generičnih parametrov, ki olaǰsajo delo s pomnilniki. Kot
primer je prikazan SDP pomnilnik tipa BRAM, s širino vpisovanja 32 bitov, 64
naslovi in skupno velikostjo 2048 bitov. Po sintezi tega primitiva je Vivado porabil
0,5 BRAM pomnilnika oziroma RAMB18.
xpm_memory_spram_inst : xpm_memory_spram
generic map (
ADDR_WIDTH_A => 6, -- DECIMAL
AUTO_SLEEP_TIME => 0, -- DECIMAL
BYTE_WRITE_WIDTH_A => 32, -- DECIMAL
ECC_MODE => "no_ecc", -- String
MEMORY_INIT_FILE => "none", -- String
MEMORY_INIT_PARAM => "0", -- String
MEMORY_OPTIMIZATION => "true", -- String
MEMORY_PRIMITIVE => "BRAM", -- String
MEMORY_SIZE => 2048, -- DECIMAL
MESSAGE_CONTROL => 0, -- DECIMAL
READ_DATA_WIDTH_A => 32, -- DECIMAL
READ_LATENCY_A => 2, -- DECIMAL
READ_RESET_VALUE_A => "0", -- String
USE_MEM_INIT => 1, -- DECIMAL
WAKEUP_TIME => "disable_sleep", -- String
WRITE_DATA_WIDTH_A => 32, -- DECIMAL
WRITE_MODE_A => "read_first" -- String
)
4 Opis AXI vmesnikov
V tem poglavju bom predstavil način prenašanja in komunikacije med jedri. Pod-
jetje Xilinx ponuja podporo za AXI vodilo, ki ga je razvilo podjetje ARM. Pred-
nost uporabe tega vodila je pri komunikaciji z vgrajenim procesorjem, saj ima
več takih vmesnikov že vgrajenih. To omogoča učinkovit in standardiziran prenos
med logiko in procesorjem.
4.1 AXI-stream
Namen AXI-stream vmesnika je hitro in učinkovito prenašanje podatkov iz enega
jedra v drugo. AXI-stream ali AXIS je sestavljen iz treh signalnih povezav, ki
služijo za dvosmerno rokovanje (angl. two-way handshake) med oddajnikom in
sprejemnikom. Ko se rokovanje uspešno izvede, se podatki prenašajo iz oddajnika
(angl. master) do sprejemnika (angl. slave). Širina podatkov je poljubna, vendar
mora biti enaka na oddajniku in sprejemniku.
Slika 4.1: Prikaz delovanja AXI-stream vmesnika
Potek dvosmernega rokovanja je enostaven. Prvi korak je, da sprejemnik
postavi signal, ki nakazuje, da je sprejemnik prisoten in pripravljen prejemati
podatke. Tak signal se običajno imenuje TREADY. Ko oddajnik zazna aktiven
signal, se prenos podatkov lahko začne. To se zgodi tako, da oddajnik postavi
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signal veljavnosti TVALID na logično enko in istočasno pošlje podatke preko
TDATA vektorja. Na zadnji besedi v paketu podatkov se postavi znak TLAST
signal na logično enko, ki nakazuje konec paketa. Potek prenosa podatkov je
prikazan na sliki 4.1. Na sliki pošiljatelj pošilja dva paketa, najprej se pošlje
paket A, ki vsebuje 5 besed širine 8 bitov, kasneje pa se pošlje še drug paket B.
Protokol ima definirane tudi robne primere, katere je potrebno upoštevati:
• V primeru, da je prejemnik neaktiven, so podatki na nedefiniranem stanju,
kar pomeni, da so naključni in ne nosijo nobene koristne informacije.
• Če je jedro pripravljeno sprejemati in oddajati, so podatki veljavni en urni
cikel.
• V primeru, da je jedro oddajnika pripravljeno oddajati podatke in spre-
jemnik ni pripravljen, mora oddajnik zadržati podatke na izhodu, dokler
sprejemnik ni spet pripravljen na sprejemanje. To je razvidno na Sliki 4.1,
pri prenašanju prve besede prvega paketa.
• V primeru, da je sprejemnik pripravljen sprejemati podatke, vendar oddaj-
nik nima nobenih podatkov, se signal TVALID postavi na logično ničlo,
takrat so podatki nedefinirani in zato neveljavni.
• Pri prenosu zadnje besede v paketu se mora postaviti signal TLAST na
logično enko, kar nakazuje zadnji simbol paketa. Po končanem paketu se
nov paket lahko začne že naslednji urni cikel, lahko pa kasneje.
V opisanih jedrih se po tem vodilu prenašajo podatki slikovnih pik iz kamere.
Zaradi same hitrosti kamere se prenaša več slikovnih pik v besedi. Običajno je
to 16 slikovnih pikslov do resolucij 12 bitov, kar pomeni, da je podatkovni del
vmesnika širok 192 bitov. Ker pa se po vodilu prenašajo slikovni podatki, je signal
TLAST namenjen signalizaciji zadnje slikovne pike v vidnem območju. Signal
v splošnem služi za vnovičen zagon jedra, pri čemer mora biti ta zakasnjen za
ustrezno dolžino cevovoda v jedru.
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4.2 AXI lite
AXI-lite vmesnik je način, ki ga uporabljam za vpisovanje v registre posamezne
IP komponente. Sam protokol je precej zahteven, zato ga bom razdelil najprej na
branje iz registrov, nato pa na njihovo vpisovanje. Vmesnik se deli na oddajnik
in sprejemnik. V splošnem oddajnik daje podatke, sprejemnik pa zgolj odgovarja
na njegove zahteve. IP komponente povečini delujejo v gostiteljskem načinu, saj
je vgrajen v procesor v integriranem vezju.
AXI uporablja 5 sinhronizacijskih kanalov: za vpisovanje podatkov v vodilo,
za vpisovanje naslova v vodilo, za izbiro vpisovalnega kanala, za branje podatkov
z vodila in kanal za branje naslova in njegovo odzivnost. Prikaz kanalov in smeri
vidimo na sliki 4.2.
Slika 4.2: Shema sinhronizacije [12]
Glavna razlika med polnim AXI in AXI-lite vmesnikom je, da AXI-lite ne
omogoča branja in pisanja hkrati, temveč ga izvaja ločeno. To dodatno poenostavi
vmesnik, saj ni potrebno pošiljati edinstvenega identifikatorja za vsako poslano
transakcijo. Protokol je tudi dodatno olaǰsan, saj ni potrebno zaklepanje naslovov
ali predpomnilnǐske (angl. cache) zaščite.
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Za uspešen prenos podatkov so ključni READY in VALID signali. Ta dva
tipa signalov tvorita rokovanje prikazano na sliki 4.2.
En od kanalov najprej pošlje VALID signal, ko ima podatek pripravljen za
pošiljanje. S tem nakazuje, da gre za pošiljanje ali potrditev pošiljanja. Druga
stran pa upravlja READY signal. Potek rokovanja je zelo podoben tistemu, ki
se uporablja za AXI-stream vodilo in je podrobneje opisan v preǰsnjem poglavju
o AXI-stream vodilu.
Za uspešen prenos morata biti VALID in READY signala postavljena na
logično enko, v nasprotnem primeru odjemalec podatek zavrže. Pred tem pa je
potrebno opraviti rokovanje za branje in pisanje.
4.2.1 Branje z AXI-lite
Slika 4.3: Prikaz več branj
Preden se zgodi zahteva po branju, se mora najprej zgoditi sinhronizacija.
Njen potek je razviden iz prvega dela slike 4.3. Začetna sinhronizacija deluje tako,
da gostitelj najprej postavi ARVALID na logično enko in pošlje prvi naslov, iz
katerega hočemo brati. Nato počaka, dokler se ARREADY signal, ki ga upravlja
odjemalec ne postavi na logično enko. Transakcija branja se izvede, ko sta oba
signala aktivna in urni signal spremeni stanje iz logične ničle na enko. Enak način
se uporablja tudi pri potrditveni (angl. acknowledgment) transakciji. To pomeni,
da se je podatek uspešno poslal, ko je RVALID in RREADY na logični enki.
Razlog za to je, da morata tako gostitelj kot odjemalec imeti potrditev zahteve
sinhronizacije.
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Desna polovica slike 4.3 prikazuje več zaporednih branj, ki se izvajajo zapore-
dno. Iz omenjene slike je razvidno, da je največja hitrost branja polovica frekvenci
ure. Razlog temu je dvojna dvosmerna sinhronizacija, za katero je potrebno vsaj
ena urne periode.
Pri branju moramo biti pozorni na naslednje zahteve:
1. Ko se ARVALID postavi na logično enko, mora ostati postavljen, dokler
ARREADY ni dvignjen.
2. Ko je ARVALID postavljen in gost še ni postavil ARREADY, se ARADDR
ne sme spreminjati.
3. Enako mora veljati tudi za RVALID potrditveni odgovor, signal mora biti
na logični enki, dokler RRESP ni dvignjen.
4. Ko je RVALID postavljen in gostitelj še ni postavil RREADY, se RDATA
in RRESP ne smeta spreminjati.
5. Za vsako transakcijo z ARVALID in ARREADY mora slediti en urin cikel
po RVALID in RREADY
6. V primeru napake, ki je nakazana z manjkajočim VALID signalom, je po-
trebno vgraditi v jedro čas veljavnosti (angl. timeout). Če se VALID ne
postavi v predpisanem času, se mora dvigniti ARREADY, kar nakazuje, da
jedro lahko sprejme nov ukaz branja.
7. Enako velja tudi obratno, gostitelj ne sme držati RREADY na logični ničli
dalǰse od predpisanega časa, merjenega od časa, ko je RVALID dvignjen.
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4.2.2 Pisanje z AXI-lite
V primerjavi z branjem je pisanje mnogo zahtevneǰse. Naslov pisanja omogoča le
en zaporedni vpis zahteve pisanja (angl. single burst), po tej zahtevi pa je možno
pisati na več naslovov, katerim sledijo podatki, ki se vpisujejo na aktivni naslov.
AXI-lite z razliko od navadnega AXI protokola ne omogoča več zaporednih vnosov
(angl. burst). Vsaka zahteva vpisovanja mora sprejemati en paket podatkov.
Slaba lastnost vodila je, da naslovni in podatkovni kanal nista sinhronizirana
med seboj. Sinhronizacijo mora opraviti gost v samem vmesniku.
Slika 4.4: Prikaz različnih pisanj
V primeru, da bi za sinhronizacijo kanalov uporabljal enak način kot pri sin-
hronizaciji za branje (s signali AWVALID in WVALID ter AWREADY in WRE-
ADY ), protokol ne bi deloval, saj gostitelj in odjemalec nista sinhronizirana med
seboj. Sinhronizacija pri pisanju je zato drugačna kot pri branju. AXI-lite slave
mora zato sam asinhrono skrbeti za sinhronizacijo obeh kanalov.
Podrobneǰsi prikaz problema je razviden iz slike 4.4. Potek transakcij na sliki
je opisan z različnimi posameznimi prenosi:
1. Prva transakcija je enostavna. Naslov pisanja in podatki za vpisovanje
se vzporedno prikažejo na vodilu. Na naslednjo fronto ure se WREADY
signal postavi na logično enko. Potrditev (angl. acknowledgment) se mora
naslednjo fronto odzvati. To se zgodi, ko je BVALID postavljen. Potek
signalov se razlikuje od običajnega poteka v dveh stvareh: signal WREADY
je na logični ničli dokler zahteva ni poslana, to ni striktna zahteva in v
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splošnem upočasni hitrost vodila; signal BREADY je vedno na logični enki,
za enostavneǰsi opis delovanja predpostavimo, da je signal vedno postavljen.
2. Druga transakcija prikazuje mejni primer, ki je definiran v specifikacijah
AXI-lite protokola [12]. Signal AWVALID se pojavi dva cikla pred podatki.
Signal WREADY je postavljen na logično ničlo tudi dokler podatki niso
prispeli na vodilo. Za tem pa je en cikel postavljen in s tem signalizira
veljavnost transakcije.
3. Tretja transakcija prikazuje drug mejni primer, če podatki prispejo en cikel
pred naslovom, je taka transakcija tudi veljavna. Kot pri preǰsnji transakciji
je signal WREADY nizko, dokler veljavni naslov ne prispe. Za tem je signal
dvignjen en urni cikel.
4. Zadnji trije prenosi prikazujejo največjo hitrost pisanja v jedro. V zgor-
njem primeru gost čaka, da sta AWVALID in WVALID postavljena preden
je REDAY postavljen. To upočasni prenos pretoka podatkov na polovico.
To pomeni, da je največja hitrost prenosa podatkov med gostiteljem in od-
jemalcem velikost podatkovnega vodila, pomnoženega s polovico frekvence
ure.
Protokol zajema naslednje zahteve, ki morajo biti izpolnjene:
1. Vsak od VALID signalov mora ostati na logični enki, dokler READY signal
ni postavljen. To velja za podatkovni kanal, naslovni kanal in potrditveni
(angl. acknowledgment) kanal.
2. Podatki, ki se nanašajo na posamezni kanal, morajo ostati nespremenjeni,
dokler VALID signal ni prispel oziroma dokler VALID in READY nista
postavljena.
3. Naslovni kanal lahko največ en cikel prehiteva podatkovni kanal. Obratno
lahko podatkovni signal prehiteva največ dva urna cikla naslovni kanal.
4. V nobenem primeru ne sme biti več kot ena potrditev pisanja. Oba (na-
slovni in podatkovni) kanala potrebujeta sinhronizacijo, tako da potrditev
pisanja (angl. write acknowledgment) ne prehiteva zahteve pisanja.
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5 Opis posameznih jeder
V tem poglavju bom predstavil vsako posamezno jedro, ki sestavlja cevovod.
Osredotočil se bom predvsem na samo jedro, izpustil pa bom programski del, ki
deluje kot gonilnik, ki nastavlja delovanje posameznega jedra.
5.1 Odpravljanje mrtvih pik na sliki
Zaradi napak slikovnega senzorja nekateri slikovni piksli nehajo pravilno delovati.
Vzroki so navadno nečistoče v proizvodnji ter visoko-energijsko sevanje. Take
napake se razdelijo na tri skupine: piksli lahko ostanejo vedno temni, piksli lahko
ostanejo vedno svetli ali piksli s slabšim odzivom, za katere prevzamemo, da so
nedelujoči. Da se take napake odpravi, je potrebno piksle, ki vsebujejo napako
odstraniti. Na ta mesta je potrebno najti približek vrednosti pikslov, katerega
lahko najdemo iz sosednjih delujočih pikslov.
Za tako interpolacijo obstajata dva glavna načina: linearna [6] in bi-linearna
[7]. Pri linearni je potrebno gledati povprečje dveh sosednjih pikslov in vzeti
njihovo povprečje pri bi-linearni pa povprečno vrednost štirih pikslov, ki obdajajo
nedelujoči piksel.
Za izračun napake slike sem interpoliral vsak piksel in primerjal interpolirano
sliko z originalno. Iz rezultatov testiranja, sem ugotovil vrednost napake (angl.
MSE ) pri linearni interpolaciji 82.4 in pri bi-linearni interpolaciji 36.5, kar nam
da razmerje kvalitete 2.25. Iz rezultatov je razvidno, da je drugi način boľsji,
vendar je preobsežen za izvedbo.
Pri prenosu pikslov iz senzorja se podatki prenašajo zaporedno od zgornjega
levega roba do konca vrstice, nato pa znova z leve strani spodnje vrstice. Če bi
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bila uporabljena bi-linearna interpolacija, bi bilo potrebno shranjevati dve preǰsnji
vrstici pikslov, za kar bi potrebovali vrstični pomnilnik (angl. line buffer). Zaradi
širine slike bi bilo potrebno shranjevati do 8192 slikovnih pik, kar pomeni, da bi
za vsak pomnilnik pri resoluciji 12 bitov na piksel porabili 98.304 bite spomina.
To pomeni, da bi za vsako vrstico porabil tri BRAM-e v FPGA-ju, skupno šest.
Ker pa hočemo, da FPGA ostane čim bolj prost in je število mrtvih pikslov
v povprečju zelo nizko (do 128 na sliko), sem uporabil manj zahtevno metodo
linearne interpolacije. Prednost te metode je, da vzamemo le dva sosednja piksla,
ki pa sta v isti vrsti in s tem odstranimo potrebo po vrstičnih pomnilnikih.
V jedru morajo biti izpolnjeni vsaj naslednji pogoji:
• največje število mrtvih pikslov na sliki je 128
• podpirati mora 8 krat ali 16 krat vzporednih pikslov
• resolucija 8 do 12 bitov na piksel
• podpora za monokromatski in kromatski slikovni senzor
• hitrost delovanja vsaj 118 MHz
Slika 5.1: Shema jedra za odpravljanje mrtvih pikslov
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Z upoštevanjem teh zahtev sem naredil potek jedra, ki je prikazan na Sliki 5.1.
Vhodni podatki se prenašajo preko AXI-stream vmesnika, vsi nadzorni registri pa
se vpisujejo preko AXI-lite vmesnika. Srce jedra sestavlja linearna interpolacija
pikslov. Ta ima lastnost, da je sposobna vzporednega odpravljanja več nede-
lujočih pikslov v besedi. Najprej je bilo jedro narejeno tako, da bi bilo možno
popraviti vse piksle v besedi, kar je pomenilo, da se je linearna interpolacija iz-
vajala za vsak piksel. Zaradi izvajanja kvalitete senzorja ob izdelavi, linearne
interpolacije ni potrebno izvajati za vsak piksel v besedi. Ta definira največje
število mrtvih pisklov, ki se lahko dotikajo. To dodatno zmanǰsa velikost jedra.
Poseben primer so robovi slike. Tu nedelujoč robni piksel nima levega in
desnega soseda, ki je potreben za interpolacijo. Da bi ta problem odpravili,
sem dodal števec za sledenje položaja na sliki. V primeru roba jedro linearne
interpolacije ne ǐsče v preǰsnji vrstici, saj bi to pomenilo napačno interpoliran
piksel.
Jedro za ugotavljanje mrtvih porablja maskiranje pikslov. Podatki pridejo iz
RAM pomnilnika. Ta je narejen tako, da deluje v FIFO načinu brez zakasnitve.
Podatki v RAM so formatirani tako, da imajo koordinato vǐsine in širine besede,
kjer je mrtev piksel prisoten. Zraven tega se doda tudi maska, ki ponazarja, kateri
piksel ni delujoč.
Za merjenje položaja na sliki je v jedru uporabljen števec za sledenje položaja
na sliki, ki meri položaj slike. Njegov položaj uporablja FWFT RAM (angl. First
Word Fall Through RAM) za pošiljanje podatkov v proces, ki izvaja linearno in-
terpolacijo. Velikost in položaj okna vidne slike lahko spreminjamo z vpisovanjem
v registre, ki so povezani na procesor z AXI-lite vodilom.
Tabela 5.1: Registri, uporabljeni za odpravljanje mrtvih pik
Naslov 3. bajt 2. bajt 1. bajt 0. bajt
0x0 / / Maska mrtvih pik
0x4 Y položaj bloka / X položaj bloka
0x8 Vǐsina slike Širina slike
0xc Odmik v smeri Y Odmik v smeri X
0x10 / / Način nastavljanja Siva/Barvna
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Iz tabele registrov 5.1 je razvidna funkcionalnost jedra. Prva dva registra
na naslovih 0x0 in 0x4 služita za programiranje RAM pomnilnika. Zaradi FIFO
načina delovanja pomnilnika je potrebno, da so vnosi mrtvih pikslov zaporedno
vneseni. V jedru je vgrajena zastavica, ki se postavi, ko vpisujemo v ta register
(angl. write strobe), ki omogoča vpisovanje v RAM, po vpisu v register na 0x4
naslovu. Ostali registri pa služijo izbiri načina delovanja jedra. Ker se vidna
slika lahko spreminja, je potrebno dodati register 0x8, položaj okna vidne slike
lahko nastavljamo z registrom na naslovu 0xc. Zadnji register določa splošne
nastavitve jedra, to je izbira vira vidnega okna. Če v ta register ne vpisujemo, se
velikost slike določi z registri, če pa v njega vpǐsemo 1, se kot vir za slike uporabijo
zunanji vhodi v jedro. V jedru lahko tudi nastavimo barvni ali monokromatski
način delovanja.
Slika 5.2: Prikaz delovanja jedra v monokromatskem načinu
Slika 5.3: Prikaz delovanja jedra v kromatskem načinu
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Na zgornjih dveh slikah (sliki 5.2 in 5.3) je prikazano delovanje jedra. Slika,
ki vstopi v jedro, ima mrtve piksle, ki so označeni s črno barvo na levi strani
obeh slik. Ta slika je oknjena, vendar se okno slike lahko premika. To pomeni,
da morajo biti mrtvi piksli celotne slike zajeti in vpisani v RAM. Sredinski sliki
prikazujeta mrtve piksle kot bele pike, temni del slike pa predstavlja okno, ki
je uporabljeno na vhodni sliki. Desna slika prikazuje izhodno sliko. Tukaj je
razvidna razlika v delovanju monokromatskega in kromatskega načina. Pri mo-
nokromatskem načinu se uporabljata prva najbližja piksla zraven nedelujočega.
Pri barvnem načinu pa se zaradi Bayernovega uporablja prvi delujoč piksel na
sodi razdalji od mrtvega.
Tabela 5.2: Rezultati sinteze jedra
Širina vodila 192 bitov Širina vodila 128 bitov Širina vodila 96 bitov
Poraba Poraba[%] Poraba Poraba[%] Poraba Poraba[%]
LUT 3575 4,07 3039 3,46 1656 1,89
FF 1136 0,65 905 0,52 812 0,47
BRAM 0,5 0,39 0,5 0,39 0,5 0,39
V Tabeli 5.2 je prikazana poraba jedra pri treh različnih širinah podatkov-
nega vodila. V prvem primeru je širina 192 bitov, kar predstavlja 16 vzporednih
pikslov, z resolucijo 12 bitov na piksel. V drugem primeru je vodilo široko 128
bitov, kar predstavlja 16 pikslov pri 8-bitni resoluciji. V tretjem primeru pa je
96-bitno vodilo, kar predstavlja 8 vzporednih pikslov pri 12-bitni resoluciji. Iz
tabele je razvidno, da na velikost jedra najbolj vpliva število vzporednih pikslov.
Sama resolucija piksla ima precej manǰsi vpliv. Jedro je zmožno delovanja preko
300 MHz, kar omogoča delovanje na 2 krat večji hitrosti od hitrosti podatkov
s slikovnega senzorja, ki gredo po vodilu 118 MHz. Da dosežemo tak način, je
potrebno vpeljati novo domeno ure, ki je 2 krat hitreǰsa (236 MHz) in dva asin-
hronska FIFO pomnilnika za prenos podatkov iz osnovne frekvence na 2 kratno
frekvenco in kasneje nazaj.
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5.2 Jedro za odpravljanje vzorcev na sliki
Šum s fiksnim vzorcem (angl. fixed pattern noise) je značilen pojav pri kamerah.
Običajno je viden pri dalǰsem času izpostavljanje slike svetlobi (angl. expousure
time). Pojavi se zaradi neenakomerne občutljivosti posameznih pikslov na sliki,
kar pomeni, da ti bistveno bolj pripomorejo k zmanǰsanju kvalitete slike. Opazimo
jih po navpičnih črtah, ki nastanejo na sliki. Te so lahko svetleǰse ali temneǰse
od okolice slike. Kategoriziramo ga po dveh parametrih. Prvi je odmik svetlosti
barve od pravilne vrednosti, ki je konstanten. Drugi je naklon spremembe zaradi
svetlosti, temperature, vlage, časa integracije...
Za odpravljanje takega šuma se uporablja lastnost, da je šum vedno na ena-
kem položaju slike (v enakem stolpcu). Odpravljanje poteka tako, da najdemo
povprečno vrednost vrstice na sliki in izračunamo odstopanje (deviacijo) za vsak
stolpec slike. Napaka bo najmanǰsa, če so vse vrstice enake vrednosti, ob enaki
osvetlitvi. Želena vrednost vrstice bo njena srednja vrednost, saj je zaradi po-
razdelitve verjetnosti tam napaka najmanǰsa, to je še posebej izrazito pri širših
slikah.
[
g[x]
o[x]
]
=
[
A[x] 1
B[x] 1
]−1 [
a
b
]
(5.1)
Zgornja enačba prikazuje matrični izračun sistema dveh enačb z dvema neznan-
kama. Neznanka o predstavlja odmik, neznanka g pa ojačenje posameznega piksla
v vrstici slike. Ojačenje je linearno odvisno od svetlosti slike, odmik ima lastnost
da se s svetlostjo slike ne spreminja. Neznanka A prestavlja povprečno vrednost
stolpca slike zajete v temi in neznanka B povprečna vrednost vrstice slike zajete
v svetlobi. Neznanki a in b sta povprečni vrednosti svetle in povprečna vrednost
temne slike. Za izračun celotne vrstice odmikov in ojačanj se zgornja enačba
izvede za vsak piksel v vrstici slike, kar je nakazano z indeksom x. Posamezne
vrednosti odmikov in ojačanj se združijo v vektor odmika in vektor ojačanja.
Jedro transformira vhodno sliko v izhodno tako, da z konvolucijo vhodne slike
in vektorjema odmika in naklona odpravimo vzorce na sliki.
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Zahteve jedra so podobne kot pri preǰsnjem jedru: nastavljivo število vzpo-
rednih pikslov je lahko 8 ali 16, nastavljivo število resolucije pikslov je med 8 in
12 bitov na piksel, največja resolucija slike je 8192 pikslov vǐsine in 8192 pikslov
širine, nastavljanje velikosti slike med delovanjem, nastavljanje vidnega okna na
sliki, delovanje na vsaj 118MHz.
Slika 5.4: Odpravljanje šuma v stolpcih
Slika 5.4 prikazuje delovanje jedra za odpravljanje FPN šuma. Podatki se
prenašajo preko AXI-stream vodila, ki je nastavljivo široko. Najprej se podatki
dekodirajo v posamezne piksle, potem pa se ti podatki pomnožijo s koeficientom
ojačenja in odmika, ki so shranjeni v RAM pomnilniku. Zaradi več vzporednih
pikslov je potrebna velika širina RAM pomnilnika. Za odmik je potrebno 9 bi-
tov, za naklon pa 12 bitov. To pomeni, da vsak piksel potrebuje 21 bitov po-
mnilnǐske širine. Zaradi tega RAM pomnilnik ne uporablja dveh vhodno-izhodnih
priključkov, temveč sta združena v enega, to pomeni, da je širina 2 krat širša kot
pri navadnem delovanju. Slabost tega je, da se branje in vpisovanje ne more iz-
vajati vzporedno. Za vpisovanje je uporabljena zastavica, ki pove pomnilniku, ali
se podatki vpisujejo ali berejo. Ker pa se FPN šum ne premika po sliki, je RAM
potrebno programirati le ob zagonu in kasneje deluje kot ROM pomnilnik, ki pa
med vpisovanjem deluje le v tem načinu. Vpisovanje v RAM izvaja procesor, ki
preko AXI-lite vodila vpisuje podatke na ustrezen register. Zaradi vzporednosti
je potrebno, da ima en naslov toliko podatkov, kolikor je vzporednih pikslov, saj
je dostopen čas pomnilnika en cikel. Da se izognemo zaporednemu vpisovanju
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v pomnilnik, sem dodal maskiranje pisanja v pomnilnik. Zgornji biti naslova so
uporabljeni za izbiro naslova, na katerega se vpisuje. Spodnji biti so uporabljeni
za maskiranje pisanja v pomnilnik.
[
A′[y, x]
]
=
[
A[y, x] 1
] [g[x]
o[x]
]
(5.2)
Zgornja enačba opisuje potek izvajanja jedra. Izračunana vektorja ~g in ~o sta
shranjena v FPGA, A je matrika vhodne slike, A‘ matriko popravljene slike.
Ker pa se celotna slika na shranjuje, je potrebno dodati števec, ki šteje položaj
slike. V zgornji enačbi je to prikazano z indeksi x,y kar predstavlja vodoraven
in navpičen položaj na sliki. Zaradi števca so podatki iz RAM-a in slike veljavni
točno en cikel. Slika je sinhronizirana na TLAST signal, ki je del AXI-stream
vmesnika. Vidna širina slike je nastavljiva z registri.
Slika 5.5: Prikaz delovanja jedra
Slika 5.5 prikazuje delovanje jedra. Slika na levi je vhodna slika z FPN šumom.
Ta šum je še posebej poudarjen, da pokaže delovanje jedra. Desna slika pa prika-
zuje izhod iz jedra. Izhodna slika ima mnogo manǰsi FPN šum, ki pa je še vedno
prisoten. To je razvidno po tem, da so navpične črte še vedno prisotne. Razlog
za to je končna resolucija konstant, shranjenih v pomnilniku. Ob normalnem
delovanju je tak šum neopazen, saj je v obeh slikah dinamično območje slike 10
krat manǰse kot v običajnem delovanju.
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Tabela 5.3: Rezultati sinteze jedra za odpravljanje FPN šuma
Širina vodila 192 bitov Širina vodila 128 bitov Širina vodila 96 bitov
Poraba Poraba[%] Poraba Poraba[%] Poraba Poraba[%]
LUT 832 0,95 672 0,77 514 0,59
LUTRAM 1 0,01 1 0,01 1 0,01
FF 1099 0,63 907 0,52 731 0,42
BRAM 5,5 4,3 5,5 4,3 2,5 1,95
DSP 16 2,20 16 2,20 8 1,1
Tabela 5.3 prikazuje porabo jedra, ki deluje v načinu za odpravljanje FPN
šuma. Iz sinteze je razvidno, da jedro uporablja množilnike, realizirane z DSP
rezinami. Za odpravljanje šuma na enem pikslu je potrebno točno eno množenje
in seštevanje. To je razvidno tudi ob širini vodila 128 bitov, saj takrat jedro
deluje s 16 vzporednimi piksli in je poraba DSP 16. Pri vodilu, širokem 96 bitov,
je število vzporednih pikslov 8, zato je tudi število DSP rezin 8.
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5.3 Odpravljanje vinjetiranja slike
Vinjetiranje je popačenje slike, ki nastane zaradi leče kamere. Prepoznamo ga po
okroglem popačenju, vidnem na robovih slike.
Slika 5.6: Prikaz vinjetiranja slike zaradi dveh različnih leč
Slika 5.6 prikazuje močno vinjetiranje slike, kar nakazuje na nizkokakovostno
lečo. Ponavadi je tako popačenje manj opazno in odpravljivo. Način odpravljanja
vinjetiranja je del jedra izenačevalnika vzorcev.
Za razliko od preǰsnjega dela jedra se tukaj odpravlja napake tudi v
navpični smeri, kar pomeni odpravljanje dvodimenzionalnih simetričnih popačenj.
Popačenje je lahko le simetrično oziroma čim bolj simetrično. Taka omejitev je
pogoj pri izvajanju dvodimenzionalne konvolucije. S tem načinom celotne slike
ni potrebno shranjevati v pomnilnik, temveč le vektorske koeficiente v vertikalni
in vodoravni smeri. Tak način konstrukcije slike je prikazan na sliki 5.7.
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Slika 5.7: Prikaz dvodimenzionalne konvolucije za sestavo inverza slike
Slika prikazuje sestavljanje slike iz dveh vektorjev ~x in ~y. Prikazan je primer
Gausovega popačenja. Za izračun splošnega popačenja je potrebno izračunati
vektorja ~x in ~y tako, da bo napaka rekonstruirane slike najmanǰsa.
yTx = A (5.3)
Zgornja enačba opisuje iskanje vektorjev ~x in ~y. Ta dva vektorja sta po-
trebna za rekonstrukcijo slike, ki je negativ sliki, ki vsebuje vzorce. V enačbi A
predstavlja matriko zajete slike. Iz enačbe 5.3 je razvidno, da se tak inverz ne
da analitično določiti, saj matrika A ni nujno kvadratna. Namesto tega se za
izračun inverza uporablja približek.
Namen spodnje enačbe je izračun vektorja ~y in vektorja ~x pri sliki poljubni
resoluciji.
yTxA†A = A (5.4)
V enačbi 5.4 simbol † pomeni Moore-Pernose inverz [14], ki ima lastnost, da
najde približek inverza pri pogoju, da je AA†A = A. Če pa je inverz analitično
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določljiv oziroma je kvadrat napake (MSE) enak 0, pomeni da A†A = I. Zaradi
omenjene lastnosti je tak način reševanja sistema enačb praktičen in pogosto upo-
rabljen v sistemih, kjer imamo sistem, ki nima le ene rešitve. Zaradi matričnega
zapisa in izvedbe pa omogoča hitro delovanje.
Slika 5.8: Prikaz celotnega jedra
Pred sintezo ima jedro možnost vklopa zgoraj opisanega dela. Samo delovanje
je podobno kot pri delu jedra za odpravljanje šuma, le da je sedaj RAM pomnil-
nik naslovljen z navpično komponento števca položaja slike. Zaradi podobnega
načina delovanja so nekateri deli kode ponovno uporabljeni, nekateri pa zaradi
optimizacije odstranjeni. Vklop in izklop posameznih delov kode v jedru je iz-
vedena z if generate stavkom v jeziku VHDL. Njegovo delovanje pa spominja na
#if #endif v jeziku C, pri čemer se koda izvede pred prevajanjem. Tak način
omogoča učinkovito izvedbo generacijo kode, v kateri se ni potrebno zanašati na
učinkovitost prevajalnika za njeno optimizacijo.
Glavna razlika tega dela jedra je v številu vzporednih pikslov. V preǰsnjem
delu je bilo potrebnih 8 ali 16 vzporednih pikslov. V tem načinu je število vzpore-
dnih pikslov vedno 1 pri pogoju, da je širina slike široka vsaj toliko, kot je število
vzporednih pikslov. To pa pomeni bistveno manǰso porabo RAM pomnilnika. To
tudi pomeni, da maskiranje pisanja ni več potrebno, saj je vpis v RAM dovolj
širok za celoten vpis hkrati, števec položaja na sliki pa šteje vǐsino namesto širino
slike.
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Slika 5.9: Prikaz delovanja jedra v vrstičnem načinu
Slika 5.10: Prikaz polnega delovanja jedra
Slika 5.10 prikazuje namenjeno delovanje jedra. Leva slika je vhodna slika, na
tej sliki so razvidni temneǰsi robovi slike. To popačenje je popravljeno na desni
sliki, saj so robovi manj temni, slika pa je bolj enotna.
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Tabela 5.4: Registri uporabljeni za odpravljanje vzorcev na sliki
Naslov 3. bajt 2. bajt 1. bajt 0. bajt
0x0 Naklon vrstice Odmik vrstice
0x4 / / Naslov vrstice
0x8 Naklon stolpca Odmik stolpca
0xc / / Naslov stolpca
0x10 Vǐsina slike Širina slike
0x14 Odmik v smeri Y Odmik v smeri X
0x1c / / Temen nivo stolpcu Temen nivo v vrstici
Tabla 5.4 prikazuje posamezne registre. Preko teh procesor vpisuje parametre,
ki določajo delovanje jedra. Ob zagonu je potrebno programirati pomnilnik s
potrebnimi koeficienti, ki se ob nastavitev vpǐsejo v flash pomnilnik, ob zagonu
pa jih gonilnik kopira v RAM FPGA pomnilnika. Vǐsina in širina slike se lahko
spreminja med delovanjem, njena velikost se spreminja s pisanjem na naslov 0x10,
položaj okna pa s pisanjem na naslov 0x14. Na naslovu 0x1c sta dva parametra
za nastavljanje meje temnosti.
Tabela 5.5: Rezultati sinteze jedra za odpravljanje popačenj
Širina vodila 192 bitov Širina vodila 128 bitov Širina vodila 96 bitov
Poraba Poraba[%] Poraba Poraba[%] Poraba Poraba[%]
LUT 1500 1,71 1189 1,35 917 1,04
LUTRAM 1 0,01 1 0,01 1 0,01
FF 1853 1,05 1469 0,84 1190 0,68
BRAM 7 5,47 7 5,47 4 3,13
DSP 32 4,40 32 4,40 16 2,2
Iz sinteze jedra prikazanega v tabeli 5.10, je razvidna poraba. Vidimo, da se
poraba pomnilnika ne zmanǰsuje z resolucijo bitov na piksel, saj je za vsak piksel
potrebnih 21 bitov ne glede na resolucijo piksla. Poraba BRAM-a pomnilnika
se poveča s 5,5 na 7 blokov. Razlog ni v širini pomnilnika, saj je en širok 72
bitov, temveč v njegovi globini. BRAM je namreč le 18 kb pomnilnik, kar pa
ne zadošča za shrambo celotne vrstice. Zato se pri prevajanju dodeli zadostno
število pomnilnika, ki je v 1,5 BRAM-a. Iz porabe DSP blokov je razvidno, da
je njihova poraba 2 krat večja, saj se po vodilu še vedno prenaša enako število
pikslov, čeprav je za branje potrebna le ena vrednost.
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5.4 Nastavljanje kontrasta slike
Nastavljanje kontrasta slike (angl. gamma correction) je način, ki se uporablja
za povečanje območja temne slike. Njena lastnost je eksponentni potek. To pa
pomeni, da je v FPGA vezju potrebno narediti vezje, ki opravlja eksponentno
funkcijo. Ob mnogih poskusih realizacije take funkcije sem spoznal, da je taka
funkcija prevelika oziroma prepočasna za zahteve jedra. Jedro je realizirano z
vpoglednimi tabelami, v katere procesor vpisuje željeno preslikavo vhodne vre-
dnosti na izhodno.
Slika 5.11: Shema LUT jedra
Jedro podpira monokromatski in barvni način. Pri črno belem načinu jedro
deluje kot navadna vpogledna tabela. To pomeni, da se vhodni podatki preslikajo
na izhod preko funkcije shranjene v vpogledni tabeli. Jedro pa lahko deluje
tudi v barvnem načinu z upoštevanjem Bayerjevega vzorca. Realizirano je z
multiplekserjem, ki maskira izhod vpogledne tabele tako, da vsak vhodni podatek
ustreza pravilni barvi. Pomnilnik, ki sestavlja vpogledno tabelo, je realiziran
z Ultra RAM-om. Zaradi pomanjkanja globine pomnilnika je potrebno dodati
maskiranje in na en naslov vpisovati več vrednosti, tako da z zgornjimi biti.
Naslavljamo naslov, spodnji 4 biti pa se uporabljajo za maskiranje izhoda.
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Tabela 5.6: Rezultati sinteze jedra z vpoglednimi tabelami
Širina vodila 192 bitov Širina vodila 128 bitov Širina vodila 96 bitov
Poraba Poraba[%] Poraba Poraba[%] Poraba Poraba[%]
LUT 297 0,33 233 0,27 193 0,22
LUTRAM 2 0,01 2 0,01 2 0,01
FF 618 0,35 490 0,28 427 0,24
URAM 8 16,7 8 16,7 4 8,3
Tabela 5.6 prikazuje porabo jedra. Velik del vpoglednih tabel porablja AXI-
lite vmesnik, ki se uporablja za programiranje registrov. Pomnilnik je sestavljen
iz Ultra RAM-om, pri čemer je njegova poraba enaka polovici vzporednih pikslov,
saj sta izkorǐsčena oba vhodno-izhodna dela pomnilnika.
Tabela 5.7: Registri, uporabljeni za jedro z vpoglednimi tabelami
Naslov 3. bajt 2. bajt 1. bajt 0. bajt
0x0 Rdeča barva Zelena barva
0x4 / / Modra barva
0x8 / / Naslov vpisovanja
0xc / / Naslov stolpca
0x10 Vǐsina slike / Vzorec
Zaradi uporabe obeh vhodno-izhodnih delov pomnilnika je programiranje iz-
vedeno z multiplekserjem, ki je povezan tako, da premosti naslov vpogledne tabele
na vpisovalni register. V samem AXI-lite vmesniku sem vgradil dodaten bit, ki
nakazuje vpisovanje v register 0x8. Ko se podatek vpǐse v ta naslov, se podatki
iz prvih dveh registrov vpǐsejo na naslov vpisovanja. Jedro je namenjeno nasta-
vljanju kontrasta slike, vendar je sposobno izvajati tudi druge operacije. Zaradi
lastnosti vpoglednih tabel jedro lahko izvede poljubno preslikavo, ki se izvaja
neodvisno od drugih pikslov. Primer takih operacij je nastavljanje svetlosti, kon-
trasta posameznih barvnih komponent, izvajanje inverza slike... Dodatne funkcije
jedra izvede gonilnik. Ta lahko izračuna vektor preslikav, ki ga vpǐse v vpogledno
tabelo jedra.
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Jedro izvaja algoritem demosaic za rekonstrukcijo barv celotne slike iz Bayerje-
vega vzorca. Zaradi izvedbe senzorja imamo rdeč in moder piksel le vsako drugo
vrsto, ki pa je oddaljen za dve piki slika 5.12 levo. Tak vzorec se deli glede na
začetno pozicijo vzorca. Čeprav ima proizvajalec lahko vedno enak začetni vzo-
rec, se zaradi spreminjanja okna slike tak vzorec spreminja. Štirje začetni vzorci
so prikazani na Sliki 5.12 desno.
Slika 5.12: Shema bayer vzorca
Za interpolacijo neznanih barv obstajajo številni algoritmi. Večina pa jih
ima omejitve, ki naredijo njihovo izvedbo na FPGA-ju nepraktično. Primeri
takih omejitev so: algoritma ne moremo vzporedno izvajati, algoritem potrebuje
preveliko okolico slike ali pa je iterativen.
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Slika 5.13: Primer različnih algoritmov za rekonstrukcijo slike
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Na sliki 5.13 so prikazani trije različni načini rekonstrukcije slike. Slika z
oznako a prikazuje referenčno sliko, ki je pretvorjena v Bayerjev format. Ta slika
je uporabljena za ponovno rekonstrukcijo. Na sliki b je uporabljen način biline-
arne interpolacije. Ta način je najenostavneǰsi, vendar povzroča največ napak
interpolacije (angl. artefacts), to je razvidno na ograji. Slika c prikazuje Malvar-
He-Cutler način [11]. Opazimo, da je bolǰsi od bilearne interpolacije, vendar je
poraba logike na FPGA-ju večja. Zadnja slika d pa prikazuje Menon algoritem
za interpolacijo [10]. Ta algoritem ima od vseh naštetih največjo zahtevnost in
velikost, vendar daje najbolǰse rezultate. To je še posebej razvidno iz kvalitete
slike, saj je število nepravilno interpoliranih pik zelo majhno.
Tabela 5.8: Primerjava treh načinov interpolacije prikazanih na sliki 5.13
Enota Bilinerana interpolacija Malvar Menon
SSIM 0,9688 0,9724 0,9786
PSNR 33,35 34,31 39,02
MSE 29,99 13,59 8,13
Rezultati v kvaliteti slike, merjeni v PSNR v decibelih, so odvisni od merjene
slike, vendar ima v povprečju bi-linearna interpolacija 29,4 dB, Malvar-He-Cutler
34,6 dB in Menon 39,1 dB razmerje signala in šuma. Zaradi velikosti FPGA-ja in
rezultatov, ki jih Menon-ov algoritem daje, sem se odločil, da bom ta algoritem
prevedel v VHDL jezik in ga optimiziral za zahtevano delovanje. Zahteve so enake
kot pri ostalih jedrih, z dodatno zahtevo, da mora biti začetni vzorec nastavljiv
preko registra.
Slika 5.14: Potek uporabljenega algoritma
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Na sliki 5.14 je prikazan potek algoritma. Vhodni sliki najprej najdemo manj-
kajoče zelene piksle. To naredimo v navpični in vodoravni smeri. Iz zajetih zelenih
pikslov zaračunamo optimalno smer interpolacije. Iz smeri δ izračunamo še rdečo
in modro komponento.
Menon algoritem uporablja merjenje gostote frekvenc vzorca za iskanje naj-
bolǰse smeri interpolacije. Potek algoritma bom predstavil z več zaporednimi
koraki. Ti koraki so prikazani za interpolacijo v rdečih vrsticah, za interpolacijo
v modrih vrsticah je postopek enak.
1. Najprej najdemo približek zelene barve na mestih, kjer zelene barve ni. To
lahko izvedemo s spodnjo enačbo. Enačbo ponovimo v navpični in vodo-
ravni smeri.
Gh =
1
2
(G1 +G−1) +
1
4
(2R0 −R2 −R−2) (5.5)
Slika 5.15: Izračun zelene komponente na rdečih pikslih
2. Naslednji korak je iskanje prave smeri, saj se približka zelene razlikujeta.
Nepravilna izbira smeri pa povzroča artefakte.
Dh = |(R−Gh)− (Rh+2 −Gh+2)| (5.6)
3. Za določanje pravilne smeri okolice je potrebna dovolj velika okolica, jaz
sem uporabil 5x5 okno. Pravilno smer za interpolacijo določimo s seštevkom
sosednjih odvodov Dh in Dv. Interpolirani zeleni piksli, ki ležijo v isti vǐsini
pri Dh in piksli, ki ležijo na isti širini pri Dv se pomnožijo z utežjo c. Jaz
sem uporabljal c = 2, saj jo lahko realiziramo s pomikom v levo.
δh =
∑
c ·Dh (5.7)
δv =
∑
c ·Dv (5.8)
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G =
{
Gv : δv < δh
Gh : δv ≥ δh
(5.9)
Pravilna zelena barva je tista, ki ima seštevek odvoda manǰsi. V tem ko-
raku imamo celotno zeleno barvo rekonstruirano, sedaj pa je potrebna re-
konstrukcija še rdečega in modrega kanala.
4. Prvi korak pri iskanju rdečih in modrih pikslov je interpolacija v navpični
in vertikalni smeri. Tokrat nam potrebne smeri ni potrebno računati, saj
uporabimo smer, ki smo izračunali za zeleno (δ).
R =
{
G+ 1
2
(Rv−1 −Rv+1)− 12(Gv−1 −Gv+1) : δv < δh
G+ 1
2
(Rh−1 −Rh+1)− 12(Gh−1 −Gh+1) : δv ≥ δh
(5.10)
B =
{
G+ 1
2
(Bv−1 −Bv+1)− 12(Gv−1 −Gv+1) : δv < δh
G+ 1
2
(Bh−1 −Bh+1)− 12(Gh−1 −Gh+1) : δv ≥ δh
(5.11)
5. Zadnji korak je interpolacija rdeče barve na modrih pikslih in obratno.
R =
{
Bv +
1
2
(Rv−1 −Bv+1 −Rv−1 −Bv+1) : δv < δh
Bh +
1
2
(Rh−1 −Bh+1 −Rh−1 −Bh+1) : δv ≥ δh
(5.12)
B =
{
Rv +
1
2
(Bv−1 −Rv+1 −Bv−1 −Rv+1) : δv < δh
Rh +
1
2
(Bh−1 −Rh+1 −Bh−1 −Rh+1) : δv ≥ δv
(5.13)
Postopek iskanja rdeče in modre barve je enak. Razlikuje se le od začetnega
vzorca. Zaradi enakosti pa se lahko uporablja interpolacija le za eno barvo, na
koncu pa se barvi dodeli vrednost rdeče ali modre. Po končanem postopku dobimo
rekonstruirane celotno zeleno, rdečo in modro ravnino slike. Posebni primeri
so robovi slike, tukaj je potrebno sliko zrcaliti čez rob, da ima sam algoritem
zadostno okolico potrebno za interpolacijo.
Omejitev, ki sem jo postavil je tudi, da je število vzporednih pikslov sodo
število. Razlog temu je, da je vzorec sodo ponovljiv. Temu pogoju pa sem dodal
še eno omejitev, da mora biti širina slike deljiva s številom vzporednih pikslov.
To pomeni, da so robovi slike lahko le na začetku ali koncu besede, sredina besede
pa je deljena s sosednjimi piksli, ki potrebujejo okolico.
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Slika 5.16: Shema delovanja jedra
Slika 5.17 prikazuje potek delovanja jedra. Vhodni podatki se najprej shra-
njujejo v vrstične pomnilnike, skupina vrstičnih pomnilnikov pa sestavlja okolico
potrebno za algoritem. Z dodatno optimizacijo in približkom sem potrebno oko-
lico zmanǰsal na 9 vrstic in 8 + število vzporednih pikslov. Začetni vzorec je
določen z registrom, ta pa zaradi sodosti vzporednih pikslov ostane enak v vrstici
in se le v lihih vrsticah zamenja. To nalogo opravlja sekvenčnik, ta daje tudi
položaj slike v blok za zrcaljenje robov. Ob robu slike se slika zrcali za 5 pikslov.
Razlog temu je, da je to najmanǰsa potrebna okolica za delovanje algoritma. Ti
podatki gredo v Menon algoritem, ki je prikazan na Sliki 5.14. Zadnji korak je
ponovno kodiranje podatkov v AXI-stream. Statusni signali TLAST in TVALID
sta zakasnjena za potrebno število ciklov, da se ujameta s podatki iz jedra.
Tabela 5.9: Registri uporabljeni v jedru polja barvnega filtra
Naslov 3. bajt 2. bajt 1. bajt 0. bajt
0x0 Vǐsina slike Širina slike
0x8 / / / Začetni vzorec
Jedro ima le dva registra, prvi register je za nastavljanje velikosti slike, drugi
register pa je za nastavljanje začetnega vzorca. Ob spremembi velikosti slike ali
spremembi okna vidne slike, je potrebno začetni vzorec programsko nastaviti.
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Tabela 5.10: Rezultati sinteze jedra polja barvnega filtra
Širina vodila 192 bitov Širina vodila 128 bitov Širina vodila 96 bitov
Poraba Poraba[%] Poraba Poraba[%] Poraba Poraba[%]
LUT 31012 34,73 18239 20,76 13870 15,26
LUTRAM 28 0,05 20 0.03 16 0,03
FF 21933 12,48 14786 8,42 11131 6,34
BRAM 7,5 5,68 7,5 5,86 7,5 5,86
Jedro je zaradi zahtevnosti algoritma bistveno večje kot preǰsnja. Zaenkrat
dosega frekvenco čez 300 MHz, kar pomeni, da delovanje s 16 kratno vzporedno-
stjo ni potrebno. Iz porabe je razvidna bistveno večja poraba LUT kot FF, kar
nakazuje, da je kakšna koda ni optimalna. To je opazno pri zgornji frekvenci
delovanja jedra, saj bi bila lahko še vǐsja.
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5.6 Jedro za pretvorbo slike v YCbCr
Naloga jedra je opravljanje več preprostih operacij, ki služijo za pretvorbo in
pripravo slike v željen format. Vhodni podatki so v formatu RGB, izhodni pa
so v YCbCr. Pretvorba tega formata se izvede z matriko prikazano v spodnji
enačbi. V enačbi a predstavlja vrednost 2N−4 simbol b = 2N−1, N predstavlja
bitno resolucijo pikslov.
 YCb
Cr
 =
ab
b
 +
 65.481 128.553 24.966−37.797 −74.203 112
112 −93.786 −18.214

RG
B
 (5.14)
Zadnja naloga jedra je barvno podvzorčenje. Namen tega je zmanǰsanje veli-
kosti slike. Način se uporablja, ker je človeško oko bolj občutljivo na svetlost barve
kot pa samo barvo. Jedro podpira 2 načina delovanja: način brez podvzorčenja
(4:4:4) ali način s polovičnim podvzorčenjem (4:2:2). Pri tem načinu je število
kromatskih pikslov polovico manǰse, kar predstavlja tretjino manj podatkov, s
tem pa tudi tretjino manǰso sliko.
Slika 5.17: Prikaz poteka jedra
Zgornja slika prikazuje sestavo jedra, podatki potujejo preko AXI-stream vo-
dila, konfiguracijski parametri pa preko AXI-lite vodila.
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Tabela 5.11: Registri uporabljeni iz zadnjega jedra
Naslov 3. bajt 2. bajt 1. bajt 0. bajt
0x0 Rdeča konstanta / 4:4:4/4:2:2
0x4 Modra konstanta Zelena konstanta
Tabela 5.12: Rezultati sinteze jedra za pretvorbo formata slike
Širina vodila 192 bitov Širina vodila 128 bitov Širina vodila 96 bitov
Poraba Poraba[%] Poraba Poraba[%] Poraba Poraba[%]
LUT 1616 1,84 951 1,08 8 832 0,95
LUTRAM 194 0,34 130 0,23 98 0,17
FF 1701 0,97 1189 0,68 941 0,54
DSP 48 6,59 48 6,594 24 3,3
Iz Tabele 5.12 je razvidna poraba posamezne logike. DSP rezine so upora-
bljene za realizacijo množenja v pretvorbi barvnega formata, večina vpoglednih
tabel pa za pod-vzorčenje jedra. Jedro je tudi zelo hitro, kar je razvidno iz raz-
merja LUT/FF . Po sintezi to jedro dosega hitrost preko 700 MHz.
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6 Rezultati
Namen tega poglavja, je da povzamem rezultatov posameznih jeder ter doseženo
delovanje. Zaradi 16 kratne vzporednosti in hitrosti delovanja preko 300 MHz je
dosežen cevovod sposoben delovanja preko 4,8 Gpiksle/s, kar pri največji podprti
resoluciji 12 bitov/piksel predstavlja 57,6 Gbps pasovne širine.
Vsa jedra imajo generično nastavljive parametre, s katerimi se lahko dodatno
nastavlja delovanja jedra. S temi parametri cevovod deluje na vseh aktualnih
slikovnih senzorjih za kamero Spinosaurus Evolution. Jedra cevovoada bi lahko
delovala tudi na stareǰsi arhitekturi Zynq-7000 vendar bi cevovod dosegal omeji-
tve. Ker arhitektura Zynq-7000 nima vgrajenega Ultra RAM-a bi bila uporaba
BRAM-a nujno potrebna. Zaradi same arhitekture bi tak cevovod dosegal manǰso
hitrost in večjo porabo logike.
Tabela 6.1: Rezultati sinteze celotnega cevovoda
Širina vodila 192 bitov Širina vodila 128 bitov Širina vodila 96 bitov
Poraba Poraba[%] Poraba Poraba[%] Poraba Poraba[%]
LUT 38000 42,68 23651 26,92 17468 19,36
LUTRAM 213 0,39 153 0,28 129 0,24
FF 27241 15,5 18839 10,74 14501 8,27
DSP 80 10,99 80 10,99 40 5,5
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6.1 Primerjava porabe
Na spodnjih slikah je prikazana primerjava porabe zasedenosti na FPGA-ju. Po-
raba je prikazana na treh širinah vodila: 192 (1), 128 (2), 96 (3) bitov.
Slika 6.1: Primerjava porabe vpoglednih tabel
Slika 6.2: Primerjava porabe flip-flopov
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Slika 6.3: Primerjava porabe BRAM pomnilnika
Slika 6.4: Primerjava porabe DSP rezin
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7 Zaključek
V diplomskem delu sem predstavil cevovod za barvno sliko za ZynqUltrascale+
XCZU4CG. Cevovod sestavlja 5 posameznih jeder, ki skrbijo za obdelavo slike od
zajema senzorja do formata, pripravljenega za JPEG jedro. Čeprav je to njegov
glavni namen, so vsaj prva tri jedra uporabna za poljuben cevovod slike.
V diplomi sem se osredotočil na samo delovanje in logiko jedra, ne pa na pro-
gramski del. Vsako jedro upravlja vgrajen ARM procesor. Gonilnikov, potrebnih
za delovanje jeder zaradi obsežnosti nisem opisoval.
Moj cevovod služi kot nadgradnja že obstoječega cevovoda. Nadgradnja je bila
tako v elika, da so vsa jedra znova napisana. Ob veliko večji hitrosti delovanja ima
vsako jedro tudi veliko nadgradnjo v zmogljivosti. Jedro za odpravljanje mrtvih
pik omogoča odpravljanje več mrtvih pik, ki so lahko tudi na robu besede. Jedro
za odpravljanja vzorcev je skupaj z programskim gonilnikom popolnoma novo.
Jedro z vpoglednimi tabelami ima dodano podporo za kromatski način delovanja
z bayer vzorcem. Jedro za demozaik uporablja eden izmed najbolǰsih algoritmov
za konstrukcijo barvne slike s povprečno 98 % podobnostjo (SSIM).
V času pisanja diplomske naloge so vsa jedra simulirana in delujoča. Možna
izbolǰsava bi bila v jedru za demozaik, saj bi lahko z dodatnimi registri dosegel
večjo hitrost in s tem tudi prepolovil velikost jedra. Dodatna izbolǰsava bi lahko
bila tudi, da je jedro za demozaik narejeno le za en bayer vzorec. Ta način
bi bil izvedljiv, vendar bi izgubili en stolpec podatkov. Manjkajoči stolpec bi se
konstruiral z linearno interpolacijo, velikost jedra bi se dodatno prepolovila. Jedro
za demozaik sem še dodatno optimiziral, vendar te verzije nisem še verificiral.
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