This work focuses on the stationary behavior of a simple document processing system. We mean by simple document, any document whose processing, at each stage of its progression in its graph of processing, is assured by a single person. Our simple document processing system derives from the general model described by MOUKELI and NEMBE. It is about an adaptation of the said general model to determine in terms of metrics and performance, its behavior in the particular case of simple document processing. By way of illustration, data relating to a station of a central administration of a ministry, observed over six (6) years, were presented. The need to study this specific case comes from the fact that the processing of simple documents is based on a hierarchical organization and the use of priority queues. As in the general model proposed by MOUKELI and NEMBE, our model has a static component and a dynamic component. The static component is a tree that represents the hierarchical organization of the processing stations. The dynamic component consists of a Markov process and a network of priority queues which model all waiting lines at each processing unit. Key performance indicators were defined and studied point by point and on average. As well as issues specific to the hierarchical model associated with priority queues have been analyzed and solutions proposed; it is mainly infinite loops.
I. INTRODUCTION
With the Internet development, e-Government [1] [2] [3] [4] [5] [6] is experiencing a huge expansion particularly characterized by a massive document exchange and consequently a large increase in the workload related to the processing of documents [7] [8] . As MOUKELI and NEMBE raised in [9] , the management of documents flow in both public and private administrations ''is of both deterministic and random nature and becomes a problem of great scientific, technologic and economic interest''. The nature and specificity of these documents being varied, in this paper we focused on simple documents that represent, according to our estimates, over 70% of the mass of documents processed.
We mean by simple document, a document whose processing is provided at all times by one person at a time. We have adapted MOUKELI and NEMBE model [9] to the simple document processing case, by proposing a mathematical formalization adapted to this problem and performance analysis based on realistic assumptions.
Our choice to study simple documents workflow, as a specific model from the general model described by MOUKELI and NEMBE [9] , is motivated by the particular nature of the processing graph of simple documents and by the dynamic data structure presents at each node of the said graph. Indeed, the traffic of simple documents is organized according to a graph which is generally a tree reflecting the hierarchical organization of the administration in charge of handling such documents.
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Moreover, at each workstation or node receiving simple documents to be processed, these are stored in a priority queue [11] [12] . So, we found it useful to study the behavior of a simple document processing system by examining the properties of the processing graph and the behavior of a priority queue associated with each node of the tree. This system (graph of priority queues) is susceptible to saturate and loops can appear in the document processing cycle. Our model finely analyzes these situations in order to identify or predict them. One of the main objectives was stated by MOUKELI and NEMBE [9] , namely "when a document is inserted into the system, the path it follows should benefit from a priori knowledge on how the system behaves for similar documents''. Hence the need to define necessary metrics to improve the decision-making process, by using, as suggested by Van der Aalst [13] , stochastic models, and especially queues [11] to lead this analysis at the strategic level. Finally, it should also be noted that document processing is part of the workflow domain, for which a great amount of research has been devoted [14] [15] [16] [17] [18] [19] [20] [21] [22] [23] .
The second part of this article presents related works. The third part supplements the definitions proposed by MOUKELI and NEMBE [9] . The fourth part sets out in more detail the problem briefly described in the preceding paragraph; this problem is illustrated by a practical case presenting data from an observation of an administrative workstation for six years. The fifth part is devoted to the description of our simple document processing model; starting with general considerations, we describe our mathematical model with its static and dynamic components. The sixth part is devoted to the study of the performances of the system; in particular, it presents the main performance indicators of static and dynamic models, as well as those relating to system saturation and infinite loop detection.
II. RELATED WORKS
MOUKELI and NEMBE [9] described a general model for document processing. Remember that document processing is a process close to the production management, or more generally, the workflow [20] [21] [22] [23] , with one fundamental difference: in the case of a document processing system, outputs can become system inputs, as in sequential systems. This justifies the use of Markov processes in the general model proposed by MOUKELI and NEMBE [9] .
Our contribution, which is a continuation of the work of MOUKELI and NEMBE, focuses on the workflow of simple documents, as a specific model. Indeed, the processing of simple documents is organized according to a hierarchical tree graph. We were therefore interested in studying the adaptation of the general model to this specific case, in particular by examining the properties of the processing graph and the behavior of the priority queue associated with each node of the processing chart.
III. DEFINITIONS
In a previous article [9] , concepts related to document processing were defined. These include, as a reminder, the following concepts: managerial unit, document, processing, processing time, service time, waiting time, station or processing unit, document transmission, document processing graph, organization chart, document tracking. In addition, the five definitions below. Definition 1: Simple document. A simple document is any document whose treatment, at each stage of its progression in its processing graph, is provided by a single person. No copy or part of the document can be processed at the same time in another workstation. In the remainder of this article, unless otherwise specified, the term document will refer to a simple document.
Definition 2:
Mail. According to Wikipedia, "mail refers to written correspondence between people, usually two: a sender who sends it and a recipient who receives it". In the field of our study, these are handwritten or typed letters, on paper or dematerialized, exchanged along a hierarchical line.
Definition 3: hierarchical organization chart. This is a tree representing a vertical organization. The upstream nodes, whose roots represent the chiefs or hierarchical superiors, while the nodes in front, whose leaves correspond to the subordinates or collaborators. An example of a flowchart is given in Fig. 1 . A hierarchical organization chart can be represented by a tree with the highest hierarchical root; it can also represent the entry point into the system.
Definition 4:
Hierarchical level. This is the position of a person in a hierarchical organization chart relative to the highest hierarchical leader. Formally: let ( , , ) G V E R  be a tree modeling a hierarchical organization chart, of which V is the set of nodes; E all the edges; and RV  , the root. The hierarchical level of a node xV  is the length of the path   , Rx ; that is, the number of edges constituting the path from the root R to the node x. It is in fact a function h defined as follows:
In this formula, [ , ] Rx is the length of the path [ 
IV. THE PROBLEM OF SIMPLE DOCUMENT PROCESSING
The general problem of the treatment of documents was raised by MOUKELI and NEMBE [9] . In short, document processing occupies a central place in the everyday life of public and private administrations at the level of all jobs; sustainable development and preservation of nature require. The control of this flow (more and more digital) escapes human operator overtimes, which are responsible for monitoring and processing information without adequate tools. This is why the analysis and the follow-up of this flow are necessary for better processing of the documents. For example, one could better identify the points of inertia or bottlenecks, master the capabilities of the system and predict its behavior under certain conditions.
To facilitate the analysis of this data flow, MOUKELI and NEMBE [9] have proposed a general mathematical model to represent it and predict its behavior. They deduced properties that could lead to performance metrics for document processing systems. The purpose of the present study is to adapt this general model to the particular case of simple documents. This study is motivated by the following observation: in both public and private administrations, more than 70% of the documents processed are simple documents, the most emblematic of which is mail. According to the noticed practices, the hierarchical leader does not often have tools allowing him to know the performances of the system [24] when new simple documents are introduced there. In addition, 10% of these documents get lost in the line of processing, for lack of traceability.
To illustrate this problem, we will present the practical case of a processing station of a Gabonese administration, namely, the General-Secretariat of a ministry, observed by us during the period 2004 -2009, that is six years. We have classified the documents processed by the Secretary-General into several types ranging from speeches to legislative and regulatory texts ( Table 1) . The origins (applicants) of the documents are the hierarchical superior who is the Minister, the subordinates of the Secretary-General (SG), who are the Director Generals and other collaborators, as well as the Secretary-General himself and the external natural or legal persons to the Ministry.
The recipients of the documents are the Secretary-General himself for working documents, the Minister, the subordinates, and persons outside the Ministry. Certain documents intended for external persons are transmitted by the Secretary-General's Office to the Minister for signature before being sent to the final recipient. Only the 1776 documents whose content was produced by the station over a period of six years are listed here.
A much bigger crowd of documents is not covered, including documents in simple transit for visas, documents examined in working sessions, documents for signature or countersignature, as well as documents seized or formatted by secretaries from the Cabinet of the Secretary-General. We note that 1344 (or 76%) of the 1776 documents are classified as Simple Documents (orange lines).
The Table 2 shows, for each type of document, the priority level and the mean service time (MST). This time covers the design, control, and validation (signature, countersignature or visa) of the document. This service time is measured in hours of work. With regard to Table 2 , we notice that the time taken to serve Simple Documents (orange lines) is 2057 hours, represents 34% of the total service time (TST) which is of 6021 hours. We remind you that it is about average time, because in practice the service time of some documents can be very short (copy-paste with minimal adaptations in the case of the administrative documents) or lengthened in particular by the numerous external requests of the decision-maker who is the Secretary General of the Ministry (for example the reception of a telephone call during the service).
V. MODELING A SYSTEM OF SIMPLE DOCUMENT PROCESSING
In the previous section, we presented the problem of simple document processing. In this part, we now detail the general model for describing the behavior of a simple document processing system. Beginning with an overview of the general considerations of the model, we will describe our mathematical model with its static and dynamic components
A. General considerations on the model
The graph is the most appropriate mathematical tool for modeling the interactions generated by the exchange of documents between processing stations. In the case of a hierarchical organization, this graph is reduced to a tree:
where V is the set of summits or work stations; E is the set of edges, that is, pairs of vertices
 such that a is the hierarchical leader of b; which also means that documents can be exchanged by a and b for processing; finally, the node RV  is the root of the tree.
This tree results from the hierarchical organization of the administration. Since the processing stations are interconnected by a computer network, this tree is, in fact, a sub-graph of the said computer network. Therefore, without losing the generality, we will consider in the rest of this article, that the network is reduced to this tree.
Simple documents are processed by a station according to their priority, and with equal priority, according to the order of arrival. These documents are therefore placed in a queue [12] according to their priority and their order of arrival; that is to say in a FIFO with priority.
Formally, if xV  is a processing station, then we write W x , the priority queue associated with x. Each station x processes the document d of highest priority, first come, which is at the front of the queue. The processing is done in a random time. A document can be put on hold for information provided by other stations outside the hierarchical line; which only impacts the waiting time; when this information is available, the document is put back in the queue according to its priority. Besides, the hierarchical leader may send back a document to his subordinate for correction or for further information. The number of these superior-subordinate roundtrips is not limited, and the priority of a document may change during this journey according to the instructions of the hierarchical leader.
In the present article, we disregard the type of processing performed on a document. After processing, the station can: he (she) exists,  send the document to a collaborator with processing instructions,  send the document to a collaborator with annotations or corrections,  put the document on hold for information from stations outside the hierarchy line,  put the document back to his (her) hierarchical boss for additional instructions.
In addition, each document is labeled with the total processing time (i.e., waiting time and service time).
A previous study [9] identified three problems resulting from the modeling of document processing by a static graph, namely:
 How to determine the variables for measuring system performance?  The static graph does not account for the dynamic behavior of the system;  The inputs in the system depend on the outputs. MOUKELI and NEMBE [9] have proposed a model that addresses (answers) these concerns. In the specific case of simple documents managed in a priority queue, three new problems arise: 
B. Mathematical model
The mathematical model we propose aims to describe the static and dynamic behavior of our system made up of workstations dedicated to the processing of simple documents. This system consists of a static component modeled by a tree reflecting the hierarchical organization of the administration in charge of document processing. The nodes of this tree form the states of a Markov chain, and the edges represent the probabilities of transitions between these states. The properties of the static component are described through states and the matrix of transition probabilities. These probabilities depend on the nature of the simple documents and the processing capacity of the stations.
The dynamic component consists of a network of queues each formed by a priority queue associated with each node. The formal system is a quadruplet ( , , , ) V E R F ; where V is the set of vertices of the tree; E is the set of edges; RV  is the root of the tree; and F is the set of queues. The next two sections formally describe these two components (static and dynamic).
a. Static model of the system
The static component of our system is materialized by a network of workstations dedicated to simple document processing [8] . It is modeled by a tree reflecting the hierarchical organization of the administration in charge of document processing. The remainder of this subsection describes the generalities of this model and the document priority management; it also analyzes the constraints related to priority queues.
a) General description
be a tree such that V is the set of vertices or workstations; E is the set of edges, that is to say pairs of vertices This queue contains all simple documents waiting for processing at station x, in order of priority; and with equal priority, in order of arrival. In this queue, based on the model of MOUKELI and NEMBE [9] , the waiting time of a document corresponds to the processing time of the documents that will have preceded it in said queue. From this definition, MOUKELI and NEMBE deduced the processing time of a document d:
Where P T , T W and T S respectively denote the processing, waiting and service times of the document d; understood that the service time is the time actually spent by the station to look at the document d.
b) Document priority Model
When a document is received, the station assigns it a priority. The notion of priority, although subjective, is the importance or urgency of a document, which will cause it to be processed before other documents already waiting in the queue associated with the station. Inserting a document into this queue means implicitly associating with it a priority. As an indication, Table 2 gives an example of prioritization of documents (column in red), for example, speeches are the highest priority documents, followed by memos and correspondences. We ignore the motivations of the station in its assessment of the priority of one document over another. The only certainty on which we base ourselves is that upon receipt of a document to be processed, either the station processes it immediately, which forces it to stop processing the current document and to put it on hold (return to head of the queue); or put it on hold in the middle of other Copyright © 2019 MECS I.J. Information Technology and Computer Science, 2019, 7, 43-53 documents (insertion in the queue) for further processing; which in reality means giving it a priority. Concretely we suppose that the queue is logically organized according to a partial order noted  defined as follows: 2 :
/ ( , ') , ', ( ) ( ') and ' can be processed in any order ( ) ( ') absolutely must be processed before '
In the above formula (4), D is the set of documents processed at a given station and is the set of natural numbers.
Implementing priority queues: heaps. Priority queues associated with document processing stations can be effectively implemented with heaps; data structures whose performances in terms of costs are known. Thus for the removal of the root, the insertion of an element and the creation of the heap, we have respectively costs of the order, for the first two, of O(n) and for the last, of ( ( )) O nLog n ; where n is the number of documents contained in the heap. In addition, two priority queues can be merged; what is necessary in case one station transfers its records to another (retirement, vacation, permanent or temporary departure), because the documents are replaced according to their priority in the merged system. As well as we can divide a heap into two heaps of the same size up to one element, even if it is necessary to rebalance the sub-trees obtained. This last operation turns out to be necessary when a station is duplicated to be unloaded.
c) Constraints related to priority queues
The dynamic behavior of our document processing model shows that the outputs of the system (processed documents) can become entries in the system (documents to be processed). This dynamic behavior imposes constraints on our system, in particular those that follows:
 A document waiting in a queue can remain there indefinitely because higher priority documents are systematically received by the station. This means that the waiting time of a document depends not only on the length of the queue, but also on the frequency with which the documents are received and the service time of the station. Now, these three variables (queue length, entries frequency in the queue and service time) are random and therefore depend on the laws of probability that govern them;  There is a non-zero probability that a document will loop in the system due to an incessant back and forth in the hierarchical line of processing. Conceptually, the model admits a possibility of infinite loop in the processing line of a document, and it must, therefore, make it possible to determine the probability of occurrence of such a phenomenon and to be able to detect it.
Solution to the problem of infinite waiting: incremental priority. Holding documents in a priority queue causes a non-zero probability that a non-priority document will remain in the queue indefinitely because higher priority documents are always inserted before it. One solution to this problem is to implement the incremental priority mechanism. For this purpose, when a document has exceeded a certain time in the queue at a given priority, its priority is increased (incremented) by one rank, in order to move it to the next higher priority.
As the lower priority documents, which are overdue, have their priority incremented, the queue tends gradually to a FIFO because all the documents will tend towards the highest priority. This situation actually reflects the case of a station saturated or over-solicited. In such a situation, we suggest either to unload this station for the benefit of other stations or to duplicate this station whenever possible. The system must be able to detect the occurrence of these FIFOs.
Infinite loop solution:
dealing with the problem at the organic level. In practice, this infinite loop occurs only in the presence of a real organizational problem: either one of the stations does not have enough skills to properly process the document, or there is a misunderstanding between some actors in the hierarchical line. In other words, the problem is upstream from the mathematical model; it should, therefore, be treated upstream. In the case of proven incompetence, we recommend redirecting the document to a more competent collaborator; where applicable, it is the responsibility of one of the line managers to process the document. In the case of incomprehension, it is recommended to the highest hierarchical leader in the hierarchical processing line to solve the dispute or to process the document.
b. Dynamic model of the system
The dynamic model is used to describe the temporal behavior (evolution) of the system, which is modeled as N priority queues, and K document classes or document priority levels; given that Class 1 documents are the highest priority. Each queue, noted M K /M K /1 is modeled by a Markov process [25] . Any document that has spent in a class C i for more than T units of time (with 0 T  ) becomes a document of class
The remainder of this subsection formally describes the priority service discipline queue model, as well as service discipline and the M K / M K /1 queue.
a) Description of a priority service discipline queue
A network consisting of N priority service discipline queues is considered. The documents belong to K distinct classes (or types). Documents of class C i , Poisson process with arrival rate . j  The service time of a document of class C i is a random variable that follows an exponential law of parameter ,
We will assume that the service times of the documents of the class C i are independent and identically distributed (i.i.d).
In addition, the document arrival processes are independent of one another and independent of service times. Finally, each queue, assumed to have unlimited capacity, is associated with a single processing unit, that is to say, a single server, also called service station.
b) Description of the service discipline
The documents of class C i are priority with regard to those of the class 1 ,
. In each class, processing takes place on a first-come, first-served (FIFO) basis, because documents of the same class have the same importance (equal priority). During the processing of a document d by a station, if a document d' of higher class (higher priority) appears, it is processed immediately (preemption of service), and the document d is put back at the head of the line; the processing of document d, of lower class, will resume at the point where it ceased, as soon as all the documents of higher classes have been processed, and this, until completion or further interruption of service. Any document leaves the station (queue) only when the service request has been fully satisfied.
In this service discipline, documents with the lowest priority could wait quite a long time. To alleviate this problem, the service discipline is relaxed by introducing the possibility of raising the priority of a document that has waited too long in a class.
Formally:
In formula (6), 1 iK  , T is the maximum waiting time in a class, and T wi (d) the waiting time of the document d in the class C i . This is the incremental priority, stated previously. The priority queue thus defined is a Markovian system, noted M K /M K /1; that is a multiclass Markovian queue with Poisson arrival processes and exponentially distributed service times; there are K classes of documents and a single server. We consider that our document processing system is a tree consisting of N M K /M K /1 queues; knowing that we have one queue per node of this tree. A graphical representation of this tree is given in Fig. 2. Our document processing system is represented by a network of M K /M K /1 queues; it is a tree reflecting the hierarchical relationship between the service stations (nodes).
c) Description of a M K /M K /1 queue
Each M K /M K /1 queue is represented by a node in the tree (example Fig. 2 ). We consider a tree with N nodes, noted ( , , ), V E R where V is the set of vertices or workstations; E is the set of edges, that is, pairs of vertices 2 ( , )
, a b V  such that a is the hierarchical leader of b; finally, RV  is the root node of the tree.
The system is described with the following parameters (see [25] ): 
VI. PERFORMANCE MEASURES
This part is devoted to the presentation of the system performance indicators. Since a simple document processing system can be likened to a production system, it is likely to become saturated; As a result, we have incorporated features into our model that can capture system saturation. Finally, a simple document processing system includes the possibility that a document will circulate indefinitely in the system; we end this part by showing how our model takes into account such a possibility.
A. Performance indicators
The indicators described in this section are divided into two groups with respect to the static and dynamic components of our model.
a. Measures relating to the static component of the model
A summary of indicators calculable with our system is given below:
 Load of a station or number of documents of different j classes in the queue i :
 System load or number of documents in the system: 1 ( ) . 
b. Measures relating to the dynamic component of the model
This section presents the performance measures for a M K /M K /1 queue. Let us denote by L i the average number of documents of class i in a queue, including the document in service. Let us denote by W i the average sojourn time (waiting time + service time) of a document of class i in that queue. That means that:
In equation (15) 
Consider the / /1 KK MM queue with a preemptive resume priority service discipline. The mean sojourn time of a document of class i is given by the following relation:
From i W other performance measures can be obtained.
B. Measuring system saturation
We have pointed out that the change of priority of documents that have spent a certain time in a class of a queue led to the progressive transformation of the aforementioned queue into a FIFO. We will study this situation more precisely.
When an incremental priority queue turns into a FIFO, all the documents it contains have the same highest priority, namely 1. In other words, an incremental priority queue can be transformed into a FIFO if the queue contains only documents entered directly in class 1, or if documents of the lower classes have regularly seen their priorities incremented to reach the class 1. In the first case, the station works normally, while in the second case, the station is saturated. To distinguish these two cases, we introduce a modification in the service discipline: any document whose priority has been incremented receives a mark. Formally:
where 1 iK  ; T the maximum waiting time in a class;
T w (d) the waiting time of the document d in a class C i and M is the marking function. The mark is removed from a document when its processing is completed or when it changes station.
A station is semi-saturated or k-saturated if it is a FIFO that contains at least one or k marked documents. A station is saturated if it is a FIFO of which all documents are marked. Formally, if x is a station, and W (x), the queue of x:
A system is semi-saturated if it has at least one saturated station. A system is saturated if all its stations are saturated. Formally, let ( , , ) G V E F  be an incremental priority queue system: ( ) , ( ); Satured G
x V Satured x    (24) where () W x F  is the queue associated with station .
x
C. Detection of infinite loops in the system
Recall that there is a non-zero probability that a document circulates indefinitely in the system due to incessant back-and-forth in the hierarchical lines of processing. To detect these infinite loops, each document is marked with the name of each station it has crossed and the number of crossings. Each document d is therefore associated with a vector denoted v d such that
where N is the number of stations; knowing that for any document d :
where [] v di is the i th scalar of the vector . 
Where D is the set of system documents and V is the set of vertices or workstations.
VII. CONCLUSION
In this contribution, based on the general model of MOUKELI and NEMBE [9] , we proposed a specific model devoted to the processing of simple documents. The mathematical tools, as well as the performance indicators of this model, are well documented in the literature; see [10, 25, 26, 27] . The example we studied, concerning the observation of a workstation of a Ministry of Gabon, did not allow us to calculate the performance indicators since this study has been carried out many years after the data collection from said station. A possible continuation of this work would be to apply this model to practical cases, in particular, to observe the behavior of performance indicators [7, 28] . Such work can then be extended to the development of simple document processing workflow simulators. Finally, as MOUKELI and NEMBE [9] suggest, another way of research would be to study the relationship between the service process [29] and the Markovian transition process that chooses the next node.
