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Desenvolupament d’un laboratori remot per al control d’una planta amb eines de temps 
real 
 
Es descriuen les diferents parts d’un programa de control i el sistema de comunicació per mitja 
d’internet amb una plataforma externa al dispositiu controlador. S’introdueix a la programació 
i a l’ús de les diferents entrades i sortides d’una BeagleBone Black en C++.  
S’estudia la Mechanical Unit 33-100 de Feedback així com la forma d’adaptar el senyal de 
sortida del microcontrolador amb el d’entrada de la planta i viceversa. També  es dissenya un 
sistema per tal de poder realitzar un control en llaç obert i tancat sobre aquesta planta. 
Es genera una interfície gràfica amb l’ajut d’Easy Java Simulations, la qual permet modificar 
certs paràmetres de control i visualitzar les entrades i sortides del sistema en un gràfic en 
temps real, i es dissenya un sistema de comunicació basat en sockets que s’encarrega de la 
transferència de dades entre el programa de control i la interfície remota. 
S’explica com s’executen de forma paral·lela la tasca de control i la de comunicació amb les 
seves respectives prioritats per mitjà de threads. 
Finalment s’ha redactat un pressupost i un estudi d’impacte ambiental del projecte. 
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Introducció 
Finalitat 
Aquest projecte neix de la necessitat de desenvolupar un laboratori remot per al control d’una 
planta de 3 dipòsits del departament de ESAII de l’ETSEIB. 
Abast 
Aquest projecte és una primera fase del projecte global. L’estudi arribarà fins a la creació d’un 
programa de control remot d’una planta de menor envergadura, i abasta: 
1. L’estudi de les principals plataformes microcontroladores de baix cost del mercat, així 
com dels diferents llenguatges de programació i sistemes de temps real. 
2. Introducció a la BeagleBone Black, les formes de programar-la i el control de les seves 
entrades i sortides. 
3. Estudi de la planta de proves i determinació dels seus principals paràmetres que la 
caracteritzen. 
4. Disseny dels circuits adaptadors dels senyals d’entrada i sortida de la plataforma 
microcontroladora. 
5. Ideació d’un sistema de control en llaç obert i llaç tancat sobre la planta que permeti 
regular la velocitat i la posició. 
6. Desenvolupament d’un entorn gràfic executable en un ordenador que permeti indicar 
diferents paràmetres del control a realitzar sobre la planta. 
7. Creació d’una passarel·la de comunicació entre l’entorn gràfic i el programa de control. 
8. Obtenció d’un mètode que permet graficar diferents valors d’interès del sistema de 
control. 
9. Explicació del mètode d’execució de forma paralela de les tasques de control i de 
comunicació en la plataforma microcontroladora. 
La documentació final inclourà: 
 Programa de proves inicials 
 Programa final de control 
 Esquemes dels circuits adaptadors de senyals 
 Pressupost 
 Estudi d’impacte ambiental 
 Bibliografia 
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Motivació 
La motivació del autor per a escollir aquest treball va ser poder aprendre a utilitzar un 
llenguatge de programació no estudiat anteriorment com és el C++ i el Java, aprofundir en 
conceptes de dinàmica de control i automatització de processos. 
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Introducció als sistemes encastats 
Un sistema embegut (SE) o sistema encastat es pot definir como un sistema electrònic 
dissenyat específicament per a realitzar una funció determinada, habitualment formant part 
d’un sistema de major entitat. La característica principal es que empra un o varis processadors 
digitals (CPUs) en format microprocessador, microcontrolador (µC o MCU)  o processador 
digital de senyals (DSP, sigles en anglès). 
Un microcontrolador és un circuit integrat que incorpora tots els elements bàsics de càlcul i de 
processament de dades d’un ordenador personal, però en una escala menor. La principal 
conseqüència de la grandària reduïda d’un microcontrolador és que els seus recursos són 
força més limitats que els d’un ordenador de sobre taula. 
Físicament, un microcontrolador incorpora: un processador (CPU),  memòria de programa 
(ROM Flash no volàtil), memòria de dades (RAM volàtil), un rellotge i un subsistema de 
control de E/S i perifèrics.  
Històricament els fabricants de semiconductors han desenvolupat arquitectures de 8 bits, 
inicialment sota l’arquitectura de Von Newman, la característica principal d’aquesta 
arquitectura és que la memòria de dades i de programa és compartida; i posteriorment, amb 
l’aparició dels DSP, sota l’arquitectura Harvard, on la memòria de dades i de programa estan 
separades. Però a mesura que les aplicacions requerien majors prestacions i la tecnologia de 
fabricació de xips avançava es va aconseguir fabricar, a preus reduïts, microcontroladors més 
potents amb arquitectures de 16 i 32 bits. 
i8051 
Probablement, el microcontrolador i8051 (8 bits) desenvolupat per Intel el 1980, marca l’inici 
en la carrera cap al desenvolupament de productes específics per a aplicacions embegudes. 
Diferents versions del i8051 s’empren en més de 100 microcontroladors de més de 20 
fabricant independents com Atmel, Dallas Semiconductor, Phillips, Winbond, entre d’altres 
(Dept. of Computer Science). 
La principal raó de la seva popularitat es una configuració hàbilment escollida, la qual satisfà 
les necessitats d’un gran nombre d’usuaris permetent al mateix temps expansions constants. 
A part, el software ha anat sofrint grans millores des de llavors i simplement no era rentable 
canviar res en el nucli bàsic del microcontrolador. 
Les característiques bàsiques del microcontrolador són: 
· 4Kb de memòria ROM 
· 128b de memòria RAM 
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· 4 ports que permeten 32 línies d’E/S 
 
Figura 1:Representació del microcontrolador i8051 i esquema de les seves característiques principals 
DSP 
Un processador de senyal digital (Digital Signal Processor) és capaç de captar senyals del 
món real com ara àudio, vídeo, temperatura, etc. que han estat digitalitzades, per a 
posteriorment manipular-les matemàticament i actuar en conseqüència. 
Junt amb els microcontroladors els DSP, també han experimentat una gran evolució al llarg 
del temps. Aquests incorporen la filosofia de disseny dels microcontroladors però inclouen 
aspectes específics dins de la seva arquitectura per a millorar les tasques de processat de 
senyals, això és: màxima velocitat per a permetre processament en temps real, operacions 
molt repetitives, alta tassa de transferència per port d’ E/S i gran quantitat de memòria de 
dades. 
Els DSP es solen construir en format de 16 i 32 bits i empren aritmètica en coma fixa, coma 
flotant o ambdues. 
Els microcontroladors 
Dintre del mon dels microcontroladors de baix cost es poden distingir dues categories: la dels 
petits microcontroladors, on hi trobaríem els Arduino o similars; i la dels microcomputadors, 
on es situarien el BeagleBone Black i la Raspberry Pi. 
A continuació es realitzarà, de forma breu, una descripció de les tres plaques mencionades 
anteriorment i una comparativa, per tal de conèixer amb més detalls els pros i els contres de 
cadascun dels microcontroladors: 
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Arduino 
Arduino és una plataforma de codi obert. Consisteix tant 
en un circuit integrat programable físic com en un 
IDE(Entorn de Desenvolupament Integrat). 
Arduino, deu la seva popularitat a la seva senzillesa per 
a persones que estan començant a introduir-se en el mon 
de l’electrònica: no es requereix d’un programador per a 
programar la placa, l’IDE de l’Arduino utilitza una versió 
simplificada  de C++ i existeix gran quantitat de 
documentació, tutorials i fòrums sobre Arduino a internet (Arduino, 2014). 
En aquest treball s’introduirà l’Arduino Uno, però existeixen Arduinos de tots els tamanys i 
colors. 
L’Arduino Uno (20 €) és una placa microcontroladora basada en l’ATmega328. Disposa de 14 
pins d’E/S digitals (dels quals 6 poden ser sortides PWM), 6 entrades analògiques, un cristall 
oscil·lador de 16 MHz, connexió USB i un jack d’alimentació. 
Raspberry Pi 
La Raspberry Pi, és un “ordenador de la grandària  d’una targeta 
de crèdit que es connecta a una televisió i un teclat, de 35 euros”. 
És una placa que suporta varis components necessaris en un 
ordenador comú.  
Aquest projecte va ser ideat el 2006 però no va ser llençat al 
mercat fins al 2012. Ha estat desenvolupat per un grup de la 
Universitat de Cambridge i la seva missió és fomentar 
l’ensenyament de les ciències de la computació als joves estudiants. 
La placa, de la grandària d’una targeta de crèdit, conté varis ports d’entrada i sortida, dos ports 
USB, un port d’Ethernet i sortida HDMI. Aquests ports permeten connectar el microcontrolador 
a altres dispositius, teclats, ratolins i pantalles. 
També disposa d’un processador ARM de 700Mhz, un processador gràfic VideoCore IV i fins 
a 512 MB de memòria RAM. Es possible instal·lar un sistema operatiu lliure a través d’una 
targeta SD ( Richardson, y otros, 2013). 
Figura 2: Arduino Uno 
Figura 3: Raspberry Pi 
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BeagleBone Black 
BeagleBone Black és una targeta de desenvolupament 
de baix cost (45€) desenvolupada per la organització 
Beagleborad.org, la qual està enfocada a estimular el 
us de software i hardware de codi obert. 
Aquesta plataforma que corre sota un  sistema 
operatiu Linux embegut, i compta amb diverses 
entrades i sortides de propòsit general, les quals 
compten amb diverses funcions entre les que es troben E/S digitals, entrades analògiques, 
sortides PWM, suport per a I2C i SPI. A més a més compta amb un port ethernet per a la 
comunicació en xarxa amb altres dispositius, un port USB i un processador de 1GHz Cortex-
A8 ARM (BeagleBone, 2014). 
Aquesta plataforma compta amb un entorn de programació web basat en Java amb 
instruccions molt semblants a les emprades per el IDE d’Arduino. 
Comparativa 
A continuació s’inclou una taula amb les principals característiques de cada una de les plaques 
microcontroladores descrites. 
 Arduino Uno Raspberry Pi BeagleBone Black 
Preu Base (€) 25 35 45 
Processador ATMega 328 ARM11 ARM Cortex A8 
Velocitat de rellotge 16 MHz 700 Mhz 1GHz 
RAM 2KB 512MB SDRAM @ 
400MHZ 
512 MB DDR3L @ 400 MHZ 
Memòria 32 KB SD 2 GB on-board eMMC, 
MicroSD 
Voltatge d'entrada 7-12V 5V 5V 
GPIO Digitals 14 8 66 
Entrades analògiques 6 N/A 7 
PWM 6 N/A 8 
Sortida Vídeo N/A 1 HDMI, 1 Composite 1 Mini-HDMI 
Resolucions 
acceptades 
N/A Extensiu des de 
640x350 fins a 
1920x1200, incloent 
1080p 
1280×1024 (5:4), 1024×768 
(4:3), 1280×720 (16:9), 
1440×900 (16:10) all at 16 bit 
Àudio N/A Stereo per HDMI, 
Stereo per jack 3.5mm 
Stereo over HDMI 
Figura 4: BeagleBone Black 
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Sistemes operatius N/A Raspbian 
(Recommended), 
Android, ArchLinux, 
FreeBSD, Fedora, 
RISC OS, altres… 
Angstrom (Default), Ubuntu, 
Android, ArchLinux, Gentoo, 
Minix, RISC OS, altres… 
Tensió de sortida  150-350 mA @ 5V sota 
condicions variants 
210-460 mA @ 5V sota 
condicions variants 
Perifèrics  2 USB Host, 1 Micro-
USB Power, 110/100 
Mbps Ethernet, Rpi 
camera connector 
1 USB Host, 1 Mini-USB 
Client, 110/100 Mbps Ethernet 
Dev IDE Arduino Tool IDLE, Scratch, 
Squeak/Linux 
Python, Scratch, Squeak, 
Cloud9/Linux 
Taula 1:Comparativa Arduino Uno, Raspberry Pi, BeagleBone Black 
Comparar un Arduino amb la BeagleBone o la Rapsberry Pi és com comparar una calculadora 
amb un ordenador de sobre taula. Cada un té el seu propòsit.  
La plataforma Arduino està pensada com un microcontrolador de baixa potència que ens dona 
control complert sobre el seu hardware. És la plataforma més bàsica, és de codi obert, fàcil 
de desenvolupar, consumeix molt poca potència, i é fàcil de configurar. Està dissenyada 
específicament per a principiants, així que quasi qualsevol persona pot iniciar-se amb ell. És 
la placa més popular, fet pel qual és molt fàcil trobar informació. A més a més és la placa de 
cost més baix. Per altra banda, és la que menys capacitat desenvolupa i té problemes per 
realitzar diferents tasques a la vegada o processos de gran pes. 
Dispositius com ara Raspberry Pi i BeagleBone estan dissenyats per a treballar a un nivell 
molt superior. Amb un hardware que permet comunicació via ethernet, processament d’àudio 
i imatges, gran quantitat de memòria RAM i una gran quantitat de capacitat 
d’emmagatzematge. Són capaços de utilitzar sistemes operatius com ara Línux i Android. 
La Raspberry Pi, en concret, es tracta d’un petit computador que corre Línux des de una 
targeta SD, i des de allí pot executar tots els projectes de programació informàtica que se li 
exigeixin. En essència es tracta d’un equip Linux de baixa potència que tant sols costa 35€. 
La Raspberry Pi ha estat dissenyada orientada a ser emprada per informàtics amb clara 
orientació a la programació i el desenvolupament de software. Al disposar d’un port HDMI, la 
Raspberry Pi pot connectar-se a una pantalla d’ordenador, i els dos ports USB poden 
connectar-se amb un ratolí i un teclat de forma senzilla.  
El contra d’aquesta placa és que, al estar pensada per al desenvolupament de software, la 
seva capacitat per interactuar amb sensors i actuadors és veu molt reduïda. 
Control de processos amb sistemes de temps real Ernest Salas Colàs 
Treball de final de grau 
12 
 
La forma més senzilla de descriure el BeagleBone Black és que es tracta d’una combinació 
de la capacitat de manejar interfícies externes de l’Arduino i del poder de processament de la 
Raspberry Pi. Al igual que aquesta última, la BeagleBoard pot ser utilitzat com un ordenador, 
si així es desitja. A més, permet instal·lar una gran varietat de sistemes operatius, incloent 
Android. 
El BeagleBone porta una memòria flash i un sistema operatiu ja instal·lat, amb lo que pot 
funcionar des del moment en que es treu de la caixa. També pot funcionar sense usar un 
monitar ni hardware addicional. Però la gran avantatge que presenta aquesta placa respecte 
de la Raspberry es que disposa de una gran conjunt de entrades i sortides (69 pins GPIO 
comparat amb la Raspberry Pi 8) que permeten interactuar amb l’electrònica d’exteriors 
fàcilment.  
Per altra banda, el BeagleBone no disposa de tants ports USB com la Raspberry Pi, ni disposa 
d’un codificador de vídeo incorporat. També la comunitat d’usuaris de la Raspberry Pi és molt 
superior, fet que es tradueix en una major complicació a l’hora de buscar informació i 
documentació per a el BeagleBone Black. 
Entorns de programació 
Abans d’introduir els diferents llenguatges de programació i formes de programació, es farà 
una petita introducció als sistemes de temps real.  
Existeixen nombroses definicions de que és un sistema de temps real, una de les més 
utilitzades és la següent: 
 “Un sistema en temps real es un sistema en el que el seu correcte funcionament depèn no 
tant sols dels resultats lògics dels càlculs, sinó també de l’instant de temps físic en el que els 
resultats es produeixen” (Kopetz, 2011) 
Es a dir, en un sistema de temps real es tant important la validesa temporal com la dels 
resultats lògics dels càlculs. Inclús en alguns sistemes de seguretat crítics pot esser més 
important la validesa temporal que no la dels càlculs, fet que podria requerir elegir un mètode 
de càlcul aproximat més ràpid amb vistes a complir la restricció temporal.  
Per a garantir el temps de resposta, un sistema en temps real necessita no sols velocitat de 
resposta sinó determinisme. Es a dir, el temps d’execució dels programes de temps real ha 
d’estar acotat en el cas més desfavorable, de tal forma que es garanteixi que es compliran 
sempre les restriccions temporals. 
Convé destacar que un sistema de control en temps real no te perquè ser un sistema que 
s’executi de forma ràpida. Simplement la seva velocitat ha de ser acord amb la planta amb la 
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que interactua. Per exemple, el control de temperatura d’un forn, al tenir aquest una constant 
de temps de molt segons, no imposa una restricció de temps molt elevada. Pel contrari, el 
sistema que activa els airbags en cas de detectar un accident en un automòbil requereix d’una 
velocitat molt elevada de reacció. 
En conclusió, en els sistemes de control en temps real, les restriccions temporals són dures, 
es a dir, no es poden saltar. Per això, el sistema ha de garantir el temps de resposta. 
Requeriments funcionals 
En els sistemes de control és freqüent trobar un software dividit en varis nivells jeràrquics, en 
funció de la seva proximitat a hardware o usuari. Començant per el nivell més proper al 
hardware aquest són (A.Veiga, 1997): 
Adquisició de dades i actuadors. Aquest és el nivell més baix de la jerarquia, encarregat 
d’interactuar amb el hardware del sistema a controlar. El software d’aquest nivell sol ser curt i 
normalment és necessari executar-lo de forma freqüent.  
Algorismes de control (PID). Aquest nivell es correspon amb els algorismes de control que, 
a partir de les mesures obtingudes pel sistema d’adquisició de dades, executen un algorisme 
de control digital, com ara un control PID o un control adaptatiu més sofisticat. Els resultats 
d’aquests càlculs és el valor que s’ha d’enviar als actuadors de planta. Normalment aquest 
software ha d’executar-se amb un període de temps determinat (període de mostreig). 
 Algorismes de supervisió (trajectòries). Existeixen un sistemes de control sofisticats en 
els que existeix una capa de control a nivell superior que s’encarrega de generar les consignes 
als controls inferiors. Per exemple, si es pensa en un controlador per a un braç robot, existeix 
un nivell superior que s’encarrega de calcular la trajectòria a seguir pel braç i en funció 
d’aquesta, genera les consignes de velocitat per als motors de cada articulació. Aquests 
algoritmes de control s’executen periòdicament, tot i que normalment amb un període de 
mostreig major que els algorismes de control de baix nivell. 
Interfície d’usuari, registre de dades, etc. A més a més del software de control, normalment 
és necessari executar una altra sèrie de tasques com per exemple una interfície d’usuari per 
a que aquest pugui interactuar amb el sistema; un registre de dades per a poder analitzar el 
comportament del sistema en cas de fallida, comunicacions amb altres sistemes, etc. Al 
contrari que en la resta de nivells, en aquest no existeixen restriccions temporals estrictes, per 
lo que s’executa quan els nivells inferiors no estan ocupats. 
Com es pot veure és necessari realitzar varies tasques en paral·lel. A més la execució de cada 
tasca es realitza de forma asíncrona, responent a successos externs al programa.  
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Mètodes per a implementar un sistema en temps real 
A continuació es descriuran breument les diferents tècniques de programació per tal 
d’executar tasques en paral·lel, presentant-les de menor a major complexitat d’implementació: 
Processament seqüencial 
La tècnica de processament seqüencial o bucle scan, consisteix en un bucle infinit on es van 
executant una i altra vegada totes les tasques de forma seqüencial segons un ordre 
preestablert. 
La característica fonamental d’aquest tipus de sistema es que les tasques no poden bloquejar-
se a l’espera d’un esdeveniment extern. Això és degut a que aquests esdeveniments externs 
són asíncrons amb el funcionament del sistema, per lo que el temps que tardarà la tasca que 
espera l’esdeveniment no està acotat. En conseqüència no es pot garantir el temps que 
tardarà el bucle scan en acabar un cicle complert. 
Si totes les tasques compleixen el requisit de no bloquejar-se, llavors el processament 
seqüencial és el mètode més simple per a implementar un sistema de temps real. 
Un altre inconvenient del processament seqüencial es que la latència, tot i que fitada, pot ser 
elevada. El cas més desfavorables es quan l’esdeveniment ocorre just  després de la seva 
comprovació per part de la tasca. En aquest cas ha que passar tot un període de mostreig fins 
quela tasca es torni a executar i comprovar si a ocorregut dit esdeveniment. Per tant, la 
latència d’un sistema basat en un processament seqüencial és igual al temps màxim que tarda 
en executar-se el bucle scan. 
Sistemes Foreground/Background 
En la secció anterior s’ha vist que un dels principals inconvenients del bucle scan, és que la 
latència de totes les tasques es igual al temps màxim d’una iteració del bucle. Per aconseguir 
disminuir la latència de certes tasques, es pot associar aquestes tasques a interrupcions. 
Donant lloc a un programa en primer pla (foreground), programa principal que s’encarrega 
d’inicialitzar el sistema d’interrupcions i seguidament entra en un bucle infinit executant 
diferents tasques; i un programa en segon pla (background) encarregat de gestionar algun 
esdeveniment extern que provoca una interrupció. 
L’avantatge principal d’aquest sistema es la baixa latència aconseguida entre els successos 
externs associats a les interrupcions i l’execució de les tasques que atenen a dits 
esdeveniments. 
Els inconvenients d’aquesta metodologia són que es necessita un hardware que suporti 
interrupcions, es requereix programar amb un llenguatge de baix nivell, aquesta estructura 
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tant sols és vàlida si cada una de les tasques de temps real pot associar-se a una interrupció, 
i que aquest sistema és més complex de programar i de depurar que el processament 
seqüencial. 
Sistemes operatius en temps real 
Un sistema operatiu en temps real (SOTR) o real time system (RTOS) en anglès, és molt més 
simple que un sistema operatiu de propòsit general. Tot i que existeixen una gran quantitat de 
RTOS en el mercat, tots ells tenen una sèrie de comportaments similars: 
 Una sèrie de mecanismes per a sincronitzar tasques. 
 Un planificador que decideix en cada moment quina tasca de primer pla ha d’executar-
se. Les tasques de segon pla s’executen quan es produeix la interrupció a la que estan 
associades. 
L’ús d’un RTOS permet que el temps emprat per al disseny i creació de un determinat sistema 
disminueixi dràsticament, al confiar pràcticament tot el control del hardware i software de baix 
nivell sistema operatiu. 
Llenguatges de programació 
Els llenguatges de programació, formen part del grup de llenguatges informàtics. DE forma 
àmplia, pot dir-se que un llenguatge informàtic és un idioma artificial, utilitzat per ordenadors, 
la finalitat dels quals és transmetre informació d’alguna cosa a algú. Els llenguatges 
informàtics poden classificar-se en: 
· Llenguatges de programació (Python, PHP, Perl, C, etc.) 
· Llenguatges de especificació (UML) 
· Llenguatges de consulta (SQL) 
· Llenguatges de marques (HTML, XML) 
· Llenguatges de transformació (XSLT) 
· Llenguatges de comunicacions (HTTP, FTP) 
Mentre que alguns llenguatges informàtics com (X)HTML o CSS, han estat dissenyats per a 
diagramar i decidir la forma en la qual la informació serà presentada al usuari, els llenguatges 
de programació, tenen com a finalitat, expressar ordres i instruccions precises , que han de 
ser dutes a terme per una computadora per a realitzar una o més tasques específiques. 
S’utilitzen per a crear programes que controlen el comportament físic o lògic d’un ordenador. 
Al igual que amb els llenguatges naturals, estan compostos per una sèrie de símbols, regles 
sintàctiques i semàntiques que defineixen la estructura del llenguatge. 
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En un primer estat de classificació, els llenguatges de programació es divideixen segons el 
seu nivell d’abstracció, en llenguatges de baix nivell, llenguatges de nivell mig i llenguatges 
d’alt nivell, en funció del seu grau de “proximitat al hardware”. 
Quant més proper al hardware es trobi el llenguatge, més baix nivell tindrà aquest. Mentre que 
quant més proper al usuari, més allunyat estarà del hardware i, en conseqüència, de major 
nivell serà el llenguatge. (Bahit, 2012) 
Llenguatges de programació de baix nivell 
Els llenguatges de baix nivell, són aquells que depenen intrínsecament de l’ordenador. Aquells 
programes informàtics, programats amb llenguatges de baix nivell, al ser exclusivament 
dependents del hardware, no poden migrar-se, ja que estan justament dissenyats, per a un 
hardware específic. 
Existeixen dos tipus de llenguatges de baix nivell: el llenguatge màquina i el llenguatge 
ensamblador. 
El llenguatge màquina (també conegut com llenguatge de primera generació) és el sistema 
de codis directament interpretable per un circuit microprogramable, com el microprocessador 
de un computador o el microcontrolador d’un autòmat. Aquest llenguatge està compost per un 
conjunt de instruccions que determinen les accions a ser preses per la màquina. Un programa 
consisteix en una cadena de aquestes instruccions de llenguatge màquina més les dades. 
Aquestes instruccions normalment són executades en forma seqüencial, amb eventuals 
canvis de flux causats per el propi programa o esdeveniments externs. El llenguatge màquina 
és específic de cada màquina o arquitectura de la màquina, tot i que el conjunt de instruccions 
disponibles puguin ser similar entre elles. 
Un llenguatge ensamblador, o assembler (assembly language) és un llenguatge de 
programació de baix nivell per a ordenadors, microprocessadors, microcontroladors i altres 
circuits integrats programables. Implementa una representació simbòlica dels codis de 
màquina binaris i altres constants necessàries per a programar una arquitectura donada de 
CPU i constitueix la representació més directa del codi màquina específic per cada 
arquitectura llegible per un programador. 
Aquesta representació és, usualment, definida per el fabricant de hardware, i està basada en 
mnemònics que simbolitzen els passos de processament(les instruccions), els registres del 
processador, les posicions de la memòria, i altres característiques del llenguatge. Un 
llenguatge ensamblador és per tant, específic a certa arquitectura de computador. Això està 
en contrast amb la majoria de llenguatges de programació d’alt nivell, que, idealment són 
portables. 
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Aquest llenguatge també és conegut com llenguatge de segona generació. 
Llenguatges de programació de nivell mitjà 
La classificació de llenguatges de  llenguatges de programació, mitjançant un nivell 
d’abstracció mitjà, és bastant discutible.  
Els que sostenen la classificació de llenguatges de programació de nivell mig, argumenten 
que aquests, són llenguatges que es troben, justament, entre els de baix nivell i els de alt 
nivell, ja que posseeixen característiques que permeten interactuar directament amb el 
sistema. Un exemple d’això, seria el llenguatge C, el qual pot treballar (entre altres 
característiques) amb direccions de memòria. 
No obstant això, aquest accés, no es efectuat de forma directa (a través del llenguatge 
màquina o ensamblador), sinó que requereix ser “traduït” prèviament per un compilador. 
Llenguatges de programació d’alt nivell 
Els llenguatges de programació d’alt nivell, són aquells la característica principal dels quals, 
consisteix en una estructura sintàctica i semàntica llegible, d’acord amb les capacitats 
cognitives humanes. A diferència dels llenguatges de baix nivell, són independents de 
l’arquitectura del hardware, motiu pel qual, assumeixen una major portabilitat. 
Alguns exemples del llenguatges d’alt nivell són: Python, Perl, PHP, Ruby, Lisp, Java, Fortran, 
C++, C#, entre d’altres. 
  
Control de processos amb sistemes de temps real Ernest Salas Colàs 
Treball de final de grau 
18 
 
Selecció i posta apunt de la plataforma 
Les necessitats del projecte requereixen d’entrades analògiques per a la lectura de sensors, 
sortides PWM per tal de controlar diferents actuadors, connexió a internet i la capacitat 
d’utilitzar un sistema operatiu de temps real (RTOS). 
La placa de baix cost que millor s’ajusta a aquestes necessitats, i la escollida per a dur a terme 
el treball, és la BeagleBone Black. Disposa de 8 sortides PWM, 7 entrades analògiques, un 
port ethernet i la capacitat d’incorporar un RTOS. 
Donat que la majoria de documentació disponible per a la BeagleBone Black esta escrita en 
C++ o en Javascript , sembla lògic que es dubtés entre aquest dos llenguatges. Finalment es 
va escollir per a la programació el llenguatge C++ donat que l’autor hi estava més familiaritzat. 
Primers passos 
Per a començar a treballar amb la BeagleBone Black cal, primer de tot, instal·lar el RTOS per 
a simplificar la programació de la placa i abstreure’s del hardware. La BeagleBone Balck porta 
de fàbrica un sistema operatiu anomenat Ångström basat en Linux, que es el que s’utilitzarà, 
però s’actualitzarà la última versió. (BeagleBone, 2014) 
Un cop realitzat aquest petit pas, hi ha diferents formes de connectar-se amb la placa: 
a) Directament, enllaçant el port micro-HDMI de la BeagelBone Black amb una pantalla 
d’ordenador i connectant un multiplexor al port USB de la placa i allí connectant-hi un 
teclat i un ratolí, de tal forma que es comporti com un ordenador de sobretaula normal 
i corrent. 
b) Com un terminal a través d’una connexió ssh pel port USB i IP 192.168.7.2 ordenador. 
Per a realitzar aquesta connexió és necessari descarregar-se un programa anomenat 
Putty. 
Cada una de les dues opcions té els seves avantatges i els seus inconvenients. Amb la 
connexió directa, tot i que és més intuïtiva i visual, la majoria de entorns de programació 
requereixen d’una major potencia per a funcionar correctament. Per altra banda amb la 
connexió ssh és fàcil perdre’s per l’arbre de carpetes i la forma de programar és molt tediosa. 
Així doncs el problema principal en aquest punt és trobar la forma òptima de programar. Una 
opció que es va trobar en un principi va ser realitzar una programació des d’un ordenador de 
sobre taula, mitjançant Visual Studio, i realitzar una compilació creuada per mitjà d’una 
connexió ssh a la BeagleBone Black (Sysprogs UG, 2012). Aquest mètode era ràpid i senzill. 
El problema és que el pluguin VisualGDB que permetia realitzar al compilació creuada era de 
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pagament i passat els 30 dies del proves es va tenir que buscar una altra forma de realitzar la 
programació. 
Després d’una llarga recerca per tal de trobar un substitut senzill d’implementar i gratuït al 
VisualGDB, es va escollir treballar directament amb la BeagleBone Black des de la interfície 
gràfica i, donada la gran quantitat de recursos que consumien els IDEs provats, es va decidir 
realitzar la programació des d’un editor de text (Gedit). 
La forma de compilar amb aquest mètode, una mica rutinari, és senzilla. A través del terminal 
cal introduir la següent comanda: 
g++ <nom arxiu>.cpp –o <nom arxiu> 
i per executar-ho: 
./<nom arxiu> 
Controlar entrades i sortides 
Per la realització del projecte, interessa poder controlar les diferents entrades i sortides que 
disposa la BBB. Al disposar de un RTOS la forma d’accedir a les funcions de hardware canvia 
substancialment. Tant sols cal “parlar” amb el driver que controla la part de hardware que 
interessa i indicar-li la funció que es vol que realitzi. Aquesta comunicació és tant senzilla com 
escriure en un arxiu de text i les funcions que s’empren per a realitzar-la són les mateixes. 
Al començament pot ser dificultós conèixer els divers que controlen cada funció i a quin lloc 
estan situats. Per tal de guiar al lector en aquest mar de divers i carpetes a continuació 
s’adjunta un breu resum de les funcions bàsiques que calen realitzar per tal de generar 
diferents senyals: 
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Entrades/Sortides digitals 
 
Figura 5: Esquema dels diferents pins de la BeagleBone Black i la seva funcionalitat. 
La BBB disposa de 2 ports d’entrades i sortides (P8 i P9), cada un amb 46 pins i un total de 
66 GPIO (General Port Input/Output).  
Per tal de controlar una entrada o sortida digital, cal primer de tot, indicar quin GPIO volem 
activar al driver “export” situat a “/sys/class/gpio”. Per defecte estan tots desactivats. 
En aquest exemple activarem el pin numero 8 del Port 8 amb GPIO_67. 
 //Activem el pin8.8  entrada digtal (GPIO_67) 
 ofstream digital67; 
 digital67.open("/sys/class/gpio/export"); 
 digital67 << "67"; 
 digital67.close(); 
Seguidament, cal indicar si el pin serà de entrada (“in”) o serà de sortida (“out”) al driver 
“direction” que s’ha creat a “/sys/class/gpio/gpio67/” al executar el codi anterior. 
Seguint amb l’exemple anterior: 
 //Indiquem direccio pin8.8 
 ofstream dir67; 
 dir67.open("/sys/class/gpio/gpio67/direction"); 
 dir67 << "out"; 
 dir67.close(); 
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Un cop configurat el pin, tant sols s’ha d’escriure o llegir el valor en funció de si ha estat 
configurat com a sortida o com a entrada. 
Per a realitzar una sortida digital, s’ha de accedir al driver “value” situat al mateix directori 
que en el cas anterior i escriure-hi el valor que es desitja (1 o 0): 
 ofstream digitalout; 
 digitalout.open("/sys/class/gpio/gpio67/value"); 
 digitalout << estat; 
 digitalout.close(); 
Per tal de llegir el valor d’entrada, en el cas de configurat com a entrada s’ha de llegir el valor 
en el mateix driver que en el cas anterior i guardar-lo en una variable del programa: 
 ifstream digitalIn; 
 digitalIn.open("/sys/class/gpio/gpio67/value"); 
 digitalIn >> digin; 
 digitalIn.close(); 
Sortida PWM (PULSE WIDTH MODULATION) 
El dispositiu BeagleBone Black disposa de 3 mòduls PWM i 6 pins. A l’hora d’utilitzar-los s’ha 
de tenir en compte que si dos pins comparteixen un mòdul PWM, aquests no es poden utilitzar 
de forma independent. 
La situació ideal és utilitzar pins independents, la qual cosa ens deixa amb 3 pins per fer PWM. 
Si es requereixen més pins, la limitació és que el període de dos pins amb un mateix mòdul 
ha de ser el mateix. 
Per a fer servir el PWM, el P8_13 GPIO 15 en el nostre cas,  primer de tot s’ha d’activar i 
configurar els pins i seguidament indicar els valors de sortida. 
Indiquem que realitzarem accions PWM al driver “slots” situat al directori 
“/sys/devices/bone_capemgr.X”1 escrivint-hi “am33xx_pwm”: 
 ofstream file1;//Activem la sortida pwm 
 file1.open("/sys/devices/bone_capemgr.8/slots"); 
 file1 << "am33xx_pwm"; 
 file1.close(); 
Seguidament s’indica quin pin es vol activar com a pwm al driver anterior: 
 //Activem el pin13 PWM sortida 
 ofstream file2; 
 file2.open ("/sys/devices/bone_capemgr.8/slots"); 
                                               
1 On “X” és 8 o 9 depenent de la versió de BBB i del RTOS 
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 file2 << "bone_pwm_P8_13"; 
 file2.close (); 
Per acabar la configuració s’assigna un període al driver “period” i un factor de treball  al 
“duty” situats ambdós al directori “/sys/devices/ocp.2/pwm_test_P 
<numero_de_port_i_pin>”: 
 ofstream filePeriod;//Assignem el periode del PWM 
 filePeriod.open("/sys/devices/ocp.2/pwm_test_P8_13.15/period"); 
 filePeriod << periodPWM; 
 filePeriod.close(); 
 
 ofstream fileDuty;//Assignacio del factor de treball PWM; 
 fileDuty.open("/sys/devices/ocp.2/pwm_test_P8_13.15/duty"); 
 fileDuty << (100); 
 fileDuty.close(); 
Per tal de modificar el valor de sortida tant sols cal escriure un factor diferent al driver “duty”, 
amb la única condició de que sigui menor o igual que el període. 
Entrada analògica 
La lectura dels valors analògics es realitza amb al port 9 amb els pins del 33 al 40. El rang 
d’entrada és de 0 a 1.8V i pot prendre valors dintre d’aquest rang de 0 a 4096.  
Primer de tot per tal de poder realitzar al lectura cal inicial la conversió AD indicant-ho així al 
driver  “slots” del directori “/sys/devices/bone_camper.X”: 
 ofstream file; 
 file.open("/sys/devices/bone_capemgr.8/slots"); 
 file << "BB-ADC";  
 file.close(); 
Un cop activada la conversió, només cal llegir el valor del pin desitjat en el driver 
“in_voltage_Y_raw”2 al directori “/sys/bus/iio/devices/iio:device0” i guardar el valor 
en una variable del programa: 
 ifstream analogIn; 
 analogIn.open("/sys/bus/iio/devices/iio:device0/in_voltage0_raw"); 
 analogIn >> anin; 
 analogIn.close(); 
 
                                               
2 On “Y” és el numero de entrada analògica on es vol realitzar la lectura, del 0 al 6. 
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Prova entrades i sortides 
Per tal de realitzar una prova del funcionament de totes les diferents entrades i sortides, es va 
realitzar un programa a mode d’exercici que combinés les diferents funcions. 
La idea era controlar la freqüència a la que oscil·len dos LEDs amb funció sinus un i l’altre 
cosinus per mitjà d’un potenciòmetre. El potenciòmetre tant sols pot controlar la freqüència 
d’oscil·lació si un botó esta premut. A més quan el botó estigui premut s’encendrà un tercer 
LED a mode d’indicació. 
Per a realitzar tal programa es requereix dues sortides PWM per regular la tensió als LEDs, 
una entrada analògica per a la lectura del potenciòmetre, una entrada digital per a conèixer si 
el botó està o no premut i una sortida digital per tal d’il·luminar el LED. 
L’esquema del disseny és el següent: 
 
 
Figura 6: Esquema del muntatge per a realitzar les proves d'entrades i sortides. 
El codi del programa es troba a l’annex 1. 
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La planta 
La planta amb que s’han realitzat les proves del funcionament és la Mechanical Unit 33-100 
de Feedback. Aquesta planta consisteix en un format de placa oberta que incorpora la 
mecànica del sistema a més a més del suport electrònic. Els components electromecànics 
abasten un motor de continua, un tacòmetre analògic, potenciòmetres analògics d’entrada i 
sortida, codificadors digitals absoluts i incrementals i un fre magnètic. La electrònica de suport  
compren: un amplificador de corrent, un generador de formes d’ona de sinus de baixa 
freqüència, triangular i quadrada; un circuit lector del codificador, una pantalla LCD que mostra 
la velocitat i un voltímetre digital. (Paul, 2008) 
 
Figura 7:Esquema de la Mechanical Unit 33-100 i els seus components principals. 
 
Obtenció del model 
A continuació es mostra un esquema de la planta i els diferents paràmetres que disposa. En 
un principi tant sols són mesurables els voltatges: Vin, el voltatge d’entrada a la planta; Vvel, el 
voltatge de la sortida de velocitat de la planta; i Vpos, el voltatge de sortida de la posició. 
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El primer pas per tal d’estudiar la planta és trobar la KPot del potenciòmetre i la Kt del tacòmetre. 
Per tal propòsit, s’ha introduït un senyal d’entrada constant d’entrada a la planta i s’ha observat 
la sortida, tant la de velocitat com la de posició. 
En la lectura de la posició, identificant  els valors màxim i mínims de la posició com a π i –π. 
La forma d’ona observada és triangular amb màxim a 10 V i mínim a -10V. Per tant, la KPot 
serà: 
𝐾𝑃𝑜𝑡 =
𝑉𝑚𝑎𝑥
𝜋
=
10 𝑉
𝜋
= 3.18 V/rad 
Per altra banda, al modificar el valor de la entrada, varia la velocitat de gir i, en conseqüència, 
el període del senyal de sortida de la posició. 
 
Sabent que la lectura de la freqüència de la posició presenta una reducció de 1/32 sobre la 
velocitat angular, s’obté la velocitat angular de gir en funció del voltatge d’entrada: 
Vin= 0,1646*Periode
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Figura 8:Esquema de la planta 
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En la lectura de la sortida de la velocitat, s’observa un senyal proporcional al de la entrada. 
 
Si es grafica la sortida de la velocitat en funció de la velocitat angular coneguda anteriorment 
obtenim: 
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On el pendent d’aquesta gràfica és la Kt. 
 
La K0 s’obté del guany relatiu entre la entrada i la sortida del sistema al mesurar la velocitat, 
sabent que: 
𝐾0 =
𝑉𝑜𝑢𝑡
𝐾𝑡 ∗ 𝑉𝑖𝑛
 
Es realitza un gràfic de la velocitat angular (w) per a diferents valor de Vin i el pendent obtingut 
de la recta de regressió serà la K0: 
 
La constant de temps (𝜏) s’obté de mesurar el temps amb el qual tarda en assolir el 66% del 
valor final el senyal de sortida després d’introduir com a entrada un senyal graó. Aquest temps 
en el sistema d’aquest projecte és de 0,2 segons. 
En resum, la funció de transferència de la planta és: 
𝑊(𝑠) =
𝐾0
𝜏 ∗ 𝑠 + 1
=
33.10
0.2 ∗ 𝑠 + 1
 
La constant del tacòmetre és: 
𝐾𝑡 = 0.03 𝑉𝑠/𝑟𝑎𝑑 
I la constant del potenciòmetre: 
𝐾𝑃𝑜𝑡 = 3.18 𝑉/𝑟𝑎𝑑 
w= 33,096*Vin
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Preparar l'esquelet d'un programa de control  
Control en llaç obert 
Es aquell sistema en que solament actua el procés sobre la senyal d’entrada i coma resultat 
obtenim un senyal de sortida independent de la senyal d’entrada, però basat en la primera. 
Es a dir, que no hi ha retroalimentació cap al controlador per a que aquest pugui ajustar l’acció 
de control. 
Es caracteritza principalment per la seva senzillesa, la no seguretat d’estabilitat enfront de 
pertorbacions, la sortida no es compara amb la entrada i que la seva precisió depèn del 
calibratge del sistema. 
En aquest projecte, la senyal d’entrada es genera amb la BeagleBoard Black, la qual fa la 
funció de generador de funcions i actua sobre la planta, després d’haver sigut modificat el 
senyal per mitjà del ajustador descrit més endavant en aquest treball. Posteriorment el senyal 
de sortida de la planta és ajustat per mitja d’un divisor de tensió i llegit per el microcontrolador.  
Les senyals que permet generar el codi d’aquest projecte són: un senyal constant, un senyal 
graó, un senyal triangular i un senyal sinusoïdal. A continuació s’explicarà el seu funcionament 
i es mostraran alguns exemples de la resposta de la planta per a les diferents entrades: 
Els diferents senyals es caracteritzen amb dues variables: amplitud i freqüència. L’amplitud 
s’introdueix en forma de percentatge essent 0% 0V i 100% 3.3V de sortida de la BeagleBoard. 
La freqüència s’introdueix en format SI, es a dir en s-1. 
En la funció calcul_referencia() es selecciona el tipus de sortida que es desitja i es calcula 
el valor que ha de tenir el cicle de treball, en forma de percentatge, i s’emmagatzema en la 
variable rk. Seguidament es crida la funció enviar_pwm(rk), on es multiplica el període del 
pwm pel percentatge de cicle de treball per obtenir el cicle de treball real i s’envia a la sortida. 
y13=periodPWM-x*periodPWM/100; //x=%duty cycle, y13= sortida pwm pin13 
ofstream fileDuty13;//enviem la sortida pin13 
fileDuty13.open("/sys/devices/ocp.2/pwm_test_P8_13.15/duty"); 
fileDuty13 << int(y13); 
fileDuty13.close(); 
A continuació s’explicarà com es calcula el valor que ha de tenir la sortida per als diferents 
tipus de senyals. 
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Senyal constant 
Aquest és el cas més senzill de tots. Tant sols es requereix de l’amplitud per a la seva 
generació. És tant simple com assignar al valor de rk el de l’amplitud, ja que posteriorment ja 
es calcula el cicle de treball real en la funció enviar_pwm(rk). 
x=amplitud; 
 
Figura 9: Sortida de senyal constant d'un 80% d’amplitud 
Senyal graó 
Per a generar aquest senyal es requereix de l’amplitud i la freqüència a la que es vol que 
oscil·li el senyal resultant. 
Primer de tot es calcula el temps al qual ha d’estar en cada posició en la variable temps. El 
primer cop que s’executa el senyal graó es guarda el temps d’inici. Seguidament es compara 
el temps inicial amb un temps posterior i si la diferència de temps ha superat el valor de la 
variable temps calculat inicialment s’inverteix la variable booleana up. 
El valor que se li assigna a la variable rk serà la amplitud multiplicada per la variable up, 
obtenint així un senyal graó entre 0 i l’amplitud a la freqüència desitjada. 
float temps=1.0/(2.0*frequencia); 
if(primercop==1) 
 {gettimeofday(&tiniciprog, NULL); 
 gettimeofday(&iniTime, NULL); 
 primercop=0;} 
gettimeofday(&endTime, NULL); 
tmed=timeval_diff(&endTime, &iniTime); 
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if (tmed>=temps) 
 { up=!up; 
 gettimeofday(&iniTime, NULL);} 
x=amplitud*up; 
 
Figura 10:Sortida de senyal graó d'un 80% d’amplitud i 1.5 s-1 de freqüència 
  
Senyal triangular 
Per a generar aquest senyal es requereix de l’amplitud i la freqüència, igual que en el cas 
anterior. 
El primer cop que s’executa ens guardem el temps d’inici (t0), seguidament es compara el 
temps inicial amb un de posterior i es calcula per aquell instant (tf) el valor de l’output, el qual 
serà: 
𝑟𝑘 = (𝑡𝑓 − 𝑡0) ∗ 𝑓𝑟𝑒𝑞ü𝑒𝑛𝑐𝑖𝑎 ∗ 𝑎𝑚𝑝𝑙𝑖𝑡𝑢𝑑 
En el cas de que la diferència de temps (𝑡𝑓 − 𝑡0)  superi el període assignat o l’output superi 
el valor de l’amplitud, l’output serà 0 i es tornarà a iniciar t0. 
if(primercop==1) 
 {gettimeofday(&tiniciprog, NULL); 
 gettimeofday(&iniTime, NULL); 
 primercop=0;} 
gettimeofday(&endTime, NULL); 
tmed=timeval_diff(&endTime, &iniTime); 
x=(1.0-tmed*frequencia)*amplitud; 
if (tmed>=1.0/frequencia) 
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 {x=0; 
 gettimeofday(&iniTime, NULL);} 
if (x>=amplitud) 
 {x=0; 
 gettimeofday(&iniTime, NULL);} 
 
Figura 11: Sortida de senyal triangular d'un 80% d’amplitud i 1.5 s-1 de freqüència 
 
Senyal sinusoïdal 
Per a generar aquest senyal es necessita  definir una amplitud i una freqüència del senyal que 
es desitja generar. En aquest cas l’amplitud definirà la distància pic a pic vertical del senyal 
sinusoïdal que es generarà, el valor mig del qual estarà situat a amplitud/2. 
El primer cop que s’executa aquest senyal es guarda el temps d’inici. Seguidament es calcula 
la freqüència angular(w): 
𝑤 = 𝜋 ∗ 𝑓𝑟𝑒𝑞ü𝑒𝑛𝑐𝑖𝑎 
Es calcula el temps posterior i el resultat de la diferencia amb el temps inicial serà la variable 
t. La funció que assigna el valor de l’output en forma sinusoïdal serà, en conseqüència: 
𝑟𝑘 =
𝑎𝑚𝑝𝑙𝑖𝑡𝑢𝑑
2
∗ (sin(𝑤 ∗ 𝑡) + 1) 
if(primercop==1) 
 {gettimeofday(&tiniciprog, NULL); 
 gettimeofday(&iniTime, NULL); 
 primercop=0;} 
float w=pi*frequencia; 
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gettimeofday(&endTime, NULL); 
t=timeval_diff(&endTime, &iniTime); 
x = amplitud*( sin(w*t)+1.0)/2.0; 
 
Figura 12: Sortida de senyal sinusoïdal d'un 80% d’amplitud i 1.5 s-1 de freqüència 
Control en llaç tancat 
Disseny del controlador 
L’objectiu d’aquest treball es la creació de un laboratori remot. Per tal objectiu s’ha 
implementat un controlador genèric per tal de poder modificar els diferents paràmetres del 
controlador lliurement, i poder visualitzar la resposta. Més endavant en aquest treball 
s’explicarà la forma amb que es permetrà modificar aquests paràmetres. En aquest apartat es 
definirà la equació emprada. 
L’equació general del controlador genèric és la següent: 
𝑈(𝑧)
𝐸(𝑧)
=
𝑎0 + 𝑎1 ∗ 𝑧 + 𝑎2 ∗ 𝑧2
𝑏0 + 𝑏1 ∗ 𝑧 + 𝑏2 ∗ 𝑧2
 
Essent U(z) la sortida i E(z) l’error a la entrada del sistema, si es realitza multiplicació creuada 
dels termes s’obté: 
𝑎0 ∗ 𝑈(𝑧) + 𝑎1 ∗ 𝑈(𝑧) ∗ 𝑧 + 𝑎2 ∗ 𝑈(𝑧) ∗ 𝑧2 = 𝑏0 ∗ 𝐸(𝑧) + 𝑏1 ∗ 𝐸(𝑧) ∗ 𝑧 + 𝑏2 ∗ 𝐸(𝑧) ∗ 𝑧2 
Com que el sistema ha de ser casual, multipliquem tots els termes per 𝑧−2, endarrerint-ho tot 
dos períodes de temps: 
𝑎0 ∗ 𝐸(𝑧) ∗ 𝑧−2 + 𝑎1 ∗ 𝐸(𝑧) ∗ 𝑧−1 + 𝑎2 ∗ 𝐸(𝑧) = 𝑏0 ∗ 𝑈(𝑧) ∗ 𝑧−2 + 𝑏1 ∗ 𝑈(𝑧) ∗ 𝑧−1 + 𝑏2 ∗ 𝑈(𝑧) 
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Com el que interessa és conèixer la sortida del sistema per a una determinada entrada aïllem 
U(z) sense endarreriments de temps: 
𝑈(𝑧) =
1
𝑏2
( −𝑏0 ∗ 𝑈(𝑧) ∗ 𝑧−2 − 𝑏1 ∗ 𝑈(𝑧) ∗ 𝑧−1 + 𝑎0 ∗ 𝐸(𝑧) ∗ 𝑧−2 + 𝑎1 ∗ 𝐸(𝑧) ∗ 𝑧−1 + 𝑎2 ∗ 𝐸(𝑧)) 
Aquesta és la equació general del controlador implementat en aquest projecte. Modificant les 
contents {a0,a1,a2;b0,b1,b2} es modifiquen els paràmetres del tractament de la informació 
disponible. 
Cal, per tant, memoritzar la sortida i l’error a la entrada fins a dos períodes previs al període 
del qual es vol obtenir la sortida. 
Si el que es desitja no és implementar un controlador genèric, s’ha facilitat la forma d’introduir 
un controlador PID i automàticament generar les constants corresponents al controlador 
genèric. 
Partint de la equació general d’un PID: 
𝑈(𝑧)
𝐸(𝑧)
= 𝐾𝑝 +
𝐾𝑖 ∗ 𝑇
2
∗
(𝑧 + 1)
(𝑧 − 1)
+
𝐾𝑑
𝑇
∗
(𝑧 − 1)
𝑧
 
On T és el període de mostratge. Si desenvolupem aquesta equació i aïllem U(z) obtenim la 
equació general que igualant els termes obtenim la equació que genera les constants de 
temps: 
𝑎0 = 2 ∗ 𝐾𝑑 
𝑎1 = 𝐾𝑖 ∗ 𝑇2 − 2 ∗ 𝐾𝑝 ∗ 𝑇 − 4 ∗ 𝐾𝑑 
𝑎2 = 2 ∗ 𝐾𝑝 ∗ 𝑇 + 𝐾𝑖 ∗ 𝑇2 + 2 ∗ 𝐾𝑑 
𝑏0 = 0 
𝑏1 = 2 ∗ 𝑇 
𝑏2 = 2 ∗ 𝑇 
Més endavant s’explicarà la forma amb la qual es permet indicar les constants de la equació 
general o per si al contrari es prefereix introduir un control PID. 
 
Control de processos amb sistemes de temps real Ernest Salas Colàs 
Treball de final de grau 
34 
 
Adaptació del hardware amb la planta 
Per tal de poder controlar la planta amb la BeagleBone Black, cal adaptar els valors de les 
senyals de les entrades i sortides del hardware amb les sortides i entrades, respectivament, 
de la planta. 
Per a fer control de velocitat requerim d’una entrada de 5V i la BeagleBone Black ofereix un 
voltatge de 3.3V. En la sortida de la planta obtenim un voltatge de fins a 12 V mentre que la 
BeagleBone Black nomes pot fer lectures analògiques entre 0 i 1.8V. 
Per a fer el control de posició requerim d’una entrada amb valors entre -5V i 5V i la BeagleBone 
tant sols pot oferir voltatges positius. En la sortida obtenim valors entre 12V i -12 V i la BBB 
només pot llegir valors positius d’entrada. 
Per a ajustar aquest nivells s’han dissenyat dos circuits, un per cada tipus de control. 
Adaptació de nivells per a control de velocitat. 
Aquest cas és el més senzill de tots. Per adaptar la senyal de sortida de la planta, tant sols 
requerim d’un divisor de tensió i d’un seguidor de tensió.  
 
Figura 13: Esquema del circuit d'adaptació del senyal de sortida de la planta per a velocitat 
Per adaptar la entrada es necessita d’un seguidor de tensió seguit d’un petit filtre que ens 
retorna el valor mitjà de la sortida pwm i un amplificador no inversor d’aquest valor mitjà. 
Control de processos amb sistemes de temps real Ernest Salas Colàs 
Treball de final de grau 
35 
 
 
Figura 14: Esquema del circuit d'adaptació del senyal de sortida de la BeagleBone Black per a velocitat 
 
Adaptació de nivells per a control de posició. 
El disseny del adaptador per al control de posició és una mica més complex. 
Per adaptar la senyal de sortida de la planta, es requereix d’un sumador per tal que el valor 
de la sortida sigui sempre positiu, i posteriorment, igual que en el control de velocitat, un divisor 
de tensió per tal d’ajustar el voltatge màxim a 1.8V. 
 
Figura 15: Esquema del circuit d'adaptació del senyal de sortida de la planta per a posició 
Per altra banda, per adaptar el valor de la sortida de la BBB (0V a 3.3V) a la entrada de la 
planta per al control de posició (-5V a 5V), cal un seguidor de tensió seguit d’un filtre i un 
amplificador restador.  
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Figura 16: Esquema del circuit d'adaptació del senyal de sortida de la BeagleBone Black per a posició 
 
Comprovació i validació del model 
Per tal de comprovar el model s’han realitzat, en un primer instant, diferents simulacions de 
cada un dels esquemes de l’apartat anterior utilitzant l’eina informàtica de simulació de circuits 
electrònics PSpice: 
 
Simulació 
Control velocitat 
Simulació del senyal de sortida de la BeagleBone Black (en verd) adaptat a la entrada de la 
planta (vermell). 
 
Figura 17:Simulació de l'adaptació del senyal de sortida de la BeagleBone Black per al control de velocitat. 
Simulació del senyal de sortida de planta (verd) adaptat a la entrada de la BeagleBone Black 
(vermell). 
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Figura 18: Simulació de l'adaptació del senyal de la sortida de la planta per al control de velocitat. 
Control Posició 
Simulació del senyal de sortida de la BeagleBone Black (en verd) adaptat a la entrada de la 
planta (vermell). 
 
Figura 19:Simulació de l'adaptació del senyal de la sortida de la BeagleBone Black per al control de posició. 
Simulació del senyal de sortida de planta (verd) adaptat a la entrada de la BeagleBone Black 
(vermell). 
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Figura 20: Simulació de l'adaptació del senyal de la sortida de la planta per al control de posició. 
Pràctica 
Després es va encarregar el muntatge dels diferents circuits al departament d’Enginyeria de 
Sistemes, Automàtica i Informàtica Industrial de l’Escola Tècnica Superior d’Enginyeria 
Industrial de Barcelona i un cop enllestit, es va comprovar el funcionament físic real en dues 
etapes: 
Una primera, introduint els voltatges d’entrada amb un generador de funcions ajustant els 
diferents paràmetres a valors similars als outputs de la planta i BBB i llegint la sortida amb un 
oscil·loscopi. Un cop comprovat que la sortida era la esperada, es realitza un primer ajust dels 
potenciòmetres del circuit. 
La segona etapa de comprovació, es realitza amb la planta i la Beaglebone Black, on amb 
l’ajuda d’un oscil·loscopi s’ajusten els diferents potenciòmetres de forma definitiva als valors 
finals desitjats. 
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Manipulació remota de la planta 
Per tal de manipular remotament el sistema de control, s’ha dissenyat un entorn gràfic, 
desenvolupat amb l’ajuda del programa de disseny de laboratoris remots Easy Java 
Simulations, per mitjà del qual es poden modificar els paràmetres de control del sistema i 
s’envien a la BeagleBone Black a través d’una connexió per Internet. 
Easy Java Simulations 
Easy Java Simulations, EJS, és un entorn gràfic de programació orientat al desenvolupament 
de simulacions científiques i tècniques. Aquest entorn permet desenvolupar simulacions Java 
a usuaris no experts en informàtica i desconeixedors de dit llenguatge. EJS genera appletts 
Java, l’avantatge d’aquest llenguatge resideix en que les applets que genera poden ser 
incloses en fitxer HTML, amb els beneficis que això implica en quant a ser aplicacions multi 
plataforma i emprades a Internet. 
EJS està basat en el principi de Model – Vista(Interfície gràfica) – Control. 
 Model: Conjunt de variables i equacions. 
 Vista o Interfície gràfica: Creació dels elements que formen la part visual del 
programa. 
 Control: Accions que l’usuari pot realitzar. 
Entorn desenvolupat 
Les necessitats d’aquest projecte  requerien obtenir 3 coses de l’entorn EJS. Primer de tot, es 
necessitava una passarel·la que permetés comunicar la BeagleBoard Black amb un dispositiu 
extern a través d’Internet. Un cop realitzada la comunicació, es requereix una forma senzilla 
de modificar certs paràmetres de l’algoritme de control i una forma visual i intel·ligible de 
visualitzar la sortida de la planta. 
Passarel·la de comunicació remota 
Per tal de realitzar la comunicació entre la BeagleBoard i el programa desenvolupat amb EJS 
resident en un ordenador extern, es va pensar que la millor forma per a fer-ho era per mitjà de 
sockets.  
Un socket no és res més que un “canal de comunicació” entre dos programes que corren 
sobre ordenadors diferents o fins hi tot dins d’un mateix ordenador. Des del punt de vista de 
programació, un socket no és més que un fitxer que s’obre d’una forma especial. 
Existeixen bàsicament dos classes de sockets: els orientats a connexió i els no orientats a 
connexió. 
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En el primer cas, ambdós programes han de connectar-se entre ells amb un socket i fins que 
no s’estableixi correctament la connexió, ningun dels dos pot transmetre dades. Aquesta es 
la part TCP del protocol TCP/IP, i garanteix que totes les dades arribaran correctament. 
S’empra quan la informació a transmetre es important, no es pot perdre cap dada i no importa 
que els programes es quedin “penjats” esperant o transmetent dades. Si un dels programes 
esta ocupat en alguna altra tasca i no atén a la comunicació, l’altre quedarà bloquejat fins que 
el primer llegeixi o escrigui dades. 
El segon cas, no es necessari que els programes es connectin, Qualsevol de ells pot 
transmetre dades en qualsevol instant, independentment de que l’altre programa estigui 
escoltant o no. És el denominat protocol UDP, i garanteix que les dades arriben són correctes, 
però no garanteix que arribin totes. S’utilitza quan prima que el programa no es quedi bloquejat 
i no importa que es perdin dades. 
Tot i que per aquest projecte prima que el programa de l’algoritme de control no es quedi 
bloquejat esperant a la comunicació, s’utilitzarà el protocol TCP/IP. Més endavant es veurà 
que l’algoritme de control i el de comunicació que s’executaran des de la Beaglebone Black  
funcionaran de forma paral·lela. 
A l’hora de comunicar dos programes, existeixen diverses possibilitats per a establir la 
connexió inicialment. La més utilitzada és la arquitectura client-servidor.  
Un dels programes ha de ser executat en espera de que un altre vulgui connectar-se a ell. El 
programa que funciona d’aquesta forma se’l denomina servidor.  
L’altre programa és el que dona el primer pas  en la comunicació. En el moment d’arrancar-lo 
o quan es necessita, intenta connectar-se al servidor. Aquest programa se’l denomina client. 
(Abellán, 2007)  
Com funciona? 
En aquest projecte el programa servidor s’ha implementat a la Beaglebone Black en C++, i el 
programa client s’ha desenvolupat amb Java en el programa creat amb l’ajut d’EJS. 
Per tal de realitzar qualsevol comunicació client-servidor entre distints programes és 
imprescindible conèixer: 
 Direcció IP del servidor 
 Port on s’establirà la comunicació 
Un cop es coneixen aquestes dades es comença amb la programació dels sockets. 
Amb C++ en Unix/Linux, els passos que ha de seguir un programa servidor són els següents: 
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 Obertura d’un socket mitjançant la funció socket(). Aquesta funció retorna un descriptor 
d’un fitxer normal. La funció socket() no fa absolutament res a part de retornar i preparar 
un descriptor de fitxer que el sistema, posteriorment, associarà a una connexió en xarxa.  
sockfd = socket(AF_INET, SOCK_STREAM, 0) 
 Avisar al sistema operatiu de que s’ha obert un socket i volem que associï el nostre 
programa a dit socket. Es aconsegueix per mitjà de la funció bind(). El sistema encara 
no atendrà a les connexions de clients. És en aquesta funció on s’indica el port on 
s’establirà la comunicació.  
bind(sockfd, (struct sockaddr *) &serv_addr, sizeof(serv_addr)) 
 Amb la funció listen() el sistema operatiu començarà a anotar la connexió de qualsevol 
client que es desitgi connectar al servidor esperant en una cua a l’espera de que la 
connexió sigui acceptada.  
listen(sockfd,5) 
 Acceptar les connexions dels clients amb el servidor es fa per mitjà de la funció accept(). 
Aquesta funció indica al sistema operatiu que accepti la connexió del següent client a la 
cua. Si no hi ha clients, es quedarà bloquejat fins que algun client es connecti.  
newsockfd = accept(sockfd, (struct sockaddr *) &cli_addr, &clilen) 
 Escriure i llegir dades del client, per mitjà de les funcions write() i read(), que són 
exactament les mateixes que s’utilitzen per a escriure o llegir un fitxer. Òbviament tant el 
client com el servidor han de conèixer quines dades esperen rebre, quines dades s’han 
d’enviar i en quin format. 
n = read(newsockfd,buffer,sizeof(buffer)) 
n = write(newsockfd,buff,sizeof(buff)) 
 Es tanca la comunicació i el socket, per mitjà de la funció close(), que es la mateixa que 
serveix per a tancar un fitxer. 
close(sockfd) 
 
Els passos que ha de seguir el programa client són els següents: 
 Obertura d’un socket, com en el servidor, per mitjà de la funció: 
javaSocket = new Socket(); 
 Sol·licitar connexió amb el servidor per mitjà de la funció connect(). Dita funció roman 
bloquejada fins que el servidor accepti la connexió o bé si no hi ha servidor en el lloc 
indicat. En aquesta crida s’ha de facilitar la direcció IP del servidor i el numero de port que 
es desitja. 
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((Socket)javaSocket).connect(new 
InetSocketAddress("192.168.7.2",5000),4000); 
 Escriure i rebre dades del servidor per mitjà de les funcions write() i read(). 
OutputStreamWriter out = new 
OutputStreamWriter(((Socket)javaSocket).getOutputStream()); 
        BufferedWriter bw = new BufferedWriter(out); 
        ((Socket) javaSocket).setTcpNoDelay (true); 
         String sendMessage =comanda; 
         bw.write(sendMessage); 
         bw.flush (); 
 
DataInputStream lectura = new 
DataInputStream((((Socket)javaSocket).getInputStream())); 
      strentrada=""; 
      while(!end) 
    { 
        bytesRead = lectura.read(messageByte); 
        strentrada += new String(messageByte, 0, bytesRead); 
        if (strentrada.length() == 20) 
        { 
            end = true; 
        }}} 
 Tancar la comunicació per mitjà de close(). 
((Socket)javaSocket).close();   
 
Codificació dels missatges 
Un cop establerta la connexió entre client i servidor cal codificar els missatges que es desitgen 
enviar per tal de poder ser interpretats. La codificació s’ha realitzat en forma de cadena de 
caràcters, d’aquesta forma és més intel·ligible a l’hora de programar i interpretar el codi.   
La següent taula mostra la codificació dels valors enviats des de el client (EJS) cap al servidor 
(BBB): 
 
Codi Significat 
“T0” 
No fer res 
“T1” 
Ficar en pausa l’algoritme de control 
“T2” 
Tornar a iniciar l’algoritme de control 
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“T31” 
Selecció control de velocitat 
“T32” 
Selecció control de posició 
“T41_amp” 
Referencia constant d’amplitud amp 
“T42_amp_freq” 
Referencia graó d’amplitud amp i freqüència freq 
“T43_amp_freq” 
Referencia rampa d’amplitud amp i freqüència freq 
“T44_ampl_freq” 
Referencia sinusoïdal d’amplitud amp i freqüència freq 
“T51” 
Selecció control en llaç obert 
“T52” 
Selecció control en llaç tancat 
“T61_a0_a1_a2” 
Indicació paràmetres del numerador del controlador de segon 
ordre. 
“T62_b0_b1_b2” 
Indicació paràmetres del denominador del controlador de segon 
ordre. 
 
Aquest missatges es descodifiquen per mitjà de la funció decode() en el servidor i s’interpreten 
corresponentment, emmagatzemant les dades rellevants en variables globals per tal de poder 
ser emprades per l’algoritme de control. 
 
Per altra banda el servidor envia al client un únic missatge com a resposta. Aquest missatge 
conté el temps en que s’envia el missatge, el valor de la sortida pwm de la BeagleBone Black 
en aquell instant i el valor de la sortida analògica de la planta. Aquest missatge es codifica per 
mitja de la funció codifica() del servidor i es descodifica en el client per a posteriorment traçar 
un gràfic, en temps real, d’aquest paràmetres. 
L’entorn gràfic 
Per a realitzar la comunicació remota amb la planta i poder desenvolupar un laboratori remot 
crear un entorn gràfic que permeti indicar o modificar certs paràmetres del control que es vol 
realitzar sobre el sistema. Així com trobar la forma de permetre connectar un dispositiu extern 
amb la BeagleBone Black. 
Amb l’ajuda de l’EJS s’ha creat un entorn que facilita aquesta tasca. Consisteix en dues 
finestres: una per la indicació de diferents paràmetres i una segona per a la visualització de 
les dades sobre un gràfic. 
Finestra control 
En aquesta finestra es disposa de un boto que en polsar-lo es connecta l’entorn amb la placa 
microcontroladora per mitjà del socket explicat anteriorment. Seguidament, es disposa d’uns 
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botons de selecció que permeten seleccionar si es desitja realitzar control de llaç tancat o en 
llaç obert sobre la planta. Al seleccionar un d’aquests botons la pantalla canvia mostrant tant 
sols els paràmetres que interessen per a cada tipus de control. 
Per al control en llaç obert es permet indicar la forma d’ona d’entrada a la planta (constant, 
graó, triangular o sinusoïdal) i la amplitud i freqüència d’oscil·lació d’aquest senyal. 
 
Figura 21: Finestra del entorn gràfic EJS en mode control de llaç obert 
Per al control de llaç obert, es permet indicar si es desitja introduir un controlador proporcional 
(P), un integrador (I) o derivatiu (D); i el valor d’aquests controladors. En cas que no es desitgi 
introduir un controlador PID, es permet indicar els paràmetres a0, a1, a2, b0, b1, b2 de la 
equació general d’un controlador. També disposa de dues caselles on s’indica l’amplitud del 
senyal de sortida que es desitja i el període de mostratge del control. 
  
Figura 22:Finestra del entorn gràfic EJS en mode control de llaç tancat 
 
Cada vegada que es vol enviar els paràmetres indicats al microcontrolador s’ha de prémer el 
botó envia. 
 
 
 
 
 
 
a0
a1 
a2 
b0 
b1 
b2 
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Apart, es disposa d’un botó de play-pause que permet indicar si es vol aturar en qualsevol 
moment el control del sistema. 
Finestra de visualització 
Aquesta finestra és un gràfic on es poden visualitzar la sortida del senyal pwm del 
microprocessador, la sortida de la planta o entrada del controlador, la referència i l’error entre 
la referència i la sortida de la planta. 
També disposa d’un botó de reset que permet esborrar les dades graficades. 
 
Figura 23: Finestra de visualització de l'entorn gràfic 
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Threads 
Les necessitats d’aquest projecte requereixen de la execució de dues tasques diferenciades 
de forma simultània: control i comunicació. La tasca de control però, requerirà de una major 
prioritat d’execució que la de comunicació, ja que interessa assegurar el control sobre el 
sistema. 
 A continuació s’introduirà a la execució de processos paral·lels i s’explicarà com s’ha cobert 
aquesta necessitat. 
Introducció  als processos paral·lels 
En general els sistemes informàtics de temps real destinats  al control i supervisió de sistemes 
físics són sistemes  que realitzen diferents tasques de forma simultània. Des d’un punt de vista 
de programació, la forma natural d’especificar el funcionament d’aquests sistemes és definir 
cadascuna de les tasques per separat. Posteriorment cadascuna de les especificacions 
donarà lloc a un programa estàndard que el sistema haurà d’executar. Cal tenir en compte 
que normalment les tasques són periòdiques amb períodes diferents o responen enfront a 
esdeveniments externs que es generen de forma asíncrona. (Departament ESAII, ETSEIB, 
UPC) 
Quan es pretén implementar algun tipus de comportament o funcionalitat en un sistema 
microprocessador, el que s’ha de fer és desenvolupar un programa. Un programa són un 
conjunt d’instruccions la execució de les quals realitza alguna funcionalitat. 
Un procés o tasca es pot entendre com un programa que s’està executant (l’execució d’un 
procés necessita de diferents recursos: temps de CPU, memòria, i arxius entre d’altres coses). 
El procés té associat un context d’execució composat pel valor dels registres (punter del 
programa, ...), i el valor de les variables (memòria en general) entre d’altres coses. Els 
processos s’executen de forma totalment independent, és a dir un procés no afecta a 
l’execució d’un altre. Una conseqüència d’aquest fet és que cada procés té la seva memòria 
que és independent de la memòria de la resta de processos. Aquesta funcionalitat és el SO 
qui la ofereix. 
Cal entendre, per tant, al programa com una entitat passiva i estàtica; mentre que el procés 
és una entitat activa i canviant. El programa esdevé un procés en el moment en que comença 
a executar-se. 
Un dels recursos més preuats d’un sistema microprocessador, és el temps de CPU. Per tant 
és necessari que hi hagi algun element del sistema operatiu encarregat de gestionar-lo. 
Aquesta tasca la realitza el que s’anomena el planificador de processos (scheduler). 
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El mètode seguit per determinar quin és el procés que s’ha d’executar, és el que s’anomena 
política de planificació. Les prestacions del sistema dependran fortament del tipus de política 
seleccionada. En general els sistemes de temps real segueixen polítiques de planificació 
basades en prioritats. És a dir, cada procés té assignada una prioritat, el procés actiu amb 
més prioritat és qui s’executa. 
Concepte de thread 
Els threads són el que habitualment s’anomena tasques lleugeres. Una tasca pot estar 
composta de diferents threads, cada thread és un fil d’execució, és a dir correspon a un tros 
de codi i un context d’execució propis. A diferència de les tasques el context dels threads 
únicament està format pel valor dels registres dels registres de la CPU. És a dir que la principal 
diferència entre una tasca i una tasca lleugera és que els threads comparteixen l’espai 
d’adreces (memòria). 
Donat que els threads són molt més petits que les tasques, totes les operacions són menys 
costoses en temps de CPU que les que es realitzen sobre tasques. Aquest fet fa que els 
threads siguin especialment adients per aprofitar al màxim les prestacions del sistema en que 
s’està treballant. 
Gestió dels threads 
La creació d’un thread es realitza amb la següent comanda: 
int pthread_create (pthread_t  *thread, const pthread_attr_t *attr, void 
*(*startroutine, void*), void *arg); 
 
Aquesta crida té 4 paràmetres: 
1. El primer dels quals correspon a una estructura de dades (pthread_t) en la que 
s’emmagatzemen totes les dades relacionades amb el thread que s’està creant. 
2. El segon paràmetre és una estructura de dades (pthread_attr_t) que permet indicar 
una sèrie de propietats del thread que s’està creant. 
3. El tercer és un punter al codi que ha d’executar el thread que s’està creant. 
4. L’últim paràmetre permet passar un paràmetre al thread en el moment de crear-lo per 
tal de parametritzar la seva execució. 
De manera similar existeixen les crides de pthread_exit, que indica la finalització d’un 
thread, pthread_kill que permet eliminar a un thread, o pthread_join que permet 
sincronitzar els threads. 
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Tal com s’ha indicat anteriorment la majoria de planificadors estan basat en prioritats 
estàtiques. Per aquest motiu existeixen funcions que permeten consultar i ficar la prioritat d’un 
thread. 
Consulta: sched_get_priority_max(policy1);//Maxima prioritat 
Assignació: pthread_setschedprio(thread1,prioritat); 
La funció principal (main()) quedaria doncs de la següent forma: 
int main() 
{ 
 pthread_t thread1, thread2; 
 pthread_attr_t thAttr1, thAttr2; 
 int policy1=0; 
 int policy2=0; 
 int max_prio_for_policy=0; 
 int min_prio_for_policy=0; 
 int iret1, iret2; 
 pthread_attr_init(&thAttr1);//s’inicialitza els atributs del thread 
 pthread_attr_init(&thAttr2); 
 pthread_attr_getschedpolicy(&thAttr1,&policy1); 
 pthread_attr_getschedpolicy(&thAttr2,&policy2); 
 max_prio_for_policy=sched_get_priority_max(policy1);//Maxima 
prioritat 
 min_prio_for_policy=sched_get_priority_min(policy2);//Mínima 
prioritat 
 pthread_setschedprio(thread1,max_prio_for_policy);//Assignació de la 
prioritat a l'atribut del thread 
 pthread_setschedprio(thread2,min_prio_for_policy); 
  
 pthread_attr_destroy(&thAttr1); 
 pthread_attr_destroy(&thAttr2); 
 
 iret1= pthread_create(&thread1,NULL,control,(void*) 1);//creem el 
thread 
 if (iret1) 
 { 
  cout<<"Error-pthreat_create() returncode: 1"; 
  return 0; 
 } 
 iret2= pthread_create(&thread2,NULL,comunicacio, (void*) 2); 
 if (iret2) 
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 { 
  cout<<"Error-pthreat_create() returncode: 2"; 
  return 0; 
 } 
 pthread_join(thread1,NULL); 
 pthread_join(thread2,NULL); 
 return 1; 
} 
Es pot observar que s’ha creat un thread per a la tasca de control i un thread per a la tasca de 
comunicació. La tasca de control disposa de prioritat màxima i la tasca de comunicació de 
mínima. 
Per tal de poder compilar el codi amb Linux, cal executar la següent comanda des del terminal 
en la direcció on es troba el codi que es vol compilar: 
g++ -pthread <nom codi>.cpp –o <nom codi> 
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Comprovació dels resultats 
Control en llaç obert 
Per tal de comprovar la resposta en llaç obert del sistema, començarem introduint un senyal 
graó de baixa amplitud (40% del màxim) i freqüència 0.5s-1. 
 
Figura 24: Finestra de control de llaç obert 
 
Figura 25: Finestra visualització mostrant la entrada (blau) i sortida (vermell) d'un senyal graó 
S’observa que la sortida (vermell) no s’ajusta del tot a l’entrada(blau). Aquest fet és normal 
en el control en llaç obert, donat que el sistema no te coneixement de l’error. 
Aquest fet queda més en relleu si el que introduïm de senyal d’entrada és una ona 
sinusoïdal: 
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Figura 26: Resposta (vermell) a un senyal sinusoïdal d'entrada (blau) 
 
Control en llaç tancat 
A continuació es mostra la resposta en llaç tancat de la velocitat. El set point és el 80% de la 
velocitat de gir màxima de la planta. S’ha controlat el llaç amb un controlador PI de Kp=3 i 
Ki=6 amb un període de mostratge de 0.01s.  
 
Figura 27: Finestra de control amb els paràmetres del llaç tancat 
En color blau es mostra el valor de la sortida pwm del microcontrolador, en vermell la resposta 
del sistema (process value), en verd el set point i en negre l’error. 
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Figura 28: Finestra de visualització 
Es pot comprovar que l’algoritme de control funciona correctament, amb un error nul de mitja 
i amb una desviació màxima <5%. 
Un altre exemple, en aquest cas el set point és del 50% i al llarg del temps de simulació s’han 
introduït pertorbacions al sistema amb un fre magnètic que disposa la planta. Aquesta ha estat 
la resposta: 
 
Figura 29: Finestra de visualització mostrant l'exemple amb pertorbacions 
Es diferencia clarament quan hi ha el fre magnètic actuant i quan no per l’augment i baixada 
del valor de la sortida pwm (blau). Tot i aquestes pertorbacions, la sortida (vermell) és manté 
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constant i igual al valor del set point (verd). Si s’observa l’error (negre) s’observa que és de 
mitja nul, la variació augmenta quan hi ha el fre magnètic actuant i disminueix quan no ho fa. 
Es pot afirmar doncs, que l’algoritme de control en llaç tancat és adequat. 
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Pressupost 
A continuació s’adjunta el pressupost de desenvolupament del projecte. Cal indicar que el que 
compra el client és el BeagleBone Black, el programa i la planta. 
Concepte Detall Quantitat Cost 
Cost d’enginyeria Enginyer tècnic 12 hores 111,00 € 
Enginyer superior 276 hores 2.837,28 € 
Components electrònics BeagleBone Black 2 unitats 90,00 € 
Unitat mecànica servo, 
marca FeedBack, ref 33-100 
1 2.510,00 € 
Font d'alimentació, marca 
Feedback, ref 01-100 
1 403,00 € 
Altres Condensadors, 
resistències, 
circuits 
integrats… 
6,50 € 
Us de sistemes 
informàtics 
Llicències Microsoft 
Office 
37,50 € 
Us de sistemes 
electrònics 
Generador de funcions 1 33,10 € 
Oscil·loscopi 1 51,98 € 
Font d'alimentació 1 44,85 € 
Ordenadors 1 137,50 € 
Despeses Consum elèctric  40,00 € 
Altres Material d'oficina i 
impressions 
 15,00 € 
Sub total       6.317,71 
€  
 IVA 21% 1.326,72 € 
Total   7.644,42 € 
 
Estudi d’impacte ambiental 
En aquest apartat es descriuen els efectes que aquest projecte i els seus components, són 
susceptibles de produir en el medi ambient al llarg del seu cicle de vida. 
Fabricació 
Per a la fabricació dels microprocessadors, es requereix una gran quantitat d’energia, i es 
generen fins a 700 vegades el pes del xip en residus, majoritàriament formats per restes de 
material (cristalls de silici), aigua i diferents productes químics.  
Per exemple, per a la fabricació d’un microprocessador de 2GHz es genera, en la seva 
fabricació, residus corresponents a 1.6 kg de combustible, 72g de diversos productes químics 
i 32 kg d’aigua. 
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Això és degut al procés de purificació del silici, el qual ha de disposar d’una puresa de quasi 
el 100% per a poder fabricar els circuits integrats. Aquesta purificació és realitza per mitja de 
diversos i successius cicles d’escalfament del material a temperatures molt elevades i 
decantament posterior. Finalment tant sols s’utilitza un 20% del material inicial. 
Vida útil 
Al llarg de la seva vida útil, els microprocessadors, consumeixen molt poca energia, quasi bé 
negligible.  
La potència total necessària per alimentar al sistema és d’uns 245W (Font alimentació 145W, 
la planta 50W, BeagleBone Black 2,3W i ordenador portàtil 45W), és  a dir uns 60 grams de 
CO2 per hora, quasi bé igual que la quantitat de C02 que genera una persona al respirar durant 
una hora i mitja(64,5g); és a dir menyspreable. 
Manteniment i reciclatge 
Actualment un sistema de còmput té un període d’utilitat que va des de un any a no més de 
dos o tres anys. Després d’aquest temps, el equip sol ser inapropiat i es considera obsolet. 
Aquest temps poden variar depenent de l’ús que se’n faci. Tot i que durant el període útil és 
molt provable que es requereixin fer actualitzacions de components dels diferents sistemes. 
Aquestes actualitzacions poden ser relatives al hardware o al software. Tot i que una 
actualització de software pot semblar, en un principi, que no genera residus, cada actualització 
de software pot involucrar l’ús de discos, manuals, llibres... a part algunes actualitzacions de 
software poden motivar un canvi de hardware per incompatibilitat per una que es suposi millor 
adaptada. 
Els residus obsolets o espatllats es tractaran segons el Real Decret 208/2005 del 25 de febrer, 
sobre aparells elèctric i electrònics i la gestió de residus.  
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Conclusions 
S’ha desenvolupat correctament el laboratori remot que es pretenia implementar des d’un 
principi. 
S’ha dissenyat un algoritme de control per a la velocitat ja sigui en llaç obert o en llaç tancat. 
S’ha estudiat la planta de proves podent així facilitar el càlcul del controlador que es desitja. 
S’ha creat un entorn gràfic senzill i entenedor a part de útil que permet modificar la majoria de 
paràmetres rellevants en el control automàtic d’un sistema, facilitant d’aquesta forma l’estudi 
de la planta i dels diferents controladors sense haver d’estar a prop del sistema. 
Durant les proves per tal d’adaptar un control sobre la posició del disc de la planta, alguna 
cosa va fallar i es va cremar el microprocessador de la BeagleBone Black i un potenciòmetre 
del dispositiu regulador de senyals d’entrada. Donada la falta de temps que va generar aquest 
problema, ja que no s’havia fet una copia de seguretat del programa des de feia 4 dies, es va 
decidir no incloure en aquest treball el control de posició. 
Tot i això, aquest treball serveix de base per al control de la planta de 3 dipòsits, deixant ja 
preparada la estructura general d’un controlador, la connexió remota amb una interfície gràfica 
i la forma de visualitzar els resultats del control sobre la planta en temps real. 
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ANEX 1: Codi del programa de proves 
#include <iostream> 
#include <math.h> 
#include <stdio.h> 
#include <unistd.h> 
#include <time.h> 
#include <fstream> 
#include <pthread.h> 
using namespace std; 
 
#define pi 3.1415926 
 
struct timespec delay; 
 
int periodPWM = 10000; 
int lenb = 23; 
int digin; 
int anin; 
float y13; 
float y19; 
float x = 0; 
int n = 2; 
float prova; 
float pas=0.001; 
 
void espera(); 
void activaciopins(); 
void pwm(); 
void lecturadig(); 
void lecturaanalog(); 
void escriuredig(int estat); 
 
int main() 
{ 
 activaciopins(); 
 while (1) 
 { 
  lecturadig(); 
  while (digin == 1) 
  { 
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   escriuredig(1); 
   lecturaanalog(); 
   espera(); 
   pas = anin / (4095.0 * 2); 
   pwm(); 
   lecturadig(); 
  } 
  escriuredig(0); 
  pwm(); 
 } 
} 
 
void espera(){ 
 delay.tv_sec = 0; 
 delay.tv_nsec = periodPWM * 50; 
 nanosleep(&delay, NULL); 
} 
 
void escriuredig(int estat) 
{ 
 ofstream digitalout; 
 digitalout.open("/sys/class/gpio/gpio67/value"); 
 digitalout << estat; 
 digitalout.close(); 
 
} 
void lecturadig() 
{ 
 
  ifstream digitalIn; 
  digitalIn.open("/sys/class/gpio/gpio48/value"); 
  digitalIn >> digin; 
  digitalIn.close(); 
 
} 
void lecturaanalog() 
{ 
 ifstream analogIn; 
  
analogIn.open("/sys/bus/iio/devices/iio:device0/in_voltage0_raw"); 
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 analogIn >> anin; 
 analogIn.close(); 
} 
 
void pwm() 
{ 
  //sortida pin13 sin(x) 
  y13 = periodPWM*sin(x); 
  //cout << "sin(" << x << ")=" << int(y13) << endl; 
  //sortida pin19 cos(x) 
  y19 = periodPWM*cos(x); 
  //cout << "cos(" << x << ")=" << int(y19) << endl; 
  x = x + pas*(n + (-1)); 
 
  //enviem la sortida pin13 
  ofstream fileDuty13; 
   
fileDuty13.open("/sys/devices/ocp.2/pwm_test_P8_13.15/duty"); 
  fileDuty13 << int(y13); 
  fileDuty13.close(); 
  //enviem la sortida pin14 
  ofstream fileDuty19; 
   
fileDuty19.open("/sys/devices/ocp.2/pwm_test_P9_14.16/duty"); 
  fileDuty19 << int(y19); 
  fileDuty19.close(); 
  espera(); 
 
  //actualitzacio de la direccio 
  if (x >= pi / 2.) 
  { 
   x = pi / 2.; 
   n = 0; 
  } 
  if (x <= 0) 
  { 
   x = 0; 
   n = 2; 
  } 
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 } 
 
void activaciopins() 
{ 
 cout << "inici compilacio"; 
 ofstream file;//Activar conversio A/D 
 file.open("/sys/devices/bone_capemgr.8/slots"); 
 file << "BB-ADC"; 
 file.close(); 
 
 ofstream file1;//Activem la sortida pwm 
 file1.open("/sys/devices/bone_capemgr.8/slots"); 
 file1 << "am33xx_pwm"; 
 file1.close(); 
 
 //Activem el pin13 PWM sortida 
 ofstream file2; 
 file2.open("/sys/devices/bone_capemgr.8/slots"); 
 file2 << "bone_pwm_P8_13"; 
 file2.close(); 
 
 //Activem el pin14 PWM sortida 
 ofstream file3; 
 file3.open("/sys/devices/bone_capemgr.8/slots"); 
 file3 << "bone_pwm_P9_14"; 
 file3.close(); 
 
 ofstream filePeriod;//Assignem el periode del PWM 
 filePeriod.open("/sys/devices/ocp.2/pwm_test_P8_13.15/period"); 
 filePeriod << periodPWM; 
 filePeriod.close(); 
 ofstream fileDuty;//Assignacio del factor de treball PWM; 
 fileDuty.open("/sys/devices/ocp.2/pwm_test_P8_13.15/duty"); 
 fileDuty << (100); 
 fileDuty.close(); 
 
 ofstream filePeriod2;//Assignem el periode del PWM 
 filePeriod2.open("/sys/devices/ocp.2/pwm_test_P9_14.16/period"); 
 filePeriod2 << (periodPWM); 
 filePeriod2.close(); 
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 ofstream fileDuty2;//Assignacio del factor de treball PWM; 
 fileDuty2.open("/sys/devices/ocp.2/pwm_test_P9_14.16/duty"); 
 fileDuty2 << (0); 
 fileDuty2.close(); 
 
 espera(); 
 espera(); 
 
 //Activem el pin15.9  entrada digtal (GPIO_48) 
 ofstream digital27; 
 digital27.open("/sys/class/gpio/export"); 
 digital27 << "48"; 
 digital27.close(); 
 //Indiquem direccio pin15.9 
 ofstream dir27; 
 dir27.open("/sys/class/gpio/gpio125/direction"); 
 dir27 << "in"; 
 dir27.close(); 
 
 //Activem el pin8.8  entrada digtal (GPIO_67) 
 ofstream digital67; 
 digital67.open("/sys/class/gpio/export"); 
 digital67 << "67"; 
 digital67.close(); 
 
 //Indiquem direccio pin15.9 
 ofstream dir67; 
 dir67.open("/sys/class/gpio/gpio67/direction"); 
 dir67 << "out"; 
 dir67.close(); 
 
} 
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ANEX 2: Codi del programa 
#include<pthread.h> 
#include<iostream> 
#include <sys/socket.h> 
#include <netinet/in.h> 
#include <arpa/inet.h> 
#include <stdio.h> 
#include <stdlib.h> 
#include <unistd.h> 
#include <errno.h> 
#include <string.h> 
#include <string> 
#include <sys/types.h> 
#include <time.h> 
#include<iostream> 
#include <math.h> 
#include <time.h> 
#include <fstream> 
#include <sys/time.h> 
#include <sstream> 
 
 
#define pi 4.*atan(1.) 
 
using namespace std; 
 
struct timeval iniTime, endTime, tenv, tiniciprog; 
struct timespec delay; 
 
bool comensa=0; 
bool vel_pos; 
bool separa; 
bool up=0; 
bool primercop=1; 
bool obert_tancat; 
 
float sortida; 
float entrada; 
float err; 
float referencia=0; 
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float a0=1.1; 
float a1=0.9; 
float a2=0.8; 
float b0=1.1; 
float b1=-0.9; 
float b2=-0.19; 
float error1; 
float error2; 
float sortida1; 
float sortida2; 
bool ok=true; 
 
 
char a; 
char b; 
char buff[20]=""; 
 
int lenb = 23; 
int digin; 
int anin; 
int n = 2; 
int tipusSortida; 
 
 
float amplitud; 
float frequencia; 
float rk; 
float periodPWM = 10000; 
float y13; 
float y19; 
float x = 0; 
float prova; 
float pas=0.001; 
float y; 
float permost; 
 
double tmed; 
double t; 
 
string stramplitud=""; 
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string strfrequencia=""; 
string stra0=""; 
string stra1=""; 
string stra2=""; 
string strb0=""; 
string strb1=""; 
string strb2=""; 
string strpermost=""; 
 
 
double timeval_diff(struct timeval *a, struct timeval *b); 
float calcul_referencia(); 
void codifica(); 
void decode(char comanda[20]); 
void *control(void *ptr); 
void *comunicacio(void *ptr); 
void error(const char *msg); 
void espera(); 
void activaciopins(); 
void enviar_pwm(float rk); 
void lecturadig(); 
void escriuredig(int estat); 
void lecturaanalog(); 
void esperat(float n); 
void calcul_lltancat(); 
 
int main() 
{ 
 pthread_t thread1, thread2; 
 pthread_attr_t thAttr1, thAttr2; 
 int policy1=0; 
 int policy2=0; 
 int max_prio_for_policy=0; 
 int min_prio_for_policy=0; 
 int iret1, iret2; 
 pthread_attr_init(&thAttr1); 
 pthread_attr_init(&thAttr2); 
 pthread_attr_getschedpolicy(&thAttr1,&policy1); 
 pthread_attr_getschedpolicy(&thAttr2,&policy2); 
 max_prio_for_policy=sched_get_priority_max(policy1); 
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 min_prio_for_policy=sched_get_priority_min(policy2); 
  
 pthread_setschedprio(thread1,max_prio_for_policy); 
 pthread_setschedprio(thread2,min_prio_for_policy); 
  
 pthread_attr_destroy(&thAttr1); 
 pthread_attr_destroy(&thAttr2); 
 
 iret1= pthread_create(&thread1,NULL,control,(void*) 1); 
 if (iret1) 
 { 
  cout<<"Error-pthreat_create() returncode: 1"; 
  return 0; 
 } 
 
 iret2= pthread_create(&thread2,NULL,comunicacio, (void*) 2); 
 if (iret2) 
 { 
  cout<<"Error-pthreat_create() returncode: 2"; 
  return 0; 
 } 
 
 pthread_join(thread1,NULL); 
 pthread_join(thread2,NULL); 
 
 return 1; 
} 
 
 
 
 
 
 
 
void *control(void *ptr)//funcio de control 
{ 
activaciopins(); 
espera(); 
 while(1) 
 {  
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  lecturaanalog(); 
  if(comensa){ 
  if (obert_tancat) 
  { 
    
   rk=calcul_referencia(); 
   enviar_pwm(rk); 
  } 
  else 
  { 
   calcul_lltancat(); 
   enviar_pwm(sortida); 
   esperat(permost*pow(10,9)); 
  
 
  } 
  } 
  else 
  { 
  enviar_pwm(0); 
  gettimeofday(&tiniciprog, NULL); 
  } 
  espera(); 
 } 
} 
 
 
 
void *comunicacio(void *ptr) //crea el socket 
{ 
int sockfd, newsockfd, portno; 
     socklen_t clilen; 
     char buffer[40]=""; 
 
     struct sockaddr_in serv_addr, cli_addr; 
     int n; 
     sockfd = socket(AF_INET, SOCK_STREAM, 0); 
     if (sockfd < 0)  
        error("ERROR opening socket"); 
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     bzero((char *) &serv_addr, sizeof(serv_addr)); 
 
     serv_addr.sin_family = AF_INET; 
     serv_addr.sin_addr.s_addr = INADDR_ANY; 
     serv_addr.sin_port = htons(5000); 
     if (bind(sockfd, (struct sockaddr *) &serv_addr, 
              sizeof(serv_addr)) < 0)  
              error("ERROR on binding"); 
 
     listen(sockfd,5); 
 
     clilen = sizeof(cli_addr); 
 
     newsockfd = accept(sockfd,  
                 (struct sockaddr *) &cli_addr,  
                 &clilen); 
     if (newsockfd < 0)  
          error("ERROR on accept"); 
     bzero(buffer,sizeof(buffer)); 
     n = read(newsockfd,buffer,sizeof(buffer)); 
     if (n < 0) puts("ERROR reading from socket"); 
     puts(buffer); 
 
     n = write(newsockfd,buff,sizeof(buff)); 
     if (n < 0) puts("ERROR writing to socket"); 
while(1) 
{     
 for(int k=0;k<40;k++) 
 { 
  buffer[k]=0; 
   
 } 
 
  for(int k=0;k<20;k++) 
 { 
  buff[k]=0; 
   
 } 
  
     codifica(); 
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     n = read(newsockfd,buffer,sizeof(buffer)); 
     if (n < 0) puts("ERROR reading from socket"); 
 
     n = write(newsockfd,buff,sizeof(buff)); 
     if (n < 0) puts("ERROR writing to socket"); 
 decode(buffer); 
} 
 enviar_pwm(0); 
     close(newsockfd); 
     close(sockfd); 
} 
 
void codifica()//codifica els valors a enviar 
{ 
 ostringstream ssa; 
 ssa<<anin/4096.0*100.0; 
 
 gettimeofday(&tenv, NULL); 
 double tempsenv =timeval_diff(&tenv, &tiniciprog); 
 
 ostringstream ssb; 
 ssb<<tempsenv; 
 
 ostringstream ssc; 
 ssc<<(rk*obert_tancat+sortida*!obert_tancat); 
 
 string str=ssa.str()+'_'+ssb.str()+'_'+ssc.str(); 
 strcpy(buff,str.c_str()); 
  
} 
 
void decode(char comanda[20]) //descodifica el misstage entrant 
{ 
 a=comanda[1]; 
 b=comanda[2]; 
 switch (a) 
 { 
 case '0'://Res 
  break; 
 case '1'://Comensa 
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  comensa=1; 
  break; 
 case '2'://Atura 
  comensa=0; 
  break; 
 case '3'://Vel-pos 
  if(b=='1') 
  {vel_pos=0;}//velocitat 
  else 
  {vel_pos=1;} 
  break; 
 case '4'://referencia llas obert 
  switch (b) 
  { 
   case '1'://constant 
    tipusSortida=1; 
    stramplitud=""; 
    strfrequencia=""; 
    for(int j=4;j<40;j++) 
    { 
     stramplitud=stramplitud+comanda[j]; 
    } 
    break; 
   case '2'://grao 
    tipusSortida=2; 
    primercop=1; 
    stramplitud=""; 
    strfrequencia=""; 
    for(int j=4;j<40;j++) 
    {  
     if(comanda[j]=='_') 
     {separa=true; 
     j=j+1;} 
     if(separa) 
     { 
     strfrequencia=strfrequencia+comanda[j]; 
     } 
     else 
     { 
     stramplitud=stramplitud+comanda[j]; 
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     } 
    } 
    separa=false; 
    break; 
   case '3'://rampa 
    tipusSortida=3; 
    stramplitud=""; 
    strfrequencia=""; 
    for(int j=4;j<40;j++) 
    {  
     if(comanda[j]=='_') 
     {separa=true; 
     j=j+1;} 
     if(separa) 
     { 
     strfrequencia=strfrequencia+comanda[j]; 
     } 
     else 
     { 
     stramplitud=stramplitud+comanda[j]; 
     } 
    } 
    separa=false; 
    break; 
   case '4'://sinus 
    tipusSortida=4; 
    stramplitud=""; 
    primercop=1; 
    strfrequencia=""; 
    for(int j=4;j<40;j++) 
    {  
     if(comanda[j]=='_') 
     {separa=true; 
     j=j+1;} 
     if(separa) 
     { 
     strfrequencia=strfrequencia+comanda[j]; 
     } 
     else 
     { 
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     stramplitud=stramplitud+comanda[j]; 
     } 
    } 
    separa=false; 
    break; 
  } 
  amplitud=::atof(stramplitud.c_str()); 
  frequencia=::atof(strfrequencia.c_str()); 
  break; 
 case '5'://obert - tancat 
  if(b=='1') 
  {obert_tancat=1;}//velocitat 
  else 
  {obert_tancat=0;} 
  break; 
 case '6':// llas tancat 
  int separapid=0; 
  switch (b) 
  { 
   case '1'://numerador 
    stra0=""; 
    stra1=""; 
    stra2=""; 
    primercop=1; 
    for(int j=4;j<40;j++) 
    { 
    if(comanda[j]=='_') 
     {separapid=separapid+1; 
     j=j+1;} 
    if(separapid==1) 
     { 
     stra1=stra1+comanda[j]; 
     } 
    else if (separapid==2) 
     { 
     stra2=stra2+comanda[j]; 
     } 
    else 
     { 
     stra0=stra0+comanda[j]; 
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     } 
 
    } 
    a0=::atof(stra0.c_str()); 
     
    a1=::atof(stra1.c_str()); 
    a2=::atof(stra2.c_str()); 
    break; 
 
   case'2'://denominador 
    strb0=""; 
    strb1=""; 
    strb2=""; 
    for(int j=4;j<20;j++) 
    { 
    if(comanda[j]=='_') 
     {separapid=separapid+1; 
     j=j+1;} 
    if(separapid==1) 
     { 
     strb1=strb1+comanda[j]; 
     } 
    else if (separapid==2) 
     { 
     strb2=strb2+comanda[j]; 
     } 
    else 
     { 
     strb0=strb0+comanda[j]; 
     } 
    } 
  
    b0=::atof(strb0.c_str()); 
    b1=::atof(strb1.c_str()); 
    b2=::atof(strb2.c_str()); 
 
    break; 
 
   case '3'://referencia i periode mostreig 
    stramplitud=""; 
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    strpermost=""; 
    for(int j=4;j<20;j++) 
    {  
     if(comanda[j]=='_') 
     {separa=true; 
     j=j+1;} 
     if(separa) 
     { 
     strpermost=strpermost+comanda[j]; 
     } 
     else 
     { 
     stramplitud=stramplitud+comanda[j]; 
     } 
    } 
    separa=false; 
    permost=::atof(strpermost.c_str()); 
    amplitud=::atof(stramplitud.c_str()); 
    break; 
   
  } 
  break; 
 } 
} 
 
 
 
void espera(){//50 nanosegons 
 delay.tv_sec = 0; 
 delay.tv_nsec =  50; 
 nanosleep(&delay, NULL); 
} 
 
void esperat(float n){//50 nanosegons 
 delay.tv_sec = 0; 
 delay.tv_nsec =  n; 
 nanosleep(&delay, NULL); 
} 
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void calcul_lltancat() 
{ 
  entrada=anin/4096.0*100.0; 
         err=amplitud-entrada; 
 
  sortida=1.0/b0*(-sortida1*b1-sortida2*b2 
+a0*err+a1*error1+a2*error2); 
         if (sortida>100) sortida=100; 
         if (sortida<0) sortida=0; 
   
         error2=error1; 
         error1=err; 
         sortida2=sortida1; 
         sortida1=sortida; 
  
}  
 
float calcul_referencia()//Determina la referencia en funcio de 
tipusSortida/amplitud/frequencia 
{ 
 
switch(tipusSortida) 
{ 
 case 1://Constant 
  if(primercop==1) 
  {gettimeofday(&tiniciprog, NULL); 
  primercop=0;} 
 
  x=amplitud; 
  break; 
 case 2://grao 
  { 
  float temps=1.0/(2.0*frequencia); 
  if(primercop==1) 
  { 
  gettimeofday(&iniTime, NULL); 
  primercop=0;} 
 
                gettimeofday(&endTime, NULL); 
  tmed=timeval_diff(&endTime, &iniTime); 
  if (tmed>=temps) 
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   { up=!up; 
    gettimeofday(&iniTime, NULL);} 
   
  x=amplitud*up; 
  break;} 
 case 3://rampa 
  if(primercop==1) 
  { 
  gettimeofday(&iniTime, NULL); 
  primercop=0;} 
 
  gettimeofday(&endTime, NULL); 
  tmed=timeval_diff(&endTime, &iniTime); 
  x=(1-tmed*frequencia)*amplitud; 
  if (tmed>=1.0/(frequencia)) 
  {x=0; 
  gettimeofday(&iniTime, NULL);} 
  if (x>=amplitud) 
  {x=0; 
  gettimeofday(&iniTime, NULL);} 
  break; 
 case 4://sinus 
  if(primercop==1) 
  { 
  gettimeofday(&iniTime, NULL); 
  primercop=0;} 
  float w=pi*frequencia; 
  gettimeofday(&endTime, NULL); 
  t=timeval_diff(&endTime, &iniTime); 
  x = amplitud*(1.01+sin(w*t))*0.5; 
  if(t>=2.0/frequencia) 
  {gettimeofday(&iniTime, NULL); 
  } 
  break; 
} 
   
 return x; 
} 
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void enviar_pwm(float x)//Envia el valor de la sortida 
{ 
  y13=periodPWM-x*periodPWM/100; 
 
  ofstream fileDuty13; 
   
                
fileDuty13.open("/sys/devices/ocp.2/pwm_test_P8_13.15/duty"); 
  fileDuty13 << int(y13); 
  fileDuty13.close(); 
  //enviem la sortida pin13 
  ofstream fileDuty19; 
   
} 
 
void lecturaanalog() 
{ 
 ifstream analogIn; 
 analogIn.open("/sys/bus/iio/devices/iio:device0/in_voltage0_raw"); 
 analogIn >> anin; 
 analogIn.close(); 
 
} 
 
void activaciopins()//Activa els pins de la BBB 
{ 
 cout << "inici compilacio"; 
 ofstream file;//Activar conversio A/D 
 file.open("/sys/devices/bone_capemgr.8/slots"); 
 file << "BB-ADC"; 
 file.close(); 
 
 ofstream file1;//Activem la sortida pwm 
 file1.open("/sys/devices/bone_capemgr.8/slots"); 
 file1 << "am33xx_pwm"; 
 file1.close(); 
 
 //Activem el pin13 PWM sortida 
 ofstream file2; 
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 file2.open("/sys/devices/bone_capemgr.8/slots"); 
 file2 << "bone_pwm_P8_13"; 
 file2.close(); 
 
 ofstream filePeriod;//Assignem el periode del PWM 
 filePeriod.open("/sys/devices/ocp.2/pwm_test_P8_13.15/period"); 
 filePeriod << periodPWM; 
 filePeriod.close(); 
 
 ofstream fileDuty;//Assignacio del factor de treball PWM; 
 fileDuty.open("/sys/devices/ocp.2/pwm_test_P8_13.15/duty"); 
 fileDuty << (periodPWM); 
 fileDuty.close(); 
 
} 
 
double timeval_diff(struct timeval *a, struct timeval *b){//resta de temsp 
transcorregut(a-b) 
  return 
    (double)((double)a->tv_sec + ((double)a->tv_usec)/1000000.0) - 
    ((double)((double)b->tv_sec + ((double)b->tv_usec)/1000000.0)); 
} 
 
 
 
void error(const char *msg)//misstage d'error 
{ 
    perror(msg); 
    exit(1); 
} 
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