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Abstract
Visualizing and simulating the behavior of formal models in an adequate and ﬂex-
ible way becomes increasingly important in the design of complex systems. With
GenGED, a tool is available which automatically generates a visual environment
to process (create, edit, check, simulate) visual models in a speciﬁed formalism (a
visual language). Both the speciﬁcation of the formalism and the model manipula-
tion are based on graph grammars. In this paper we present the means to transform
a formal model into diﬀerent application domain oriented views (scenario views).
We show how the behavior of the model is transferred to the views and animated
there (i.e. simulated in the layout of the application domain). Possible extensions
towards animation modules (animated scenario views deﬁned by GenGED that are
accessible from other tools) are discussed.
1 Introduction
The success of visual modeling techniques in computer science and engineering
resulted in a variety of methods and notations addressing diﬀerent applica-
tion domains and diﬀerent phases of the development process. To tackle the
problem of increasing complexity in modeling formalisms and in establishing
the required tool support for all variants of visual notations, meta-modeling
concepts for specifying visual modeling languages (VLs) have been developed
like e.g. the UML meta model [12].
The advantages of having a meta-model for a speciﬁc VL are clear: it
allows the automatic generation of a tool to check and build models in the
described formalism syntax. Instead of programming a whole application from
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scratch, it is only necessary to specify the kind of models we will deal with.
If this speciﬁcation is done visually, the time to develop a modeling tool can
be drastically reduced. The generated tool should be able to allow the con-
struction of valid diagrams for a speciﬁc visual language (VL diagrams) in an
editor component and to perform simulation of a VL model in a simulator
component. A VL model consists of a set of VL diagrams representing the
diﬀerent states of a system.
Therefore, the GenGED approach and environment for specifying visual
languages and generating visual environments to edit and simulate models
visually has been developed at the TU Berlin [1].
Despite the beneﬁts, the simulation of VL models (such as graph gram-
mars, Petri nets or statecharts) is often ineﬀective in the user validation pro-
cess. The behavior of a VL model based on (semi-) formal and abstract
notations may not always be comprehensible to users and thus turns the re-
quirements validation process less eﬀective.
This paper reports on work to facilitate the user validation process in an
application-oriented fashion. It is based on the GenGED approach and con-
siders model transformations from VL models into other (behaviorally equiv-
alent) models, so-called ”scenario views”. Scenario views present a VL model
in the layout of diﬀerent application domains. By the transformation of the
VL model to a view we may loose some information as a view might show
only some aspects of the system. The diﬀerent views reﬂect (parts of) the
behavior deﬁned in the VL model. Fig. 1 sketches the relation between VL
models (instances of a meta model, i.e. a VL speciﬁcation) and scenario views
in diﬀerent application domains.
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Fig. 1. Diﬀerent Views on Formal Models
View transformation is applied to the VL model as well as to the behavior
speciﬁcation of the VL model, thus realizing a consistent mapping of simula-
tion steps to animation steps in the respective scenario view. Consequently,
requirements can be interactively demonstrated and clariﬁed to produce an
improved VL model.
For certain modeling formalisms, such as Petri nets there are tools support-
ing model animation (see e.g. the SimPEP-tool for the animation of low-level
nets in PEP [8]). But, in contrast to such formalism-based approaches, the
generic framework GenGED oﬀers a basis for a more general formalization of
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VL model behavior which is applicable to various Petri net classes and other
visual modeling languages.
Other tools describing formalisms based on meta-modeling such as DOME
[3] or KOGGE [10] are more related to our approach, but they usually allow
only some kind of textual language to deﬁne the meta-model and to express a
model’s behavior. DiaGen [11] and ATOM3 [4] come closest to our approach as
they are both based on graph transformation for the deﬁnition of formalisms
and model behavior. Yet, in GenGED we focus on the visual deﬁnition of
visual languages and VL model manipulation and hence allow the combina-
tion of graph grammars with a variety of graphical layout options as basis for
a systematic deﬁnition of the relationship between a formal VL model and
corresponding animated scenario views.
The remainder of this paper details our approach by explaining the gen-
eration of VL models and scenario views in GenGED . The application of
the approach is illustrated by a model for the well-known Producer-Consumer
system.
2 Background Word: The GenGED Approach
GenGED (short for Generation of Graphical Environments for Design) is
based on the well-deﬁned concepts of algebraic graph transformation.
In GenGED, a VL is deﬁned by its type graph (the VL alphabet deﬁning
the symbols of a VL and their spatial relations) and a set of editing rules
limiting the number of meaningful models (syntax grammar). Visual models
(diagrams according to the alphabet) are internally represented by attributed
graphs (the abstract syntax) where the vertices deﬁne the symbols and the
edges relations between the symbols. Conceptually, the layout for each sym-
bol (the concrete syntax) is added to the abstract syntax by attributing the
symbol vertices by graphics and by deﬁning a graphical constraint satisfac-
tion problem (a Csp) over positions and sizes of graphics. The Csp deﬁnes
the spatial relations between diﬀerent symbols by restricting the scope of con-
straint variables and has to be solved by an adequate variable binding in each
diagram over the alphabet.
The process for the validation of requirements using GenGED is carried
out in two steps (see Fig. 2). At ﬁrst, a VL is speciﬁed by deﬁning an alphabet
and a syntax grammar. This VL speciﬁcation is used by an editor generator
to generate a VL speciﬁc editor. Secondly, the generated editor is used to edit
a VL diagram, the start diagram of the simulation grammar. The behavior
of the VL model is speciﬁed by simulation rules, where each rule represents a
state transformation from one possible state of the VL model to the next state.
All VL diagrams that can be generated by applying simulation rules comprise
the VL model. From this simulation speciﬁcation, a simulation environment
is generated allowing the developer to interact visually with the VL model in
order to demonstrate its various properties.
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Fig. 2. The GenGED Environment
The editing and the simulation steps in GenGED are realized by applying
graph grammar rules of corresponding graph grammars (syntax grammar or
simulation grammar) to the respective VL diagram in the generated visual
editor.
2.1 Example: Simulation of the Producer-Consumer System
Let us consider here simple component-based systems as example where com-
ponents communicate via channels. Fig. 3 (a) shows the alphabet for a VL to
visualize such systems. We have Components, Messages, Message Associations
and Channels as symbols, shown in the abstract syntax graph in the upper
part of Fig. 3 (a). The edges labeled s and t denote the source and target
relations of links.
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Fig. 3. (a) Visual Alphabet and (b) A Visual Model
In the lower part of Fig. 3 (a) we see the respective symbol layout: com-
ponents are drawn as rectangles with their names inside, messages are colored
circles containing text (e.g. address, sender, content,...), channels are thick
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lines connecting two components, and message associations are arcs connect-
ing a message and the component which is keeping the message currently. One
visual model according to this alphabet is depicted in Fig. 3 (b). Here, the
well-known Producer-Consumer system is modeled, where we have the com-
ponents Producer, Buﬀer, three Consumers, and some Good which is produced
by the Producer, passed to the Buﬀer, taken from the Buﬀer by a Consumer
and consumed by him. Note that we abstract from the notion ofMessage here:
a message can be anything to be passed between components, not just text.
The behavior of a VL model is expressed by a graph grammar (simula-
tion grammar) where the rules represent model modiﬁcation steps. For our
Producer-Consumer model, this simulation grammar is shown in Fig.4. Rule
matches from the left-hand side L to the right-hand side R are given by num-
bers. A negative application condition (NAC) speciﬁes a situation which must
not occur for the rule to be applied.
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Fig. 4. Simulation Grammar for the Producer-Consumer Model
The simulation rules allow to simulate the activities produce (the producer
produces a certain good), deliver (the good is sent to the buﬀer), remove (the
consumer removes the good from the buﬀer) and consume (the consumer con-
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sumes the good). In order to keep Fig. 4 simple, we omit the string attributes
CName and MText in the abstract syntax graphs. They are clear by the in-
scriptions of the corresponding symbols in the concrete syntax layer.
To apply one of these rules to the VL diagram (the graph depicted in
Fig. 3 (b)), we have to ﬁnd a mapping from the objects (nodes and edges) in
the left-hand rule side L to the objects in the graph. Moreover, the negative
application condition NAC of the rule must not be present in the graph. It
is easy to see that only one rule is applicable to the state in Fig. 3 (b),
namely rule remove. The application of a rule to a graph resulting in the
graph modiﬁed according to the rule is called a derivation. In the case of our
simulation grammar, the derivations are called simulation steps because the
rules model the changes from one system state to another. Fig. 5 illustrates
one simulation step. The rule remove is applied to graph G resulting in graph
H.
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Fig. 5. A Simulation Step for the Producer-Consumer Model
Note that a sequence of simulation steps still is visualized by sequences of
formal VL diagrams. In order to support an intuitive understanding of system
behavior, especially for non-experts in the speciﬁc formal model, it is desirable
to have a layout of the model in the application domain.
3 Animating VL Models: Relevant Issues
In order to represent the behavior of a VL model directly in a domain-oriented
layout, the system states, system invariants and variables need to be mapped
onto real-world objects and values. For example, a VL model specifying a
traﬃc control system may be represented in terms of objects such as cars,
diﬀerent colors of traﬃc signal lamps and a street crossing, etc. The choice of
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representations suitable for these objects depends on the nature of a problem
domain and its complexity, the preferences of users and the degree of their
expertise in the problem domain. We distinguish the representation of ob-
jects of a VL model from related images visualizing the context which can be
thought of as the ’scene’ or ’situation’ in which a VL model is interpreted.
The context can be closely coupled with the overall behavior of the VL model
under consideration and facilitates the users’ comprehension of this behavior.
Another issue concerned with capturing the process of visualizing dynamic
behavior, is the nature of animation. Animation images are either static or
dynamic. Static images are still and unchanging (e.g. the street in the traf-
ﬁc control system visualization). Dynamic representations, however, imply a
continuously changing set of images corresponding to some execution process
undergoing successive changes. Aspects such as what to visualise (e.g. should
a formal model be visualised as a whole or is it suﬃcient to visualise its compo-
nents individually?), and how to visualise it, are important aspects of dynamic
representations. Here, the nature of animation diﬀers considerably from the
notion of simulation as realized e.g. in GenGED . Simulation visualizes state
changes within the means of the VL model itself. The simulator sees a graph,
a statechart or a Petri net, where simulation steps are carried out by switch-
ing to another marking (of a Petri net) or by highlighting another state (in a
statechart). Moreover, simulation relies on discrete steps and cannot depict
continuous changes (e.g. there is no state between a marking of a Petri net
and the successor marking after a transition has been ﬁred).
It is widely accepted that eﬀective validation is performed when the users
observe dynamic representation of the system’s requirements. Thus, in this
paper, we advocate the integration of dynamic representations inGenGED on
top of the simulation features. It is very important that precision introduced
by the VL model is carried over to the visualization/animation stage in the
sense that the representation of a particular requirement should not deviate
from or even contradict the actual meaning of the requirement as given by the
VL model. The deﬁnition of images for animation as building blocks for so-
called scenario views, is a subjective activity which depends on the visualizers’
creativity and imagination as well as their interpretation of what a VL model
is for and how to convey the formal meaning through animation. Therefore,
it is necessary to scrutinize the relationship between a VL model and its
corresponding visualization to avoid the development of ad-hoc visualizations
that are not related to the VL model. Instead, scenario views should be
developed systematically and be driven by the underlying formal notation for
which the visualization is used. Hence, our approach is based on a formal view
transformation grammar which is used not only to transform the underlying
VL model to its new layout in the scenario view, but also to map the simulation
steps to animation actions in the scenaio view. These animation actions are
modeled by grammar rules enhanced by attributes for continuous changes of
objects such as motions or changes of size or color.
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4 Scenario Views for the Producer-Consumer Model
In this section, we explain how scenario views are deﬁned (new layout of the
abstract syntax of the formal model), and how the behavior of a VL model is
mapped consistently to a scenario view (view transformation grammar).
As an example, two scenario views for the abstract Producer-Consumer
model are considered for two diﬀerent application domains:
• a kitchen view, where the producer is a cook and the consumer is some
person eating the cakes which are produced by the cook and put onto a
table (the buﬀer) in front of the consumer;
• and a bottle machine view, where people can return empty bottles with
refundable deposit. The machine (the buﬀer) accepts an empty bottle from
a person (the producer). Then the bottle is transported via a conveyor belt
to a box (the consumer). The bottle falls into the box (it is consumed).
Fig. 6 shows a state of a Producer-Consumer model (for simplicity we
have only one consumer here), its abstract syntax and two snapshots of this
state according to the two diﬀerent application domains kitchen and bottle
machine. For both the VL model and its two views, the abstract syntax is the
same but the layout for the symbols is diﬀerent. Basically, the visual alphabet
is enriched by the new concrete syntax elements. For the deﬁnition of a new
scenario view, we have to ﬁnd a way to specify a new combination of the
abstract syntax and the (new) concrete syntax. These new combinations are
indicated in Fig. 6 by dashed lines from the abstract syntax to the concrete
syntax of the respective views: The producer is depicted in the kitchen view
as a cook standing besides a stove, whereas in the bottle machine view it is a
person who returns a bottle. The buﬀer corresponds to a table in the kitchen
view and to the bottle automat in the bottle machine view. The consumer
is shown as an eating or waiting person in the kitchen and as a red bottle
box in the machine view. The goods are either a cake (kitchen view) or a
bottles (machine view). Note that the channels speciﬁed in the formal model
are not depicted in the ﬁrst view but the second channel has a visualization as
conveyor belt in the second view such that the two views are not isomorphic
but structurally diﬀerent.
Within the GenGED framework, we suggest a generic approach to visual-
izing the animation of a system based on a VL speciﬁcation, a VL model and
a simulation grammar. The new combination of elements from the abstract
syntax and the new icons of the corresponding view (called view transfor-
mation) is formalized as a visual grammar based on the VL alphabet which
is now extended by the new graphics and layout constraints needed for the
domain-speciﬁc layout.
Fig. 7 shows the view transformation rules for both the kitchen view and
the bottle machine view. For both views, the left-hand sides L1, L2 and the
NACs NAC1, NAC2 coincide as they contain only elements of the abstract
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Fig. 6. Animation View Snapshots of a state of the Producer/Consumer System
syntax. In the right-hand sides, the new icons are connected to the abstract
symbols, and the required layout constraints are declared, e.g. a component
is visualized as a table if its CName attribute is ”Buﬀer”, but it is visualized
as a cook near a stove if its CName attribute is ”Producer”.
We have two rules for each of the three components in our visual model:
one rule deals with the state of the component without message, the other
transforms a state where a message is associated with a component. Graphical
constraints (not depicted here) ensure that the respective icons are positioned
adequately, e.g. that the cake is depicted on top of the stove or on top of the
table depending on the respective component name.
The simulation rules (see Fig. 4) are transformed into animation rules for
the scenario views deﬁning the state transitions in the new layout. We enforce
compatibility between animation and simulation rules by applying the view
transformation rules to the abstract syntax part of the NAC, the left-hand
side and the right-hand side of each simulation rule. The abstract syntax
of the simulation rule in the upper part of Fig. 8 models the activity deliver
where the good is transferred from the producer to the buﬀer. The animation
rule in the lower part of Fig. 8 shows the same activity in the kitchen scenario
view (the abstract syntax is the same as for the simulation rule). For the
view transformation, applicable rules from the view transformation grammar
(Fig. 7) are applied to the three graphs (NAC,L and R) of each simulation
rule. The dashed arrows in Fig. 8 indicate the formal view transformation
(graph derivation sequences) from the graphs of the simulation rule (NAC,L
and R) to the graphs of the animation rule (NACA, LA and RA). Note that
the abstract syntax of the animation rule parts NACA, LA and RA is the
same as depicted in the simulation rule parts NAC,L and R. In the example
shown in Fig. 8, the view transformation rule FullBuffer1 is applied to the
graph NAC, resulting in NACA, the rules BusyProd1 and EmptyBuffer1
are applied to graph L resulting in graph for the left-hand side LA, and,
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Fig. 7. Two View Transformation Grammars for the Producer/Consumer Model
ﬁnally, the rules IdleProd1 and FullBuffer1 are applied to R resulting in
the right-hand side RA of the animation rule.
The implementation of these concepts in the GenGED environment is
work in progress. We intend to enrich the resulting animation rules for the
scenario views by attributes realizing continuous changes of images such as
moving, appearing or disappearing, growing or shrinking. A graphical user
interface should allow the user to deﬁne these dynamic attributes visually,
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e.g. by drawing a required on-screen route interactively on the scenario back-
ground. This route can be regarded as parameter of an object’s ”move” at-
tribute. Dynamic rule attributes are evaluated (i.e. executed) during rule
application, such that not only discrete steps from one system state to an-
other are shown but rather a continuous change of the scene. In a feasible
GenGED user interface for handling diﬀerent views, the formal model should
be shown in one window, the views (one or more at a time) in other windows.
The triggering of the simulation steps (by selecting a simulation rule) is vi-
sualized in all scenario views (and the formal model itself) at once. If there
is a structural change in the formal model (such as adding a component),
then the scenario views are deprecated and must be revised, i.e. the view
transformation grammars must be adapted by the scenario view designer.
5 From Scenario Views to Animation Modules
Due to the generic and modular deﬁnition of syntax, behavior and animation
for formal visual models, the presented framework reduces considerably the
amount of work to realize a domain speciﬁc animation of a system’s behav-
ior. Yet, it would be even more desirable to have an interconnection between
GenGED and other tools supporting the deﬁnition of VL models, e.g. the
large world of Petri net or UML tools. The motives for such a tool interconnec-
tion are obvious: Petri net tools which are focussed on formal analysis of their
models could proﬁt from the animation view support oﬀered by GenGED,
whereas GenGED might export a Petri net to a Petri net tool for formal
analysis.
Within the Petri Net Baukasten [5] of the Petri Net Researcher Group,
the presented animation framework of GenGED is proposed to become an
extension of the functionality provided by the Petri net tool environment Petri
Net Kernel (PNK) [9] and by the external tools integrated over the PNK. In
order to oﬀer the features of GenGED to PNK users, an XML conversion be-
tween the XML ﬁle formats of the PNK and GenGED has been implemented
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[7]. Up to now, place/transition nets edited with the PNK can be converted
to the GenGED format and vice versa. Work is in progress to support the
conversion of other Petri net classes as well. An exchange then can take place
for nets belonging to net classes which are known both to GenGED (suitable
syntax and behavior grammars exist) and to the PNK (a speciﬁcation of the
Petri net class and its ﬁring rule exists). Thus, the generation of animation
views in GenGED becomes possible for Petri nets which have been edited by
the PNK or imported from other tools to the PNK.
A more open tool interconnection is a modular approach where the for-
mal model deﬁned elsewhere is not converted into the GenGED format and
then imported by GenGED, but where the tool wanting to perform an an-
imation, triggers animation steps by messages to GenGED encoding rule
applications for a speciﬁc animation view. This requires a library of anima-
tion views (animation modules) inGenGED and the ability to process remote
method invocation (as implemented e.g. by Java-RMI). A scenario for such a
modular use of animation views is described in [2]. Here, the integration of
the tools Platus, designed to construct simulation models and analyze their
performance, and GenGED for deﬁning animation modules is discussed.
6 Conclusion
We have reasoned about the beneﬁts of a visual environment for the employ-
ment of visual modeling techniques by discussing the GenGED approach.
In general, existing tools supporting visual modeling are restricted to a ﬁxed
visual modeling language. The advantage of the GenGED approach is to
support the generation of a small application speciﬁc visual modeling envi-
ronment including the systematic derivation of scenario views in the layout
of an arbitrary application domain. This is done by means of a formal view
transformation grammar, where the resulting animation rules are decorated
by attributes for continuous changes of images.
Future work will be done to enhance theGenGED environment in order to
model and check scenario views and to oﬀer animation features to other tools
via an interface for remote method invocation. More examples and larger case
studies using diﬀerent visual modeling techniques will be investigated to vali-
date the usefulness of our approach towards a rapid prototyping environment
for visual modeling, simulation and animation.
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