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Resumen del proyecto 
 
En este proyecto se persigue implementar un software cuyo principal objetivo es gestionar 
el registro de viajes que permitan transportar objetos entre distintas localizaciones del 
mapa. Para calcular las rutas que puede seguir un objeto hasta su destino se incluye un 
algoritmo de flujo máximo, el cual permite encontrar las soluciones con las que se pueden 
enviar la mayor cantidad posible de todo el conjunto de objetos disponibles para 
transportar. Todo ello puede representarse mediante un caso particular de grafo, en el que 
cada arista representa un viaje. La mayor novedad reside en que, debido a su naturaleza, 
hay que añadir a cada arista nuevos atributos adicionales a los ya comunes (dirección, 
sentido, etc.), los cuales son la capacidad, las fechas de salida y llegada, y la inexistencia de 
una restricción que limite el número de aristas entre dos nodos. 
 
Esta propuesta representa el modelo de funcionamiento de la ONG Labdoo, la cual se 
encarga de enviar ordenadores portátiles a colegios del tercer mundo a través de los viajes 
de sus usuarios. El software desarrollado en el proyecto será integrado en la plataforma web 
de la ONG, por lo que se incluyen todas las interfaces y herramientas necesarias para 
gestionar estos viajes, además de para crear un medio de comunicación entre la plataforma 
web y sus usuarios.  
 
De gran importancia resulta la sostenibilidad del proyecto. Los objetivos perseguidos por él 
se realizan teniendo en cuenta el impacto social, contribuyendo a mejorar la educación de 
los niños del tercer mundo; el impacto medioambiental, reduciendo  las emisiones de gases 
de efecto invernadero y la cantidad de basura electrónica generada; y por último el impacto 
económico, reduciendo casi a cero el coste provocado a la ONG, a los colegios con los que 






El proyecto nace de una entidad externa a la universidad, concretamente de la ONG 
Labdoo. Sus miembros se encontraron con la necesidad de implementar un software que 
agilizara parte de sus actividades. Tras ponerse en contacto con la Universitat Politècnica 
de Catalunya (UPC), se decidió adaptar el desarrollo del software a un proyecto final de 
carrera (PFC). Pese a que la idea surge por y para una entidad en concreto, la propuesta 
desea ser válida para cualquier organización que opere de una manera similar a la que lo 
hace Labdoo. Por tanto, resulta sumamente importante tener en conocimiento sus 
actividades para entender su naturaleza y los objetivos que se persiguen.  
 
Los elementos principales en los que se centra este proyecto son viajes. Éstos serán 
utilizados para transportar un conjunto de objetos desde su localización de origen hasta uno 
de los posibles destinos. Este envío puede realizarse mediante un único viaje o puede 
necesitar la encadenación de varios de ellos. El software, además de encargarse de la 
gestión de dichos elementos, encontrará todas las rutas que hagan posible el mayor número 
de envíos. Además, se incluye un sistema notificaciones entre el sistema y los usuarios. 
Éste servirá para, una vez obtenidas las posibles rutas, comunicar a las personas que van a 
realizar los viajes que es necesaria su colaboración para el transporte de los objetos.  
 
1.1 Contexto del proyecto  
 
Labdoo es una ONG formada por un grupo de estudiantes de la Universidad de California y 
entre la que se encuentran dos Ingenieros de Telecomunicaciones titulados por la UPC. 
Fundada en el año 2005, colabora estrechamente con la organización Ingenieros Sin 
Fronteras para reducir la fractura digital existente entre países ricos y pobres. Para ello, 
hace uso de tecnologías web 2.0, en colaboración con los usuarios que hacen uso de su 
plataforma web, momento en el que pasan a ser colaboradores directos. Actualmente cuenta 
con 300 usuarios registrados, pertenecientes a 44 países diferentes. 
 
Labdoo tiene dos principales objetivos. El primero de ellos es transportar ordenadores 
portátiles que se encuentran en desuso hasta colegios de todo el mundo que no disponen de 
medios propios para obtenerlos. El segundo objetivo que se persigue es la reducción de los 
residuos generados por las nuevas tecnologías, tanto en el reaprovechamiento de equipo 
informático como en el reciclado del material inservible [1]. 
 
La organización no cuenta con una infraestructura propia desde la que operar, sino que basa 
su actividad en la colaboración de usuarios individuales, universidades y diversas empresas. 
Todos ellos pueden participar en todas las fases de las que consta “el ciclo de vida” de un 
portátil dentro de Labdoo, el cual consta de las siguientes etapas [2]: 
 
- Donación del equipo: Una persona, universidad o empresa dona uno o más 
portátiles a la ONG al no estar siendo utilizados, por ejemplo, porque hayan sido 
sustituidos por equipos más modernos. 
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- Comprobación de hardware e instalación de software educacional: También 
llamado “saneamiento”. Se verifica si el equipo que ha sido donado funciona 
correctamente y si es apto para ser utilizado con fines educativos. Si es así, se borra 
su contenido y se instala en él la plataforma educacional Edubuntu. En caso 
contrario, se aprovechan las piezas posibles y se envía el resto de ellas a un centro 
de reciclado. 
 
- Almacenamiento: Mientras el ordenador portátil no tenga un destino asignado, es 
guardado por alguno de los colaboradores, ya sea un usuario, una universidad o una 
empresa. 
  
- Envío del portátil al colegio asignado: Los ordenadores asignados a alguno de los 
destinos  son enviados y entregados en mano por uno o más usuarios colaboradores 
de la organización. 
 
- Transporte del portátil a un centro de reciclado: Cuando el portátil no es reutilizable, 
ya sea al comprobar su hardware tras su donación o al estropearse alguno de sus 
componentes tras su uso en uno de los destinos, se almacenan las partes reutilizables 
y se busca un centro de reciclado al que enviar el resto de las piezas. 
 
Actualmente, las contribuciones de los usuarios se realizan mediante un portal web. Tras el 
proceso de registro, el usuario puede acceder a los recursos que dan la oportunidad de 
participar en alguna de las fases anteriormente explicadas. Esta parte es la denominada “red 
social de Labdoo”. Podría decirse que se trata del centro de operaciones de Labdoo, ya que 
es el lugar donde los colaboradores de todo el planeta pueden acceder conjuntamente para 
unirse a las actividades de la ONG [1].  
 
Los datos recogidos durante mayo del 2012 muestran que en total 588 ordenadores 
portátiles han sido etiquetados, de los cuales 156 ya han podido ser entregados a algunos de 
los 32 proyectos con los que participan. El resto de ellos se encuentra en fase de 
saneamiento o han sido etiquetados para su futura donación. 
 
Para terminar de entender con totalidad el contexto del proyecto, es necesario definir una 
serie de conceptos propios usados por la organización, y que van a mencionarse durante 




Un dooject es el objeto entregado voluntariamente por el usuario, el cual se desea 
transportar a uno de los colegios con los que colabora la ONG. En la actualidad un dooject 
representa un ordenador portátil, pero en el futuro Labdoo planea operar con más equipos 
tecnológicos. Por ello un dooject será un término general, que engloba todos los tipos de 








Un dootrip es un viaje registrado por un usuario en el sistema de forma voluntaria, ya sea 
de carácter personal o profesional. En él declara disponer equipaje libre para llevar uno o 




Un megadootrip es un conjunto de dootrips que permiten el transporte de un dooject desde 
su origen hasta uno de los posibles destinos. Un megadootrip estará formado por cero, uno 




Representan un punto donde los doojects pueden permanecer entre alguna de las fases de su 
ciclo de vida. Existen dos tipos de puntos de almacenamiento en Labdoo: 
 
- Hubs: Se trata de empresas o universidades que ofrecen almacenamiento fijo de un 
gran número de portátiles, en las que adicionalmente se realiza el proceso de 
saneamiento.  
 
- Usuarios individuales: Los usuarios del portal web pueden ofrecerse a almacenar 
portátiles su fuera necesario, lo cual resulta muy útil en ciudades en las que no 




Representan los destinos de los doojects. En el caso de Labdoo, se trata de colegios que han 
pedido la colaboración de la ONG para recibir portátiles que hayan sido donados, aunque 
durante la realización de este proyecto se ha generalizado sin centrarse en ningún tipo de 
institución en concreto. Éstos, tras ponerse en contacto con los miembros de Labdoo y tras 
un proceso de verificación de los datos, son añadidos como un nuevo destino de los 
doojects, indicando entre otros datos el número total que necesitan. Además, pueden ser el 







1.2  Objetivos del proyecto 
 
El proyecto se centra en ampliar la plataforma web actual de Labdoo, utilizada para llevar a 
cabo sus operaciones. Cuenta con todas las herramientas necesarias para la gestión de 
usuarios, registro de doojects y dootrips, y la actualización de los proyectos con los que se 
tienen acuerdos de colaboración. El proyecto se centra en los recursos denominados 
dootrips. Se intenta desarrollar un sistema automatizado que gestione permita calcular el 
conjunto de dootrips que permite enviar el mayor número de portátiles hasta los proyectos, 
aspecto que hasta la finalización del desarrollo de este software que se realizaba de forma 
manual. Además se busca una solución general, exportable y re-aprovechable. Es decir, 
aunque Labdoo sea la promotora de la idea, el propósito de este proyecto es que el software 
que se desarrolle pueda servir a cualquier ONG que opere con el mismo modelo. Por tanto, 
el tipo de objeto que se transporte y el tipo de proyecto con el que se colabore debe ser 
independiente a la hora de implementarlo y, posteriormente, utilizarlo. Los diferentes tipos 
de objeto serán agrupados de forma general, mediante el recurso llamado dooject, y tendrán 
como destino un proyecto, sin tener en cuenta de la índole que sea. Así pues, el software 
resultante debe ser independiente y auto-contenido en dichos conceptos. De una forma mas 
concreta, los objetivos perseguidos en este proyecto son los siguientes: 
 
Sistema de gestión de dootrips 
 
El software debe incluir todas las herramientas necesarias para la gestión de los dootrips. 
Como se ha dicho anteriormente, se desea que el software resultante sea independiente y 
auto-contenido. Actualmente, el portal web de Labdoo cuenta con un formulario de registro 
de dootrips, pero se desea implementar uno nuevo tomando como punto de partida el ya 
existente.  
 
Sistema automatizado de cálculo de megadootrips. 
 
El cálculo de las posibles rutas que puede realizar un dooject hasta uno de los destinos debe 
calcularse de forma automática. Teniendo en cuenta los recursos que entran en juego y el 




- Un conjunto de doojects repartidos por la geografía terrestre, 
 
- Un conjunto de dootrips que van a llevarse a cabo entre puntos de todo el 
planeta, 
 
- Un conjunto de localizaciones que pueden servir como punto de 
almacenamiento de doojects, 
 




Se desea implementar un algoritmo capaz de encontrar las rutas que permitan llevar el 
mayor número de doojects entre sus localizaciones de origen y la de los proyectos. 
Siguiendo la nomenclatura utilizada por Labdoo y seguida durante la memoria, el algoritmo 
debe encontrar los megadootrips que permitan transportar un mayor número de doojects. El 
PFC solo se centra en el envío de doojects a un tipo de proyecto final. En lo que a Labdoo 
se refiere, se busca calcular las rutas hasta los colegios, descartando los así los puntos de 
reciclado. 
 
Sistema de notificación de megadootrips. 
 
El proceso de contacto con los usuarios para programar el megadootrip ha de ser 
automático. Cuando se quiera llevar a cabo un megadootrip, el sistema debe ser capaz de 
avisar a los usuarios implicados y proporcionar la información necesaria para que éstos 
puedan ponerse en contacto y acordar un punto de encuentro para el intercambio de 
doojects. Este proceso se realizará únicamente con el consentimiento del usuario, y 
permitirá la interacción entre éste y el sistema.  
 
Sistema de visualización de recursos. 
 
La localización de los recursos disponibles en el sistema (doojects, dootrips, proyectos y 
doostorage) debe poder visualizarse en un mapa parecido al que ya existe en el portal web 
de Labdoo [3], añadiendo algunos cambios descritos con posterioridad. 
 
Independencia y autocontención del software. 
 
El implementado debe ser independiente del tipo de objeto que transporte y del proyecto al 
que se envíe, así como del contexto de los viajes registrados. El objetivo que se persigue es 
que cualquier ONG u otra entidad de índole parecida puedan utilizarlo para poder llevar a 







Para la fase de planificación es importante distinguir las distintas entidades que forman 
parte del proyecto. Por un lado tenemos a la ONG Labdoo, que actúa como cliente en el 
proceso de desarrollo y expresan las necesidades que desea que se hayan cumplido tras la 
finalización del proyecto. Sin embargo, uno de sus miembros actuará de codirector del 
PFC, por lo que participará junto al director y al alumno, ambos pertenecientes a la UPC, 
en el diseño del software. 
 
Tras varias reuniones con los clientes analizando y entendiendo sus necesidades y los 
requisitos que conllevaban, los objetivos que se deseaban cumplir fueron estudiados y 
posteriormente divididos en tareas de menor tamaño. Además, se necesitó un tiempo de 
formación, estudio y conocimiento sobre la plataforma de trabajo, las tecnologías utilizadas 
y las soluciones y alternativas que aportar para la implementación del software. 
 
2.1 Identificación de las tareas. 
  
Para facilitar la planificación del proyecto, se procedió a analizar los objetivos a cumplir y, 
posteriormente, a dividirlos en tareas más pequeñas según la fase del ciclo de vida del 




En primer lugar, se necesitó un periodo de reuniones con los clientes del proyecto. En ellas, 
Labdoo expuso sus necesidades y los objetivos que deseaba que el software cumpliera. 
Como consecuencia de estos encuentros se especificaron los objetivos descritos en el punto 
2.2 de éste documento, además de ciertas condiciones que debían respetarse, como la 
plataforma bajo la que sería desarrollado el software o el seguimiento del proyecto por 
parte del codirector y miembro de la ONG, con el que se mantuvo reuniones durante todo el 
proyecto.  
 
2.1.2 Estudio e investigación 
 
Una vez hecha la especificación, se procedió a estudiar las tecnologías de desarrollo con las 
que debería implementarse el proyecto. En este periodo se engloban los siguientes aspectos: 
  
- Conocimiento y estudio  de la plataforma de desarrollo. 
 
- Estudio del lenguaje de programación. 
 





De mayor importancia resultan el primer y, sobretodo, el último punto, debido al 
desconocimiento por parte del alumno en dichas materias. Adicionalmente, para el caso del 
algoritmo cabe destacar la complejidad en su estudio y posterior elección, debido a 
diferentes factores como podrían ser las múltiples variantes existentes que podían resolver 
el problema o la gran cantidad de posibilidades que podrían alterar el funcionamiento 
deseado del algoritmo. En este aspecto resulta de gran importancia resaltar la naturaleza del 
problema, sabiendo que se trata de viajes y el factor humano resulta ser clave para que el 
envío pueda realizarse correctamente. 
  
En el otro extremo se encontraba el lenguaje de programación utilizado, el cual no conllevó 




La tarea de diseño se centró en dos puntos que resultan muy importantes dentro del 
software desarrollado: 
 
- Base de datos. 
 
- Algoritmo de cálculo de megadootrips. 
 
La base de datos debía almacenar toda la información necesaria para cumplir todos los 
objetivos de éste proyecto. Como recordatorio y para entender mejor el proceso de diseño 
de la base de datos, veamos como es afectado por cada uno de ellos. 
 
- Gestión de dootrips: El sistema contendrá toda la información sobre los viajes 
registrados. 
 
- Cálculo de megadootrips: En la base de datos debe residir toda información 
necesaria para calcular los megadootrips y, posteriormente, para guardar los datos 
que ha calculado el algoritmo  
 
- Sistema de notificación: Al existir una interacción entre los usuarios y el sistema, es 
importante guardar el estado en que se encuentra según las peticiones y las 
respuestas de ambos.  
 
- Visualización: La localización de cada tipo de objeto representado en el mapa debe 
estar guardada dentro de la base de datos para su posterior visualización. 
 
- Independencia y autocontención: Dado que el software debe ser independiente y 
únicamente se centra en los elementos dootrip y megadootrip, no se ha de diseñar la 
forma en la que se almacenan los doojects, proyectos y doostorage. Sin embargo, si 
que hay que almacenar su relación con los megadootrips, como hemos visto en el 





En lo que al algoritmo se refiere, una vez se hubo realizado el análisis del problema que se 
planteaba y se hubo estudiado las diferentes posibilidades, se necesitaba adaptar un 
algoritmo ya existente que cubriera nuestras necesidades. Se eligió un algoritmo de máximo 
flujo, cuyo objetivo es buscar las rutas que permitan llevar el mayor número de objetos 
desde su origen hasta los destinos que haya disponibles. Debido a que el envío se realiza 
mediante una cadena de viajes, el algoritmo debe ser capaz de poder hacer la elección 
correcta teniendo en cuenta no solo el número de objetos que pueden enviarse por cada uno 





Tras la especificación y diseño del software, la siguiente fase que encontramos es la 
implementación. Ésta se podía dividir según lugar dentro de la estructura del proyecto y de 
la funcionalidad destinada a cumplir.  
 
- Base de datos: Implementación de la base de datos a partir el diagrama UML 
concluido en las fases anteriores. 
 
- Algoritmo: Algoritmo capaz de resolver el problema descrito anteriormente en las 
fases de especificación y diseño, además de guardar los datos resultantes en la base 
de datos. 
 
- Gestión de dootrips: Interfaces que permitan al usuario la creación, visualización, 
edición y eliminación de sus dootrips en el sistema. 
 
- Visualización de recursos: Mapa en el que se pueda observar la localización de los 
recursos disponibles: doojects, dootrips, doostorage y proyectos.  
 
- Sistema de notificaciones: Sistema de envío de correo electrónico entre el sistema y 
los usuarios de un megadootrip.  
 
- Administración del sistema: Interfaz mediante la cual el administrador del sistema 














Tras la implementación del software y justo antes de su entrega, existe un periodo de 
tiempo en el que se debe comprobar su correcto funcionamiento, además de que cumpla 




La última fase del proyecto está constituida por la documentación necesaria en el código, 






2.2 Planificación inicial 
 
Una vez hemos dividido los objetivos en tareas, podemos analizar la planificación que se 
planteo al iniciar el proyecto. En la siguiente tabla se muestra el número de horas que se 
estimo para cada una de ellas. 
 
Tarea Número de horas 
Especificación. 20 
Definición de los casos de uso. 20 
Estudio e investigación. 170 
Plataforma Drupal. 90 
Lenguaje de programación. 20 
Algoritmo. 60 
Diseño. 100 
Base de datos. 20 
Algoritmo. 80 
Implementación. 300 
Base de datos. 10 
Gestión de dootrips. 50 
Administración. 20 
Algoritmo. 120 
Sistema de notificaciones. 60 
Visualización de recursos. 40 
Testeo. 50 
Documentación. 100 
Total.   740 








2.3 Planificación final 
 
Una vez acabado el proyecto, es un buen momento para comparar la planificación inicial 
con el resultado obtenido finalmente. En primer lugar presentaremos la modificación de la 
tabla del apartado anterior, con el número de horas que se ha tenido que emplear en cada un 
a de las tareas. 
 
Tarea Número de horas 
Especificación. 20 
Definición de los casos de uso. 20 
Estudio e investigación. 170 
Plataforma Drupal. 90 
Lenguaje de programación. 20 
Algoritmo. 60 
Diseño. 110 
Base de datos. 20 
Algoritmo. 90 
Implementación. 560 
Base de datos. 20 
Gestión de dootrips. 30 
Administración. 40 
Algoritmo. 260 
Sistema de notificaciones. 150 
Visualización de recursos. 60 
Testeo. 80 
Documentación. 100 
Total.   1040 





Como podemos comprobar a continuación, existe una diferencia significativa entre el 
tiempo necesitado finalmente y el tiempo que se había estimado al comenzar el proyecto. 
Para cada una de las tareas se indica el número de horas adicionales que se necesitaron, o 
por el contrario el número de horas que sobraron. 
 
Tarea Número de horas 
Especificación. 0 
Definición de los casos de uso. 0 
Estudio e investigación. 0 
Plataforma Drupal. 0 
Lenguaje de programación. 0 
Algoritmo. 0 
Diseño. +10 
Base de datos. 0 
Algoritmo. +10 
Implementación. +260 
Base de datos. +10 
Gestión de dootrips. - 20 
Administración. + 20 
Algoritmo. +140 
Sistema de notificaciones. +90 
Visualización de recursos. +20 
Testeo. +20 
Documentación. 0 
Total.   +300 
Tabla 3. Diferencia entre el número de horas utilizadas en cada tarea y el número de horas que se había 
estimado para ellas. 
 
 
En la fase de implementación reside la mayor variación entre ambos valores. 
Concretamente, cerca del 85% del tiempo adicional se concentra en ella. Con los resultados 
en la mano, es importante analizar los motivos que han provocado esta situación, para así 
tenerlos en cuentas en futuros proyectos a la hora de estimar el tiempo de desarrollo. 
 
En primer lugar, el algoritmo requirió casi el doble de tiempo del planeado. La primera de 
las razones fue consecuencia de una fase de rediseño durante la implementación del 
proyecto. Como se ha mencionado en capítulos anteriores de este documento, las personas 
involucradas se reunían cada cierto tiempo para comprobar el estado del software y plantear 
ciertas ideas que podrían discutirse e introducirse, ya que al comienzo se estipulo que este 
proyecto estaría abierto a nuevos cambios con respecto a la estimación inicial siempre y 
cuando todos estuviéramos de acuerdo y resultara una aportación de importancia, y que 
permitirá optimizar sus resultados. Ese fue el caso del algoritmo. Durante su 
implementación apareció un nuevo requisito funcional que se describirá en el siguiente 
apartado. Este nuevo aspecto hizo que tuviera que volver a diseñar parte del algoritmo, 
afectando así a la implementación. Además, debido a su complejidad, resultó difícil estimar 




En segundo lugar, vemos como la tarea “sistema de notificaciones” también sufrió un 
aumento notable. La principal razón consistió en un análisis incorrecto de la complejidad de 
dicho proceso, pensando que los requisitos para ella serian inferiores a los que realmente se 
necesitaron. Adicionalmente, se tomaron decisiones en mitad del desarrollo del proyecto 
que añadían nuevas funcionalidades, aunque no resultaron tan costosas como las que se 
hicieron para el algoritmo. 
 
En el caso opuesto nos encontramos la gestión de dootrips, resultando más sencilla de lo 
que se había pensado al iniciarse el proyecto gracias a las facilidades que proporcionaba la 
plataforma bajo la que ha desarrollado. El resto de tareas se realizaron, aproximadamente, 
en el tiempo que se había estipulado. 
 
Por último, cabe mencionar que el alumno comenzó a trabajar desde el mes de Febrero, por 
lo que el tiempo de dedicación a la implementación no pudo ser tan constante como lo fue 
durante la mayoría del proyecto. Esto influye en el número de horas necesitadas para 
realizar alguna de las tareas, ya que se pudo comprobar que el rendimiento  no fue el mismo 










3. Análisis de requisitos. 
 
El análisis de requisitos consiste en una serie de tareas cuyo objetivo es determinar las 
necesidades que debe cubrir el software implementado, ya sea nuevo o la modificación de 
uno existente [5]. En el caso de este proyecto, nos encontramos ante un software que se ha 
de desarrollar desde cero, aunque una parte de él se basa en características ya existentes en 
el portal web de Labdoo. 
  
Estos requisitos nacen a partir de las reuniones entre el cliente y las personas encargadas de 
desarrollar el software. En primer lugar, la organización Labdoo expuso el problema que el 
software deseaba resolver, además de aspectos adicionales se debían cumplir. Tras la 
primera toma de contacto, en las siguientes reuniones tuvo lugar un intercambio de ideas y 
la consecuente discusión por parte del director, los clientes y el alumno sobre la manera en 
la que enfocar la solución al problema. A raíz de todas estas reuniones se acordaron la serie 
de requisitos que se exponen en este punto de la memoria. Cabe destacar que, al actuar uno 
de los clientes como codirector del PFC, las reuniones se mantuvieron durante todas las 
fases del desarrollo del software, por lo que la lista de requisitos se mantuvo flexible a 
cambios durante todo el proceso. 
 
Los requisitos pueden dividirse en dos grupos: los requisitos funcionales y los no 
funcionales. 
 
3.1 Requisitos funcionales 
 
Los requisitos funcionales de un software definen las características y funcionalidades que 
éste debe cumplir obligatoriamente tras finalizar su proceso de desarrollo [6], una vez 
entregado al cliente en caso de haberlo. Los pertenecientes a este proyecto se pueden 
dividir en bloques, según al objetivo al que estén destinados: 
 
Gestión de dootrips 
 
1. Los usuarios podrán registrar dootrips en el sistema, además de tener la posibilidad de 
editarlos y eliminarlos, siempre y cuando les pertenezcan. 
 
Cálculo de megadootrips 
 
2. El sistema contendrá un algoritmo capaz de calcular las rutas que hagan posible el envío 
del mayor número de objetos hasta los proyectos de destino. 
 
Sistema de notificaciones 
 
3. Existirá un sistema de notificaciones que, después de calcular un megadootrip, avisará a 





4. Los usuarios que hayan recibido una notificación de participación en un megadootrip 
deben tener la posibilidad de aceptar o rechazar tomar parte en él. 
 
5. El sistema debe almacenar las respuestas de los usuarios para no volver a introducir a 
un usuario en un megadootrip que haya sido rechazado con anterioridad. 
 
 
Administración del software 
 
6. El algoritmo podrá activarse de forma manual por el administrador o ejecutarse de 
forma automática cada cierto tiempo. 
 
7. El administrador podrá configurar ciertos parámetros que afectan al algoritmo, como 
son el tiempo mínimo que debe pasar entre dootrips de un mismo megadootrip, el 
tiempo mínimo que debe transcurrir entre la fecha del cálculo y la salida del primer 
dootrip, o la posibilidad de elegir qué algoritmo utilizar, si existiera más de uno. 
 
8. La activación del sistema de notificaciones podrá configurarse para que tenga lugar 
manual o automáticamente. 
 
9. El administrador podrá configurar el tiempo de retraso existente entre el cálculo de 
megadootrips y la activación del sistema de notificaciones, siempre y cuando esté 
configurado para trabajar de forma automática.  
 
10. El orden en el cual los proyectos son seleccionados para buscar rutas dentro del 
algoritmo puede ser configurado por varios criterios diferentes. 
 
11. El sistema debe ser capaz de buscar la información necesaria de doojects y proyectos en 
la base de datos según el nombre de la tabla y de los cambios que ha indicado el 
administrador en el panel de administración. 
 
12. El sistema debe ser capaz de buscar la información necesaria de los doostorage en la 
base de datos en varias tablas distintas, según los nombres de las tablas y campos 
indicados por el administrador en el panel de administración. 
 
13. El sistema debe proporcionar las opciones necesarias para que el administrador pueda 
gestionar el nivel de seguridad de cada interfaz desarrollada. 
 
Visualización de recursos 
 
14. El software debe contener un mapa en el que se pueda observar la localización de los 
doojects, dootrips, doostorage y proyectos existentes en la base de datos. 
 
15. El usuario debe tener la posibilidad de elegir los tipos de recursos que desea visualizar 




3.2 Requisitos no funcionales. 
 
Los requisitos no funcionales de un software son aquellos que establecen condiciones y/o 
restricciones que deben cumplirse durante su desarrollo y/o en su resultado final [4]. 




- El software desarrollado se hará como un módulo del gestor de contenidos Drupal 
v6.x. 
 








- La base de datos implementada debe ser utilizable con cualquier base de datos 
soportada por Drupal v6.x. 
 





- El algoritmo desarrollado en el proyecto debe ser una adaptación de un algoritmo de 
flujo máximo ya existente. Se requerirá un estudio del coste de dicho algoritmo para 





















Una vez se han acordado los requisitos funcionales del software, se pasa a la fase de 
especificación [5], en la que dichos requisitos son formalizados en los denominados “casos 
de uso”. Estos consisten en una descripción de las tareas que puede ejecutar cada uno de los 
usuarios del sistema [6].  
 
En este apartado vamos a describir los tipos de usuario que reconoce nuestro sistema. 
Posteriormente se incluirán los diagramas de casos de uso de cada uno de ellos, y por 




En un caso de uso, se entiende por actor a todo aquel usuario que accede al sistema para 
satisfacer sus necesidades a través del servicio que se le ofrece [6]. Los actores se dividen 
según el rol que tengan, y un actor puede permanecer a varios roles distintos.  
 
Como se ha descrito en los requisitos no funcionales del sistema, el software implementado 
se trata de un módulo del gestor de contenidos Drupal [7]. Éste ya cuenta con un sistema de 
gestión de usuarios, encargado de dividir los usuarios según el rol que tengan, pero permite 
restringir el acceso a las funcionalidades según las opciones proporcionadas por el módulo 
que las implementa [8]. 
 
Así pues, el software desarrollado en este proyecto puede definir unas restricciones que se  
utilizarán por defecto, pero debe seguir las indicaciones establecidas en el manual de 
desarrollo de Drupal para proveer al administrador la opción de cambiarlas para cada rol de 
usuarios del que disponga. 
 
Los roles de usuarios definidos por defecto en Drupal con los siguientes: 
 
- Administrador: Usuario con permisos para gestionar y configurar todos los aspectos 
del portal web. 
 
- Usuario autentificado: Usuario que ha accedido al sistema mediante un nombre de 
usuario y contraseña, pero que no dispone de permisos de administrador. 
 









4.2 Diagrama de los casos de uso. 
 
Un usuario podrá realizar únicamente las acciones a las que tiene permiso de acceso, 
definido por el rol o roles a los que pertenece. El módulo desarrollado no se encarga de 
gestionar los roles de usuario, como hemos visto anteriormente, por lo que definiremos los 
casos de uso utilizados por defecto por el software. Cabe destacar que en él se  
proporcionan las herramientas necesarias para que el administrador del portal web pueda 
cambiar la configuración. Los casos de uso descritos en este apartado y en el siguiente son 




Las acciones que puede realizar un usuario con el rol de administrador pueden dividirse 
según los elementos en los que se centre. En primer lugar el administrador será el único 
capaz de gestionar los megadootrips. Como se ha explicado en los requisitos funcionales, 
debe existir la posibilidad de que los megadootrips sean visualizados, cancelados y 
notificados. Además, este tipo de usuario podrá formar parte de ellos si ha registrado algún 
dootrip, por lo que podrá aceptar o rechazar participar en él dado el caso, además de 







El administrador puede gestionar sus propios dootrips, en lo que se refiere su registro, 
visualización, edición y eliminación. Además, tendrá acceso a la localización de todos los 





Por último, este tipo de usuario es el único que puede configurar el funcionamiento del 
software. Debido a que ciertos datos no son gestionados en este proyecto (doojects, 
proyectos, doostorage…), se necesita indicar el modo en que nuestro módulo accederá a 
ellos. Adicionalmente, podrá establecer qué algoritmo utilizar para el cálculo de 
megadootrips, además de los parámetros del cálculo (tiempo mínimo entre dootrips, fecha 









Cualquier usuario autentificado en el sistema, pero sin roles de administración, podrá 
gestionar sus dootrips, es decir, registrarlos, visualizarlos, eliminarlos y editarlos. También 
podrá comprobar la localización de todos los recursos registrados en el sistema mediante el 






Dado que el usuario autentificado tiene la posibilidad de registrar dootrips, el algoritmo 
puede seleccionar alguno de ellos para participar en un megadootrip. El usuario puede 
acceder a formar parte de él o rechazar dicha posibilidad. Por último, podrá editar la 







El usuario anónimo podrá acceder a la comprobación de la localización de recursos, ya que 
al ser un software pensado para una ONG se busca cierta transparencia de cara a la 
sociedad. Así pues, en todo momento se podrá visualizar el mapa encargado de ello, 








4.3 Descripción de los casos de uso. 
 
El siguiente paso dentro de la especificación es describir los casos de uso indicados en los 
diagramas anteriores. Para cada uno de ellos, indicaremos la siguiente información: 
 
- Actores: Actores que participan en él. 
 
- Descripción: Resumen de la funcionalidad conseguida. 
 
- Flujo normal: Pasos de la interacción entre el actor y el sistema si ésta transcurre sin 
problemas. 
 
- Flujo alternativo: Pasos alternativos a la interacción entre el sistema y el usuario si 
ha existido algún hecho que haya interrumpido el flujo normal. 
 
- Pre-condición: Restricciones satisfechas previamente a la ejecución del caso de uso. 
 
- Post-condición: Estado en el que se encuentra el sistema al finalizar el caso de uso 




4.3.1 Visualizar mapa. 
 
Actores Usuario anónimo, usuario autentificado, administrador.  
Descripción El usuario podrá acceder a un mapa proporcionado por Google Map en el que 
visualizar la localización de doojects, dootrips, doostorage y proyectos registrados 
en el sistema.  
Pre-condición 
La localización de los recursos ha sido calculada, y viene dada por su longitud y 
latitud.  
Post-condición -  
  Flujo normal 
  Usuario Sistema 
  
 El usuario accede a la interfaz que 
muestra el mapa desde el menú de 
navegación.   
  
El sistema comprueba qué recursos 
desea visualizar el usuario en el mapa. 
Flujo 
alternativo 
 Si es la primera vez que el usuario accede al mapa, los recursos que se muestran 









4.3.2 Elegir recursos del mapa. 
 
Actores Usuario anónimo, usuario autentificado, administrador.  
Descripción 
El usuario dispondrá, junto al mapa de visualización, de un conjunto de opciones 
que le permita elegir qué recursos deben mostrarse en él. Estos recursos son los 
doojects, dootrips, doostorage y proyectos.  
Pre-condición 
La localización de los recursos ha sido calculada, y viene dada por su longitud y 
latitud.  
Post-condición El mapa muestra sólo los recursos indicados por el usuario.  
  Flujo normal 
  Usuario Sistema 
  
 El usuario accede a la interfaz que 
muestra el mapa desde el menú de 
navegación.   
  
El sistema muestra el mapa con los 
recursos que indicó el usuario la última 
vez que accedió a él, además de las 
opciones necesarias para que pueda 
cambiar los recursos que se están 
mostrando. 
 
El usuario selecciona los recursos que 
desea visualizar a través de las opciones 
proporcionadas por el sistema.  
  
El sistema comprueba los datos 
introducidos por el usuario y cambia los 
recursos que se están visualizando por 
los nuevos valores. 
Flujo 
alternativo 
 Si es la primera vez que el usuario accede al mapa, los recursos que se muestran 




















4.3.3 Registrar dootrips 
 
Actores Usuario autentificado, administrador.  
Descripción 
El sistema cuenta con un formulario de entrada de datos mediante el cual el 
usuario puede introducir sus nuevos dootrips. La información proporcionada por el 
usuario es la siguiente: 
- Origen y destino. 
- Fecha de salida del origen y de llegada al destino. 
- Número de días que podría almacenar los doojects en el origen y en el 
destino. 
- Número de doojects que podría enviar. 
- Información mediante la cual poder contactar con él. 
- Comentarios adicionales que el usuario desee aportar. 
Pre-condición  -  
Post-condición  El sistema añade la información del nuevo dootrip en la base de datos. 
  Flujo normal 
  Usuario Sistema 
  
El usuario accede al formulario de 
registro de dootrips mediante el menú 
de navegación.    
  
El sistema muestra el formulario de 
registro de dootrips. 
 
El usuario rellena, como mínimo, todos 
los datos obligatorios del formulario.  
  
El sistema comprueba los datos de 
entrada. Si son correctos, los almacena 
en la base de datos y confirma el 
registro del nuevo dootrip al usuario. 
Flujo 
alternativo 
Si los datos introducidos por el usuario no siguen un formato válido o no cumplen 
los requisitos definidos, se le notifica al usuario el error y se resaltan los campos 


















4.3.4 Visualizar dootrips. 
 
Actores Usuario autentificado, administrador.  
Descripción El usuario podrá visualizar la lista de dootrips que ha registrado.  
Pre-condición -   
Post-condición -  
  Flujo normal 
  Usuario Sistema 
  
El usuario accede a la interfaz que 
muestra la lista de dootrips que ha 
registrado mediante el menú de 
navegación.    
  
El sistema recupera de la base de datos 
todos los dootrips que ha registrado ese 
usuario y los muestra en una lista. 
Flujo 
































4.3.5 Editar dootrips 
 
Actores Usuario autentificado, administrador.  
Descripción El usuario podrá modificar la información de los dootrips que haya registrado.  
Pre-condición El dootrip no ha sido seleccionado para formar parte de un megadootrip.  
Post-condición 
El dootrip modificado contiene la nueva información proporcionada por el 
usuario.  
  Flujo normal 
  Usuario Sistema 
  
El usuario accede a la interfaz que 
muestra la lista de dootrips que ha 
registrado mediante el menú de 
navegación.    
  
El sistema recupera de la base de datos 
todos los dootrips que ha registrado ese 
usuario y los muestra en una lista. 
 
El usuario selecciona el dootrip que 
desea modificar.  
  
El sistema recupera la información del 
dootrip seleccionado, y la muestra en un 
formulario idéntico al de registro. Los 
campos del formulario contienen los 
datos del dootrip proporcionados por el 
usuario en el registro o en su última 
edición. 
 
El usuario modifica la información 
deseada y envía los nuevos datos.  
  
El sistema comprueba los datos de 
entrada. Si son correctos, actualiza la 
información en la base de datos y 





- Si el usuario intenta acceder a un dootrip que no es suyo mediante la dirección  
  URL, el sistema le deniega el permiso.  
- Si el  usuario decide cancelar la edición que estaba realizando, será  
  redireccionado a su lista de dootrips, ignorando sus modificaciones. 
- Si los datos introducidos por el usuario no siguen un formato válido o no cumplen   
  los requisitos definidos, se le notifica al usuario el error y se resaltan los campos  












4.3.6 Eliminar dootrips. 
 
Actores Usuario autentificado, administrador.  
Descripción 
El usuario puede eliminar del sistema un dootrip que haya registrado 
anteriormente. 
Pre-condición El dootrip no ha sido seleccionado para formar parte de un megadootrip.  
Post-condición El sistema no contiene la información del dootrip indicado por el usuario.   
  Flujo normal 
  Usuario Sistema 
  
El usuario accede a la interfaz que 
muestra la lista de dootrips que ha 
registrado mediante el menú de 
navegación.    
  
El sistema recupera de la base de datos 
todos los dootrips que ha registrado ese 
usuario y los muestra en una lista. 
 
El usuario selecciona el dootrip que 
desea eliminar.  
  
El sistema recupera la información del 
dootrip seleccionado, y la muestra en un 
formulario idéntico al de registro. Los 
campos del formulario contienen los 
datos del dootrip, proporcionados por el 
usuario en el momento del registro o en 
la última edición. 
 
El usuario selecciona la opción que 
indica la eliminación del dootrip.  
  
El sistema muestra un mensaje en el 
que el usuario debe confirmar si se debe 
eliminar el dootrip. 
 
El usuario confirma que desea eliminar 
el dootrip.  
  El sistema elimina los datos del dootrip. 
Flujo 
alternativo 
Si el usuario decide cancelar el proceso de eliminación, el sistema sigue mostrando 












4.3.7 Aceptar formar parte de un megadootrip. 
 
Actores Usuario autentificado, administrador.  
Descripción 
Cuando un megadootrip es calculado y notificado a los usuarios que forman parte 
de él, reciben un correo electrónico en el que pueden aceptar formar parte de él.   
Pre-condición 
El algoritmo ha calculado un megadootrip en el que el usuario puede participar, y 
se ha inicializado el proceso de notificación, por lo que se le ha enviado al usuario 
el correo electrónico que le permite realizar dicha acción.  
Post-condición El sistema almacena la respuesta afirmativa del usuario.  
  Flujo normal 
  Usuario Sistema 
  
El usuario accede a la bandeja de 
entrada de su de correo electrónico 
personal, lee el correo que se le ha 
enviado desde la plataforma web que 
tenga instalado el módulo desarrollado 
en este proyecto, y acepta formar parte 
de él mediante la interfaz de la que 
dispone el correo enviado para ejecutar 
dicha acción.    
  
El sistema comprueba la autenticidad 
del usuario que ha respondido, y si es 
correcta almacena su respuesta positiva 
en la base de datos. Además, 
redirecciona al usuario a la página de 
inicio de la plataforma web 




- Si la autenticidad del usuario no es correcta, no se almacena su respuesta y se le  
  notifica que no tiene permiso para contestar a dicha petición. 
- Si el usuario ya había respondido anteriormente, se ignora la respuesta actual y  
  prevalece la respuesta anterior.  El usuario recibe la notificación de que el sistema  

















4.3.8 Rechazar formar parte de un megadootrip. 
 
Actores Usuario autentificado, administrador.  
Descripción 
Cuando un megadootrip es calculado y notificado a los usuarios que forman parte 
de él, reciben un correo electrónico en el que pueden rechazar formar parte  de 
él.   
Pre-condición 
El algoritmo ha calculado un megadootrip en el que el usuario puede participar, y 
se ha inicializado el proceso de notificación, por lo que el usuario ha recibido el 
correo electrónico que le permite realizar dicha acción.  
Post-condición 
El sistema almacena la respuesta negativa del usuario y el megadootrip es 
cancelado. 
  Flujo normal 
  Usuario Sistema 
  
El usuario accede a la bandeja de 
entrada de su de correo electrónico 
personal, lee el correo que se le ha 
enviado desde la plataforma web que 
tenga instalado el módulo desarrollado 
en este proyecto, y rechaza formar 
parte de él mediante la interfaz de la 
que dispone el correo enviado para 
ejecutar dicha acción.    
  
El sistema comprueba la autenticidad 
del usuario que ha respondido, y si es 
correcta almacena su respuesta 
negativa en la base de datos, además de 
cancelar el megadootrip al que 
pertenecía. El usuario es redireccionado 
a la página de inicio de la plataforma 




- Si la autenticidad del usuario no es correcta, no se almacena su respuesta y se le  
  notifica que no tiene permiso para contestar a dicha petición. 
- Si el usuario ya había respondido anteriormente, se ignora la respuesta actual y  
  prevalece la respuesta anterior.  El usuario recibe la notificación de que el sistema  














4.3.9 Editar información de contacto 
 
 
Actores Usuario autentificado, administrador.  
Descripción 
El usuario podrá modificar la información de contacto utilizada por el módulo 
Dootrip, la cual consta de la dirección de correo electrónico, el número de teléfono 
móvil, el nombre de usuario de Twitter y la opción con la que prefiere ser 
contactado en primer lugar.  
Pre-condición El usuario ha registrado previamente un dootrip o está en proceso de hacerlo. 
Post-condición El sistema contiene los cambios realizados en los datos de contacto del usuario. 
  Flujo normal – Variante I – Registro de dootrip. 
  Usuario Sistema 
  
El usuario accede al formulario de 
registro de dootrips mediante el menú 
de navegación.    
  
El sistema muestra el formulario de 
registro de dootrips. 
 
El usuario rellena, además de los datos 
del dootrip,  los datos de contacto que 
desea modificar.  
  
El sistema comprueba los datos de 
entrada. Si son correctos, los modifica 
en la base de datos y confirma el 
registro del nuevo dootrip al usuario, el 
cual contendrá los nuevos datos de 
contacto. 
  Flujo normal – Variante II – Edición de dootrip. 
  Usuario Sistema 
 
El usuario accede a la interfaz que 
muestra la lista de dootrips que ha 
registrado mediante el menú de 
navegación.    
  
El sistema recupera de la base de datos 
todos los dootrips que ha registrado ese 
usuario y los muestra en una lista. 
 
El usuario selecciona cualquier dootrip 
que pueda editar.  
  
 
El sistema recupera la información del 
dootrip seleccionado, y la muestra en un 
formulario idéntico al de registro. Los 
campos del formulario contienen los 
datos del dootrip. 
 
El usuario modifica la información de 
contacto deseada y envía los nuevos 
datos.  
  El sistema comprueba los datos de 
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entrada. Si son correctos, los modifica 
en la base de datos y confirma la 
correcta edición del dootrip al usuario, 





Si los datos introducidos por el usuario no siguen un formato válido o no cumplen 
los requisitos definidos, se le notifica al usuario el error y se resaltan los campos 




- Si el usuario intenta acceder a un dootrip que no es suyo mediante la dirección  
  URL, el sistema le deniega el permiso.  
- Si el  usuario decide cancelar la edición que estaba realizando, el sistema lo  
  redirecciona a la lista de dootrips, ignorando sus modificaciones. 
- Si los datos introducidos por el usuario no siguen un formato válido o no cumplen   
  los requisitos definidos, se le notifica al usuario el error y se resaltan los campos  



































4.3.10 Configurar prioridades de proyectos 
 
Actores Administrador  
Descripción 
El administrador puede indicar que proyectos son los que tienen prioridad a la 
hora de buscar rutas de doojects que lleguen hacia ellos. Para ello podrá elegir 
entre varios criterios:  
- No usar sistema de prioridades. 
- Según la fecha en la que recibió el último dooject. 
- Según el número de objetos recibidos. 
- Según el número de objetos que haya pedido. 
- Usar un sistema de prioridades externo, almacenados en la misma tabla de 
la base de datos que el proyecto, e indicando el nombre del campo que lo 
almacena. Constará en un sistema de números enteros. 
Por último, podrá decidir entre un orden ascendente o descendente. 
Pre-condición La importación de datos de los proyectos ha sido configurada.  
Post-condición 
El criterio que utilizará el algoritmo para priorizar los proyectos respecto al resto es 
almacenado. 
  Flujo normal 
  Usuario Sistema 
  
El usuario accede al menú de 
administración y navega hasta la opción 
que le permite configurar el sistema de 
priorización de proyectos.    
  
El sistema muestra las opciones 
disponibles para la configuración de 
prioridades. 
 
El usuario elige el criterio que desea 
utilizar para priorizar los proyectos 
dentro de la ejecución del algoritmo.  
  
El sistema almacena la nueva 
configuración y muestra una lista de los 
proyectos almacenados, ordenados por 
el nuevo criterio indicado por el 
administrador.   
Flujo 














4.3.11 Configurar importación de datos 
 
 
Actores Administrador.  
Descripción 
Muchos de las funcionalidades del módulo necesitan saber como se almacenan los 
doojects, doostorage y proyectos en el sistema. El administrador debe ser capaz de 
configurarlo para que el módulo sea capaz de recuperar la información que 
necesita de dichos recursos. 
La información que ha de indicar el usuario según el tipo de recurso es la siguiente: 
- Dooject:   
o Nombre de la tabla. 
o Campo que contiene la etiqueta identificadora del dooject. 
o Campo que contiene el estado del dooject. 
o Nombre que identifica que el dooject está en el estado “preparado 
para ser asignado a un proyecto”. 
o Nombre que identifica que el dooject está en el estado “asignado a 
un proyecto, esperando a ser entregado”. 
o Nombre que identifica que el dooject está en el estado “entregado 
a un proyecto”. 
- Proyecto 
o Nombre de la tabla. 
o Campo que contiene el identificador del proyecto. 
o Campo que contiene el número total de objetos necesitados. 
o Campo que contiene el número de objetos entregados y 
asignados. 
- Doostorage (para cada tipo): 
o Nombre de la tabla. 
o Campo que contiene el identificador del doostorage. 
 
Además, se necesita configurar información importante que relaciona la 
localización de los recursos, así como los usuarios a los que pertenecen. 
 
- Localización (modo de gestión): 
o Utilización del módulo “Location” de Drupal 
o Utilización de otro módulo de Drupal. 
 Nombre de la tabla en la que se almacena la localización. 
 Nombre del campo que almacena el identificador de la 
localización, tanto en la tabla de localización como en la 
del recurso. 
 Campo que almacena el nombre de la ciudad. 
 Campo que almacena el nombre del país.  
o Utilización de la tabla de los recursos para guardar la ciudad y el 
país. 
 Campo que almacena el nombre de la ciudad. 
 Campo que almacena el nombre del país.  
- Identificador de usuario 




Pre-condición -  
Post-condición El sistema contiene los datos de importación indicados por el administrador.  
  Flujo normal 
  Usuario Sistema 
  
 El usuario accede al menú de 
administración y navega hasta las 
opciones que permiten configurar la 
importación de datos al módulo 
dootrip.   
  
El sistema muestra la lista de opciones 
que debe configurar el usuario, según el 
tipo de recurso que haya elegido. 
 
El usuario introduce todos los datos 
necesarios.  
  
El sistema almacena los datos 
introducidos. 
Flujo 































4.3.12 Configurar algoritmo. 
 
Actores Administrador.  
Descripción 
El usuario puede configurar ciertos aspectos que se tendrán en cuenta a la hora de 
ejecutar el algoritmo en busca de megadootrips. 
Las opciones configurables son: 
- Algoritmo a ejecutar. 
- Tiempo mínimo entre dootrips de un mismo megadootrip. 
- Fecha de salida del primer dootrip que puede formar parte de un 
megadootrip. 
- Tiempo de retraso para la inicialización del sistema de notificaciones tras la 
ejecución del algoritmo. 
Pre-condición  -  
Post-condición El sistema almacena los nuevos parámetros de configuración del algoritmo. 
  Flujo normal 
  Usuario Sistema 
  
El usuario accede al menú de 
administración y navega hasta las 
opciones que permiten configurar los 
parámetros utilizados por el algoritmo.   
  
El sistema muestra los últimos 
parámetros de configuración indicados 
por el usuario. 
 
El usuario cambia los parámetros que 
desea configurar y los envía al sistema.  
  
El sistema valida los datos introducidos 
por el usuario, y si son correctos los 
modifica en la base de datos. 
Flujo 
alternativo 
Si es la primera vez que el administrador accede a configurar los parámetros del 



















4.3.13 Ejecutar algoritmo. 
 
Actores Administrador.  
Descripción El usuario puede provocar la ejecución del algoritmo que calcula megadootrips.  
Pre-condición 
- La localización de los recursos ha sido calculada, y viene dada por su longitud y  
  latitud.  
- La importación de los recursos externos al módulo ha sido configurada con  
  anterioridad. 
Post-condición 
El sistema ha añadido todos los megadootrips  que ha calculado durante la 
ejecución del algoritmo. 
  Flujo normal 
  Usuario Sistema 
  
 El usuario accede a la interfaz que 
permite inicializar la ejecución del 
algoritmo, localizada en la opción 
“Panel de administrador” del menú de 
navegación.   
  
El sistema recupera las opciones 
configuración indicadas por el 
administrador y ejecuta el algoritmo en 
busca de megadootrips. Cuando 
termina, notifica al usuario la 
finalización del algoritmo y muestra las 
nuevas soluciones en la lista de 




Si el administrador  no ha configurado previamente los parámetros del algoritmo, 






















Una vez obtenida la especificación del software, analizando los requisitos y extrayendo los 
casos de uso necesarios, comienza la etapa de diseño. Es la fase previa a la implementación, 
y en la que se definen los modelos utilizados para el desarrollo. 
 
En este punto vamos a explicar los aspectos más relevantes dentro del proyecto, como son 
la arquitectura y plataforma bajo las que ha sido desarrollado, el diseño de la base de datos 
y la adaptación de un algoritmo ya existente para resolver nuestro problema. 
 




Uno de los requisitos descritos por los clientes fue que el software desarrollado en el 
proyecto estuviera destinado al sistema de gestión de contenidos Drupal. 
 
Un sistema de gestión de contenidos (Content Management System, CMS) es un software 
utilizado, principalmente, en plataformas web para facilitar la administración de sus 
componentes, así como de la información que reside en ella [9]. Entre sus características 
más importantes se encuentra la posibilidad de compartir información por parte de un gran 
número de usuarios, la administración de usuarios, la gestión de los permisos de los 
usuarios tanto en la plataforma web como en el acceso a los datos, el control y la validación 
de los datos de entrada al sistema o la división de los contenidos según del tipo que se 
definan, entre otros. En cuanto al almacenamiento de datos, los CMS actúan de 
intermediario entre el usuario y el sistema gestor de base de datos (SGBD), por lo que es el 
encargado de la comunicación de la información entre la plataforma web implementada y el 
SGBD. Lo más usual es que soporten varios tipos de base de datos diferentes, aunque 
podemos encontrar excepciones en los cuales estén diseñados para un tipo en concreto [9]. 
La principal característica es dotar al programador de un nivel de abstracción mediante el 
cual pueda desarrollar un software compatible con todos los SGBD que soporte el CMS 
utilizado. 
 
Existen numerosos sistemas de gestión de contenidos, tanto Open Source como de código 
privado. Se pueden diferenciar según su propósito y la funcionalidad que ofrecen. Así 
encontramos de los siguientes tipos: 
 
- Blogs: diseñados para gestionar páginas personales con artículos del autor y 
opiniones de los usuarios al respecto. 
 
- Foros: diseñados para la compartición de ideas y opiniones entre la comunidad de 
usuarios. 
 




- Comercio electrónico: diseñados para la venta de artículos online, incluyendo 
catálogo, sistema de compra, sistema de pagos, etc. 
 
- Difusión de contenido multimedia: Permiten compartir archivos de video, sonido e 
imagen, principalmente. 
 
- Multipropósito; Están diseñados para desarrollar más de una funcionalidad. 
 
En el caso de Drupal, nos encontramos ante un sistema de gestión de contenidos 
multipropósito Open Source, a cuyo desarrollo contribuyen más de 630.000 usuarios [7]. Se 
trata de un CMS diseñado para plataformas web que sigue la arquitectura cliente-servidor.  
 
Los servicios ofrecidos por la plataforma Drupal están implementados por sus módulos. Un 
módulo es un software independiente y auto-contenido que ofrece una nueva funcionalidad 
al sistema [10]. Existen tres tipos de módulos dentro de Drupal: 
 
- Módulo del núcleo: Módulos proporcionados por Drupal al instalar la plataforma, y 
que implementan las funcionalidades básicas y necesarias para el correcto 
funcionamiento del sistema. 
 
- Módulo de contribución: Módulos implementados por usuarios y desarrolladores 
que aportan nuevas funcionalidades al sistema. Compartidos por la comunidad de 
Drupal libremente bajo GNU de Licencia Pública (GPL). 
 
- Módulos personalizados: Módulos implementados por el desarrollador del sitio 
web. 
 
Drupal está desarrollado en PHP (Hypertext PreProcessor). Éste es un lenguaje del 
denominado “lado del servidor”, lo que quiere decir que  las peticiones realizadas por el 
usuario al sistema se procesan en el servidor web, para generar posteriormente  de forma 
dinámica una página escrita en código HTML. En el lado opuesto encontramos los 
lenguajes de lado cliente, los cuales se ejecutan y procesan la información en el navegador 
del usuario, sin realizar peticiones adicionales al servidor. Un ejemplo es JavaScript. 
 
Así pues, el módulo Dootrip implementado en el proyecto se hará  para la plataforma 













5.1.2 Servicios web de Google Maps API 
 
Los servicios web de Google Maps API (Interfaz de programación de aplicaciones) son un 
conjunto de APIs desarrollados por Google y accesibles por la web, cuyo objetivo es 
ofrecer una interfaz que pueda proporcionar datos geográficos a todas las aplicaciones que 
lo necesiten [11].  
 
Concretamente está formado por cinco servicios diferentes: 
 
- API de rutas: Dados dos puntos geográficos, calcula la ruta entre ambos según el 
medio de transporte usado. 
 
- API de matriz de distancia: Dados dos puntos geográficos, retorna la distancia entre 
ambos, siempre que sean accesible por medio de transporte terrestre. 
 
- API de elevación: Dado un punto geográfico, retorna el valor de su elevación con 
respecto al nivel del mar. 
 
- API de codificación geográfica: Dada una dirección, retorna sus coordenadas 
geográficas, medidas en latitud y longitud. 
 
- API de Google Places: Devuelve información sobre lugares tales como 
establecimientos o de interés. 
 
En el desarrollo de este proyecto se han utilizado dos de estas herramientas que vamos a 
explicar con más detalle a continuación: API de codificación geográfica y API de matriz de 
distancia. 
 
La API de codificación geográfica se encarga de transformar direcciones en coordenadas 
geográficas, dadas por la longitud y la latitud [12]. Las peticiones se realizan mediante una 
URL que debe seguir la sintaxis descrita en su manual de usuario. Para realizar una petición 
de codificación geográfica a esta herramienta, el usuario puede elegir el formato en la que 
recibir la respuesta. Concretamente se proporciona la elección entre XML (lenguaje de 
marcas extensible) o JSON (objeto en notación JavaScript). Además, permite la 
comunicación segura mediante HTTPS, para proteger los datos sensibles de los usuarios. 
Por último, cabe destacar que la API Google Geocoding cuenta con un traductor inverso, es 
decir, dadas unas coordenadas geográficas, calcula la dirección aproximada a las que 
equivale.  
 
Del mismo modo, pero con una sintaxis diferente, funciona la API de matriz de distancias. 
Su objetivo es calcular la distancia entre dos puntos geográficos accesibles entre sí 
mediante transporte terrestre [13].  
 
El módulo Dootrip almacena la localización aproximada de cada uno de los recursos que 
influyen en el cálculo de un megadootrip. Cabe recordar que la información de los doojects, 
proyectos y doostorage no está gestionada por éste módulo, pero gracias a la indicación del 
modo en el que se almacenan por parte del administrador podemos acceder a los datos que 
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necesitamos. Lo mismo pasa con sus localizaciones. El administrador tiene tres formas de 
indicarnos como almacena la localización de estos recursos: 
 
- Uso del módulo “Location” de Drupal [14]. 
 
- Uso de un módulo diferente de Drupal. 
 
- Almacena ciudad y país en la misma tabla del recurso. 
 
Por tanto, el nivel de aproximación de las localizaciones no será la misma según el tipo que 
está siendo utilizado. Según el idioma del usuario que hubiera introducido el recurso en el 
sistema podría haber diferencias entre el nombre de la ciudad (New York y Nueva York, 
por ejemplo). Como es algo que escapa al control de nuestro módulo, se decidió que la 
mejor forma de almacenar las localizaciones era usar sus coordenadas, encontrando así un 
punto en común entre todas ellas. Además esto agilizaría el proceso de marcar en el mapa 
la localización de los recursos, ya que para ello se utilizan las coordenadas geográficas y no 
el nombre de la ciudad y país.  
 
Por otra parte, debido a la naturaleza del problema a resolver, surge una situación que debe 
tenerse en cuenta para el cálculo de rutas. Como se ha expresado anteriormente en la 
especificación del algoritmo, los nodos representarán las localizaciones de los recursos. Es 
importante determinar qué objetos podrían representarse en un único nodo dentro del grafo 
a construir debido a su proximidad. Pongamos un ejemplo práctico para entender el 
problema con mayor profundidad: 
 
- Un usuario ha donado un dooject que se encuentra en Badalona y está lista para ser 
asignado a un proyecto.  
- Un usuario ha registrado un dootrip que sale desde Barcelona. 
 
Agrupar las localizaciones por nombre de ciudad supondría crear un nodo para cada uno de 
ellos, por lo que el algoritmo no encontraría ningún dootrip que saliera desde Badalona o 
ningún dooject registrado en Barcelona. Sin embargo, teniendo en cuenta la proximidad de 
ambas ciudades, sería factible pensar que ambas personas podrían encontrarse para la 
entrega del objeto. Lo mismo pasaría entre dos recursos registrados de cualquiera de los 
tipos disponibles.  
 
Para solucionar este problema, se pensaron en varias posibles soluciones. La primera, ya 
descartada por la explicación anterior, fue la de agrupar por ciudades. En segundo lugar, se 
pensó en que el factor determinante podía ser la provincia en la que se encontrasen, pero 
nos encontramos con que podrían existir situaciones donde la situación geográfica lo 
hiciera imposible. Por ejemplo, un usuario de la isla de Tenerife y otro de la isla de El 
Hierro se encuentran en la misma provincia, Santa Cruz de Tenerife, pero para encontrarse 
debería, al menos uno de los dos, transportarse en avión o barco. Por tanto, se decidió que 
la mejor manera de agrupar localizaciones venia dada por la distancia entre ellos. Para ello 
se necesitaba el uso de una herramienta que calculara las distancias entre dos ciudades, y de 
ahí surgió la necesidad del uso de la API de matriz de distancia proporcionada por Google. 
El administrador tiene la opción de configurar la distancia máxima por las que pueden estar 
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separadas dos localizaciones para que formen parte del mismo nodo. Así pues, con el valor 
adecuado, el problema descrito con Barcelona y Badalona se resolverían. Si ambos 
pertenecieran al nodo “x”, el algoritmo encontraría un dooject registrado en él y un dootrip 
saliente que permitiría transportarlo. 
 
Otro de los motivos que obligo al uso de estas herramientas fue la coherencia con el resto 
del proyecto. Para la visualización de los recursos en un mapa se utilizaron los módulos 
“Location” y “Gmap” de Drupal [14][15]. Éstos se encargan de hacer las peticiones 
necesarias a los servicios web de Google Maps API, sin embargo sus funcionalidades no se 
habían implementado en su totalidad durante el tiempo en el que se desarrolló el modulo 
Dootrip. Por tanto, hubo que implementar todas aquellas funciones necesarias que todavía 

































5.2  Diseño de la base de datos. 
 
En función del análisis de requisitos efectuado y de la definición de los casos de uso, se 
pueden extraer los datos que necesitamos almacenar en nuestro sistema para que funcione 
correctamente.  
 
Para representar el modelo conceptual de la base de datos utilizamos el lenguaje UML 
(Lenguaje Unificado de Modelado). Éste es capaz de describir la estructura que tendrá una 
base de datos según la información que desee almacenar, teniendo en cuenta su naturaleza 
[16].  
 
Antes de mostrar el diagrama UML utilizado para implementar posteriormente la base de 
datos, cabe recordar que las clases dooject, proyectos y doostorage son externas, así como 
la de los usuarios, y no están definidas por nuestro módulo. 
 
A modo de resumen y para facilitar la lectura del diagrama, enumeraremos las 
características y relaciones más relevantes de las diferentes clases definidas 
 
- Existen cuatro tipos de recursos: doojects, dootrips, proyectos y doostorage. 
 
- Todos ellos pueden formar parte de un megadootrip. Los únicos que deben estar 
presentes obligatoriamente son, al menos, un dooject y un proyecto. Los dootrips 
solo serán necesarios si la localización de los doojects no es la misma que la del 
proyecto destino, mientras que los doostorage solo se utilizarán si es necesario que 
un dooject permanezca en una localización intermedia del megadootrip por un largo 
periodo de tiempo. 
 
- Se almacenará la localización de todos los recursos, indispensable para 
posteriormente realizar el cálculo de rutas. 
 
- Las localizaciones almacenadas en grupos según sus coordenadas. 
 
- Todos los recursos contaran con un único usuario asociado. En el caso de doojects y 
dootrips serán los dueños de dichos recursos, mientras que en el caso de los 
proyectos y doostorage se tratará de las personas de contacto.  
 
- Los doojects, además de una etiqueta identificadora, tendrán un estado que indicará 
si pueden utilizarse para el cálculo de megadootrips o no. 
 
- Para todos los usuarios que participen en un megadootrip se almacenará el estado en 
el que se encuentra el sistema de notificaciones. Este puede ser “esperando 











5.3  Diseño del algoritmo 
 
El algoritmo es uno de los puntos más importantes a diseñar. De él depende la eficiencia en 
la búsqueda de rutas que nos permitan cumplir el principal objetivo del software: 
transportar los objetos desde su origen hasta uno de los posibles destinos. 
 
5.3.1 Formalización del problema 
 
Como principal objetivo del proyecto, se persigue implementar un algoritmo que resuelva 




- Un conjunto de doojects repartidos en distintos puntos del planeta, 
 
- Un conjunto de dootrips, 
 
- Un conjunto de puntos de almacenamiento repartidos por el planeta, 
 
- Un conjunto de proyectos que esperan recibir doojects, 
 
 
Se desea calcular las posibles combinaciones de dootrips que permitan transportar el mayor 




Imagen 2. Ejemplo de recursos almacenados en la base de datos. Los círculos rojos representan 
localizaciones donde se encuentran doojects, en los azules residen proyectos, y los naranjas son origen 
y/o destino de dootrips donde no se han registrado ni doojects ni proyectos. Las líneas rojas representan 
los dootrips almacenados. 
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Un análisis en profundidad nos permite, en primer lugar, transformarlo en un problema más 
genérico dentro de la teoría de grafos:  
 
Dado un grafo formado por: 
 
- Un conjunto de nodos L que representan cada uno un grupo de localizaciones 
separadas entre si por no más de  r kilómetros (siendo r configurado por el 
administrador”. 
 
- Un conjunto de localizaciones D1 subconjunto de L que contiene las localizaciones 
de los doojects. 
 
- Un conjunto de localizaciones D2 subconjunto L que contiene las localizaciones de 
los proyectos. 
 
- Un conjunto de aristas entre los nodos, que representan los viajes introducidos por 
los usuarios, teniendo fecha de salida (fs), fecha de llegada (ft) y capacidad (c). 
 
 
Se intenta buscar las rutas que permitan el flujo máximo entre los nodos origen y los nodos 
destino.  
 
La formalización del problema descrito podría hacerse de la siguiente manera: 
 
- Sea L el conjunto de localizaciones de los doojects, dootrips y proyectos que forman  
parte del cálculo. 
- Sea         la distancia máxima entre dos localizaciones que forman parte del 
mismo grupo, definido por el administrador. 
- Sea G el grafo descrito por 
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Se intenta buscar las rutas que encuentren el máximo flujo posible entre el conjunto de 





Imagen 3. Creación del grafo a partir de los recursos mostrados en la imagen 1. Cada localización se 
representa mediante un vértice, y dootrips entre ellos son transformados en aristas. Los vértices de color 
rojo son los que actuaran como origen, los azules como destino, y los naranjas como intermedios. 
 
 
Nos encontramos, pues, ante una variante de los algoritmos de flujo máximo existentes, ya 
que introduce nuevas restricciones debido a la naturaleza de los viajes. Así pues, las  
características mas importantes del grafo obtenido son: 
 
- Cada arista tiene una fecha de salida del nodo origen y de llegada al nodo destino. 
 
- La fecha de llegada de un dootrip y la fecha de salida del siguiente deben estar 
dentro de un rango en el que se entiende que los usuarios a los que pertenezcan 
pueden encontrarse para realizar la entrega del dooject. Este rango depende del 
número de días con los que dispone cada usuario en esa localización para que se 
lleve a cabo este proceso.  
 
- Cada arista tiene una capacidad máxima (al igual que todos los grafos utilizados en 
algoritmos de flujo máximo). 
 
- Entre dos nodos no hay un límite máximo de aristas, ya que se pueden registrar 









Imagen 4. Grafo resultante de aplicar los atributos de los dootrips en las aristas del grafo ilustrado en 
la imagen 2.  
Fsx : Fecha de salida del dootrip x. 
Flx : Fecha de llegada del dootrip x. 
Cx : Capacidad del dootrip x. 
 
 
Para el diseño del algoritmo que resolviese nuestro problema, se han estudiado los más 
conocidos y utilizados. Para ello, se ha tenido en cuenta, además de su eficiencia, la 
flexibilidad a ser adaptado a nuestro problema. Antes de entrar en la descripción de los 
algoritmos, existen ciertos conceptos comunes en todos ellos que deben explicarse: 
 
Grafo residual:  
 
El grafo residual de un grafo G = (V, A) viene definido por el grafo Gr = (V, Af), donde Af 
es el conjunto de aristas con capacidad mayor de cero. A estas aristas también se les conoce 
como aristas no saturadas del grafo G [17] [18].   
 
Grafo de nivel 
 
Dado el grafo residual GR = (V, Ef) calculado a partir del grafo original G = (V, E), un grafo 
de nivel GL = (V, EL) es aquel en el que todas las aristas (u, v) cumplen que  







5.3.2 Algoritmos de flujo máximo 
 
5.3.2.1 Algoritmo Ford-Fulkerson 
 
El algoritmo Ford-Fulkerson busca el máximo flujo en un grafo dirigido que consta de un 
nodo origen (s) y un nodo destino (t). En él se definen tres restricciones que deben 
cumplirse durante toda su ejecución: 
 
- El flujo enviado por una arista no puede exceder su capacidad. 
 
- El flujo enviado de por la arista (u, v) tiene el mismo valor que el enviado por la 
arista (v, u), con signos opuestos. 
 
- Solo el nodo origen es capaz de producir flujo, y únicamente el nodo destino es 
capaz de consumirlo. 
 
La idea general del algoritmo para encontrar el máximo flujo es ir aumentando en cada 
iteración el valor del flujo actual en una unidad, hasta que no sea posible hacerlo más [17]. 
Es decir, hasta que en una de las aristas el flujo haya llegado a la capacidad máxima. Las 
rutas entre el nodo s y el nodo t se hallan utilizando cualquier algoritmo de búsqueda de 
grafos,  como podría ser el BFS (búsqueda en anchura), DFS (búsqueda en profundidad) 
por poner dos ejemplos. Cuando dicho algoritmo auxiliar haya encontrado los caminos 
posibles, se itera sobre cara uno de ellos hasta que no haya posibles soluciones. Llegados a 
este punto, el flujo enviado por el grafo es máximo, puesto que todas las rutas calculadas 
llevan la máxima capacidad posible. 
 









1. Inicializar el flujo de cada arista de E a 0. 
2. Construir grafo residual Gr = (V, Ef, s, t). 
3. Buscar posibles caminos entre s y t. 
4. Mientras haya caminos posibles entre s y t en el grafo Gr 
a. Calcular la capacidad mínima de las aristas. 
b. Enviar flujo por dicha ruta: actualizar grafos restando a cada arista del 
camino la capacidad mínima calculada en el punto anterior, y quitando las 









Como hemos observado, el algoritmo busca el máximo flujo aumentando en 1 el valor del 
flujo por cada iteración. La búsqueda de la ruta desde el nodo origen hasta el destino 
implicará, en el peor de los casos, que se tengan que recorrer todas las aristas para ello, por 
lo que fusionando estos dos conceptos obtenemos que la complejidad del algoritmo es de 
 (| |     ( )) , donde E es el conjunto de aristas y f el valor del flujo máximo. 
 
5.3.2.2 Algoritmo Edmonds-Karp  
 
El algoritmo Edmonds-Karp es una variante del algoritmo Ford-Fulkerson, que por lo tanto 
persigue el mismo objetivo: encontrar el flujo máximo entre una arista origen y una arista 
destino.  
 
La estructura y el funcionamiento son idénticos al de su predecesor. La única diferencia 
reside en que el orden de búsqueda de los caminos está previamente definido, teniendo 
prioridad el camino más corto entre ambos nodos con capacidad disponible [19]. Esta 
búsqueda puede realizarse con algoritmos como Dijkstra, diseñados específicamente para la 
búsqueda de la ruta mas corta entre dos nodos de un grafo [20]. Se entiende por ruta más 





Al igual que en el algoritmo Ford-Fulkerson, la distancia máxima entre el nodo origen y el 
final es de |V| - 1. Como hemos visto en el algoritmo, el coste de encontrar una ruta factible 
entre dichos vértices es |E|. En cada iteración la distancia se hará mayor que su valor inicial, 
pues en primer lugar encuentra las rutas más cortas. Así pues, como máximo iterará un total 
de |E| veces, siendo el caso de que en cada iteración la distancia entre el nodo origen y final 
crezca en una unidad. Por tanto, obtenemos un coste de  (| |   | | ) [21]. 
5.3.2.3 Algoritmo Dinitz  
 
El algoritmo Dinitz añade nuevos conceptos a los ya mencionados. La gran diferencia 
reside en la construcción de un nuevo grafo, llamado grafo de nivel. El objetivo que se 
persigue al construirlo es agilizar el proceso de búsqueda de rutas, disminuyendo el número 
de aristas del grafo justo antes de buscarlas [18] [22]. Por tanto, se consigue disminuir el 
tiempo de búsqueda de caminos posibles entre el nodo origen y el nodo destino. 
 
Para comprobar la diferencia con el algoritmo Ford-Fulkerson, veamos el guion que sigue 














1. Inicializar el flujo de cada arista de E a 0. 
2. Construir grafo residual GR = (V, Ef, s, t). 
3. Construir grafo de nivel GL = (V, EL, s, t). 
4. Mientras haya caminos posibles entre s y t en el grafo GL 
a. Calcular la capacidad mínima de las aristas 
b. Enviar flujo por dicha ruta: actualizar grafo GL restando a cada arista del 
camino la capacidad mínima calculada en el punto anterior, y quitando las 
aristas con capacidad 0 




Al igual que en los casos anteriores, la búsqueda de la ruta entre el nodo origen y el nodo 
final tiene una complejidad orden de |E|, es decir, del número de vértices. La distancia 
máxima entre ellos será de orden |V| -1, y en cada iteración aumentará en uno su valor, 








Imagen 5. Ejemplo de grafo de entrada de a los algoritmos de flujo máximo, siendo “s” el vértice origen e 
“y” el vértice destino. Se asume que las capacidades de todas las aristas son positivas, y que la fecha de 
llegada de la arista 6-7 es mayor que las fechas de salida de las aristas 5-2 y 5-1. El resto de las aristas 
cumple dicha restricción. 
 
 
Imagen 6. Grafo residual construido a partir del grafo de la ilustración anterior. Se ha borrado la arista 6-5 
debido a que no salía ninguna del vértice 5 con la que cumplir las restricciones de fecha. Como el resto de 




Imagen 7. Construcción del grafo de nivel a partir del grafo residual, propio del algoritmo Dinitz. Se han 
borrado las aristas (u,v) que no cumplen la siguiente restricción: distancia(s,v) = distancia(s,u) + 1. Por 
ejemplo, distancia (s,5) = 2, y distancia(s,2) = 2. Por tanto, la arista 5-2 infringe la regla, ya que 




5.3.3  Elección del algoritmo 
 
El algoritmo elegido para el cálculo de megadootrips es una adaptación del algoritmo 
Dinitz. La justificación de dicha elección se basa en dos factores importantes determinados 
por la naturaleza del módulo.  
 
En primer lugar, la búsqueda de la ruta mas corta con el máximo flujo posible es algo 
determinante. Hemos definido como megadootrip al conjunto de dootrips que permite 
llevar un determinado número de portátiles desde su posición de origen hasta uno de los 
posibles proyectos destino. Así pues, un megadootrip estará formado por un conjunto de 
viajes  pertenecientes, en una primera visión, a usuarios diferentes. Hay que destacar que 
nos encontramos ante un proceso delicado, en el que las personas involucradas deben ser 
capaces de encontrarse al principio, final y/o en medio de sus viajes para intercambiar un 
objeto que puede ser de valor, como en el en caso de Labdoo, donde se trabaja con  
ordenadores portátiles. Por tanto, cuanto menor sea el número de intercambios que se 
tengan que realizar, menor es el riesgo de que ocurran situaciones anómalas, como podría 
ser la pérdida de algún objeto o la imposibilidad de que los usuarios se encontrasen. Ambos 
son casos importantes para el correcto funcionamiento del sistema, ya que provocarían la 
pérdida de uno de los doojects tratados o la alteración de su localización, llegando a un 
punto difícil de determinar automáticamente. Toda situación anómala podría solucionarse 
haciendo los cambios pertinentes directamente en la base de datos, pero es posible que el 
administrador del sistema no esté suficientemente familiarizado con el funcionamiento del 
sistema gestor de la base de datos. 
 
Así pues, quedó descartado el algoritmo Ford-Fulkerson original, el cual no priorizaba en 
relación con la cantidad de vértices que debían  recorrerse [17]. Los dos algoritmos 
restantes resultan igualmente válidos en ese aspecto. Como hemos visto en la descripción 
de ambos, el algoritmo Edmonds-Karp tiene una complejidad de  (    ), mientras que la 
del algoritmo Dinitz es de   (   ). Para determinar cual de los dos usar, se ha procedido a 
analizar comportamiento más usual que esperamos por parte de los usuarios del sistema, 
además de la naturaleza del módulo. 
 
El propósito del software implementado es transportar los doojects desde su punto de 
origen hasta uno de los proyectos destino, los cuales están repartidos por toda la geografía 
terrestre. Lo más usual es que los usuarios registren viajes largos, y mayoritariamente en 
avión, puesto que es el medio de transporte más utilizado en grandes trayectos y en 
desplazamientos extraordinarios (como pueden ser al realizar un viaje de turismo o de 
negocios). Difícilmente un usuario registrara semanalmente los viajes que realiza 
constantemente, como podría ser, por ejemplo, un usuario que estuviera estudiando en 
Barcelona pero que los fines de semana vuelve a su hogar familiar, situado en Lleida.  
 
Así pues, si nos centramos en viajes de largo recorrido, encontraremos un gran porcentaje 
de ellos que coinciden en las ciudades más visitadas. Aunque el nivel de actividad de 
Labdoo no es muy grande en cuanto a número de dootrips registrados mensualmente, el 
módulo se ha implementado con el propósito de resultar útil y eficiente para cualquier 
organización que trabaje de la misma forma. Por lo tanto, se ha buscado satisfacer unas 
necesidades mayores de las se requerían para el cliente, previniendo también ante un 
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posible aumento en el número de registro de dootrips. Podríamos decir que, el número de 
ciudades involucradas en nuestro sistema es finito, pues así lo es en el globo terrestre, pero 
no así el número de viajes que registraremos. Si el número de usuarios crece, y con él lo 
hace el número de viajes, todas las ciudades enlazadas por un viaje lo estarán por, al menos, 
una arista. Sin embargo, podemos encontrarnos con nodos aislados debido a que pertenecen 
a nodos localizaciones de doojects y proyectos de los que no llegan ni salen viajes. Por 
tanto, el punto que marque la eficiencia dentro del algoritmo será el número de aristas con 
las que cuente. 
 
Esto nos ha hecho decantarnos por el algoritmo de Dinitz, el cual es lineal en cuanto al  
número de aristas, frente al cuadrático del Edmonds-Karp. 
 
 
Tabla 4. Diferencias más significativas entre los tres algoritmos estudiados y el que se desea desarrollar en 














Máximo flujo Capacidad 1 1 
Edmonds-
Karp  
Máximo flujo,  
ruta más corta 
Capacidad 1 1 
Dinitz 
 
Máximo flujo,  
ruta más corta 
Capacidad 1 1 






5.3.4 Adaptación del algoritmo. 
 
Una vez seleccionado el algoritmo, debemos adaptarlo a nuestro sistema. Existen ciertas 
diferencias entre el algoritmo de Dinitz y el que debemos ejecutar en nuestro sistema, como 



















Para solucionar la distinción entre el número de nodos origen y destino, se decidió añadir 
dos nodos ficticios al grafo construido. El primero de ellos estaría conectado con todos los 
nodos origen, y el segundo con todos los nodos destino. Así pues, tendríamos un único 
nodo origen y un nodo destino, asegurándonos que todas las rutas pasan en primer lugar por 
una arista que lleva a un nodo con doojects, y terminan en una arista que se inicia desde un 





Imagen 8. Ejemplo de grafo al que se le han añadido los vértices ficticios que actúan como origen y destino. 
Los vértices de color rojo representaban el conjunto de nodos origen, a  los que se le ha añadido una arista 
con el nuevo y único nodo origen “x”. Del mismo modo, los vértices azules, que representaban los nodos 
destino, están conectados con el  nuevo y único nodo destino “y”. Por tanto, ahora el grafo solo dispone de 





Por su parte, la restricción de fechas de añadió en la fase de la construcción del grafo 
residual. Pongamos, como ejemplo, que estamos comprobando una arista cuyo origen es el 
nodo N y cuyo destino es el nodo M. Además de la restricción que le obliga a tener una 
capacidad mayor a cero, debe existir una arista con origen M cuya fecha de salida sea 
posterior a la fecha de llegada de la arista que está siendo comprobada. Este hecho necesita 
volver a comprobarse durante la búsqueda de rutas, por que es posible que exista una arista 
saliente de M con fecha de salida anterior, pero que se ha mantenido por la existencia de 
otra arista cuyo destino es M y su origen es un tercer nodo P, al que satisface dicha 
restricción. Para en el algoritmo no coger la arista equivocada, se debe pes volver a 




Imagen 9. Ejemplo de comprobación en la restricción de fechas. Suponiendo que el intercambio de doojects  
es factible debido a la coincidencia de fechas o la existencia de puntos de almacenamiento en el vértice 3, al  
calcular el grafo residual, los cuatro dootrips se mantienen, Esto es debido a que D1-3 es compatible con  
ambos, y D2-3 lo es con D3-5. Al ejecutar el algoritmo volvemos a comprobar las fechas para que no se escoja  




















Es la fase en la que se implementa el software a partir de las especificaciones y del diseño 
que se han acordado con anterioridad. En este punto vamos, por tanto, a comprobar como 
han sido implementadas las funciones que permiten satisfacer todos los casos de uso 





El primer paso a la hora de implementar el algoritmo es transformar la información alojada 
en la base de datos en el grafo descrito durante la etapa de diseño. Antes de nada se debía 
decidir que estructura de datos se usaría para representarlo. 
 
6.1.1 Estructura de datos. 
 
Las posibilidades que se estudiaron para representar el grafo fueron la matriz y la lista de 
adyacencia, además de una estructura intermedia entre ambas. 
 
Una matriz de adyacencia es un vector de dos dimensiones en la que se guarda la relación 
entre todos sus nodos. Por ejemplo, en la posición (i, j) de una matriz de adyacencia se 
guarda la información de la arista con “i” como nodo de origen y “j” como nodo destino.  
Una información vacía representará la ausencia de aristas que cumplan dicha característica 
[23]. En nuestro caso, no sería suficiente una matriz de adyacencia con esta topología, ya 
que entre dos nodos puede existir más de una arista. Así pues, la solución más factible sería 
añadir una modificación, donde la posición (i .j) almacenara una lista de dootrips cuyo 
recorrido comprendiera desde el grupo “i” al grupo “j”.  
 
La segunda opción se trata de una lista de adyacencia. En ella se representarían los vértices 
del grafo unidos en forma de listas, y a su vez de cada uno de esos nodos que representan 
los vértices tendría una lista de nodos que contendrían las aristas de las que es origen [24]. 
 
Por último, se planteó la posibilidad de utilizar una estructura intermedia a las dos opciones 
descritas, pudendo describirse como un vector de listas de adyacencia. Cada posición del 
vector representaría un vértice del grafo, y en él se almacenarían todas las aristas que la 
tuvieran como origen. Es así como, en la posición “i” del vector, se almacenaría la lista de 
dootrips que tuvieran como origen dicho nodo del grafo.  
 
Pongamos un caso práctica para entender las diferencias que pueden existir al utilizar una u 







Imagen 10. Ejemplo de grafo de entrada al algoritmo. 
 
 




Imagen 11. Representación del grafo descrito en la imagen 10 mediante un vector de listas. Cada posición 







Imagen 12. Representación del grafo descrito en la imagen 10 mediante una matriz de adyacencia. Cada 






Imagen 13. Representación del grafo descrito en la imagen 10 mediante una lista de adyacencia. Cada lista 
contiene dos punteros: uno almacena la posición de memoria del siguiente vértice, y el otro la posición de 
memoria donde se inicia la lista de aristas del que es vértice origen. 
 
En un primer vistazo, podemos comprobar que en términos de memoria, la lista de 
adyacencia sería la que menos utilizaría, ya que solo almacenaría la información de los 
dootrips que existan, por lo que no reservaríamos más memoria de la que necesitamos. No 
es el caso de la matriz de adyacencia, donde se reservaría la memoria necesaria para alojar 
una matriz de NxN dimensiones, pero utilizaremos solo aquellas donde reside algún 
dootrip.  En un lugar intermedio nos encontramos con el vector de listas, en el cual se 
reservaría espacio para almacenar un vector de N posiciones. Nos encontramos entonces 
con el mismo problema que la matriz de adyacencia, pero disminuyendo notablemente la 
cantidad de memoria usada [25]. 
 
Un segundo criterio a comprar es la rapidez teórica del algoritmo, donde la situación es 
relativa al problema al caso se esté aplicando.  
 
Si tomamos como criterio la velocidad de acceso a un dato en concreto, la matriz de 
adyacencia se presenta como la opción más rápida. Pongamos como ejemplo que deseamos 
saber si existe un dootrip cuyo origen sea el nodo “i” el desino el nodo “j”. En esta 
estructura, la respuesta se conseguiría en un tiempo que dependería del tamaño de la lista 
almacenada en la posición (i, j). Por el contrario, en la lista de adyacencia, es posible que 
tengamos que comprobar cada uno de los nodos que la componen, identificando si 
comienzan en el nodo “i” y terminan en el nodo ”j”. Por último, otra vez en medio de estas 
dos soluciones, se encuentra el vector de listas de adyacencia, donde el tiempo de ejecución 
dependería del número de dootrips cuyo origen sea el nodo “i” [25].  
 
Sin embargo, nuestro algoritmo no busca dootrips entre dos nodos en concreto, sino 
comprueba que desde el nodo en el que se encuentra, exista un vértice saliente que sea 
factible con el último de nuestra solución parcial. Así pues, el tiempo de ejecución de 
nuestro algoritmo vendrá influenciado mayoritariamente por la eficiencia en la búsqueda de 
dootrips que salgan de un nodo determinado.  Siguiendo la notación anterior, el algoritmo 
buscaría todos los dootrips que salgan de la posición “i”. Para la matriz de adyacencia, en el 
peor de los casos habría que recorrer toda la fila “i” para comprobar en qué columna se 
encuentra un dootrip factible. En la lista de adyacencia, la problemática no mejora, ya es 
posible que tengamos que recorrer todos los nodos antes de descubrir alguno que salga del 
vértice “i”. En esta ocasión, el vector de listas de adyacencia se sitúa en la misma posición 
que la matriz, ya que en el peor de los casos, habrá que recorrer únicamente la lista de 
dootrips que salen del grupo “i”, lo cual es idéntico entre ambas estructuras. 
 
Así pues, vemos como teóricamente y haciendo una valoración global, podemos encontrar 
al vector de listas como la opción más eficiente, en cuanto a la relación entre el espacio en 





6.1.2  Cuerpo del algoritmo 
 
Una vez definida la estructura de datos, se puede empezar a implementar el algoritmo 
basándonos en las conclusiones obtenidas en las fases de desarrollo anteriores. Recordemos 
que hemos decidido adaptar el algoritmo Dinitz a los requisitos de nuestro problema a 
resolver. Los pasos que se siguen son los siguientes: 
 
1. Recuperar información de la base de datos. 
 
2. Construir el grafo a partir de la información. 
 
3. Ejecutar algoritmo Dinitz. 
 
6.1.2.1 Recuperar información de la base de datos. 
 
En primer lugar se deben seleccionar todos aquellos recursos que vayan a formar parte del 
grafo. Éstos necesitan cumplir ciertos requisitos, ya que no se desea incluir toda la 
información, sobretodo de elementos que no sean necesarios o factibles en el cálculo de 




Cada dooject contiene un estado que indica en qué fase se encuentra su donación. Dentro de 
nuestro módulo, solo nos interesa saber cual está preparado para ser enviado, cual ha sido 
asignado a un proyecto destino y, por último, cual ha sido ya entregado. Tomando Labdoo 
como ejemplo, estas fases son denominadas S2, S3 y S4, respectivamente [2].  
En el cálculo, solo se cogerán aquellos doojects que estén preparados para ser enviados 




Los dootrips que ya han sido registrados en el sistema ya habrán cumplido los requisitos 
descritos en el punto 7.1 (gestión de dootrips). Cabe destacar que un dootrip puede formar 
parte de varios megadootrips, ya que puede darse el caso de que, después de un cálculo, 
todavía tenga espacio suficiente para llevar más doojects, y en siguientes cálculos se le 
asigne más. Así pues, al inicializar el algoritmo deben cumplirse dos restricciones: 
 
- El dootrip tiene capacidad libre. 
 
- La fecha de inicio del dootrip es posterior a la configurada como inicial del 
megadootrip por el administrador. 
 
Con la segunda opción se pretende dar un margen suficiente como para que se lleve a cabo 
la interacción entre el usuario y el sistema a la hora de aceptar o rechazar formar parte del 
megadootrip. Además, los usuarios tendrán que encontrarse para poder hacer el 
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intercambio, por lo que será un tiempo que podrán aprovechar para planificar el lugar y la 




En la base de datos estarán almacenados los proyectos con los que la organización 
colabora. La única restricción que debe cumplir un proyecto es que el número de objetos 
que se le ha asignado y/o entregado no alcance el número total de doojects que necesita. Es 




Los puntos de almacenamiento no formarán parte del grafo que construiremos. En caso de 
que un megadootrip necesite almacenamiento para que se lleve a cabo, se comprobará si en 
la localización que se requiere existe alguno. La consulta se realiza directamente sobre la 
base de datos durante la ejecución del algoritmo. 
 
6.1.2.2 Construir el grafo a partir de la información 
 
El siguiente paso es construir el grafo donde se ejecutara el algoritmo de flujo máximo. 
Para ello, cabe definir  que información se guardará en  la estructura de datos utilizada. 
Como hemos visto con anterioridad en el apartado 6.1.1 (estructura de datos), el vector de 
listas es la elegida. Para entender la representación final del grafo, vamos a explicar el 
proceso de refinamiento que tuvo lugar durante el proyecto tal y como tuvo lugar.  
 
Cada posición de la lista podría definirse de la siguiente manera: Sea D el conjunto de 
dootrips que cumplen las restricciones necesarias para ser escogido como parte del grafo, y 
sea G el conjunto grupos de localizaciones de todos los recursos que entran en juego en él, 
el vector V tendrá tamaño |G| y en la posición Vi  se almacenará la lista de dootrips cuyo 
origen se encuentre en el grupo de localización i. Más formalmente: 
 
                          ( )              | |    
 
Recordemos que, para agilizar el algoritmo, decidimos añadir un vértice imaginario 
conectado a vértice origen, y otro conectado a cada vértice destino, a los que hemos 
añadido en el vector con las posiciones -1 y -2, respectivamente. Así pues, el tamaño del 
vector  será |G| + 2. Sea X el conjunto de grupos de localizaciones que contienen doojects, 
y sea Y el conjunto de grupos de localizaciones que contienen proyectos, la formalización 
en este paso queda de la siguiente manera: 
 
                          ( )              | |    
 
                  ( )                  
 





Con esto sería suficiente para ejecutar la adaptación del algoritmo Dinitz. Sin embargo, uno 
de los casos de uso describía que el administrador tendría que ser capaz de priorizar los 
proyectos según uno de los criterios disponibles. Llegados a este punto, se bajaron dos 
posibilidades. La primera de ellas era encontrar que el algoritmo encontrara todas las 
posibles soluciones, sin actualizar el grafo. Es decir, sin reducir la capacidad de las aristas 
después de encontrar una solución. Sin embargo, después habría que recorrer el conjunto de 
soluciones, buscando por orden de prioridad cada uno de los proyectos, y volviendo a 
actualizar y recorrer el grafo para ver si después de aplicar una solución, la siguiente sigue 
siendo factible, ya que alguna de las aristas podría haberse visto saturada. A partir de aquí 
podría comenzar una serie de modificaciones más eficientes del concepto expuesto para 
reducir el proceso de búsqueda, pero se pensó en otra posibilidad. 
 
La segunda, y utilizada en la implementación del módulo es cambiar el orden de búsqueda 
del algoritmo: ahora buscaríamos rutas desde los proyectos hasta los doojects. Esto nos 
permitiría recuperar los proyectos de la base de datos en el orden que haya elegido el 
administrador, por lo que la lista almacenada en la posición -2 del vector se recorrería 
según lo indicado. Esto conlleva un cambio significativo, ya que los dootrips debían 
expresarse de forma inversa. Las aristas comenzarían en el vértice destino del dootrip y 
acabarían en el vértice origen, lo cual tiene un impacto directo en la restricción de fechas. 
Para ver el resultado final del algoritmo y entender mejor las últimas modificaciones, 
veamos una formalización de éste: 
Sea, 
- D el conjunto de dootrips que forman parte del algoritmo. 
 
- G el conjunto de grupos de localizaciones de los doojects, dootrips y proyectos del 
algoritmo. 
 
- X el conjunto de grupos de localizaciones de doojects del algoritmo, con X 
subconjunto de G. 
 
- Y el conjunto de grupos de localizaciones de proyectos del algoritmo, con Y 
subconjunto de G. 
 
La estructura de datos quedará definida de la siguiente manera: 
 
o    {                     ( )              | |  } 
 
o                   ( )                  
 
o                   ( )                  
 
 
Dicha estructura representará el grafo G = {N, A, S, T}, donde: 
 




o   será el nodo destino 
 
o   será el nodo destino. 
 
o     (           )         (        )          
   (        )                   
           
                               será el conjunto de aristas del grafo. 
Expresados en lenguaje ordinal, el conjunto de aristas del grafo entre dos 
vértices distintos, todas ellas con fecha de salida, de llegada y capacidad.  
 
 
Cualquier solución encontrada por el algoritmo debe cumplir los siguientes requisitos. Sea 
la cadena de aristas D1 – D2 parte de la solución final: 
 
o        (  )           (  ) 
 
o             (  )             (  ) 
 
 
Además, una de estas dos expresiones debe ser cierta: 
 
o             (  )             (  )                     (  )  
             (  ) 
 
o             (  )             (  )                     (  )  
             (  )                                      
 
 
Recordemos que, al registrar el dootrip, los usuarios indicaron las fechas en las que podrían 
quedar con los demás usuarios antes y después de que tuvieran lugar sus dootrips. Siendo 
Fechaanterior el límite de tiempo que tiene un usuario para encontrarse con otro antes  de la 
salida, y Fechaposterior  el límite después de la llegada del dootrip, dos usuarios podrán 
intercambiar un dooject si coinciden en el tiempo en la misma ciudad, o si no lo hacen pero 
existe un punto de almacenamiento en ella. Si es este ultimo caso, los objetos serán 
entregados y recogidos en ellos, encontrándose con sus miembros como lo harían con 
cualquier otro usuario. 
 
El último paso antes de poder ejecutar el algoritmo es decidir que información contendrá 
cada nodo de la lista. Para que sea posible encontrar las soluciones y poder comprobar las 
restricciones, deben almacenar los siguientes datos: 
 
- Fecha de salida y llegada. 
 




- Capacidad del dootrip. 
 




- Tipo de recurso que representa. 
 
 
El grafo tiene tres tipos de aristas diferentes: las aristas que representan dootrips, las que 
unen los proyectos con un nodo de los nodos  imaginario y las que unen los nodos de 
doojects con el otro de los nodos imaginario. Veamos como se asignan los valores 




Dooject Dootrip Proyecto 
Identificador - Id del dootrip Id del proyecto 
Capacidad 
# Doojects en esa 
localización 
# Doojects que puede 
transportar 
# Doojects pedidos -  




Fecha indicada por el 
usuario. 
0 
Fecha salida Irrelevante Fecha salida del dootrip Infinito 
Fecha 
llegada 










Grupo destino del 
dootrip. 
Grupo de localización del 
proyecto. 
 
Tabla 6. Criterio de asignación de atributos a las aristas, según el recurso al que pertenezcan. 
 
 
Pongamos por ejemplo el siguiente ejemplo: 
 
- En las inmediaciones de Barcelona, representado por el grupo 1, tenemos un usuario 
con 2 doojects y otro con 1 dooject. 
 
- En las inmediaciones de Paris, representado por el grupo 2, tenemos un usuario con 
1 dooject. 
 
- Existe un dootrip registrado entre Barcelona y Londres, representado por el grupo 3. 
 
- Existe un dootrip registrado entre Londres y Bogotá, representado por el grupo 4. 
 










Imagen 14. Representación del grafo descrito por el ejemplo anterior. Los dos proyectos localizados en el 
grupo 4 se representan por aristas distintas. Justo al contrario pasa con los doojects, donde los doojects de 
usuarios diferentes del vértice 1 se representan por una única arista cuya capacidad es la suma de doojects 
disponibles en la localización 1.  
 
 
Con la estructura elegida vemos que, aunque los proyectos se encuentren en la misma 
localización, serán representados por aristas distintas, para así respetar el sistema de 
priorización. No así con los doojects, donde los que se encuentren en el mismo grupo se 
representarán con una única arista, cuya capacidad será la suma de los doojects que se 
encuentren en dicho grupo.  
 
Otro aspecto importante era elegir las fechas adecuadas para las nuevas aristas, que 
permitieran que la ejecución del algoritmo fuera independiente del tipo de recurso al que 
representarán. Así, poniendo una fecha inicial lo suficientemente grande, nos aseguramos 
que todos los proyectos son escogidos, ya que los dootrips que lleguen a esa localidad 
tendrán siempre una fecha de llegada más pequeña. Para la disponibilidad antes del viaje, 
sin embargo, el valor debía ser 0, ya que así siempre sería menor a la fecha posterior 
indicada por el usuario del dootrip entrante. Para los doojects, al encontrarse en el lado 
opuesto del grafo, lo importante era el valor de llegada. Indicando una fecha de salida nula, 
y una disponibilidad infinita para encontrarse con otro usuario después de la supuesta 













6.1.2.3 Ejecución del algoritmo adaptado de Dinitz 
  
Con el grafo construido y la estructura de datos almacenando la información necesaria, 
podemos pasar paso a la ejecución del algoritmo. Recordemos los pasos que describen el 
comportamiento del algoritmo Dinitz. 
 
1. Inicializar el flujo de cada arista de E a 0. 
2. Construir grafo residual GR = (V, Ef, s, t). 
3. Construir grafo de nivel GL = (V, EL, s, t). 
4. Mientras haya caminos posibles entre s y t en el grafo GL 
 
El primer paso no será ejecutado. No guardaremos el flujo de cara arista como un 
parámetro más, sino que iremos disminuyendo su capacidad según el número de doojects 
que le hayamos podido asignar a dicha arista.  
 
Construcción del grafo residual 
 
Así pues, comenzaremos con la construcción del grafo residual. Un grafo residual es aquel 
que no tiene aristas con capacidad nula [17] [18]. En la primera iteración del algoritmo esto 
no será un problema, ya que la elección de los recursos de la base de datos ya cumplirá 
dicho requisito. Sin embargo, si que será un parámetro importante para las siguientes 
iteraciones del algoritmo, cuando se haya encontrado alguna solución con anterioridad y se 
haya actualizado la capacidad de las aristas que lo requerían. 
 
Para cada posición del vector, que representa la estructura de datos en la que se almacena el 
grafo, comprueba que los nodos de su lista cumplan las restricciones expuestas. En primer 
lugar, que su capacidad sea mayor que cero. En segundo lugar, realiza la comprobación de 
las fechas. Para ello, lee el grupo de destino del dootrip y, en dicha posición del vector 
busca algún dootrip cuya fecha de salida sea posterior y se encuentre en un rango en que 
ambos usuarios puedan encontrarse. 
 
Construcción del grafo de nivel 
 
En el grafo de nivel se intenta reducir el número de aristas para buscar, en primer lugar, el 
camino mas corto que permita el flujo máximo [22]. Para ello, se calcula la distancia que 
separa cada vértice del inicial “-2”, definiéndose la distancia como el número de aristas por 
los que tiene que pasar hasta llegar a él. Una vez calculado el vector de distancias, se 
recorre el grafo comprobando qué todas las aristas cumplen la siguiente regla: 
 
    ( )       ( )       (   )    
 








Búsqueda de flujo máximo 
 
La búsqueda se realiza sobre el grafo de nivel. Ésta comenzará desde la posición “-2” del 
vector, recorriendo su lista hasta el último elemento en búsqueda de caminos hasta el 
vértice “-1”. El orden de la lista venia dado por el criterio de priorización de proyectos 
indicado por el administrador, por lo que se acabará respetando. 
 
A partir de ahí, el algoritmo leerá el vértice al que se dirige la arista, representada por los 
nodos de la lista. En dicho vértice buscará si existe una arista saliente que satisfaga las 
restricciones de capacidad y fecha, y si es así sigue la búsqueda hasta encontrar una 
solución final. Si en ese vértice no lo encuentra, busca en el siguiente elemento de la lista, 
iterando así entre las posiciones del vector y las listas que contienen. 
 
En primer lugar nos situamos, pues, en la arista que lleva al primer proyecto del algoritmo, 
almacenados en la posición “-2” del grafo. A partir de ahí, comienza una iteración sobre los 
proyectos en busca de todas las rutas existentes en el grafo de nivel. 
 
Al inicializarse la búsqueda desde alguno de los proyectos, la solución parcial estará 
compuesta por la arista que lleva desde el vector inicial hasta el proyecto que está siendo 
analizado, y la primera arista que sale desde el vértice que representa al proyecto. La 
estructura actuará simulando el funcionamiento de una pila, y se sabrá que no hay camino 
entre el proyecto y algún dooject cuando esté vacía.  
 
En el siguiente paso se recoge la información más relevante del nodo que va a utilizarse en 
el algoritmo, como son el grupo destino de la arista y su capacidad. Ésta es la primera de las 
restricciones que se comprueban, ya que si su capacidad no es mayor de cero, no podrá 
enviarse flujo por él. Nótese que, aunque al construir el grafo residual ya se han eliminado 
las aristas saturadas, es posible que durante la ejecución de la búsqueda hayamos 
encontrado una solución y nos hayamos visto obligados a actualizar la capacidad de las 
aristas que forman parte de él. Si se ha enviado por ella todo el flujo posible, se descarta y 
borra de la solución parcial, y se coge la siguiente arista que salía del mismo vértice. 
 
Si por el contrario, todavía puede enviarse flujo por esa arista, se comprueba si es una arista 
que lleva al nodo origen. Dicho nodo es que se está unido a todas las localizaciones que 
contienen doojects. Por tanto, si es así, hemos encontrado una solución final. En primer 
lugar se incrementa el número de megadootrips calculados, se almacena la ruta en la base 
de datos, y se actualiza el grafo reduciéndole a las aristas la capacidad del megadootrip que 
se acaba de calcular. Tras ello, se vuelve a inicializar la variable que almacena la solución 
parcial y se busca otra ruta, siguiendo por el mismo proyecto que estábamos analizando. 
 
Si todavía no hemos encontrado una solución final, comprobamos la arista que tenemos 
almacenada y que sale del vértice al que llega la actual. Si es nula, quiere decir que no hay 
aristas que salgan de dicho vértice, o que ya las hemos comprobado todas sin encontrar 
ninguna que podamos añadir a la solución parcial. Por tanto, el vértice que estamos 
analizando no nos sirve, y tenemos que volver al vértice anterior en busca de la siguiente 




Por el contrario, si la arista no era nula, podemos empezar a comprobar si cumplen los 
requisitos para formar parte de la solución final. Primero de todo, se comprueba que 
cumplan las restricciones de tiempo. Si no la cumple, se comprueba que exista un punto de 
almacenamiento en dicha ciudad que pueda guardar el dooject hasta que el otro usuario 
pueda recogerlo. Si se cumple alguna de estas, la última comprobación que queda por 
averiguar es si esa combinación existe dentro de la denominada lista negra. Esta lista se 
explicará más adelante en el sistema de notificación de megadootrips, pero para entenderlo 
avanzaremos que es una lista que almacena las respuestas de usuarios que han decidido no 
tomar parte de él. Cada elemento de la lista negra esta compuesto por dos recursos, por lo 
que si, por ejemplo, si la cadena de dootrips d1-d2 está almacenada en esa lista, ningún 
megadootrip podrá contenerla. 
 
Si se cumplen todas las restricciones, añadimos la arista que estaba siendo analizada, 
pasando a ser el actual, y añadimos la primera arista que sale de vértice al que llegaba. Si 
por el contrario alguna de esas restricciones no se cumplía, descartamos la arista cogiendo 
la siguiente que sale del mismo vértice que se encontraba. 
 
Una vez encontradas todas las soluciones de este grafo de nivel, debemos volver al grafo 
original (actualizado con las nuevas capacidades de las aristas) y volver a repetir el proceso 
hasta que una de las iteraciones no aporte ninguna solución adicional. 
 
6.1.3 Complejidad del algoritmo implementado. 
 
Para estudiar la complejidad computacional del algoritmo implementado en este software, 
lo haremos analizando cada una de las partes de las que se compone. 
 
En primer lugar se construye el grafo residual. Como hemos visto, en él se eliminan las 
aristas que no tienen capacidad libre, además de comprobar si en el nodo de llegada de una 
arista existe otra arista con las que cumpla las restricciones de fechas. Así pues, sabiendo la 
estructura utilizada, se deberá comprobar las aristas salientes de todos los nodos (|V|), se 
debe comprobar la capacidad de cada una de las aristas (|E|), y para cada arista se debe 
comprobar las aristas que salen del nodo a la que llega (|E|).  Así pues, el coste de construir 
el grafo residual es de  (| |  | | ). 
 
El siguiente paso es calcular la distancia mínima de cara vértice con el de origen, medido 
en número de aristas por las que se debe pasar. Para ello se ha utilizado la búsqueda en 
anchura, cuyo coste es de  (| |). 
 
Una vez se ha calculado la distancia de cada vértice con el de origen, se puede construir el 
grafo de nivel. En él se comprueba que cada arista entre dos nodos (u,v) cumpla que 
distancia (v) = distancia(u) + 1. Para ello, se debe comprobar cada una de las aristas del 
grafo, por lo que su coste es de  (| |). 
 
Llegados a este punto, puede ejecutarse la búsqueda de las rutas. En este momento del 
algoritmo, el grafo debería haberse simplificado. Si no es así, significa que en todas las 
aristas hay capacidad libre, y que todos los caminos son mínimos. Esto significaría que no 
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se necesitarían más iteraciones para encontrar todas las rutas, que tras su ejecución todas las 
aristas tendrían una capacidad de 0. Si no es así, este paso se habrá simplificado al haber 
menos aristas en el grafo, pero requerirá una siguiente iteración para comprobar si existen 
rutas de mayor tamaño. Así pues, en el peor de los casos, este paso deberá buscar las rutas 
para cada proyecto, lo que se traduce en cada arista que está conectado al vértice origen 
(| |). Una vez seleccionado el proyecto, se buscan las aristas salientes de ese vértice que 
permitan enviar los objetos, teniendo en cuenta las restricciones de fechas y capacidad (|E|). 
En el peor de los casos, el recorrido pasará por todos los vértices del grafo (|V|). Por tanto, 
la complejidad de esta parte del algoritmo es de  (| |  | | ). 
 
Como hemos dicho en el párrafo anterior, si el grafo fue simplificado durante el proceso se 
necesitará realizar más iteraciones, hasta que no se encuentren más soluciones. Esto quiere 
decir, hasta que las rutas encontradas sean las de mayor tamaño posible. En el peor de los 
casos, en cada iteración irá aumentando  la distancia entre los vértices de 1 hasta el número 
de vértices por lo que será de   (|V-1|). 
 
Juntando todas las partes del algoritmo, tenemos que el coste computacional obtenido es de 
 (| |  * | | ). Recordemos que el coste del algoritmo de Dinitz original es de  (| |  * 
| |). La diferencia con el resultado final reside en la introducción de las restricciones de 
fechas, la cual hace comprobar todas las aristas salientes del vértice al que se dirige la que 






6.2 Gestión de dootrips. 
 
Los usuarios necesitan de una interfaz que les permita registrar, visualizar, editar y borrar 
sus dootrips siempre que les sea necesario. Se trata de un nuevo tipo de recurso que 
introduce el módulo en el sistema, por lo que debe proporcionar todas las herramientas 
necesarias para gestionarlas.  
 
6.2.1 Formulario de registro 
 
Es el medio que tienen todos los usuarios para introducir sus viajes en el sistema. En él 
deben introducir los datos necesarios para que el algoritmo pueda tomarlo en cuenta a la 
hora de calcular las rutas que los doojects pueden seguir hasta alguno de los proyectos.  
A continuación veremos cada uno de los elementos existentes en el formulario.  
 
Origen del dootrip 
 
La localización de origen vendrá dado por una serie de campos donde introducir la ciudad 
de origen, la provincia en la que se encuentra, el código postal y el país. Para su 
introducción en el formulario, se ha hecho uso de herramientas proporcionadas por el 
módulo “Location” de Drupal [14]. Concretamente, ofrece una lista de todos los países del 
mundo. Una vez seleccionado, si queremos rellenar el campo “provincia”, tendremos la 
opción de autocompletar el nombre. El resto de campos son introducidos por el usuario 
manualmente. 
 
Los únicos campos obligatorios son el nombre de la ciudad y el país. El primer paso antes 
de introducir esta localización en la base de dato es comprobar que el usuario haya 
rellenado estos datos, y si es así, realizar la petición a la API Google Geocoding para 
obtener sus coordenadas [12]. Un ejemplo de petición sería la siguiente, donde pedimos las 




De la respuesta en formato XML podemos sacar la siguiente información, donde “lat” 











  <lat> 40.7143528 </lat> 








Si dichas coordenadas ya existen en nuestro sistema, se apunta la referencia del origen del 
dootrip a esa localización, y si no es así, se introduce en la base de datos un nuevo registro. 
 
Además, sabiendo que tendremos usuarios con diferentes lenguas maternas, y realizamos 
otra petición a la API mencionada para formatear el nombre de la ciudad en inglés. 
Siguiendo con el ejemplo anterior, si el usuario ha introducido de nombre Nueva York, la 
petición sería la siguiente:  
 
 
Como vemos, la petición es idéntica a la anterior, con la diferencia de que hemos 











La etiqueta que nos interesa es <long_name>, por lo que cambiamos el valor introducido 
por el usuario por éste. El nombre del país se almacena mediante el código correspondiente 
definido en el estándar ISO-3166-1 alfa-2, el cual consta de dos letras identificadoras [27]. 
 
Localización de destino 
 
Al igual que para la de origen, se usa las herramientas proporcionadas por el módulo 
“Location”. La diferencia reside en que el usuario, además de los campos de ciudad, 
provincia, código postal y país, cuenta con un mapa de Google en el que puede marcar el 
destino del viaje. Según la marca introducida en el mapa, se rellenaran automáticamente 
dos campos adicionales que indican la latitud y longitud del punto seleccionado.  
 
El caso ideal es que el usuario introduzca sus datos por una de las dos vías, pero cabe la 
posibilidad de que lo haga utilizando las dos opciones. Si es así, no sabemos cual de los dos 
datos es el correcto. Primero se comprueba que las localizaciones introducidas en el mapa y 
en los campos de texto sean aproximados. Si esto se cumple, se almacenan en la base de 
datos (o se referencian si ya existen), y si no, se detiene el proceso y se avisa al usuario que 





  <long_name> New York </long_name> 
  <short_name> NY </short_name> 
  <type> administrative_area_level_1 </type> 







Fechas de salida y llegada 
 
Los usuarios introducirán la fecha de salida y de llegada del dootrip. Esto es importante si 
se tiene en cuenta que un dootrip puede realizarse mediante cualquier medio de transporte, 
por lo que la duración del viaje no puede ser calculada automáticamente. Incluso para un 
mismo medio de transporte podrían existir variantes, como que sea un viaje con escalas, o 
un viaje triangular, entre otros. 
 
Para asegurarnos que no haya diferentes formatos de entrada para las fechas, se ha hecho 
uso del módulo “Date” de Drupal, el cual contiene herramientas para la gestión de fechas. 
El programador puede elegir el formato, siendo el elegido para el módulo Dootrip el 
definido por Año-Mes-Día Hora:Minuto. Sin embargo, para agilizar las comparaciones de 
fechas en el algoritmo, se almacenan como números enteros, representando el número de 
segundos que han pasado desde el 1 de enero del 2010. Por tanto, el formato mencionado 
solo se utilizará para la introducción de datos y su posterior visualización. 
 
La restricción que se debe cumplir es que la fecha de llegada sea posterior a la fecha de 
salida. Un dootrip podrá registrarse con un margen de tres años de anterioridad. 
 
Fechas disponibles anterior y posteriormente al dootrip 
 
Es el periodo de tiempo en que el usuario puede quedar antes y después del dootrip para 
recibir y entregar el dooject. El usuario lo hará indicándolo según el número de días, y el 
sistema se encargará de traducirlo a una fecha del mismo modo que las de salida y llegada. 
 
Antes de introducirlo en la base de datos, se debe comprobar que el usuario haya insertado 
un valor numérico y no negativo. Además es un campo que se debe rellenar 
obligatoriamente. 
 
Información de contacto 
 
La información de contacto se utilizará para notificar a los usuarios del cálculo de un 
megadootrip en el que puede participar, y posteriormente si se confirma, para que los 
usuarios puedan contactar entre ellos para planificar la entrega y/o recepción del dooject. 
 
Consta de cuatro campos: 
 
- Correo electrónico: Se comprobará que siga el formato “ejemplo@dominio” 
 
- Número de teléfono: Número de teléfono, precedido por el código del país, 
siguiendo el formato descrito en la recomendación E.164 [29].  
 
- Nombre de usuario en Twitter: Acepta caracteres alfanuméricos y el carácter “_”. 
 
- Opción de contacto preferida: De las tres opciones anteriores, el usuario puede 




De las tres informaciones de contacto, el usuario debe indicar al menos una. Si además 
elige como opción un campo que no ha rellenado, automáticamente se le cambia al correo 
electrónico, o a la opción restante si éste también lo está. 
 
Número de doojects 
 
Será la cantidad de objetos que el usuario pueda transportar en su dootrip. Debe ser un 




Cuadro de texto en el que el usuario puede introducir cualquier comentario adicional sobre 
su dootrip. Ahora mismo no se muestra en ningún lugar, y solo se puede visualizar en la 
base de datos, pero está pensado para posteriores implementaciones del módulo. 
 
6.2.2 Visualización de dootrips 
 
Los dootrips de cada usuario serán mostrados en una lista, ordenados según la fecha de 





- Ciudad y país de origen. 
 
- Ciudad y país de destino. 
 
- Fecha de salida. 
 
- Acciones que puede realizar. 
 
Como el nombre de los países está almacenado según su código definid en el estándar  
ISO3166-1 alfa-2 [27] [28], hizo falta la introducción de una función que hiciera la 
transformación a su nombre en inglés. Ésta también está proporcionada por el módulo 
“Location”, y se referencia bajo el nombre “location_country_name”. 
 
La fecha de salida reside en la base de datos bajo un número entero que indica el número de 
segundos pasados desde el 1 de enero del 2010. Por tanto, hay que transformarlo al formato 
elegido, siendo en este caso AÑO/MES/DÍA HORA:MINUTO. (Por ejemplo, 2012/03/28 
15:30) 
 
En cuanto a las acciones que puede realizar el usuario, existe un enlace que permite al 
usuario editar el contenido del dootrip, siempre y cuando no forme parte de un megadootrip 
calculado o confirmado. Lo mismo sucede con la eliminación del dootrip, que se hará desde 




6.2.3 Edición y eliminación de dootrips 
 
Para acceder a ambos recursos, el usuario debe hacerlo a través de la interfaz de 
visualización de dootrips. Allí podrá elegir que dootrip desea editar o eliminar, siempre y 
cuando no forme parte de algún megadootrip.  
 
Una vez elegido el dootrip, se accede a un formulario idéntico al de registro. Sin embargo, 
ahora sus campos contienen la información que el usuario introdujo, y que está almacenada 
en la base de datos. 
 
Si el usuario desea borrar el dootrip, tiene disponible al final del formulario un botón que lo 
permite. Si es apretado, se muestra una ventana emergente en la que se debe confirmar si se 
debe eliminar el dootrip, permitiendo así cancelar el proceso en caso de haber accedido 
involuntariamente. Sin embargo, si se acepta seguir con la ejecución de dicha acción, toda 
la información de ese dootrip es eliminada. No así las localizaciones a las que referenciaban 
y que se almacenan en una tabla diferente de la base de datos, por dos opciones. Primero, 
puede que otro recurso tenga esas mismas coordenadas. Y segundo, si ninguno las 
referencia, puede servirnos en un futuro para ahorrarnos las peticiones de transformación y 
de formato de la localización indicada por un usuario que está registrando un dootrip entre 
alguna de ellas. 
 
Por el contrario, si el deseo del usuario era editar alguno de los campos del dootrip, podrá 
modificar el campo del formulario que desee necesario. Las comprobaciones que el sistema 
haga sobre la introducción de los datos será la misma que en el proceso de registro. Una vez 
confirmada su validez, se modifica el dootrip en la base de datos con los nuevos valores. 
Este proceso se puede cancelar mediante un botón encontrado al final del formulario. 
 
Uno de los puntos importantes era asegurarse que un usuario no puede eliminar o editar un 
dootrip que no era suyo. Como el acceso a esta interfaz se realiza mediante URL, 
conteniendo el valor del identificador del dootrip, es posible que un usuario 
malintencionado intente introducir un identificador al azar para acceder a datos de otros 






El sistema comprueba que el dootrip identificado por el número 23 sea del usuario que 
realiza la petición. Si es así, se permite el acceso a la edición o eliminación del dootrip, y si 










6.3 Sistema de notificaciones. 
 
El sistema de notificaciones fue pensado para realizar una interacción entre el usuario y el 
sistema. La interfaz elegida es el correo electrónico, puesto que es una herramienta 
utilizada diariamente y se podría decir que da una menor sensación de intrusismo al 
usuario. 
 
El sistema de notificaciones comienza, manual o automáticamente, tras el cálculo de algún 
megadootrip por el algoritmo. Si está configurado para ser activado por el administrador, 
éste lo hará mediante el panel de administración del módulo. En él, entre otros recursos, se 
contendrá una lista de megadootrips que han sido calculados por el algoritmo. El usuario 
con privilegios de administración podrá activar el proceso de cada megadootrip que se 
encuentre en el estado “Awaiting Confirmation”. Este es el nombre que reciben tras ser 
calculados y en espera de que el administrador inicialice el sistema de notificaciones.  
 
Otra opción es que esté configurado para ejecutarse automáticamente. Si es así, lo hará 
pasado un tiempo (indicado por el administrador) desde que fue calculado, o justo después 
de haber terminado la ejecución del algoritmo. En la primera de las opciones podrá 
activarse manualmente si todavía no se ha alcanzado el momento en el que se activa 
automáticamente. 
 
Existen tres tipos de correos electrónicos enviados a los usuarios por el módulo Dootrip: 
Notificación, cancelación y confirmación. Veamos en detalle en que consiste cada uno de 
ellos. 
 
6.3.1 Correo electrónico de notificación. 
 
Un usuario que haya registrado un dootrip o dooject en el sistema, y dicho recurso forme 
parte de un megadootrip, recibirá esta notificación. En ella, se le explicará el motivo de la 
recepción del correo electrónico. Si el recurso que gestiona es un dootrip, se le indicará los 
datos de él para que pueda identificarlo en el mismo e-mail y sin que tenga que acceder a la 
plataforma web. En el caso de ser un dooject el elemento que le pertenece, se incluye la 
etiqueta identificadora. Como dato importante se adjunta el número de usuarios con el que 
tendría que encontrarse para entregar y/o recibir el número de objetos también mencionado. 
 
Un usuario puede aceptar o rechazar formar parte del megadootrip mediante el correo 
electrónico de notificación que se le ha sido enviado. En él se incluyen dos botones, uno 
para aceptar y otro para rechazar. Éstos direccionan al usuario a una URL especial de la 
plataforma web creada por nuestro módulo, diseñada para recibir las peticiones de los 
usuarios. Una respuesta está identificada por los siguientes elementos: 
 
- Identificador del usuario. 
 
- Identificador del dootrip, si pertenece a uno. Si no, este valor será -1. 
 




- Identificador de megadootrip al que pertenece. 
 
- Respuesta del usuario. 
 
El código de seguridad se utiliza para comprobar la autenticidad de la respuesta. Éste es una 
cadena de cincuenta caracteres alfanuméricos creados aleatoriamente. Cada una de las 
posiciones tiene 62 caracteres distintos que se le pueden asignar, por lo que la probabilidad 
de que un usuario malintencionado adivine el código son las siguientes: 
 
 
                                   
 
 
    
             
 
Un medio para romper este sistema podrían ser ataques como “man in the middle”, donde 
una persona lee las comunicaciones entre la plataforma web y el servidor de correo 
electrónico utilizado por el usuario [30]. Esto puede evitarse cifrando el contenido del 
mensaje. Sin embargo, es algo gestionado por el sistema de correo electrónico de Drupal, y 
no por nuestro módulo. Si está configurado para trabajar con protocolos seguros, el mensaje 
se enviará según ese criterio. 
 
Otra posibilidad podría ser utilizar la fuerza bruta con todos los parámetros que recibe el 
correo electrónico. La probabilidad de introducir una URL válida sería, pues, la suma de las 
probabilidades de acertar cada uno de los parámetros: 
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Este valor será cierto siempre y cuando se tenga un previo conocimiento de como funciona 
el sistema. Es decir, qué caracteres que acepta el código, que formato tiene la respuesta 
positiva y/o negativa, etc. Sin estos conocimientos, el valor es incluso más pequeño. 
 
Una vez explicado el sistema de seguridad, supongamos que la autenticidad de la respuesta 
es correcta y pertenece al usuario que se lo hemos enviado. El siguiente paso del sistema es 
comprobar si esta petición ya ha sido respondida con anterioridad. Si es así, se le indica 
dicho hecho al usuario y se termina el proceso. Si, por el contrario, es la primera respuesta 
que recibimos, se comprueba si la petición de formar parte en el megadootrip ha sido 
aceptada o rechazada, y se almacena en la base de datos. Adicionalmente para el caso de 
que la contestación recibida sea negativa, el sistema debe recordar este rechazo para no 
volver a calcular el mismo megadootrip en la siguiente ejecución del algoritmo. Dado que 
nos encontramos ante una donación voluntaria de los doojects o de la capacidad en los 
dootrips, se considera que un usuario rechaza formar parte de un megadootrip debido a que 
le parece difícil o imposible encontrarse con otro usuario justo en el periodo de tiempo que 
coinciden en la misma ciudad. Pongamos, por ejemplo, que el usuario ha indicado que va a 
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estar 10 días en esa ciudad, pero solo coincide los dos últimos con la persona a la que tiene 
que entregar los objetos, y esos días su disponibilidad es muy limitada.  
La forma en que se almacena dicha situación es en una tabla, que guarda la combinación 
dada por el recurso anterior – recurso del usuario y recurso del usuario – recurso posterior, 
siempre que las haya. Por ejemplo, si tenemos un megadootrip formado por dos dootrips, y 
el primero de ellos es rechazado, se guardan las cadenas: 
 
1) Dooject – Dootrip D1 
2) Dootrip D1 – Dootrip D2 
 
Así pues, el algoritmo comprobará que el camino que está buscando no contenga ninguna 
de las cadenas indicadas en la base de datos como no factibles. 
 
No se ha incluido a los usuarios de los proyectos y de los puntos de almacenamiento en la 
notificación debido a que son colaboradores a tiempo completo con la ONG, por lo que se 
les supone una disponibilidad completa para recibir y/o entregar doojects a otros usuarios. 
Al tener comunicación directa con los miembros de la organización, siempre pueden 
ponerse en contacto con ellos para cualquier imprevisto. 
 
6.3.2 Correo electrónico de cancelación. 
 
Enviado a todos los usuarios de un megadootrip en el que alguno de sus posibles 
participantes ha rechazado la petición. Se envía automáticamente tras comprobar la 
existencia de una respuesta negativa, y en ella solo se incluye un mensaje en el que se 
notifica que el megadootrip ha sido rechazado y que se volverá a entrar en contacto con él 
si se calcula otra posible ruta a la que pueda pertenecer. 
 
6.3.3 Correo electrónico de contacto (o confirmación). 
 
Una vez hayan contestado todos los usuarios del megadootrip, se enviarán automáticamente 
a todos los usuarios (incluyendo ahora los pertenecientes a proyectos y puntos de 
almacenamiento) que formen parte de él.  
 
Es el la parte más compleja y delicada del sistema de notificaciones, puesto que en ella se 
envía información de contacto de los usuarios. Recordemos que, cuando un usuario ha 
registrado un dootrip, indicó con qué opción quería ser contactado en primer lugar: correo 
electrónico, teléfono o cuenta de Twitter. Puesto que el sistema de notificaciones se realiza 
mediante e-mail, este siempre se adjuntaría en el correo como información de contacto, 
además de únicamente la opción indicada como primaria por el usuario si no eligió correo 
electrónico. Otra motivación para asignarle al e-mail ser la información de contacto por 
defecto es que es la única que gestiona Drupal, ya que la cuenta de Twitter y el teléfono son 
conceptos introducidos por nuestro módulo. Así pues, no podemos estar seguros de que los 
usuarios de los demás recursos (doojects, proyectos y puntos de almacenamiento) hayan 





El hecho que de los datos de contactos van a ser enviados a otros usuarios es avisado al 
registrar un dootrip, por lo que el usuario debe estar de acuerdo con estos términos para 
proceder. Únicamente se les enviarán a las personas con las que tienen que encontrarse, y 
no a todos los miembros del megadootrip. 
 
El correo electrónico de contacto puede dividirse en varias partes. La primera de ellas es el 
mensaje. En él, se avisa al usuario de que el megadootrip va a poder realizarse, explicando 
brevemente al proyecto que va a ser enviado. En segundo lugar, se adjunta la información 
de cada persona con las que tiene que contactar para realizar el intercambio de doojects. 
Para cada uno ellos se indica: 
 
- Nombre de usuario 
 
- Localización en la que coinciden. 
 
- Fechas en las que coinciden en dicha localización 
 
- Dirección de correo electrónico. 
 
- Teléfono o nombre de usuario de Twitter, si ha elegido alguna de ellas como opción 
primaria. 
 
- Etiqueta de los doojects que debe recibir y/o entregar. 
 
- Acción que debe realizar: entregar o recibir doojects. 
 
A partir de este punto, el proceso es ajeno al sistema. Los usuarios deben planificar sus 
encuentros entrando en contacto mediante la información que se le ha enviado en el correo 
electrónico. 
 
6.3.4 Flujo del sistema de notificaciones 
 
A continuación se mostrara el flujo implementado para el sistema de notificaciones. Cabe 
destacar que la automatización de los procesos se hace mediante el cron de Drupal. Su 
funcionamiento es muy parecido al utilizado en el sistema UNIX [31]: el administrador 
configura cada cuanto tiempo debe ejecutarse, y los módulos implementan una función 
denominada hook_cron (en nuestro caso, dootrip_cron) en el que el programador introduce 
todas las acciones que desea que se realicen en la ejecución del cron. Así pues, la 








6.4 Visualización de recursos. 
 
Es posible visualizar la localización de los recursos a través del mapa de Google. Para ello 
se ha utilizado el módulo “Gmap” de Drupal [15]. Éste proporciona todas las herramientas 
necesarias para la comunicación entre nuestro módulo y la API Google Map. En nuestro 
caso, nos interesa el mapa en sí mismo y la opción que nos permite marcar en el mapa la 
localización de los doojects, dootrips, puntos de almacenamiento y proyectos. 
 
La interfaz de visualización puede dividirse en varias secciones. En primer lugar, una 
imagen que sirve como leyenda de los recursos mostrados en el mapa. Estos están divididos 
según su tipo, diferenciándose en el color y/o tipos de las marcas. 
 
En segundo lugar encontramos el mapa en sí mismo. En ellas veremos la localización de los 
doojects como una marca de color verde, la de los proyectos con el color azul y los puntos 
de almacenamiento se mostrarán como puntos de color roja con un diámetro de  10 
kilómetros en la escala elegida. Si se da el caso de que en una localización existe más de un 
recurso, se mostrará una marca especial que remplazará a la anterior. Los dootrips sin 
embargo pueden visualizarse de dos maneras distintas: una como una línea de color rojo 
entre el origen y el destino, y la otra como una marca como la de los doojects y los 
proyectos, pero de color naranja. 
 
Por último, justo debajo del mapa, el usuario cuenta con un formulario en el que filtrar que 
recursos desea visualizar, además de un sub-filtro para cada uno de ellos. Esto facilitará 
que, en un futuro, cuando el registro de dootrips, doojects y proyectos haya crecido 





o Asignados: Doojects que están asignados a un megadootrip. 
 
o No asignados: Doojects que no están asignados a ningún megadootrip. 
 




o Actuales: Proyectos que todavía no han recibido todos los doojects que 
solicitaron. 
 








o Completados: Todos aquellos dootrips que ya han tenido lugar. 
 
o Todos: Mostrar todos los dootrips existentes en la base de datos. 
 
Además, como ya hemos mencionado, los dootrips pueden visualizarse de dos formas 
distintas, llamadas “Pin” y “Line”. 
 
Dado que el módulo está pensado principalmente para ONGs con las que puede colaborar 
cualquier usuario de la red, se busca como uno de los objetivos la transparencia y una 
especie de visualización abierta, con tal de que se pueda incrementar la confianza en la 
organización. Sin embargo, el permiso de acceso a este recurso es algo que el administrador 





El último bloque implementado está destinado al resto de las acciones de administración 
que se pueden realizar referente al módulo Dootrip. Como hemos visto, hay varias 
funcionalidades que solo pueden ser accesibles y ejecutadas por el administrador. Por ello, 
se pensó en un panel de administración desde donde pudiera gestionar todas estas 
funciones. En este apartado vamos a describir esta interfaz, además de los aspectos propios 
de administración de módulos en Drupal que influyen en al nuestro. 
 
6.5.1 Panel de administración 
 
Proporciona al administrador una serie de herramientas que le permiten ejecutar todas sus 
funcionalidades. Consta de una simple interfaz, en la que podemos encontrar tres grandes 
bloques que describimos a continuación. 
 
6.5.1.1 Mapa de Google 
 
Exactamente el mismo que el ofrecido al resto de usuarios para la visualización de recursos, 
integrado dentro del panel de administración. Incluye la leyenda y el filtro de recursos a 
mostrar. 
 
6.5.1.2 Activación del algoritmo 
 
Consiste en una breve descripción del estado actual de la configuración algoritmo, donde se 
expresa el método de activación usado (manual o automático) y el nombre del que se está 
utilizando. En nuestro caso solo se ha implementado una adaptación del algoritmo Dinitz, 




Si la búsqueda de megadootrips se inicializa de forma manual, se tendrá disponible un 
botón para comenzar el cálculo de rutas. Tras ello, podrán verse los resultados en el tercer 
bloque del panel de administración. 
 
6.5.1.3 Lista de megadootrips 
 
El último bloque consta de una tabla con los megadootrips que han sido calculados. Se 
presenta en forma de tabla, donde para cada megadootrip se puede observar el 
identificador, su localización de destino, el número de doojects que transporta, su estad y 
las acciones que se pueden realizar sobre él. Justo en la última de ellas es donde el 
administrador puede activar el sistema de notificaciones de megadootrip, siempre y cuando 
éste encuentre en el estado adecuado para hacerlo.  
 
Si se desean ver los detalles de un megadootrip en concreto, puede realizar mediante un 
enlace n el que se muestra una descripción gráfica de sus componentes. El usuario accede 
pues a una nueva interfaz en la que se puede observar: 
 
- Mapa de Google con las localizaciones de los elementos del megadootrip. 
Siguiendo el mismo formato de marcas para cada recurso. Los dootrips se mostrarán 
como líneas desde su origen hasta su destino. Por tanto, podrá apreciarse una marca 
de color verde indicando la localización original del dooject, otra de color azul 
indicando el proyecto destino, y una serie de líneas que unen ambas, representando 
los dootrips. 
 
- Tabla de todos los recursos involucrados, divididos por tipo, en el que se muestra su 
información más relevante. 
 
o Doojects: Etiqueta, localización de origen y usuario que lo posee.  
 
o Dootrips: Identificador, localizaciones de origen y destino, fecha de salida, 
fecha de llegada, y usuario que lo ha registrado. 
 
o Proyecto destino: Identificador, nombre y localización. 
 
o Puntos de almacenamiento: Identificador, nombre, tipo y localización 
 
Un megadootrip puede no necesitar dootrips ni puntos de almacenamiento, por lo que si es 
el caso, dichas tablas solo indicarán que no se ha necesitado ninguno de esos recursos. 
 
6.5.2 Administración del módulo. 
 
Para administrar el funcionamiento del módulo debe realizar mediante el menú de 
configuración de la plataforma Drupal. En él, cada módulo instalado en el sistema 
proporciona una lista de recursos configurables por el administrador. En nuestro caso, 
hemos aportado al menú dos bloques nuevos de configuración. El primero de ellos gestiona 
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la importación de datos externos al módulo Dootrip, y en el segundo se configura el 
funcionamiento del algoritmo. 
 
6.5.2.1 Importación de datos 
 
En él, el administrador indica toda la información necesitada por el módulo para acceder a 
los datos de los doojects, proyectos y puntos de almacenamiento, así como los usuarios que 





Los doojects, como bien sabemos, son los objetos que se van a transportar en los dootrips 
hasta el proyecto final. La única restricción es que todos ellos estén almacenados en la 
misma tabla de la base de datos, sin importar del tipo que sean. La información que 
necesitamos es la siguiente: 
 
- Nombre de la tabla en el que se encuentran almacenados. 
 
- Nombre del campo que contiene la etiqueta identificadora. 
 
- Nombre del campo que indica el estado del dooject. 
 
- Identificador que indica que un dooject está preparado para ser asignado a algún 
megadootrip. 
 
- Identificador que indica que un dooject ha sido asignado a un megadootrip, pero 
todavía no ha llegado a su destino. 
 
- Identificador que indica que un dooject ha sido entregado al proyecto que se le 
había sido asignado. 
 
 
Un ejemplo de configuración podría ser el utilizado durante el periodo de pruebas del 
módulo. Como se puede comprobar el administrador indicó que la tabla que almacenaba la 
información se llamaba “doojects”. Éstos estaban identificados en el campo “tag”, y su 
estado se almacena en el campo “status”. Por último, un dooject que está esperando a ser 
asignado estará en el estado S3, otro ya lo haya sido estará en el S4, y el que esté en la 




Al igual que los dooject, los proyectos deben estar almacenados en una única tabla en la 
base de datos. Para que el algoritmo sea capaz de calcular una ruta hacia él y mostrar su 




- Nombre de la tabla en el que se almacena. 
 
- Nombre del campo que identifica al proyecto. 
 
- Nombre del campo que contiene el número de objetos pedidos. 
 
- Nombre de campo que indica el número de objetos que ha recibido. 
 
Una vez más, veamos el ejemplo utilizado en el periodo de pruebas. Los proyectos estaban 
almacenados en la tabla “Project”, identificado cada uno de ellos en el campo “pid”. El 
nombre se registraba en el campo “name”, y por último tenemos “titems” y “ditems” como 




El módulo acepta cualquier tipo de punto de almacenamiento. Por tanto, el usuario podrá 
introducir tantos como desee. Los únicos datos necesitados son el nombre de la tabla en el 
que se encuentran, sus identificadores y sus nombres. 
 
Justo debajo del formulario que permite introducir la información, aparece la lista de tipos 
de puntos de almacenamiento que ha introducido ya el administrador. Como acción 
adicional, puede borrar el que sea necesario. 
 
En la fase de pruebas se utilizaron dos tipos de puntos de almacenamiento: “hubs”, 
identificándose cada uno en el campo “hid” y cuyo nombre se almacena en el campo 





De los tres recursos anteriores necesitamos saber dos atributos más: la forma en que se 
referencia la localización en la que se sitúan, y los usuarios a los que pertenecen.  
 
Para la gestión de los usuarios, se presupone que se está utilizando el módulo “user” de 
Drupal. Viene instalado por defecto en la plataforma y contiene toda la información de los 
usuarios del sistema. Por tanto, el administrador solo debe indicar como se referencia la 
relación entre recurso y usuario. En nuestro caso, utilizamos “uid” para las pruebas. 
 
Para la localización de los recursos, se ponen a disposición tres formas distintas de 
realizarlo: 
 
- Utilización del módulo “Location” de Drupal. Con lo cual solo necesitamos el 
identificador que lo referencia. Como ejemplo, utilicemos “lid”. 
 
- Nombre de ciudad y país almacenados en la misma tabla que el recurso. El 
administrador indicará con qué nombre se identifican los campos que los 
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almacenan, siendo único para los tres recursos. En nuestro caso, usamos “city” y 
“country” como identificadores. 
 
- Utilización de otro módulo Drupal. En ese caso, las localizaciones estarán 
almacenadas en una tabla cuya estructura desconocemos, sin saber incluso si guarda 
las coordenadas o solo las direcciones. Por tanto, nos interesa saber el nombre de la 
tabla, los campos de ciudad y país, y como se referencian a dichas localizaciones 
desde las tablas de doojects, proyectos y puntos de almacenamiento. Para nuestro 
caso, utilizamos una tabla simulaba la creada por un módulo ficticio. El nombre de 




6.5.2.2 Configuración del algoritmo 
 
En este bloque se configura todo lo referente al algoritmo, incluyendo el sistema de 
priorizaciones y la automatización de ciertas acciones. Veamos cada uno de los parámetros 
configurables: 
 
Algoritmo a ejecutar 
 
De entre la lista de algoritmos implementados, el administrador podrá elegir uno para 
realizar el cálculo de megadootrips.  
 
Modo de ejecución del algoritmo 
 
A elegir entre que se ejecute automáticamente como una tarea del sistema Cron, o 
manualmente a través del panel de administrador 
 
 
Modo de activación del sistema de notificaciones 
 
Al igual que la ejecución del algoritmo, puede realizarse de forma manual a través del panel 
de administrador o automáticamente. En este último caso hay dos opciones: una que se 
realice en la ejecución posterior del Cron en el que fue calculado, por lo que el 
administrador podrá activarlo de todas formas antes de que se ejecute automáticamente, o 
que se envíen las notificaciones justo después de ejecutar el algoritmo 
 
Límite de tiempo entre dootrips 
 
Es el tiempo mínimo que debe pasar entre un dootrip y otro dentro de un mismo 
megadootrip, medido en horas. Su objetivo es prevenir situaciones en que los viajes sufran 
retrasos y otorgar suficiente tiempo a los dos usuarios que deben encontrarse antes y 
después del dootrip para que puedan planificar el encuentro con anterioridad. Así pues, si el 
valor está configurado en 24 horas, no formaran parte del mismo megadootrip un dootrip 




Fecha de inicio del primer megadootrip 
 
El administrador debe indicar el número de días que deben pasar como mínimo entre el 
momento que se ejecute el algoritmo y la fecha de inicio del primer dootrip. Este parámetro 
se mide en días, por lo que si su valor es 30, el algoritmo descartará todos los dootrips cuya 
fecha de salida sea anterior a la de un mes posterior a la ejecución del algoritmo. El 
objetivo que persigue es otorgar a los usuarios el suficiente margen para que puedan aceptar 
y rechazar formar parte del megadootrip, además de que puedan planificar sus encuentros.  
 
Rango de agrupación de localizaciones 
 
Medido en kilómetros, el rango define que localizaciones se pueden representarse como 
una única. Por ejemplo, si definimos el rango en 25 kilómetros, las localizaciones de 
Barcelona, Badalona, y L’Hospitalet de Llobregat, entre otras, serán tratadas como la 
misma. Así, doojects localizados en Badalona y dootrips que se inician en Barcelona 
pueden ser asociados dentro del mismo grupo. 
 
El cálculo de grupos de localizaciones, así como el cálculo de coordenadas, se realizan en 
varios puntos del código. 
 
- Antes de ejecutar el algoritmo. 
 
- Antes de visualizar los recursos en el mapa. 
 
- En la ejecución del cron. 
 
El motivo de éste último es agilizar el proceso en los dos puntos anteriores. La función que 
implementa dicha acción solo comprobará los grupos desde cero cuando el administrador 
cambie el valor del rango. En el resto de ocasiones, solo se calculará a que grupo 
pertenecen las nuevas localizaciones añadidas que no se encuentren ya asignadas a ninguno 
de ellos (o a uno nuevo). Como el proceso es costoso en referencia al tiempo, se intenta que 
las calcule el sistema automáticamente en el cron automáticamente, aunque no siempre será 
posible. Por ejemplo, si el administrador cambia el valor del rango y acto seguido ejecuta el 
algoritmo, si estaba configurado para hacerlo manualmente. 
 
Las coordenadas no se recalculan nunca una vez ya lo estén hechas. Por tanto, lo único en 
que debe preocuparse nuestro módulo es obtener las de los recursos que se han añadido 
recientemente, si presentan nuevas localizaciones de nuestro sistema. Esto no es un 
problema para los dootrips, ya que la comprobación se realiza justo al registrarlo, pero si 









Sistema de priorización 
 
El último bloque de configurable por el administrador del módulo Dootrip se encarga de 
gestionar la priorización de los proyectos. Esta acción influirá directamente a la ejecución 
del algoritmo. Existen varios criterios entre los que se puede elegir: 
 
- No utilizar ninguno. Realmente se trataría de un sistema FIFO, ya que los proyectos 
serán ordenados según su aparición en la base de datos. Cabe pensar pues que los 
más antiguos serán los primeros que aparezcan. 
 
- Ordenar los proyectos según la fecha en la que se le asignó un dooject por última 
vez. Esto creara un campo adicional en la tabla de los proyectos, para almacenar 
dicha información 
 
- Ordenar por el número de objetos que ha recibido el proyecto. 
 
- Ordenar por el número total de objetos que había pedido el proyecto. 
 
- Utilizar un sistema de priorización basado en números enteros, que ya existe en la 
tabla de proyectos. En este caso, deberá adicionalmente indicarse cual es el nombre 
del campo que contiene este dato. 
 
La segunda de las variantes entre las que puede elegir es seleccionar un orden ascendente o 
descendente para el criterio que haya sido escogido. Así, si escogemos la combinación 
“ordenar por la fecha de la última asignación de un dooject” – “descendente”, siempre el 
proyecto que lleve más tiempo sin recibir doojects será el prioritario. Por tanto, puede darse 
la situación que todos los proyectos vayan cambiando de orden tras cada ejecución del 
algoritmo, recibiendo cada uno de ellos doojects en algún momento. Sin embargo, si el 
orden es ascendente, siempre el último que recibió doojects será el más beneficiado, 
mientras que quedarán algunos que muy difícilmente recibirán alguno en mucho tiempo. 
 
La idea principal de poder configurar el nivel de priorización de cada proyecto es explotar 
los últimos de los criterios. Recordemos que, el algoritmo busca el máximo flujo entre 
todas las localizaciones en las que se encuentren proyectos y las que contienen doojects, 
beneficiándose en primer lugar las que necesitan un menor número de dootrips. Como 
sabemos, existen viajes más usuales que otros, como podría ser la comparativa entre un 
viaje a Nueva York y otro a Nairobi, por ejemplo. Pongamos el caso práctico de que 
disponemos de un dooject en la ciudad de Londres, dos proyectos en las ciudades de Nueva 
York y Nairobi, y dos dootrips: Londres-Nueva York, Nueva York – Nairobi. Según el 
nivel de priorización de los proyectos, empezaremos a buscar rutas desde Nairobi o desde 
Nueva York. El objetivo de ordenar los proyectos según este criterio  es poder dotar a los 
proyectos que tengan menos probabilidades de recibir doojects de un alto nivel de 
priorización. Así, el algoritmo encontraría en primer lugar la solución Nairobi – Nueva 
York – Londres, excluyendo la compuesta únicamente por Nueva York – Londres, ya que 




De todas formas, el caso práctico explicado es el sistema ideal pensado por los participantes 
en este PFC. El nivel de asignación de cada uno depende de los criterios elegidos por el 
administrador, que no tiene porqué ser el nivel de la probabilidad de que un dootrip llegue a 
esa localización. 
 
Por último, existe una tabla con todos los proyectos del sistema que todavía no han recibido 
el número de doojects que necesitan. En ella se mostrará cual es el resultado de aplicar los 
criterios de priorización elegidos por el administrador. Así, el usuario podrá visualizar las 






7. Integración en Labdoo 
 
Una vez implementado el módulo, se procedió a la fase de testeo, en la cual se 
comprobaron las funcionalidades del sistema en un entorno seguro. Tras su correcto 
funcionamiento, se dio por terminado el desarrollo del software y se empaquetó listo para 
ser distribuido para todas aquellas plataformas web implementadas en Drupal que quieran 
utilizarlo.  
 
Drupal cuenta con un repositorio oficial desde el cual se pueden descargar los módulos. 
[32]. En un futuro, el módulo Dootrip estará incluido en él para que cualquier administrador 
pueda descargarlo e instalarlo en su sistema. Antes de ello, debe ser enviado a los 
desarrolladores de Drupal para una validación del código y para la inclusión de la 
información necesaria en el repositorio. Una vez finalizado el proceso, aparecerá en la lista 
de módulos disponibles para descargar e instalar. 
 
Para el caso de Labdoo en concreto, se ha procedido al envío del código con el mismo 
formato en el que se almacenan en el repositorio público. Una vez el administrador obtiene 
el código fuente, se puede proceder a la integración del nuevo módulo mediante el panel de 
administración de la plataforma web Drupal. Allí obtendremos una lista de dependencias 
con otros módulos de Drupal que deben estar presentes para que pueda utilizarse. En el 
caso de Dootrip, serían los siguientes: 
 
- Location: Necesario para almacenar las localizaciones de los recursos y ejecutar el 
algoritmo. 
 
- Gmap: Utilizado para visualizar la localización de los recursos en un mapa. 
 
- Date: Proporciona elementos que facilitan el manejo de datos del tipo fecha. 
 
- Trigger: Permite activar ciertos elementos de forma automática. 
 
 
Si se encuentran disponibles, puede procederse al proceso de instalación del módulo 
Dootrip. En el momento en el que se activa por primera vez, se actualiza la base de datos 
incluyendo las tablas y relaciones definidas por nuestro módulo, explicados en el apartado 
5.2 de este documento. Tras la finalización de este proceso, las funcionalidades y 
características que hemos implementado se encuentran disponibles en la plataforma web.  
 
Antes de todo, se debe configurar la importación de los datos externos, como pueden ser los 
doojects, doostorage y proyectos. Este paso es de vital importancia, pues si él no pueden 
utilizarse la mayoría de las funcionalidades implementadas. Para ello, todavía dentro el 
menú de administración, se debe acceder a los formularios que permiten especificar la 








Imagen 19. Formulario disponible en el módulo para introducir los datos más relevantes de los doojects. 
Tras ello, el módulo está listo para su utilización, pero el algoritmo y el sistema de 
notificaciones funcionaria con los parámetros definidos por defecto. El administrador puede 
acceder a un último formulario donde modificar esta información, del mismo modo que lo 






Imagen 20. Formulario disponible para configurar el funcionamiento del algoritmo y el sistema de 
notificaciones. 
 
Con este último paso, el módulo está instalado, activado y configurado correctamente, por 
lo que podría comenzarse a utilizar dentro de la plataforma web en la que se aloja.  En el 
caso de Labdoo, nos encontrábamos ante una ONG que ya estaba operando anteriormente 
con este modelo, aunque el cálculo de rutas se hiciera de forma manual. Así pues, como 
paso adicional, se requirió una migración de la información de los dootrips desde la antigua 
base de datos hasta la propuesta por este módulo. Para ilustrar el resultado final del 
software, podemos observar un ejemplo de megadootrip calculado por el algoritmo durante 









8. Sostenibilidad del proyecto 
 
Debido a la naturaleza del proyecto, encontramos que es realmente importante estudiar otro 
aspecto de vital importancia, que no es otro que su sostenibilidad. Se entiende por 
desarrollo sostenible aquel que consigue satisfacer las necesidades y requisitos que se le 
han sido propuestos encontrando el equilibro entre los tres grandes pilares que la 
componen: impacto medioambiental, impacto social e impacto económico [33]. Para ello 
hay que tener en cuenta las consecuencias del desarrollo del software y de su posterior 
utilización en dichos contextos. 
 
8.1 Impacto medioambiental 
 
Mediante el desarrollo sostenible se busca reducir al máximo el impacto en el medio 
ambiente, ya sea en términos de reducción de emisiones de gases efecto invernadero, de 
creación de residuos o de consumo de recursos naturales. En el año 2007 se estimó que el 
sector de las tecnologías de la información y comunicación (TIC) era responsable del 2% 
de las emisiones globales [34]. El estudio incluía el consumo de ordenadores personales, 
servidores, impresoras y equipos de telecomunicación. Esto se traduce en un total de 830 
Megatoneladas de CO2 emitidas a la atmósfera cada año. De este valor, el 49% pertenecía 
únicamente al uso de ordenadores personales, incluyendo también sus periféricos [35].  
 
GESI es una iniciativa sostenible formada por diversas empresas del sector TIC, como 
Alcatel-Luncent, Huawei, HP, Bell, Microsoft y Telefónica, entre otras [35]. Su objetivo es 
reducir las emisiones asociadas a evolución de las nuevas tecnologías, además de aumentar 
la eficiencia energética de los equipos informáticos. En el año 2008 publicó el informe 
SMART2020, en el cual se acordaban los pasos a seguir para reducir las emisiones de CO2 
en un 20% para el año 2020. Sin estas medidas, se preveía que las antiguas cifras siguieran 
creciendo un 6% anualmente [34]. 
 
En lo que a nuestro proyecto se refiere, el uso de ordenadores portátiles ha aumentado 
considerablemente en esta última década, tanto a nivel personal como profesional. Los 
datos de 2002 recogían que, de las emisiones provocadas por ordenadores, sólo un 2% 
correspondían a portátiles. Debido al crecimiento de su uso, se estimaba que en 2020 
pasarán de ese 2% al 52%, superando así a los ordenadores de sobremesa [34]. Así pues, 
toma medida para reducir la contaminación provocada durante los procesos de fabricación, 











Imagen 16. Repartición del total de las emisiones provocadas por ordenadores según su tipo. Previsiones 













Emisiones asociadas al uso de ordenadores - 





8.1.1 Impacto medioambiental del uso del software 
 
Cada año, miles de portátiles son renovados por otros más nuevos, y son desechados 
aunque todavía sigan funcionando. Como hemos visto al principio del documento, el 
principal objetivo de Labdoo es reducir la brecha digital existentes entre los países 
desarrollados y los que no tienen acceso a dichas tecnologías por cuestiones económicas. El 
software desarrollado tomará la decisión de asignarlos a alguno de los proyectos destinos, 
por lo que influirá directamente en el proceso de transporte. 
 
En primer lugar, cabe destacar la forma en la que se transportan los objetos. Este software 
está pensado para enviar los portátiles en trayectos que tengan espacio de sobra en ellos, y 
no uno pensado exclusivamente para ello. Así pues, se aprovecha de otros viajes por fines 
ajenos a la finalidad del proyecto. Como ejemplo tomaremos un caso particular de Labdoo. 
Cada dos meses, una empresa de transporte realiza un dootrip desde Barcelona a Roma, y 
viceversa. Siempre que tienen espacio disponible, avisan a la ONG para llevar portátiles si 
fuera necesario. Si este viaje se hiciera exclusivamente para el transporte de portátiles, todo 
el dióxido de carbono generado por la furgoneta estaría asociado al envió de éstos objetos, 
mientras que de la otra forma el impacto sería casi nulo. No podemos decir que es cero, ya 
que al pesar más la furgoneta, el motor necesita un esfuerzo mayor, lo que se traduce en la 
quema de más combustible. Sin embargo, los resultados podrían considerarse casi nulos 
comparados con el peso del vehículo en si.  
 
En el caso más general, se espera que la gran mayoría de los trayectos se realice en avión, 
ya que es el medio más utilizado para cubrir desplazamientos de grandes distancias. Se trata 
del caso de la Labdoo, donde los proyectos con los que se colabora se encuentran, 
principalmente, en países pertenecientes a Asia, Sudamérica y África, y la mayoría de son 
donados desde Europa, Norteamérica y Asia [3]. Actualmente, la contaminación producida 
por el tráfico aéreo mundial es equivalente al de mundo TIC, lo que corresponde a cerca de 
un 3% de las emisiones globales [36]. Para hacernos una idea, es la misma contaminación 
que producida por todo el continente africano. Para llevar estos ordenadores a sus destinos, 
podría contratarse a una compañía de transporte aéreo que fletara alguno de sus aviones 
para este motivo en particular. La ventaja sería que los ordenadores llegarían hasta los 
proyectos con una gran brevedad, pero se traduciría en un coste económico y 
medioambiental, aumentando el tráfico aéreo y, por tanto, la polución producida. Esto se 
puede evitar con el modelo de transporte promovido por Labdoo, y utilizado por este 
proyecto. Dividiendo el envío de portátiles en pequeños viajes ya existentes por motivos 
personales o profesionales, se consigue no producir más contaminación a la atmósfera de la 
que se iba a producir con ese viaje. Así pues, podemos decir que esta forma de actuar 
permite realizar las actividades deseadas por la ONG sin poner el compromiso el estado del 
medio ambiente. Por el contrario, su consecuencia es que el flujo de ordenadores enviados 
dependerá de la frecuencia con la que se registren los dootrips.   
 
En segundo lugar, el software hace posible que en otros lugares puedan utilizarse 
ordenadores (u otros objetos) que ya no están siendo usados en su localización de origen, 
por lo que fomenta el reaprovechamiento de equipo para satisfacer la demanda. En el lado 
opuesto se encuentra la fabricación de nuevos productos, cuyo proceso tiene un  impacto 
directo en el medioambiente. Pongamos como ejemplo práctico el caso de los ordenadores. 
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Como punto de partida,  se necesita consumir recursos naturales que posteriormente serán 
tratados para fabricar las piezas de las que consta un ordenador. Este es el caso de los 
semiconductores, presentes en todos los chips que forman parte de él. Están compuestos de 
silicona principalmente, y para la fabricación de cada unidad se necesita utilizar un total de  
37’85 litros de agua, además de la electricidad consumida durante todo el proceso [37]. La 
producción masiva de estos componentes electrónicos se traduce en la utilización y 
contaminación de  millones de litros de agua y de la emisión de una gran cantidad de gases 
de efecto invernadero a la atmósfera. A esto hay que añadirle el resto de materiales que 
componen un ordenador, como podrían ser el silicio, el cobre o el plástico. Tras su 
fabricación, estos ordenadores tendrían que ser enviados hasta su localización de destino, 
probablemente, mediante avión, por lo que es responsable directo del impacto 
medioambiental producido, como hemos estudiado en el párrafo anterior. 
 
Por último, el hecho de que se reutilice el equipo informático, y posteriormente se envíe a 
un centro de reciclado ayuda a disminuir la producción de la denominada “basura 
electrónica.” Existe poca información sobre este dato, pero teniendo en cuenta el número de 
equipos electrónicos que se compran cada año (más allá de los ordenadores portátiles), se 
estima que los deshechos electrónicos globales ascienden a 40 millones de toneladas al año 
[38]. El tratamiento y reciclado de estos productos no es sencillo, ya que contienen 
materiales perjudiciales tanto para el medioambiente como para la salud, como es el caso 
del Cadmio, del Cloro o del Bromio. Por ello, se ha regulado el uso de sustancias nocivas 
en los aparatos electrónicos, así como las medidas que se deben seguir a la hora de reciclar 
estos materiales.  
 
El proceso de reciclado consta de tres grandes pasos: recogida, separación y tratamiento. El 
primero de ellos es, quizás, el más importante y más difícil, pues depende de la conciencia 
de las personas en cuanto a la necesidad de reciclar los productos, y no de las leyes o 
regulaciones que se puedan aprobar. Sin él, todos los materiales estarían destinados a los 
vertederos, causando un impacto muy perjudicial para el medioambiente. En el proceso de 
separación, se desmantelan los equipos informáticos y sus materiales son ordenados según 
su tipo y/o su nivel de peligrosidad, para llevarlo al centro de tratamiento adecuado. 
Principalmente, se dividen en plásticos, metales férricos y metales no férricos, realizando 
subdivisiones dentro de cada uno de estos grupos. Es el caso de  a batería de un ordenador 
portátil, de la cual se puede extraer níquel o cobre. Cada no de estos materiales necesita ser 
enviado a un centro de reciclado distinto, ya que se requiere el uso de tecnologías 
específicas para cada uno de ellos. 
 
Para el proceso de refinamiento existen diferentes técnicas, como pueden ser la piro-
metalurgia, la hidrometalurgia y la electrometalurgia [38]. La piro-metalurgia se basa 
principalmente en el calentamiento a una gran temperatura de los componentes que llegan 
al centro de refinado, para convertirlos así en materiales valiosos que puedan ser 
recuperados. Este proceso requiere la combustión de fuel o el uso de gas natural, por lo que 
podemos observar que también provoca emisión de gases a la atmósfera. La 
hidrometalurgia utiliza soluciones obtenidas a partir sosa cáustica o ácido para disolver y 
condensar metales. Por su parte, la electrometalurgia utiliza corriente eléctrica para 
recuperar metales, como es el caso del Zinc. Todos estos procesos deben realizarse de 
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forma segura, tanto para el medioambiente como para la salud humana, debido al alto nivel 
de contaminación de los materiales y de los procesos necesarios. 
 
Sin embargo, en los últimos años, se ha sabido que países miembros de la Unión Europea, 
así como Estados Unidos, transportan sus deshechos electrónicos a otros Estados, donde el 
proceso de reciclado se realiza de una forma irregular, sin preocupaciones sobre las 
consecuencias que puedan tener. Es el caso de pequeñas regiones situadas en China, 
Nigeria, Pakistán y Ghana [38]. Uno de los casos más conocido es el de Guiyu, China, con 
el vertedero de basura electrónica más grande del mundo. Allí, más de 60.000 trabajadores 
realizan el proceso de reciclado mediante métodos primitivos, los cuales son muy  
perjudiciales para su salud y para el medioambiente local [39]. Un ejemplo es el 
mencionado proceso de piro-metalurgia, el cual en este lugar consta de incineradoras que 
no están preparadas en su totalidad para este proceso. Existen dos grandes causantes de esta 
situación. En primer lugar, la legislación del país, muy baja en materias de contaminación y 
seguridad. Esto tiene como principal consecuencia una reducción de los costes, lo que atrae 
a que la mayor parte del reciclado se haga en estos lugares. Es el mayor ejemplo en cuanto 
a la poca conciencia existente a las consecuencias medioambientales de la emisión de gases 
de efecto invernadero y el no correcto tratamiento de los materiales que desechamos. En 
segundo lugar, y más difícil de prevenir, está el mercado negro del transporte de estos 
materiales a lugares del tercer mundo, también atraídos por la pobre legislación que exista 
en estos términos [38]. 
 
El 80% de los desechos que entraban en esta región provienen del extranjero, pero la gran 
emersión que ha tenido China en niveles tecnológicos estos últimos años ha hecho crecer la 
cantidad que llega desde el mismo país. Las consecuencias de lo anteriormente explicado 
son miles de personas, incluidos niños, expuestas a materiales altamente contaminantes. 
Según un informe de la Universidad de Shantou, la región de Guiyu tiene el mayor nivel de 
dioxinas causantes de cáncer y abortos involuntarios del mundo [40]. A esto hay que 
añadirle la polución, el dióxido de carbono liberado a la atmósfera, contaminación del  agua 
y el apilado y quema de los desechos sobrantes del reciclado.  
 
Así pues, podemos ver la importancia de promover el reciclado de los ordenadores 
portátiles de la ONG Labdoo, adicionalmente al uso de este software. Con ello se 
conseguirá reducir la cantidad de desechos electrónicos creados diariamente, un menor 
impacto negativo en el medioambiente tanto global como local, en referencia a la 






Imagen 20. Contaminación de un pequeño afluente de la región de Guiyu, provocado por los  
vertidos. Fuente: Revista Times. http://www.time.com/time/photogallery/0,29307,1870162,00.html 
 
  
Imagen 21.. Centro de reciclado en la región de Guiyu.  







 Imagen 22. Vertedero de residuos electrónicos en Nigeria.  




8.1.2 Impacto medioambiental del desarrollo del software 
 
Para la realización del proyecto se ha utilizado un ordenador portátil Acer Aspire 5738P, en 
cuyas descripción se especifica un consumo de 65W por cada hora de utilización. Sabiendo 
que el tiempo de desarrollo ha sido de 1034 horas, tenemos que el consumo total asciende 
67’21 KW. 
 
Es difícil saber las emisiones asociadas a dicho consumo, pues no sabemos de qué tipo de 
fuente proviene la electricidad que nos ha sido suministrada. En el peor de los casos, 
provendrá de una central que utilice carbón para la creación de energía, y en el mejor de 
ellos provendrá de las denominadas energías renovables. Para estos casos, la Generalitat de 
Catalunya recomienda utilizar el llamado “mix eléctrico nacional” [39], un valor que tiene 
en cuenta todos los tipos de centrales eléctricas existentes en el territorio español y la 
cantidad de energía que producen, para calcular así el valor medio de emisión de cada KWh 
producido. El dato más reciente disponible pertenece al año 2010, donde por cada KWh se 
emitía una cantidad de 181g de CO2 a la atmósfera [41]. 
 
Así pues, tomando como referencia este valor, las 1034 horas de desarrollo, y los 65W (o lo 
que es lo mismo, 0.065Kw) por hora de consumo del portátil utilizado, tenemos una 
contaminación asociada de 12’165 Kg de CO2. Un motor de gasolina de un coche emite, de 
media, 150g de dióxido de carbono por cada kilómetro recorrido, por lo que el impacto del 
desarrollo de este proyecto es equivalente a un viaje de 81’1 Km. 
 
A este valor habría que añadirle las emisiones provocadas por las reuniones telemáticas de 
los miembros del proyecto. Este aspecto resulta muy complejo de calcular, ya que no 
sabemos las características de las redes por las que han pasado las comunicaciones en 




8.2 Impacto social 
 
Un desarrollo sostenible busca satisfacer las necesidades de la sociedad, aumentando el 
denominado bienestar social. En este proyecto, podemos dividirlo en dos partes: el impacto 
social en el punto de oferta y el impacto social en el punto de demanda.  
Labdoo tiene como principal objetivo romper la brecha digital existente entre los países 
desarrollados tecnológicamente y los que no. Actualmente, miles de portátiles son 
remplazados cada año en el primer mundo por otros más avanzados tecnológicamente, 
desechando ordenadores que todavía podrían ser utilizados. Por otro lado, millones de 
personas no pueden acceder a este medio por falta de recursos con los que conseguirlos. La 
ONG utilizará el software desarrollado en este proyecto para agilizar el proceso que 
permite transportar este exceso de portátiles hasta allí donde son necesarios. En particular, 
miles de niños podrán hacer uso de estos ordenadores durante su proceso de estudio. Los 
equipos que son transportados por Labdoo contienen la plataforma educacional Edubuntu, 
la cual incluye herramientas de aprendizaje [42]. Además, mediante él, podrán acceder a 
internet, una gran fuente de información a la cual no pueden conectarse actualmente. Con 
ello se consigue una mejor educación en países donde actualmente es limitada, 
consiguiendo así a ayudar en la preparación de los niños que acuden a los colegios con los 
que se colabora. Un ejemplo, el cual animo a Labdoo a realizar sus actividades, es la 
historia de un niño llamado William de 14 años de edad nacido en Malawi. Como no podía 
asistir a la escuela, cada día se dirigía a la biblioteca local. Allí encontró un libro donde se 
explicaba como los molinos de viento eran capaces de crear electricidad. A partir de lo 
aprendido en esa lectura, utilizó todos aquellos materiales que pudo conseguir (tubos de 
plástico PVC, piezas de bicicletas y coches abandonados, goma..) para construir los 
suficientes molinos de vientos como para dar electricidad a las bombillas de su hogar, así 
como aparatos de  radio, televisión y cargar los teléfonos móviles de los vecinos [43]. Este 
ejemplo es solo una pequeña muestra de lo que una fuente de información que puede ser y 
proporcionar un ordenador a niños que, actualmente, no tienen acceso  a ella, pudiendo 
aparecer más historias como la de William. 
Por otro lado, el proyecto promueve la implicación de las personas de países desarrollados 
en la necesidad de colaborar con las personas que cuentan con recursos limitados. Al igual 
que con el impacto medioambiental, la principal barrera consiste en la concienciación de las 
personas a donar todo aquello que no van a utilizar. Como hemos visto, un ordenador 
portátil almacenado en un armario o enviado a un centro de reciclado puede ser la llave a la 
educación para otra persona del tercer mundo.  
Por último, cabe destacar la intención de transportar los portátiles que ya no puedan 
utilizarse a centros de reciclado donde se sigan las medidas y prevenciones necesarias para 
este proceso, tanto a nivel medioambiental como de salud para el ser humano. Como hemos 
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visto con anterioridad, el mercado negro del reciclado hace que miles de personas de países 
como China trabajen en situaciones muy perjudiciales para su salud. Con esta medida se 
consigue reducir número total de toneladas de basura electrónica que se les envía, aunque 
no consigue solucionar el problema en sí. Además, al transportar estos portátiles de vuelta a 
plantas de reciclado, se evita que en los países donde residen los colegios con los que se 
colabora aumente la cantidad de basura electrónica generada y que, seguramente, no será 
reciclada al faltar centros de reciclado de material electrónico.  
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8.3 Impacto Económico 
 
El último bloque a analizar dentro del proyecto es la sostenibilidad económica. El objetivo 
que se desea en ella es conseguir aumentar el bienestar social causando el menor impacto 
medioambiental, todo ello con unos recursos económicos adecuados. Así pues pasamos a 
estudiar el impacto económico del software desarrollado. 
 
8.3.1 Impacto económico del uso del software. 
 
Mediante las herramientas proporcionadas por este software se consigue reducir el coste 
económico en dos principales etapas del proceso: el envío de portátiles y la adquisición de 
ellos por parte de los proyectos con los que se colabora. 
 
El primer punto importante es la manera en la que se envían los ordenadores. La forma más 
común sería contratar una empresa de transporte que realizara el envío a través de sus 
camiones, aviones o barcos, según el trayecto que necesitara seguir. En vez de eso, se opta 
por buscar la capacidad libre de los viajes que han sido registrados por los usuarios, para así 
asignarles uno o más portátiles para transportar. Según la ruta que deba realizarse, es 
posible que este portátil tenga que ser traspasado entre usuarios hasta llegar a su destino, 
formándose así una cadena de viajes. Con ello se consigue reducir el coste directo del 
transporte es cero para la ONG, pero no así para los usuarios involucrados en un 
megadootrip. No podemos decir que es nulo para ellos debido a que la utilización de este 
modo de funcionamiento provoca que ciertos usuarios tengan que encontrarse para 
intercambiar los portátiles. El coste de este proceso dependerá de la distancia que tenga que 
recorrer cada uno de ellos para el encuentro, ya sea en términos de gasolina por desplazarse 
en coche o el coste del billete en transporte público, si fuera alguno de ellos necesario. 
 
Por otro lado se encuentran los proyectos con los que colaboraría la ONG que utilice el 
software. Para Labdoo en particular, nos encontramos con que  los colegios con los que se 
colabora recibirían el número de portátiles demandados sin que esto suponga un coste 
económico para ellos. Recientemente, un total de 50 ordenadores portátiles han sido 
donados por la empresa Bayern al hub situado en Barcelona, todos ellos modelos Dell 
Latitude D60. Actualmente, el precio de venta medio de estos portátiles en portales de 
segunda mano como Ebay es de 150 euros, lo que supondría un precio total de 7500 euros. 
  
Por último mencionaremos un aspecto muy difícil de medir actualmente, que es el impacto 
económico en la zona que estos portátiles serán usados. Como hemos visto anteriormente, 
en el apartado del impacto social, el nivel educativo y la velocidad de aprendizaje de los 
niños sufriría una gran mejora comparado con la actual. Con el paso de los años, este hecho 
podría traducirse en una mayor preparación, lo que podría mejorar el nivel productivo de la 
industria de dicha zona, como vimos en el caso de William, donde la fabricación de energía 






8.3.2 Estudio económico del desarrollo del software. 
 
La planificación del proyecto que se realizó en los capítulos 2.2 y 2.3 de este documento 
resulta de vital importancia a la hora de calcular el coste económico del desarrollo del 
software. Previamente a ello es necesario conocer el perfil de los trabajadores encargados 
de cada etapa del desarrollo, si existiera el caso en que se necesitaran de diferente tipo para 
ello. Dentro de nuestro proyecto podemos observar dos grandes bloques. 
El primero de ellos consiste en diseñar el software, tanto en términos de funcionamiento, 
como de estructura y de plataforma. Así pues, sería el encargado de reunirse con los 
clientes para determinar los requisitos del software, estudiar los diferentes algoritmos que 
se podrían utilizar para solucionar el problema, y diseñar el software, además de la 
documentación asociada al proyecto. El tipo de perfil que cumpliría estos requisitos es el de 
un ingeniero técnico., cuyo salario medio actual para un ronda los €/hora. 
El segundo de estos bloques consiste en la implementación del software diseñado por el 
ingeniero técnico, por lo que necesitaría contratarse a un programador que domine el 
lenguaje PHP. Además de  la fase de implementación, será encargado de estudiar la 
plataforma bajo la que se desarrolle, en este caso Drupal, y el posterior testeo. El salario 
medio actual para un trabajador de estas características es de €/hora. 
Conociendo esta información, y sabiendo que el número de horas que necesitó el desarrollo 
del software fue de 1034 horas, el coste total del proyecto es el siguiente: 
Perfil del 
trabajador 
Salario (€/hora) Tiempo (horas) Coste total (€) 
Ingeniero Técnico 30 290 8.700  
Programador 20 744 14.880  
   23.580 € 






La característica que mejor define a este proyecto es la manera con la que se propone 
cumplir los objetivos que se marcan. Como hemos podido ver a lo largo de este documento, 
ideas como las de la ONG Labdoo intentan demostrar que no se necesita un alto nivel de 
financiación para poder colaborar con los países del tercer mundo. En nuestro caso en 
particular, miles de niños tendrán acceso nuevos medios de aprendizaje sin que esto se 
traduzca en un coste económico para los colegios que reciben los portátiles, ni para la 
ONG, ni para sus colaboradores. 
 
Los dootrips son el medio que permite que este objetivo se lleve a cabo. El hecho de que se 
aproveche el espacio libre en los equipajes de las personas a la hora de realizar un viaje 
presenta dos grandes ventajas: reducción de costes económicos y reducción de emisiones de 
gases contaminantes a la atmósfera. Este segundo punto resulta de vital importancia si se 
tiene en cuenta que cada año el uso de ordenadores provoca la emisión de más de 400 
Megatoneladas de dióxido de carbono a la atmósfera. Además, el hecho de que se fomente 
la reutilización de equipo informático y el posterior reciclado permite reducir la cantidad de 
basura electrónica, la cual está provocando unos daños irreparables en el medioambiente 
global y en el medioambiente local en ciertas regiones del mundo, como China y Nigeria.  
 
El uso de este software permitirá agilizar el proceso de cálculo de rutas a la hora de asignar 
los portátiles a un colegio determinado y/o a un centro de reciclado. Todo ello se realiza 
mediante la adaptación de un algoritmo de máximo flujo a nuestro problema, el cual 
encuentra el mayor número de portátiles que pueden enviarse mediante los dootrips 
registrados siguiendo dos criterios: priorización de los proyectos y cantidad de dootrips que 
se necesitan para el transporte del dooject  
 
Cabe mencionar que el proyecto no buscaba implementar el algoritmo que proporcionara 
una mejor complejidad y un menor tiempo de ejecución para resolver el problema 
planteado. En todo momento se buscó un equilibrio entre su eficiencia a nivel 
computacional y su eficiencia a nivel social. La complejidad del intercambio de objetos 
durante un corto periodo de tiempo en lugares que, mayoritariamente, el usuario estará de 
turismo y no conoce, proporcionaban diferentes variantes al flujo normal que debía seguir 
el objeto desde su localización de origen hasta su destino. Un ejemplo podría ser que un 
viaje se partiera por la mitad debido a la cancelación de alguno de los dootrips, o la perdida 
de algunos de los objetos por parte de algún usuario, entre otros. Esto nos hizo decantarnos 
por la solución que menor riesgo conllevara, y que entendemos son los adecuados para el 
caso de Labdoo en particular. Sin embargo, como hemos podido comprobar, a nivel de 
análisis computacional, el algoritmo utilizado puede ser implementado con una mayor 
eficiencia. 
 
Sin embargo, la mayor conclusión que podemos sacar tras el desarrollo del software y la 
lectura de este documento es que, la mayor herramienta que podemos proporcionar para 
conseguir un desarrollo sostenible a nivel global es la concienciación humana. Aunque el 
software consigue aportar una vía más de ayuda, tanto a las personas del tercer mundo 
como a la situación medioambiental actual, su nivel de éxito reside en la cantidad de 
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persones que la usen. Sin la colaboración de los usuarios, ya sea a la hora de donar los 
objetos que no utilizan o de guardar una pequeña  parte de su equipaje para transportarlos, 







































10. Futuras líneas de trabajo 
 
Durante la lectura de la memoria, el lector habrá podido apreciar que se explicaban ciertas 
limitaciones y restricciones del módulo. En este punto vamos a detallar cuales son los 
aspectos en los que, creemos, se podría trabajar en el futuro para mejorar el funcionamiento 
del software implementado. 
 
Inclusión de nuevos algoritmos 
 
La implementación al término del PFC incluye un único algoritmo para el cálculo de 
caminos entre las localizaciones de los objetos y de los proyectos destino. Éste es una 
adaptación del algoritmo Dinitz, el cual busca el flujo máximo en un grafo priorizando los 
que necesiten un camino más corto. Como pudimos ver, en la fas de especificación nos 
encontramos con dos algoritmos que satisfacían dicho criterio: el que hemos elegido y el 
llamado Edmonds-Karp. Finalmente nos decantamos por Dinitz debido a que su 
complejidad dependía en mayor proporción del número de nodos, y no del de aristas, al 
contrario que en las alternativas estudiadas.  Por tanto, la elección fue pensada para 
satisfacer este problema en concreto.  
 
Cabe la posibilidad de que el módulo quiera ser utilizado con otros fines y bajo otros 
criterios, por lo podría utilizarse otro algoritmo que las cumpla. Pensando en esta 
posibilidad, se ha dividido la ejecución del algoritmo en dos varias partes: funciones de 
construcción de la estructura de datos que representa al grafo, funciones propias del 
algoritmo de Dinitz (como puede ser la construcción de los grafos residuales y de nivel) y 
funciones diseñadas para almacenar los resultados en la base de datos. Así pues, un 
algoritmo diferente que utilice la misma estructura de datos, podría reutilizar cualquiera de 
las funciones del primer y último bloque. 
 
Además, el módulo contiene un fichero llamado “README.txt” en el que se explican los 
pasos a seguir por el programador  para que el módulo reconozca su nuevo algoritmo. 
 
Mejorar eficiencia del algoritmo actual 
 
Cada vez que se ejecuta el algoritmo, se debe buscar en la base de datos toda la información 
necesaria y construir el grafo desde cero. Para un volumen de usuarios y recursos 
registrados no muy elevado, es un sistema válido en sentidos prácticos, ya que el tiempo de 
ejecución de dicho proceso no será muy elevado. Sin embargo, si el tamaño de la base de 
datos crece a grandes niveles, la construcción del grafo podría ser muy costosa en cuestión 
de tiempo. A coste de sacrificar más memoria, podría realizarse un estudio en el que se 
comparen la efectividad, en términos de tiempo y memoria, de guardar el estado del grafo 
tras la finalización del algoritmo. Así, en la siguiente ejecución, solo habría que añadir los 
nuevos recursos y eliminar los que ya no son válidos, como dootrips cuya fecha de origen 
es próxima. Sin embargo, como se ha mencionado, es un proceso que se debe estudiar, ya 
que aunque no tengamos que construir el grafo desde cero, tenemos que comprobar que los 




Automatización de los procesos 
 
La implementación actual de Drupal, siendo la versión 6.x, presenta ciertas limitaciones en 
cuanto a la activación de eventos por criterios de tiempo. Todas las acciones que deseamos 
ejecutar automáticamente deben añadirse como tareas del sistema Cron de Drupal, o 
depender de eventos puntuales (como registros de un nuevo contenido en el sistema). La 
idea inicial del cliente era que el algoritmo se activara por eventos, con cierto margen de 
tiempo para corregir errores en el nuevo registro. Sin embargo, nos encontramos con las 
siguientes restricciones: 
 
- El registro de doojects, así como su eliminación y modificación no están 
gestionados por nuestro software. El módulo encargado de hacerlo nos debía 
proporcionar las herramientas necesarias, lo cual no se cumplía durante el desarrollo 
del PFC. Lo mismo pasaba con los puntos de almacenamiento y los proyectos. 
 
- No existen eventos de tiempo, salvo el servicio Cron. Por tanto, podría indicarse 
que se activara el algoritmo dos hora después registrar un dootrip, por ejemplo.  
 
Si estas restricciones desaparecen en un futuro, podrían implementarse un sistema de 
activación del algoritmo a través de eventos. Cabe mencionar que se plantearían dos líneas 
de trabajo diferentes. Si el algoritmo se ejecuta automáticamente justo tras registrar un 
recurso, es sensible a incluir datos erróneos, ya que el usuario no podría modificar  los 
datos si se ha incluido en algún megadootrip. Por otra parte, podría darse un margen de 
tiempo para la corrección de errores. Una vez programada la hora de la ejecución, podría 
darse el caso de que se registrara otro tipo de recurso durante ese periodo. Podrían elegirse 
entre dos opciones: 
 
- Ejecutar el algoritmo a la hora programada, independientemente de si se registran 
otros recursos. Descartamos así la posibilidad de que los nuevos recursos 
proporcionen una solución más factible (por ejemplo, aumentar el máximo flujo). 
 
- Retrasar la ejecución del algoritmo a la programada por el nuevo recurso. Sin 
embargo, si el volumen de negocio llega a ser muy grande, cabe la posibilidad de 
que la inicialización se retrase indefinidamente (por ejemplo, si el margen de tiempo 















Confirmación de los usuarios durante un megadootrip 
 
Actualmente, el módulo supone que el megadootrip se lleva a cabo sin ningún tipo de 
problemas. Si existe algún error, el administrador debe acceder a la base de datos para 
realizar las modificaciones necesarias. Por ejemplo, si dos usuarios finalmente no pudieron 
encontrarse en medio del megadootrip, se debe volver a asignar el estado correcto al 
dooject, modificar el usuario que lo posee, reducir el numero doojects asignado al proyecto 
que estaba destinado, y volver a ejecutar el algoritmo con los nuevos datos.  
 
Con el fin de seguir automatizando el funcionamiento del módulo, el sistema podría incluir 
un nuevo tipo de correo electrónico en el sistema de notificaciones: el de confirmación de 
que el megadootrip se esta llevando a cabo completamente. Como idea inicial, se propone 
que se envié un e-mail a los usuarios que deberían entregar y recibir los objetos conforme 
va avanzando el megadootrip. Así, si no se recibe respuesta o la respuesta es nula, el 
administrador recibiría un mensaje indicando que ha existido un problema durante la 
ejecución del megadootrip. A partir de ahí varias soluciones son factibles. Por ejemplo, el 
administrador podría ponerse en contacto con los usuarios del megadootrip y disponer de 
una interfaz que actualice la información, sin tener que hacerlo directamente sobre la base 
de datos. Otro ejemplo podría ser que el sistema envíe un e-mail a los usuarios a medida 
que el megadootrip se vaya ejecutando, de forma que puedan confirmar que han entregado 
y/o recibido el dooject correspondiente. 
 
Otra opción, pensada concretamente por la ONG Labdoo, es proporcionar las herramientas 
necesarias para interactuar con un módulo de geo-localización. Uno de los objetivos que se 
marca Labdoo es colocar un sistema de geo-localización a los doojects que envía. Así, se 
sabría en cada momento en donde se encuentran, por lo que la confirmación de que un 
megadootrip se está llevando correctamente sería automática. Solo habría que comprobar 
que se encuentra en la localización correcta en el periodo de tiempo adecuado. 
 
Soporte para varios tipos de proyectos y objetos 
 
Como hemos visto en los apartados de especificación y diseño, el modulo solo gestiona el 
envío de un tipo de objetos, almacenados en la misma tabla, y que serán destinados a un 
solo tipo de proyectos de destino, introducidos también en una única tabla. Conociendo los 
planes de futuro de Labdoo, sería importante pensar en que el módulo sea capaz de 
gestionar el envío de varios tipos de objetos diferentes. Esto tendrá una consecuencia 
directa en el algoritmo. Hasta ahora, el flujo que se envía por las aristas del grafo se mide 
por número de objetos, que es la unidad mediante la cual los usuarios indican cuanto 
espacio libre tienen en su equipaje para transportarlos. En caso de existir diversidad de 
objetos, el peso de cada uno podría ser la característica determinante. Pongamos como 
ejemplo que, además de ordenadores portátiles, que la ONG pase a transportar ordenadores 
de tipo Tablet. El peso medio de un portátil ronda los 2 kilogramos, mientras que el de una 
Tablet se aproxima a los 700 gramos. Así pues, si el flujo máximo que se puede enviar por 
un grafo es de 10 kilogramos, el algoritmo debe ser capaz de encontrar un equilibrio entre 
el número de objetos a enviar y el peso máximo de los mismos. Esto podría resolverse 
fácilmente mediante un sistema de priorización de objetos, indicando cuales se desean 
enviar con mayor preferencia. Sin embargo, teniendo más en cuenta el aspecto 
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computacional, nos encontraríamos ante una variante del algoritmo conocido como 
“problema de la mochila”. Su idea principal consiste en, dado una mochila con una 
capacidad  máxima, y dado un conjunto de objetos cada uno con un peso y un valor 
diferente, se desea encontrar el conjunto de objetos que maximice el valor de la mochila sin 
exceder su peso máximo. Así pues, podría adaptarse ese algoritmo para intentar maximizar 
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