Model Predictive Control (MPC) is a well established method in control theory and engineering practice. It is often the method of choice for systems that need to be controlled in view of constraints. The main idea of MPC is to solve an optimization problem over a given time horizon at each control epoch, and to use the obtained solution for controlling the system until the next control epoch. In many cases this optimization problem can be formulated as a tractable quadratic programming problem.
INTRODUCTION
Queueing networks are often used to model communication, manufacturing and service networks. Emphasis usually lies on the performance analysis of a model for a given service discipline and routing scheme. It is often challenging to When precise objectives are formulated, for example minimizing steady-state queue sizes, the optimal control problem can in principle be formulated as a Markov Decision Problem (MDP), but in practice, MDPs for larger networks often prove numerically cumbersome. An alternative is to employ much simpler control laws such as priority or threshold policies, but these typically fail to achieve the desired behavior. Analysis and tuning of MDPs and simple control laws can sometimes benefit from using asymptotic scaling regimes. In such cases, there is often some simplification of the underlying stochastic process, and intractable MDPs can then be approximated by more tractable Brownian control problems. Nevertheless, even when using such asymptotic approximations, finding optimal controls is still challenging. For more background see [2, 6, 11] .
In this paper we present an alternative control methodology which to the best of our knowledge has not been applied before to queueing networks. Our method uses the concept of Model Predictive Control (MPC). A classic reference is [4] . MPC is a popular tool for generating feedback controllers for dynamical systems (i.e. control laws that observe the current state and use it to decide on the next control action). MPC can deal with non-linearities and state constraints. Two recent papers that apply MPC to logistical and manufacturing networks are [8] and [9] , but in general, MPC is not as well known in the operations research community as it is in the systems and control community.
The concept of MPC is simple: At every control epoch solve an optimization problem for the optimal trajectory into the future, then use the first step of the optimal trajectory as the current control decision. At the next time step solve the optimization problem again, and so on. This method allows to incorporate predictions in the control mechanism and has proven useful for systems with delayed feedback. Some theoretical properties of this method have also been established [1] , [10] . Specifically, conditions for obtaining a stabilizing controller in the case of deterministic systems are by now well known (and even implemented in commercial control packages [7] ). Contrary to the deterministic case, quantifying the performance of stochastic systems controlled by MPC is a largely unexplored area.
The network models we consider are discrete-time multiclass queueing networks that allow for delays, multi-job processing and self-generated arrivals. The latter is motivated by both the acquisition queue [3] and multi-class queueing networks with infinite virtual queues [12, 15] . In these types of queueing models, a server in the network can generate arrivals and is often faced with the control choice of either letting new jobs enter the system or serving jobs that are presently waiting for service. Source and queue classes are associated with servers. In Figure 1 , three servers are associated with a single class and two servers are associated with three classes each. All classes associated with the same server have to share that server's capacity. The delay and sink classes are not associated with servers. Jobs that finish processing in a source or queue class, or a unit delay in a delay class, move to the next downstream class. This is indicated by the arrows. All routes are deterministic and end up in sink classes.
The networks evolve at discrete time points n = 0, 1, . . .. At each time point all servers allocate their capacities among their constituent source and queue classes. The way in which this capacity is allocated is specified by the control law, the main object of our study. Capacity is used by the source classes to generate new jobs and by the queue classes to process jobs in their queue. Every unit of capacity allocated to a queue class results in the removal of a single job from the queue. Every unit of capacity allocated to a source class results in the generation of a random number of new jobs. Delay classes simply pass, after one time unit, all of their jobs to their downstream class. Thus the randomness in our system is caused by the uncertainty in the number of jobs generated by source classes.
The structure of the paper is as follows. Section 2 illustrates the basic concepts by means of an example. Section 3 describes in detail the queueing network model, presented both as a controlled Markov chain and as a controlled linear system with noise. Section 4 describes the MPC based controller, including details of the implementation. Section 5 illustrates the applicability of MPC to arbitrary networks such as that of Figure 1 . We conclude in Section 6.
An extended version of this paper is available as the technical report [13] .
AN ILLUSTRATIVE EXAMPLE: THE ACQUISITION QUEUE
To demonstrate the MPC approach we consider the acquisition queue that was introduced in [3] . In this stochastic model, a server has to divide its capacity among the acquisition of new jobs and the service of jobs that are presently waiting in the queue. Within each time slot the server has c ∈ N units of capacity to spend. Each unit spent on acquisition in time slot n generates a random number of new jobs that join the queue after a delay of d ∈ N time units. Each unit spent on service removes one job from the queue. We denote by U (n) the number of acquisition efforts at time n and refer to this choice as the control law of the system. The queue length process {Q(n)} n∈N is then described by the recursion equation
Here, x + = max(0, x) and {ũn,i} is a sequence of i.i.d. nonnegative integer-valued random variables. The initial conditions are Q(0) and
Let S(n) be the number of jobs in the sink (jobs that have received service) by time n, with S(0) = 0. If we assume that the system is stable and well defined (see [3] ), the throughput of the system satisfies
In [3] the following simple control law was analyzed in full detail:
with α ∈ N some number for which α < c/(1 + m) (for stability).
A sensible control law U (·) should stabilize the system, and in addition, keep the queue lengths relatively small. Consider the sink error S e (n) = S(n) − δn. If we are able to produce at rate δ then lim n→∞ S e (n)/n = 0. The timedependent behavior of S e (n) is also of interest: highly fluctuating or periodic behavior is considered undesirable. Finally, it is desirable for the control law to be computed relatively quickly. The threshold policy (3) certainly meets this criterion. As opposed to that, an MDP formulation of the acquisition queue (or more complex networks) typically does not. The MPC based controller presented in this paper does allow for quick evaluation.
Comparison to MPC
We now compare the threshold policy in (3) to MPC. Figure 3 (a) considers the threshold policy and shows the evolution of Q(n) (above the axis) and S e (n) (below the axis). In this example, the system is deterministic (i.e. Var ũ 1,1 = 0), and c = 10, d = 10, m = 3. The figure compares α = 0 and α = 2. It appears that α = 2 performs better, both in terms of queue lengths and fluctuations in sink error. In Figure 3 (b) we compare the threshold policy with α = 2 and MPC 1 . The latter clearly performs better. Figure 4 further compares the threshold policy and MPC, but this time for stochastic acquisition sizes. Again, MPC outperforms the threshold controller.
We now briefly outline how our MPC control for the acquisition queue comes about. For simplicity, take d = 3, so that the complete state at time n is described by Q(n), S(n), and the acquisition during the last three time units denoted by D 1 (n), D 2 (n) and D 3 (n). Assume now that our control law is a general function of the state, and given by both the acquisition effort U∞(n) ≥ 0 and the service U Q (n) ≥ 0, which satisfy
The evolution of our system is as described in the linear system (1). The noise term is implicitly specified: its first coordinate is
while all its other coordinates are zero.
The first step of our approach is to identify a reference trajectory by studying the system without noise. In principle we may choose any reference trajectory. For the acquisition queue, to make a fair comparison with the controller in (3), we choose as a reference the trajectory in which the sink grows linearly at rate δ and all other quantities remain constant. That is,
We now seek to formulate a state feedback control law that attempts to drive the system to the reference. MPC does this by solving, at each time n, the following optimization problem: HereX(n) is the prediction of the state at time n (a vector of dimension d + 2 for the acquisition queue),X r (·) is the state part of the reference trajectory, U (·) is the vector of controls (2-dimensional for the acquisition queue) and || · || is some norm or some norm-like measure (in this paper we consider a 2-norm, i.e. quadratic costs). The minimization is over the controls which are to be applied over the time horizon n, n + 1, . . . , n + N − 1. This is a 2N -dimensional vector for the present case. The predicted stateX(·) is a function of the decision variables and the current state.
MPC operates as follows: At each time point the optimal solution of (5) is used to control the system for the next time unit. Note that as opposed to "myopic control" which attempts to make the next "best step", MPC is "look ahead control". It appears to be very suitable for queueing networks of the type we describe. The full details of the controller are surveyed in Section 4.
THE NETWORK MODEL
We consider multi-class queueing networks that evolve at discrete time points n = 0, 1, 2, . . .. A network is composed of four types of job classes: source (∞), queue (Q), delay (D) and sink (S). Jobs originate in source classes, pass through queue and delay classes, and eventually end up in sink classes. At each time point, each server i must divide its effort between the constituency activities C(i), generating new material from the source classes, processing existing material in queue classes, idling or performing a combination of these. The number of activities that server i can perform in one time unit is given by the integer ci ≥ 1. Let c denote the vector of these elements. Let U k (n), k ∈ K {∞,Q} denote the number of activities that are actually applied to class k at time n. We thus have the constraints
With each source class k ∈ K ∞ , we associate a sequence of non-negative i. to denote generic random variables whose distribution is the v-fold convolution of the distribution ofũ k . The action of performing an activity on class k ∈ K ∞ is the creation ofũ k new jobs. Thus the application of U k (n) units of processing on class k results in the creation ofũ * U k (n) k jobs. Obviously, the mean of this quantity is U k (n)m k .
Jobs that leave a class move to downstream classes using some routing scheme. Downstream classes may be of the queue, delay, or sink type. If it is a queue class, number k say, the job joins the queue and awaits service from server σ(k). If it is a delay class the job is delayed for one time unit, before moving onto the next downstream class in the next time unit. If it is a sink class, the job has reached its final destination.
In this paper we assume that routing is deterministic. We let p kk = 1 if jobs that move out of class k ∈ K {∞,Q,D} move into class k ∈ K {Q,D,S} . Otherwise p kk = 0. These values are arranged in a matrix P = (p kk ), which we partition as
We assume that all routes end up in sink classes. Note that routes may merge.
The state of the network is the number of jobs in the queue, delay and sink classes. We denote it by the
The state evolves according to the recursion (6). Here we use the conventionũ k = 1 for k ∈ K Q , i.e. for these classes
. This allows us to represent the job inflow resulting from U k (t) in the same manner for both the queue and the source classes.
Queue activities require material to be in the queue for the activity to be performed. We thus have the constraints
When the control U (n) is a well specified function of the state X(n) that satisfies constraints (7) and (8) 
Description as a linear system with noise
As an alternative to the Markov chain representation, we now represent our network as a linear system with controldependent zero-mean non-Gaussian noise. That is,
Here, A, B and G are matrices to be defined below and u U (n) denotes a K∞-dimensional zero-mean random vector with the kth element distributed as
Observe that the elements of this noise vector are always zero whenũ k is deterministic. Further, when the control action U k (n) is a large number, the kth noise element is approximately Gaussian distributed.
The matrices A, B and G are spelled out in (9), I is the identity matrix.
The control U (n) needs to satisfy linear constraints of the form
with F and g further specified as
In addition we require that U (n) is integer.
The fluid relaxation and reference trajectories
For the MPC approach, it is useful to consider an auxiliary system that is a deterministic fluid relaxation of (10) . For this, assume that the noise component does not exist and that the control effort (and thus the queue lengths) need not satisfy integrality constraints. The resulting system is thenX
subject to
with the matrices A, B, F and the vector g as defined above. For this system we define a reference trajectory as a pair of sequences {X r (n),Ū r (n)} such that when the controlŪ r (·) is applied to the fluid relaxation dynamics (12), the statē X r (·) is obtained. In addition, the reference trajectory needs to adhere to the constraints (13) . In general, the choice of the reference trajectory may depend on the desired throughput of the system. We discuss this briefly in Section 5.
Given a reference trajectory, we define the error dynamics as (14) Combining (14), (12) and (10) then yields
This representation proves useful in the next section.
THE MPC BASED APPROACH
We now describe the MPC approach in more detail. The controller is parameterized by a discrete time horizon N > 0 and two positive definite matrices Q and R of dimensions K {Q,D,S} and K {∞,Q} , respectively. At time n, the controller uses the optimal solution of a quadratic programming (QP) problem in which the decision variables are the controls over the time horizon: n, n+1, . . . , n+N −1. Given the current state X(n) and the controls U (i), i = n, . . . , n + N − 1, the prediction of the state over the time horizon, denoted byX(·), is generated (details below) and appears in the objective and constraints of the QP.
WithX e (i) =X(i) −X r (i) denoting the prediction of the error dynamics, we get the following QP:
(16) The objective function in (16) quadratically penalizes deviations from the reference trajectory in both the state, using the Q matrix, and the control, using the R matrix. The first set of constraints are capacity constraints. Following that is a constraint for the control at time n not to exceed the current queue levels. It is followed by a set of constraints with respect to the predicted queue levels and with non-negativity constraints.
The QP always has a unique solution. To see this, first observe that there is always a feasible solution: U (i) = 0, i = n, . . . , n + N − 1. Then, since Q and R are positive definite, a unique solution is guaranteed (see [14] for background on quadratic programming). Note that the solution of the QP is an N · K {∞,Q} -dimensional vector that specifies a control over the whole time horizon. From this solution, we only keep the first K {∞,Q} coordinates to specify the control decision for the next time step. The remaining coordinates are not used. At every time point, the process is repeated: At time n, the current state is observed, the reference trajectory is calculated, and X e (n) is obtained. We denote it by X e 0 . Given a control over the time horizon, the prediction for i > n is made by iterating the fluid relaxation dynamics (12) . ThusX e (i), which appears in the objective and constraints of the QP, is a function of X e 0 and the decision variables U e (i), i = n, . . . , n + N − 1.
We denote the first step of the optimal solution as the
is determined, it is converted from the error dynamic coordinate system to the control coordinate system. We finally represent our controller as
Here the max and min operators operate element-wise and [x] $ denotes the element-wise nearest integer to x. In addition, [u] % C denotes the following operation: Check the validity of Cu ≤ c. Every coordinate for which the inequality is invalid represents a server in which the capacity constraint has been exceeded. In this case reduce the u by integer steps until the inequality is met, by first reducing activities for the source buffers and then reducing from the queue buffers. Within each class one can follow some arbitrary specified rule.
Note that U MPC (·) is a function of n since the reference trajectory needs to be evaluated so that the current error is plugged into U e OPT (·) and converted back into the coordinate system of the control. Further observe that if we take U r (n) to be constant then U 
We need some additional matrices. Denote by Q and R block diagonal matrices of Q and The K Q × K {∞,Q} matrix S U Q is such that when multiplied by a control vector it selects the controls for the queue classes. Similarly, S XQ can be multiplied by a state vector to select the state of the queue classes. In addition, define
Multiplying S 
the states (for only the queue classes). In many cases it is sensible to choose constant values for these references (yielding a linear reference trajectory for the sinks), so that the QP becomes time-independent. We denote by U r a stacked N · K {∞,Q} -dimensional vector of the reference controls. Similarly, X r is a stacked N · K {Q,D,S} -dimensional vector of the reference states, of which only the coordinates relevant to K Q are used in the QP.
The resulting QP is formulated in (18). It is straightforward to verify that (18) agrees with the QP (16). Formulation (18) is in the form that is required by most commercial QP solvers.
AN ADDITIONAL EXAMPLE
We now wish to emphasize the applicability of our method to arbitrary networks, showing how to systematically find a reference trajectory. For this we use the example of Figure 1 . We employ a reference with constant queue levels and a linear increase of the sink buffers. Such a trajectory can always be found by solving a linear programming problem (LP), similar to the so-called Static Planning Problem (cf. [5] ) used in multi-class queueing networks.
To find a reference trajectory, define the variables r i , i = 1, 2, 3, 4 to be the long range flow rate on each of the routes. Here the route index corresponds to the source queue on which the route begins. For example, route 4 is the route passing through classes, 4, 10, 11, 12, 9 and ending in the sink buffer 15. Now use the capacity constraints (7) to indicate restrictions on the variables r i . For example, server 5 is required to serve routes 1, 2 and 4:
Note that in the above constraint, the source classes (2 and 4) are normalized by the means m2 and m4, while the queue class (class 8 on route 1) is not. Writing the constraints in this manner, together with the non-negativity constraints, defines a feasible polytope. Any point within this polytope is associated with a reference trajectory.
We find a point on the boundary of the polytope by solving an LP that minimizes
