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Marko Lavrinec, 2020

”It is not the strongest of the species that
survives, nor the most intelligent that sur-








1.1 Motivacija . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 3
2 Pregled področja 5
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CLI Command Line Interface vmesnik za ukazno vrstico
iOS iPhone Operating System operacijski sistem iPhone
HTTP Hypertext Transfer Protocol protokol za prenos nadbesedila
HTML Hypertext Markup Language jezik za označevanje nadbesedila
DOM Document Object Model objektni model dokumenta
E2E End to End od konca do konca

Povzetek
Naslov: Komunikacija med komponentami v sodobnih spletnih ogrodjih
V magistrskem delu smo se lotili analize sodobnih spletnih ogrodij s po-
udarkom na komponentah in komunikaciji med njimi. Za cilj naloge smo
si zadali, da jih podrobneje spoznamo ter izkusimo njihov razvoj s pripravo
nadgradnje v izvorni kodi enega izmed njih.
Najprej smo raziskali področje in poiskali najpopularneǰsa spletna ogrodja.
V 2020 so to Angular, React in Vue. Ogledali smo si njihove osnove, nato pa
pri vsakem podrobneje še delovanje komponent ter možnosti komunikacije
med njimi.
V vsakem od ogrodij smo pripravili enake aplikacije ter jih medsebojno
primerjali. Pri tem smo bili pozorni na razlike v izdelavi, končno velikost
izdelka ter učinkovitost izvajanja v brskalniku.
Na podlagi analiz smo predlagali nadgradnjo ogrodja Angular in jo realizi-
rali. Uspešno smo izdelali nov način zaznavanja sprememb v komponentah,
z željo olaǰsati programiranje ter izbolǰsati uporabnǐsko izkušnjo aplikacij.
Tudi z novim načinom zaznavanja sprememb smo pripravili aplikacijo, izde-
lano po vzoru preǰsnjih ter tudi to testirali po enakih kriterijih. Kot rezul-
tat smo dobili aplikacijo, ki je narejena na preprosteǰsi način in deluje bolj
učinkovito.
Ključne besede
komunikacija, zaznavanje sprememb, spletno ogrodje, Angular, React, Vue

Abstract
Title: Communication Between Components in Modern Web Frameworks
In this master’s thesis, we have analysed modern web frameworks with
an emphasis on their components and communication between them. Our
goal was to get the advanced knowledge of frameworks and experience their
development by preparing an upgrade for one of them.
At the beginning, we researched the field of web frameworks and then we
have chosen the most popular ones. We found out that currently these are:
Angular, React and Vue. First we explored their basics and then examine
the components and communication between them.
We prepared the equal applications for all of the chosen frameworks and
compared them with each other. We paid attention to the differences in
development, the final size of applications and the efficiency of running them
in the web browser.
Based on the analysis, we proposed an upgrade of the Angular framework
and implemented it. We have successfully developed a new way of compo-
nents change detection, with the aim to make development easier and to
improve the user experience of applications. With a new way of change de-
tection, we have also prepared an application modeled on the previous ones
and tested it against the same criteria. As a result, we have a web application
that works more efficiently, and it can be written with less effort.
Keywords




V času hitrega napredka računalnǐstva in informatike veliko vlogo igra razvoj
svetovnega spleta. Ta se je sčasoma iz osnovnih spletnih strani razvil v
napredne spletne aplikacije, ki so zmožne veliko več od grobega prikazovanja
podatkov. S tem pa se je povečala težavnost programiranja in izdelave teh
aplikacij. Z namenom olaǰsanja nastalega problema so se razvila številna
spletna ogrodja, ki vsaka na svoj način poenostavljajo izdelavo aplikacij in
predstavljajo dobre prakse programiranja.
Velika večina sodobnih spletnih ogrodij uporablja način komponentnega
razvoja aplikacij. To pomeni, da sprogramiramo del funkcionalnosti ter jo
zapakiramo v komponento, ta pa se nato lahko uporabi na več mestih zno-
traj naše aplikacije. S tem običajno zmanǰsamo zahtevnost naše programske
kode, si olaǰsamo razvoj ter obenem omogočimo lažje deljenje funkcionalnosti
znotraj aplikacije in tudi med različnimi projekti. Za polneǰse delovanje kom-
ponente običajno potrebujejo vhodne podatke (ki se med delovanjem lahko
tudi večkrat spremenijo), obenem pa lahko vračajo tudi kakšne izhodne vre-
dnosti.
V tem magistrskem delu se bomo lotili analize delovanja komponent v
sodobnih spletnih ogrodjih. Posvetili se bomo predvsem delovanju komuni-
kacije med različnimi komponentami ter posredovanju podatkov med pro-
gramskim delom aplikacije in uporabnǐskim vmesnikom.
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V 2. poglavju bomo najprej predstavili področje spletnih aplikacij. Pod
točko 2.1 bo zajeta predstavitev spletnih programskih jezikov, njihove pod-
pore (aktualnih in preteklih verzij) ter načina izvajanja. Noveǰsa verzija
spletnega jezika JavaScript že sama implementira rešitev spletnih kompo-
nent. Kraǰsi povzetek o tem bo predstavljen v točki 2.4. V podpoglavju 2.5
bomo predstavili osnovne podatke o treh trenutno najpopularneǰsih spletnih
ogrodjih (Angular, React, Vue), ki jih bomo v poglavju 3 še bolj podrobno
predstavili in primerjali.
Ker je osrednja tema tega dela komunikacija med komponentami, bomo
v poglavju 3 podrobneje predstavili rešitve, ki jih Angular, React in Vue
implementirajo na tem področju. Za vsakega posebej bomo najprej pogle-
dali, kako programerji komponente ob uporabi ogrodja lahko vključijo v svoje
spletne aplikacije. Nato bomo analizirali delovanje, ki se dogaja v ozadju in
so ga sprogramirali snovalci ogrodja. Pri vseh treh bomo predstavili, kateri
življenjski cikli so pomembni za delovanje komunikacije ter možne optimiza-
cije, ki jih ogrodje ponuja za pospešitev delovanja naših aplikacij.
Po opravljeni primerjalni analizi delovanja bomo v vseh treh ogrodjih iz-
delali enake aplikacije, jih v poglavju 4 predstavili ter medsebojno primerjali.
Poleg realnega (funkcionalnega) primera aplikacije (za nadzor nad nalogami
in kontakti) bo ta zajemala še strani s testi, ki jih bomo izvajali ter anali-
zirali. Tako bomo spoznali določene specifike ogrodij, ki so pomembne pri
medsebojni komunikaciji.
Na podlagi rezultatov testov in medsebojne primerjave bomo v poglavju 5
predlagali nadgradnjo ogrodja Angular in izvedli njeno realizacijo. Rešitev bo
vključevala vzpostavitev novega stanja za zaznavanje sprememb v ogrodju,
s katerim se bo optimiziralo privzeto stanje in poenostavilo programiranje.
Obstoječo aplikacijo (iz poglavja 4), narejeno v ogrodju Angular bomo nad-
gradili, da bo uporabljala naš prispevek; poglavje pa bomo zaključili s testi-
ranjem učinkovitosti in primerjavo rezultatov.
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1.1 Motivacija
Motivacijo za izbiro teme magistrskega dela predstavljajo spletna ogrodja, ki
zadnjih nekaj let močno pridobivajo na uporabnosti in splošni popularnosti
med programerji spletnih aplikacij. Navkljub hitremu tempu posodabljanja
ter spreminjanja prinašajo napredek in standarde lepega programiranja na
svetovni splet. Obenem olaǰsajo delo in implementirajo rešitve, ki jih potre-
buje velika večina sodobnih spletnih aplikacij.
V tem delu se bomo podrobneje srečali z ogrodji Angular, React ter Vue.
Izbrali smo jih, ker so prisotna že nekaj časa, spadajo med najbolj prilju-
bljene, imajo močno podporo ter dobro dokumentacijo, prav tako pa se še
vedno razvijajo in nadgrajujejo.
Motivira nas raziskovanje njihovega delovanja v ozadju (izvorne kode) in
odkrivanje, kako so si različni snovalci zamislili strukturo aplikacij. Ker pa
gre za odprtokodne projekte, bi radi preverili tudi načine razvoja teh ogrodij
ter pripravili nadgradnjo v enem izmed njih.
V analiziranih ogrodjih bomo zgradili skoraj identične aplikacije in jih
nato primerjali med seboj. Pri tem bi radi ugotovili, kakšne so prednosti in
slabosti izbranih ogrodij.
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Poglavje 2
Pregled področja
V tem poglavju si bomo ogledali trenutno stanje razvoja sodobnih spletnih
aplikacij. Najprej bomo predstavili najpogosteǰsa spletna jezika, ki se upo-
rabljata za razvoj, nato pa sledi predstavitev področja spletnih komponent,
ki jih standardizira W3C in jih je moč uporabljati brez uporabe drugih ogro-
dij. Na koncu poglavja si bomo ogledali sodobna spletna ogrodja, s katerimi
lahko gradimo enostranske oziroma odzivne spletne aplikacije.
2.1 Spletni programski jeziki
Trenutno najbolj razširjeni programski jezik, ki se lahko izvaja v večini so-
dobnih spletnih brskalnikov, je JavaScript (kratica JS ). V zgodovini so se
pojavljali tudi nekateri drugi, a nikoli niso zares zaživeli in niso dobili širše
podpore brskalnikov. Ker pa ima sam programski jezik določene pomanjklji-
vosti, so se razvili tudi drugi, s katerimi lahko razvijamo spletne aplikacije.
Večina teh se na koncu v celoti prevede in poganja v programskem jeziku
JavaScript.
V tem poglavju bomo obravnavali JavaScript kot trenutno edini širše
razširjen in podprt programski jezik za spletne brskalnike ter TypeScript, ki
ga na določenih področjih nadgrajuje, na koncu pa se v celoti prevede vanj.
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2.1.1 JavaScript
Programski jezik JavaScript, na katerem sedaj slonijo vse spletne aplikacije,
je leta 1995 izdelala ena oseba v desetih dneh. Prvotno je jezik služil za
reševanje manǰsih problemov pri izbolǰsanju uporabnǐske izkušnje, sedaj pa
je ta uporabljen tudi za napredne spletne rešitve, ki ob razvoju niti niso bile
predvidene [1]. Programski jezik je sedaj mogoče uporabljati tako pri razvoju
uporabnǐskih vmesnikov, kot tudi na strani strežnika. Uporabnǐski vmesniki
se privzeto izvajajo v spletnih brskalnikih, s pomočjo knjižnic pa je kodo moč
zapakirati tudi v neodvisne aplikacije, ki se tako lahko samostojno izvajajo
na mobilnih napravah, osebnih računalnikih, televizorjih ipd.
Spremenljivke in podatkovni tipi
Programski jezik JavaScript definira šest podatkovnih tipov. Osnovni so
številka (ang. number), niz (ang. string), logična vrednost (ang. boolean),
nič (ang. null) in nedefinirano (ang. undefinded). Vse ostale vrednosti (na
primer. funkcije, seznami) so objekti (ang. objects). Za razliko od strogo
tipiziranih programskih jezikov, tu pri deklariranju spremenljivke ne moremo
podati njenega tipa, med samim izvajanjem kode pa lahko ta prehaja tudi
med več različnimi tipi [2].
V jeziku JavaScript ne moremo dostopati do kazalca spremenljivke, zato
na isto mesto v pomnilniku tudi ne moremo zapisati druge vrednosti. Ob do-
delitvi nove vrednosti se ta tako nastavi na novo pomnilnǐsko lokacijo. Tako
pravimo, da so spremenljivke v JavaScript programskem jeziku nespremen-
ljive (ang. immutable) [3].
Objekti so po ključu osnovane kolekcije oziroma vsebniki lastnosti (ang.
container of properties). Na nekem ključu se lahko nahaja vrednost v katerem
koli od prej naštetih podatkovnih tipov. Vrednosti na nekem ključu se lahko
spreminjajo, zaradi česar so spremenljive (ang. mutable) [3].
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Verzioniranje
JavaScript je skupno ime različnim implementacijam specifikacije ECMA-
Sript (kratica ES ) [4]. Vsi aktualni brskalniki podpirajo ECMASript verzijo
3, ki je izšla v letu 1999, vsi moderni pa verzijo 5, ki je izšla leta 2009 [5, 6].
Večina razširjenih spletnih brskalnikov ima implementirano še podporo za
ES6 (imenovano tudi ES2015), najmoderneǰsi pa tudi že za noveǰse različice.
Nekateri spletni brskalniki imajo podporo samo za del funkcionalnosti no-
veǰsih ES, te pa lahko po verzijah in podprtosti spremljamo na viru [7].
Ker si velikokrat želimo razvijati z najnoveǰsimi tehnologijami, teh pa
vsi brskalniki še ne podpirajo, si tu lahko do neke mere pomagamo tudi s
koncepti Polyfill-ov in orodjem Babel.
Polyfill in Babel
Polyfill imenujemo del programske kode, ki se uporablja za zagotavljanje
sodobnih funkcionalnosti na stareǰsih brskalnikih. Ta deluje na način, da ob
začetku izvajanja kode preveri, če ima brskalnik že implementirano določeno
funkcionalnost in če je nima, mu jo doda. Ker se s tem povečuje obsežnost
naše kode, je v končni izdelek smiselno vključevati samo tiste Polyfill-e, ki
jih zares potrebujemo in uporabljamo v naši aplikaciji [8, 9].
Podobno je orodje Babel, ki se ga lahko poslužimo, ko želimo programi-
rati v noveǰsi različici jezika JavaScript, obenem pa na koncu še vedno pod-
pirati stareǰse brskalnike [8, 10]. Za primer, ES6 implementira sintaktično
okraǰsavo za hitreǰse definiranje funkcij () => {};, ki ga orodje Babel pre-
vede v (function () {}); in s tem zagotovi delovanje in razumevanje te
funkcije tudi v stareǰsih brskalnikih. Če bi na primer v brskalniku Inter-
net Explorer verzije 11 poganjali prvo kodo, bi nam ta javljal: "Napaka
v sintaksi", druga (prevedena z orodjem Babel) pa se izvede skladno s
pričakovanji.
Na ta dva načina pa ni vedno možno implementirati rešitve. Nekaterih
novosti, ki jih predstavi programski jezik, namreč ni možno realizirati v sta-
reǰsi različici. Primer tega je tudi posrednik Proxy, ki ga bomo obravnavali v
8 POGLAVJE 2. PREGLED PODROČJA
nadaljevanju. Ta je definiran z verzijo ES6 in vključuje dele funkcionalnosti,
ki jih v stareǰsih verzijah ni mogoče doseči.
Posrednik Proxy
Od ES6 različice programskega jezika naprej ta omogoča nastavljanje posre-
dnika (ang. Proxy), ki lahko prestreže in obdela operacije, ki jih izvajamo
nad objekti. Za svoje delovanje potrebuje nadzornika (ang. handler), v ka-
terem podamo operacije, ki jih želimo prestreči. Najpogosteje so to operacije
branja ali nastavljanja lastnosti na objektu.
Posrednika se definira s klicem new Proxy, kjer kot parametra podamo
nadzornika in ciljni objekt. Kot rezultat dobimo nov objekt, ki preko nad-
zornika izvaja operacije na izvornem objektu. Pri tem je potrebno paziti, saj
lahko še vedno neposredno dostopamo do izvornega objekta, posledično pa
se v takem primeru ne izvajajo operacije nadzornika [11].
Asinhroni klici in dogodki
Programski jezik JavaScript omogoča izvajanje asinhronih klicev in dogod-
kov. Ti se izvajajo predvsem v primerih spletnih klicev, ali ko na primer
čakamo kakšen drug dogodek, pri čemer ne želimo, da bi se glavni proces
ustavil in čakal neodzivno do izvedbe dogodka.
Za rešitev tega problema se uporabljajo povratni klici (ang. callbacks). Ti
vsebujejo funkcijo, ki jo želimo izvesti po opravljenem določenem asinhronem
dogodku. Tako ob prijavi na nek asinhron dogodek podamo funkcijo, ta pa
se v ozadju naloži na sklad, kjer čaka, da jo dogodkovna zanka pobere in
izvede ob želenem dogodku [1, 3].
2.1.2 TypeScript
TypeScript (kratica TS ) je odprtokoden programski jezik, ki so ga zasnovali
pri podjetju Microsoft. Programira se v datotekah s končnico .ts, obenem
pa lahko vsebuje tudi dele JavaScript kode. Ob prevajanju se koda v celoti
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prevede v JavaScript [2], s čimer se omogoči izvajanje na velikem številu
brskalnikov. V konfiguracijski datoteki tsconfig.json lahko določamo, v
katero verzijo programskega jezika naj se naša koda prevede (običajno v
ES5).
Veliko programskih jezikov omogoča močno tipiziranje spremenljivk v
kodi. V teoriji to prevajalniku omogoči zaznavo večjega števila napak v
času prevajanja in prej ko napako odkrijemo, manǰse so njene posledice. Ker
je JavaScript šibko tipiziran programski jezik, teh napak ob prevajanju ne
more zaznati. TypeScript rešuje to pomanjkljivost, saj med drugim omogoča
tudi, da spremenljivki ob inicializaciji določimo tip [3].
TypeScript je privzeti programski jezik za razvijanje v ogrodju Angular,
obenem pa je ta tudi opcijska izbira za razvoj z ogrodjema React in Vue. V
slednjem naj bi ta celo postal tako popularna izbira, da so se pri glavnem
Vue.js paketu odločili v celoti deklarirati tipe in v CLI paketu omogočili
začetno izgradnjo aplikacije direktno v TypeScript programskem jeziku [2].
2.2 Dokument HTML
Sodobne spletne aplikacije slonijo na straneh HTML, ki jim običajno skupaj
z jezikom CSS določajo obliko in postavitev. JavaScript lahko tako preko
brskalnikovega programskega vmesnika pregleduje in posodablja strukturo
HTML DOM (objektni model dokumenta HTML), ki vsebuje podatke o dre-
vesni strukturi elementov prikazanih na uporabnǐskem vmesniku.
Element je osnovni delec dokumenta HTML in lahko vsebuje različne
atribute ter vsebino, ki se izrisujejo na uporabnǐskem vmesniku. Prav tako
velikokrat vsebuje različne poslušalce dogodkov, ki jih nato lahko obdelamo v
programskem jeziku JavaScript. Ob sproženju dogodka na nekem elementu,
se ta prenese tudi po drevesni strukturi, zaradi česar lahko na primer klik na
gumb ujamemo tudi na starševskem elementu [12].
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2.3 Komponentni razvoj programske opreme
Komponentni razvoj programske opreme temelji na izdelavi in uporabi manj-
ših komponent, ki jih je mogoče uporabljati znotraj večih aplikacij. Poleg
tega pa je njegov namen, da je isto komponento znotraj aplikacije moč upo-
rabiti večkrat.
Primerjamo ga lahko z modularnostjo strojne opreme ali proizvodnje.
Namesto da bi se programer lotil izdelovanja programske kode od začetka,
lahko za osnovo uporabi že obstoječe komponente, ki mu nato olaǰsajo razvoj
in izdelavo. S tem se običajno pridobi na kakovosti programske kode in
hitrosti izdelave aplikacije.
Tak način razvoja dobi še posebej veliko vlogo, ko se pojavijo tudi različni
repozitoriji, ki omogočajo deljenje in izmenjavo komponent. Repozitoriji se
lahko pojavljajo znotraj podjetij ali pa so splošno dostopni vsem na spletu. Z
njihovo pomočjo lahko v naše projekte vključujemo dele različnih (tudi nam
neznanih) programerjev.
Da bi komponente različnih avtorjev delovale skupaj, pa med drugim
potrebujemo dobro ogrodje, ki skrbi in načrtuje, kakšno strukturo morajo
imeti komponente in na kakšen način si izmenjujejo podatke med seboj [13].
2.4 Komponentni razvoj spletnih aplikacij
Pri programiranju si želimo, da bi imeli kodo čim lepše strukturirano, da bi
se čim manj podvajala in obenem tudi, da bi bila ta čim bolj uporabna na
več delih programa ali aplikacije. Nič drugače ni pri spletnih aplikacijah, kjer
se je pojavila potreba po deljenju določenih elementov med razvijalci in pa
večkratna uporaba le teh znotraj iste aplikacije. Iz tega razloga so se razvile
spletne komponente.
Organizacija W3C je izdala specifikacijo spletnih komponent, imenovano
WebComponents [14], kot živ in spreminjajoč se standard [15], ki je v sodobnih
brskalnikih dobro podprt [16]. Z njim želijo poenostaviti razvoj spletnih
aplikacij, pa tudi omogočiti uporabo in razvoj v različnih programskih jezikih
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in ogrodjih [17].
Spletne komponente so sestavljene iz treh pristopov, s skupkom katerih
lahko ustvarimo element (komponento), ki jo nato lahko v spletni aplikaciji
večkrat uporabimo. Ti trije pristopi so [15]:
• Element po meri: z jezikom JavaScript lahko definiramo ter progra-
miramo obnašanje nove spletne komponente, ki jo nato uporabimo v
HTML kodi.
• Shadow DOM: omogoča upodabljanje komponente ločeno od glav-
nega DOM objekta, s čimer omogočimo privatno programiranje in obli-
kovanje nove komponente povsem neodvisno od ostalih delov in stilov
aplikacije.
• Predloga HTML: omogoča pisanje predloge izgleda cele ali dela kom-
ponente. Ta se nato uporabi kot struktura, ki se vključi v uporabnǐski
vmesnik. Tako lahko isto komponento delimo med različnimi aplikaci-
jami in obenem po potrebi vsaki prilagajamo izgled.
Sama komunikacija med komponentami ali med komponento in ogrod-
jem, v katerega je ta vključena, ni definirana, se pa lahko dokaj enostavno
implementira preko uporabe Shadow DOM in s pomočjo HTML atributov
uporabljene komponente [18].
2.4.1 Primer preproste spletne komponente
Za demonstracijo smo pripravili preprost primer spletne komponente, ki pri-
kazuje kontaktne osebe. Ta preko HTML atributov sprejme podatke ime,
priimek ter elektronski naslov in jih vrne prikazane na kartici znotraj struk-
ture Shadow DOM. Komponenta prav tako preveri, če je nastavljen ele-
ktronski naslov in v primeru, da je ta podan v atributih, ustvari povezavo
za pošiljanje sporočila. JavaScript kodo opisanega primera prikazuje sledeča
koda 2.1.
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Izvorna koda 2.1: JS primer deklaracije spletne komponente
1 <script>
2 class ContactCard extends HTMLElement {
3 constructor () {
4 super();
5 const shadow = this.attachShadow ({mode: 'open'});
6
7 // Izgled in drevesna struktura
8 const card = document.createElement('div');
9 card.setAttribute('class ', 'card');
10 const header = document.createElement('div');
11 header.setAttribute('class ', 'card-header ');
12 const body = document.createElement('div');
13 body.setAttribute('class ', 'card-body ');
14
15 // Vhodni parametri
16 const fName = this.getAttribute('data-first-name ');
17 const lName = this.getAttribute('data-last-name ');
18 header.textContent = fName + ' ' + lName;
19 const email = this.getAttribute('data-email ');
20 if (email) {
21 const emailLink = document.createElement('a');
22 emailLink.setAttribute('href', 'mailto: ' + email);











34 // Definicija komponente
35 customElements.define('contact-card ', ContactCard);
36 </script>
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Da lahko komponento iz kode 2.1 uporabimo, pa moramo v HTML kodi
ustrezno klicati na novo ustvarjen element skupaj z zahtevanimi atributi.
Primer kode 2.2 prikazuje njeno uporabo z izmǐsljenimi podatki neke osebe.






2.5 Popularna spletna ogrodja
Trenutno najpopularneǰsa spletna ogrodja so Angular, React in Vue [19]. Ob
pregledu lahko vidimo, da je na portalu za deljenje kode GitHub največ upo-
rabnikov z zvezdico označilo ogrodje Vue, in sicer kar 163 tisoč [20], medtem
ko ima preko repozitorija NPM tedensko okrog 1,5 milijonov prenosov [21].
Na drugem mestu po številu zvezdic je React. Ta jih ima 148 tisoč [22],
obenem pa ima v povprečju kar okoli osem milijonov tedenskih prenosov iz
repozitorija NPM (največ od vseh treh) [23]. Na tretjem mestu je Angular
s 60 tisoč zvezdicami [24] in povprečno 1,5 milijona tedenskih prenosov prek
repozitorija NPM [25].
Če podatke primerjamo s člankom [19], ki je podobno analizo opravil maja
2018, lahko vidimo, da je od takrat Vue ujel Angular po številu tedenskih
prenosov, medtem ko je React še vedno zelo v ospredju.
Sodobnim spletnim ogrodjem je skupno, da želijo poenostaviti razvoj sple-
tnih aplikacij in razširiti dobre prakse programiranja le teh. Večini je tako
skupna modularnost aplikacij, ki vsebuje razvoj manǰsih komponent, komu-
nikacijo med njimi in nadzor nad njihovimi življenjskimi cikli. Prav tako
omogočajo uporabo večih zunanjih knjižnic (tudi takih, ki niso programirana
v istem ogrodju), večina večjih ogrodij pa ima tudi lasten vmesnik ukazne
vrstice (ang. Command Line Interface), s čimer se razvoj še dodatno olaǰsa.
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2.5.1 Angular
Podjetje Google je leta 2010 izdalo svojo prvo različico ogrodja za izdelavo
dinamičnih spletnih aplikacij, imenovano AngularJS. Ker je ta imela kar nekaj
omejitev, pri veliki količini podatkov pa so aplikacije postajale počasne in
neodzivne, so se odločili, da pred izdajo druge verzije jedro ogrodja napǐsejo
na novo. Posledično imamo sedaj dve aktivni verziji, to sta AngularJS in
Angular (od verzije 2 naprej). Prvi ima trenutno aktivno verzijo 1.8.* in ni
več deležen razvoja, temveč prejema samo še varnostne popravke, medtem
ko je drugi že verzije 11 (zaradi spremembe postopkov verzioniranja). Ta se
aktivno razvija in nadgrajuje. Ob prehodu na novo različico so se razvijalci
odločili še zamenjati privzeti programski jezik. V AngularJS je bil to namreč
JavaScript (ES5), od verzije 2 naprej pa se uporablja TypeScript [19].
Kot pomanjkljivost ogrodja se omenja, da ima ta zapleten proces učenja.
Razvijalci, ki so pred novo različico programirali v AngularJS, so bili deležni
kar nekaj sprememb. Tudi prehod kode na novo različico ni bil enostaven,
na začetku pa je primanjkovalo tudi primerov dobrih praks. Ogrodje je prav
tako postalo kar obsežno, tako da je za dobro načrtovanje potrebno poznati
precej podrobnosti in ozadja delovanja [26].
V nadaljevanju tega dela se bomo osredotočali na noveǰso verzijo ogrodja
Angular. Ta bo tudi mǐsljena ob vsaki nadaljnji omembi.
Angular temelji na TypeScript dekoracijah. To so anotacije, ki se jih
lahko doda na razrede, metode, lastnosti in parametre. Z njimi se definira
modele, komponente, direktive, cevovode, vhodne in izhodne spremenljivke
komponent ter druge dele kode [2]. Ogrodje omogoča, da naredimo in upo-
rabljamo tudi svoje dekoratorje.
Ker se koda programira v TypeScript programskem jeziku, jo je potrebno
prevesti v JavaScript. Pri tem lahko določamo, v katero ES verzijo naj se
prevede (minimalna dovoljena je ES5). Proces prevajanja se v času razvoja
(programiranja) izvaja ob zaznavi vsake spremembe v kakšni od izvornih
datotek, nato pa se izvede tudi osveževanje aplikacije v brskalniku [2].
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2.5.2 React
Leta 2013 je Facebook z željo po vzpostavitvi bolǰse uporabnǐske izkušnje
na njihovih socialnih omrežjih razvil odprtokodno ogrodje React. Dve leti
kasneje pa je izdal še React Native za razvoj mobilnih aplikacij s pomočjo
spletnih tehnologij [19].
React omogoča razvoj velikih in kompleksnih spletnih aplikacij, ki lahko
posodabljajo svoje podatke brez osveževanja strani. Velika prednost React-a
naj bi bila zelo dobra performančna zmogljivost in enostavna struktura, ki
programerjem omogoča hitro učenje [27].
Priporoča se programiranje v ES6 in datotekah s končnico .jsx. Te
omogočajo, da lahko v isti datoteki programiramo tako JavaScript kodo kot
tudi HTML izgled komponente. Kljub temu se še vedno omogoča programi-
ranje v verziji ES5 in standardnih datotekah s končnico .js. Če se odločimo
za slednji pristop, moramo biti pozorni na to, da se sama struktura in pro-
gramiranje nekoliko razlikujeta, posledično pa moramo to upoštevati tudi pri
branju dokumentacije in uporabljanju narejenih primerov. Če želimo pod-
poro za ES5, je tako veliko lažje, da še vedno programiramo s sintakso in
nekaterimi funkcijami iz ES6, na koncu pa uporabimo orodje Babel, s kate-
rim pretvorimo funkcionalnosti v ES5 in s tem zagotovimo podporo stareǰsim
brskalnikom [28].
Trenutno aktualna različica je 17 (ki je izšla le dober mesec pred izdajo
tega dela), od takrat pa je prejela že en manǰsi popravek [29].
2.5.3 Vue
Je zelo priljubljeno odprtokodno spletno ogrodje, ki ga je leta 2014 zasnoval
in predstavil Evan You. Prvotni namen ogrodja je, da z enostavnim pro-
gramskim vmesnikom doseže podatkovni doseg v komponentno zgrajenem
uporabnǐskem vmesniku [19].
Za samo ogrodje velja, da je izredno majhno in ne zasede veliko prostora.
Slednje predstavlja veliko prednost pri stareǰsih in počasneǰsih napravah ter
16 POGLAVJE 2. PREGLED PODROČJA
pri uporabnikih s slabšo spletno povezavo, vendar pa se obenem smatra za
ogrodje z omejeno funkcionalnostjo in ga je zato težje uporabiti v večjih
komercialnih aplikacijah [19].
Trenutno aktualna različica je 2.6 in je prvič izšla februarja 2019, od
takrat pa je prejela že nekaj manǰsih popravkov ter nadgradenj. Temelji
na verziji ES6 programskega jezika, vse skupaj pa se lahko prevede tudi v
ES5 z vključevanjem ustreznih Polyfill-ov. Še v letošnjem letu se pričakuje
naslednjo, to je tretjo različico tega ogrodja [30].
2.6 Prihodnost spletnih ogrodij
Vsa tri glavna spletna ogrodja, ki so opisana v tem delu, imajo na vidiku že
nove popravke in verzije. Zanje skrbijo tako podjetja kot posamezniki, ki sku-
paj prispevajo v odprtokodni razvoj. Poleg teh najdemo tudi kopico drugih
bolj ali manj uspešnih ogrodij, ki na različne načine poskušajo poenostaviti
razvoj spletnih aplikacij.
V zadnjem času se daje velik poudarek tudi na mobilne platforme. So-
dobna spletna ogrodja tako poleg odzivne oblike (takšne, ki je prilagojena
hkrati za manǰse kot tudi večje zaslone) stremijo tudi k temu, da jih je
mogoče prevesti in nato uporabljati kot samostojne aplikacije na različnih
napravah. Kot že omenjeno, je Facebook v ta namen izdal React Native, ki
omogoča programiranje kode v jeziku JavaScript, ta pa se nato lahko prevede
v aplikacije za Android in iOS.
Podobno obstaja tudi možnost za Angular ter Vue, in sicer s pomočjo
programskega jezika NativeScript, ki prav tako podpira pretvorbo v aplikacije
za Android in iOS.
Cilj obojih je, da lahko programerji v poznanem ogrodju skupaj z ne-
kaj prilagoditvami pripravijo aplikacijo, ki se obnaša domače operacijskemu
sistemu in obenem lahko uporablja tudi nekaj njegovih dodatnih možnosti




Trenutno najbolj razširjena spletna ogrodja so se komunikacije med kompo-
nentami lotile vsaka na svoj način. V tem poglavju si bomo ogledali, kako
so se tega problema lotili razvijalci ogrodij Angular, React in Vue. Pozorni
bomo predvsem na zaznavanje novih in spremenjenih vrednosti v kompo-
nenti ter sprožanja izrisa le teh na uporabnǐski vmesnik. Pri vsakem si bomo
najprej ogledali osnove komponent, komunikacije med njimi, za tem pa tudi
predstavljene možne načine optimizacije pri programiranju. Nato se bomo
lotili podrobneǰse analize delovanja, od življenjskih ciklov do dejanske pred-
stavitve izvajanja kode v ozadju.
3.1 Angular
Ogrodje Angular ima vgrajeni možnosti enosmernega in dvosmernega podat-
kovnega komuniciranja med starševsko in otroško komponento [19]. Ta sek-
cija predstavlja oba načina komunikacije in njuno delovanje v ozadju ogrodja.
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3.1.1 Komunikacija med komponentami
Angular za komunikacijo med komponentami omogoča uporabo enosmernega
(ang. One-way Data Binding) in dvosmernega podatkovnega doseganja spre-
menljivke (ang. Two-way Data Binding). Pri prvem se omogoča pošiljanje
podatkov iz starševske v otroško komponento ali pa s pomočjo dogodkov tudi
v obratni smeri. Dvosmerno pa združuje oboje. Tako se lahko hkrati prek
ene spremenljivke pošilja podatke v komponento in s poslušanjem ustrezno
nastavi njene spremembe. Tak način je še najbolj priročen pri komunikaciji
z elementi v obrazcih (npr. pri input in select) [31].
Teoretično pa to pomeni tudi, da lahko neko spremenljivko prek dvo-
smernega doseganja vključimo v več komponent, ob spreminjanju v kateri
koli od njih pa se bodo vrednosti avtomatsko sinhronizirale med seboj. Tak
način uporabe sicer ni priporočljiv, saj lahko pri obdelavi podatkov privede
do nepredvidenih stanj, sploh če morebiti dve komponenti hkrati sprožita
spremembo na različno vrednost podatka.
Za čas, ko mora Angular pognati zaznavanje sprememb vrednosti spre-
menljivk v komponenti, si pomaga s knjižnico zone.js. Ta poskrbi, da je
ogrodje obveščeno ob koncih izvajanja asinhronih klicev kot so DOM do-
godki, komunikacija s spletnim strežnikom ipd. Ko se ti klici zaključijo, lahko
sklepamo, da so se najverjetneje posodobili tudi podatki, ki jih prikazujemo
na uporabnǐskem vmesniku, zato je to potem primeren čas za zaznavanje
sprememb. V programski kodi pa lahko za dele kode tudi določimo, da naj
oziroma da naj ne tečejo znotraj zone.js con. Koda, ki ne teče v njih, ne po-
skrbi za posodabljanje uporabnǐskega vmesnika, obenem pa se izvaja nekoliko
hitreje [26].
Za določitev komunikacije med starševsko in otroško komponento se v
HTML kodi uporabljajo atributi ter @Input in @Output anotacije v TS kodi.
Spodaj smo pripravili dva dela kode, ki nam bosta služila pri predstavitvi
možnosti posredovanja podatkov v in iz komponente.
HTML koda 3.1 prikazuje uporabo komponente pod-komponenta v neki
starševski komponenti.
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Koda 3.2 predstavlja definicijo komponente pod-komponenta skupaj z
anotacijami, ki skrbijo za delovanje podatkovne komunikacije.
Izvorna koda 3.2: Primer definicije komponente v ogrodju Angular
1 @Component ({
2 selector: 'pod-komponenta ',
3 changeDetection: ChangeDetectionStrategy.OnPush ,
4 })
5 export class PodKomponentaComponent {
6 // vhodne vrednosti
7 @Input () spremenljivka;
8 @Input () podatek;
9 // izhodne vrednosti
10 @Output () dogodek = new EventEmitter ();
11
12 // funkcija ki nastavi vrednost 'Nova vrednost '
13 nekaFunkcija () {
14 this.dogodek.emit('Nova vrednost ');
15 }
16
17 // dvosmerna podatkovna komunikacija
18 private dvosmernoValue;
19 @Input ()
20 get dvosmerno () {
21 return this.dvosmernoValue;
22 }
23 @Output () dvosmernoChange = new EventEmitter ();
24 set dvosmerno(val) {
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V kodi 3.2 smo v vrstici 3 nastavili način OnPush zaznavanja sprememb.
Možna alternativa bi bila uporaba privzetega načina. Oba bomo podrobneje
spoznali v poglavju 3.1.2.
Pošiljanje podatkov otroški komponenti
Kot lahko vidimo zgoraj v HTML kodi 3.1, smo iz starševske v otroško kom-
ponento v spremenljivko podatek nastavili tekstovno vrednost vrednost in
v spremenljivko spremenljivka vrednost spremenljivke spremenljivka iz
starševske komponente. Torej smo morali za posredovanje vrednosti spre-
menljivke atribut sintaktično dopolniti z oglatimi oklepaji. Če teh nismo
dodali, pa smo v komponento posredovali direktno vrednost v narekovajih.
Prejemanje podatkov in dogodkov iz otroške komponente
Da prejmemo podatke iz otroške komponente, moramo kot vrednost HTML
atributa te komponente posredovati funkcijo, ki je definirana v starševski
komponenti. Tak primer predstavlja tretja vrstica v HTML kodi 3.1, kjer se
ob sprožitvi dogodka dogodek v pod-komponenta kliče funkcija funkcija v
starševski komponenti.
Dogodke in podatke pa iz otroške komponente posredujemo preko ano-
tacije @Output in objekta EventEmitter, kot to kaže primer kode 3.2. Iz
pod-komponente smo prek funkcije nekaFunkcija sprožili dogodek, na ta
način pa se je v starševski komponenti klicala funkcija funkcija, skupaj s
prvim atributom Nova vrednost. Kaj se bo s tem podatkom naredilo, pa
odloča starševska komponenta v klicani funkciji.
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Dvosmerna komunikacija
Angular vsebuje tudi možnost dvosmerne izmenjave podatkov. Torej lahko
starševska komponenta hkrati nastavi vrednost spremenljivke in jo posreduje
v komponento pod-komponenta ali pa ta nastavi vrednost in jo posreduje
starševski komponenti. Ta način imenujemo dvosmerno podatkovno izme-
njevanje podatkov.
Slednje dosežemo tako, da v starševski komponenti v zavitih in nato na-
vadnih oklepajih povemo, na katero vrednost vzpostavljamo dvosmerno ko-
munikacijo. Če bi namesto dvosmerne komunikacije na podatek dvosmerno
v kodi 3.1 želeli imeti samo enosmerno, pa bi to lahko naredili tako, da bi
vrednost nastavili prek [dvosmerno] ali poslušali spremembe podatkov prek
(dvosmernoChange).
Drugi načini komuniciranja s komponento
Poleg direktnega doseganja spremenljivk obstaja tudi možnost komunikacije
preko samostojnih storitev (ang. standalone service), a je pri tem načinu
komunikacije potrebno biti previden in ne pride v poštev za vse scenarije.
Gre za to, da imamo v naši aplikaciji samo eno instanco storitve, do katere
lahko dostopajo vse komponente. Te so tako primerne za hranjenje predvsem
kakšnih stanj, ki se uporabljajo po celotni aplikaciji in niso edinstveni za eno
instanco kakšne komponente.
Obstajajo pa tudi drugi načini. Lahko imamo storitev, namenjeno komu-
nikaciji, ki omogoča komponentam, da sprožijo dogodke in se na njih naročijo
(npr. EventService). Prav tako pa obstaja še knjižnica NxRx, ki implemen-
tira enako delovanje kot ga poznamo iz knjižnice Redux ogrodja React.
3.1.2 Načini zaznavanja sprememb
Ko se podatki in vrednosti spremenljivk v programski kodi komponente po-
sodobijo kot posledica komunikacije, mora ogrodje to zaznati in posodobljene
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podatke prikazati tudi na uporabnǐskem vmesniku. Za zaznavanje teh spre-
memb ima Angular dva načina; privzetega in OnPush.
Privzeti način
Privzeti način izvaja zaznavanje sprememb na celotni komponenti in rekur-
zivno v vseh njenih otrocih v vsakem ciklu, ki ga sproži zone.js [26].
To pomeni, da se vsako iteracijo sprehodi čez vse spremenljivke, ki jih
komponenta prikazuje na uporabnǐskem vmesniku in zanje preveri, če imajo
še vedno enake vrednosti, kot so trenutno prikazane. Če je do sprememb
prǐslo, potem se te odrazijo na uporabnǐskem vmesniku. Več o tem pa si
lahko preberemo v poglavju 3.1.4.
Način OnPush
Za razliko od privzetega načina, nam način OnPush sproži zaznavanje spre-
memb v trenutni komponenti samo, če je prǐslo do posodobitve vrednosti pri
doseganju (se spremeni vrednost vhodnih @Input() spremenljivk), ali pa je
bila podana posebna zahteva za pregled te komponente.
S tem načinom lahko znatno razbremenimo našo aplikacijo, saj tako ob
vsakem ciklu preveri in primerja veliko manj komponent. Moramo pa pri
tem paziti, saj nam ob kakšni lastni spremembi znotraj komponente to v
določenih primerih ne sproži avtomatskega zaznavanja sprememb. Ta način
se zato večkrat uporablja v odvisnosti od ChangeDetectorRef, ki je opisan
v nadaljevanju [32].
Način OnPush lahko ponazorimo z drevesno strukturo komponent na sliki
3.1. Komponente 1, 2, 3, 4, 8 imajo privzet način zaznavanja sprememb; 5, 6,
7 pa OnPush. To pomeni, da se v vsakem ciklu sproži zaznavanje sprememb
v komponentah 1, 2, 3, 4, v ostalih pa samo pod pogojem, če je to sprožil
kakšen ustrezen dogodek. Kljub temu, da ima komponenta s številko 8 izbran
privzet način zaznavanja sprememb, pa se spremembe v njej zaznavajo samo,
če so se predhodno tudi v komponenti s številko 5 [33]. Zakaj pride do tega,
pa je razloženo v poglavju 3.1.4.
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Slika 3.1: Primer drevesne strukture aplikacije z različnimi načini zaznava-
nja sprememb v komponentah
ChangeDetectorRef
V konstruktorju komponente lahko preko vstavljanja odvisnosti (ang. De-
pendency Injection) vključimo ChangeDetectorRef. Ta nam omogoča še
dodaten nadzor nad zaznavanjem sprememb v komponenti in njenih otrocih.
Podpira namreč naslednje pomembne funkcije [32]:
• detach, ki izbrano komponento odjavi od vseh nadaljnjih ciklov zazna-
vanja sprememb (posledično pa ne zaznava več sprememb v otroških
komponentah);
• reattach, ki komponento prijavi nazaj na zaznavanje sprememb (raz-
veljavi detach);
• detectChanges, ki sproži takoǰsnjo zaznavo sprememb v komponenti in
njenih otrocih (deluje tudi v primeru, da je bila komponenta odjavljena
od zaznavanja sprememb s funkcijo detach);
• markForCheck, ki komponento (in njene starše) označi za zaznavo spre-
memb v naslednjem življenjskem ciklu in je največkrat uporabljen v
kombinaciji z načinom OnPush, ko prihaja do sprememb vrednosti no-
tranjih spremenljivk.
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3.1.3 Življenjski cikli
Zaznavanje sprememb lahko nadzorujemo z življenjskimi cikli, ki jih Angu-
lar kliče ob različnih notranjih dogodkih nad komponento. Za zaznavanje
sprememb in posodabljanje prikazane vsebine so pomembni predvsem [34]:
• ngOnChanges, ki se kliče ob spremembah v komponenti, kot parame-
ter pa ima podan seznam sprememb, vključujoč s starimi in novimi
podatki;
• ngDoCheck, ki je namenjen omogočanju lastnega zaznavanja sprememb,
ki jih ogrodje s svojo implementacijo ne uspe zaznati;
• ngAfterContentChecked je odziv po končanem preverjanju sprememb.
3.1.4 Potek izvajanja kode
Za potrebe testiranja smo naredili preprosto Angular (verzije 9) aplikacijo, v
kateri smo se nato postopno sprehajali nad izvajajočo se kodo in jo analizirali.
Osredotočili smo se na zaznavanje sprememb in posredovanje podatkov pri
komunikaciji med komponentami. V nadaljevanju sledi opis tega delovanja,
ki je predstavljen tudi v poenostavljenem diagramu na sliki 3.2.
Kot že omenjeno, za nadzor nad asinhronimi cikli v ogrodju Angular
skrbi zone.js. Ta nadzoruje asinhrone naloge, ob koncu njihove izvedbe pa
se kliče funkcija tick, ki zažene začetek zaznavanja sprememb in prikaz le teh
na uporabnǐskem vmesniku. Ta funkcija se skozi izvajanje aplikacije kliče zelo
pogosto, sprožijo pa jo najrazličneǰsi asinhroni dogodki (tako uporabnǐski kot
aplikacijski). Na našem diagramu smo si klic te funkcije izbrali za začetno
točko, saj ta v ogrodju predstavlja sprožilni del za vso komunikacijo med
komponentami.
Funkcija tick se sprehodi čez vse komponente, ki so pripete na glavni
(ang. root) HTML dokument in zanje kliče nekaj funkcij, ki pripeljejo do
funkcije refreshView. To je obsežneǰsa funkcija, ki se rekurzivno izvaja tudi
za vse otroke komponente, če to dopušča način zaznavanja sprememb, opisan
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v poglavju 3.1.2. Lahko rečemo tudi, da je ta funkcija ključna pri ustreznem
delovanju zaznavanja sprememb, saj se v njej odloča in kliče pomembne
funkcije, ki skrbijo za ustrezno komunikacijo in posodabljanje uporabnǐskega
vmesnika.
refreshView
Funkcija refreshView najprej kliče funkcijo executeTemplate, ki med dru-
gim pregleda ter uredi HTML predlogo komponente v ustrezen objekt (za-
jema vse podatke o elementih, vključno s seznamom otroških komponent).
Podrobneje je ta opisana v nadaljevanju.
Po uspešni izvedbi funkcije executeTemplate se algoritem sprehodi čez
vse najdene otroške komponente ter v njih izvede prve klice življenjskih ci-
klov. Če je komponenta še v nastajanju, pokliče najprej inicializacijski cikel,
nato pa v vsakem primeru še cikel za preverjanje sprememb (DoCheck).
Po izvedbi ciklov sledi preverjanje, ali je otroške komponente potrebno
pregledati in posodobiti. To se stori tako, da se v vsaki otroški kompo-
nenti preveri, če ima zaznavanje sprememb nastavljeno na privzeti tip; v
primeru tipa OnPush pa preveri, če je komponenta umazana (ang. Dirty),
kar določa funkcija executeTemplate ali pa klic določenih metod v objektu
ChangeDetectorRef. Če otroška komponenta ustreza zgornjim pogojem, po-
tem se zanjo rekurzivno kliče funkcijo refreshView.
Če si pogledamo sliko 3.1 in rečemo, da tam komponenta 5 ni umazana,
potem se drevo ne izvaja naprej in komponenta 8 ne bo pregledana, kljub
temu da ima privzeti način zaznavanja sprememb. Če pa je imela kompo-
nenta 5 na primer spremembe pri vhodnih spremenljivkah (torej je umazana),
potem se zagotovo izvede pregled komponente 8, ostalih dveh (6, 7) pa le, če
bo katera izmed njih tudi umazana.
Če katera komponenta izvede detach, potem se v njej in njenih otrocih
ne izvaja več preverjanja sprememb, dokler se nad njo ne izvede reattach
ali dokler ni klicana funkcija detectChanges objekta ChangeDetectorRef.




























ali pa je prišlo do
sprememb pri 
vhodnih?
Slika 3.2: Diagram cikličnega izvajanja Angular kode
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executeTemplate
Funkcija executeTemplate je namenjena obdelavi HTML predloge in njeni
pretvorbi v ustrezne objekte, ki jih ogrodje uporablja za enostavneǰsi nadzor
nad komponentami in njenimi podatki. Funkcija se po delih sprehaja po kodi
HTML predloge in jih obdeluje. Sama HTML koda lahko vsebuje različne
gnezdene elemente kot so privzeti HTML elementi, komponente, direktive,
besedilna polja, ipd. Vsako od teh lahko z doseganjem vsebuje tudi podatke
iz spremenljivk. Funkcija poskrbi tudi za delovanje pogojnih elementov (torej
tistih, ki so obdani z *ngIf) in pa za naštevanje (iteracijo) elementov (torej
tistih, ki so obdani z *ngFor).
Glede na različno vrsto elementa funkcija različno odreagira. Če imamo
na primer neko besedilno polje, ki vsebuje doseganje spremenljivke, potem
ta funkcija najprej preveri ali se je vrednost spremenljivke spremenila. Če je
do spremembe prǐslo, potem na uporabnǐskem vmesniku posodobi prikazano
besedilo, v nasprotnem primeru pa se ne zgodi nič, saj ne želi obremenjevati
brskalnika. Če imamo v kodi vključeno neko drugo komponento, se naredi
obravnava komponente in posodobitev podatkov v podatkovnem objektu. V
primeru, da ta komponenta vsebuje še kakšne spremenljivke z doseganjem,
potem se preveri tudi ali so vrednosti teh spremenljivk ostale enake, v na-
sprotnem primeru pa se otroška komponenta označi kot umazana, zato da
zagotovimo uspešno delovanje v načinu OnPush.
Sama funkcija je zasnovana tako, da poskuša povzročati čim manj nepo-
trebnih manipulacij nad DOM drevesno strukturo, saj njeno spreminjanje
obremenjuje brskalnik.
3.2 React
React za komunikacijo med komponentami uporablja enosmerni podatkovni
doseg in virtualni DOM za zaznavo sprememb podatkov ter izris le teh na
uporabnǐski vmesnik [19]. Ta sekcija predstavlja podrobnosti o tem načinu
komuniciranja.
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3.2.1 Sestava komponent
Vsaka React komponenta mora vsebovati svoje ime, ki se uporablja kot
HTML značka in jo lahko preko nje vključujemo v starševske komponente.
Obenem mora vračati ali vsebovati render funkcijo, ki vrne izgled kompo-
nente (HTML kodo).
Kot vhodni podatek komponente sprejemajo objekt props (v nadaljeva-
nju ga bomo imenovali tudi notranje lastnosti komponente). Ta je namenjen
prejemanju podatkov iz starševske komponente in tako služi tudi komunika-
ciji med staršem in otrokom [35]. Slednje bomo podrobneje opisali v nada-
ljevanju.
Komponenta običajno vsebuje tudi objekt state. Namenjen je hra-
njenju notranjega stanja komponente in se ga lahko spreminja prek funk-
cije setState, ki jo že privzeto definira React. Objekta se ne sme nepo-
sredno spreminjati, saj je nespremenljiv. To pomeni, da na primer koda
this.state.count++; ni dovoljena in kljub ”delnemu delovanju” vrača opo-
zorilo Do not mutate state directly. Use setState().
3.2.2 Komunikacija med komponentami
React za komunikacijo med komponentami omogoča uporabo enosmernega
podatkovnega doseganja spremenljivke (ang. One-way Data Binding), pri
katerem lahko pošiljamo podatke v otroško komponento. Če želimo podatke
poslati v starševsko komponento, to lahko storimo preko klica funkcije iz
lastnosti objekta props, ki ga vsebuje vsaka React komponenta. Pri tem
moramo paziti, da je ta funkcija podana in deklarirana v starševski kompo-
nenti.
React komponenta preverja ali mora posodobiti uporabnǐski vmesnik po
klicu funkcije setState ali ob spremembi props objekta, do katere običajno
pride kot posledica klica funkcije setState v starševski komponenti.
Zaznavanje sprememb poteka po postopku, da React najprej kliče funkcijo
render v komponenti, nato pa z zaznavanjem sprememb v drevesni strukturi
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poskrbi za posodobitev na uporabnǐskem vmesniku.
Spodnja koda 3.3 predstavlja način uporabe komponente pod-komponenta
v HTML kodi neke komponente:






V deklaraciji naše komponente pod-komponenta nam ni potrebno dekla-
rirati, kateri so vhodni in izhodni podatki, saj so ti avtomatsko dostopni
preko props objekta.
Pošiljanje podatkov otroški komponenti
Kot lahko vidimo v HTML kodi 3.3, smo iz starševske v otroško kompo-
nento v spremenljivko props.podatek nastavili niz z vrednostjo vrednost
in v spremenljivko props.spremenljivka vrednost, ki jo predstavlja spre-
menljivka spremenljivka v starševski komponenti. Torej smo morali za po-
sredovanje vrednosti spremenljivke narekovaje HTML atributa sintaktično
nadomestiti z zavitimi oklepaji, če pa tega nismo storili, smo v komponento
posredovali direktno vrednost iz narekovajev.
Prejemanje podatkov in dogodkov iz otroške komponente
Da prejmemo podatke in dogodke iz otroške komponente, moramo kot vre-
dnost HTML atributa te komponente posredovati funkcijo, ki je definirana
v starševski komponenti. Tak primer predstavlja druga vrstica v kodi 3.3,
kjer this.funkcija predstavlja neko funkcijo v spremenljivki funkcija (iz
starševske komponente). Torej za razliko od zgornjega posredovanja podat-
kov, smo tokrat v otroško komponento posredovali funkcijo, ki naj se sproži
ob določenem dogodku.
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Da v pod-komponenta sprožimo podano funkcijo, moramo tako samo
klicati props.dogodek(), kar bo sprožilo klic funkcije definirane v starševski
komponenti. Pri tem moramo biti pozorni, da je ta funkcija definirana in
podana prek HTML atributa, saj v nasprotnem primeru lahko naletimo na
napako pri izvajanju.
Drugi načini komuniciranja s komponento
Obstajajo tudi drugi načini komunikacije s komponento. V React-u je pred-
vsem priljubljena knjižnica za nadzorovanje stanja Redux [36]. Ta je name-
njena temu, da aplikacija drži stanje z v naprej predvideno obliko na enem
mestu, do njega pa lahko dostopajo vse komponente ne glede na pozicijo v
aplikaciji.
3.2.3 Življenjski cikli
React komponenta vsebuje sledeče štiri vgrajene življenjske cikle, ki se kličejo
ob posodabljanju vsebine [37]:
• shouldComponentUpdate, ki se kliče pred zaznavanjem sprememb sta-
rega in novega stanja, v tem dogodku pa lahko prekinemo ali sprožimo
nadaljnjo primerjanje in posodabljanje komponente;
• render, ki predstavlja realizacijo novega Virtual DOM-a;
• getSnapshotBeforeUpdate, ki se kliče pred posodobitvijo vsebine v
komponentah;
• componentDidUpdate, ki se kliče, če se je v komponenti kakšen podatek
posodobil.
3.2.4 Virtualni DOM
Eden od razlogov, zakaj je React tako učinkovit in hiter, je uporaba virtu-
alnega DOM-a. Ta deluje na način, da ima React v pomnilniku spravljen
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objektni model, ki predstavlja podatke, ki so izrisani na uporabnǐskem vme-
sniku. Ta je podoben DOM objektu, le da je manǰsi, spremembe na njem
pa ne povzročijo nobenih direktnih sprememb na uporabnǐskem vmesniku,
zaradi česar je tudi veliko hitreǰsi in manj obremenjuje brskalnik.
Kadarkoli je React na tem, da bi posodobil uporabnǐski vmesnik, se na-
mesto da bi se takoj posodobil DOM, izvede diff funkcija, ki primerja vir-
tualni DOM z objektom DOM in posodobi samo tiste dele aplikacije, ki so
se dejansko spremenili [27].
3.2.5 Optimizacija izvajanja
Za optimalneǰse in hitreǰse delovanje React komponente lahko storimo sledeče
nadgradnje [38]:
• Komponentam zmanǰsamo število state in props lastnosti, s čimer
zmanǰsamo verjetnost nepotrebnega klica funkcije render.
• Razbitje komponente na več manǰsih komponent, s čimer poskrbimo,
da se kliče funkcija render samo nad manǰsimi deli kode in ne nad
prevelikim sklopom.
• Pri večjem seznamu izkoristimo obstoječe instance komponent, kar po-
meni, da če imamo nek dolg seznam elementov, prikazujemo pa ga le
del, da se ob želji prikaza drugih podatkov istega seznama uporabi kar
že obstoječe komponente, v njih pa se zamenja samo vhodne podatke.
• Večnitenje (ta način optimizacije ni omejen le na React);
Običajno brskalnik uporablja eno nit za izvajanje JavaScript kode na en
odprt zavihek. To pomeni, da če želimo narediti veliko število izračunov,
potem bo morala aktualna nit ukiniti izvajanje ostalih operacij za ta čas, s
čimer se bo zmanǰsala aplikacijska odzivnost. Da se temu izognemo, lahko
uporabimo WebWorker, ki se izvaja na drugi niti, vzporedno z glavno nitjo.
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3.2.6 Potek izvajanja kode
Za potrebe testiranja smo naredili preprosto React aplikacijo, v kateri smo
se nato postopno sprehajali nad izvajajočo se kodo in analizirali delovanje v
ozadju. Tudi tu smo se osredotočili na zaznavanje sprememb in posredova-
nje podatkov pri komunikaciji med komponentami. Spodaj bomo v grobem
opisali algoritem, ki skrbi za tovrstno delovanje, pri čemer bomo za to delo
manj pomembne dele kode izpustili.
Kot že omenjeno, React kliče render funkcijo neke komponente, ko je
bilo spremenjeno njeno notranje stanje (prek setState funkcije) ali vhodne
lastnosti. To deluje tako, da setState funkcija v čakalno vrsto doda zahtevo
za posodobitev podatkov. Proces se rešuje prek vrst zato, da se prepreči
prevečkratni ponoven izris v primeru pogostega klica funkcije, ali pa klicanja
funkcije v več komponentah znotraj istega dogodka.
React v ozadju poganja funkcijo performSyncWorkOnRoot, ki se s klicem
funkcije workLoopSync rekurzivno sprehaja čez komponente in preverja, če
imajo te spremenjene podatke. V tem primeru jim kliče funkcijo render in
dobljeni rezultat shrani v spremenljivko nextChildren.
Za tem se izvaja rekurzivna primerjava med vozlǐsči v nextChildren (ki
vsebuje strukturo virtualnega DOM) in trenutno prikazanimi podatki. Vo-
zlǐsča so lahko komponente, HTML elementi, besedilna polja itd. Za vsakega
od njih ima React predviden drugačen način reševanja in nadaljnje realiza-
cije. Na kratko povzeto pa deluje v tem smislu: preveri, če se nove vrednosti
razlikujejo od starih in če se, le te uporabijo za svoje otroke, prav tako pa na
svojem vozlǐsču izvedejo predvidene spremembe.
3.3 Vue.js
Vue, enako kot Angular, med komponentami omogoča enosmerno in dvo-
smerno podatkovno komunikacijo. Ko uporabnik sproži procesiranje podat-
kov v uporabnǐskem vmesniku, Vue uporabi DOM dogodke, da te spremembe
opazi in posodobi v svojem podatkovnem modelu [19].
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3.3.1 Komunikacije med komponentami
Vue za komunikacijo med komponentami omogoča uporabo enosmernega in
dvosmernega podatkovnega doseganja spremenljivke. Enosmerno lahko po-
sredujemo podatke v otroško komponento ali pa jih iz nje prejmemo prek
podajanja funkcij, obenem pa je možno tudi na vnosna polja (npr. input)
narediti dvosmerno komunikacijo prek atributa v-model. V slednjem se tako
lahko posodablja vrednost podane spremenljivke tako v staršu kot otroku.
Koda 3.4 predstavlja način uporabe komponente pod-komponenta v neki
starševski Vue komponenti.







Spodnja koda 3.5 predstavlja deklaracijo komponente pod-komponenta.
Pri tem v lastnost name zapǐsemo ime komponente, ki se nato uporablja
v HTML kodi ostalih komponent za njeno uporabo, v lastnost props pa
zabeležimo, katere vhodne podatke sprejema ta komponenta.
Izvorna koda 3.5: Primer definicije komponente v ogrodju Vue
1 <script>
2 export default {
3 name: "pod-komponenta",
4 props: ["spremenljivka", "podatek"],
5 methods: {
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Pošiljanje podatkov otroški komponenti
Kot lahko vidimo v HTML kodi 3.4, smo iz starševske komponente v spre-
menljivko podatek iz otroške komponente nastavili vrednost vrednost. Prav
tako smo v spremenljivko spremenljivka zapisali vrednost spremenljivke
spremenljivka iz starševske komponente. Za posredovanje vrednosti spre-
menljivke smo torej morali HTML atribut sintaktično dopolniti z v-bind:,
če pa tega nismo dodali, smo v komponento posredovali direktno vrednost iz
narekovajev.
Prejemanje podatkov in dogodkov iz otroške komponente
Da prejmemo podatke in dogodke iz otroške komponente, moramo kot vre-
dnost HTML atributa te komponente posredovati funkcijo, ki je definirana
v starševski komponenti. To storimo tako, da atribut sintaktično dopolnimo
z v-on: in s tem povemo, da je to poslušalec na dogodke iz otroške kompo-
nente. Tak primer predstavlja 2. vrstica v HTML kodi 3.4, kjer funkcija
predstavlja funkcijo, imenovano funkcija v methods objektu starševske kom-
ponente.
Da iz pod-komponenta sprožimo podano funkcijo v staršu, moramo v
otroški komponenti klicati this.$emit(’dogodek’), kjer lahko zraven do-
damo še druge atribute, ki se nato odrazijo kot argumenti v starševski funk-
ciji.
3.3.2 Življenjski cikli
Vue za komponente definira sledeče življenjske cikle komponente, ki se izve-
dejo po dogodkih, vezanih na zaznavanje sprememb [39]:
• created, ki se kliče ob kreiranju instance komponente;
• mounted, ki se kliče, ko je komponenta vstavljena v DOM;
• updated, ki se kliče ob spremembi podatkov, ki sprožijo tudi ponovno
upodobitev Virtual Dom-a;
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• destroyed, ki se kliče ob uničenju komponente.
Vsak od teh naštetih življenjskih ciklov ima tudi inačico, ki se kliče pred
začetkom izvedbe dogodka. Ta ima predpono before in ime cikla v sedanjiku.
3.3.3 Potek izvajanja kode
Glavni del delovanja sistema za zaznavanje sprememb se v Vue implementira
ob ustvarjanju instanc komponente. Ta po vrsti najprej inicializira njene
življenjske cikle, dogodke ter izrisovalnik (Render). Za tem pokliče prvi
življenjski cikel imenovan beforeCreate, s katerim sporoči, da se začenja iz-
gradnja te komponente. Za tem sledi za našo obravnavo zelo pomemben klic
funkcije initState. Ta inicializira vhodne podatke (initProps), komponen-
tne funkcije (initMethods) in spremenljivke iz objekta data (initData).
Inicializacija vhodnih podatkov poteka tako, da se nad njimi doda opazo-
valca ter nad vsemi lastnostmi objekta dodeli reaktivnost. Ta proces prika-
zuje diagram na sliki 3.3. Kot lahko vidimo na njem, dodajanje reaktivnosti
poteka rekurzivno za celoten objekt z dodajanjem metod get in set. To
stori s klicem funkcije Object.defineProperty, ki povozi obstoječe vredno-
sti lastnosti in na njihovem mestu definira get ter set funkciji, ki služita
nadaljnji obravnavi komponent.
Če v naš data objekt želimo naknadno dodati neko lastnost, ki predhodno
ni definirana, potem moramo to storiti preko funkcije Vue.set (v komponenti
dostopna tudi preko this.$set) . S tem namreč poskrbimo, da se na lastnost
nastavi metodo set, ki je potrebna za zaznavanje sprememb in posledično
sproženje ponovnega izrisa novih podatkov. Do tega pride, ker JavaScript v
verziji ES5 ne zmore sam zaznati ustvarjanja novih lastnosti v objektih [40].
Ob zaključku inicializacije komponente se pokliče dogodek created, ki
komponento obvesti, da je bila uspešno izdelana.
Ko imamo zagotovljeno reaktivnost, metoda set ob vsaki posodobitvi
podatkov sproži klic funkcije notify nad lokalnim objektom Dep in s tem
ustvari zaznambo v objektu Watcher. Ta označi, da bo komponento potrebno
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v naslednjem ciklu pregledati za spremembe in jih morebiti posodobiti na
uporabnǐskem vmesniku.
3.3.4 Reaktivnost
Zgornji postopek delovanja zaznavanja sprememb in dostopa do spremenljivk
v ogrodju Vue imenujejo reaktivnost. Njen glavni namen je, da se na preprost
in nevsiljiv način ob spremembi podatkov v objektu te tudi ustrezno izrǐsejo
na uporabnǐskem vmesniku.
V trenutni različici ima samo delovanje nekaj pomanjkljivosti, za katere
pa obstajajo tudi rešitve, ki jih morajo programerji poznati, če si želijo
pričakovano delovanje svoje kode. V trenutni različici tako ni mogoče:
• ustvarjanje predhodno nedefinirane lastnosti v objektu data,
• spreminjanje vrednosti seznama z direktnim dostopom do lastnosti prek
indeksa.
Oba problema se lahko rešuje z ustreznim klicem funkcije Vue.set [40].
3.3.5 Proxy
Ker ima reaktivnost nekaj ”pomanjkljivosti”, saj ne uspe avtomatsko zaznati
novih lastnosti v objektu (ker to ne omogoča niti programski jezik v verziji
ES5), se v novi, še ne izdani različici, pripravlja implementacija preko Proxy
objekta, ki ga je predstavila ES6 verzija programskega jezika [41].
Proxy se uporablja za definiranje vedenja po meri pri temeljnih operacijah
nad objektom (npr. pridobivanje, nastavljanje ter brisanje lastnosti v nekem
objektu itd.) [11]. Zmožen je delovati tako nad objekti kot tudi seznami in
elementi v njem.
O sami nadgradnji in uporabi le tega se govori že nekaj let, a sta bili
v ospredju dve težavi. In sicer, da se vseh funkcionalnosti Proxy-ja ne da
simulirati z brskalniki, ki podpirajo samo ES5 verzijo programskega jezika























Slika 3.3: Diagram dodajanja reaktivnosti Vue kode
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ni enaka izvirnemu objektu, kar lahko privede do problemov pri striktni pri-
merjavi enakosti [41]. Kot opisano v poglavju 2.1.1 o programskih jezikih,
večina modernih brskalnikov že podpira ES6 funkcionalnosti. Zato razvi-
jalci ogrodja razmǐsljajo tudi v smeri implementacije Proxy-ja, ki ga že lahko
najdemo v izvorni kodi na GitHub profilu projekta Vue na veji vue-next.
3.4 Primerjava med ogrodji
Kot smo lahko videli v zgornjih treh primerih, se vsako od ogrodij neko-
liko drugače loteva komunikacije med komponentami in načina implemen-
tacije doseganja spremenljivk. Kot smo obravnavali, se v ogrodju Angu-
lar asinhrono kliče preverjanje in zaznavanje sprememb nad celo aplikacijo,
z možnostjo optimizacije pri uporabi načina OnPush. Ogrodje React stvar
rešuje nekoliko bolj optimizirano, saj za začetek zaznavanja sprememb po-
trebuje sprožilec, ki ga sproži funkcija setState. Ogrodje Vue pa slednje
poenostavi, saj nam v kodi ni potrebno ročno klicati sprožilca, ampak se ta
izvede samodejno ob spreminjanju vrednosti spremenljivk.
Glede na te primerjave ter pregled ogrodij, smo se odločili narediti enake
aplikacije v vsakem od teh ogrodij. Več o tem pa v poglavju 4.
Poglavje 4
Analiza delovanja komunikacije
Kot smo analizirali v poglavju 3, so se različna ogrodja komunikacije in za-
znavanja sprememb lotile na različne načine. Znotraj vsakega ogrodja pa
obstajajo tudi različni optimizacijski procesi, s katerimi lahko optimiziramo
delovanje aplikacije, napisane v njem.
V vseh treh analiziranih ogrodjih smo zgradili po strukturi in izgledu
enake aplikacije. To poglavje je namenjeno njihovi primerjavi, raziskovanju
njihovega delovanja ter analizi učinkovitosti pri komunikaciji.
4.1 Predstavitev testne aplikacije
Za začetek smo v treh najpopularneǰsih ogrodjih izdelali štiri enake aplikacije.
Dve od njih z ogrodjem Angular (pri prvi smo za vse komponente uporabili
privzeti način zaznavanja sprememb, pri drugi pa način OnPush), eno v React-
u in eno v Vue-u. Vse naše testne aplikacije so zgrajene po enakem ključu z
enakim številom komponent ter enakimi vhodno izhodnimi podatki.
Namen je bil ustvariti medsebojno primerljive realne aplikacije z isto vse-
bino, ki jih bomo lahko na koncu testirali in primerjali. Vsaka od teh aplikacij
tako vsebuje sedem glavnih strani, ki so namenjene različnim testom.
Stran Naslovnica je domača stran z uvodnimi statičnimi podatki o apli-
kaciji. Strani Kontakti (prikazana na sliki 4.1), podrobnost kontakta in
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Slika 4.1: Testna aplikacija
Naloge predstavljajo primer realne aplikacije, katere namen je nadzor nad
osebami in njihovimi nalogami. Na teh straneh lahko pregledujemo, doda-
jamo, urejamo in brǐsemo kontaktne osebe. S klikom na ikono zvezdice jih
lahko dodamo ali izbrǐsemo iz priljubljenih. Poleg tega pa lahko osebam do-
dajamo in urejamo zadolžitve, ki jim lahko tudi merimo trajanje. Vsi podatki
se shranjujejo lokalno v brskalnik (v localSotrage), od koder se preberejo
ob inicializaciji aplikacije.
Za dodatna testiranja smo sprogramirali še dodatne tri strani. Prva (Test
nastavljanja vrednosti) je opisana v poglavju 4.4 in je pripravljena za
analizo zahtevnosti spreminjanja vrednosti prikazanih spremenljivk. Druga
in tretja (Statična vsebina, ki vsebuje osem komponent s statično vsebino,
ter Dinamična vsebina, z enako drevesno strukturo komponent, a dinamično
vsebino) pa sta namenjeni medsebojni primerjavi ter analizi zahtevnosti pri-
kaza spremenljivk na uporabnǐskem vmesniku.
4.2 Primerjava razvoja aplikacij med ogrodji
Za vse izdelane testne aplikacije smo naredili enake komponente (z enakimi
funkcijami) in jih strukturno enako razdelili v naše projekte. Večino funkcij,
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ki smo jih pripravili, smo skoraj nespremenjene uporabili v vseh ogrodjih.
Do razlik je večinoma prihajalo le pri končnem posodabljanju stanja.
Pri vseh aplikacijah smo uporabili še dve dodatni knjižnici. In sicer
Bootstrap verzije 4.5 (samo njegov CSS za pomoč pri videzu aplikacije)
ter rxjs verzije 6.5, za pomoč pri asinhronih klicih. Prav tako smo v vse
projekte dodali datoteko styles.css, ki vsebuje nekaj osnovnih stilov.
4.2.1 Hranjenje stanja
Aplikacije se medsebojno razlikujejo v načinu hrambe stanja (kontaktov in
nalog). Pri vsakem od ogrodij smo za to uporabili priporočen način ogrodja.
V ogrodju Angular so bili to hrambni servisi, v katerih smo podatke hranili
s pomočjo uporabe objekta BehaviorSubject. V ogrodju React smo upora-
bili priporočeno knjižnico redux, v ogrodju Vue pa za to predvideni store
pattern.
V vseh načinih se lahko podatki enostavno prebirajo; za dodajanje, ure-
janje in brisanje pa smo morali v React in Angular pri načinu OnPush dodati
še nekaj dodatnih funkcij, ki ustrezno sprožijo spremembe. Angular v tem
načinu namreč opazuje samo spreminjanje vrednosti ali reference objekta,
kar pomeni, da smo morali ob vsaki spremembi kreirati nove objekte in se-
zname. Torej smo uporabljali koncept nespremenljivega (ang. immutable)
objekta. Podobno pa smo ravnali tudi v React-u, kjer smo na podoben način
posodabljali globalno stanje.
4.2.2 Razlike v doseganju
V naših aplikacijah smo izdelali dve komponenti, ki razširjata obstoječi vnosni
polji input in select. Pri ogrodjih Angular in Vue smo lahko za njiju
uporabili dvosmerno doseganje spremenljivk.
V React aplikaciji pa smo ta način doseganja nadomestili z dvema eno-
smernima spremenljivkama z doseganjem. Prva je sprejemala vhodni poda-
tek, druga pa vhodno funkcijo, ki jo je klicala ob uporabnǐskih spremembah.
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Sam rezultat v delovanju pa je bil na koncu enak pri vseh aplikacijah, le da
smo morali v React aplikaciji še dodatno nadzirati spremembe v stanju.
4.2.3 Razlike v HTML predlogah
Kot omenjeno, je velik del programske logike med aplikacijami enak, pri
izdelavi HTML predlog pa je prihajalo do večjih razlik. V slednjih se namreč
ogrodja sintaktično razlikujejo, na koncu pa za uporabnika aplikacije te niso
opazne.
Medsebojno sta si ogrodji Angular in Vue zelo podobni, saj se večinoma
razlikujeta le v nekoliko drugačni sintaksi definicije atributov, med tem ko
njihovo vrednost podajamo na enak način. Če za doseganje v ogrodju Angu-
lar uporabljamo: navadne oklepaje () (pošiljanje v starševsko komponento),
oglate oklepaje [] (pošiljanje v otroško komponento), ali skupek obeh [()]
(dvosmerno doseganje), se za iste stvari v ogrodju Vue uporablja: afna @ ali
v-on (pošiljanje v starševsko komponento), dvopičje : ali v-bind (pošiljanje
v otroško komponento), ali pa v-model (dvosmerno doseganje). O tem smo
delno že pisali v poglavjih 3.1.1 in 3.3.1.
Podobno je tudi s pogojnimi stavki in iteracijami. Za pogojne stavke
imamo v ogrodju Angular *ngIf v Vue pa v-if, za sprehajanje čez zanke
pa *ngFor v ogrodju Angular in v-for v ogrodju Vue. Za prikazovanje
vrednosti neke spremenljivke obe ogrodji uporabljata dva zavita oklepaja
(npr. {{ spremenljivka }}).
Pri ogrodju React pa prihaja do večjih sintaktičnih razlik. Za komunika-
cijo v katero koli smer se uporablja sintaksa: atribut={spremenljivka}, pri
čemer, če je spremenljivka funkcija, gre običajno za komunikacijo iz otroške
v starševsko komponento, v nasprotnem primeru pa iz starševske v otroško.
Za prikazovanje neke spremenljivke ogrodje uporablja en zavit oklepaj (npr.
{ spremenljivka }). Za zanke in pogojne stavke se uporabljajo kar privzete
JavaScript funkcije in spremenljivke. V predlogi ogrodja React pa ne smemo
definirati HTML atributa class ali for in se za njiju uporablja zamenjava,
ki se na koncu v prikazanem HTML-ju nastavljajo v želene atribute.
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Imata pa ogrodji React in Vue tudi nekaj skupnega. Oba v primeru prika-
zovanja seznamov (zank) pričakujeta dodelitev unikatnega ključa elementu.
S tem poskrbita za optimizirano posodabljanje ob spremembah.
4.2.4 Določanje poti
Angular ima že vgrajeno logiko za določanje povezav in poti (ang. routing).
Za razliko od njega, pa smo morali v Vue aplikacijo dodati še odvisnost na
paket vue-router, v React aplikacijo pa na paket react-router-dom. Oba
omenjena paketa se razvijata pod okriljem iste ekipe, ki razvija ogrodje, prav
tako pa sta prisotna v privzeti dokumentaciji obeh ogrodij.
Pri sami implementaciji poti je bilo kar nekaj razlik, a za samo komuni-
kacijo med komponentami in naše raziskovalno delo niso bistvenega pomena,
zato o tem ne bomo obširneje pisali.
4.2.5 Primerjava privzetega in OnPush načina v ogrodju
Angular
Kot že omenjeno, smo zgradili dve aplikaciji v ogrodju Angular. Najprej
smo zgradili tako, kjer so vse komponente s privzetim načinom zaznavanja
sprememb, nato pa smo jo nadgradili v drugo, kjer so vse komponente z
OnPush načinom zaznavanja sprememb.
Da je nova aplikacija začela pravilno delovati, pa smo morali dodatno pri-
lagoditi še nekatere stvari. Najprej smo morali v vse funkcije dogodkov, kjer
se lahko spremembe sprožijo asinhrono, dodati klic metode markForCheck.
S tem smo komponento umazali in jo označili, da se mora pregledati v na-
slednjem ciklu.
To pa še ni bilo dovolj. Ker smo v naši aplikaciji na eni strani v več kom-
ponentah prikazovali iste kontakte (primer je na sliki 4.1, kjer se kontakt Anja
Rupnik pojavi med priljubljenimi in vsemi), samo klic funkcije markForCheck
ni bil dovolj. Ta namreč kot umazane označi le svojo in starševske kompo-
nente, kartica z isto vsebino pa ni nobena od teh. Da smo tako lahko dosegli
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ustrezno posodobitev stanja, smo za seznam kontaktnih oseb morali imple-
mentirati že omenjene nespremenljive objekte. To je pomenilo, da se je ob
vsaki spremembi v objektu kontakta moral najprej na novo zgraditi ta objekt,
nato pa še celoten seznam, v katerem se slednji nahaja. S temi spremem-
bami smo namreč dosegli spremembo referenc, kar pa je v ogrodju sprožilo
ustrezno zaznavanje sprememb.
Po implementaciji teh nadgradenj sta se obe aplikaciji, s stalǐsča uporab-
nika, začeli obnašati enako.
4.3 Primerjava izdelanih aplikacij
V vseh štirih projektih smo izdelali produkcijski paket (ki izvozi optimizirane
datoteke tipa HTML, JS in CSS) in vsakega od njih namestili na naš testni
strežnik, na katerem smo izvedli nekaj dodatnih primerjav.
4.3.1 Primerjava velikosti
Pri zgrajenih paketih smo preverili skupno velikost datotek. Rezultate pri-
kazuje tabela 4.1.
Tabela 4.1: Primerjava skupne velikosti
Angular Angular OnPush React Vue
Velikost 1.304 kB 1.308 kB 524 kB 484 kB
Pri ogrodju Angular lahko vidimo, da je paket v načinu OnPush za štiri
kilobajte večji od tistega v privzetem načinu. Za toliko smo očitno dodali
kode, da ta način lahko pravilno deluje, v vsem ostalem pa sta paketa enaka.
Pri obeh paketih lahko tudi opazimo, da vsebujeta različne JS skripte za
verziji ES5 in ES2015, pri čemer sklepamo, da se ob nalaganju naloži samo
ena izmed njiju.
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Glede na članek [19], smo že v naprej pričakovali takšno razporeditev
rezultatov med ogrodji. V njem namreč zasledimo, da ima ogrodje Vue naj-
manǰso velikost optimizirano zgrajenega jedra, Angular pa največjo.
Da pa bi slednje še dodatno potrdili, smo s pomočjo orodij za razvijalce
brskalnika Chrome naredili še dodatno primerjavo. Vsako aplikacijo posebej
smo odprli v privatnem načinu (brez beleženja zgodovine) in preverili, koliko
kode se je preneslo v brskalnik. Rezultate prikazuje tabela 4.2.
Tabela 4.2: Primerjava velikosti prenesene v brskalnik
Angular Angular OnPush React Vue
Skupno 656 kB 658 kB 400 kB 395 kB
JS 445 kB 447 kB 248 kB 217 kB
CSS 167 kB 167 kB 148 kB 178 kB
Kot lahko ugotovimo iz podatkov v tabeli 4.2, se še vedno ohranja pred-
videno razmerje med ogrodji. Iz rezultatov sklepamo, da je React opravil
najbolǰse delo pri stiskanju CSS kode (ki je za vse aplikacije enaka), Vue pa
se je najbolje odrezal v optimiziranju JS kode. So pa razlike majhne in za
sodobne naprave skoraj zanemarljive.
4.3.2 Primerjava celovitega izvajanja
Produkcijsko zgrajene pakete smo v nadaljevanju testirali na od ogrodij ne-
odvisnem strežniku.
Ogrodje za testiranje E2E
Vse naše aplikacije bi radi medsebojno analizirali in primerjali. V ta namen
smo se odločili uporabiti neodvisno ogrodje za teste E2E - Cypress [42]. To
ogrodje je namenjeno pisanju testov, v katerih z JavaScript kodo nadzorujemo
potek izvajanja aplikacije v brskalniku.
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Slika 4.2: Test E2E
Pripravili smo nekaj testov, ki po enakem postopku klikajo po vseh naših
aplikacijah, narejenih v različnih ogrodjih. V testih smo se sprehodili po stra-
neh v meniju, večkrat dodajali, urejali in brisali vsebino ter vse to časovno
merili. Primer enega od testov, ki doda 50 nalog in vsaki drugi zažene me-
rilnik časa, prikazuje slika 4.2. Vse teste smo izvedli večkrat, v tabeli 4.3 pa
predstavljamo povprečni čas meritev v sekundah, ločen po spletnih ogrodjih.
Tabela 4.3: Skupni povprečni časi izvajanja testov E2E
Angular Angular OnPush React Vue
Čas 117 s 116 s 114 s 109 s
Kot lahko vidimo iz rezultatov v tabeli 4.3, se rezultati razlikujejo v nekaj
sekundah, pri vsem skupaj pa se je časovno najbolje izkazalo ogrodje Vue.
Slednje je imelo najbolǰse čase pri večini od opravljenih testov, še posebej pa
pri dodajanju in urejanju večjega števila kontaktnih oseb ter pri sprehajanju
po straneh s klikanjem na povezave v levem meniju.
Obremenitev naprave
S pomočjo orodij za razvijalce v brskalniku Chrome smo se lotili še dodatnih
analiz. Zgolj s pomočjo preǰsnjega ogrodja nam namreč ni uspelo pridobiti
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podatkov o porabi pomnilnika in obremenjenosti naprave med realnim izva-
janjem.
Tako smo z ogrodjem Cypress pripravili en dalǰsi test, ki se sprehodi čez
strani s kontakti in nalogami ter nad njimi izvaja operacije dodajanja in ure-
janja. Po vsaki operaciji, ki se odraža tudi na uporabnǐskem vmesniku (kliki,
izpolnjevanje polj), smo dodali 100 ms zakasnitve pred nadaljnjim izvajanjem
ter s tem poustvarili nekoliko realneǰsi primer klikanja uporabnika. Izvajanje
celotnega testa smo nato merili z orodji za razvijalce v brskalniku Chrome.
Rezultate testov prikazuje tabela 4.4.
Tabela 4.4: Obremenitev naprave (OP predstavlja OnPush)
Angular Angular OP React Vue
Izvajanje testa 84,66 s 83,85 s 83,52 s 81,05 s
Izvajanje JS 20.602 ms 19.525 ms 21.123 ms 16.836 ms
Renderiranje 6.243 ms 4.961 ms 5.737 ms 5.337 ms
Risanje 2.289 ms 1.451 ms 2.086 ms 1.720 ms
Pomnilnik 18 - 34 MB 18 - 35 MB 17 - 35 MB 16 - 35 MB
Vse podatke prikazane v tabeli 4.4 smo pridobili s pomočjo časovnice v
brskalniku Google Chrome. Pri tem pod čas izvajanje JS kode spadajo vsi
dogodki v povezavi z izvedbo JavaScript programske kode, vključno s časom,
ki ga je brskalnik potreboval za nadzor nad pomnilnikom. V čas renderiranja
so zajeti dogodki, ki se sprožijo za obdelavo postavitve strani ter za pripravo
DOM drevesa. V čas risanja pa so zajeti dogodki, ki skrbijo za pretvorbo
strani v bitno sliko in prikaz v spletnem brskalniku [43].
Kot lahko vidimo iz rezultatov v tabeli 4.4, pri primerjavi časov izvajanja
testa (v prvi vrstici) s seštevkom ostalih časov, je bil brskalnik pri vseh
ogrodjih skoraj tri četrtine časa v prostem teku in ni obremenjeval naprave.
Delno pa nas je presenetila dokaj visoka poraba pomnilnika glede na velikost
aplikacij in količino podatkov. Zato smo se odločili opraviti še en test izven
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ogrodja Cypress.
Pri vseh naših aplikacijah smo točno deset sekund testirali prikaz strani
z nalogami (brez kakršnihkoli posegov uporabnika). Pri tem smo predhodno
poskrbeli, da se je na vseh prikazovalo 25 enakih nalog, od tega 13 aktivnih
(zanje se je v živo izvajal merilnik časa). Za tak test smo se odločili, ker prika-
zuje dinamično stran aplikacije, obenem pa smo z odstranitvijo uporabnǐskih
posegov poskrbeli za primerljiveǰse teste.
Tabela 4.5: Obremenitev naprave pri preprostem testu (OP predstavlja
OnPush)
Angular Angular OP React Vue
Izvajanje JS 521 ms 275 ms 1.407 ms 239 ms
Renderiranje 256 ms 237 ms 178 ms 226 ms
Risanje 381 ms 370 ms 268 ms 354 ms
Pomnilnik 4,6 - 5,6 MB 4,4 - 5,5 MB 4,6 - 5,6 MB 4,3 - 5,7 MB
Lahko vidimo, da je bilo pri tem testu že na začetku manj porabe po-
mnilnika kot pri rezultatih v tabeli 4.4. Tako ocenjujemo, da je brskalnik pri
analizi z ogrodjem Cypress delno upošteval tudi njegovo zahtevnost.
Pri izvajanju JS kode se vidi razlika pri ogrodju Angular, kjer je način
OnPush pregledoval manj otroških komponent, kar je razbremenilo izvaja-
nje. Najzahtevneǰse izvajanje JS kode pa je imel React. Sklepamo, da se
je to zgodilo zato, ker je moral pri posodobljenih podatkih vedno zamenjati
namesto posodobiti objekt (saj so ti nespremenljivi).
Za konec smo naredili še analizo, pri kateri smo na strani Statična
vsebina deset sekund merili zahtevnost. Pri vseh naših aplikacijah je bil
v tem primeru brskalnik več kot 99 % časa v mirovanju. Enako je bilo tudi
na strani Dinamična vsebina, če smo na njej ustavili časovnike. Iz tega
sklepamo, da ogrodja zelo optimalno nadzorujejo dogodke in ko teh ni, ne
obremenjujejo uporabnǐske naprave.
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4.4 Testiranje zahtevnosti spreminjanja stanj
Ob raziskovanju, kako so ogrodja implementirala svoje rešitve komunikacije,
znotraj in med komponentami, se nam je začelo porajati vprašanje o časovni
zahtevnosti teh operacij. Sledeči primeri v tem poglavju predstavljajo testi-
ranje te zahtevnosti, na podlagi katere bomo na koncu tudi evalvirali našo
nadgradnjo, ki je opisana v poglavju 5.1.
Ker razni brskalniki različno izvajajo JS kodo, smo slednje teste izva-
jali z brskalnikoma Chrome in Firefox. Pri izvajanju meritev smo v vsakem
od njih merili čas izvajanja relevantnega dela kode. Za zagotovitev večje na-
tančnosti in aproksimacije testov smo vse teste izvedli na isti napravi večkrat
in upoštevali povprečje meritev. Vse meritve smo izvajali na napravi z ope-
racijskim sistemom Ubuntu 20.04 (Linux), z 12 GB pomnilnika RAM ter
procesorjem Intel Core i7.
V sledečih podpoglavjih nas zanima, kako se naša tri analizirana ogrodja
odzovejo na pogosto spreminjanje podatkov in kako zahtevno je ogrodju
sporočiti, da se je nek podatek spremenil. Testi 1, 2 in 3 se v testiranem
delu kode poženejo 10.000.000-krat, test 4 se izvede 10.000-krat, medtem
ko se test 5 izvede 1.000-krat. Izbrano število iteracij je takšno, da lahko
vpliv ostalih dejavnikov na izvajanje čim bolj zanemarimo, obenem pa, da
dobimo smiselne rezultate v doglednem času. Vse teste smo pognali večkrat,
predstavljamo pa povprečno vrednost meritev.
Testi 1, 2 in 3 so namenjeni odkrivanju, kako časovno potratno je spremi-
njanje vrednosti spremenljivk, ki se nahajajo v aplikaciji ter kako zahtevno
je spreminjanje stanja komponent. Noben od naštetih testov ne bo v nobeni
od iteracij zanke sprožil spreminjanje uporabnǐskega vmesnika, ampak bo
samo naredil predvideno zaznambo v ogrodju, da je komponento potrebno
pregledati in posodobiti.
50 POGLAVJE 4. ANALIZA DELOVANJA KOMUNIKACIJE
4.4.1 Test 1: Večkratno nastavljanje prikazane spre-
menljivke
V tem testu bomo v vseh treh ogrodjih deset milijon-krat nastavili drugo vre-
dnost spremenljivki, ki je prikazana tudi na uporabnǐskem vmesniku. Izvedli
bomo tri primere testiranja:
• a: povečevanje enega števca (v vsakem ciklu zanke povečamo vrednost
spremenljivke za ena),
• b: povečevanje treh števcev,
• c: vsakokratno nastavljanje novega objekta.
Kot smo videli v poglavju 3.2.6, moramo v React-u za posodobitev notra-
njega stanja komponente klicati funkcijo setState. Namen je, da se funkcijo
kliče čim manjkrat, sploh znotraj enega cikla dogodka. V našem testu, kjer se
bo funkcija klicala deset milijon-krat, nam bo rezultat pokazal, kako časovno
potratna je. S primerjavo med testoma A in B bomo ugotavljali ali se za
trikrat poveča obremenitev funkcije, če spreminjamo tri parametre namesto
enega, s testom C pa bomo preverili še vpliv objekta na spreminjanje. Del
testa 1A v ogrodju React je predstavljen v kodi 4.1.
Izvorna koda 4.1: React primer kode v zanki testa 1A
1 this.setState (( prevState) => {
2 return {counter: prevState.counterA + 1};
3 });
Kot smo v poglavju 3.3.3 videli za Vue, metoda set sama poskrbi za
označevanje, da se komponenta posodobi, kar je sicer enostavno za progra-
merja, a predvidevamo, da ob pretiranem spreminjanju potratno za napravo.
Pri nastavljanju v testu B pričakujemo trikrat večjo časovno zahtevnost od
primera A, saj se toliko večkrat kliče metodo set, prav tako pa nam bo ana-
liza testa C pokazala, kako potratno je nastavljanje objektov. Del testa 1A
v ogrodju Vue je predstavljen v kodi 4.2.
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Izvorna koda 4.2: Vue primer kode v zanki testa 1A
1 this.counterA ++;
Pri ogrodju Angular imamo dve vrsti zaznavanja sprememb. Pri privze-
tem načinu se bo zaznavanje sprememb klicalo avtomatsko ob koncu izvaja-
nja naše funkcije (za kar poskrbi zone.js), v načinu OnPush pa moramo v
določenih primerih našo komponento označiti tudi kot posodobljeno. Izvedli
bomo test obeh načinov, pri čemer bomo v načinu OnPush v vsaki iteraciji
klicali še metodo markForCheck, s čimer bomo preverili njeno zahtevnost.
Del tega opisanega testa predstavlja koda 4.3.
Izvorna koda 4.3: Angular primer kode v zanki testa 1A (vrstica 2 je
vključena samo v komponente z OnPush načinom)
1 this.counterA ++;
2 this.cdr.markForCheck ();
Rezultate naših testov prikazuje tabela 4.6.
Tabela 4.6: Test 1: večkratno nastavljanje prikazane spremenljivke
Angular Angular OnPush React Vue
TEST A
Chrome 37 ms 2.306 ms 8.908 ms 4.005 ms
Firefox 39 ms 1.750 ms 11.183 ms 1.240 ms
TEST B
Chrome 46 ms 2.329 ms 11.870 ms 11.967 ms
Firefox 44 ms 1.838 ms 11.550 ms 3.550 ms
TEST C
Chrome 348 ms 2.521 ms 12.646 ms 65.230 ms
Firefox 344 ms 2.202 ms 12.064 ms 164.460 ms
V ogrodju Angular s privzetim načinom se ob spreminjanju vrednosti
spremenljivke ni izvedla nobena dodatna akcija, kar pomeni, da tam prikazani
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Slika 4.3: Aplikacija na strani za teste
časi predstavljajo čas zahtevnosti naše zanke za posodabljanje.
V ogrodju Angular z načinom OnPush ter pri ogrodju React lahko vidimo,
da sama velikost spremembe (med primeri A, B in C) ni imela znatnega vpliva
na čas izvajanja. Nasprotno pa velja za Vue. Tu se močno pozna velikost
spremembe, saj se ob vsakem spreminjanju kliče metoda set, ta pa v primeru
objekta rekurzivno nastavlja reaktivnost.
Testi na večji globini
Našo testno aplikacijo smo zasnovali tako, da se enaki testi nahajajo na dveh
različnih globinah v DOM dokumentu. Slednje je razvidno na sliki 4.3, ki
prikazuje primer testne strani naše aplikacije. Na delu Nivo 3 se nahajajo
enaki testi kot zgoraj na delu Nivo 0, le da so vmes v drevesni strukturi
še tri komponente. Posledično sklepamo, da se bo metoda markForCheck
izvajala dlje časa, saj mora več komponent označiti kot umazane. Zanima
pa nas tudi morebiten vpliv na ostala ogrodja.
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Rezultate naših testov globine prikazuje tabela 4.7.
Tabela 4.7: Test 1A: večkratno nastavljanje spremenljivke na globljem ni-
voju
Angular Angular OnPush React Vue
Chrome 41 ms 8.647 ms 9.317 ms 3.990 ms
Firefox 36 ms 22.452 ms 11.588 ms 1.181 ms
Kot lahko razberemo iz rezultatov v tabeli 4.7, smo pravilno sklepali, da
se pri klicu metode markForCheck časovno še dodatno pozna večja globina
drevesa. Pri ostalih primerih pa ni bilo opazne večje spremembe, tako da
sklepamo, da globina pozicije komponente pri njih ne vpliva na čas izvajanja.
4.4.2 Večkratno nastavljanje skrite spremenljivke
Na podlagi zgornjih 1A testov, smo izvedli še enega podobnega, pri čemer smo
prav tako posodabljali vrednost števca, s to razliko, da se ta ne prikazuje na
uporabnǐskem vmesniku. S tem želimo analizirati, če bi React ali Vue izvedla
kaj manj operacij (in posledično delovala optimalneje) za spremenljivke, ki so
neodvisne od uporabnǐskega vmesnika (za Angular pa na podlagi delovanja
že v naprej sklepamo, da ne bo sprememb). Programska koda v zanki je
enaka tistim iz poglavja 4.4.1. Rezultate teh testiranj prikazuje tabela 4.8.
Tabela 4.8: Test 2: večkratno nastavljanje skrite spremenljivke
Angular Angular OnPush React Vue
Chrome 39 ms 2.312 ms 8.994 ms 3.809 ms
Firefox 36 ms 1.764 ms 11.212 ms 1.076 ms
Kot lahko razumemo iz primerjave med tabelama 4.6 in 4.8, se časi ne
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razlikujejo prav veliko, če spreminjamo vrednosti spremenljivk, ki so prika-
zane na uporabnǐskem vmesniku ali če spreminjamo tiste, ki niso. Iz tega
sklepamo, da ogrodja obe vrsti spremenljivk obravnavajo enako.
4.4.3 Večkratno nastavljanje lokalne spremenljivke
Naredili smo še en podoben test. V tem primeru smo začetno vrednost števca
klonirali v lokalno spremenljivko, ga deset milijon-krat povečali in nato le
enkrat posodobili glavni prikazani števec. S tem se poskušamo izognili klicu
dodatnih metod set, prav tako pa nismo v vsakem ciklu klicali funkcij za
zaznavanje sprememb ali nastavljali novega stanja, s čimer smo optimizirali
delovanje. V primeru, da bi na ta način posodabljali neko lastnost objekta,
bi ga zaradi delovanja programskega jezika JS, morali na začetku klonirati
(in ne samo nastaviti) v novo lokalno spremenljivko.
S tem testom želimo izvedeti, kakšen je optimalen čas izvajanja operacije
povečevanja števca in obenem preveriti, če se na ta način zares izognemo
klicu metode set. Dobljene rezultate nam prikazuje tabela 4.9.
Tabela 4.9: Test 3: večkratno nastavljanje lokalne spremenljivke
Angular Angular OnPush React Vue
Chrome 20 ms 20 ms 22 ms 27 ms
Firefox 32 ms 26 ms 28 ms 29 ms
Kot lahko vidimo iz tabele 4.9, se nam ob optimiziranem spreminjanju
vrednosti spremenljivk večinoma zelo zmanǰsajo tudi časi izvajanj. Iz tega
sklepamo, da je tak način za zelo pogosto posodabljanje spremenljivk še naj-
primerneǰsi v vseh ogrodjih. Iz uporabnǐskega vidika so bile namreč pri testih
1A, 1B, 2, 3 na uporabnǐskem vmesniku storjene povsem enake spremembe,
edina razlika je bila v hitrosti prikaza rezultata. Iz rezultatov testiranj lahko
ugotovimo sledeče:
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• Angular v privzetem načinu je imel minimalne razlike, ko nismo več
vsakič dostopali do this vrednosti, ampak smo spreminjali lokalno
spremenljivko, ki se običajno nahaja bližje v pomnilniku. Ostalih spre-
memb med testi v tem primeru ni bilo, zato so tudi časi zelo podobni.
• Angular v načinu OnPush je bil deležen takšnega padca, ker se je samo
na koncu izvedel klic funkcije markForCheck. Te namreč nismo klicali
v vsaki iteraciji, saj se s spremembo lokalne spremenljivke stanje kom-
ponente ne spreminja. Za ta način prepis vrednosti števca v lokalno
spremenljivko ni bil nujno potreben in bi program pravilno deloval s
podobnim časom tudi, če tega ne bi storili.
• React je bil deležen takega padca, ker se je funkcija setState klicala
samo enkrat in ne več v vsaki iteraciji zanke. Zanj je bil prepis vrednosti
števca v lokalno spremenljivko nujno potreben, saj je objekt notranjega
stanja komponente nespremenljiv in ga brez klica funkcije setState ne
smemo spreminjati.
• Vue je bil deležen tako drastičnega padca, ker smo na začetku vre-
dnost števca prepisali v lokalno spremenljivko, kar je pomenilo, da se
metoda set ni klicala tako pogosto. Zanj prepis vrednosti v lokalno
spremenljivko ni bil nujno potreben, a je bil ravno ta razlog za tovr-
stno optimizacijo.
4.4.4 Asinhrono večkratno nastavljanje spremenljivke
Na podoben način kot pri 1A testu v poglavju 4.4.1, smo preizkusili še spremi-
njanje prikazane spremenljivke z asinhrono funkcijo setTimeout. To funkcijo
smo klicali samo deset tisoč-krat (tisoč-krat manj kot pri preteklih testih),
to pa zaradi veliko vǐsjih časov izvajanja in ne-preseganja velikosti sklada.
Namen testa je ugotoviti učinkovitost delovanja ter vpliv asinhronosti na
ogrodja.
Testirana koda znotraj zank v naših ogrodjih je obdana tako, kot to kaže
koda 4.4.
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Izvorna koda 4.4: Ogrodje za test 4
1 setTimeout (() => {
2 // znotraj je koda enaka kot v opisu primerov pri testih
1A
3 }, 1);
Tabela 4.10: Test 4: asinhrono večkratno nastavljanje
Angular Angular OnPush React Vue
Chrome 137 ms 140 ms 98 ms 88 ms
Firefox 29 ms 31 ms 8 ms 10 ms
Kot lahko ugotovimo iz rezultatov v tabeli 4.10, sta imela React in Vue
dokaj podoben čas, medtem ko je Angular malenkost počasneǰsi. Sklepamo,
da do tega pride zaradi v poglavju 3.1.1 že omenjene uporabe knjižnice
zone.js. Ta ima namreč prepisano funkcijo setTimeout (kot tudi druge
asinhrone funkcije), da teče znotraj con, z namenom lovljenja asinhronih do-
godkov in ustreznega sproženja sistema za zaznavanje sprememb. Posledično
se najverjetneje slednje pozna na učinkovitosti tega primera.
Pri tem testu nas je presenetilo delovanje same spremembe. Za razliko od
predhodnih testov so se tu števci povečevali postopoma (kot manǰsa anima-
cija), medtem ko so se v predhodnih testih posodobili na enkrat (vrednost se
je po času predstavljenem v tabeli povečala za deset milijon-krat).
Števci so se povečevali dlje časa (različno tudi med ogrodji) in ne samo
nekaj milisekund, kot je časovna zahtevnost tega testa. Ta test nam namreč
predstavlja samo časovno zahtevnost nastavljanja 10.000 asinhronih dogod-
kov in ne tudi časa njihove izvedbe.
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4.4.5 Asinhrono rekurzivno večkratno nastavljanje spre-
menljivke
Test 4 smo predelali še v rekurzivnega. To pomeni, da nismo funkcije
setTimeout klicali v zanki, ampak z rekurzivnim klicem po posodobitvi vre-
dnosti števca. S tem želimo raziskati način delovanja sistema za zaznavanje
sprememb ob dodatnih asinhronih dogodkih. V testu 4 se je namreč doga-
jalo, da se je najprej izvedla zanka, animacija spreminjanja časa pa se je
zgodila šele za njo. Posledično to pomeni, da je naša časovna meritev ni
zajela. Pri rekurzivnem načinu pa sklepamo, da bomo imeli zajet tudi čas,
ki se potrebuje za posodabljanje uporabnǐskega vmesnika. Ker se je izkazalo,
da je časovna zahtevnost takšnih klicev dosti večja, smo našo zanko pognali
tisoč-krat. Rezultate meritev prikazuje tabela 4.11.
Tabela 4.11: Test 5: asinhrono rekurzivno večkratno nastavljanje
Angular Angular OnPush React Vue
Chrome 4.187 ms 4.237 ms 4.548 ms 6.198 ms
Firefox 4.443 ms 4.501 ms 4.479 ms 5.823 ms
Tako kot v testu 4, se je tudi tu sproti posodabljala vrednost števca na
uporabnǐskem vmesniku. Časovni rezultat pa smo dobili po končni posodo-
bitvi našega števca. Tako sklepamo, da nam ta tudi predstavlja potreben čas
za realizacijo tisočih posodobitev na enostavnem uporabnǐskem vmesniku.
4.4.6 Analiza rezultatov testiranj
Kot lahko vidimo iz zgornjih rezultatov, je pri vseh ogrodjih zelo pomembno,
kako se lotimo programiranja naših aplikacij. Pri veliki količini podatkov
je pomembno, da znamo izbrati prave pristope ter delovanje optimizirati.
Slednje lahko razberemo iz primerjave med testoma 1A in 3, kjer smo za isti
primer z optimiziranim povečevanjem števca (in številom klicev za zaznavo
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sprememb) znatno zmanǰsali čas izvajanja iste programske logike. Predvsem
pri ogrodju Vue pa se ta način morda ne zdi najbolj osnoven in bi večina
programerjev zaradi enostavnosti uporabila kar primer iz 1A.
Na podlagi zelo podobnih rezultatov med testi 1, 2 in 3 pri ogrodju An-
gular v privzetem načinu lahko vidimo, da ta na preprost način zelo hitro
posodablja podatke in to ne vpliva na samo hitrost izvajanja ogrodja. A
kot smo obravnavali v poglavju 3.1.4, ta način pri večjih aplikacijah z ve-
liko dogodki ni najbolj optimalen in lahko povzroči nepotrebno obremenitev
brskalnikov ter posledično zmanǰsano uporabnǐsko izkušnjo. V nadaljevanju
bomo izvedli še nekaj testov, s katerimi bomo to dokazovali.
Angular v načinu OnPush (samo pod določenimi pogoji) ter React morata
ob spremembi podatkov klicati funkcijo, s katero sporočita, da je v kompo-
nenti prǐslo do posodobitev. To znatno optimizira delovanje aplikacije, a
obenem zahteva bolǰse poznavanje pravil in praks programiranja v ogrodju.
Pomembno je, da se funkcijo za sprožitev sprememb kliče čim manjkrat, po
možnosti le enkrat na nek dogodek znotraj komponente.
Vue na za programerja enostaven način implementira zaznavanje spre-
memb. Ob posodobitvi vrednosti neke spremenljivke bo ogrodje namreč
samo vedelo, da mora komponento pregledati in morebiti posodobiti pri-
kazane podatke. Slednje pa prinaša tudi manǰso past. V primeru, da znotraj
neke funkcije obsežno posodabljamo podatke, nam to velikokrat kliče metodo
set, kar je lahko časovno potratno. V tem primeru moramo iskati alterna-
tive, s katerimi poskrbimo, da reaktivnosti ne sprožimo prepogosto (na primer
začasna vpeljava lokalne spremenljivke, kloniranje objektov ipd.).
4.5 Testiranje zahtevnosti izvajanj
Ker smo v poglavju 4.4 odkrili kar nekaj časovnih razlik, do katerih pride
zaradi dodatnih metod get in set, smo se odločili narediti še nekaj dodatnih
testov. Ti nam bodo razkrili, koliko na čas izvajanja kode vplivajo dejanske
različne implementacije objektov in kako potratna je ostala funkcionalnost
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v implementaciji ogrodij. Rezultati bodo vplivali tudi na našo predlagano
rešitev v poglavju 5.1. Ker ti testi niso vezani na ogrodje, smo jih poleg
testiranja v brskalniku pognali in preverili tudi v Node.js 12.
V nadaljevanju bomo izvedli nekaj testov, kjer bomo merili čas deset
milijon-kratnega posodabljanja lastnosti na objektih z različnimi definicijami,
kot to prikazuje koda 4.5. V vsaki iteraciji bomo v objektu števec povečali za
ena, tako kot smo to počeli v testih od 1 do 3. Rezultate bomo medsebojno
primerjali v poglavju 4.5.4.
Izvorna koda 4.5: Koda povečevanja števca znotraj objekta
1 for (let i = 0; i < 10000000; i++) {
2 obj.counter ++;
3 }
4.5.1 Nastavljanje lastnosti spremenljivke objekta
V tabeli 4.12 so predstavljeni rezultati meritev posodabljanja najbolj osnovne
definicije objekta iz kode 4.6.
Izvorna koda 4.6: Osnovna definicija objekta
1 let obj = { counter: 1 };
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4.5.2 Uporaba metod get in set
Vue ob inicializaciji komponente na vse lastnosti objekta doda metodi get
in set, s katerima implementira reaktivnost. V prvem od spodnjih dveh
primerov (test 7) smo testirali, časovno zahtevnost, če v objekt direktno
podamo get in set metodi, kot to prikazuje koda 4.7.
Izvorna koda 4.7: Definicija objekta z get in s set metodama
1 let obj = {
2 _counter: 1,
3 set counter(name) {
4 this._counter = name;
5 },




V drugem primeru (test 8) pa smo testirali način, ki ga uporablja Vue s
svojo implementacijo. To je s pomočjo funkcije Object.defineProperty, ki
na način prikazan v kodi 4.8 prepǐse obstoječe lastnosti objektov.
Izvorna koda 4.8: Naknadna določitev metod get in set objektu
1 let secInit = 1;





7 secInit = newVal;
8 }
9 });
Rezultate obeh zgoraj naštetih primerov prikazuje tabela 4.13.
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Tabela 4.13: Test 7 in 8: posodabljanje lastnosti prek metod get in set
Brskalnik objektni s funkcijo Object.define
Chrome 2.125 ms 1.087 ms
Firefox 26 ms 270 ms
Node.js 1.339 ms 1.206 ms
4.5.3 Uporaba objekta Proxy
ES6 definira posrednika, s katerim lahko ulovimo manipuliranje z lastnostmi
objekta. V tabeli 4.14 so prikazani rezultati meritev posodabljanja objekta
prek posrednika. Definirali smo štiri različne posrednike. Prvega brez vseh
funkcij (v spodnji tabeli z naslovom brez), takega samo s funkcijo set (v
spodnji tabeli z naslovom s set), takega samo s funkcijo get (v spodnji
tabeli z naslovom z get) in takega z obema funkcijama (v spodnji tabeli z
naslovom z obema). Slednji je prikazan v kodi 4.9.
Izvorna koda 4.9: Definicija nadzornika in posrednika
1 const handler = {
2 get: function (target , prop , receiver) {
3 return target[prop];
4 },
5 set: function (obj , prop , value) {
6 // The default behavior to store the value
7 obj[prop] = value;
8




13 let obj = new Proxy(target , handler)
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Tabela 4.14: Test 9, 10, 11, 12: posodabljanje lastnosti prek Proxy objekta
Brskalnik brez s set z get z obema
Chrome 4.469 ms 1.244 ms 4.546 ms 1.234 ms
Firefox 4.030 ms 3.714 ms 6.001 ms 5.384 ms
Node.js 3.806 ms 876 ms 3.846 ms 827 ms
4.5.4 Analiza rezultatov testiranj
Ker smo v vsaki iteraciji zanke števec povečevali za ena, smo morali trenutno
vrednost spremenljivke najprej pridobiti in jo nato še zapisati nazaj, kar
pomeni, da smo po enkrat uporabili tako metodo get kot tudi set.
Če medsebojno primerjamo tabele, lahko ugotovimo, da med brskalni-
koma prihaja do nekaterih razlik. Tako sta se Chrome in Node.js najbolje
odrezala pri klasični definiciji objekta (test 6), medtem ko se je brskalnik Fire-
fox pri taki, ki vsebuje metodi get in set (test 7). Sklepamo, da do časovnih
razlik prihaja zaradi različnih implementacij pogonov programskega jezika
JavaScript med brskalnikoma.
Podrobneje smo preverjali zakaj do takšnih razlik prihaja pri testih 7 in
8. Na svetovnem spletu smo zasledili nekaj podobnih opažanj in časovnih
razmerij. Brskalnik Chrome, naj bi v testu 8 deloval hitreje od testa 7, ker s
klicem funkcije defineProperty metodi get in set zapǐse v prototip objekta.
To pa naj bi brskalniku optimiziralo in pohitrilo dostop do zahtevane funk-
cije. Prav tako pa smo zasledili nekaj komentarjev, da je implementacija
konfigurabilnih metod get in set v brskalniku Chrome počasna in je sko-
raj na nivoju posrednika Proxy [44, 45]. Takšne sklepe pa imamo glede na
rezultate tudi mi.
Kot lahko razberemo, se je pri primerjavi med posredniki Proxy (v tabeli
4.14) najbolje obnesel tisti, ki je imel v spremenljivki handler podano set
funkcijo. Pri testih, kjer te funkcije nismo podali pa je stvar presenetljivo
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delovala počasneje, a v vsakem primeru še vedno pravilno. Sklepamo, da
je to zaradi načina delovanja objekta Proxy. Ta najverjetneje poskuša najti
podano funkcijo; če pa ta ne obstaja, se loti izvajanja privzete. Prav tako
ugotavljamo, da je uporaba posrednika počasneǰsa od drugih testiranih pri-
stopov iz razloga, ker vsebuje še en dodaten vmesni korak pri procesiranju
in na koncu še vedno nastavlja ali vrača vrednost iz izvornega objekta.
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Poglavje 5
Nadgradnja ogrodja Angular
To poglavje predstavlja predlog naše rešitve za poenostavitev programiranja
znotraj ogrodja Angular, njeno realizacijo in testiranje njene učinkovitosti.
5.1 Predlog nadgradnje
Angular vsebuje že opisano rešitev optimizacije komponente s preklopom na
način zaznavanja sprememb OnPush. Ta je pri pisanju programske kode za
programerja večji izziv, saj se mora zavedati vseh posledic, do katerih pride
z implementacijo tega načina.
V tem delu predlagamo nov še dodaten pristop k reševanju problema
zaznavanja sprememb v ogrodju Angular. Naš predlog je možnost vpeljave
novega načina za zaznavanje sprememb, podobnega reaktivnosti iz ogrodja
Vue. Posledično si želimo, da se preverjanje komponente ne bi dogajalo
vsakič (tako kot se to dogaja pri privzetem načinu), ampak samo ob izpolni-
tvi ustreznih pogojev (spremembi ključnih podatkov v analizirani ali otroški
komponenti) in da bi se obenem lahko izognili ročnemu klicanju funkcij iz
objekta ChangeDetectorRef za zaznavanje sprememb, kot je to potrebno pri
načinu OnPush.
Namen je, da implementiramo povsem nov ChangeDetectionStrategy,
programer v ogrodju pa se bo lahko sam odločil, kje bi tak način uporabil.
65
66 POGLAVJE 5. NADGRADNJA OGRODJA ANGULAR
Cilj je, da bi lahko aplikacija delovala s prepletanjem vseh treh načinov, torej
privzetega, OnPush ter novega reaktivnega. Želimo si, da bi način deloval
optimalneǰse od privzetega in bi bil hkrati enostavneǰsi za uporabo od načina
OnPush. Glede na ugotovitve iz poglavja 4.4 v naprej sklepamo, da bo sistem
deloval slabše pri zelo pogostem nastavljanju spremenljivk, zato bomo take
primere še dodatno potestirali in iskali morebitne dodatne rešitve.
5.1.1 Predviden način implementacije
Zamislili smo si rešitev, v kateri bi komponento, ob spremembi vrednosti
spremenljivk, označili kot umazano. S tem bi sistemu za zaznavanje spre-
memb sporočili, da je to komponento potrebno pregledati v naslednjem ciklu
in da je morebitne spremembe potrebno odraziti na uporabnǐskem vmesniku.
Rešitev se bo programirala z uporabo objekta Proxy, ki je del ES6, kar
posledično pomeni, da določene rešitve ne bodo delovale v stareǰsih brskalni-
kih. Da bi rešili ta problem, bomo preučili možnost, da bi se ob prevajanju v
verzijo ES5 ta način izvajal enako kot privzeti. Z uporabo Proxy posrednikov
se namreč lahko izognemo podobnim težavam, kot jih ima trenutno Vue in
so opisane v poglavju 3.3.4.
5.1.2 Predviden način delovanja
Kot omenjeno, je namen nadgradnje, da bi ta delovala skladno z že implemen-
tiranima rešitvama zaznavanja sprememb. V nadaljevanju si bomo ogledali
primer na sliki 5.1, ki predstavlja drevesno strukturo neke Angular aplikacije,
ki že implementira reaktivnost.
Po primeru na sliki bi komponenta 3 še vedno potrebovala klic metode
markForCheck v primeru, da bi se zgodila neka sprememba podatkov znotraj
samo te komponente. To bi bilo potrebno zato, ker se v nasprotnem primeru
ne bi zgodilo preverjanje komponente 2. Glede na rekurzivni diagram poteka
zaznavanja (na sliki 3.2) pa vemo, da tudi ne za komponenti 3 in 4. Da bi se
takemu zapletu izognili, bi bilo najbolje komponenti 3 nastaviti reaktivnost
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Slika 5.1: Primer drevesne strukture prepletanja komponent z različnimi
načini zaznavanja sprememb
in s tem ne bi imeli več problemov.
V primeru sprememb v komponenti 7 bi ta morala zaznati spremembe
ne glede na način zaznavanja v starševskih komponentah. Torej, ko se bo ta
označila kot umazana, se bodo morale tudi vse starševske komponente.
Pri vseh ostalih primerih komponent na sliki bi morala naša aplikacija
delovati skladno s sistemom opisanim v poglavju 3.1.2.
Če bi v naši aplikaciji imeli vse komponente z načinom reaktivnosti, ali pa
da bi imeli na vrhu drevesne strukture vse s privzetim načinom ter od neke
točke naprej vse z reaktivnostjo, je cilj, da bi naša aplikacija delovala (in
ustrezno posodabljala podatke na uporabnǐskem vmesniku) brez vsakršnih
klicev funkcije markForCheck ali njej podobnih. Prav tako je cilj, da se
zaznavanje sprememb v komponentah z reaktivnostjo ne sproži, če ni prǐslo
do sprememb, ki jih izrisujemo na uporabnǐskem vmesniku.
5.2 Realizacija nadgradnje
V tem poglavju bomo opisali, kako smo si pripravili delovno okolje in kako
smo se lotili nadgradnje.
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5.2.1 Priprava okolja
Naše nadgradnje smo se lotili tako, da smo si iz portala GitHub klonirali
privzet repozitorij ogrodja Angular [24]. Skladno z navodili za razvijalce
(priloženimi ob kodi), smo si za razvoj uredili orodje yarn in z njim namestili
še druge zahtevane knjižnice.
Med pregledom strukture smo ugotovili, da je trenutna različica ogrodja
razdeljena na 20 paketov, med njimi najdemo že omenjeni CLI in zone.js.
Med drugimi pa najdemo še pakete core, compiler, routing, http, paket
za nadgradnjo in podobne. Ker bomo v naši nalogi posodabljali glavno funk-
cionalnost zaznavanja sprememb, bomo večino našega dela izvedli v paketu
core.
5.2.2 Dodajanje novega tipa zaznavanja sprememb
V kodi smo poiskali še ne zgrajene in ne optimizirane dele TS kode, ki smo
jih med delovanjem že analizirali in obravnavali v poglavju 3.1.4. Relevantna
programska koda, ki služi za zaznavanje sprememb, se je nahajala v devetih
različnih datotekah znotraj paketa core, poleg njih pa smo našli še nekaj
pomembnih datotek, kjer so definirani različni tipi in pomožne funkcije.
Poiskali smo definicijo objekta ChangeDetectionStrategy, ki definira
načine za zaznavanje sprememb. Odkrili smo, da je ta definiran na dveh me-
stih, in sicer v datoteki core/src/change detection/constants.ts (paket
core) kot tudi v compiler/src/core.ts (paket compiler). Koda obeh pa
se prav tako sklicuje na enumerator z enakimi lastnostmi ViewFlags. Tudi
ta je definiran v vsakem paketu posebej. Na vseh štirih mestih smo te do-
polnili z našim novim tipom, ki ga bomo v kodi imenovali Reactivity (kar
pomeni reaktivnost).
Pridobljeno kodo smo po ogledu in dodajanju nove strategije za zaznava-
nje sprememb tudi testno zgradili. Izgradnjo smo sprožili z zato predvidenim
ukazom node ./scripts/build-packages-dist.js. Sam proces je prvič
trajal kar nekaj minut, na koncu pa smo kot uspešen rezultat dobili mape,
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Slika 5.2: Možnost uporabe reaktivnosti
strukturno enake tistim, ki jih imamo običajno v naših Angular projektih v
mapi node modules/@angular/.
V naši testni aplikaciji, ki smo jo uporabljali za analiziranje kode smo
slednjo mapo nadomestili s pravkar zgrajenimi datotekami. Kot posledica
tega se nam je v kodi naše aplikacije pojavila možnost dodajanja načina
Reactivity za zaznavanje sprememb. To prikazuje slika 5.2, ki je zajeta v
našem integriranem razvojnem okolju.
5.2.3 Implementacija reaktivnosti
V poglavju 5.2.2 smo uspešno dodali nov tip za zaznavanje sprememb na
našem projektu, ki pa zaenkrat še ničesar ne počne. Zato smo v nadaljevanju
izvorno kodo ogrodja nadgradili še na dveh dodatnih mestih.
Najprej smo v procesu zaznavanja sprememb izenačili Reactivity in
OnPush, saj želimo, da se zaznavanje sprememb kliče v manj primerih kot
v privzetem načinu. Po tej izenačitvi se naše komponente z načinom reak-
tivnosti začele obnašati enako, kot če smo jim določili način OnPush. Za tem
smo se lotili dodajanja glavne logike, ki bo skrbela za dodajanje in delovanje
reaktivnih komponent.
Ugotovili smo, da je v programski kodi za glavni korak dodajanje reak-
tivnosti najprimerneǰsa lokacija za tem, ko se pokliče proces za izgradnjo
komponente. To je znotraj že nekajkrat omenjene funkcije refreshView,
pred klicem inicializacijskega življenjskega cikla.
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Delovanje dodajanja reaktivnosti
Naš sistem reaktivnosti bo deloval na podoben način kot način OnPush. Raz-
lika bo v tem, da bomo zaznali tudi spremembe znotraj komponente in temu
primerno komponento označili kot umazano. Za implementacijo tega smo
komponento takoj ob nastanku obdali s posrednikom Proxy. To smo storili
s pomočjo naše nove funkcije, ki smo jo poimenovali addReactivity.
Slednja deluje tako, da se sprehodi čez vse lastnosti podanega objekta
(ob inicializaciji je to komponenta) in nad vsemi lastnostmi, ki so tipa objekt
rekurzivno kliče našo nov funkcijo za dodajanje reaktivnosti. Na koncu kot
rezultat slednja vrne objekt Proxy z nadzornikom, ki se izvaja nad podanim
vhodnim objektom.
V nadzorniku sta definirani metodi get in set. V obeh preverjamo da ne
prihaja do dostopa rezerviranih spremenljivk, v metodi set pa poleg nastavi-
tve vrednosti v izvorni objekt (torej poleg privzetega delovanja), komponento
tudi označimo kot umazano.
5.3 Izzivi pri realizaciji
V tem poglavju bomo predstavili izzive, s katerimi smo se srečali pri tej
implementaciji in kako smo te reševali.
5.3.1 Globina objekta
Kot že omenjeno, ima JavaScript šest podatkovnih tipov spremenljivk. Naše
zaznavanje sprememb mora delovati nad vsemi, obenem pa se izziv prikaže
pri objektih. Te imajo lahko večjo (poljubno) globino, saj ima lahko nek
objekt na eni od svojih lastnosti (morda tudi na vseh) podan drug objekt ali
v kakšnem skrajnem primeru celo cikel.
Prvi problem smo kot že omenjeno rešili na način, da se sprehodimo čez
vse lastnosti objekta in za njih rekurzivno kličemo funkcijo za nastavitev
reaktivnosti. Sprehod čez vse lastnosti objekta smo realizirali s pomočjo
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funkcije Object.keys, ki nam vrne vse nastavljene ključe objekta. Za zago-
tovitev polne funkcionalnosti pa smo morali reaktivnost nastaviti tako nad
objektom kot tudi nad vsemi lastnostmi tipa object. Pri tem smo morali
biti pozorni na vrednost null, saj nam klic typeof null vrne, da je sle-
dnja objekt. Če pa kličemo Object.keys(null);, nam sistem vrne napako
v izvajanju. To moramo zato predhodno preprečiti z ustreznim pogojnim
stavkom.
Da bi se izognili ciklom (nastavljanju posrednika nad objektom, ki je že
sam posrednik), smo v metodi get in set implementirali nekaj lastnosti, ki
v privzetih objektih niso nastavljeni. Definirali smo:
• v metodi get parameter isProxy , ki vrne seznam komponent, v
katerih je ta Proxy že definiran (in zanj kliče zaznavanje sprememb),
• v metodi set setProxy , ki že obstoječemu Proxy objektu doda novo
komponento, v kateri se lastnost nahaja,
• v metodi set removeProxy , ki podano komponento odstrani iz tre-
nutnega Proxy-ja (to smo klicali ob uničenju komponente).
Definicija teh lastnosti je bila potrebna, ker drugače iz spremenljivke ni-
smo mogli ugotoviti ali dostopamo do posrednika ali neposredno do objekta.
5.3.2 Seznami
Kot smo videli v poglavju 3.3.4, Vue ne uspe zaznati sprememb pri poso-
dabljanju vrednosti v seznamu direktno prek indeksa. Ta problem na našo
srečo rešuje že sam Proxy, kjer lahko z definiranjem posrednika na seznam
zaznamo takšne vrste sprememb.
Če nad JavaScript seznamom poženemo ukaz typeof, nam ta vrne rezul-
tat object. Posledično to pomeni, da nam vsa logika tu deluje enako kot je
opisana v poglavju 5.3.1.
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5.3.3 Nastavljanje nove lastnosti
Ob določanju nove vrednosti neke spremenljivke ali lastnosti nekega objekta,
ki vsebuje reaktivnost, moramo biti pozorni na to, kakšen tip vrednosti se
dodaja. Če namreč med izvajanjem komponente (in ne ob inicializaciji)
prepǐsemo neko vrednost z novim objektom, moramo zanj (za pravilno nada-
ljevanje izvajanja) prav tako zagotoviti reaktivnost. Slednje smo realizirali s
prestrezanjem in zaznavanjem v posredniku, pred nastavitvijo lastnosti v iz-
vorni objekt pa smo nad njo klicali funkcijo addReactivity, ki zna poskrbeti
za dodajanje reaktivnosti tudi po tem, ko je komponenta že inicializirana.
5.3.4 Pripadnost spremembe in sproženje zaznavanja
sprememb
Ob nastavljanju nove vrednosti spremenljivke z reaktivnostjo mora naš sistem
vedeti, v kateri komponenti se ta spremenljivka nahaja in jo nato označiti kot
umazano. Ker pa se naša spremenljivka s pomočjo doseganja lahko nahaja v
več komponentah hkrati, se morajo posledično vse reaktivne komponente ki
vsebujejo ta podatek, označiti kot umazane.
Za označevanje umazanosti komponente imamo v ogrodju že spisani dve
funkciji. To sta markDirty in markViewDirty. Prva najprej kliče drugo, nato
pa dodatno sproži še planiranje klica funkcije tick v zone.js (ki je opisan
tudi v poglavju 3.1.4). Druga funkcija (ki se kliče v obeh primerih) pa samo
označi podano komponento ter vse starševske komponente kot umazane.
Ker v naši kodi želimo čim bolj optimalno stanje zaznavanja sprememb
in ker v veliki večini primerov deluje in zadošča samo druga funkcija, smo
se v našem primeru nadgradnje odločili uporabiti slednjo. Za kakšne robne
primere (ki so skupni primerom s privzetim ali OnPush načinom) pa lahko
programer v svoji aplikaciji še vedno kliče funkcijo markForCheck za sprožitev
zaznavanja sprememb.
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5.3.5 Neenakost
Kot že omenjeno v poglavju 3.3.5 o Proxy-ju, izvorni in Proxy objekt ne
vračata enakosti (obj !== new Proxy(obj)). To pomeni, da moramo v naši
kodi poskrbeti, da se nam v kodi ne pojavljata obe instanci objekta, ampak
vedno samo tista s Proxy-jem, ki nato komunicira z izvornim objektom.
Da smo se v naši kodi izognili kakšnim napačnim podvajanjem objekta,
smo že takoj ob inicializaciji spremenljivk nastavili Proxy in tega vrnili tudi
inicializacijskemu postopku. S tem smo zagotovili, da Angular izvorna koda
v stanju reaktivnosti nikoli ne prejme ne-reaktivnega objekta, kar prepreči
morebitne kasneǰse probleme.
5.3.6 Doseganje reaktivnih spremenljivk
Ker v naši nadgradnji naredimo komponentne spremenljivke reaktivne, mo-
ramo poskrbeti, da se reaktivnost pravilno prenaša v otroške komponente.
To pomeni, da če iz reaktivne starševske komponente v reaktivno otroško
komponento pošiljamo podatke, bo ta ob prejemu že del posrednika. Zaradi
optimizacije delovanja ta ne bo smela zgraditi novega, ampak v obstoječega
dodati zaznamek, da se nahaja ta spremenljivka tudi v tej komponenti.
Za pomoč pri tem smo uporabljali v poglavju 5.3.1 omenjena parame-
tra setProxy in removeProxy . Prva skrbi za to, da se ob nastavitvi
reaktivnosti ne podvoji Proxy, ampak se vanj samo zapǐse še dodatno kom-
ponento, pri kateri se bo klicalo zaznavanje sprememb. Druga pa ob uničenju
komponente poskrbi, da naš Proxy več ne označuje neobstoječe komponente
kot umazane, obenem pa s tem tudi uničimo referenco na spremenljivko
komponente in omogočimo čǐsčenje pomnilnika (preprečimo odtekanje po-
mnilnika).
5.3.7 Reaktivne spremenljivke
Prvotno smo si zamislili, da bi naš sistem vsem lastnostim v reaktivni kom-
ponenti dodelil Proxy, med testiranjem pa smo naleteli na problem. Če se
74 POGLAVJE 5. NADGRADNJA OGRODJA ANGULAR
ob inicializaciji sprehodimo čez vse lastnosti objekta komponente, potem se
sprehodimo tako čez privatne kot tudi javne spremenljivke. Ker se med
privatnimi nahajajo samostojne storitve, ki so dodane preko vstavljanja od-
visnosti, bi bilo za njih zelo potratno in nepotrebno nastavljati reaktivnost.
Podoben problem predstavljajo tudi najrazličneǰsi objekti iz knjižnic za
asinhronost rxjs ter vhodno-izhodne anotacije. Te namreč vsebujejo kar
nekaj svojih lastnosti, ki služijo delovanju in so za delovanje reaktivnosti
nepomembni. Posledično se tudi njim ne splača nastavljati posrednika, s
čimer bi se drugače delovanje močno upočasnilo, obenem pa bi se povečala
poraba pomnilnika.
Najprej smo problem želeli reševati na način zaznavanja in izločanja
določenih tipov spremenljivk, a kmalu smo ugotovili, da je teh izjem preveč
ter da se ob morebitnem implementiranju novih naredi dodatno delo na tem
problemu. Ker bi to performančno upočasnilo delovanje, smo se odločili po-
iskati drugačno rešitev.
Za rešitev problema smo se odločili dodati še en opcijski parameter v de-
finicijo komponente, ki smo ga v kodi poimenovali reactiveProperties. Ta
predstavlja seznam imen spremenljivk, za katere želimo, da se nam upošteva
reaktivnost. Privzeto (ne glede na to, ali programer to določi ali ne), smo na-
stavili, da bo lastnost data v vsakem primeru reaktivna. Za to smo se odločili,
da programerjem olaǰsamo programiranje in da atribut reactiveProperties
ni vedno potreben. S tem pa smo delno to nadgradnjo tudi približali delova-
nju ogrodja Vue.
Ker smo z uporabo definicije parametra reactiveProperties spremenili
nastavitev, na katerih spremenljivkah se lahko reaktivnost nahaja, se nam je
odprla možnost za dodatno optimizacijo. Namesto da na prvi nivo kompo-
nente obesimo Proxy, smo se odločili, da s funkcijo Object.defineProperty
definiramo reaktivne spremenljivke. S tem bomo izkoristili manǰso časovno
zahtevnost funkcije (predvsem v brskalniku Firefox), ki smo jo pokazali s
primerjavo med tabelama 4.13 in 4.14.
Veliko večino nove kode, ki smo jo pripravili za nadgradnjo ogrodja smo
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programirali v paket core. Zadnji opisan prispevek (dodajanje dodatnega
atributa) pa smo zaradi optimizacije in narave izvajanja ogrodja, delno mo-
rali dodati tudi v compiler del. Ogrodje namreč v naprej prevede in iz-
vede določene dele kode in med njih sodijo tudi atributi, podani v anotaciji
Component.
5.3.8 Hranjenje seznama reaktivnih komponent
Kot že omenjeno, se zaradi doseganja lahko neka spremenljivka nahaja v več
komponentah hkrati. To pomeni, da moramo v našem posredniku vedeti, kje
vse se nahaja, da lahko sprožimo ustrezno zaznavanje sprememb.
Ker pa lahko v otroško komponento pošljemo samo del objekta, se lahko
zgodi, da ima objekt različen seznam komponent, v katerih se nahaja, kot pa
njegove lastnosti. Do tega lahko pride predvsem pri globokih objektih.
Zaradi teh opisanih lastnosti moramo za vsak objekt hraniti vedeti kje
se nahaja. Za definicijo tega smo si rezervirali ključno besedo isProxy ,
v kateri hranimo seznam vseh komponent. Slednjega lahko posodabljamo
preko lastnosti, opisanih v poglavju 5.3.1.
Ker pa za našo dodatno lastnost ne želimo, da bi bila vidna navzven, smo
zanjo morali definirati enumerable: false. S tem smo preprečili, da bi se
ključ lastnosti vračal s klicem Object.keys ali podobnimi funkcijami.
5.3.9 Dodajanje samo na komponento
Ker smo posodabljali Angular kodo na takih mestih, ki so skupna inicia-
lizaciji tudi drugih elementov (na primer cevovodov), smo se pred dodaja-
njem reaktivnosti morali prepričati ali inicializacijski postopek res poteka
za komponento. Ne-komponente namreč nimajo podanih nekaterih vhodnih
podatkov (npr. reactiveProperties), kar bi lahko pripeljalo do napak pri
izvajanju.
Da smo se izognili temu problemu, smo uporabili že obstoječo funkcijo
isComponentDef, ki nam vrne ali trenutni postopek poteka za komponento.
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5.3.10 Uporaba funkcij
V primeru, da se je nastavljal Proxy nad funkcijo ali pa nad objektom, ki
je vseboval funkcijo, nas je to pripeljalo do težav pri njeni izvedbi, če se je
ta sklicevala na lastnosti lastnega objekta. Problem je nastal, ker se je pri
uporabi posrednika izgubil doseg in posledično je spremenljivka this kazala
drugam. Težavo smo rešili v metodi get s klicem dodatne funkcije bind,
ki je iskani funkciji vrnila doseg na izvorni objekt. Dokler slednjega nismo
uredili, so se nam določene metode vračale napako in med drugim nam ni
deloval objekt Date.
Slednje pa je povzročilo novo težavo. Če funkcija nato dostopa direktno
do lastnosti objekta in se pri tem izogne posredniku, to posledično pomeni,
da spremembe nismo zaznali. Problem smo rešili tako, da smo komponento
označili kot umazano tudi v tem primeru, torej ob pridobivanju funkcije iz
posrednika.
5.3.11 Čǐsčenje reaktivnosti ob uničenju komponente
Če si nek podatek deli več reaktivnih komponent, potem se ti podatki lahko
obdržijo tudi po uničenju kakšne komponente. Posledično moramo to kom-
ponento odstraniti iz vseh reaktivnih delov, ki jo zajemajo.
Problem smo rešili tako, da smo se po izvedbi funkcije ngOnDestroy re-
kurzivno sprehodili čez vse reaktivne lastnosti objekta komponente in nad
njimi klicali removeProxy za našo komponento v brisanju.
5.4 Optimizacija nadgradnje
Ob realizaciji naše nadgradnje in njenem testiranju smo odkrili in realizirali
tudi nekaj optimizacij, ki so opisana v tem poglavju.
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5.4.1 Preskok določenih nastavitev
Angular ob izgradnji komponente v njene lastnosti na ključ ngContext
(oziroma kot je označen v kodi MONKEY PATCH KEY NAME) doda objekt, ki
hrani podatke o komponenti. Ker je objekt zelo obsežen, za našo reaktivnost
pa nima nekega bistvenega pomena, smo se odločili, da ta objekt nastavimo
direktno, brez vseh klicev funkcij v povezavi z reaktivnostjo.
Ker gre za zelo obsežen objekt, smo s tem preprečili problem preobreme-
nitve brskalnika ter nastavitve preveč nepotrebnih posrednikov v kodi.
5.4.2 Pomnilnǐska optimizacija
Po sami realizaciji naše nadgradnje in njenem testiranju, smo se lotili opti-
mizacije naše kode. Ena večjih optimizacij je bila, da smo nadzornik (ang.
handler) za Proxy definirali globalno izven funkcije. S tem smo zagotovili,
da obstaja samo en nadzornik za vse posrednike, s čimer računamo, da se bo
ta nahajal samo na enem mestu v pomnilniku naše aplikacije.
V tem poglavju si bomo najprej ogledali, kako lahko uporabniki ogrodja
naš prispevek vključijo v svoje Angular komponente, nato pa sledi pred-
stavitev rezultatov analize učinkovitosti, ki je narejena po zgledu testov iz
poglavja 4.4. Na koncu sledi še primerjava naše reaktivnosti s tisto, ki jo
vključuje Vue, za tem pa še razprava o možnem nadaljnjem delu.
5.5 Psevdokoda delovanja
Ena glavnih lastnosti naše nadgradnje je nadzornik objekta Proxy. Ta skrbi
za ustrezno zaznavanje sprememb in večino rešitev opisanih v poglavju 5.3.
Spodnji psevdokodi predstavljata metodo get (algoritem 1) in set (algoritem
2) tega nadzornika.
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Algoritem 1 Psevdokoda metode get
1: if ključ iskane lastnosti je rezervirana beseda then
2: vrni napako
3: else if tip iskane lastnosti funkcija then




Algoritem 2 Psevdokoda metode set
1: if ključ nastavljajoče lastnosti je MONKEY PATCH KEY NAME then
2: lastnost objekta← nova vrednost {poglavje 5.4.1}
3: else
4: oznakaUmazanosti← false
5: if ključ nastavljoče lastnosti je rezervirana beseda then
6: vrni napako
7: else if ključ nastavljoče lastnosti je setProxy then
8: dodaj komponento v seznam reaktivnih {poglavja 5.3.1, 5.3.6, 5.3.8}
9: rekurzivno kliči za vse otroke lastnosti objekta
10: vrni true
11: else if ključ nastavljoče lastnosti je removeProxy then
12: odstrani komponento iz seznam reaktivnih {poglavja 5.3.1, 5.3.6, 5.3.8}
13: rekurzivno kliči za vse otroke lastnosti objekta
14: vrni true
15: else if nova vrednost je objekt in ni null then
16: lastnost objekta← dodaj reaktivnost(nova vrednost)
17: oznakaUmazanosti← true {poglavja 5.3.1 5.3.3, 5.3.4}
18: else
19: lastnost objekta← nova vrednost
20: oznakaUmazanosti← true {poglavji 5.3.3, 5.3.4}
21: end if
22: if oznakaUmazanosti then
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5.6 Primer uporabe reaktivnosti
V kodi 5.1 je predstavljen primer programske kode komponente v ogrodju
Angular, ki implementira reaktivnost.
Izvorna koda 5.1: Primer definicije reaktivne komponente
1 @Component ({
2 selector: 'app-test ',
3 templateUrl: './ test.component.html ',
4 changeDetection: ChangeDetectionStrategy.Reactivity ,
5 reactiveProperties: ['counter ', 'self'],
6 })
7 export class TestComponent implements OnInit , OnDestroy {
8
9 @Input () test: string;
10 public self = '';
11 public counter = 0;
12 private timer;
13
14 constructor () { }
15
16 ngOnInit () {
17 this.timer = timer(0, 2000).subscribe (() => {




22 ngOnDestroy () {






Kaj se dogaja v kodi 5.1:
• v 4. vrstici se nahaja nastavitev, s katero lahko določimo, da je naša
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komponenta reaktivna,
• v 5. vrstici določimo reaktivne spremenljivke komponente (poleg določenih
postane reaktiven tudi data),
• v 9. vrstici je definirana vhodna spremenljivka test; kot lahko vidimo,
te nismo določili kot reaktivne, saj je nizovnega tipa in posledično se bo
ob vhodnem spreminjanju komponenta že privzeto označila kot uma-
zana (ker naša nadgradnje izhaja iz OnPush načina); če bi šlo za vho-
dni objekt, pa bi za zaznavanje sprememb na lastnostih, slednjo morali
označiti kot reaktivno,
• v 10. in 11. vrstici sta deklarirani spremenljivki, ki smo ju označili kot
reaktivni,
• v 18. vrstici periodično na dve sekundi spreminjamo vrednosti vhodnih
spremenljivk in posledično sprožimo reaktivnost.
Kot lahko vidimo v primeru, imamo v tej kodi definiran tudi časovnik, na
katerega smo prijavljeni ter prijavo držimo v privatni spremenljivki timer.
Ravno takšno hranjenje spremenljivk (ki v ozadju vsebujejo kar nekaj po-
datkov in referenc) nas je privedlo do tega, da smo morali v nadgradnjo
implementirati parameter reactiveProperties, saj je naše testiranje poka-
zalo, da je rekurzivno spreminjanje takih spremenljivk potratno in povsem
neučinkovito.
5.7 Analiza nadgradnje
Že realizirano aplikacijo v ogrodju Angular s privzetim načinom zaznavanja
(opisano v poglavju 4) smo nadgradili na način reaktivnosti. Proces je bil
preprost, v vse komponente smo samo nastavili nov način zaznavanja spre-
memb in določili reaktivne lastnosti. Nato se je po zagonu naša aplikacija
izvajala skladno s pričakovanji.
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5.7.1 Primerjava velikosti
Našo novo aplikacijo smo zgradili v produkcijski paket. Njegova skupna
velikost je bila 1.312 kB. Izvedli smo še test v brskalnik Chrome, kjer se nam
je skupno preneslo za 660 kB kode.
Skupna velikost projekta je tako za 8 kB večja od aplikacije, ki je bila
zgrajena s še ne nadgrajeno verzijo ogrodja Angular, oziroma v brskalnik
se nam prenese za 4 kB več kode. Iz tega lahko razberemo, da je naša
nadgradnja ogrodja za 4 kB povečala obsežnost zgrajenega jedra ogrodja.
5.7.2 Obremenitev naprave
Tudi nad našo novo aplikacijo smo izvedli iste teste z ogrodjem Cypress, kot
smo to storili za ostale v poglavju 4.3.2.
Povprečen skupni čas izvajanja istih testov, kot jih predstavljamo v tabeli
4.3, je bil 116 sekund. Ta čas je enak tistemu pri Angular OnPush.
Tudi nad to aplikacijo smo izvedli en dalǰsi test (ki se sprehaja čez aplika-
tivni del aplikacije) in obenem testirali performančno učinkovitost (enako kot
za aplikacije v tabeli 4.4), nato pa še kraǰsega - deset sekundnega (enakega
kot pri aplikacijah v tabeli 4.5). Rezultate testov na reaktivni komponenti
prikazuje tabela 5.1.
Tabela 5.1: Obremenitev naprave pri aplikaciji z reaktivnimi komponen-
tami
Celoten test Preprost test
Izvajanje testa 83,98 s 10 s
Izvajanje JS 19.588 ms 303 ms
Renderiranje 5.612 ms 264 ms
Risanje 1.876 ms 391 ms
Pomnilnik 18 - 35 MB 4,5 - 5,6 MB
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Slika 5.3: Poraba pomnilnika v testnih aplikacijah za celoten test z ogrodjem
Cypress
Za rezultate v tabeli 5.1 vidimo, da so ti večinoma podobni tistim z
načinom OnPush. Tako tudi noben od teh testov ni preobremenjeval naše
naprave, vse skupaj pa se je lepo prikazovalo na uporabnǐskem vmesniku.
Primerjavo porabe pomnilnika (na grafih z modro) iz tabel 4.4 in 5.1 pri-
kazuje tudi slika 5.3, zajeta iz brskalnika Chrome. Grafi prikazujejo še število
referenc na HTML elemente v JavaScripti (z zeleno) ter število aktivnih po-
slušalcev sprememb (z oranžno).
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5.7.3 Testiranje zahtevnosti spreminjanja stanj
Tudi znotraj posodobljene aplikacije smo pognali iste teste (od 1 do 5), kot
so opisani v poglavju 4.4.
Tabela 5.2: Testi 1 na naši reaktivni komponenti
Test 1A Test 1B Test 1C Test 1A na globini
Chrome 2.536 ms 3.498 ms 22.691 ms 2.632 ms
Firefox 324 ms 404 ms 42.349 ms 484 ms
Če primerjamo rezultate iz tabele 5.2 s tistimi iz tabel 4.6 in 4.7, lahko vi-
dimo, da se novi sistem odziva podobno kot tisti v Vue aplikaciji. Z večanjem
števila sprememb se namreč poveča tudi zahtevnost označevanja sprememb.
Do nihanja pri rezultatih med brskalnikoma pa v tem primeru pride zaradi
prepletanja uporabe posrednika (ki se odraža predvsem v primeru 1C) in
določenega nastavljanja z Object.defineProperty, ki je posledica optimi-
zacije, opisane v poglavju 5.3.7.
Tabela 5.3: Testi od 2 do 5 na naši reaktivni komponenti
Test 2 Test 3 Test 4 Test 5
Chrome 459 ms 20 ms 141 ms 4.368 ms
Firefox 75 ms 31 ms 20 ms 4.488 ms
Pri testu 2 smo si izbrali in posodabljali spremenljivko, ki je bila v re-
aktivni komponenti označena kot ne-reaktivna (se ni nahajala v seznamu
reactiveProperties). Posledično lahko vidimo bolǰse rezultate, kot so ti v
testu 2 pri načinu OnPush.
Test 3 je tako kot drugod deloval optimalno in tudi tu je lokalna spremen-
ljivka uspešno zaobšla posrednika. Testa 4 in 5 vračata primerljive rezultate
s tistimi pri ostalih načinih zaznavanja sprememb v ogrodju Angular.
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Slika 5.4: Primer drevesne strukture testne aplikacije
Navkljub vsem tem rezultatom pa velja še enkrat poudariti, da so neka-
tere meritve imele slabši rezultat, od uporabe privzetega načina v ogrodju
Angular, ker smo z njimi merili samo čas spreminjanja podatkov in ne tudi
časa zaznavanja ter izrisa le teh.
5.7.4 Primerjava med privzetim ter reaktivnim načinom
Pri rezultatih testiranja robnih primerov smo pri ogrodju Angular zaznali
veliko časovno razliko med privzetim načinom ter načinoma OnPush in reak-
tivnostjo. Da bi dokazali, da se kljub temu bolj splača uporabljati slednja
dva načina, smo v poglavju 5.7.5 testirali še nekaj dodatnih testnih primerov
na naših testnih aplikacijah (narejenih z ogrodjem Angular).
Osredotočili smo se na testiranje, koliko časa traja izvedba enega cikla
tick, ki je predstavljen na diagramu slike 3.2 v poglavju 3.1.4. Glede na
delovanje ogrodja se slednji cikel izvaja v enakem številu primerov ne glede na
način zaznavanja sprememb. Do razlik prihaja le v zahtevnosti procesiranja
in času izvajanja slednjega.
Naša testna aplikacija vsebuje strani Statična vsebina in Dinamična
vsebina, ki vsebuje osem komponent, razporejenih v odvisnosti, kot to pri-
kazuje slika 5.4. Z njuno pomočjo bomo preverili časovno zahtevnost med
dinamičnimi in statičnimi komponentami.
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Privzeti način
Če imamo v naši aplikaciji vse komponente v privzetem načinu, se te v celoti
pregledujejo (in posodabljajo) ob vsakem klicu funkcije tick. Kot že ome-
njeno, za klic slednje skrbi zone.js ob koncu različnih asinhronih dogodkov
(kliki, pritiski na tipkovnici, končani HTTP klici ipd.). To posledično po-
meni, da če se zgodi nek dogodek znotraj komponente 8 (na sliki 5.4), se
bodo, ob klicu metode za preverjanje, brezpogojno pregledale tudi vse ostale
komponente. Ob večanju številu komponent in ob vključevanju velike količine
podatkov, pa lahko to znatno obremeni in upočasni našo napravo.
Reaktiven način
Za razliko od privzetega načina, bi se pri aplikaciji, ki uporablja zgolj re-
aktivne komponente, ob dogodku v komponenti 8 pregledovale samo kom-
ponente 1, 5 in 8 (če se v preostalih ne nahajajo reaktivne spremenljivke
iz slednje komponente). Posledično na čas zaznavanja nebi smelo vplivati
morebitno večanju števila komponent, saj se te nebi smele označevati kot
umazane, če nebi vsebovale istih podatkov.
5.7.5 Časovna primerjava načinov zaznavanja sprememb
v ogrodju Angular
V Angular testnih aplikacijah s privzetim in z reaktivnim načinu smo v nada-
ljevanju izvedli opisane teste. Pri tem pa smo merili povprečni čas izvajanja
funkcije tick. Rezultate meritev prikazuje tabela 5.4.
Test 13: Na strani Statična vsebina imamo komponente s statično
vsebino v HTML predlogah. Klikali smo na gumb v osmi komponenti in s
tem sprožili zaznavanje sprememb ter ob tem merili časovno zahtevnost.
Test 14: Na strani Dinamična vsebina imamo po videzu enako stran,
kot je to Statična vsebina, le da so v prvi podatki v HTML predlogah
podani prek spremenljivk. Tudi tu smo klikali na gumb v komponenti 8, s
tem sprožili zaznavanje sprememb in merili časovno zahtevnost.
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Test 15: HTML vsebino komponent 3, 4 in 8 na Dinamična vsebina
smo povečali na 200 vrstic kode. Od tega je sedaj komponenta 3 vsebovala 36
*ngFor zank in 36 prikazov vrednosti spremenljivk (18-krat več kot v testu
14). V komponenti 4 smo po novem imeli 28 zank in 28 prikazanih spremen-
ljivk (28-krat več kot v testu 14), v komponenti 8 pa smo po novem imeli
24 prikazov spremenljivk in 24 elementov obrazca z dvosmernim doseganjem
(štirikrat več kot v testu 14). Ob kliku na gumb v komponenti 8 smo merili
časovno zahtevnost.
Test 16: Testno smo z enakim koeficientom kot pri testu 15 povečali še
komponente 3, 4 in 8 (18x, 28x in 4x) na strani Statična vsebina. Ob kliku
na gumb v komponenti 8 smo merili časovno zahtevnost.
Test 17: Naredili smo še test na strani s kontakti. Dodali smo toliko
kontaktov, da smo jih na koncu imeli 101. Izbrali smo filter, da naj se na
strani prikazuje 100 zadetkov. Ob posodabljanju imena prve osebe smo merili
čas izvajanja funkcije tick.
Tabela 5.4: Rezultati testov od 13 do 17
Test 13 Test 14 Test 15 Test 16 Test 17
Privzeti način 2,51 ms 2,29 ms 4,78 ms 2,66 ms 25,9 ms
Reaktivni način 1,18 ms 1,21 ms 1,42 ms 1,26 ms 5,74 ms
Razmerje 2,13 1,89 3,37 2,11 4,51
Kot lahko razberemo iz rezultatov v tabeli 5.4, se nam je v vseh testira-
nih primerih bolje odzival reaktivni način. Se pa koeficient razlike povečuje
ob večanju števila prikazanih spremenljivk na uporabnǐskem vmesniku, med-
tem ko samo večanje HTML predloge minimalno pripomore k večji časovni
zahtevnosti (primerjava med testi 13 in 16 proti testom 14 in 15).
Kot lahko vidimo iz rezultatov v testu 17 zelo vpliva tudi število kompo-
nent. Privzeti način je namreč v vsaki iteraciji po nepotrebnem pregledoval
99 komponent ostalih kontaktov, ki se niso spreminjali.
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Ker večje spletne aplikacije običajno prikazujejo več komponent hkrati
(posledično pa imajo večjo drevesno strukturo), je zato pri njih skoraj obve-
zna optimizacija in izogibanje privzetega načina zaznavanja sprememb (sploh
če se komponente pogosto posodabljajo). S testi, ki smo jih izvedli, smo ugo-
tovili, da naša implementacija nadgradnje takšne probleme zajame in rešuje
v smislu lažje implementacije.
Če bi časovno primerjali tudi reaktiven in OnPush način, pa v večini pri-
merov najverjetneje ne bi opazili večjih razlik. Slednje zato, ker smo načina
ob nadgradnji izenačili in je delovanje izvajanja funkcije tick enako za oba.
Večina razlik se namreč dogajajo že pred klicem te funkcije (predvsem ob
spreminjanju spremenljivk).
Prednost pri naši nadgradnji v primerjavi z načinom OnPush imamo le, ker
lažje uporabljamo spremenljive spremenljivke. Posledično to pomeni, da se v
določenih primerih funkcija executeTemplate lahko izvede hitreje. V načinu
OnPush se namreč ob menjavi reference lahko zgodi, da se bo posodobil večji
del HTML DOM strukture.
Iz tega lahko sklenemo, da smo uspešno realizirali zastavljeno nadgradnjo,
saj v večjih aplikacijah deluje optimalneje od privzetega načina, obenem pa
jo je v večini primerov tudi enostavneje implementirati od načina OnPush.
5.7.6 Priporočila o uporabi reaktivnosti
Kot smo lahko videli skozi to magistrsko delo, reaktivnost ni v vseh sce-
narijih najbolj optimalna. To še posebej velja tam, kjer se podatki v zelo
kratkem času (nekaj milisekund) velikokrat spremenijo (npr. zelo pogosto
večanje števca). V takih primerih se je reaktivnosti bolje izogniti tako, da
v kodi uporabimo lokalne spremenljivke, ki jih na koncu prepǐsemo v reak-
tivne, ali pa v ta namen kljub uporabi reaktivne komponente uporabljamo
neko drugo ne-reaktivno spremenljivko (kar pa posledično ne bo sprožilo za-
znavanja sprememb).
Način OnPush je še vedno v večini primerov optimalneǰsi za uporabo, a ga
je obenem nekoliko težje implementirati. V večjih aplikacijah (z veliko kom-
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ponentami in asinhronimi dogodki) se je privzetega načina dobro izogibati.
5.8 Nadaljnje delo
Naša nadgradnja bo skupaj z ostalo kodo, opisano v tem delu, prosto dosto-
pna. Če bi reaktivnost trenutno želeli uporabiti v neki aplikaciji, bi si morali
najprej sami prevesti jedro ogrodja (v katerem je zajeta tudi naša nadgra-
dnja) in to vključiti v Angular projekt. Naš prispevek namreč še ni sprejet
v glavno izvorno kodo ogrodja.
Če bi želeli, da se naš prispevek sprejme, bi morali podjetju Google podati
še dodatna soglasja, dopolniti testiranje modulov, pripraviti ustrezno doku-
mentacijo v angleškem jeziku ter z našo kodo prepričati ekipo razvijalcev.
Prav tako smo razmǐsljali še o tem, da bi omogočili nastavitev reaktivnosti
kot privzetega načina zaznavanja sprememb v na novo kreiranih komponen-
tah. Da bi to dosegli, bi morali nadgraditi CLI paket in mu dodati ustrezno
kodo. Bi pa bil ta korak smiselen šele ob dodatni nadgradnji reaktivno-
sti. Programiranje se namreč delno zaplete zaradi zahteve po parametru
reactiveProperties.
Zato nam je na misel prǐsla še ena optimizacija, ki bi jo bilo moč realizirati
z nekaj truda. In sicer ob obdelavi HTML predloge bi lahko ogrodje samo
ugotovilo, katere spremenljivke se uporabljajo v prikazu reaktivne kompo-
nente in bi samo za njih nastavilo posrednika. Slednje bi lahko privedlo do
tega, da seznama reactiveProperties ne bi bilo več potrebno podajati, saj
bi avtomatsko naredili reaktivne samo tiste spremenljivke, ki se zares upora-
bljajo na uporabnǐskem vmesniku. Zaradi manǰse uporabe posrednika pa bi
to tudi najverjetneje optimiziralo delovanje aplikacije.
Dokler pa parameter reactiveProperties ostaja, bi se ga lahko nad-
gradilo (in s tem tudi optimiziralo), da lahko nastavi neko spremenljivko
reaktivno šele od neke globine objekta naprej. S tem bi programer lahko




V tem delu smo si najprej ogledali področje razvoja sodobnih spletnih apli-
kacij. Preverili smo, v katerih programskih jezikih se te programirajo, kako
so zgrajene ter kako si lahko pri razvoju pomagamo z različnimi ogrodji.
Trenutno tri najpopularneǰsa ogrodja (Angular, React in Vue) smo si
podrobneje ogledali, jih spoznali in analizirali. V vseh treh smo zgradili
tudi enake aplikacije in jih medsebojno primerjali. Pri tem smo odkrili, da
ta, kljub navidezni podobnostim, delujejo vsaka na svoj način, pri čemer
se trudijo kar najbolj olaǰsati delo programerjev in izbolǰsati uporabnǐsko
izkušnjo uporabnikov. Ob ustrezni uporabi, lahko z njimi, gradimo hitre,
učinkovite in sodobne spletne aplikacije, pri čemer si je pred izbiro ogrodja
in začetkom dela dobro ogledati njihove prednosti in slabosti.
Ker ogrodje Angular predvideva najtežjo učno krivuljo (za optimizirano
izdelavo aplikacijo je potrebno obvladati veliko stvari), smo se odločili pre-
dlagati in pripraviti nadgradnjo, ki poenostavi razvoj in optimizira delovanje.
Predlagali in pripravili smo način reaktivnosti v ogrodju Angular, ki je po
delovanju podoben tistemu, ki je implementiran v ogrodju Vue. Na koncu pa
je pri realizaciji, zaradi same razlike med ogrodjema, prǐslo do velikih razlik
v implementaciji in načinu delovanja.
Nadgradnjo smo uspešno predstavili, izdelali in na koncu tudi testirali.
Povzamemo lahko, da smo z uporabo našega prispevka (reaktivnosti) v apli-
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kacijah lahko ujeli ravnotežje med enostavneǰsim razvojem komponent in
obenem optimalneǰsim delovanjem zaznavanja sprememb.
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