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Abstract
Summary
The purpose of this document is to analise interruptions as one of the most usual reasons
of a decrease in the productivity in open oces and to show an alternative methodology of
work with an introduction software. This alternative methodology is intended to help any
worker to focus into a task during a congurable time frame with the help of a software,
which will allow the user to organise his time on his own way and also will help to get
better every day with a score system.
On top of that, workers will see how their productivity increases over time and they
will learn the importance of working without interruptions while allowing the rest of the
team members to work properly.
Resumen
El siguiente trabajo de n de grado tiene como objetivo analizar las interrupciones como
una de las principales causas en el descenso de la productividad de una persona en las
ocinas abiertas, y aportar una metodologa de trabajo alternativa junto a un software
introductorio. Con esta metodologa alternativa se pretende ayudar a cualquier persona
a focalizar su atencion en una tarea durante un periodo congurable con ayuda de un
software que le permitira congurar el tiempo a su gusto y poder superarse da a da
con un sistema de puntuaciones. Ademas, vera como poco a poco va en aumento su
productividad y comprendera la importancia que tiene el trabajar sin interrupciones y
dejar trabajar a los demas miembros de su equipo de trabajo.
i
Agradecimientos
Quiero agradecer a mi profesor J.Daniel Prades toda la ayuda y consejos que me ha dado
durante estos meses de proyecto. Sin el no habramos llegado hasta donde hemos llegado.
Tambien a mis amigos y familiares que me han apoyado durante todos estos a~nos de
carrera, tanto en los buenos como en los malos momentos.
Gracias a todos.
ii
Index
1 Introduccion 1
1.1 Ocinas Abiertas . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 1
1.2 Metodologa Pomodoro . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 4
1.2.1 Objetivos . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 5
1.2.2 Relacion con Metodologas Agiles y la Ley de Parkinson . . . . . . 5
1.2.3 Desventajas . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 6
1.3 Motivacion del problema . . . . . . . . . . . . . . . . . . . . . . . . . . . . 7
2 Proyecto 8
2.1 Descripcion y Objetivos . . . . . . . . . . . . . . . . . . . . . . . . . . . . 8
2.2 Variaciones de la metodologa Pomodoro . . . . . . . . . . . . . . . . . . . 9
2.3 Software no intrusivo. Colores y estados. . . . . . . . . . . . . . . . . . . . 10
2.4 Pomodoros correctos e incorrectos . . . . . . . . . . . . . . . . . . . . . . 11
2.5 Funcionamiento USB Button . . . . . . . . . . . . . . . . . . . . . . . . . 12
2.6 Grupos . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 13
2.7 Metodologa . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 13
2.7.1 >Por que SCRUM? . . . . . . . . . . . . . . . . . . . . . . . . . . . 13
2.7.2 Implementando Scrum en nuestro TFG . . . . . . . . . . . . . . . 14
2.7.3 Planicacion Inicial . . . . . . . . . . . . . . . . . . . . . . . . . . 15
2.7.4 Planicacion Real . . . . . . . . . . . . . . . . . . . . . . . . . . . 17
3 Implementacion 20
3.1 Tecnologas utilizadas . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 20
3.1.1 Java / RMI . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 20
3.1.2 USB Button y JNA . . . . . . . . . . . . . . . . . . . . . . . . . . 20
3.1.3 JSON . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 22
3.1.4 JNativeHook . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 23
3.1.5 JavaFX . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 24
3.2 Funcionalidad . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 25
3.2.1 Bandeja de Windows . . . . . . . . . . . . . . . . . . . . . . . . . . 25
3.2.2 Archivo de Conguracion . . . . . . . . . . . . . . . . . . . . . . . 27
3.2.3 Pantalla de Stats . . . . . . . . . . . . . . . . . . . . . . . . . . . . 27
3.2.4 Pomodoros . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 28
3.2.5 Administrador . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 29
3.3 Casos de Uso . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 30
iii
3.3.1 Usuario . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 30
3.3.2 Administrador . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 31
3.4 Arquitectura . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 32
3.4.1 Core . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 34
3.4.2 CorePomodoro . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 34
3.4.3 CommonHandlers . . . . . . . . . . . . . . . . . . . . . . . . . . . 35
3.4.4 Controllers . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 36
3.4.5 Timers . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 37
3.5 Pruebas Realizadas . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 37
4 Manual de Usuario 39
4.1 Requisitos e Instalacion . . . . . . . . . . . . . . . . . . . . . . . . . . . . 39
4.2 Interfaz . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 40
4.2.1 Iniciando la Interfaz . . . . . . . . . . . . . . . . . . . . . . . . . . 40
4.2.2 Pantalla Principal y Menu . . . . . . . . . . . . . . . . . . . . . . . 41
4.2.3 Settings . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 43
4.2.4 Stats . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 44
4.2.5 Cerrar la aplicacion . . . . . . . . . . . . . . . . . . . . . . . . . . 46
4.2.6 Administrador . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 46
5 Futuras Mejoras 49
6 Conclusiones 51
iv
1 Introduccion
1.1 Ocinas Abiertas
Las empresas se encuentran en un periodo de cambio en su entorno laboral. Las clasicas
ocinas con despachos y cubculos con paredes para el resto de empleados estan siendo
sustituidas por ocinas abiertas. Los empleados pasan de tener su propia mesa con su
ordenador a compartir espacio con mas gente. Las empresas pasan a tener mas espacios
comunes que privados.
La idea original data de los a~nos 50 en Hamburgo, pero hasta la decada de los 80 y 90 no
empezaron a verse unos entornos laborales mas abiertos, ya que eran pocas las empresas
que se atrevan a cambiar su modelo de trabajo por uno que apenas estaba empezando y
del que todava no haba mucha informacion. No ha sido hasta estos ultimos a~nos cuando
se ha visto un incremento radical de empresas que han apostado por este cambio. Segun
los ultimos datos que se han podido recoger de la International Facility Management
Association, un 68% de empresas en Estados Unidos ya trabajan en un entorno abierto,
mientras que aqu en Espa~na la situacion es muy distinta. Importamos la idea desde
Estados Unidos, pero apenas un 20% de empresas han adoptado esta forma de trabajo en
sus ocinas, aunque cada vez este porcentaje va en aumento y se espera que durante los
proximos 5-10 a~nos se incremente considerablemente. Cada vez son mas las empresas que
estan reevaluando sus instalaciones y aprovechando mudanzas para adaptarse al cambio.
Cambiar la ocina tradicional por una Ocina Abierta no es un cambio peque~no que sea
sencillo de asumir. Estamos hablando de que una empresa debe replantear su organigrama
jerarquico, pasar de ser una empresa vertical a una empresa horizontal, donde jefes y
empleados comparten espacio y trabajan codo con codo. De hecho, este es el principal
problema que se encuentran las empresas cuando deciden implementar esta nueva forma
de trabajar. Las personas con despacho asignado son reticentes a perderlo y pasar a un
espacio comun. Hasta ahora el despacho otorgaba un estatus y era una clara diferencia
jerarquica para una empresa. Este concepto cambia y desaparece.
No hay duda de que grandes empresas como Google, Facebook, Youtube o Micro-
soft han inuido en esta nueva moda. Empresas punteras que optaron por este metodo
de trabajo y les ha llevado a liderar sus mercados y ser referencia para muchas otras.
Tambien la crisis y el continuo empe~no de las empresas en reducir gastos y aumentar la
productividad ha precipitado esta situacion. Desde 1985 se ha reducido en mas de un
tercio el espacio que ocupa un empleado, desde 121m2 a los 75m2 actuales. En espa~na se
calcula que mientras un entorno de trabajo clasico cada empleado necesita un ratio de 15
metros, ahora se pasa a un ratio de 10 metros, mientras que en Reino Unido han pasado
desde 1997 de 16,6m2 por persona a 11,8m2. Esto implica un importante ahorro para la
empresa en cuanto a espacio en la ocina, ya que consiguen tener a los mismos empleados
en un entorno mas peque~no y barato, y una optimizacion de la misma mas grande de lo
que parece a simple vista, ya que consiguen deshacerse del principal elemento que ocupa
mas espacio en una ocina: los despachos. Sobre todo si tenemos en cuenta el deshuso
que tienen la mayora de ellos estando vacos gran parte de la jornada laboral.
Esto no implica que en las Ocinas Abiertas todo se haga de manera abierta y que
desaparezcan las zonas mas privadas e ntimas de los entornos laborales. Se mantienen
salas habilitadas para reuniones internas que requieran privacidad o conferencias, se man-
tienen zonas de mesas y sofas para reuniones improvisadas o no tan formales, y se crean
nuevas zonas comunes para aumentar la satisfaccion de los empleados, como puede ser
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una zona recreativa (con billares, ping pong, etc...) donde puedan desconectar durante
unos minutos, o zonas de relax donde el trabajador pueda descansar.
Aunque uno de los motivos por los cuales se penso en espacios abiertos y compartidos
era para que el jefe pudiera de un simple vistazo comprobar que todos sus empleados
estaban en su puesto realizando su trabajo, cambiar a este tipo de ocinas tiene una serie
de ventajas que se explican a continuacion.
Ventajas
Como ya hemos adelantado en el apartado anterior, una de las ventajas que tiene este
metodo de trabajo y que mas atrae a las empresas son sus ventajas economicas. La
disminucion de la densidad ocupada por los trabajadores se convierte en un ahorro para
la empresa, ya sea en alquiler del terreno o mantenimiento de las instalaciones. Cada
vez son mas empresas las que tratan de maximizar el espacio y reducir los costes al
mnimo. Menos paredes producen un espacio mas aprovechable lo que nos lleva a una
optimizacion de la distribucion de la ocina. El ahorro economico no solo puede venir
de este punto, si no tambien de cambios que se puedan producir. Es mucho mas facil
realizar un cambio de distribucion de empleados en un entorno grande y abierto que en
cualquier otro lugar. Este caso se puede dar cuando se hacen cambios en los equipos
de trabajo y varios empleados deben cambiar su sitio asignado. Tambien facilita futuras
implementaciones de nuevas tecnologas y la inversion inicial requiere entre un 15% y un
30% menos que para las ocinas tradicionales.
La principal ventaja y la mas importante es el aumento de la productividad. Esto
viene debido a que, normalmente, la distribucion de los empleados en la ocina se realiza
por grupos de trabajo, lo que provoca un aumento de la comunicacion interna del grupo,
una mejor retroalimentacion de las tareas, ujo de ideas y la colaboracion entre sus
miembros cuando surgen problemas o tienen informacion relevante del proyecto. A su
vez, esto provoca un mayor provecho del tiempo por parte de los empleados, puesto que
al tener una comunicacion mas directa entre ellos y aumentar la comunicacion informal
evitan tener que realizar reuniones formales con el tiempo que conllevan. Al trabajar en
la misma mesa que el equipo y mejorar la comunicacion en momentos puntuales donde
es vital para el correcto desarrollo de un proyecto, se da un aumento de rendimiento,
velocidad y precision de trabajo.
Pero no solo son las comunicaciones internas las que se ven beneciadas en las Ocinas
Abiertas, si no que tambien mejoran las externas con otros grupos de trabajo. Al ser el
entorno de trabajo un espacio comun y estar repleto de zonas comunes para los empleados
hace que puedan socializar mucho mas con el resto de la empresa. Esto puede tener
benecios cuando dos equipos deben mantener una estrecha comunicacion porque sus
proyectos estan relacionados.
Para que estos cambios en los dise~nos de ocina tengan exito se debe planicar con
mucho cuidado. Es de vital importancia que la empresa tenga un buen mantenimiento de
sus redes y tecnologa en general, puesto que elementos como el wi cobran una gran im-
portancia para poder moverse por la empresa sin tener que perder el tiempo en elementos
externos a su trabajo.
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Desventajas
Las Ocinas Abiertas tambien suponen un reto para conseguir minimizar sus posibles
desventajas y as poder disfrutar de todas las ventajas explicadas en el apartado anterior.
Una mala aplicacion de este dise~no de ocina o su implementacion por los incorrectos
motivos puede provocar que consigamos todo lo contrario a lo que queramos conseguir.
El primer problema que puede surgir es la falta de privacidad que puede sentir un
empleado trabajando en un entorno abierto. Ya sea porque tiene una reunion con algun
cliente de manera fsica o por telefono, porque se sienta observado por la cantidad de
gente que tenga alrededor o porque se sienta mas controlado. Es por ello que es muy
importante tener sucientes zonas habilitadas para reuniones o para momentos en los que
una persona necesita una mayor privacidad.
Otro de los problemas mas comunes son las distracciones. Pueden ser de distintandole:
por ruido, porque una persona pasa por delante tuyo, por motivos de temperatura o luz
del entorno, etc. Infravalorar este problema podra terminar en empleados frustrados
por la situacion y su consecuente perdida de productividad y motivacion. Al trabajar
en un entorno grande, con su reduccion de muros y el respectivo aumento de empleados
que ocupan un espacio unico donde la comunicacion es uno de sus puntos fuertes, es
inevitable que los empleados hablen entre ellos, suenen telefonos y termines trabajando
en un ambiente demasiado ruidoso. Una reunion improvisada de un equipo que se este
realizando una la de mesas por detras de la tuya, otra reunion de otro equipo que
termina con aplausos porque han conseguido llegar al objetivo que se haban propuesto
o dos personas que van hacia la cafetera hablando entre ellos y pasan por delante de
tu mesa son algunas de las situaciones que se pueden dar normalmente en un ambiente
de trabajo de este ndole. Es por ello muy importante que la empresa ponga todas las
herramientas posibles para evitar este tipo de problemas y ayudar a crear un espacio de
trabajo agradable para todos sus empleados y que fomente la concentracion.
Por ultimo hablaremos del principal problema que nos podemos encontrar en una O-
cina Abierta y en el que se centra todo el proyecto que explicamos en esta memoria:
las interrupciones. Es cierto que este dise~no de ocina pretende promover la frecuencia
de interacciones no controladas para reducir el tiempo de las tareas y aumentar la pro-
ductividad, pero si no se controla y no se realiza correctamente puede conseguir todo lo
contrario. Los mejores resultados se obtienen en periodos relativamente altos de concen-
tracion. Suponiendo que una persona consigue realizar dos horas utiles cada tres horas
de trabajo, no es lo mismo realizar una hora completa concentrado en su tarea, tener una
interrupcion de treinta minutos y repetir el mismo proceso, que estar con su tarea diez
minutos, que lo interrumpan los cinco minutos siguientes, luego conseguir estar con su
tarea otros veinte minutos, otra interrupcion de diez minutos, y as sucesivamente. Las
interrupciones mal gestionadas son el mayor peligro que se puede encontrar una empresa
o un equipo de trabajo en su objetivo de ser agiles y ecientes. Un abuso de las mismas
puede llevar a retrasos en los proyectos, en las tareas e incluso en la desmotivacion del
empleado al ver que no avanza.
Para evitar esto se dan una serie de consejos, pero al n y al cabo cada empresa escoge
lo que cree que se adapta mejor a su entorno laboral para solucionar este tema. Con este
trabajo de n de grado nosotros proponemos una solucion alternativa: Pomodoros.
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1.2 Metodologa Pomodoro
El cerebro humano es incapaz de estar en un estado de concentracion permanente, por
lo que gestionarse el tiempo es la mejor forma de sacar nuestro maximo rendimiento.
Basicamente en esto consiste la tecnica pomodoro, un metodo de gestion de tiempo que
nos permite focalizar toda nuestra concentracion en periodos cortos de tiempo y realizando
breves descansos para poder recuperar energas y descansar la mente. Esta metodologa
es facil de aprender y muy simple de utilizar, ademas de que apenas se necesita nada
fuera de lo comun para poder usarlo, simplemente un reloj. Aunque se recomienda un
reloj de cocina en forma de tomate (as es como comenzo a usarse esta metodologa) sirve
cualquier aparato capaz de hacer una cuenta atras de 25 minutos.
Tal y como vemos en la tabla 1.2.1 adjunta, lo primero que debemos hacer cada da es
dividir en tareas peque~nas todo el trabajo que queramos hacer durante el da. Una vez
tengamos esa lista la podemos priorizar para seguir un orden y comenzar con el primer
pomodoro. Los pomodoros estan formados por bloques de 30 minutos, de los cuales 25
se dedican a la realizacion de la tarea y los otros 5 para descansar. Cuando se termina
el cuarto pomodoro se recomienda hacer un breve parentesis mas largo de unos 15-30
minutos.
Algoritmo Pomodoro
1 Realizar lista de tareas
2 Escoger tarea a realizar
3 Realizar pomodoro de 25 minutos
4 Actualizar lista de tareas y a~nadir posibles observaciones
5 Descansar 5 minutos (15-20 minutos si es el cuarto pomodoro)
6 Al nal del da repasar las observaciones de los pomodoros con el
objetivo de aprender y mejorar
Tabla 1.2.1. Enumeracion de las etapas de la metodologa
Una vez tengamos la tarea a realizar seleccionada ponemos la cuenta atras de 25
minutos en nuestro dispositivo escogido. Nuestro principal objetivo durante este tiempo
sera dedicarle todo el tiempo unica y exclusivamente a nuestra tarea. Es importante evitar
distracciones o interrupciones. Los pomodoros no se pueden dejar a mitad ni interrumpir,
si durante el transcurso del mismo por algun motivo no puede continuarlo no se puede
pausar hasta que vuelva a reanudar la tarea. En este caso el pomodoro debe quedar
cancelado, apuntar el motivo de la interrupcion para intentar que no vuelva a suceder en
los siguientes, y volver a comenzar uno nuevo cuando vaya a reanudar la tarea.
Los tiempos no son negociables ni extensibles. Una vez se terminen los 25 minutos no
te puedes quedar unos minutos de mas porque estes a punto de terminar la tarea o porque
estes completamente concentrado y no veas conveniente un descanso. Tampoco se puede
tomar el descanso antes de tiempo si la tarea dura menos del tiempo programado. En este
caso se pasa a comenzar la siguiente tarea de la lista aunque se quede a medias al terminar
el periodo de concentracion o aprovechar los minutos restantes para hacer un repaso de
la lista de tareas y los comentarios que hayas podido ir anotando en el transcurso del da.
Es de vital importancia aprovechar los 5 minutos de descanso para \desconectar" del
trabajo y recuperar energas. En caso contrario podra darse el caso que dentro de 2-3
pomodoros el nivel de concentracion descienda y empieces a perder tiempo util de trabajo,
que es exactamente lo que intenta evitar esta metodologa.
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1.2.1 Objetivos
Esta metodologa tiene dos claros objetivos: conseguir que una persona sea mas eciente
en su tiempo de trabajo y evitar las interrupciones. Esto se consigue intentando aumentar
da a da el numero de pomodoros realizados con exito. Siendo mas ecientes consegui-
remos aumentar nuestra productividad y reducir los momentos en los que en plena tarea
nos desconcentramos porque suena nuestro movil, porque se nos viene a la cabeza algo
que tenamos que consultar por internet (ya sea relacionado con la tarea o no) y pensa-
mientos que provocan una distraccion de la tarea y que al n y al cabo tambien pueden
considerarse interrupciones internas. En cambio, evitar las interrupciones (o interrupcio-
nes externas) en un entorno de trabajo abierto y social simplemente tenemos que avisar
a la persona que nos interrumpa de que estamos a mitad de un pomodoro y que venga
dentro de 25 minutos. Tambien se pueden realizar pomodoros destinados a ayudar a un
compa~nero. Por ejemplo, si estamos en medio de un pomodoro y nuestro compa~nero nos
interrumpe porque necesita ayuda para terminar un documento, podemos incluir una ta-
rea en nuestra lista que consista en ayudarle. As conseguimos terminar nuestra tarea sin
interrupciones y le podremos dedicar el tiempo necesario con el siguiente pomodoro. En
caso de que sea una tarea urgente y que no pueda esperar, no habra mas remedio que dar
por mal realizado el pomodoro, apuntar el motivo por el cual no se ha podido completar,
resignarse e intentar que no vuelva a suceder.
1.2.2 Relacion con Metodologas Agiles y la Ley de Parkinson
A estas alturas ya nos habremos dado cuenta de que esta metodologa tiene una cierta
relacion con la Ley de Parkinson. En concreto con la que se formula en la Tabla 1.2.2.
Ley de Parkinson
1 El trabajo se expande hasta llenar el tiempo de que se dispone para su realizacion
Tabla 1.2.2. Ley de Parkinson, Cyril Northcote Parkinson, 1957
Esta nos indica que las tareas nos llevan todo el tiempo que le asignemos. Si una tarea
que lleva una tarde completarla, para ir sobre seguro le asignamos dos das, terminaremos
tardando los dos das en terminarla. >En que inuye aqu la metodologa Pomodoro? En
que nos ayuda a fraccionar las tareas en periodos de 25 minutos ense~nandonos el valor
del tiempo. Hace que aumente nuestra productividad y veamos como nuestras tareas
avanzan. No nos sirve de nada escoger una tarea y no asignarle una estimacion y ver
como esta se nos alarga entre varios pomodoros sin que podamos controlarla. Con esta
metodologa la unidad de tiempo es un \pomodoro", por lo que debemos dividir nuestras
tareas de manera que se puedan realizar en un pomodoro. Si una tarea creemos que puede
abarcar varios pomodoros, se puede dividir en subtareas. Siempre debemos ser conscientes
de nuestro objetivo durante el pomodoro y no dedicarnos unicamente a trabajar durante
los 25 minutos en algo que vayamos viendo sobre la marcha o sin tener muy claro cual es
nuestro objetivo. As no aumentaramos nuestra eciencia.
Y aqu es donde ya comenzamos a entrar tambien en las metodologas agiles, en con-
creto, en Scrum. El objetivo de este trabajo y de este informe no es el de entrar a explicar
en que consiste Scrum ni como se trabaja bajo esta metodologa, as que no entraremos
a explicarla a fondo. Unicamente entraremos a valorar que tambien consiste en medir
las tareas a realizar en esfuerzos y, si una tarea requiere de un esfuerzo muy grande, nos
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ense~na a como dividirla en subtareas de esfuerzos mas peque~nos. Por tanto, podemos ver
como la metodologa Pomodoro es completamente compatible con una metodologa agil
como puede ser Scrum.
1.2.3 Desventajas
Un problema comun es que esta metodologa es incapaz de predecir el nivel de cansancio
psicologico que requiere cada tarea (obviamente). Por tanto, trabajando de esta manera
partes de la base de que todas son iguales cuando esto no tiene por que ser cierto. Hay
tareas que requieren de una mayor concentracion y que cuando terminas con ellas necesitas
unos minutos mas para recuperarte, y otras que con los 5 minutos de descanso es mas
que suciente para poder ponerte con la siguiente. Tambien puede resultar frustrante al
principio si nunca has hecho estimaciones de tareas, ya que raramente conseguiras dividir
tus tareas en periodos de 25 minutos y veras como pomodoro tras pomodoro no consigues
terminarlas.
Por ultimo, vemos como los pomodoros son inexibles en cuanto a su duracion. Se debe
trabajar estrictamente durante 25 minutos y descansar otros 5. >Pero cual es realmente
el tiempo optimo de trabajo de una persona? Pues depende de cada uno. Hay gente
que estar parando cada 25 minutos les provoca una interrupcion y un descenso de la
productividad. Esta gente requiere de tiempos mas altos de concentracion, como pueden
ser 40 minutos o incluso una hora. Otra gente puede tener el caso contrario, que por las
circunstancias que sean (como puede ser por su entorno laboral o su puesto de trabajo)
no pueda estar 25 minutos con una tarea. >Que sucede en estos casos? Que realizar
pomodoro no es nada recomendable para este tipo de personas, porque conseguiran lo
contrario a lo que buscan gestionando su tiempo de esta manera.
6
1.3 Motivacion del problema
Bajo este conexto y esta problematica se crea el proyecto que se explica en este informe.
Lo que me llevo a interesarme por el fue que he podido comprobar personalmente todo
lo que explico en apartados anteriores sobre las Ocinas Abiertas. Y sobre todo el gran
problema que suponen las interrupciones junto a su consecuente perdida de tiempo y
contexto de la tarea que estabas realizando. He visto retrasarse proyectos por una mala
planicacion, tareas por una mala gestion que hace una persona de su tiempo y como las
interrupciones improvisadas unidas a reuniones hacen que hayan das que apenas puedas
avanzar nada en tus tareas.
Por estos motivos nos parece muy interesante cualquier metodo utilizado que trate de
minimizar estos problemas y, por ello, este trabajo de n de grado consiste en proponer un
nuevo software que se pueda implementar en grupos de trabajo para ayudarles a mejorar
su concentracion, ser mas ecientes y evitar lo maximo posible cualquier factor interno
y/o externo que les distraiga de su tarea.
Sin intentar entrar en muchos detalles del proyecto (ya que esta explicando a partir del
siguiente apartado), tambien me gusto mucho la manera de plantearlo que tuvo mi profesor
J.Daniel Prades al encararlo mas hacia un software de introduccion a una metodologa de
trabajo, cuyo objetivo tiene concienciar a la gente del problema y ense~narles a gestionar
su tiempo a la vez que se divierten utilizandolo. Y descartar la opcion mas comun en estos
casos de dise~nar un software que controle como trabaja la gente, que aplican correctamente
la metodologa, que realizan todos los pomodoros correctamente al cabo de un da y que
se acaba convirtiendo para los usuarios una pesadez utilizarlo cada da.
Ademas del motivo funcional que puede tener esta aplicacion tambien me gustaron las
tecnologas a utilizar. Aunque las detallaremos mejor mas adelante, el realizar el software
en Java y tener la oportunidad de profundizar mas en un lenguaje que esta entre mis
destacados me dio una motivacion extra.
Tambien me parece que este es un tema que las empresas no se toman lo sucientemente
en serio y no se esfuerzan en evitarlo hasta que no es demasiado tarde y el proyecto o las
tareas estan demasiado retrasadas. Al n y al cabo, el exito o el fracaso de un proyecto
depende en gran medida de los empleados. Si ellos no estan en un entorno de trabajo
amigable y que les deje trabajar a su gusto, da igual la planicacion que haya y las prisas
que pueda tener la empresa. El proyecto se retrasara. Por tanto, creo que cualquier
ayuda que se le pueda aportar a un trabajador en una Ocina Abierta es de utilidad y
esto intentamos en este trabajo de n de grado.
Todos estos motivos me llevaron a pensar que de aqu se podra sacar un interesante
proyecto y que, como mnimo, me ayudara a mi mismo a informarme mas sobre la
problematica, posibles soluciones y a gestionarme mejor el tiempo en mi lugar de trabajo.
Y si ademas consigo ayudar a alguien mas podre darme por satisfecho.
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2 Proyecto
Como ya se ha comentado muy por encima en la introduccion anterior, este proyecto con-
siste en dar una solucion alternativa a la gestion del tiempo de trabajo y a la problematica
de las interrupciones. Una vez hemos conseguido situar contextualmente nuestro software,
en los proximos apartados pasamos a explicar todos los detalles del mismo.
2.1 Descripcion y Objetivos
El proyecto consiste en una aplicacion cliente/servidor destinada a grupos de trabajo
conectados por intranet. Es decir, no solo se busca ayudar a la autogestion del tiempo de
una persona en concreto, si no de todo un grupo de trabajo. Para evitar las interrupciones
en el entorno de trabajo no es solo la mentalidad del empleado la que debe cambiar, si
no la de todo su entorno. Por ello, no solo se crea una herramienta para ayudar a un
usuario, si no a todo el equipo. >Como se consigue esto? Informando a cada usuario del
estado de sus compa~neros en todo momento. Es por ello que con nuestro software hay
dos formas de comprobar dicha informacion. La primera es desde el propio cliente de la
aplicacion, donde hay un apartado de estadsticas en el cual aparece el estado actual de
todos los miembros del grupo en el que el usuario este asignado. La segunda es desde un
pulsador que va conectado al pc de cada usuario mediante USB, que controla el cliente de
la aplicacion y del que hablaremos mas adelante. Dicho pulsador va cambiando de color
segun el estado en el que se encuentre su propietario, por lo que de un simple vistazo una
persona puede ver el color del pulsador de otra persona. Y en caso de que no lo tenga
a la vista o no esten trabajando en la misma zona, tendra la primera opcion comentada
anteriormente. Junto a este dato tambien aparece el tiempo restante que le queda en ese
estado, por lo que puedes saber cuando puedes interrumpir a una persona y cuando no.
Ademas del objetivo de reducir las interrupciones y, en consecuencia, aumento de
la productividad, el principal objetivo que tiene este software es el de introducir a los
empleados en la metodologa que proponemos (basada en pomodoros) y que esta explicada
en el proximo subapartado. Es por ello que la idea original no es llevar un control de quien
trabaja mas y quien trabaja menos o quien consigue realizar pomodoros correctamente y
quien no consigue realizar ninguno en todo el da. El objetivo es darle al empleado una
alternativa para su gestion del tiempo, que vea las mejoras que esto puede provocar en
su da a da en el trabajo, que le motive y que se esfuerce por conseguir completar los
pomodoros correctamente. Para ello introduciremos un peque~no factor competitivo, ya
que de la misma manera que un usuario podra ver el estado actual en el que se encuentra
otro para poder interrumpirle o no, tambien podran ver las puntuaciones de cada usuario
y ver quien es el que mas pomodoros consigue realizar hoy, esta semana, el que consiguio
mas la semana pasada y el que lleva mas tanto este mes como el pasado.
Al introducir este peque~no factor competitivo para estimular a la gente tenemos que
empezar a controlar los pomodoros correctos y que ningun usuario intente enga~narnos
diciendo que ha realizado uno siendo mentira. Por lo que el software controlara lo estric-
tamente necesario del ordenador de un usuario para comprobar que esta trabajando. Y
hacemos especial hincapie en \estrictamente necesario", puesto que uno de los objetivos
que buscamos es que la aplicacion sea lo menos invasiva posible. Que no distraiga al usu-
ario durante sus intervalos de trabajo y que no sienta que la privacidad de su ordenador
pueda verse comprometida. Es por ello que, como veremos mas adelante, lo unico que
controlara el software son los eventos de teclado y raton.
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Por tanto, podemos resumir los objetivos en los siguientes puntos:
 Disminuir en la mayor medida posible las interrupciones que sufre un empleado.
 Aumentar la productividad.
 Introduccion de una nueva metodologa de trabajo para ayudar en la gestion del
tiempo.
 Introducir un peque~no factor competitivo para fomentar su uso.
2.2 Variaciones de la metodologa Pomodoro
La metodologa propuesta es una variante de la de pomodoro explicada en el apartado
1.2. El objetivo de nuestro metodo de gestion de trabajo consiste en hacerlo mas exible
que el pomodoro original y que se pueda adaptar a varios tipos de personas dependiendo
de su capacidad de concentracion. Es por ello que nuestros intervalos de trabajo no seran
de 25 minutos, si no que sera completamente congurable por el usuario en un intervalo
entre los 15 y los 90 minutos, con incrementos y decrementos de 5 minutos. De esta
manera una persona puede realizar un intervalo de trabajo acorde a unas variables que
solo el propio usuario puede medir:
 Su capacidad de concentracion.
 El desgaste psicologico que conlleva la tarea a realizar.
 Duracion de la tarea o de tiempo disponible del que dispone hasta algun evento.
Por lo que respecta al periodo de descanso si que nos parece apropiado mantenerlo,
obviamente adaptado al cambio de tiempo que pueden sufrir los pomodoros, pero man-
teniendo el mismo factor trabajo/descanso. Si conguramos un pomodoro de 25 minutos
mantenemos los 5 minutos de descanso, pero si conguramos un pomodoro de 50 minutos
tendremos 10 minutos de descanso al nalizarlo correctamente.
Otro cambio importante es la medida de los periodos de trabajo completados. Mien-
tras que la unidad de medida de la metodologa original son \pomodoros", en nuestra
propuesta otorgamos puntos. Cuanto mas dure un pomodoro mas puntos otorgamos al
usuario, mientras que cuanto menos tiempo dure menos puntos recibira. De esta manera
conseguimos puntuar todos los pomodoros bajo el mismo baremo independientemente de
su duracion, y saber el tiempo que ha estado el usuario en un intervalo de trabajo al nal
del da. Este dato nos es muy util para poner un lmite al uso de la metodologa y no
permitir a ningun usuario hacer mas de 16 puntos al da, que vendran a ser 8 horas de
trabajo.
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Tabla 2.1.1. Puntos segun el tiempo del Pomodoro
Otro de los cambios que introducimos es la eliminacion de los 15 minutos de descanso
cada cuatro pomodoros. Esto no es porque creamos que no son necesarios, si no porque es
una herramienta de introduccion a esta metodologa que intenta ense~nar y ayudar a grupos
de usuarios a gestionarse mejor. Esto signica que, como hemos explicado anteriormente,
no llevamos ningun control estricto de aplicacion de la metodologa y no se trata de que
cada persona realizace obligatoriamente los 16 puntos al cabo de un da. Es mas, al ser
un metodo de ense~nanza se trata de que poco a poco vayan consiguiendo completar mas
pomodoros correctamente y vayan aumentando sus estadsticas, suponiendo de antemano
que los primeros das/semanas de uso y de intento de cambio en su forma de trabajar
les resulte difcil realizar muchos pomodoros completos. Ademas, en un entorno laboral
hay una serie de factores que ninguna metodologa es capaz de predecir, como pueden ser
reuniones de urgencia. Por tanto, como mucho podemos aconsejar tomarse un descanso
mayor cada cierto tiempo, pero nunca obligar al usuario con nuestro software tomarse un
descanso mayor cuando puede darse el caso de que entre su segundo y tercer pomodoro
hayan pasado dos horas sin poder realizar ninguno.
2.3 Software no intrusivo. Colores y estados.
Recordemos que uno de los objetivos del software es molestar lo menos posible al usuario
en su trabajo y ser lo menos invasivos posible en su ordenador. Es por ello que nada mas
ejecutarlo, automaticamente este pasara a ejecutarse en la bandeja de Windows. Si abres
la aplicacion desde ah aparecera una interfaz desde la cual puedes manejar todos los
aspectos del programa y que incluso trae una simulacion del funcionamiento del pulsador
USB. Es importante saber que todo lo importante de la aplicacion puede manejarse desde
el propio pulsador, de manera que el uso de la interfaz no es estrictamente obligatorio y
que puedes realizar pomodoros y saber el estado del actual sin necesidad de abrirla en
ningun momento. En el apartado 2.5 se explica el funcionamiento de este USB Button.
Tambien puedes congurar a tu gusto el nivel de avisos que quieres que te proporcione
el software. Puedes congurarlo de manera que no te moleste en ningun momento, o
pedirle que te vaya sacando mensajes cada vez que cambia tu estado en forma de tooltip
y/o incluso pedir que suene un peque~no pitido para informarte de los cambios. Tambien
si pones el raton encima de la bandeja de windows te informara de tu estado actual y del
tiempo restante que te falta para terminar dicho estado.
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Tal y como podemos observar en la Figura 2.3.1, un usuario puede pasar por seis esta-
dos distintos, cada uno con su respectivo color. Tambien se adjunta una breve descripcion
del signicado de cada uno de ellos.
Estado Color Descripcion
Ready Verde El usuario esta listo para comenzar un pomodoro
Focus Azul Se esta realizando un pomodoro
Relax Time Rojo El usuario esta en el tiempo de descanso
Warning Amarillo Estado inactivo. El pomodoro se prepara para cancelarse
Push Pomodoro Amarillo El pomodoro ha terminado y falta la conrmacion
End Day Rojo El usuario ya ha realizado el maximo de pomodoros hoy
Tabla 2.3.1. Color y descripcion de los distintos estados del pomodoro
Por ultimo a~nadir que el color del icono del software en la bandeja de windows se
mantiene actualizado con el estado en el que te encuentras.
2.4 Pomodoros correctos e incorrectos
Ya entrando mas a nivel del software pasamos a explicar lo que se considera un pomodoro
correctamente terminado y un pomodoro incorrecto.
Un pomodoro incorrecto o mal realizado es aquel en el que el usuario no consigue
trabajar durante todo el transcurso del mismo debido a que ha tenido alguna interrupcion,
ya sea interna o externa. El software detecta estas interrupciones observando los eventos
del ordenador, tanto del raton como del teclado. Si durante mas de dos minutos no
detecta actividad comienza una cuenta atras de diez segundos donde espera que el usuario
vuelva a mostrarla. Durante este tiempo y con el n de alertar al usuario, comienza
a parpadear rapidamente alternando el color del estado Focus (azul) y el del estado
Warning (amarillo). Si el usuario sigue sin mostrar actividad pasados esos diez segundos,
el pomodoro se cancela y pasa nuevamente a estado Ready. En cambio, si el usuario
vuelve a mostrar actividad se vuelve al estado Focus y se continua con el pomodoro como
si no hubiese pasado nada. Tambien se considera incorrecto aquel pomodoro que no haya
sido conrmado. Cuando se termina el tiempo, durante los siguientes 30 segundos, el
software pide que conrmes la nalizacion del pomodoro. De esta manera controla que
sigas atento a tu tarea y no te hayas ido un minuto antes o unos segundos antes. Para
alertar al usuario de que ha nalizado el tiempo y que debe pasar al tiempo de relax
comienza a parpadear en amarillo. Se conrma correctamente el pomodoro pulsando el
USB Button o su equivalente en la interfaz del programa. En caso de que el tiempo expire
sin conrmacion, el pomodoro pasara a cancelarse y volvera al estado Ready, mientras
que si se conrma con exito pasara al estado Relax Time que durara lo que se haya
establecido en la conguracion previa del pomodoro. Este estado de conrmacion se
llama \Push Pomodoro". Por ultimo, si se cierra la aplicacion en mitad de un pomodoro
tambien se cancelara y se pasara al estado Ready cuando se vuelva a ejecutar.
Por tanto, podemos denir un pomodoro correcto como aquel en el que el usuario ha
mostrado actividad laboral durante toda su duracion y que ha conrmado el pomodoro
una vez nalizado.
Durante el tiempo de Relax Time el usuario no podra iniciar ningun otro pomodoro
hasta que termine el tiempo y vuelva al estado Ready.
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2.5 Funcionamiento USB Button
El software viene junto a un pulsador USB que se conecta al ordenador. Dicho hardware
es controlado en todo momento por nuestra aplicacion que lo mantiene sincronizado con
el color del estado en el que se encuentre el usuario, de esta manera tus compa~neros
conoceran el estado en el que te encuentras y tambien te servira a ti mismo para conocer
de un simple vistazo si continuas en el mismo estado o ha cambiado.
Desde el USB Button se puede manejar todo lo esencial del software. Puedes conocer
tu estado actual conociendo la tabla de colores 2.3.1. De esta manera sabes si puedes
comenzar un pomodoro, si estas en medio de uno, si estas en el estado Warning, etc. Para
iniciar un pomodoro unicamente debes pulsar el USB Button (obviamente estando en el
estado Ready) y el software detectara dicha pulsacion y comenzara el pomodoro con la
conguracion del ultimo que hayas realizado. Dicha conguracion unicamente se puede
cambiar desde la interfaz que se puede encontrar en el modo tray.
Cuando lleves 1/4, 2/4 y 3/4 del Pomodoro completado, el USB Button te avisara con
uno, dos o tres breves parpadeos, segun el momento en el que estes. Si debes conrmar
el Pomodoro o esta a punto de cancelarse por inactividad, el parpadeo sera mucho mayor
y de color amarillo para llamar tu atencion. En el caso de la conrmacion deberas pulsar
el USB Button para dar por nalizado el Pomodoro, mientras que en el estado Warning
servira con pulsarlo o provocar cualquier evento con el ordenador, ya sea pulsando alguna
tecla o con el raton.
En caso de estropearse el USB Button o de no tener ninguno, no pasa absolutamente
nada. Desde la interfaz se puede manejar con total normalidad y, tal y como se ha
explicado en el apartado 2.3, se puede congurar el nivel de mensajes que quieres que te
enve el software para avisarte de los estados.
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Tabla 2.5.1. Imagen del USB Button
2.6 Grupos
Para enfocar el software a la gestion de grupos de trabajo, los usuarios podran pertenecer a
uno o mas grupos. En caso de pertenecer a dos grupos o mas, dicho usuario podra escoger
en que grupo realiza cada uno de sus pomodoros, seleccionandolo desde la conguracion
de la interfaz.
En cuanto a las estadsticas mencionadas en apartados anteriores, cada usuario solo
podra ver los estados y los tiempos restantes de los usuarios asignados en su mismo grupo,
pero en ningun momento podra ver la informacion de los demas grupos.
2.7 Metodologa
Para que un proyecto acabe con exito, su planicacion y metodologa es vital. Un proyecto
con una mala gestion puede llevarnos al mas absoluto fracaso independientemente de las
horas que se le dediquen.
Algunas de las caractersticas a tener en cuenta a la hora de realizar un trabajo de n
de grado son las siguientes:
 Proactividad. Se espera que el alumno aprenda a ser proactivo para adquirir los
conocimientos necesarios para el correcto desarrollo del software.
 Supervision. Un tutor supervisa como va el trabajo y aconseja. Debes ir mostrandole
los avances.
 Gestion de tiempo. Sirve para aprender a gestionar y predecir el tiempo de
trabajo en un proyecto de mayor envergadura.
 Analisis y decisiones. El alumno debe ser capaz de analizar la aplicacion a
construir y tomar decisiones, ya sea sobre las tecnologas a utilizar o sobre problemas
que vayan surgiendo durante el transcurso del mismo.
Analizando estos puntos y las metodologas que cada vez se utilizan mas en entornos
laborales me parecio un buen momento para aprovechar e implementar una forma de
trabajo que me sirviese tambien para aprender y adaptarme a la forma de trabajar que
me puedo encontrar, siempre adaptado a las circunstancias y limitaciones que se puede
uno encontrar. Mirando detenidamente punto a punto la lista anterior en seguida nos
daremos cuenta de que encajan a la perfeccion con las metodologas agiles. Es por ello
que este trabajo se ha gestionado con SCRUM.
2.7.1 >Por que SCRUM?
La metodologa Scrum se adapta a la perfeccion a la forma de trabajar que considero
optima en un trabajo de este tipo. Dicha metodologa promueve equipos auto-gestionados,
comprometidos y autonomos, ademas de trabajar en iteraciones cortas de tiempo (sprints)
para poder mostrar al cliente (Product Owner) el trabajo realizado para que opine de el.
Cada sprint requiere de una planicacion, analisis, creacion y comprobacion de lo que se
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va a realizar en el mismo y de lo que se entregara al nalizar. De esta manera podemos
adaptar esta metodologa a lo que necesitamos para poder cumplir con las caractersticas
mencionadas anteriormente y maximizar el benecio que podemos sacar de las mismas.
Tambien a~nade un punto muy signicativo y es el hecho de tener que dividir las tareas
en subtareas atomicas que aporten algo de valor por si mismas y que nos permitan una
mayor organizacion y visibilidad de todo lo realizado y todo lo que queda por hacer. De
esta manera se puede medir el ritmo de trabajo que lleva el grupo (en este caso yo) y ver
hasta donde se puede llegar.
Obviamente no se puede aplicar Scrum al pie de la letra como se podra hacer en una
empresa, pero s que se ha orientado hacia esta forma de trabajar de una manera que se
detalla en el siguiente apartado.
2.7.2 Implementando Scrum en nuestro TFG
Teniendo en cuenta varios consejos se decidio hacer sprints de dos semanas. De esta
manera se puede ir supervisando el desarrollo del producto, tener nuevas funcionalidades
que ense~nar y detectar a tiempo posibles errores, mejoras y el estado global del proyecto.
Cada dos semanas nos reunamos J.Daniel Prades y yo para analizar el estado del trabajo
realizado, buscar puntos de mejora, sugerencias, ver el estado global del proyecto y para
detallar lo que se podra realizar en el siguiente sprint. En esta reunion ya agrupabamos los
objetivos que tienen un sprint planning, el sprint review y la retrospective. Empezabamos
por lo que sera la Review, donde mostraba los avances del software realizados durante
ese sprint y le explicaba lo implementado. Continuabamos con la Restrospectiva, la
cual analiza la forma en la que se hacen las cosas y como podemos mejorar. Analizar
impedimentos que han surgido durante esas semanas y han inuido en la no consecucion
de algun objetivo o si todo ha ido como la seda y se ha conseguido avanzar. Y por
ultimo lo que sera el sprint planning donde actualizabamos nuestro backlog con nuevas
tareas que iban surgiendo y se analizaba el trabajo que se poda asumir durante las
siguiente semanas. Como vemos, en este punto tambien asumamos el Grooming, reunion
generalmente previa al Sprint Planning que sirve para planicar y revisar el backlog con
el n de actualizarlo y priorizarlo.
1 Sprints de dos semanas
2 Profesor y tutor como Product Owner
3 Sprint Planning, Review y Retrospective el mismo da
4 Desaparicion de los Daily Meeting
5 Product Backlog en formato excel compartido
Tabla 2.7.2.1. Resumen implementacion Scrum en el TFG
Nuestro backlog consista en un excel donde bamos apuntando las tareas a realizar
y que yo iba marcando como done una vez realizadas, testeadas por mi y que daba por
nalizadas.
En cuanto a los Daily Meeting son imposibles de asumir en este tipo de proyectos
universitarios, por lo que es importante dejarlo todo bien explicado en la reunion realizada
cada dos semanas y utilizar el email unicamente para dudas que puedan surgir, pero no
para realizar los Daily.
Por lo que respecta a la jerarqua de entidades de Scrum tampoco ha sido necesario
utilizar la mayora de terminos para denir las unidades manejables. Recordemos que esta
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metodologa dene una serie de unidades manejables para dividir el trabajo. Normalmente
se utilizan unicamente tareas, historias de usuario y epicas, pero a veces una epica no es
suciente y aun hay que hacer mayores agrupaciones. En este caso aparecen tambien
los temas. En nuestro caso unicamente hemos necesitado utilizar tareas, puesto que ya
eramos capaces de dividirlas y hacerlas lo sucientemente peque~nas y atomicas para que
no requirieran de semanas y siempre se pudieran ver avances y nuevas funcionalidades al
nalizar cada sprint.
1 Proyecto
2 Tema: Unidad de medida superior a las epicas. Puede englobar varias.
3 Epica: Agrupaciones de historias de usuario que denen bloques de trabajo
dentro de un proyecto.
4 Historia de Usuario: Denicion en lenguaje de negocio que hace el Product Owner
de los requisitos de trabajo. Se puede descomponer en Tareas.
5 Tarea: Trabajo concreto normalmente realizado por una unica persona del equipo.
Estas tareas deben ser cortas y claras.
Tabla 2.7.2.2. Jerarqua de entidades Scrum
2.7.3 Planicacion Inicial
La planicacion inicial estuvo incluida en un periodo de 18 semanas, desde la primera
semana de febrero hasta el nal de la primera semana de junio. Era importante saber
desglosar las tareas en unas mas peque~nas para poder realizar una estimacion del tiempo
que crea que podra llevarme cada una de ellas y poder ver si era asumible todo lo
planteado o no. Dicho desglose termino siendo el siguiente:
 Establecer Requerimentos: Lo primero que se debe realizar en un proyecto es
aclarar y denir las funcionalidades del proyecto para poder tener una vision general
del mismo. Una vez aclarado punto a punto lo que debe tener el software se puede
dar por concluida esta etapa. La prevision para su denicion era la primera semana
de proyecto.
 Analisis Software y Tecnologas: Una vez claro todo el proyecto y lo que hay
que construir, es el momento de analizarlo mas a fondo para poder escoger las
tecnologas adecuadas para su desarrollo. Para ello se requiere una investigacion de
las mismas y sobre todo de las menos conocidas por mi. El tiempo inicial estimado
para esta etapa es de una semana.
 Investigacion USB Button: Aclarados los requisitos y escogidas las tecnologas
a utilizar empezamos con el proyecto. El primer paso es centrarse en la clave de
este proyecto, que es el pulsador USB. Para poder utilizarlo desde Java requiere
una investigacion previa donde se debe buscar documentacion por internet y hacer
diversas pruebas debido a la escasa informacion que se adjunta con el dispositivo.
El periodo comprendido por esta etapa son las semanas 3 y la mitad de la 4 del
proyecto.
 Comunicacion Cliente/Servidor: Con la semana 5 del proyecto entramos en
el mes de marzo y la idea a estas alturas es empezar a implementar lo que sera
la aplicacion software. El primer paso de esta implementacion consiste en crear la
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comunicacion entre el cliente y el servidor usando RMI, tecnologa escogida en la
etapa dos y que se explica en el apartado de Implementacion mas adelante. Esta
etapa no debera requerir de demasiado tiempo al ser una tecnologa ya conocida
por mi, por lo que la estimacion para hacerlo funcionar y poder hacer pruebas de
comunicacion es de 4 das escasos.
 Interfaz Basica Software: Realizada la comunicacion es hora de comenzar con
la interfaz. Esta etapa es esencial para poder continuar implementado logica, por
lo que es necesario tener aunque sea una version inicial de la misma. No se espera
tener una version avanzada o nal de la interfaz, unicamente hacer algo funcional
para poder probar en las siguientes etapas que todo este funcionando como debe
ser.
 Creacion Login: Uno de los campos realizados en la etapa anterior es el del
login. Teniendo en cuenta para utilizar practicamente todas las funcionalidades del
software hay que estar registrado, es el primer paso a realizar. Se espera que este
terminado en la semana 6 de proyecto.
 Implementacion Logica: Con el login ya creado es hora de pasar a completar
todas las funcionalidades requeridas en la primera etapa. Esta etapa es la mas
larga, ya que requiere implementar absolutamente toda la logica del programa. Esto
incluye crear la logica de control de pomodoros, estadsticas, grupos... y unirlo todo
a la interfaz. El tiempo estimado de desarrollo es de 4 semanas, hasta mediados de
abril.
 Desarrollo Interfaz: Como ultima etapa del desarrollo se planea terminar la
interfaz. Recordemos que hasta ahora tenemos una implementacion basica, por lo
que tenemos que dejarla realmente como queremos que sea en la version nal de la
aplicacion. Esta etapa debera durar un maximo de dos semanas.
 Desarrollo Administrador: Con el cliente y el servidor terminados pasamos a
realizar la herramienta para administrador. Todo software debe tener su propia
herramienta con la que poder gestionar una serie de opciones, como pueden ser
modicar estadsticas o usuarios. Esta herramienta es completamente independiente
al cliente, aunque se conecte al mismo servidor. Unicamente tendra acceso a ella la
persona que se ponga como administrador del software en su entorno de trabajo. El
desarrollo esperado de esta etapa es de dos semanas.
 Test Final: En este punto ya tenemos todo el proyecto con su version nal y con
cada etapa testeada individualmente. Es el momento de juntarlo todo y hacer una
prueba nal en un entorno lo mas real posible. Este test se espera que dure todo el
tiempo posible, lo que con esta planicacion sera de 5 semanas. Esta etapa no solo
sirve para buscar posibles bugs, si no tambien para poder cambiar algunos aspectos
que no terminen de encajar o a~nadir mejoras, ya sean funcionales o de usabilidad a
medida que se testea la aplicacion.
 Redaccion Memoria: A la vez que se realiza el test nal se planica realizar toda
la escritura de la memoria. El tiempo estimado para la misma es de 5 semanas.
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Tabla 2.7.3.1. Planicacion Inicial
2.7.4 Planicacion Real
Tabla 2.7.4.1. Planicacion Real
El apartado anterior explica la planicacion inicial que hice y que estime correcta en
su momento. >Pero cual ha sido el tiempo que me ha llevado cada etapa del proyecto?
>Que problemas han surgido que han podido hacer variar este planteamiento? Cuando
se realiza un proyecto de media o larga duracion las estimaciones suelen fallar por la
aparicion de problemas no previstos de antemano. Es importante saber reorganizarse y
adaptarse a las situaciones para evitar que estos problemas e imprevistos tengan el menor
impacto posible en el proyecto, su desarrollo y sobre todo que tengan el menor impacto
en la fecha de nalizacion. En la gura adjunta se puede apreciar en forma de diagrama
de Grantt el tiempo nal que se ha dedicado a cada etapa y que pasamos a explicar.
 Establecer Requerimentos: Esta etapa tuvo una prevision correcta. Me reun
dos veces con J.Daniel Prades para poder denir todo lo que haba que montar en
el proyecto, las funcionalidades previstas y software externo que se iba a tener que
aplicar, como es el caso del USB Button. Durante la misma semana que se nos
notico la asignacion de este proyecto se realizo la etapa tal y como estaba previsto.
 Analisis Software y Tecnologas: El analisis de las tecnologas a utilizar tambien
llevo el tiempo previsto. La semana siguiente a la del establecimiento de requisitos
se destino a decidir las tecnologas mas adecuadas para el correcto funcionamiento
del software. Se escogio utilizar RMI para crear la aplicacion cliente-servidor, JSON
para el intercambio de datos y JavaFX para la interfaz. La explicacion detallada
sobre estas elecciones estan en sus respectivos apartados del punto de Implementa-
cion.
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 Investigacion USB Button: Hacer funcionar el pulsador USB desde la aplicacion
no fue nada facil. De hecho considero que ha sido una de las etapas mas difciles
de realizar. Esto signico que en esta etapa ya tuvimos un retraso de una semana
respecto a la prevision inicial. Pasamos de realizar la investigacion e implementacion
del pulsador en dos semanas (las dos nales de febrero) a tres, terminando al nal
de la primera semana de marzo consiguiendo poder comunicarnos con lenguaje Java
con el pulsador.
 Comunicacion Cliente/Servidor: La complejidad de la tarea cumplio la plani-
cacion, pero el tiempo en das destinado a la misma se vio afectada por el retraso
de la investigacion del USB Button. La prevision principal era comenzarla una vez
terminada la anterior y que apenas llevara un da o dos su desarrollo. Al retrasar-
se una semana el conseguir hacer funcionar el pulsador decid retrasar esta etapa
unos das con el n de poder dedicarme al hardware completamente. Al ver en ese
momento que no saba cuanto se me podra alargar esa etapa decid readaptarme y
planicar nuevamente estas etapas iniciales, por lo que inicie este desarrollo aun sin
terminar la anterior etapa. El dedicarme a dos etapas a la vez provoco que, aunque
la complejidad era la prevista, el tiempo destinado a esta tarea se alargara un poco
mas a lo que se puede ver en el diagrama de Grantt del apartado anterior.
 Interfaz Basica Software: Esta etapa tambien resulto mas complicada de lo pre-
visto en un primer momento, debido al uso de una tecnologa que no haba utilizado
nunca hasta ahora. Haba realizado interfaces simples con libreras conocidas, pero
nunca haba utilizado Java FX. Por lo que documentarme a fondo sobre sus carac-
tersticas, formas de hacerlo funcionar y descubrir todas las ventajas que me podan
aportar llevo mas de la semana inicial prevista y se me alargo a dos semanas.
 Creacion Login: Con esta etapa repet el proceso que hice con la de la comunica-
cion cliente/servidor. Al ver que la implementacion basica de la interfaz se alarga
mas tiempo del estimado y con el n de no retrasar todo el proyecto en cadena,
pase a implementar esta etapa a la vez que creaba la anterior. La creacion del login
no me llevo apenas mas tiempo del estimado, puesto que requera de una parte de
Java FX que ya conoca en ese momento y que no necesitaba de las partes que aun
necesitaba practicar y documentarme mas.
 Implementacion Logica: Una vez terminado el login pase a empezar a imple-
mentar la logica de la aplicacion sin mas demora. A estas alturas llevaba un desfase
de una semana respecto al planteamiento inicial y pese a que la etapa de la inter-
faz estaba casi terminada, todava faltaban algunos ecos. Al estar la interfaz tan
avanzada me permita poder empezar la implementacion sin ningun tipo de pro-
blema, por lo que cuanto antes empezara con esta etapa mucho mejor. Esta etapa
duro unas cinco semanas y aunque fue bastante bien viendo el tiempo nal que me
llevo, tambien surgieron algunos problemas como en cualquier implementacion de
este calibre. Todos estos problemas se resolvieron sobre la marcha y la estimacion
estuvo bastante cerca de lo estimado.
 Desarrollo Interfaz: La etapa anterior termino en la ultima semana de abril y
comence a nalizar el desarrollo de la interfaz. De la misma manera que me encontre
problemas por el uso de una tecnologa completamente nueva en la version simple,
tambien los encontre ahora. Esto provoco que el desarrollo nal de la interfaz se
alargara una semana mas de lo planicado inicialmente. Tambien inuyeron algunos
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cambios de estilo que beneciaban la usabilidad de la aplicacion y que met en esta
etapa.
 Desarrollo Administrador: Puesto que esta etapa era independiente de todas
las anteriores pase a implementarla paralelamente a la etapa anterior. De esta
manera consegua no demorarla mas y que se me pudiera echar el tiempo encima. El
desarrollo era simple y claro, por lo que no surgieron problemas con esta herramienta
y la estimacion fue la correcta o incluso mejor.
 Test Final: El test comenzo una vez terminada la aplicacion entera. A estas
alturas estaba tambien la herramienta del administrador que se llego a terminar
incluso antes que la interfaz del cliente. El test estaba previsto empezarlo la primera
semana de mayo, pero se demoro hasta mediados de mes. Aun as se tuvo alrededor
de 5 semanas para poder testear y mejorar la aplicacion.
 Redaccion Memoria: Al mismo tiempo que se realizaba el test de la aplicacion
comence a redactar este informe. La etapa de test es la que menos carga de trabajo
me daba del proyecto y era el momento idoneo para poder enfocar la memoria. A
estas alturas tena los sucientes conocimientos sobre todo lo que quera hablar y
explicar, una vision global de todo lo que estaba montando y del objetivo que tena
este software y ya haba podido consultar todas las referencias y artculos que me
parecan interesantes y que necesitaba leer.
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3 Implementacion
En esta seccion se pretende explicar todas las tecnologas utilizadas, el motivo por el cuales
se escogieron, las funcionalidades exactas que tiene el software y las pruebas que se han
realizado para poder comprobar su funcionamiento, siempre acordes a las funcionalidades
descritas previamente.
3.1 Tecnologas utilizadas
La primera gran decision que se tuvo sobre el proyecto fue escoger en que lenguajes y sobre
que tecnologas se quera montar todo el software. Las opciones eran diversas debido a la
gran variedad de lenguajes de programacion que he tocado durante la carrera o a la gran
cantidad de tecnologas que no haba tenido la oportunidad nunca de utilizarlas pese a
haber ledo sobre ellas y que me parecan un buen momento para poder tener un primer
contacto.
3.1.1 Java / RMI
En lo que menos dude fue en escoger Java para realizar el proyecto. >Por que Java?
Porque es el lenguaje de programacion con el que me siento mas comodo y el que mas me
gusta. Me parece un lenguaje de presente y futuro, utilizado en varios sectores y que te
permite programar para distintos dispositivos, aunque en esta practica unicamente nos
centramos en una aplicacion de escritorio. Pero siempre es un buen momento para poder
profundizar mas en el lenguaje y en su funcionamiento.
Escogido Java y teniendo claro que haba que montar una aplicacion distribuida cliente-
servidor, el objetivo era buscar una tecnologa que me lo permitiese y cuyas caractersticas
se adaptaran a las exigencias del proyecto. Para este paso deba tener en cuenta algunos
aspectos del software que tena que construir, como el uso que se le quiere dar y el traco
que puedo permitirme en la red donde estara colocado el servidor. Teniendo en cuenta
que este proyecto esta preparado para grupos de trabajo, en redes intranet y que el traco
generado por mi aplicacion sera mnimo, quera un mayor grado de abstraccion a la hora
de la comunicacion, por lo que descarte utilizar sockets y creando mi propio RFC donde
crear todo un sistema de comunicaciones entre el cliente y el servidor.
Descartados los sockets nos quedamos con RMI (Remote Method Invocation), tecno-
loga con la que ya haba tenido la oportunidad de trabajar en algunas asignaturas y que
me haba parecido bastante interesante de utilizar.
3.1.2 USB Button y JNA
La principal caracterstica del software es la utilizacion de un pulsador USB para poder
manejar tus estados de trabajo y poder ver el estado de los demas compa~neros segun el
color que tenga. Tambien es, a su vez, uno de los puntos mas complicados que se han
tratado.
Junto al USB Button se incluye un archivo dll (uno para arquitecturas de 32 bits y
otro para las de 64 bits) que contiene una serie de funciones ejecutables que se comunican
con el pulsador. Pero, >como utilizar desde Java este chero dll?
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La primera opcion que se contemplo fue intentar crear un peque~no programa en C++
que fuera capaz de cargar y comunicarse con dicho chero, y desde Java cargar mediante
JNI (Java Native Interface) este programa que hara de intermediario. Se consiguio cargar
el programa en C++ y hacerlo funcionar desde Java, pero este no era capaz de hacer de
enlace con el chero dll, haciendo inviable esta opcion.
Con la primera opcion descartada surgieron otras, desde cambiar el propio hardware
del pulsador hasta intentar cargar el dll directamente desde Java utilizando JNI. Esta
ultima opcion tambien se descarto debido a que una vez consegu aprender y entender
dicho framework de programacion, vi que se basaba en incluir en el codigo C++ una
referencia hacia el framework para poder utilizar una nomenclatura del mismo. Se aplica
un JNIEXPORT en las funciones que quieres exportar del programa en C++ y utilizar
posteriormente en Java cargando dichos archivos comprimidos. Por tanto, esto signicaba
tener que descomprimir el propio dll, intentar modicarlo como se tiene que hacer en JNI
y volverlo a compilar para usarlo en Java, algo que no estaba del todo claro que nos
pudiera funcionar. As que se cambio el enfoque para intentar tener un nuevo punto de
vista de como poder solucionar este problema, volviendo al problema original. >Como
cargar un DLL desde Java de una manera no invasiva? La solucion fue JNA (Java Native
Access).
Esta librera da la opcion de cargar bibliotecas compartidas sin necesidad de incluir
ningun codigo en la misma. De esta manera podemos desde Java cargar cualquier dll
independientemente de la manera que este haya sido comprimido. Para poder hacerlo
funcionar hay que crear una interfaz java que dena todas las funciones y/o estructuras
que se desean usar y que estan denidas dentro del dll. Las funciones que nosotros
necesitamos utilizar son las siguientes:
 PacInitialize: Inicializa todos los USBButtons conectados y te devuelve un entero
con el numero de dispositivos, o 0 si no encuentra ninguno.
 PacShutDown: Se encarga de nalizar el USB Button.
 USBButtonCongureColor: Recibe por parametro la ID del dispositivo asig-
nada en el PacInitialize y un array de bytes que congura el USBButton. En esta
funcion coge el color asignado en el array de bytes y se lo manda al dispositivo para
cambiar su color.
 USBButtonCongurePermanent: Recibe por parametro la ID del dispositivo
asignada en el PacInitialize y un array de bytes. Del array coge el color del pulsador,
el color y la cadena de teclas que se envian al pulsarlo. De esta manera nosotros
podemos congurarlo de manera que muestre un mensaje por pantalla o una cadena
de texto cuando lo pulsas.
El dll trae mas funciones que no necesitamos utilizar o que no corresponden al dispo-
sitivo tratado aqu. Es un dll con funciones compartidas entre todos los dispositivos Pac
(Pac-LED64, PacDrive y U-HID LEDs).
Por lo que respecta al array de bytes con el que se congura el dispositivo se puede
ver la estructura en la Figura 3.1.2.1.
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Figura 3.1.2.1 Estructura array de bytes
Observamos que esta formado por un total de cinco elementos que se reparten todos
los bytes del array.
 Mode: Ocupa el primer byte del array e indica el tipo de pulsacion que queremos
que tenga el pulsador. Si hay que hacer click o doble click (0x00 Alternate, 0x01
Extended, 0x02 Both). En la practica se implementa la opcion Extended.
 Spare: Conguracion alternativa. Por defecto inicializamos a 0x00.
 Color USB: Ocupa tres bytes del array (posicion 2, 3 y 4) y contiene el color con
el que se muestra el color. Cada byte corresponde a uno de los canales (R,G,B).
 Color Pressed: Mismo formato que el color anterior. Contiene el color que toma
el USB Button cuando el usuario pincha sobre el.
 Text USB Button: Ocupa el resto del array y se puede congurar cualquier tecla
del teclado. Ya sea una cadena de texto, una combinacion de caracteres, etc...
Puesto que el hardware no trae por defecto ninguna manera de poder detectar su
utilizacion por parte del usuario, la manera en la que podemos averiguar cuando ha
sido pulsado es poniendo una combinacion de caracteres que estamos seguros que solo
el pulsador sera capaz de reproducir. Por tanto, por defecto se congura la parte de
\Text USB Button" con una cadena de caracteres para todos los dispositivos que se
conectan a nuestro software. La captura de este evento la realizamos con JNativeHook,
que deniremos y explicaremos mas adelante.
El usuario no debe tener ninguna preocupacion por congurar su pulsador, puesto que
el propio software se encarga de ello siempre que detecta un USB Button nuevo.
3.1.3 JSON
Una vez escogidas las tecnologas para montar la aplicacion cliente/servidor faltaba esco-
ger la forma de hacer la transferencia de datos entre ambas y de poder almacenar datos
de relevancia para poder calcular las estadsticas y todo lo relacionado con el software.
Las opciones eran muchas e interesantes, por lo que para escoger tenemos que volver a
observar las caractersticas del proyecto. Recordemos que estamos en un entorno intranet
y grupos de trabajo relativamente peque~nos, por lo que implementar toda una base de
datos era demasiado excesivo para los datos que queremos almacenar. Descartado esto la
tecnologa por la que optamos es JSON junto a la librera que nos ayuda a trabajar con
ellos en Java.
Todos los datos que se guardan se hacen mediante JSONs, al igual que todos los datos
que el servidor le enva al cliente. Las estructuras de las puntuaciones siguen todas el
mismo patron, con la peque~na diferencia que puedan tener algun atributo de mas. Por
ejemplo, para almacenar los puntos de cada da tenemos un formato tal que as:
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Figura 3.1.2.1 Estructura array de bytes
3.1.4 JNativeHook
Anteriormente hemos hablado de la comprobacion que hace el software para saber si un
usuario esta realizando correctamente el pomodoro, siempre y cuando intentando ser lo
menos intrusivos posible en el ordenador de dicho usuario. Para ello lo que se hace es
capturar los eventos de teclado y raton para comprobar que el usuario esta trabajando
con el ordenador.
Java te permite capturar por si mismo este tipo de eventos, pero solo para cuando el
usuario tiene el foco de la pantalla puesto sobre la aplicacion, cosa que no nos sirve para
nuestro objetivo. Es por ello que hay que salir a buscar libreras externas que nos permitan
seguir capturando estos eventos este el usuario donde este, ya sea en un navegador web,
en un software cualquiera que tenga que utilizar o moviendose por cualquier carpeta de
windows. De esta manera podemos mantener nuestro software observando estos eventos
mientras se ejecuta en segundo plano y sin necesidad de que el usuario tenga que estar
pendiente del programa ni que tenga que ir haciendo clicks de conrmacion cada X minutos
para poder comprobar que sigue trabajando. Nos limitamos unicamente a observar los
movimientos que realiza.
Para conseguir esto se ha optado por utilizar la librera JNativeHook. Dicha librera
permite crear listeners de Java a nivel global y es capaz de capturar cualquier tipo de
evento que pueda salir de un teclado (key press, key release and key typed) y los eventos
lanzados por el raton (mouse down, mouse up, mouse click, mouse wheel, mouse drag,
mouse move).
La ultima release de esta librera es de enero del 2015, por lo que es una librera en
constante actualizacion y mantenimiento.
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3.1.5 JavaFX
JavaFX fue lanzado a nales de 2008 por Sun Microsystems (comprada por Oracle Corpo-
ration) con la intencion de competir contra otras tecnologas punteras del momento como
eran Flash o Silverlight. Una de sus principales caractersticas es su capacidad para crear
interfaces para distintos dispositivos (como aplicaciones de escritorio, moviles, tablets y
TV), convirtiendose as en la primera plataforma que lo consigue y en una opcion mas
que recomendable. Antes de su creacion para poder realizar desarrollos entre dispositivos
tenas que descargar y aprender a utilizar varias libreras independientes, con JavaFX esto
desaparece y usando una unica herramienta y un unico dise~no podemos tener el mismo
resultado.
Esta plataforma se presento como la gran revolucionaria de la epoca con la intencion
de acaparar todo el mercado en un futuro. Fue un proyecto ambicioso donde se buscaba
monopolizar la creacion de interfaces y que cualquier proyecto quisiera terminar usando
su tecnologa. Desde el lanzamiento de la version 2.0 se considera una GUI de siguiente
generacion.
Para conseguir esto no se limito simplemente a crear una librera de Java que a~nadiera
funcionalidad, si no que se creo su propio codigo y sus propios scripts compatibles con
Java, llamado JavaFX Script. Esto quiere decir que podemos crear una interfaz de usu-
ario utilizando JavaFX y beneciandonos de todas las ventajas de Java, puesto que su
compilacion es sobre la propia plataforma. Se quera que este nuevo lenguaje fuera lo mas
entendible y amigable para los desarrolladores, por lo que su sintaxis es muy parecida a
Java. Esto tambien implica que sea compatible con otras libreras como, por ejemplo,
Swing. Nosotros podemos utilizar ambas tecnologas sin ningun tipo de problema ni con-
icto y de esta manera enriquecer con todas las ventajas que tienen ambas nuestra interfaz
graca. Como podemos comprobar en la Figura 3.1.5.1, JavaFX se ejecuta sobre la propia
Java Virtual Machine y que dispone de tres versiones de runtime. Uno para dispositivos
moviles, otro para escritorio y la tercera es para JavaTV. La propia plataforma se encarga
de escoger runtime de manera dinamica detectando el dispositivo.
Pero sus caractersticas no solo se reducen a lo mencionado hasta ahora. JavaFX va
mas alla y te permite crear tus interfaces usando html y/o css, algo que para quienes
tengan experiencia en desarrollo web les puede venir muy bien. Es cierto que no es en
lenguaje nativo, si no adaptado a la sintaxis de la plataforma, pero esta lo sucientemen-
te desarrollado como para que puedas construir cualquier cosa. Tambien puedes poner
vdeos, imagenes e incluso utilizar Canvas.
Figura 3.1.5.1 Arquitectura JavaFX
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La estructura interna de JavaFX tiene forma de arbol. El punto de partida de cualqui-
er construccion de una interfaz bajo esta plataforma es el contenedor Stage. Normalmente
se utiliza un unico Stage por aplicacion, pero se podra tener mas de uno si fuera nece-
sario. Este contenedor esta compuesto por una o varias escenas, que seran las pantallas
de nuestro software. Si tenemos tres pantallas crearemos tres escenas que iremos inter-
cambiando en el Stage base a medida que el usuario vaya navegando entre ellas. Por
tanto, tendremos siempre aplicaciones que se construyen en su totalidad al ejecutarlas
y que, posteriormente, lo unico que hara es intercambiarlas en el Stage manteniendolas
actualizadas si requiere de datos dinamicos.
Figura 3.1.5.2 Estructura JavaFX
Una denicion mas exacta de los distintos estados es el siguiente:
 Stage: Es el objeto superior de la aplicacion. Actua como contenedor de la apli-
cacion. Se pueden modicar sus propiedades, como es el icono de la aplicacion, el
ttulo y la visibilidad de sus elementos.
 Scene: Contenedor que aloja la interfaz de usuario y todas sus propiedades (ta-
ma~no, caractersticas del cursor, estilos, contenido, etc...)
 Node: Aqu englobamos el resto del contenido como bloques, independientemente
del elemento que sea (items, vdeos, textbox, labels...). Un conjunto de nodes se
denomina Group.
3.2 Funcionalidad
Hasta ahora hemos entrado a valorar todo el funcionamiento del software a un nivel
teorico. En este apartado se pretende entrar a explicar de manera mas detallada y fun-
cional varios aspectos importantes de la aplicacion. Este apartado debe servir como una
gua para entender todo lo que nos podemos encontrar al utilizar nuestro software.
3.2.1 Bandeja de Windows
En primer lugar pasaremos a explicar todo lo que nos podemos encontrar en la bandeja
de windows. Como ya hemos comentado anteriormente, nuestra aplicacion pretende ser
lo menos intrusiva posible en el ordenador del usuario, pero debemos tener en cuenta de
que no todo el mundo tiene por que disponer del USB Button con el que se ha montado
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la aplicacion. Es por ello que se creo un equivalente al boton en la propia interfaz del
programa y que hemos puesto una serie de ayudas en la bandeja de windows para que el
usuario sepa en todo momento el estado en el que se encuentra. Estas ayudas se resumen
en dos tipos distintos: texto y audio. Ambos son congurables (se pueden activar y
desactivar) desde la pantalla Settings de la aplicacion, pero recomendamos su uso.
La ayuda mediante audio consiste en un sonido del sistema cada vez que ocurre algun
evento importante en el programa. Normalmente estos eventos se reeren a algun cambio
de estado, ya sea porque debes conrmar el pomodoro o esta a punto de ser cancelado
por inactividad.
En lo que respecta a las ayudas textuales existen dos tipos. La primera la podemos
ver en la Figura 3.2.1.1, donde vemos el resultado de poner el raton encima del icono de
pomodoro. Un peque~no texto aparecera indicando el estado en el que estamos y el tiempo
restante para terminar.
Figura 3.2.1.1 Descripcion del estado
El segundo tipo son una serie de noticaciones que nos aparecen sobre el icono y que
nos informan de los cambios de estados, tal y como podemos ver en la Figura 3.2.1.2. En
este ejemplo tenemos el mensaje que aparece cuando un usuario esta inactivo y esta a
punto de cancelarse el pomodoro.
Figura 3.2.1.2 Mensaje de alerta informativo
Hay diversos mensajes de este tipo para los distintos eventos que nos podemos encon-
trar. La denicion de los eventos y mensajes los encontramos en la tabla 3.2.1.3.
Event/Title Body
Conrm Pomodoro Pomodoro nished. Click to conrm!
Ready Pomodoro Ready for new Pomodoro
End Day Congratulations. You have completed all Pomodoros
Warning Time WARNING. Click here to continue pomodoro
Cancel pomodoro Pomodoro has been canceled by user inactivity
Tabla 3.2.1.3. Resumen de las noticiaciones de la bandeja de windows
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3.2.2 Archivo de Conguracion
La aplicacion requiere de un archivo de conguracion que debe existir dentro de la carpeta
data. En este archivo carga y guarda algunos datos que son de utilidad para mejorar
la usabilidad y experiencia del usuario con la aplicacion. Cuando nos conectemos por
primera vez veremos que los campos de Settings donde indicamos la ip, puerto y usuario
de conexion estan vacos. Una vez los rellenemos y nos conectemos con exito, dichos
datos la aplicacion los guardara en su chero de conguracion para que la proxima vez
que inicies la aplicacion haga la conexion automaticamente sin necesidad de que tengas que
volver a poner los datos. En caso de no querer conectarte al mismo servidor, unicamente
tendras que ir a la pantalla Settings, desconectarte y poner los nuevos datos. Nuestra
aplicacion siempre guardara los datos de tu ultima conexion realizada con exito para
realizarla automaticamente cada vez que inicies el software.
Esta misma operacion se realiza con el resto de opciones congurables en la pantalla
Settings y en la pantalla principal de la aplicacion, donde el software guarda la congura-
cion de tu ultimo pomodoro intentado. Con esto conseguimos que un usuario que siempre
utilice la misma medida de tiempo para su Focus Time no tenga que estar congurando
siempre el tiempo, y sea la propia aplicacion quien sea capaz de recordarlo y ahorrarle
ese trabajo al usuario. Podemos ver un ejemplo del chero de conguracion en la Figura
3.2.2.1
Figura 3.2.2.1 Ejemplo JSON del chero de conguracion
3.2.3 Pantalla de Stats
Tal y como comentamos en la explicacion de JavaFX, lo que realizamos en el software es
crear todas las pantallas (escenas) al inicio y luego unicamente mantenerlas actualizadas
y cambiar la que se encuentra en el Stage a medida que el usuario va navegando entre
ellas. Esto implica que debes tener un seguimiento de todas en todo momento para evitar
que el usuario cuando acceda a ella se encuentre con informacion mal actualizada. Para
evitar el exceso de traco en la red haciendo peticiones para actualizar las estadsticas,
lo que hacemos es pausar dichas peticiones cuando el usuario no esta en la pesta~na de
Stats y esta navegando por otras partes de la aplicacion. En cambio, cuando el usuario
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vuelve a acceder a ella lo que hacemos es una peticion previa a mostrar la escena para
poder actualizar los datos y seguir con el ujo normal de la pagina, que hace peticiones
al servidor cada cinco segundos para tener los datos actualizados casi a tiempo real.
En caso de que no estemos conectados a ningun servidor tampoco se realizan las
peticiones y las tablas y gracas saldran vacas.
3.2.4 Pomodoros
Ya hemos hablado de lo que consideramos un pomodoro correcto o incorrecto y de los
tipos de estados que puede tener un usuario durante su ciclo de vida, pero no hemos
mencionado algunos detalles a nivel funcional que es de vital importancia conocerlos.
Hay dos momentos clave en el que es importante interactuar con el programa para
poder continuar con su funcionamiento normal. El primero de ellos es cuando termina un
pomodoro y debe ser conrmado. Esto se requiere para comprobar que el usuario sigue
delante del ordenador trabajando y no se ha ido antes de tiempo. Por tanto, cuando
termina el tiempo comienza el estado \Push Pomodoro" que dara hasta un maximo de
30 segundos de margen para que el usuario pulse el USB Button o haga click sobre el
pulsador de la interfaz. No sirve pulsar cualquier tecla, unicamente se puede pulsar en
los objetos mencionados para poder conrmarlo. El otro momento importante es cuando
comienza el aviso por inactividad. Este estado (Warning Time) salta cuando estamos dos
minutos sin que nuestro software detecte uso en el ordenador. Dicho estado estara activo
unicamente durante 10 segundos y si sigue la inactividad cancelara el Pomodoro pasando
al estado Ready. En cambio, para poder cancelar este tiempo Warning y que continue
el pomodoro sin ningun problema se puede pulsar cualquier tecla del teclado o cualquier
boton del raton. Podemos ver un resumen de estos dos estados en la tabla 3.2.4.1.
Estado Explicacion
Warning Time Dura un maximo de 10 segundos. Aparece tras dos minutos de
inactividad.
Push Pomodoro Dura un maximo de 30 segundos. Se inicia al terminar la cuenta
atras de un pomodoro
Tabla 3.2.4.1. Resumen del Warning Time y del Push Pomodoro
Para aumentar la visibilidad del tiempo que lleva una persona trabajando y darle un
feedback mas exacto, tambien incluimos una peque~na se~na visual que pueda ser facilmente
reconocible por el usuario y sin necesidad de mirar nada mas sepa en que punto exacto
esta del pomodoro. Nos referimos a un peque~no parpadeo en el USB Button (y, por tanto,
tambien lo podramos ver en la replica de la interfaz) que se da en momentos puntuales.
Tal y como resumimos en la tabla 3.2.4.2, cuando completamos el 25% de un pomodoro
mostramos un peque~no parpadeo sobre el USB Button. Esto le indica al usuario que ya
ha cumplido el primer cuarto del tiempo congurado. Cuando se completa el segundo
cuarto del tiempo (es decir, el 50%) realizamos la misma operacion pero realizando dos
parpadeos. Por cada 25% del tiempo que pasa sumamos un parpadeo mas, as con ver el
numero de parpadeos que ha realizado el pulsador puede saber si se encuentra al principio
del tiempo, a mitad o ya en la recta nal del tiempo que ha congurado para el pomodoro.
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Situacion Numero de Parpadeos
25% completado 1 parpadeo
50% completado 2 parpadeos
75% completado 3 parpadeos
Tabla 3.2.4.2. Parpadeos durante los pomodoros
Por ultimo cabe a~nadir que una vez el pomodoro ha terminado y el usuario lo ha
conrmado es cuando se da por valido y se hace la suma de sus puntos. No se realiza
cuando termina el relax time ni en ningun otro caso, consideramos que el pomodoro esta
bien realizado una vez ha terminado el periodo de Focus Time.
Figura 3.2.4.3 Diagrama de ujo de un pomodoro
3.2.5 Administrador
Como todo software, tambien tenemos una herramienta de administracion creada. Desde
ella se puede hacer algunas conguraciones sobre el servidor que se gestiona. La idea de
esta herramienta es que solo pueda tener acceso aquella persona responsable del mismo.
Sus funciones son las de generar todos los usuarios de sus grupos, asignarles una con-
trase~na y un nombre de usuario, ademas del grupo o grupos a los que puede pertenecer.
Los usuarios en ningun momento pueden cambiar estos datos, es unica y exclusivamente
funcion del administrador del sistema.
Con esta herramienta el administrador sera capaz de hacer lo siguiente:
 Crear, modicar y borrar usuarios del servidor.
 Consultar todas las estadsticas disponibles en el servidor, independientemente del
tiempo que lleven.
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Esta herramienta esta dise~nada para hacer las funciones mas basicas y necesarias sobre
el servidor. Con esto ya se puede tener un control total sobre la parte mas importante,
que es la gestion de los usuarios y de los empleados que pueden tener acceso al servidor
mediante sus clientes.
3.3 Casos de Uso
En este apartado vamos a hablar de los casos de uso que nos podemos encontrar en la
aplicacion a nivel de roles. Vamos a empezar a mencionar los mas signicativos en clave
usuario y, posteriormente, pasaremos a la aplicacion del administrador para analizar los
suyos.
3.3.1 Usuario
Cualquier usuario que use la aplicacion tiene dos funcionalidades bien diferenciadas. La
primera guarda relacion con toda la logica de los pomodoros. Realizar un pomodoro
implica tener que hacer una conguracion previa, iniciarlo y conrmarlo una vez haya
terminado. Mientras que congurar e iniciar el pomodoro no requiere de una conexion con
el servidor, terminarlo s que lo requerira salvo que queramos perder el tiempo realizado.
Tambien podemos estar logueados al iniciar el pomodoro y durante el mismo cambiar de
servidor, en ese caso el pomodoro se registrara en el servidor en el que estes conectado al
nalizar.
Figura 3.3.1.1 Casos de uso del usuario
La segunda funcionalidad consiste en consultar las estadsticas personales o las gru-
pales. Estas estadsticas son siempre relacionadas a un servidor, por lo que siempre
necesitaremos estar logueados para consultarlas. Las individuales nos muestran nues-
tras puntuaciones en el servidor en cuestion, mientras que las grupales nos muestran las
puntuaciones que tenemos en el grupo asignado en dicho servidor.
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3.3.2 Administrador
Con la herramienta administrativa del servidor se pueden realizar gestiones sobre los
usuarios o consultar estadsticas completas ltradas por da, semana o meses. Todas
estas funcionalidades requieren de un login en el servidor. Si el usuario quiere modicar
o borrar un usuario incluye la tarea de localizarlo en primer lugar. Esto es debido a que
la edicion se hace sobre la misma tabla y necesitas ir a la la en cuestion para poder
seleccionarla y hacer la accion correspondiente. Para a~nadir un usuario no hace falta que
busquemos en la tabla, simplemente clickar en la opcion y guardar los cambios.
Figura 3.3.2.1 Casos de uso del Administrador
En cuanto a consultar las estadsticas el unico proceso que interviene es el login en el
servidor.
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3.4 Arquitectura
La arquitectura planteada para el desarrollo del software esta basado en el patron MVC
(Modelo-Vista-Controlador). Se ha intentado separar en todo momento la gestion de la
informacion con la cual opera el software, de los eventos que invoca el usuario con sus
actos y la presentacion de dicha informacion.
Los cheros de JavaFX (.fxml) contienen todos los elementos relacionados con las
vistas. Cada vista tiene asociado un controlador Java que gestiona todos los eventos
relacionados, ya sea por interaccion del usuario o por eventos internos que pidan actualizar
la interfaz. Por otra parte, estos controladores heredan de una API que hace toda la
gestion interna del software. Gestiona los pomodoros, lanza los eventos para actualizar
la interfaz, hace las peticiones al servidor para que devuelva los datos necesarios, etc.
Esta API esta compuesta por varias clases con una estructura de herencia y cada una
tiene una funcion especca que explicaremos mas adelante. Tambien hace la gestion del
boton USB, facilitando una serie de funciones para poder cambiar el color del mismo
sin necesidad de saber como funciona el pulsador. En el analisis inicial del proyecto se
pensaron varias formas de organizar la arquitectura, pero al nal se decidio por crear esta
especie de API al que todos los controladores se tuvieran que \suscribir" para poder usar
todas sus funciones sin necesidad de saber su estructura interna ni su funcionamiento.
Realizar una especie de caja negra donde lo unico que debe interesar al desarrollador es
la funcion a la que debe llamar, los parametros que le debe pasar y el resultado que dicha
funcion le devolvera. A partir de ese resultado el trabajara en lo que necesite realizar.
Con esta estructura no solo se persigue el patron mencionado, si no realizar un codigo
escalable y reutilizable. Cualquier nueva vista que se tuviera que crear para la aplicacion
unicamente tendra que heredar de la API mencionada y usarla como capa de abstraccion
respecto a su funcionalidad. Unicamente necesita saber las funciones a las que debe llamar
para poder hacer la peticion y gestion de datos.
En la siguiente pagina podemos echar un primer vistazo general del diagrama de clases.
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3.4.1 Core
Comenzamos el analisis por la clase principal y la superior de nuestra arquitectura: el
Core.
Figura 3.4.1.1 Diagrama Core
La funcionalidad principal de esta clase es encargarse de cualquier comunicacion o
evento externo al software. Aqu incluimos cualquier llamada al servidor, la gestion del
pulsador USB y las llamadas a su dll, y tanto la carga como escritura de cheros de los
cheros de conguracion necesarios. Por tanto, cualquier interfaz estara siendo utiliza por
el Core (en este caso tanto usbInterface que, como ya hemos visto, se utiliza para comu-
nicarnos con el pulsador USB, como la serverInterface que se encarga de comunicarnos
con el servidor). De esta manera desde cualquier parte de nuestra aplicacion podemos
acceder a modicar el pulsador o a realizar llamadas a nuestro servidor.
Por otra parte, tambien contiene una instancia a una clase de colores personalizados
donde se dene para cada color unos valores R,G,B necesarios para incluirlos en el array
(como ya explicamos en el apartado del USB Button) del pulsador. Dichos valores suelen
ir segun el color de su canal entre 0 y 255, pero recordemos que en Java el tipo byte va
desde -128 hasta 127. Para no tener que estar repitiendo en todo momento los valores
exactos de cada color unicamente debemos usar la funcion que nos facilita la clase Color
donde mediante un string le diremos el color que queremos y nos devolvera los valores
correctos y que necesitamos para mandarlo al hardware.
Debido a que tambien se encarga de realizar la escritura y carga de la conguracion del
software, es necesario que algunos estados globales que son necesarios en toda la aplicacion
se tengan que declarar aqu y deban ser accesibles en todo momento por los metodos en
cuestion. Aunque son las clases inferiores quienes los actualizan, el Core debe ser capaz de
acceder a ellos para poder realizar algunas funcionalidades ya explicadas como la memoria
de los settings del usuario.
3.4.2 CorePomodoro
Del Core hereda el CorePomodoro. Esta clase se encarga de toda la gestion interna de los
pomodoros, tanto de la estructura de lo que sera un Pomodoro hasta su inicializacion,
sus estados y toda la logica interna. Lo primero que realiza es asignar los colores a los
estados, para as poder tenerlos declarados en un mismo sitio y acceder siempre a estos
datos cuando cambiamos de estado. Tambien nos simplica a la hora de cambiar el
nombre de los estados o si algun da se replantea el color de los mismos, puesto que solo
tendramos que ir a esta inicializacion, cambiar el dato que queramos y automaticamente
se cambiara en todo el software sin mayor esfuerzo.
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Figura 3.4.2.1 Diagrama CorePomodoro
Otra de sus funcionalidades es la de gestionar los eventos que lanzan los cambios de
estado del software o de un Pomodoro. Esto signica gestionar las alertas que se envan
al icono situado en la bandeja de windows, al igual que sus sonidos.
Tambien debe realizar la gestion de los threads relacionados al pomodoro. Recordemos
que usar threads nos permite que el usuario pueda navegar y utilizar la aplicacion mien-
tras esta realizando un pomodoro o cualquier otra accion. Por tanto el CorePomodoro
gestiona la clase PomodoroTh que es la encargada de llevar la cuenta atras del tiempo
restante, de las noticaciones por haber completado 1/4, 1/2 o 3/4 partes del pomodoro
en activo y de gestionar los cambios de estado. Con cambios de estado nos referimos a ir
comprobando si debe empezar el tiempo de aviso al usuario por inactividad, o el tiempo
de conrmacion porque el pomodoro ha terminado o si debe pasar a ready. Esta clase
unicamente avisa del cambio de estado que se debe realizar, pero la gestion del evento
la realiza el CorePomodoro. Para la cuenta atras que realiza el software se ha creado
una clase personalizada llamada TimeRemaining. Dicha clase tiene una funcion llamada
oneSecondCompleted que resta un segundo al tiempo cada vez que es llamada. Por tanto,
podemos deducir que el funcionamiento logico de un pomodoro realmente es un timer que
en cada segundo va llamando a esta funcion para que reste un segundo al tiempo.
Por ultimo, tenemos la clase Pomodoro que dene la estructura que debe tener. Si
desglosamos un pomodoro nos salen distintos atributos, como son el Focus Time, Relax
Time, Total Time (suma de los dos tiempos anteriores) y points (puntos del pomodoro
en caso de completarse).
3.4.3 CommonHandlers
El objetivo principal del commonHandlers es la de controlar todos los eventos comunes
de la aplicacion y la gestion de cambios de escena de JavaFX. Hereda directamente del
CorePomodoro y segun la descripcion anterior podemos asignarle dos subtareas dentro
de su gestion de eventos globales:
Figura 3.4.3.1 Diagrama commonHandlers
35
 Eventos del ordenador: Con estos eventos nos referimos a implementar la li-
brera JNativeHook vista y explicada en anteriores apartados. Es en esta clase
donde gestionamos e implementamos los eventos que nos permiten controlar si el
usuario esta utilizando el ordenador y, en consecuencia, si esta trabajando durante
un pomodoro. Estos eventos tambien nos permiten averiguar cuando el usuario ha
hecho uso del pulsador. Recordemos que la unica manera real de poder saber si
el usuario ha pulsado nuestro USB Button es mediante una cadena de caracteres
especial que se le ha congurado. Por lo que en los eventos de teclado esta la logica
que va analizando todos los datos de entrada buscando la cadena de caracteres del
USB Button y avisar cuando se pulse.
 Cambios de Escena: Cada vez que el usuario interactua con el menu superior
de la aplicacion y quiere cambiar de pantalla el controlador en cuestion pide un
cambio de escena. Ese cambio de escena lo gestiona tambien esta clase, siendo
capaz de reconocer la escena cargada actualmente por el usuario y a cual quiere ir.
Con estos datos y la librera de JavaFX es capaz de realizar dicha accion e invocar
un metodo del controller de la escena a cargar que permita actualizar los datos a
mostrar en caso de ser necesario. Esto nos sirve para, por ejemplo, la pantalla de
Stats, que para ahorrar traco en la red unicamente se actualiza cuando el usuario
la esta viendo. Cuando cambia de pantalla, la aplicacion deja de pedir al servidor
que actualice los datos, pero para evitar que el usuario al volver a entrar los vea
desactualizados se hace una carga previa a la visualizacion de dicha pantalla. El
metodo que realiza esta carga es al que invoca el commonHandlers y que podemos
localizar en el diagrama de clases como initializeManually().
3.4.4 Controllers
Con la explicacion del commonHandlers hemos terminado de explicar lo que denominamos
la API o la Caja Negra del software. Todos los controladores creados para gestionar su
vista deben heredar de dicha clase para poder utilizar todas las funcionalidades de la
aplicacion, tal y como podemos comprobar en la gura 3.4.4.1.
Figura 3.4.4.1 Diagrama controladores
Todos los controladores tienen como atributos las id's de los elementos que necesitan
de la interfaz, ya sea para actualizar sus datos o para leerlos. Si no se declaran en el
controlador mediante su id no podremos manejarlos. Tambien tienen todas las funciones
abstractas que la API no implementa y que es necesario que lo hagan los controladores. Es
una manera de poder realizar callbacks para actualizar cosas de la interfaz. Por ejemplo,
cuando se realiza la conexion por RMI y se completa correctamente, desde el Core se
lanza la funcion abstracta callbackRMI() pasandole un \true" para identicar el estado
de la conexion. De manera interna el Runtime de Java sabe a que controlador debe ir
36
para ejecutar esta funcion y realizar la logica que haya en ella. En este caso en concreto
dicha logica consistira en actualizar la interfaz. Si estamos en el settings sera cambiar
el estado del boton de \Conectar" y sus labels asociados, o en caso de estar en la pagina
principal su funcionalidad sera pasar a verde el estado del server. Por este motivo es
importante que los controladores implementen las funciones abstractas que necesita la
API para informar de algunos eventos que ocurren durante la ejecucion de la aplicacion.
Como hemos comentado anteriormente, estos controladores tambien tienen todos los
eventos que pueden surgir por la interaccion del usuario con la interfaz. Todos estos
eventos comienza con el prejo \on" acompa~nado de la accion y una breve descripcion.
Es importante seguir una misma semantica para as poder identicar de un primer vistazo
para que sirve cada funcion y lo que hace. Estos eventos se encargan de hacer las llamadas
pertinentes a la API para realizar la logica que el usuario requiere mediante su interaccion.
3.4.5 Timers
Todos los timers necesarios para desarrollar todas las funcionalidades del software heredan
de la clase TimerTask. Esta clase es abstracta, por lo que todas las clases que la utilicen
deben implementar el metodo run, encargado de iniciar la ejecucion del thread y donde
estara la logica que necesitamos realizar. Esta clase se utiliza junto a la clase Timer
(java.util.Timer), que nos permite parametrizar algunas opciones interesantes, como la
hora a la que queremos que se inicie el thread y cada cuanto tiempo queremos ejecutarlo.
Figura 3.4.5.1 Diagrama Timers
3.5 Pruebas Realizadas
La etapa de testing ha sido bastante extensa en el proyecto y por suerte hemos podido
contar con la ayuda de mas gente para poder realizarla. Las pruebas realizadas las
podemos dividir en dos etapas.
La primera de ellas se produjo durante la etapa de desarrollo. En esta etapa el
test que se realizo fue exhaustivo por parte de J.Daniel Prades y por mi parte. Durante
el desarrollo de cada sprint yo iba probando las nuevas funcionalidades implementadas
en mi maquina local y antes de la entrega al nalizar el sprint realizaba un test en un
servidor facilitado por mi profesor. Durante este mismo tiempo Daniel iba testeando la
version que le haba entregado al nalizar el anterior sprint para ir sacando posibles bugs,
nuevas mejoras y nuevas ideas que podamos analizar para incluir en el desarrollo.
Pese al test individual que nosotros le podamos hacer a la aplicacion, el objetivo de la
misma es su funcionamiento en un entorno de trabajo, por lo que era mas que recomenda-
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ble buscar un sitio donde poder implementar este software y someterlo a un entorno real
de trabajo para comprobar el cumplimiento de los objetivos que nos impusimos. De poco
nos serva crear una aplicacion que funcionara con dos usuarios, pero que luego cuando
a~nadimos mas gente al entorno empieza a fallar o resulta que hemos creado un software
que no es del gusto de los empleados. Por ello es importante realizar una fase de testing
en un entorno lo mas parecido posible al que esta orientado para poder analizar los resul-
tados, las opiniones de los empleados y tener un feedback mucho mas ecaz y completo.
Esto se consiguio gracias al grupo de trabajo de Daniel que con mucho gusto accedieron
a utilizar el software durante sus jornadas de trabajo para que pudiesemos analizar los
resultados, tener mas gente que nos pueda hacer un feedback sobre la aplicacion y todo
sea dicho de paso, les pueda servir para poder utilizar una nueva metodologa de trabajo
y comprobar si les es de utilidad.
Este test es la que consideramos como la segunda etapa y que se realizo una vez el
desarrollo se dio por nalizado. Esta etapa continua a da de hoy y se espera que
siga as como mnimo hasta el da de la entrega de este proyecto.
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4 Manual de Usuario
4.1 Requisitos e Instalacion
Los requisitos mnimos para los que se ha dise~nado el software son los siguientes:
 Sistema Operativo: Se recomienda tener Windows 7 o superior instalado.
 Java: Ultima version de Java para hacer funcionar el cliente y el administrador.
Para el servidor requiere una version igual o superior a la 1.6.
 Eclipse: Entorno de desarrollo con el que se ha creado la aplicacion. Solo es
necesario en caso de querer cargar el codigo.
 Bandeja de iconos: Un Sistema Operativo que permita ejecutar el software po-
niendo un icono en el tray.
Junto al proyecto se ha incluido todo lo necesario para poder ejecutar el software en
distintas carpetas. NO se incluye el USB Button. Los pasos recomendados a seguir para
poder ejecutar correctamente el software es el siguiente:
 Paso 1: En primer lugar debemos levantar nuestro servidor. Para ello ir a la
carpeta \Server" y ejecutar el archivo .bat. Se abrira una consola que nos mostrara
nuestra ip, servername, puerto en el que esta escuchando (siempre sera el 8080) y si
ha conseguido cargar estadsticas. Que no encuentre alguna no signica que se haya
ejecutado mal, simplemente que no ha encontrado estadsticas para ese periodo de
tiempo. Se adjuntan cheros con estadsticas hasta el mismo da de la entrega.
Figura 4.1.1 Ejemplo de ejecucion del servidor en localhost
 Paso 2: Ir a la carpeta del cliente y ejecutar el .bat disponible. Se iniciara la
aplicacion en la bandeja de windows y si hacemos doble click sobre el icono veremos
la interfaz.
 Paso 3: Con la interfaz abierta nos vamos a Settings y comprobamos los datos de
conexion. Si es nuestra primera conexion apareceran vacos, por lo que si hemos
realizado bien el primer paso los rellenaremos de la siguiente manera:
{ Server IP: localhost
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{ Server Port: 8080
{ Username: alain
{ Password: probando123
 Paso 4: (Paso opcional solo en caso de querer probar el administrador) En caso de
querer probar el Administrador ir a la carpeta correspondiente y ejecutar el .bat.
Se abrira una pantalla de login que debereis rellenar con los datos de la gura 4.1.2
(siempre y cuando hayais levantado con exito el servidor en el paso 1).
Figura 4.1.2 Ejemplo de ejecucion del administrador en localhost
4.2 Interfaz
Este apartado pretende ser un manual practico de la interfaz que nos encontraremos en la
aplicacion y tiene como objetivo la explicacion de todo su contenido a nivel de usabilidad.
Una vez ledo este apartado seremos capaces de manejarnos sin ningun tipo de problema
por la interfaz, navegar mediante las distintas opciones y ser capaces de hacer servir
cualquiera de las funcionalidades del software. Aunque a veces es complicado separar
la interfaz y su usabilidad respecto a la funcionalidad, en este apartado intentamos no
entrar en ningun momento a nivel funcional, puesto que esto lo podremos encontrar en el
apartado 3.2.
4.2.1 Iniciando la Interfaz
La aplicacion se ejecutara directamente en la bandeja de windows. El icono de la apli-
cacion siempre es un tomate, aunque el color puede variar segun el estado en el que nos
encontremos. Supongamos que es nuestra primera ejecucion, entonces lo encontraremos
como un tomate verde. Para poder utilizar la interfaz deberemos hacer doble click sobre
el icono o un click derecho para mostrar el menu desplegable y pinchar sobre la opcion
\Open".
40
Figura 4.2.1.1 Icono Pomodoro
Cuando se abre la interfaz desde la bandeja de windows se abre la ultima pantalla en la
que el usuario estaba antes de minimizar. En caso de que sea la primera ejecucion iniciara
por defecto en la pantalla principal. En caso de que mantengamos el raton encima del
icono de la aplicacion veremos como aparece sobre el un mensaje donde indica el estado
en el que te encuentras y el tiempo restante. De esta manera no hace falta que abras la
interfaz para consultar esta informacion.
4.2.2 Pantalla Principal y Menu
En todo momento se ha intentado trabajar en una interfaz minimalista, facil de usar, de
aprender, intuitiva para cualquier persona independientemente del nivel de experiencia
que pueda tener con los ordenadores y que fuera capaz de situar en todo momento al
usuario para evitar que se perdiera entre las opciones. Por este motivo podramos dividir
cada pantalla en dos partes: el menu superior (que es igual en cualquier parte de la
aplicacion) y el resto del contenido. Puesto que el menu es igual solo hablaremos de el en
este apartado.
El menu de la interfaz esta situado en la parte superior de la aplicacion para que el
usuario siempre tenga visibilidad de su contenido, las acciones que puede ejecutar y de
un simple vistazo saber en que apartado esta. Esto lo conseguimos haciendo un menu de
color rojo salvo la opcion en la que se encuentra, que siempre tendra un fondo blanco para
diferenciarse. Por ejemplo, si observamos la Figura 4.2.2.1 (numero 1) observamos que
en blanco esta marcada la opcion central del menu que representa la pagina principal de
la aplicacion. Las otras dos opciones del menu son Settings y Stats. En cuanto al dise~no
hemos optado por un rojo (color identicativo de los pomodoros) y no dar ningun tipo
de relieve, dejando una interfaz completamente plana y bastante minimalista.
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Figura 4.2.2.1 Pantalla principal de la aplicacion
La pagina principal es la encargada de permitir congurar el siguiente pomodoro que
vayamos a realizar y ver el estado del mismo. La conguracion se puede realizar desde las
opciones situadas en el punto 3 de la Figura anterior. Lo que el usuario debe modicar es
el Focus Time mediante el slider adjunto. Los demas datos se calculan automaticamente
partiendo del tiempo que el usuario haya congurado en el paso anterior (Relax Time,
Pomodoro Time y Pomodoro Points). En cuanto al Today Points indica el numero de
puntos que ha realizado hoy dicho usuario sobre el total de puntos que puede realizar.
Tambien observamos en la interfaz la imagen de un tomate. Esta es la representacion
del pulsador USB que ya hemos mencionado en varios apartados y que tendra la misma
funcionalidad. Es necesario para la gente que no tiene dicho pulsador, ya que de esta
manera pueden hacer funcionar la aplicacion sin ningun tipo de problema. Siempre que
hablemos de alguna funcionalidad del USB Button es equivalente al pulsador representado
en nuestra interfaz. De la misma manera que cambiamos el USB Button de color tambien
cambiamos el color del icono del tomate de la interfaz, mientras que el estado y el tiempo
restante tambien aparece representado sobre el mismo. La actualizacion de este tomate es
en tiempo real, por lo que se puede seguir en todo momento desde aqu el tiempo restante
de nuestro pomodoro o de nuestro relax time.
Por ultimo, podemos comprobar de un simple vistazo el estado de conexion con el
servidor y con nuestro USB Button. Si observamos la Figura anterior (punto 2) estos re-
cuadros tienen una breve descripcion a su lado para poder identicarlos correctamente y
pueden tomar dos colores. En caso de estar rojo signica que no estamos conectados, mi-
entras que si el color es el verde signica que la conexion se ha establecido correctamente.
En este caso nos estara indicando que tenemos el USB Button conectado y funcionando,
mientras que no estamos conectados al servidor.
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4.2.3 Settings
La pantalla Settings nos permite congurar todos los aspectos personalizables de la apli-
cacion. En ella veremos que tenemos tres pesta~nas que podemos congurar.
La primera (1 en la Figura de este apartado) nos permite congurar los datos de
conexion y conectarnos/desconectarnos con el servidor. Cuando estamos desconectados
del servidor se permite la modicacion de los cuatro parametros (Server IP, Server Port,
Username y Password) as como pulsar el boton \Connect" que aparecera. Mientras
el software intenta realizar la conexion dicho boton pasa a \Wait" y no nos permitira
modicar los campos hasta que no haya terminado el proceso de conexion. Una vez haya
conseguido conectar pasara al estado que vemos en la Figura 4.2.3.1 donde nos habilita el
boton que nos permite terminar la sesion con el servidor y poder modicar de nuevo los
campos de conexion. En caso de que no consiga conectar volvera al estado inicial dejando
modicar los parametros y nos volvera a poner el boton para realizar la conexion.
Figura 4.2.3.1 Pantalla Settings
Lo siguiente que se puede congurar es el grupo al que pertenecemos (2). Este campo
aparece vaco cuando no estamos conectados a ningun servidor, puesto que los grupos es
algo congurable segun el servidor en el que estes. Una vez se haya establecido la conexion,
automaticamente nos indica en que grupo estamos trabajando. En caso de tener varios
grupos podremos desplegar la lista desplegable y seleccionar el grupo. Podremos ver que
este nuevo grupo pasa a situarse en el primer lugar de la lista y el que se muestra por
defecto sin tener la lista desplegada. Esto signica que realizaremos los pomodoros en
este grupo.
En ultimo lugar podemos congurar los sonidos y noticaciones que nos enva la apli-
cacion a la bandeja de windows. Ambas se pueden activar o desactivar segun queramos.
Si nos interesa que la aplicacion nos vaya noticando de los eventos que van sucediendo
activaremos los mensajes y/o el sonido, pero si no queremos que nada nos desconcentre
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lo desactivaremos.
Tambien tenemos una opcion para ir a la pagina \About" de la aplicacion, donde po-
dremos consultar una informacion mas personalizada sobre los creadores de la aplicacion.
En esta seccion se indican los autores del proyecto, as como la universidad y facultad en
la que se ha creado.
4.2.4 Stats
El apartado de estadsticas unicamente funciona cuando se esta conectado a un servidor.
En caso contrario siempre apareceran vacas, puesto que son datos que solo se pueden con-
seguir mediante peticiones al servidor, unico lugar donde se almacena toda la informacion
necesaria para calcular estas estadsticas.
Actualmente podemos encontrar dos tipos de estadsticas (punto 1 de la gura): User
Stats, que se encarga de mostrar las estadsticas del usuario en concreto, y Group Stats,
que muestra todas las estadsticas disponibles sobre todos los miembros del grupo donde
estas asignado. Comenzaremos por explicar la pesta~na User Stats, de la que podemos ver
un ejemplo en la Figura 4.2.4.1 adjunta.
Como hemos dicho, esta pesta~na se centra unicamente en las estadsticas del usuario
a nivel unico. Aqu solo encontraremos nuestras puntuaciones en forma de gracas segun
el ltro que asignemos. Estan basadas en las puntuaciones que hemos ido conseguido
a lo largo de los ultimos das realizando pomodoros y nos permite ver que das hemos
conseguido mas pomodoros o que das hemos ojeado mas en su realizacion. Esto se
realiza tomando como referencia que el eje x representa fechas, mientras que el eje y
indica las puntuaciones. Todas las gracas vienen representadas por dos series: Una que
nos indica el numero de puntos exactos que hemos realizado durante ese da, y la otra
que nos indica la suma acumulada de puntos que hemos conseguido ese mismo da.
Si observamos el punto 3 de la gura veremos que nos permite cambiar la graca segun
los das que queramos consultar. Las opciones son las siguientes:
 Last 7 Days: Muestra las puntuaciones que ha realizado el usuario durante los
ultimos 7 das naturales.
 This Month: Muestra las puntuaciones realizadas por el usuario en el mes actual
en el que estamos.
 Last Month: Muestra las puntuaciones que ha realizado el usuario durante el mes
anterior.
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Figura 4.2.4.1 Pantalla User Stats
Si cambiamos de pesta~na y entramos en la de Group Stats nos encontraremos con
nuevas estadsticas, pero esta vez a nivel del grupo de trabajo entero. En este caso
en lugar de mostrarse en gracas se muestra en tablas, donde podemos ver el nombre
de usuario, los puntos que lleva en el periodo de tiempo en cuestion, su estado actual
(denidos en la Tabla 2.3.1) y el tiempo restante que le queda en dicho estado en caso de
que sea necesario.
Igual que en el caso anterior podemos congurar el tiempo con el que queremos ver
las estadsticas, siendo las opciones las siguientes:
 Today: Muestra los datos conseguidos unicamente en el da en curso.
 This Week: Muestra los datos ltrados por los das de la semana en la que estamos.
 Last Week: Muestra los datos de la semana pasada.
 This Month: Muestra los datos de este mes.
 Last Month: Muestra los datos del mes pasado.
La tabla se ordena por puntuacion de mayor a menor y nos permite ver el estado de
nuestros compa~neros de trabajo para saber si podemos molestarles o no, y en caso de no
poder, cuanto tiempo falta para tener su momento de descanso.
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Figura 4.2.4.2 Pantalla Group Stats
4.2.5 Cerrar la aplicacion
Todas las pantallas de la interfaz vienen con la opcion close arriba a la derecha en forma
de X. En este caso en cuestion, si pinchamos en ella lo unico que conseguiremos sera que
la aplicacion pase nuevamente a la bandeja de windows, pero no salir de ella. Si queremos
cerrarla por completo deberemos hacer click derecho sobre el icono de la aplicacion y
clickar en la opcion \Exit" de la lista desplegable.
4.2.6 Administrador
Por lo que respecta la herramienta del Administrador sigue las mismas pautas que las
del Cliente. Interfaz simple, minimalista y facil de usar. Recordemos que esta es una
herramienta interna a la que unicamente tendra acceso el Administrador, por lo que solo
requiere que el mismo sepa manejarse por la interfaz y se aclare con las funcionalidades
que ofrece.
Lo primero que veremos al ejecutarlo sera la pantalla de login, donde tendremos que
indicar a que servidor queremos conectarnos y a traves de que puerto.
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Figura 4.2.6.1 Login del Administrador
Una vez dentro veremos un menu superior de color gris donde tenemos dos opciones.
 Users: Nos permite ver todos los usuarios que hay creados en el servidor. Podemos
editarlos, eliminarlos o incluso a~nadir nuevos usuarios. En cuanto a los grupos se
pueden poner todos los grupos a los que quieres que pertenezca un usuario separados
por una coma. Es importante escribirlos correctamente (puesto que no tenemos una
BBDD donde almacenarlos todos) y no dejar una coma al nal del ultimo grupo
que pongamos. Una vez terminemos de hacer los cambios tendremos que pulsar el
boton \save", tambien situado en el menu superior. Un mensaje nos aparecera para
avisar de que se han guardado los cambios correctamente y necesitaremos reiniciar
el servidor para que los tenga en cuenta.
 Stats: (Figura 4.2.6.2) Nos permite ver todas las estadsticas que hay guardadas
en el servidor a nivel de aplicacion. Podemos escoger el tipo de dato que queremos
(das, mes o semanas) y la fecha exacta. Una vez escogido nos mostrara en forma de
tabla todas las puntuaciones que encuentre el servidor aplicando dicho ltro. Estos
datos son unicamente de lectura.
Figura 4.2.6.2 Ejemplo de ejecucion del administrador en localhost
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Las otras dos opciones del menu nos sirven para guardar los cambios efectuados en la
pesta~na \Users" y para poder cerrar la aplicacion.
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5 Futuras Mejoras
El numero de funcionalidades y de mejoras que se le puede poner a este software son casi
innitas. Como ya se ha comentado en la introduccion, esta aplicacion esta orientada
a que sea una especie de introduccion a la metodologa propuesta en este TFG. Pero
esto no implica que no se deba ir orientando hacia un nuevo nivel que se asemeje mas
a una aplicacion profesional y que tambien sirva para usuarios mas avanzados. >Como
conseguiramos esto? Pues un primer paso sera aumentando las opciones de conguracion
de un pomodoro. Recordemos que la metodologa original de pomodoros permite realizar
un descanso mayor cada cuatro realizados, y que esta funcionalidad decidimos no incluirla
porque no le veamos la utilidad cuando el objetivo es ayudar a una persona a completar
tiempos de concentracion. Pero s que es necesario cuando esa persona ya es capaz de
realizar pomodoros con exito y seguidos. Por tanto, retomando el hilo de las mejoras a
realizar, un primer paso para avanzar hacia un software mas profesional y que abarque un
mayor numero de usuarios y de distintos niveles, sera implementar dicha funcionalidad.
Pero no sera tan facil como la metodologa original, puesto que nuestros pomodoros
pueden ser de distinta duracion, por lo que se debe crear un algoritmo ecaz que segun
los tiempos de tus pomodoros te deje hacer un descanso mas o menos largo.
Otra gran mejora y que sera de muchsima utilidad para el software sera darle la
opcion al usuario de ver todos los pomodoros que ha realizado durante las ultimas semanas.
Hasta ahora solo le mostramos sus puntos, pero nos referimos a unas estadsticas mas
concretas, donde pueda ver para cada da todos los pomodoro que ha intentado, pudiendo
ver la conguracion que realizo y si lo termino con exito o no. Junto a esta pantalla pueden
ir unos datos en forma de porcentaje que indique al usuario su exito en pomodoros de
larga y corta duracion. El objetivo de esta mejora sera ayudar al usuario a conocerse
mejor, a saber que tipo de pomodoros le van bien y con cuales rinde mejor. Siguiendo este
razonamiento, esta mejora dara pie a poder implementar otra clase de caractersticas con
el mismo n. Por ejemplo, se podra incluir la opcion de que el usuario pudiera escribir
el motivo por el cual no ha podido nalizarlo correctamente y que dicho motivo fuera
capaz de verlo en la pantalla descrita anteriormente. De esta manera, al hacer el analisis
de su trabajo podra identicar de manera mas clara por que han fallado los pomodoros
y que aspectos debe mejorar para intentar subir su estadstica de completados. Estos
motivos pueden ser completamente personalizables por el usuario o seleccionables de un
listado jo que pueda congurar el administrador del servidor y que permita tambien
darle porcentajes al usuario sobre cual es el principal motivo por el cual esta teniendo
pomodoros mal realizados.
Para fomentar la participacion de los empleados con el software y con la metodologa
se puede crear un apartado donde se premie a las personas que mas lo utilizan y que
consiguen terminar mas pomodoros con exito. Estos premios pueden ser semanales o
mensuales (o ambos) y pueden ser a nivel del grupo o a nivel de toda la empresa. Con
esta medida conseguiramos aumentar un poco la competitividad entre ellos por realizar
pomodoros correctamente y as aparecer en la lista de premios. Todas estas mejoras
posiblemente requieran de redise~nar algunas partes de la arquitectura planteada en este
TFG. El principal cambio vendra dado por la creacion de una base de datos que pudiera
gestionar toda esta cantidad de datos. Hasta ahora no es necesaria, pero en caso de
incluir todas las estadsticas nuevas y la gestion de esa informacion sera recomendable
la creacion de una. Sobre todo si queremos seguir aplicando mejoras, funcionalidades y
nuevas estadsticas en un futuro.
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Un cambio drastico en la aplicacion pero que podra quedar incluso mejor, sera quitar
toda la parte de estadsticas del grupo y generales del software y pasarlo a un entorno
web. Consitira en crear una aplicacion web donde los empleados pudieran conectarse,
loguearse y poder ver todas las estadsticas mencionadas en este apartado o implementadas
en este TFG. Tambien se podra consultar el estado actual de tus compa~neros y orientar
nuestro software hacia nuevos campos mas alla de la metodologa pomodoro. No solo
ayudaramos al usuario a gestionarse peque~nos periodos de tiempo para realizar una tarea
que previamente ha decidido, si no que podramos ayudarle a llevar el control sobre todas
sus tareas, incluyendo descripciones e informacion de interes que necesite tener agrupada
en un mismo sitio. Aqu no solo se incluyen las tareas de una unica persona, si no que
se puede aplicar a nivel de grupo. Si todo el grupo trabaja en el mismo proyecto y se ha
hecho la division de tareas, se puede ver quien las tiene asignadas, la descripcion de las
mismas, poder hacer comentarios en ellas para informar al equipo sobre algun punto o
incluso hacerle el traspaso de la tarea a otra persona del equipo.
Por ultimo, pero no por ello menos importante, sera interesante poder ampliar el
soporte dado a los sistemas operativos. Poder pasar de Windows a Ubuntu y Mac para
poder llegar a un numero mayor de usuarios.
 Congurar tiempos mas largos de descanso tras X pomodoros.
 Ampliar las estadsticas al usuario de sus pomodoros.
 Permitir al usuario indicar el motivo por el cual no ha podido completar un pomo-
doro.
 Crear una seccion de trofeos para aumentar las ganas de los empleados por terminar
pomodoros correctamente.
 Creacion de una BBDD capaz de gestionar la nueva informacion.
 Dar soporte a otros sitemas operativos.
 Adaptar el software a un entorno web.
 Dar un paso adelante en la gestion y ayudar tambien a gestionar las tareas a nivel
de equipo creando un entorno adecuado para que puedan trabajar.
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6 Conclusiones
Las interrupciones en un entorno laboral es un problema con el que se encuentran todas
las empresas que utilizan el nuevo modelo de ocinas abiertas. Aunque a simple vista no
todo el mundo le de la importancia que merece, esta puede terminar siendo la causa del
retraso de una tarea o de un proyecto entero. Es importante ofrecerle a un empleado el
entorno adecuado para que pueda concentrarse en su tarea y sacar su maximo rendimiento
sin tener que estar haciendo pausas constantes con la consecuente desconcentracion.
Por tanto, el objetivo de este proyecto era crear una metodologa de trabajo e intro-
ducirla en un entorno laboral con la intencion de evitar las interrupciones y aumentar la
productividad de los empleados. Para conseguirlo se planico la creacion de un software
capaz de ayudar a entender y a aplicar dicha metodologa. Se analizaron diversas tecno-
logas para escoger las mas utiles para este caso en concreto y nos decantamos por Java,
RMI y JavaFX. En cuanto a la arquitectura se penso en crear una estructura MVC y
una API que usaran todos los controladores de la aplicacion para hacer la funcionalidad
necesaria.
Despues de varios meses de trabajo podemos decir que los objetivos que nos pusimos
al inicio del proyecto se han cumplido y que la aplicacion cumple cada uno de los mismos.
No solo hemos conseguido cumplir con las expectativas si no que, como hemos visto en el
apartado anterior, creemos que las posibilidades que nos da este software son muy grandes
y tiene el suciente potencial como para ser una alternativa util para toda aquella persona
que busque mejorar su forma de trabajar. Da igual si es en un entorno laboral o es un
estudiante que quiere aprovechar mejor el tiempo de estudio en casa, ya que nuestro
software se adapta a las necesidades del usuario y es capaz de trabajar con distintos
tipos de persona. Conseguimos introducir al usuario en la nueva metodologa planteada y
darle una alternativa de gestion del tiempo de trabajo. Con practica, usando el software
y aplicando el factor competitivo conseguimos que los usuarios se centren en cumplir
correctamente sus pomodoros y dedicar todo el tiempo del mismo a la tarea que tengan
pendiente, aumentando as la productividad que consiguen a lo largo del da.
51
Referencies
[1] Lindsey Kaufman: Google got it wrong. The open-oce trend is destroying the work-
place., The Washington Post, 2014.
[2] Maria Konnikova: The Open-Oce Trap, The New Yorker, 2014.
[3] So Young Lee and Jay L.Brand: Eects of control over oce workspace on perceptions
of the work environment and work outcomes.
[4] Matthew C.Davis, Desmond J.Leach, and Chris W.Clegg: The physical environment
of the oce: Contemporary and emerging issues.
[5] Jason Feifer: Oces for all! Why open oce layouts are bad for employees, bosses,
and productivity, www.fastcompany.com, 2013.
[6] Francesco Cirillo: The Pomodoro Technique, 2006.
[7] Staan Noteberg: Pomodoro Technique Illustrated, 2006.
[8] Nathaniel Eliason: Pomodoro: The Ultimate Work Habit, www.52weeksofhabits.com,
2014.
[9] Mike Cohn: Succeding with Agile - Software development using Scrum, 2009.
[10] James Shore and Shane Warden: The Art of Agile Development, 2008.
[11] Carl Dea: JavaFX 2.0: Introduction by Example, 2012.
[12] Nandini Ramani: Introducing JavaFX 2.0,
http://medianetwork.oracle.com/video/player/1191127359001
[13] Kim Topley: JavaFX Developer's Guide, 2011.
52
