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ABSTRAKT
Diplomová práca sa zaoberá použitím kartézskeho genetického programovania na návrh
obrazových filtrov a vytvorenie základnej štruktúry pre riešenie rôzne definovaných prob-
lémov. Genetické programovanie je rýchlo sa rozvíjajúca sféra, ktorá sa používa stále
častejšie na riešenie zložitých problémov. Táto práca rozoberá základný príncíp CGP,
možnosti použitia daného systému, spôsob implementácie na návrh filtrov a dosiahnuté
výsledky z tejto oblasti. Výsledkom práce je program realizujúci návrh filtrov podľa za-
daných kritérii a prehľad použitého systému.
KĽÚČOVÉ SLOVÁ
genetické programovanie, kartézske genetické programovanie, chromozóm, obrazový fil-
ter
ABSTRACT
The aim of this diploma thesis is using cartesian genetic programming on design image
filters and creating basic structure for implement diferent type of problems. Genetic
programming is rapidly growing method, which often using for solve dificult problems.
This thesis analyze basic principle, way of application and implementing this method
to design filters. Result of this thesis is program realize design filters define by specific
parameters, overview of implementig method and achieve summary from this sphere.
KEYWORDS
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ÚVOD
Eolučné algoritmy (EA) sa v súčastnosti stále viac využívajú pre svoje kvality pri hla-
daní riešenia NP úplných problémov. Evolučný algoritmus je súhrnné pomenovanie
pre počítačové systémy, ktoré pri hľadaní riešenia problému využívajú základné mo-
dely používané v evolučnom procese. Evolučné algoritmy sa delia na niekoľko druhov,
avšak táto práca sa bližšie zaoberá genetickým programovaním.
Genetické programovanie je druh EA, v ktorom sa používa na vyjadrenie jedinca
určitá štruktúra namiesto binárneho reťazca určitej dĺžky. Genetické programova-
nie(GP) využíva Darwinov princíp reprodukcie a schopnosť prežitia len najlepších
jedincov, ktorí prejdú selekčným procesom. Pomocou GP je možné riešiť problémy
v oblastiach ako napr.: analógové a číslicové obvody, robotika, optické systémy, kvan-
tové obvody. Táto práca sa bude orientovať na automatizovaný návrh filtra pre
predspracovanie obrazu. Navrhnutý filter bude následne použitý na detekciu oblastí
v obraze.
Genetické programovanie je možné podľa použitej štruktúry rozdeliť na niekoľko
typov. Táto práca sa primárne zaoberá kartézskym genetickým programovaním
(CGP), ktoré na vyjadrenie jedinca používa reprezentáciu orientovaným grafom.
Tento typ GP má oproti klasickému výhody uvedené v kapitole2.
Úlohou tejto práce bolo preštudovanie teórie, potrebnej na implementáciu CGP
pre návrh obrazových filtrov a vytvorenie základnej štruktúry tohoto systému, ktorú
bude možno použiť na jednoduchom probléme.
Prvá kapitola sa zaoberá základmi genetického programovania. Táto kapitola
špecifikuje základný popis a princíp genetického programovania a definuje základné
metódy, ktoré sa v evolučnom procese využívajú.
Druhá kapitola sa špecializuje na konkrétny typ GP a to na kartézske genetické
programovanie(CGP). Popisuje rozdiel oproti klasickému GP a špecifikuje použitie
jednotlivých metód na tento typ GP.
Tretia kapitola sa zaoberá implemetnáciou CGP do programovacieho jazyka
JAVA. V tejto kapitole je popísaný diagram tried, reprezentácia chromozómu, gene-
tické operátory a ostatné aspekty, ktoré sú potrebné pre správnu činnosť systému.
Posledná kapitola slúži na zhodnotenie dosiahnutých výsledkov pre oblasť sym-




Genetické programovanie (GP) vzniklo úpravou genetických algoritmov (GA) a jeho
základy položil John R. Koza [1]. GP patrí do kategórie evolučných algoritmov, ktoré
sú založené na princípe Darwinowej teórie a riadia sa podobným spôsobom ako evo-
lúcia v prírode. Prirodzená evolúcia predstavuje akýsi mechanizmus učenia, pomo-
cou ktorého sa populácia z generácie na generáciu stáva hodnotnejšou. Tento aspekt
je spôsobený tzv. prirodzeným výberom, podľa ktorého môžu prežiť len nejlepšie
prispôsobivý jedinci z populácie.
Výskyt evolúcie pomocou prirodzeného výberu je závislý od určitých pravidiel,
ktoré je možné zhrnúť do týchto bodov [4]:
• Reprodukcia jednotlivcov v populácii
• Zmeny, ktoré majú vplyv na hodnotu jedinca
• Dedičnosť v reprodukcii
• Parametre, ktoré majú vplyv na prežitie jedinca
GP by sa v skratke dala definovať ako technika, pomocou ktorej sa rieši problém
bez toho, aby sme jej dali presné inštrukcie, ako má nájsť dané riešenie problému.
Každý jedinec v populácii reprezentuje program, ktorý vyhovuje viac alebo menej
hľadanému riešeniu. V každej generácii dochádza k zmenám (spomenutým v pred-
chádzajúcich bodoch) definovaným ako genetické operácie. Medzi genetické operácie
patria hlavne mutácia, kríženie a reprodukcia. Tieto operácie majú zásadný vplyv
na vývoj evolúcie generáciu po generácii a dáva jedincom väčšiu šancu prežitia v da-
nej populácii[4].
Existuje mnoho rozlišných systémov v GP, ktoré používajú rozdielne reprezentá-
cie chromozómu napríklad lineárne, stromové alebo kartézske genetické programo-
vanie. Systémy sa líšia hlavne v týchto základných bodoch:
• Reprezentácia jedinca
• Spôsob ohodnotenia jedinca
• V genetických operátoroch
Ako už bolo spomenuté, GP reprezentuje návrh počítačového programu alebo
dát, ktoré môžu byť reprezentované ako programy. Pomocou GP je možné riešiť
problém viacerými možnými programami, ktoré majú inú štruktúru, ale výsledný
efekt rovnaký. V nasledovných častiach budú rozobrané základné pojmy a princípe,
potrebné pri tvorbe GP.
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1.1 Populácia
Principiálny rozbor evolučného procesu bol rozobraný v predchádzajúcej kapitole.
Vo svojej podstate ide vlastne o nahradzovanie starej generácie, generáciou no-
vou. Každá generácia je reprezentovaná populáciou jedincov (chromozómov), pričom
v každom chromozóme je zakódované určité riešenie problému (genotyp).
V roku 1911 Johannsen definoval dva pojmy na vyjadrenie jedinca a to geno-
typ a fenotyp[17]. Genotyp predstavuje súbor všetkých dedičných faktorov určitého
organizmu a slúži ako hlavný mechanizmus na odlíšenie jedincov v populácii, pre-
tože základné genetické operácie upravujú štruktúru genotypu. Fenotyp, na druhej
strane, predstavuje súhrn všetkých vonkajších znakov a vlastností jedinca. Fonotyp
teda reprezentuje realizáciu genotypu a má podstatný vplyv pri prirodzenom výbere.
Principiálne zobrazenie dedičnosťi a jej vplyvu na genotyp a fenotyp je možné vidieť
na obrázku 1.1. Ak si predstavíme jedincov z rovnakým genotypom, nemôžeme z ur-
čitosťou tvrdiť, že daní jedinci vyzerajú alebo sa správajú rovnako, pretože na nich
pôsobia rôzne vonkajšie aspekty. A podobne jedinci, ktorí vyzerajú a správajú sa
rovnako nemusia mať rovnaký genotyp[1].
Obr. 1.1: Dedičnosť v evolučnom procese a vplyv dedičnosti na genotyp a fenotyp.
Každá populácia sa tvorí z populácie predchádzajúcej. Toto však neplatí pri de-
finovaní počiatočnej populácie a preto je potrebné pomocou určitej náhodnosti de-
finovať počiatočnú populáciu na základe určitých pravidiel. Veľkosť populácie sa
v priebehu GP algortimu nemení. To znamená, že je veľkosť počiatočnej populácie
rovnaká ako veľkosť populácie na konci. Avšak podľa [7] je možné definovať pre-
mennú veľkosť populácie, ktorá bude v určitom rozsahu. Ak by nebol nadefinovaný
tento rozsah, mohlo by dôjsť k vymretiu populácie pred tým ako by bolo nájdené
riešenie problému.
Veľkosť populácie má vplyv na pravdepodobnosť nájdenia hladaného riešenia,




Chromozóm predstavuje jedinca, ktorý je schopný prispôsobovať sa prostrediu po-
mocou genetických operácii. V genetickom programovaní je možné chromozóm chá-
pať ako počítačový program. Dĺžka fenotypu (reprezentácia programu) môže mať
v každom chromozóme rozdielnu dĺžku. Avšak dĺžka genotypu je v každom jedinci
rovnaká. Dĺžka môže byť v rôznych systémoch inak reprezentovaná, napr. pri TGP
dĺžku reprezentuje hĺbka stromu, pri CGP zase počet stĺpcov[1].
1.2.1 Funkcie a terminály
Základ chromozómu je tvorený prvkami nazývanými terminály a funkcie. Funkcie
a terminály majú rozdielne úlohy v systéme. Terminály reprezentujú hodnotu sys-
tému zaťialčo funkcie spracovávajú túto hodnotu v systéme. Funkcie teda vykoná-
vajú operácie so svojimi vstupnými parametrami, ktoré môžu byť terminály alebo
výstupy z iných funkcii. Spoločne, funkcie a terminály tvoria prvok nazývaný uzol
(node)[4].
Množinu terminálov môžu tvoriť nasledovné prvky:
• matematické konštanty (celé/desatinné čísla)
• konštanty booleovskej logiky (TRUE, FALSE)
• premmené - sem je možné zaradiť prvky ako obraz a podobne
Množina funkcii pozostáva z príkazov, operátorov a funkcii dostupných pre GP
systém. Každá funkcia má definovaný parameter nazývaný arita, ktorý definuje počet
vstupných argumentov pre danú funkciu. Medzi základné typy funkcii patria[4]:
• operácie Booleovej logiky (AND, OR, NOT)
• aritmetické operácie (+,-,*,/,...)
• matematické operácie (sin, log, ...)
• podmienkové operátory (case or switch, if, ...)
• cykly (for, do while,...)
• ale aj zložitejšie funkcie ako napr. obrazové filtre
Funkcie a terminály musia byť zvolené tak, aby pomocou nich bolo možné repre-
zentovať riešenie hladaného problému pomocou GP. Napríklad, ak by bola použitá
iba jedna funkcia, nebolo by možné s daným systémom nájsť riešenie väčšiny problé-
mov. Avšak nie je najlepším riešením ani definovanie veľkého počtu funkcii, pretože
sa môže značne predĺžiť a sťažiť hľadanie riešenia. Práve preto je dôležité vhodne
vybrať funkcie podla typu riešeného problému[1].
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Obr. 1.2: Reprezentácia chromozomu TGP.
1.2.2 Štruktúra chromozómu
Hlavnou náplňou GP je evolúcia programov. Programy sú vytvorené pomocou fun-
kcii a terminálov a tvoria štruktúru vytvorenú podľa určitých pravidiel a konvencii,
ktoré definujú kedy a ako každú funkciu alebo terminál je možné vykonať [2].
Najpoužívanejšou štruktúrou v genetickom programovaní je stromová štruktúra
(TGP1). Na obrázku 1.2 je zobrazená jednoduchá štruktúra TGP.
Dalším typom štruktúry môže byť štruktúra grafu (CGP2), ktorá je zobrazená
na obrázku 1.3. Poslednej štruktúre bude venovaná samostatná kapitola, preto je tu
zobrazená štruktúra len informatívne.
Obr. 1.3: Reprezentácia chromozomu CGP.
Podľa typu problému, ktorý sa pomocou GP má riešiť sa volí typ štruktúry, ktorá
by mohla najlepšie vyhovovať a mohla priniesť najlepšie výsledky daného problému.
Napríklad pre TGP by to mohli byť optimalizačné metódy ako symbolická regresia,
pre CGP zase návrh číslicových obvodov [2].
1TGP = Tree-based Genetic Programing
2CGP = Cartesian Genetic Programing
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1.3 Počiatočná populácia
Prvý krok pri spustení GP predstavuje vytvorenie počiatočnej populácie. To zna-
mená vytvorenie rozdielnych programov, ktoré budú neskôr spracovávané v evoluč-
nom cykle. Hlavným parametrom pri vytváraní počiatočnej populácie je maximálna
veľkosť jedinca. Čo označuje tento pojem bolo vysvetlené v predchádzajúcich kapito-
lách. Pre každý typ GP existuje viacero spôsobov vytvorenia počiatočnej populácie.
Napríklad pre TGP existujú tieto základné metódy [4]:
• Plniaca metóda(Full Method)
• Rastúca metóda(Grow Method)
• Spádová pol na pol metóda(Ramped Half-and-Half Method)
Metódam v predchádzajúcich bodoch sa v tejto časti práce nebudeme venovať.
Kedže je práca orientovaná na kartézske genetické programovanie vytvorenie počia-
točnej populácie bude popísane v kapitole 2.3.
1.4 Fitness
Účelom GP je nájsť najvhodnejší program (chromozóm) na vyriešenie určeného
problému. Aby bolo možné určiť takýto chromozóm a aby sa populácia mohla vyvý-
jať, GP potrebuje určiť pre každý chromozóm jeho hodnotu Fitness. Fitness hodnota
je hybnou silou genetického programovania [1].
Pomocou hodnoty fitness sa určuje, akú má daný chromozóm pravdepodobnosť
aplikovania genetických operácii a akú má pravdepodobnosť reprodukcie. Fitness
hodnota sa určuje pomocou fitness funkcie, ktorá túto hodnotu počíta na základe
trénovacej množiny [2].
Fitness hodnota môže byť vyjadrená v rôznych tvaroch. Neplatí v každom prí-
pade, že najvyšia hodnota fitness je aj najlepšia. Z praktických dôvodov sa najčas-
tejšie používa normalizovaná fitness, ktorá obsahuje hodnoty v intervale < 0 , 1 >.
Zdroj [4] uvádza 3 základné druhy:
• Kontinuálna fitness hodnota (angl. Continuous fitness)- určitý druh výpočtovej
fitness, v ktorej malá hodnota reprezentuje menej vhodného jedinca a vyššia
hodnota reprezentuje vhodnejšieho jedinca.
• Štandardizovaná fitness hodnota (angl. Standardized fitness) - transformovaná
fitness, v ktorej hodnota nula reprezentuje najvhodnejšieho jedinca. Najlepší
jedinec má v populácii vždy hodnotu nula, nezávisle od problému, ktorý sa
rieši.
• Normalizovaná fitness hodnota (angl. Normalized fitness) - transformovaná
fitness, ktorej hodnota je vždy v rozsahu < 0 , 1 >.
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1.5 Selekcia
Po vypočítaní fitness hodnoty pre každého jedinca príde na rad selekcia. Selekcia
definuje spôsob výberu jedinca a určuje, ktorý jedinec má podstúpiť úpravu gene-
tickými operátormi a ktorý bude ponechený v populácii aby bol nahradený. Selekcia
je velmi dôležitou súčasťou GP, pretože ovplyvňuje vývoj ďalších generácii a tým aj
úspech evolučného algoritmu.
Sú dva základné spôsoby výberu jedinca. Ten prvý, vyberá jedincov v závislosti
na veľkosti ich fitness. Nevýhoda v tomto spôsobe je v tom, že jedinec z vyššou fit-
ness má aj väčšiu pravdepodobnosť výberu a tým je častejšie zastúpený pri použití
genetických operácii. Vylepšením tohoto spôsobu je úprava fitness hodnoty do in-
tervalu < 0 , 1 >. Druhým spôsobom sú metódy, ktoré nerozlišujú fitness hodnotu
(poradová selekcia, orezanie, turnaj)[4].
1.5.1 Ruleta
Ruleta je metóda, ktorá každému chromozómu priradí určitú časť jednotkovej kruž-
nice na základe jeho hodnoty fitness. Potom sa vygeneruje náhodné číslo intervalu
[0,1], ktoré určí jedinca. Časť jednotkovej kružnice 𝑃 , ktorá je priradená určitému
chromozómu sa vypočíta pomocou vzťahu 1.1.
𝑃 = 𝑓Σ𝑀𝑗=1𝑓𝑗
(1.1)
,kde 𝑀 reprezentuje počet chromozómov v populácii a 𝑓 fitness hodnotu.
1.5.2 Poradová selekcia (Ranking Selection)
Princíp tejto metódy spočíva v zoradení jedincov v populácii podľa fitness. Následne
sa každému jedincovi priradí číslo 1 až veľkosť populácie a pomocou rulety sa vyberie
jedinec. Výhodou tejto metódy je, že zabraňuje klesaniu diverzity v populácii [4].
1.5.3 Orezanie (Truncation Selection)
Populácia sa zoradí podľa fitness a rozdelí sa na dve časti. Veľkosť týchto častí
je ovplyvnená parametrom T. Obe časti majú rovnakú pravdepodobnosť výberu.




Turnaj neporovnáva fitness všetkých chromozómov a je vhodný na paralelizáciu GP.
Jeho podstatou je náhodný výber minimálne dvoch jedincov medzi ktorými prebieha
turnaj. V turnaji sa porovnajú ich hodnoty a zvolí sa najlepší jedinec [4].
1.6 Genetické operácie
Počiatočná populácia má obvykle veľmi malú hodnotu fitness. Cieľom GP je, aby
sa hodnota populácie zvyšovala generáciu po generácii. Vhodný výber jedincov (se-
lekcia) popísaný v predchádzajúcej kapitole, je veľmi dôležitý v evolúcii avšak vý-
znamnejšie sú operácie, ktoré svojou činnosťou upravujú genotyp jedincov. Selekcia
je dôležitá pre výber vhodných jedincov avšak pre vytvorenie nového jedinca sú





Kríženie je operácia, ktorá z vybraných dvoch jedincov (rodičov) skombinuje ge-
netický material. Kombinácia genetického materialu prebieha výmenou určitej časti
prvého rodiča z určitou častou druhého rodiča. Týmto procesom vzniknú dvaja nový
jedinci, ktorý budú následne pridaný do novej populácie.
Pre názornosť, vysvetlím princíp kríženia na jednoduchom príklade TGP. V TGP
je chromozóm reprezentovaný koreňovým stromom. Pri krížení sa z každého rodi-
čovského chromozómu vyberie určitá časť (jeden podstrom). Prvý potomok vznikne
nahradením zvoleného podstromu v prvom rodičovi, podstromom z druhého rodiča.
A obdobne vznikne druhý potomok nahradením postromu v druhom rodičovi, pod-
stromom z prvého rodiča [1]. Tento proces je grafický zobrazený na obrázku 1.4.
Kríženie je proces, ktorý veľmi zásadne vplýva na fitness vytvorených jedincov.
Môže sa chovať tromi smermi: deštruktívne, konštruktívne a neutrálne. Deštruktívy
vplyv je v prípade, že vytvorený jedinci majú menšiu fitnes ako ich rodičia. Kon-
štruktívne je naopak ak majú vyšiu hodnotu fitnes a neutrálne je ak sa fitnes nijako
závratne nezmení. Vo väčšine prípadou sa kríženie chová deštruktívne avšak existuje
metóda pomocou ktorej je možné tento jav minimalizovať. Najjednoduchšia metóda
sa volá rekombiinácia potomstva[4].
Rekombinácia potomstva spočíva v tom, že namiesto dvoch potomkov prebehne
kríženie viacerých potomkov a z nich sa potom vyberú dvaja najlepší. Výhodou
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Obr. 1.4: Kríženie (TGP)
tejto metódy je, že znižuje deštruktívny efekt kríženia avšak jej nevýhodou je vyššia
výpočtová náročnosť, ktorá závisí od počtu krížiacich dvojíc[3].
Kríženie v sebe nesie ešte jedno riziko. Nevhodným výberom časti kríženia môže
nastať situácia, že nový jedinec bude väčší ako definovaná veľkosť chromozómu, čo
môže mať nežiaduce dôsledky. Napríklad v TGP môže byť nevhodným výberom
podstromu prekročená hĺbka stromu.Kríženie sa využíva aj v ostatných typoch GP,
avšak každý typ GP to nemusí preferovať rovnakým spôsobom. Niektoré GP použí-
vajú väčšiu pravdepodobnosť mutácie ako kríženia a niektoré naopak.
1.6.2 Mutácia
V počiatkoch [1] sa neuvažovalo, že by mutácia mala zásadný vplyv na vývoj po-
pulácie. Avšak neskôr [11] bolo dokázané, že mutácia má priaznivý vplyv na vývoj
populácie.
Predstavme si situáciu, že v evolúcii je použitá len operácia kríženie. Po určitom
počte generácii nastane situácia, kedy sa populácia prestane vyvíjať a jej hodnota
sa pohybuje len v určitom rozsahu. Tento jav je nežiadúci a práve mutácia prináša
náhodnú zmenu v chormozóme, ktorá môže ovplyvniť další cyklus.
Mutácia je operácia, ktorá pracuje len s jedným náhodne vybraným jedincom.
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Všeobecne platí, že po operácii kríženia, výsledný potomkovia z určitou pravdepo-
dobnosťou zmutujú. Tento proces však je rozdielny pre rôzne druhy GP. V TGP
táto operácia prebieha náhodným výberom podstromu, ktorý sa nahradí náhodne
vygenerovaným podstromom. Tento proces je možné vidieť na obrázku 1.5 [4, 1].
Obr. 1.5: Jeden z možných spôsobov mutácie (TGP)
Mutácia však má rôzne tvary a nemusí sa jednať len o nahradzovanie celého
podstromu, ale povedzme len zmenou jedného terminálu alebo funkcie. Mutovanie
sa líši aj od použitej štruktúry chromozómu.
1.6.3 Reprodukcia
Reprodukcia je operácia, ktorej úlohou je vybraného jedinca presunúť do novej po-
pulácie bez zmeny. Ako bolo spomenuté na začiatku, v evolúcii prežijú len najlepší
jedinci a práve reprodukcia je operátor, ktorý zabezpečí, aby najlepší jedinec prežil.
Presunom do novej populácie sa jeho genetický material nijako nemení[1].
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1.7 Algoritmus GP
Algoritmus GP predstavuje základný princíp hľadania najvhodnejšieho programu
pre riešenie daného problému. Prvým krokom v evolučnom cykle je vytvorenie po-
čiatočnej (inicializačnej) populácie popísanej v kapitole 1.3. Na vytvorenie populácie
je nutné poznať nielen štruktúru použitého GP ale aj určité pravidlá, pomocou kto-
rých bude daný jedinec v populácii vytvorený. Každá populácia musí mať definovaný
počet programov (chromozómov). Ďalšie generácie sa budú vytvárať pomocou evo-
lúcie, ktorej hlavné znaky boli rozobrané v predchádzajúcej kapitole. Každé GP je
definované určitými parametrami, ktoré sa odlišujú od použitej štruktúry[1].
Obr. 1.6: Algoritmus GP
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V prvom kroku, ešte pred samotným spustením GP algortimu, je potrebné defi-
novať niektoré základné parametre:
• definícia terminálov
• definícia funkcii
• definícia fitnes funkcie
• definícia ostatných parametrov (veľkosť populácie, maximálna veľkosť jedinca,
pravdepodobnosť kríženia a mutácie, metóda selekcie, ukončovacia podmienka
a podobne)
Niektoré z parametrov v predchádzajúcich bodoch boli rozobraté v predošlých
kapitolách, tie zvyšné budú definované v tejto kapitole. Po definovaní týchto zá-
kladných parametrov môžeme definovať samotný algoritmus. Ako bolo spomenuté
v predošlých kapitolách, nová generácia je vytvorená z generácie predošlej. V [4] sú
uvedené dva typy algortimov, generačný a v ustálenom stave (steady-state). V práci
je použitá generačná metóda preto bude uvedený popis tejto metódy. Samotné pre-
vedenie evolučného cyklu pozostáva z niekoľkých základných bodov, ktoré sú prin-
cipiáľne rovnaké pre každý typ GP:
1. Vytvorenie počiatočnej populácie
2. Vyhodnoť fitness hodnotu pre každého jedinca v populácii
3. Pokiaľ je populácia plne obsadená, opakuj nasledovné kroky
• Vyber jedného alebo viacerých jedincov z populácie pomocou selekčného
algortimu
• Aplikuj genetické operácie na jedinca alebo jedincov
• Novo vytvoreného jedinca alebo jedincov vlož do novej populácie
4. Pokiaľ je ukončovacia podmienka splnená pokračuj v nasledovnom bode. Po-
kiaľ nie je nahraď existujúcu populáciu novou populáciou a prejdi na bod 2
5. Definícia najlepšieho jedinca (programu) a ukončenie algortimu
Obrázok 1.6 graficky zobrazuje postup uvedený v predchádzajúcich bodoch.
1.7.1 Elitizmus
Elitizmus je jednoduchá metóda, ktorej úlohou je zabezpečiť aby sa najlepšie rie-
šenie nestratilo a tým zlepšuje samotný evolučný cyklus. Princíp spočíva v tom,
že najlepšieho jedinca alebo skupinu najlepších jedincov automatiky vloží do novej
populácie ešte pred aplikovaním genetických operácii.
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1.7.2 Ukončovacia podmienka
Evolučný cyklus v prírode nikdy nekončí. Avšak v GP je potrebné tento cyklus
ukončiť v určitom bode, kedy nám dané riešenie vyhovuje. Medzi ukončovacie pra-
vidlá môže patriť napríklad dosiahnutý počet generácii, dosiahnutá hodnota fitness
jedinca. Dalším prípadom ukončenia by mohlo byť v prípade, že za posledných X
generácii nebolo dosiahnuté žiadne lepšie riešenie.
1.7.3 Problémy v GP
V GP sa vyskytujú problémy, ktoré je potrebné brať na zreteľ a určitým spôsobom
ich riešiť. Medzi hlavné problémy patrí napr. bobtnanie kódu (angl. Bloat efekt).
Bloat efekt vyjadruje rast dĺžky jedincov počas evolúcie. Presiahnuť maximálnu
dĺžku môže jedinec pri použití kríženia a mutácie, kde potomkovia môžu mať väčšiu
dĺžku ako ich rodičia. Ak by nebol tento dopad ošetrený, veľkosť jedinca by sa
lineárne zvyšovala s počtom generácii [5]. Riešiť sa to dá penalizáciou príliš dlhých
jedincov a tým im zabrániť postupu do novej populácie. Tento efekt je nežiaduci




Predchádzajúcej kapitola 1 obecne popisovala jednotlivé pojmy v genetickom prog-
ramovaní. V tejto kapitole sa budem zaoberať konkrétnym typom genetického prog-
ramovania (CGP 1).
Prvý krát sa kartézske genetické programovania (CGP) objavilo v roku 1999[12]
a bolo uvedené J. Millerom, ktorý definoval základné princípy. O rok neskôr ho ako
nový a ucelený typ genetického programovania uviedol spolu s P. Thomson v článku
[8]. Algoritmus CGP využíva evolučnú stratégiu (1+𝛾). V tomto type genetického
programovania sa ako hybná sila nepoužíva len teória prirodzeného výberu, ale aj
jav genetického driftu. Genetický drift je reprezentovaný ako teória neutralizmu a
v podstate reprezentuje náhodne zmeny v neaktívnych génoch[16]. CGP v prvom
rade stavia na tomto princípe a má množstvo výhod oproti GP:
• Výhodnejšia štruktúra používajúca grafy
• Jednoduchšia reprezentácia výsledku pomocou reťazca celých čísiel
2.1 Genetický drift
Ako bolo vyššie spomenuté, genetický drift hrá veľkú úlohu v CGP. Rezprezentuje
zmenu nepoužitých génov (uzlov) v genotype, ktorá v budúcich generáciach môže
viesť k zlepšeniu výsledného riešenia. Bez určitej miery mutácie by nebolo možné
dospieť k potomkovi z lepšou fitness a evolúcia by sa mohla zaseknúť v určitom
rozsahu. Preto je potrebné aby dochádzalo ku genetickému driftu, čo by malo za ná-
sledok vytvorenie v novej generácii lepšieho jedinca a posunulo by to evolúciu o krok
vpred[16].
Obr. 2.1: Reprezentácia uzla
1CGP = Cartesian Genetic Programming
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2.2 Chromozóm
Program v CGP (chromozóm) je definovaný ako množina [8] 𝐺,𝑛𝑖,𝑛𝑜,𝑛𝑛,𝐹 ,𝑛𝑓 ,𝑛𝑟,𝑛𝑐,𝑙,
kde 𝐺 reprezentuje genotyp a sám je zložený z množiny celých čísiel reprezentujúcich
𝑛𝑖 vstupnov programu, 𝑛𝑛 spojení medzi vstupmi a uzlami a medzi uzlami medzi
sebou. 𝐹 reprezentuje 𝑛𝑓 funkcii uzlov. Počet uzlov v riadku a v stĺpci je definovaných
parametrami 𝑛𝑟 a 𝑛𝑐. Parameter 𝑙 (level-back parameter) definuje spôsob vnútorného
prepojenia uzlov.
Chromozóm v CGP si je možné predstaviť ako mriežku navzájom prepojených
uzlov (obrázok 2.2), v ktorej sú uzly usporiadané do vrstiev a preto je nevyhnutné
definovať počet uzlov v každom riadku a stĺpci. Uzly v rovnakej vrstve nemôžu byť
spoločne prepojené. Každý uzol (funkcia) má definovaný počet vstupov (arita) a
výstup. Reprezentácia uzla je zobrazená na obrázku 2.1. Táto forma reprezentácie
chromozómu je výhodná aj z toho dôvodu, že výstup jedného uzla môže byť napojený
na vstupy viacerých uzlov. Tu spočíva hlavná výhoda oproti klasickému GP, kde
rovnaké podstromy musia byť vytvorené samostatne[8].
Obr. 2.2: Reprezetácia chromozómu v CGP
2.2.1 Genotyp
V CGP je program reprezentovaný orientovaným grafom. Genotyp je kódovaný ako
lineárny reťazec celých čísiel s pevnou dĺžkou, kde každé číslo definuje buď funkciu
jednotlivých uzlov, prepojenie uzlov alebo vstupy a výstupy. V mapovaní genotypu
na fenotyp dochádza k veľkej nadbytočnosti. Pri mapovaní sú neni prepojené všetky
uzly navzájom, ale využívajú sa len niektoré. Takže veľkosť fenotypu môže byť prak-
ticky od nuly až po množstvo uzlov definovaných v genotype. Genotyp má však veľ-
kosť pevne definovanú. Niektoré oblasti genotypu teda sú neaktívne a nemajú žiadny
vplyv na fenotyp. Táto skutočnosť spôsobuje, že veľa genotypov, je dekódovaných
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do rovnakých fenotypov z rovnakou fitness hodnotou. Táto nadbytočnosť je označo-
vaná ako explicitná neutralita a v konečnom dôsledku prináša prínos do evolučného
procesu[9].
Nadbytočnosť môže byť:
• uzlová - spôsobená génmi, ktoré nie sú súčasťou orientovaného grafu reprezen-
tujceho program
• funkčná - čiastková funkcia vyjadrená určitým počtom uzlov môže byť vyjad-
rená menším počtom uzlov
• vstupová - spôsobená ak nejaký uzol (funkcia) nie je spojená z nejakým vstup-
ným uzlom
Ako už bolo spomenuté, v CGP dochádza k mapovaniu genotypu na fenotyp.
Bežne je pomocou jedného genotypu vyjadrený jeden fenotyp, avšak v [14]sa zaobe-
rajú mapovaním jedného genotypu na viac ako jeden fenotyp. Tento typ sa označuje
ME-CGP2. Takýmto spôsobom je možné rýchlejšie nájsť riešenie hľadaného prob-
lému, avšak je nutné myslieť aj na výpočtovú náročnosť, ktorá s počtom fenotypov
úmerne rastie.
2.2.2 Výstup
Na rozdiel od klasického GP môže mať program výstupov toľko, koľko je potrebné.
Každý výstup z uzla môže byť prepojený na viacero vstupov iných uzlov a práve
v tomto tkvie najväčšia výhoda oproti klasickému GP.
Prepojovanie jednotlivých uzlov podlieha určitým podmienkam. Najzákladnej-
šia podmienka definuje spôsob prepojovania uzlov a to tým spôsobom, že na vstup
uzla je možné priradiť výstup uzla z predchádzajúceho stĺpca alebo akýkoľvek vstup
chromozómu. Ďalšie podmienky prepojovania jednotlivých uzlov súvisia s použi-
tou gramatikou, ktorá definuje naviac typ uzlu, ktorého výstup môže byť pripojený
na vstup iného uzla[9].
2.2.3 L-back parameter
L-Back parameter určuje počet stĺpcov o koľko je možné pripojiť výstup uzla na vstup
iného. Môže mať hodnotu z intervalu <0,𝑛𝑐>. Ak je jeho hodnota rovná 1, vstup
každého uzla môže byť pripojený na výstup uzla iba z predchádzajúceho stĺpca
(vrstvy). Pokiaľ jeho hodnota bude mať veľkosť 𝑛𝑐, jedná sa o úplnú konektivitu.
To znamená, že na vstup uzla je možné pripojiť akýkolvek výstup z akéhokoľvek
uzla v predchádzajúcich stĺpcoch alebo vstupný parameter chromozómu [13].
2ME-CGP = Multi Expression CGP
29
2.3 Počiatočná populácia
Základný popis počiatočnej populácie sa nachádzal v kapitole 1.3. V tejto časti sa
budeme venovať vytvorením počiatočnej populácie pre CGP.
Vytvorenie populácie zhrnieme do niekoľkých základných bodov:
1. Vytvorenie populácie
2. Vytvorenie jedinca
3. Definovanie vstupných parametrov (Terminálov)
4. Definovanie prvého stĺpca
5. Definovanie uzlov pre daný stĺpec (počet uzlov(funkcii) môže závisieť od počtu
dostupných funkcii alebo môže byť pevne daný)
6. Testovanie či vytvorený počet stĺpcov zodpovedá požadovanej veľkosti geno-
typu. Pokiaľ áno pokračuje sa v daľšom bode. Pokiaľ nie, definuje sa nový
stĺpec a pokračuje sa na bod 3.
7. Vytvorenie fenotypu(program) z genotypu definovaného v predchádzajúcich
bodoch.
8. Vloženie vytvoreného jedinca do populácie
9. Testovanie počtu jedincov. Pokračuje sa v nasledujúcom bode ak počet jedin-
cov zodpovedá nastavenej veľkosti populácie. Ak je počet jedincov menší ako
nastavená veľkosť pokračuje sa bodom 2
10. Počtiatočná populácia je vytvorená
Proces vytvorenia počiatočnej populácie popísaný v predchádzajúcich bodoch je
zobrazený na obrázku 2.3. Proces vytvorenia jedinca je však o niečo komplikova-
nejší a môže podliehať určitým pravidlám definovaným v gramatike. Bližšie sa tejto
problematike budem zaoberať v dašej časti tejto práce.
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Obr. 2.3: Algoritmus na vytvorenie počiatočnej populácie
2.4 Genetické operácie
Základný princíp genetických operácii bol vysvetlený v kapitole1.6. V CGP sa však,
na rozdiel od klasického GP, využíva len mutácia, ale nie je vylúčené ani použitie
kríženia.
2.4.1 Kríženie
Operácia kríženie bola predstavená v kapitole1.6.1, avšak pre túto štruktúru je jej
prínos obmedzený len na počiatočných generáciach evolúcie a v ďaľšom vývoji ne-
prináša požadované kvality, pretože má deštruktívny charakter. Avšak v závislosti
na riešení problémov je možné ju použiť.
V [8] sa uvádza uniformné kríženie, ktoré z náhodne zvolených rodičov vyberie
náhodné gény, pomocou ktorých vytvorí potomka. Dalším spôsobom kríženia by
mohlo byť určenie miesta, ktoré by reprezentovalo stĺpec a vzájomne si vymeniť
31
zvyšné stĺpce medzi rodičmi čím by sme vytvorili nových potomkov 2.4.
Obr. 2.4: Možný spôsob kríženia v CGP
V krížení však môže nastať stav, kedy vzniknutý jedinec nebude spĺnať určité
pravidlá. Preto jedinec musí byť v prvom rade otestovaný validačnou funkciou[8].
2.4.2 Mutácia
Na rozdiel od klasického GP (kapitola 1.6.2) táto metóda v CGP pracuje odliš-
ným spôsobom. Je riadená na základe parametru, ktorý udáva percentuálny počet
mutovaných génov. Mutáciu jedného génu si môžeme predstaviť ako zmenu jedného
čísla v chromozóme na iné. Napríklad pri mutovaní čísla reprezentujúceho funkciu sa
hodnota môže zmeniť len na číslo, ktoré definuje inú funkciu s prípustnej množiny.
Ďalším typom mutácie môže byť mutácia vstupu, ktorá sa musí držať nielen zá-
kladných pravidiel CGP ale aj definovanou gramatikou. Nakoniec je možné mutovať
zvolený výstupný uzol a nahradiť ho iným, z množiny prípustných uzlov. Na obrázku
2.5 je zobrazený jednoduchý princíp mutácie funkcii.
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Obr. 2.5: Možná mutácia v CGP
2.5 Algortimus CGP
Základný algoritmus bol definovaný v kapitole1.7. V prípade CGP sú tu však určité
zmeny. Ako bolo spomenuté na začiatku, algoritmus CGP využíva evolučnú stratégiu
(1+𝛾). Táto metóda vytvára novú populáciu z jedného rodiča a 𝛾 jeho potomkov,
avšak nemusí byť definovaný len jeden rodič, ale môže ich byť aj viacero. Z pred-
chádzajúcej definície je jasné, že nová generácia vznikne len pomocou mutácie. Ako
bolo uvedené v predchádzajúcej kapitole, je možné aplikovať aj zvyšné genetické
operácie, ale ich prínos nemusí mať žiaduci vplyv na evolučný proces. Algoritmus
CGP je definovaný nasledovne[8]:
1. Generácia počiatočnej populácie
2. Vyhodnotenie Fitness hodnoty pre každého jedinca v populácii
3. Výber najlepšieho jedinca v populácii (alebo niekoľko)
4. Vyplň novú populáciu mutáciou najlepšieho jedinca z predchádzajúcej popu-
lácie
5. Vráť sa na bod 2 pokiaľ nie je splnená podmienka ukončenia
Populáciou sa zaoberala kapitola 1.1, preto sa jej nebudem venovať v tejto časti.
Jej veľkosť je velmi dôležitá a má vplyv na výsledné riešenie.
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2.5.1 Selekcia
Selekciou sa zaoberala kapitola 1.5, avšak CGP je založené na inom princípe ako kla-
sické GP. Metódy spomenuté v predchádzajúcej kapitole je možné použiť aj v tomto
prípade na výber jedinca (nemusí sa jednať vždy len o najlepšieho jedinca). V CGP
sa používa metóda nahradením, čo znamená, že sa z jedného alebo z viacerých je-
dincov vytvára nová populácia[16].
Výber jedinca je možné riešiť dvoma základnými spôsobmi. Prvým je, pokiaľ
žiadny nový genotyp nemá väčšiu fitness hodnotu, ale ostatné genotypy majú rov-
nakú fitness ako najlepšíí, potom vyber náhodne jedného z týchto jedincov a presuň
ho do novej populácie. Tento druh výberu jedinca sa označuje ako neutralny výber
alebo neutrálnosť. Druhým spôsobom je, pokiaľ sa vyberá len najlepší jedinec z po-
pulácie. Takýto spôsob sa nazýva bez neutrálnosti (z ang. non-neutral). Neutrálnosť
je spôsob, ktorý zlepšuje efektivitu CGP[16].
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2.6 Gramatika
Všetky typy GP začínajú generáciou počiatočnej populácie, ktorá je generovaná
náhodne a obsahuje jedincov, ktorý reprezentujú riešnie určitého problému. Následne
sú na nu aplikované jednotlivé genetické operácie ako selekcia, kríženie, mutácia
a reprodukcia. Hlavným problémom pri procese vytvárania populácie a aplikovaní
genetických operácii tkvie v tom, že je tento proces náhodný. Tento aspekt môže
spôsobiť, že vytvorený jedinec nemusí byť platný (programy sú príliš dlhé alebo
nereprezentujú možné riešenie problému) [15].
Prvá možnosť minimalizovania tohoto problému je mazanie takýchto jedincov,
až kým nie je populácia kompletná. Bohužial výpočtová náročnosť tohoto riešenia
je veľmi vysoká, pretože vytvorených jedincov je oveľa viac ako ich je použitých
v populácii[15].
Genetické programovanie založené na gramatike (GGGP 3) je tradičné GP, ktoré
sa snaží riešiť tento problém. Tento typ GP generuje vždy platných jedincov, pretože
každý jedinec sa vytvára podľa určitých pravidieľ. GGGP využíva bezkontextovú
gramatiku (CFG 4), ktorá definuje určité obmedzenia pre dané riešenie[15].
Implementácia gramatiky sa líši od použitého typu genetického programovania.
Táto práca sa zaoberá použitím CGP, preto definujem dva základné typy použitia
pre tento typ GP. Gramatiku v CGP je možné definovať dvomi spôsobmi.
1. spôsob - gramatika bude definovať pre každú funkciu typ vstupných premen-
ných a funkcie, ktoré môžu nasledovať za touto funkciou. Tým je zabezpečené
riešenie prepojenia medzi jednotlivými funkciami.
2. spôsob - gramatika bude definovať pre každú funkciu typ vstupných a vý-
stupných premenných. Pomocou týchto pravidiel bude možné testovať, ktorý
výstup je možné pripojiť na ktorý vstup. Tento typ sa označuje ako Strong-
Typed GP
Gramatika sa skladá z pravidiel, ktoré definujú obmedzenia, podľa ktorých má
vzniknúť nový jedinec. Pomocou týchto obmedzení je potom možné predchádzať
vzniku neplatných jedincov, ktorý by museli byť mazaný. Použitie gramatiky má
výhodu nie len v tom, že poskytuje menšiu výpočtovú náročnosť daného systému
ale aj v tom, že je možné definovať tvar jedinca pre každý typ problému inak[15].
3GGGP - Grammar-guided genetic programming
4CFG - context-free grammar
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3 IMPLEMENTÁCIA
V tejto kapitole bude popísaná implementácia CGP na základe teoretických podkla-
dov popísaných v predošlých kapitolách. Implementácia je realizovaná v programo-
vacom jazyku JAVA a využíva knižnice ImageJ [23], JCommon a JFreeChart [24].
V nasledujúcich kapitolách sa budem snažiť zhrnúť riešenie jednotlivých častí im-
plentácie od základných častí ako štruktúra chromozómu až po samotnú aplikáciu
evolučného procesu. Celá štruktúra programu je zobrazená v prílohe A. Kapitola
bude členená podľa balíkov a tried obsiahnutých v projekte s uvedeným odpoveda-
júcim názvom.
3.1 Základ CGP (BaseCGP)
Táto podkapitola obsahuje popis základnej štruktúry CGP, rozdelenie tried a ich
význam pri samotnom evolučnom procese.
3.1.1 Argumenty (AbstractArgument)
Trieda AbstractArgument definuje základné parametre pre použité terminály a každý
terminál dedí vlastnosti od tejto abstraktnej triedy. Diagram tejto triedy je zobra-
zený na obrázku 3.1. Základné parametre definované v tejto triede sú:
• type (String) - označuje typ terminálu
• isFixed (boolean) - označuje či je terminál premenná alebo konštanta
• min, max (int) - definuje minimálnu a maximálnu hodnotu v prípade číselných
premmených
Obr. 3.1: Diagram triedy AbstractArgument
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3.1.2 Uzly (Node)
Každý uzol(Node) predstavuje určitú funkciu, ktorá potrebuje vstupné parametre
(reprezentované poľom argumentov) aby mohla byť vykonaná a výstupný parameter,
do ktorého sa vloží výsledok tejto funkcie. Z predošlého je jasné, že tieto parametre
musia byť definované v každom uzle. Jednotlivé funkcie môžu pre svoju činnosť
potrebovať aj iné parametre, ako vstupné dáta, ktoré ovplyvnujú výsledok a preto
je v tejto triede definované pole argumentov, ktoré tieto parametre obsahujú.
Okrem týchto základných parametrov sú v triede Node definované aj iné para-
metre, potrebné pre správu daného uzla. Patrí sem napr. parameter, ktorý udáva
či sa daný uzol nachádza v aktívnej ceste (activePath) a parameter nodeOrder, ktorý
reprezentuje poradové číslo daného uzlu v určitom stĺpci (číslo riadku).
Každý uzol reprezentuje v chromozóme funkciu. Abstraktná trieda Node zastre-
šuje tieto funkcie a definuje základné parametre (vstupy, výstupy) ako bolo defino-
vané v predchádzajúcej kapitole. Samotné funkcie však dedia vlastnosti ešte z ab-
straktnej triedy Functions, ktorá definuje typ funkcie a aritu (kap.1.2.1). Samotné
funkcie, ktoré sú definované v balíčku functions, dedia vlastnosti z abstraktnej triedy
Functions, ktorá dedí základné vlastnosti z abstraktnej triedy Node. Diagram tried
je zobrazený na obrázku 3.3.
Balík functions je rozdelený na tri základné skupiny funkcii, ktoré budú bližšie
rozobrané v kapitole 3.3.
3.1.3 Vrstva (Layer)
Trieda Layer predstavuje jednotlivé stĺpce v chromozóme. Každá vrstva obsahuje
pole uzlov (trieda Node), ktoré reprezentujú riadky v danom chromozóme. Táto
štruktúra je výhodná hlavne z toho dôvodu, že nie je možné prepojovať uzly v jednom
stĺpci medzi sebou a aby sa k stĺpcom mohlo pristupovať zvlášť. Základné parametre
a metódy tejto triedy sú zobrazené na obrázku 3.2.
Obr. 3.2: Diagram vrstvy
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3.1.4 Chromozóm (Chromosome)
Chromozóm je základom genetického programovania a preto je potrebné definovať
jeho štruktúru ako prvú. V kapitole 2.2 bolo definované, že chromozóm v CGP má
tvar matice určitej veľkosti (rows x columns 1) a riešenie (fenotyp) je realizované
lineárnym zoznamom celých čísiel, ktoré reprezentujú vstupy a funkcie jednotlivých
uzlov. Základné triedy, ktoré zastrešujú samotný algoritmus CGP sa nachádzajú
v balíčku baseCGP.
Jednotlivé stĺpce v chromozóme zastrešuje trieda Layer definovaná v kapitole
3.1.3 a jednotlivé riadky zastrešuje trieda Node definovaná v kapitole 3.1.2. Diagram
týchto tried je zobrazený na obrázku 3.3.
Obr. 3.3: Diagram chromozomu
Obrázok 3.24 zobrazuje štruktúru vytvoreného chromozómu, na ktorom je vidieť
rozloženie jednotlivých uzlov a vrstiev v chromozóme.
1rows x columns = riadky x stĺpce
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3.1.5 Populácia (Population)
Populácia bola predstavená v kap. 1.1 a v projekte je definovaná triedou Population.
Populácia predstavuje pole chromozómov 3.1.4 a slúži na generovanie počiatočnej
a novej populácie. Štruktúra triedy Population je zobrazená na obrázku 3.4. Obsa-
huje metódy, ktoré udržiavajú počet jedincov v populácii konštantný a dve metódy,
ktoré slúžia na generáciu novej populácie. Prvá metóda getPopulationType1 pracuje
len z určitým počtom jedincov z predošlej populácie podľa parametra NumberOf-
MoveIndividual, ktorý je definovaný v konfiguračnom súbore 3.1.8. Druhá metóda
getPopulationType2 pracuje so všetkými jedincami predchádzajúcej populácie, kto-
rých buď zmutuje alebo presunie do novej. Taktiež sa tu nachádzajú metódy, ktoré
slúžia na zoradenie jedincov v populácii podľa ich hodnoty fitness a metódy apliku-
júce selekciu.
Obr. 3.4: Štruktúra triedy Population
Selekcia
V CGP sa vyberá vždy len jeden najlepší jedinec, pomocou ktorého sa potom vy-
tvárajú potomkovia. Toto bolo definované v kapitole2.5.1, kde boli definované dva
typy (neutral a non-neutral). Kedže hodnota fitness je typu double nie je možné
presne zachovať princíp neutrality. Preto je možné riešiť tento problém dvomi spô-
sobmi. Prvým je, že sa fitness hodnota zaokrúhli na určitý počet desatinných miest.
Ten druhý je použitý v projekte a v podstate definuje počet najlepších jedincov,
pomocou ktorých vzniknú potomkovia. Tým je zabezpečená požadovaná efektívnosť
CGP. Počet najlepších jedincov závisí od veľkosti populácie a určuje ho parameter
definovaný v kapitole 3.1.8.
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3.1.6 Vývoj (Evolver)
Samotný evolučný proces má na starosti trieda Evolver. Táto trieda riadi vytvorenie
počiatočnej populácie a následne nových populácii v závislosti na definovaní ukon-
čovacej podmienky. Ukončovacia podmienka je v tomto projekte definovaná dvoma
kritériami. Prvým kritériom je počet generácii. Ten druhý definuje ukončenie evolú-
cie v prípade, že sa za určitý počet generácii nenajde nový najlepší jedinec.
Táto trieda má ďalej na starosti zachytávanie štatistických údajov, s ktorých
je potom vytvorený graf zobrazujúci vývoj evolúcie. Taktiež definuje vykreslovanie
najlepšieho jedinca. Vytvorením grafu a najlepšieho chromozómu sa bude zaoberať
kapitola 3.7.
3.1.7 Generátor (Generator)
Trieda Generator slúži na generovanie funkcii a terminálov. Je potrebné, aby každá
funkcia a každý terminál reprezentoval samostatný objekt. Úlohou tejto triedy je
vygenerovať funkciu alebo terminál buď náhodne alebo podľa typu, ktorý je defino-
vaný v každom termináli a funkcii. Kedže genotyp podlieha gramatike je táto trieda
veľmi užitočná, pretože pomocou gramatiky je možné definovať pole funkcii, ktoré
sa môžu v nasledujúcej vrstve nachádzať a hneď vygenerovať náhodnú z nich, ktorá
bude vložená do novej vrstvy (stĺpca). Diagram triedy je zobrazený na obrázku 3.5.
Obr. 3.5: Štruktúra triedy Generator
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3.1.8 Konfigurácia (Config)
Konfigurácia poskytuje základné informácie potrebné pre samotný priebeh evolúcie.
V projekte ju reprezentuje trieda Config, ktorá načíta potrebné informácie zo súboru.
Momentálne slúži len na načítanie defaultnej konfigurácie zo súboru DefaultConfi-
guration, ktorý je obsiahnutý v projekte. Diagram triedy je zobrazený na obrázku
3.6 a základné parametre, ktoré sú v danej triede definované sú naslednovné:
• Population size - veľkosť populácie (počet jedincov)
• Number of evolutions - počet generácii
• Number of Rows - počet riadkov
• Number of Columns - počet stĺpcov
• L-Back parameter
• compareIndividual - definuje spôsob zoradovania jedincov v populácii (true
- jedinec s najväčšou hodntou fitness bude prvý v zozname, false - jedinec
s najmenšou fitness bude prvý)
• Grammar - definuje použitie gramatiky (true - prepojenie v závislosti na vstup-
ných a výstupných argumentoch, false - prepojenie v závislosti na definovaných
nasledujúcich funkciách)
• Number of best individuals which move to new population - selekcia (definuje
percentuálnu časť populácie, ktorá sa presunie do novej populácie)
• Mutation rate - pravdepodobnosť mutácie (obsahuje pst pre každý typ mutá-
cie)
• Number Of Population Without Change - definuje počet generácii (percen-
tuálny podiel s celkového počtu generácii) bez nájdenia nového najlepšieho
jedinca. Po tomto počte nastane ukončenie evolúcie
• Number of population whithout change - definuje ukončovaciu podmienku
pre evolučný cyklus. Počet generácii pri ktorých nedôjde k nájdeniu lepšieho
jedinca.
• Delete with equal fitness - populácia nebude obsahovať jedincov s rovnakou
fitness
• Type Of Generator - určuje typ generátora podľa druhu testovacieho problému.
Zabezpečuje nastavenie generátora a voľbu testovacieho problému.
• Show and save graph - definuje zobrazenie a uloženie grafou (plus reprezentáciu
chromozómu)
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Obr. 3.6: Diagram triedy Config
V programe sa nachádza trieda ConfigDetectArtery obsiahnutá v balíčku De-
tectArtery, ktorá slúži na nastavenie parametrov pre určité typy filtrov a parametre
pre testovanie. Konfiguračné údaje sa načítavajú zo súboru ImageConfiguration, kto-
rého umiestnenie je rovnaké ako v predošlom prípade. Parametre definované v danom
súbore sú:
• Houghova detekcia (Minimálny a maximálny polomer detekovanej kružnice,
počet kružníc, prah a krok zvyšovania hodnoty polomeru)
• Gaussovo rozostrenie (Hodnota sigma)
• Sobel
• Šedotónová morfológia (Typ operácie a veľkosť štruktúrneho elementu)
• Prahovanie (Typ prahovania)
• Testovanie jedinca - určuje počet adresárov a počet súborov pre ktoré sa bude
testovať najlepší jedinec. Pokiaľ je nastavená hodnota 0 bude sa testovať pre
všetky súbory v danom adresáry.
• Fitness - určuje pre koľko adresárov a súborov sa bude testovať daný jedinec.
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3.2 Terminály (Terminals)
Terminály zohrávajú podstatnú úlohu v genetickom programovaní. Kedže pod termi-
nálom si môžeme predstaviť rôzne druhy premenných od čísla až po obrazy je vhodné
definovať samostatnú triedu, ktorá bude terminály zastrešovať. Terminál bol popí-
saný v kapitole 1.2.1 a reprezentuje vstup chromozómu poprípade argumenty, ktoré
využívajú funkcie.
Terminály sú odvodené od abstraktnej triedy AbstractArgument a sú definované
v balíčku terminals. Aplikácia obsahuje základné terminály reprezentujúce číselné
a logické premmenné ako sú: DoubleTerminal, IntegerTerminal a BooleanTerminal.
Pre návrh filtra je však dôležité definovať terminál (ImageTerminal), ktorý reprezen-
tuje vstupný obrázok. V programe sú však definované nasledujúce terminály: Hough-
Terminal, IntegralImageTerminal a ClassifierTerminal. Ich význam bude vysvetlený
v nasledujúcich kapitolách. Štruktúra tried terminálov (argumentov) je zobrazená
na obrázku 3.7.
Obr. 3.7: Diagram terminálov
Ako bolo spomenuté, terminály reprezentujú vstup do chromozómu. V projekte
je tento vstup definovaný ako uzol z nulovou funkciou. To znamená, že tento uzol
nevykonáva nad dátami žiadnu operáciu. Táto nulová funkcia je označená InputData
a bude bližšie popísaná v nasledujúcej kapitole.
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3.3 Funkcie (Functions)
3.3.1 Vstupná funkcia (InputData)
Trieda InputData definuje vstupný terminál pre chromozóm a má tzv. nulovú fun-
kciu. To znamená, že nerealizuje žiadnu operáciu nad vstupmy. Vstupné funkcie sú
definované v prvej vrstve a nepodliehajú mutácii, pretože vždy vracajú konštantnú
hodnotu. Nie je to jediná forma implementácie, v druhom prípade by chromozóm
obsahoval iba funkcie a vstupné parametre by boli definované zvlášť. To, že som
ich definoval ako nulové funkcie však nemá defektný charakter, pretože gramatika
(kap.3.6) obmedzuje použitie týchto uzlov na prvú vrstvu, čím znemožnuje, aby sa
náhodne vyskytovali v ostatných vrstvách chromozómu.
3.3.2 Obrazové operácie (ImageOperations)
Funkcie v tejto skupine reprezentujú jednotlivé filtre, ktoré slúžia na segmentáciu
a predspracovanie vstupného obrazu. Ako vstup používajú terminál ImageTerminal
popísaný v časti 3.2. Obrazové metody použité pre tento projekt boli prevzané z [20]
a [21] a následne upravené do implementovaného systému. Navrhované metódy nie sú
súčasťou tohoto projektu, preto budú popísané len okrajovo.
Threshold - prahovanie
Prahovanie patrí medzi základné metódy segmentácie obrazu a využíva sa na od-
delenie jednotlivých objektov od pozadia. Prahovacia hodnota rozdeluje histogram
na dve časti. Hodnoty menšie ako prahovacia hodnota budú nahradené nulou a
hodnoty väčšie ako prahovacia hodnota budú nahradené jednotkou. Najzásadnejšie
pri prahovaní je zvoliť správnu hodnotu prahu a to buď automaticky alebo ručne
[22]. Výsledok prahovania je zobrazený na obrázku 4.20.
Obr. 3.8: Prahovanie
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EntropyThreshold - Entropické prahovanie
Entropické prahovanie je typ prahovania, ktoré volí optimálnu prahovaciu hodnotu
podľa jasu jednotlivých pixelov z histogramu a tým určí maximálnu entropiu celého
obrázka[22]. Výsledok entropického prahovania je zobrazený na obrázku 3.9.
Obr. 3.9: Entropické prahovanie
GaussianBlur - Gaussovo rozostrenie
Gaussovo rozostrenie prakticky predstavuje dolnú priepusť, ktorá v ideálnom prípade
orezáva všetky vysokofrekvenčné časti spektra, ktorých vzdialenosť od počiatku je
väčšia ako definovaná hranica [18]. Výsledok gaussovho rozostrenia je patrný na ob-
rázku 3.10.
Obr. 3.10: Gaussovo rozostrenie
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GrayMorphology - Šedotónová morfológia
Morfológia je odvetvie analýzy obrazu, ktoré sa využíva hlavne pri predspracovaní a
pri zdôraznovaní štruktúry hladaných objektov. Hlavné morfologické operácie tvorí
dilatácia, erózia, uzavretie a otvorenie. Dilatácia skladá body dvoch množín (mno-
žinu snímku a množinu štruktúrneho elementu) pomocou vektorového súčtu [22].
Výsledok dilatácie je zobrazený na obrázku 3.11.
Obr. 3.11: Dilatácia
Erózia je opačná operácia k dilatácii, avšak nie sú navzájom inverzné. Ich kom-
bináciou vznikajú nové operácie. Erózia je založená na vektorovom rozdiely dvoch
množín [22]. Aplikovanie erózie na obraz je možné vidieť na obrázku 3.12.
Obr. 3.12: Erózia
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Kombináciou dilatácie a erózie vznikajú nové operácie. Otvorenie je operácia
pri ktorej sa najprv prevedie erózia a následne dilatácia [22]. Na obrázku 3.13 je
zobrazená výsledok danej operácie.
Obr. 3.13: Otvorenie
Opačnou kombináciou, najprv sa prevedie dilatácia a následne erózia, vzniká




Laplacián je operátor, ktorý zvýrazňuje nespojitosti v obraze a potlačuje jas v oblas-
tiach, kde sa menia hodnoty pomali. Výsledkom je obraz, ktorý má hrany a nespoji-
tosti svetlé a plochy s konštantným jasom tmavé [18]. Výsledok operácie laplaciánu
je zobrazený na obrázku 3.15.
Obr. 3.15: Laplace Edge
Logarithm - logaritmická jasová transformácia
Logaritmická jasová transformácia má za následok expanziu malého rozsahu nízkych
hodnôt jasu zdrojového obrazu do širokého rozsahu hodnôt vysokého jasu. Ana-
logicky je možné použiť inverznú logaritmickú transformáciu [18]. Výsledok tejto




Táto funkcia má za následok negáciu všetkých hodnôt jasu v obraze. Vplyv tejto
operácie je zrejmý z obrázka 3.17.
Obr. 3.17: Negácia binárneho obrázka
Outline
Funkcia Outline slúži na zvýraznenie obrysov objektov v obraze. Výsledok tejto




Sobelove operátory sa využívajú na detekciu hran a sú založené na princípe prvej
derivácie dvojrozmernej diskrétnej funkcie [18]. Výsledok tejto operácie je zobrazený
na obrázku 3.19.
Obr. 3.19: Sobel
SubtractionImage - rozdiel dvoch obrazov
Táto funkcia prechádza pixel po pixeli dvoch vstupných obrázkou a do výsledného
obrázku zaznamenáva ich rozdiel. Výsledok tejto operácie je zobrazený na obrázku
3.20.
Obr. 3.20: Rozdiel obrázkov
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HoughCirclesWithPointDetection
Houhgova transformácia sa využíva k detekcii štruktúr v obraze, hlavne na detekciu
útvarov ako čiara, kružnica, elipsa a podobne. V našom prípade slúži na detekciu hla-
daných tepien kruhového tvaru. Časová náročnosť detekcie a správnosť detekovaného
objektu závisí na dobre predspracovanom vstupnom obraze [19]. Predspracovanie sa
realizuje pomocou segmentačných, morfologických a hranových operátorov popísa-
ných v tejto kapitole. Výstupom tejto funkcie sú súradnice daného útvaru a polomer
kružnice. Výsledok tejto funkcie je zobrazený na obrázku 4.14.
3.3.3 Logické operácie (LogicalOperations)
Druhá skupina LogicalOperations obsahuje len jednu triedu LogicalOperators, ktorá
zastrešuje logické operácie OR, AND, NOR, NAND, XOR. Vstupným parametrom
je BooleanTerminal.
3.3.4 Matematické operácie (RegressOperations)
Posledná skupina RegressOperations obsahuje základné operácie s číslami a preto
ich vstupom môžu byť IntegerTerminal a DoubleTerminal. Daná skupina obsahuje
nasledovné funkcie:
1. Addition - sčítanie
2. Subtraction - odčítanie
3. Multiplication - násobenie
4. Division - delenie
3.3.5 Nastavenie generátora (SetGenerator)
Na nastavenie generátora slúži trieda SetGenerator, ktorá slúži na definovanie po-
užitých funkcii pre daný typ problému. Informáciu o tom aké funkcie a terminály
má definovať získa pomocou konfiguračného súboru parametrom TypeOfGenerator.
Parametre a metódy danej triedy sú zobrazené na obrázku 3.21
Obr. 3.21: Diagram triedy SetGenerator
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3.4 Fitness (Fitness)
Fitness bola rozoberaná v kapitole 1.4 a v projekte je definovaná pomocou rozhra-
nia FitnessInterface. V projekte je zatiaľ aplikovaný len typ hrubej fitness hodnoty
(trieda Fitness), kedže použitie CGP je zatiaľ orientované len na funkčnosť.
Existujú dva spôsoby na určenie fitness hodnoty. Ten prvý spočíva vo výpočte
každého uzla v danom chromozóme, čo však môže negatívne ovplyvniť dobu nájdenia
riešenia a samozrejme aj výpočtovú náročnosť, pretože výpočtom prejdú aj uzly,
ktoré sa nemusia vyskytovať vo výslednom riešení (fenotype).
Druhým riešením je výpočet len tých uzlov, ktoré patria do reprezetácie fenotypu.
Tento spôsob má oveľa menšie časové aj výpočtové nároky. Tento spôsob sa dá
dosiahnuť buď rekurzívnym spôsobom alebo pomocou premennej, ktorá určí či sa
daný uzol nachádza alebo nenachádza vo fenotype. Ako bolo uvedené v podkapitole
3.1.4, každý uzol má definovaný parameter activePath. Tento parameter práve slúži
na zistenie či uzol patrí alebo nepatrí do výsledného riešenia a určuje či dôjde alebo
nedôjde k výpočtu daného uzla.
Program obsahuje dve triedy na výpočet hodnoty fitness: ImageFitness a Regres-
sionFitness. Obidve triedy obsahujú metódu calculateChromoFitnessValue, ktorej
vstupom je jedinec a výstupom hodnota daného jedinca. Výpočet spočíva v nasta-
vení vstupných parametrov daného jedinca a zavolaním metódy Calculate, ktorá
vracia výstupný objekt posledného uzla. Tento výstup sa následne používa k vý-
počtu fitness hodnoty. Metóda Calculate je obsiahnutá v triede Chromosome a slúži
na výpočet daného jedinca. Diagram tried je zobrazený na obrázku 3.22
Obr. 3.22: Diagram fitness
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3.5 Genetické operátory (GeneticOperators)
Genetické operácie pre CGP boli rozoberané v kapitole 2.4a sú definované v balíku
geneticOperators. V projekte je zatiaľ implemetovaná len mutácia. Pravdepodobnosť
mutácie je definovaná konštantne (kap.3.1.8).
3.5.1 Mutácia (Mutation)
Mutácia pre CGP bola teoreticky rozoberaná v kapitole 2.4.2 a je definovaná v triede
Mutation. Na mutácii je závislý celý evolučný proces, preto má veľmi veľký význam
pri evolučnom vývoji. V tejto triede sú definované základné typy mutácie:
• mutácia funkcii
• mutácia vstupných parametrov
• mutácia výstupu - definuje nový výstupný uzol
• mutácia aktívnej cesty - zmena fenotypu
Posledný typ mutácie je najčastejšie používaný, pretože každý typ mutácie má
vplyv na aktívnu cestu, ktorá musí byť po aplikovaní mutácie opätovne vygenero-
vaná. Pri mutácii funkcii môže nastať stav, že nová funkcia bude mat na vstupe
výstup z iného uzla ako tá predošlá, čo má za následok zmenu aktívnej cesty. Tak
isto je to možné definovať aj pre ostatné typy mutácii.
Na obrázku 2.5 je možné vidieť zmenu chromozómu po aplikovaní mutácie. Mu-
tácia, tak ako aj napr. tvorba počiatočnej populácie, je závislá na pravidlách defi-
novaných v gramatike a musí ich dodržiavať.
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3.6 Gramatika (Grammar)
Úvod do gramatiky bol rozobraný v kapitole 2.6, avšak jej aplikácia sa líši od použitej
technológie. Gramatika je definovaná v balíku grammar, ktorý obsahuje dve triedy:
Grammar a Rule. Diagram gramatiky je zobrazený na obrázku 3.23.
Obr. 3.23: Diagram gramatiky
Trieda Rule obsahuje pravidlá definované pre určitú funkciu. Každé pravidlo ob-
sahuje funkcie, ktoré môžu nasledovať za danou funkciou, typy vstupných paramet-
rov a typ výstupného parametru. Táto trieda navyše obsahuje metódy na overenie
korektnosti pravidla a metódy na výpis daného pravidla.
Trieda Grammar zastrešuje pravidlá pre jednotlivé funkcie a naviac definuje
typ vstupných premenných pre chromozóm. Taktiež obsahuje metódu na výpis gra-
matiky (všetkých pravidiel). Okrem základných metód, na pridanie pravidiel sa tu
nachádza aj metóda, ktorá slúži na určenie možných funkcii pre určitý uzol a na ove-
renie či daná funkcia môže nasledovať za určitým uzlom. Všetky metódy obsiahnuté
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v tejto triede sú zobrazené v predošlom diagrame a ich popis je možné nájsť v zdro-
jovom kóde.







Výpis tohoto pravidla je nasledovný:
1 Integer 2 - *
, kde 1 označuje počet vstupných parametrov, Integer definuje typ týchto paramet-
rov, 2 definuje počet možných funkcii, ktoré môžu nasledovať a následne je defino-
vaný ich typ.
Gramatika taktiež definuje počet a typ vstupných terminálov pomocou metódy
addInputData. V gramatike je možné definovať aj typ vstupnej funkcie. Ak by sme
potrebovali pred vstupom do chromozómu daný terminál ešte upraviť, je možné de-
finovať iný typ vstupu pomocou metódy setFirstLayer. Základným typom je práve
InputData, ktorý vstupný terminál zapíše na výstup. Taktiež je možné definovať typ




Pod vykreslovanie spadá zobrazenie najlepšieho jedinca (obrázok 3.24) a zobraze-
nie grafu vývoja evolúcie (obrázok 3.25). Na starosti to majú nasledovné triedy:
na vykreslovanie chromozómu slúži trieda DOT a na vykreslovanie štatistiky o prie-
behu evolúcie slúži trieda Graph a LineChart (jedna slúži na zobrazenie iba jedného
priebehu, tá druhá vykresluje dva priebehy do jednej zobrazovacej oblasti).
Obr. 3.24: Ukážka vykreslenia chromozómu
Trieda DOT ako z názvu vyplýva, používa jazyk DOT [25] na vykreslenie chro-
mozómu. Na vykreslovanie štatistík pomocou spomínaných tried slúži knižnica jfre-
echart [24].
Obr. 3.25: Ukážka vykreslenia štatistiky evolúcie pre populáciu a jednotlivca
Na zachytávanie informácii o priebehu evolúcie slúži trieda Analyzer. Táto trieda




Serializáciu chromozómu zabezpečuje trieda Serializator, ktorá ukladá najlepšieho
jedinca do zložky Serialization/BestIndividual. Pred samotnou serializáciou sa nu-
lujú všetky vstupné a výstupné parametre daných uzlov a niektoré objekty, ktoré
definujú gramatiku, konfiguračné paramatetre a generátor funkcii. Preto je potrebné
pri deserializácii a testovaní definovať tieto objekty. Samotných chromozóm je re-
prezentovaný iba uzlom (trieda Node), v ktorom je definovaný typ danej funkcie.
Riešené je to hlavne kvôli pamäťovým nárokom na beh daného programu.
3.9 Spustenie programu
Spustenie aplikácie má na starosti trieda MainClass, ktorá podľa typu definovanom
v konfiguračnom súbore spúšta daný typ evolučného procesu. Pre spustenie prvého
typu evolučného procesu slúži trieda MainTestRegress. Pre spustenie druhého typu
na detekciu tepien v snímku slúži trieda MainTestArtery. Trieda MainClass slúži
len na spustenie určitého typu evolúcie. Všetky ostatné parametre sa nastavujú a
vyhodnocujú v jednotlivých triedach daného typu.
Pre správnu funkčnosť evolúcie je potrebné nastaviť základné parametre defi-
nované v konfiguračnom súbore, ktorý zastrešuje trieda Config a správne definovať
gramatiku pre jednotlivé funkcie. V prípade zle definovaných pravidiel pre funkcie
(vstupných a výstupných typoch pre dané funkcie, nasledujúce možné funkcie) môže
nastať problém pri behu evolúcie alebo už pri vytváraní počiatočnej populácie.
Na testovanie jedinca slúži trieda MainTestClass, ktorá deserializuje vybraného
jedinca a otestuje ho na množine snímkov v zložke DetectArtery. Pre správne spuste-
nie testovania je potrebné správne definovať typ daného chromozómu, aby sa generá-
tor naplnil správnymi funkciami a nevznikla chyba pri výpočte daného chromozómu.
Preto je potrebné správne definovať parametre v konfiguračnom súbore. Výsledky
daného testu sa ukladajú do zložky Vizualization/TestovaciaMnožina a priebeh tes-
tovania sa ukladá do súboru Analyzer.txt.
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3.10 Pamäťové nároky
Pamäťové nároky majú významný vplyv na rýchlosť samotnej evolúcie. V prípade
základných premenných ako Integer alebo Double to nemá taký defektný vplyv,
avšak pri obrazoch sa pamäťové nároky rapídne zvyšujú. Každý uzol obsahuje určitý
počet vstupných terminálov podľa veľkosti arity a jeden výstupný terminál.
V prípade veľkosti chromozómu 10 x 10 uzlov, obsahuje daný chromozóm 200 ter-
minálov. V prípade veľkosti populácie 100 jedincov je za jednu generáciu rezervovaná
pamäť pre 20000 terminálov. Ak každý terminál reprezentuje obrázok, pamäťové ná-
roky budú mať nežiadúci efekt na samotný beh evolúcie, pretože sa zvýši výpočtová
náročnosť a tým aj doba behu evolúcie.
Pamäťové nároky takéhoto systému sú zobrazené na obrázku 3.26. Daný obrázok
zobrazuje využitie pamäťe pri veľkosti populácie 10 jedincov.
Obr. 3.26: Heap size pred úpravou
Kvôli nežiaducemu vplyvu, ktorý bol popísaný v predchádzajúcom odstavci bolo
potrebné uvoľnovať všetky nepotrebné objekty z pamäťe. To znamená, všetky vstupné
a výstupné terminály majú definovanú hodnotu až pri samotnom výpočte a dané
terminály sú definované len pre uzly, ktoré sa nachádzajú vo fenotype daného chro-
mozómu.
Ďalšia úprava spočívala v reprezentácii uzla. Uzol je reprezentovaný triedou Node
a je definovaný len typ funkcie, ktorú reprezentuje. Daná funkcia vzniká až pri sa-
motnom výpočte a po uložení výsledku zase zaniká. Tieto zmeny mali priaznivý
vplyv na pamäťové nároky a výpočetnú náročnosť daného systému.
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Pamäťové nároky pre takto upravený systém sa pohybujú na nižšej úrovni ako
v prechádzajúcom prípade. Tento stav je zobrazený na obrázku 3.27, kde je možné
detekovať nárast práve počas výpočtu jedinca a následný pokles po uvoľnení pamäte.
Uvedené obrázky boli zhotovené pomocou programu VisualVM [26].
Obr. 3.27: Heap size po úprave
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4 VYHODNOTENIE VÝSLEDKOV
V tejto kapitole budú zhrnuté výsledky dosiahnuté systémom popísaným v predchá-
dzajúcich kapitolách. Testovanie v prvom kroku prebiehalo na jednoduchých výpo-
četných problémoch, ktoré budú bližšie rozobrané v prvej časti. Cieľom tejto práce
bolo však implementovanie CGP na návrh filtra. V tomto prípade na návrh filtra
pre snímky s tepnami, na ktorých bude možné jednoduchšie identifikovať dané tepny
pomocou houghovej detekcie. Výsledky tejto časti budú prezentované v druhej časti
tejto kapitoly.
Výsledky z jednotlivých testovaných častí budú obsiahnuté na priloženom DVD
v prílohe tejto práce, pretože kvôli rozsahu nie je možné zobraziť štruktúru nájdeného
jedinca. Na priloženom nosiči sa nachádza aj serializovaný výsledný jedinec, ktorého
je možné opätovne otestovať a zobraziť v programe.
4.1 Regresné funkcie
V tejto časti som testoval navrhnutý systém len na základné výpočtové operácie.
V niektorých prípadoch nebol nájdený ideálny priebeh hladanej funkcie, čo môže
byť spôsobené aj nedostatkom definovaných matematických operácii. V projekte
sú použité len základné operácie definované v kapitole 3.3.4. Pre hladanie ideálneho
riešenia danej funkcie, boli parametre v konfiguračnom súbore nastavené nasledovne:
• Počet evolúcii = 100
• Veľkosť populácie = 500
• Veľkosť jedinca:
– Počet riadkov = 10
– Počet stĺpcov = 15
– L-back parameter = 5
• Pravdepodobnosť mutácie
– Jedinec = 0.8
– Vrstva = 0.8
– Uzol = 0.8
– Funkcia = 0.8
– Argument = 0.8
– Cesta = 0.8
• Elitizmus = true
• Počet presunutých jedincov = 0.3 (percentuálny podiel z veľkosti populácie)
• Počet generácii bez zmeny najlepšieho jedinca = 0.3
• Vymazanie rovnakých jedincov = false
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4.1.1 Prvá testovaná funkcia
Prvou testovanou funkciou je 𝑦 = 𝑥 * 𝑥. Daná funkcia je testovaná v rozsahu
< −50 , 50 >. Na obrázku 4.1 je zobrazený hladaný priebeh pre daný rozsah.
Obrázok 4.2 zobrazuje priebeh hladanej a nájdenej funkcie.
Obr. 4.1: Hladaný priebeh pre prvú funkciu
Obr. 4.2: Nájdený priebeh pre prvú funkciu
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4.1.2 Druhá testovaná funkcia
Druhá testovaná funkcia je 𝑦 = 𝑠𝑖𝑛(2 * 𝑃𝐼 * 𝑥).Daná funkcia je testovaná v rozsahu
< −1, 1 >. Na obrázku 4.3 je zobrazený hladaný priebeh pre daný rozsah. Obrázok
4.4 zobrazuje priebeh hladanej a nájdenej funkcie.
Obr. 4.3: Hladaný priebeh pre druhú funkciu
Obr. 4.4: Nájdený priebeh pre druhú funkciu
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4.1.3 Tretia testovaná funkcia
Druhá testovaná funkcia je 𝑦 = 𝐵 * 𝑠𝑖𝑛(𝑥) +𝐴.Daná funkcia je testovaná v rozsahu
< −1, 1 >. Konštanta A sa počas priebehu nemení, avšak konštanta B sa po každom
výpočte zvyšuje o hodnotu 0.1. Na obrázku 4.5 je zobrazený hladaný priebeh pre
daný rozsah a obrázok 4.6 zobrazuje priebeh hladanej a nájdenej funkcie.
Obr. 4.5: Hladaný priebeh pre tretiu funkciu
Obr. 4.6: Nájdený priebeh pre tretiu funkciu
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4.1.4 Štvrtá testovaná funkcia
Štvrtou testovanou funkciou je 𝑦 = 𝑎/(𝑏 * 𝑥 * 𝑥 + 𝑐), pričom 𝑎, 𝑏, 𝑐 sú konštanty.
Testovanie prebiehalo v rozsahu< −5, 5 >. Hladaný priebeh je zobrazený na obrázku
4.7 a priebeh hladanej a nájdenej funkcie je zobrazený na obrázku 4.8.
Obr. 4.7: Nájdený priebeh pre štvrtú funkciu
Obr. 4.8: Nájdený priebeh pre štvrtú funkciu
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4.1.5 Piata testovaná funkcia
Piatou testovanou funkciou je 𝑦 = (2 * 𝑥2)/3. Testovanie prebiehalo v rozsahu
< −50, 50 >. Hladaný priebeh je zobrazený na obrázku 4.9 a priebeh hladanej a
nájdenej funkcie je zobrazený na obrázku 4.10.
Obr. 4.9: Nájdený priebeh pre piatu funkciu
Obr. 4.10: Nájdený priebeh pre piatu funkciu
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4.1.6 Šiesta testovaná funkcia
Poslednou testovanou funkciou je 𝑅 = 𝑅1 * 𝑅2/(𝑅1 + 𝑅2). Parametre R1 a R2 sú
volené náhodne. Hladaný priebeh je zobrazený na obrázku 4.11 a priebeh hladanej
a nájdenej funkcie je zobrazený na obrázku 4.12.
Obr. 4.11: Nájdený priebeh pre piatu funkciu
Obr. 4.12: Nájdený priebeh pre piatu funkciu
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4.2 Detekcia tepien
Tento typ problému spočíva v nájdení ideálneho filtra, ktorý bude vhodne použitý
na snímok tepien. Takto upravený snímok prejde houghovou detekciou, ktorá sa snaží
určiť súradnice tepny. Trénovanie prebieha na sekvencii snímkov, ktorých počet sa
definuje v konfiguračnom súbore 3.1.8. Od počtu trénovacích snímkov potom závisí
aj nájdenie ideálneho jedinca, avšak počet snímkov má taktiež nepriaznivý vplyv
na dobu behu evolúcie. V mojom prípade prebiehalo trénovanie na 15 snímkoch a
testovanie na zvyšných sekvenciach. Obrázok 4.13 zobrazuje snímok po aplikovaní
vytvoreného filtra pomocou CGP.
Obr. 4.13: Ukážka vyfiltrovaného snímku
Určenie hodnoty daného jedinca prebiehalo pomocou hodnoty fitness definovanej
v triede ImageFitness. Táto trieda zaznamenávala rozdiel medzi hladanými a náj-
denými súradnicami danej tepny pre stanovený počet snímkov. Jedinec s najnižšou
hodnotou predstavuje najlepšie riešenie.
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Obr. 4.14: Správne detekovaná tepna
Na obrázku 4.14 je zobrazená správna detekcia tepny a na obrázku 4.15 je zo-
brazená nesprávna detekcia.
Obr. 4.15: Nesprávne detekovaná tepna
Úspešnosť nájdenia ideálneho jedinca je ovplyvnená veľkosťou populácie, počtom
generácii, počtom trénovacích snímkov, veľkosťou jedinca a dalšími parametrami.
Základné parametre nastavené v konfiguračnom súbore pre jednotlivých jedincov
sú zobrazené v tabuľke 4.1. Mutácia jedincov je nastavená na defaultnú hodnotu
80 % pre všetky druhy mutácie. Kvôli výpočetne náročnej úlohe nebolo možné daný
systém otestovať pre potrebný počet jedincov, preto výsledný jedinci nemusia byť tí
najlepší.
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Počet Evolúcii Jedincov Riadkov Stĺpcov L-back
BestChromo1 10 15 10 15 3
BestChromo2 20 15 10 15 3
Tab. 4.1: Nastavenie konfiguračného súboru
Na dobu výpočtu a na kvalitu nájdeného riešenia má vplyv aj počet trénovacích
dát. V prípade detekcie tepien sú týmito dátami sekvencie snímkov. Tabuľka 4.2
zobrazuje nastavený počet sekvencíí a snímkov pre trénovanie a testovanie jedinca.
Uvedené parametre sa nachádzajú v konfiguračnom súbore ImageConfiguration.ini,
ktorého popis bol rozobraný v kapitole 3.1.8. Nastavenie argumentov pre jednotlivé
filtre pre jednotlivých jedincov sú uvedené v prílohe na dátovom nosiči.
Parameter Trénovacia Množina Testovacia Množina
Počet Sekvencii Obrázkov Sekvencii Obrázkov
BestChromo1 15 1 0-všetky 15
BestChromo2 15 1 0-všetky 15
Tab. 4.2: Nastavenie konfiguračného súboru pre trénovanie a testovanie
V tabuľke 4.3 sú uvedené doby výpočtu jednotlivých jedincov.Trénovanie a tes-
tovanie prebiehalo na PC s procesorom Intel Core 2 Duo E8400 s taktom 3GHZ,
pamäťou 2GB s OS Windows 7-64bit. PC na ktorom prebiehala simulácia mal nain-
štalované prostredie JRE a JDK verzie 6 a vývojové prostrenie Eclipse Helios. Doba
výpočtu jedinca je úmerná výpočtu hodnoty fitness pokiaľ je v konfiguračnom sú-
bore nastavený parameter delete_with_equal_fitnesses na false. Pokiaľ je nastavená
hodnota na true, hodnota jedinca sa porovnáva s hodnotami ostatných jedincov v po-
pulácii. Ak sa v populácii nachádza jedinec s rovnakou hodnotou fitness, aktuálny
jedinec mutuje do doby kým bude jeho fitness unikátna.
Priemerná doba Jedinec Populácia Evolúcia Generácii
BestChromo1 2 min 5 s 57 min 30 s 5 hod 45 min 6
BestChromo2 2 min 34 s 1 hod 19 min 1 den 2 hod 20 min 20
Tab. 4.3: Časová náročnosť výpočtu jedincov
Časové nároky na testovanie jedincov sú závislé od počtu sekvencii a snímkov
uložených v zložke DetectArtery. Doba testovania jedincov taktiež závisí od kvality
navrhnutého filtra, pretože od neho závisí doba detekcie tepny pomocou Houghovej
detekcie 3.3.2. Doba testovania jednotlivých jedincov je uvedená v tabuľké 4.4.
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Jedinec Počet sekvencii Počet snímkov Doba testovania
BestChromo1 60 15 30 min 30 s
BestChromo2 60 15 22 min 45 s
Tab. 4.4: Časová náročnosť výpočtu jedincov
Zhrnutie výsledkov jednotlivých jedincov sa nachádza v tabuľke 4.5. Tolerancia
udáva rozsah pixelov okolo hladaných súradníc, ktorý vyhodnocuje nájdené súrad-
nice ako správne.
Jedinec Počet detekovaných tepien Úspešnosť Tolerancia
BestChromo1 16 26.22 % 5
BestChromo1 33 54.098 % 10
BestChromo1 37 60.655 % 15
BestChromo2 16 26.22 % 5
BestChromo2 25 40.98 % 10
BestChromo2 30 49.18 % 15
Tab. 4.5: Úspešnosť nájdených jedincov
Z predošlej tabuľky je zrejmé, že úspešnosť nájdeného jedinca sa pohybuje na úrovni
50-60%. Tento výsledok ako už bolo spomenuté je ovplyvnený mnohými aspektami.
Napríklad nesprávne definovaná gramatika, malý počet jedincov v populácii, veľ-
kosť jedinca a mnoho dalších. Úspešnosť nájdeného jedinca je taktiež ovplyvnená
samotnou houghovou detekciou, ktorá za rovnakých podmienok nemusí detekovať
vždy rovnakú kružnicu. Pre nedostatok výpočetných prostriedkov nebolo možné
nájsť lepšieho jedinca. Dané výsledky majú len argumentovať, že navrhnutý systém
funguje a je schopný nájsť výsledok. Výsledky testovania jednotlivých jedincov sú
natoľko rozsiahle, že sa nachádzajú na priloženom mediu.
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4.2.1 Popis najlepšieho jedinca
Najlepší jedinec bol nájdený v priebehu 20 generácii s dobou výpočtu jeden deň a je
označovaný v práci BestChromo1. Štruktúra nájdeného jedinca je zobrazená na ob-
rázku 4.16 a pozostáva z ôsmych funkcii. V nasledovných častiach bude popísaný
priebeh filtrovania a detekcie tepny pomocou navrhnutého jedinca.
Obr. 4.16: Štruktúra najlepšieho jedinca
Vstup
Vstup reprezentuje nulovú funkciu (InputData), ktorá obsahuje terminál so vstup-
ným obrazom. Obraz, ktorý vstupuje do filtra je zobrazený na obrázku 4.17.
Obr. 4.17: Vstupný obraz
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Sobel
Prvým použitým obrazovým operátorom je sobelovo rozostrenie s parametrami
dirx = 0 , diry = 0 . Výstup tohoto operátora je zobrazený na obrázku 4.18.
Obr. 4.18: Sobel
Entropické prahovanie
Nasledujúcou segmentačnou operáciou je entropické prahovanie. Hodnota entropic-
kého prahovania bola zvolená podľa histogramu vstupného obrázka na hodnotu 61.
Výsledok entropického prahovania je zobrazený na obrázku 4.19.
Obr. 4.19: Entropické prahovanie
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Prahovanie
Ďalšou použitou operáciou je operácia prahovanie. Typ prahovania bol zvolený na
hodnotu 0 a prahovacia hodnota nastavená na hodnotu 128. Výstup tejto operácie
je zobrazený na obrázku 4.20.
Obr. 4.20: Klasické prahovanie
Otvorenie
Nasledujúcim obrazovým operátorom je morfologické otvorenie. Otvorenie je kom-
bináciou erózie po ktorej nasleduje dilatácia. Veľkosť štruktúrneho elementu bola




Dalšia operácia je morfologická dilatácia. Pri tejto operácii bola stanovená veľkosť
štruktúrneho elementu na 4. Výstup danej operácie je zobrazený na obrázku 4.22.
Obr. 4.22: Dilatácia
Logaritmus
Posledná segmentačná operácia, ktorá má vplyv na obraz je logaritmus. Výstup da-
nej operácie je zobrazený na obrázku 4.23. Zmena oproti predchádzajúcemu výstupu
nie je žiadna pretože logartimus sa väčšinou používa na šedotónové obrazy, preto by




Houghová detekcia nemá vplyv na zmenu vstupného obrázku. Jej úlohou je detekcia
kružnice a vrátenie jej súradníc. Na poslednom obrázku 4.24 je zobrazená detekovaná
kružnica, ktorá reprezentuje hladanú tepnu.
Obr. 4.24: Výstup
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4.3 Detekcia tepien pomocou príznakov
Navrhnutý systém bol implementovaný na druhý spôsob detekcie tepien. Druhý spô-
sob detekcie spočíval v spracovaní pomocou príznakov. Výsledky tejto metódy však
neboli dostatočné a preto som ich nezaradil do konceptu diplomovej práce.Výsledok
detekcie pomocou tejto metódy je zobrazený na obrázku 4.25.
Obr. 4.25: Výsledok detekcie pomocou príznakov.
Z obrázku je vidieť, že detekcia tepny neprebehla úspešne. Tento stav je hlavne
spôsobený nesprávne generovanými klasifikátormi, ktoré boli použité pri detekcii.
V prvom kroku bolo potrebné generovať klasifikátory pomocou trénovacej množiny.
Následne bolo nutné pomocou kartézskeho genetického programovania a pomocou
logických funkcii určiť, ktoré klasifikátory sú vhodné na detekciu tepny. Hlavný
problém teda spočíval v nesprávnom generovaní klasifikátorov, ktoré ovplyvnili vý-
sledok. Ďalším aspektom mohlo byť neprijateľné nastavenie parametrov pre beh




Témou práce je automatizovaný návrh obrazových filtrov na základe kartézskeho
genetického programovania. Práca sa v úvodných kapitolách venuje teoretickému
rozboru daného problému, ktorý je následne použitý pri návrhu a implementácii
do programovacieho jazyka JAVA. Postup implementácie daného systému je popí-
saný v tretej kapitole.
Cieľom práce bolo otestovanie daného systému na probléme symbolickej regresie
a na jednoduchom probléme z oblasti spracovania obrazu. Tejto sfére sa zaoberá
posledná kapitola, ktorá zhrňuje dosiahnuté výsledky z oboch oblastí. Pre automa-
tizovaný návrh filtra bol zvolený problém detekcie tepien v snímku. Túto oblasť je
možné riešiť aj pomocou klasifikátorov, čo môže predstavovať ďalšiu sféru využiteľ-
nosti daného systému. Detekcia tepien pomocou návrhu filtra vykazovala úspešnosť
v rozsahu 50-60%. Úspešnosť je závislá od nastavenia parametrov GP, nastavením
gramatiky ale tiež samotnou metódou detekcie, ktorá nebola súčasťou daného pro-
jektu. Pri použití video sekvencie by bola dosiahnutá vyššia úspešnosť detekcie tepny.
Kartézske genetické programovanie je omnoho zložitejšie ako klasické TGP a preto si
vyžaduje aj viac času na výpočet a väčší výpočetný výkon, ktorý nebol k dispozícii.
Navrhnutý systém kartézskeho genetického programovania je riešený flexibilne,
aby ho bolo možné prispôsobiť na riešenie rôzne definovaných problémov. Práca
poskytuje základ CGP, ktorý je schopný pomocou genetických operátorov realizovať
evolučný proces a je schopný vykresliť štruktúru najlepšieho jedinca a štatistiku
o priebehu evolúcie. Tento typ GP využíva prednosti danej štruktúry jedinca, avšak
je výpočtovo veľmi náročný. Jeho využitie zatiaľ nie je také rozsiahle ako v prípade
TGP, ale skrýva v sebe množstvo výhod, ktoré v budúcnosti môžu viesť k objaveniu
efektívnejších algoritmov, ktoré budú schopné riešiť zadané problémy v kratšom
čase.
Hlavnou náplňou práce bolo zhotovenie funkčného systému CGP v programo-
vacom jazyku JAVA. Tento cieľ bol úspešne zrealizovaný a vytvorený projekt je
obsiahnutý na priloženom nosiči spolu s dokumentáciou. Vylepšenie navrhnutého
systému by mohlo spočívať v rozšírení funkcii, ktoré by mohli byť aplikované na rie-
šenie nových oblastí. Veľký význam pri evolučnom procese má práve vyhodnocovacia
fitness funkcia a práve preto by mohlo zlepšenie spočívať aj v úprave tejto oblasti.
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ZOZNAM SYMBOLOV, VELIČÍN A SKRATIEK
EA Evolučný Algoritmus – Evolutionary Algorithm
GP Genetické Programovanie – Genetic Programming
CGP Kartézske Genetické Programovanie – Cartesian Genetic Programming
TGP Stromové Genetické Programovanie – Tree-based Genetic Programming
GA Genetický Algoritmus – Genetic Algorithm
GGGP Genetické programmovanie založené na gramatike – Grammar-Guided
Genetic Programming
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• Spustitelné jar súbory
A.2 Dokumentácia k spusteniu aplikácie
A.2.1 Spustenie JAR
Spustenie jar súboru je možné len v prípade splnenia požiadaviek na spustenie v ka-
pitole A.2.3. Zložka Spustitelné jar súbory obsahuje všetky potrebné súbory na spus-
tenie danej aplikácie. Nachádzajú sa tu dva konfiguračné súbory (DefaultConfigura-
tion.ini a ImageConfiguration.ini), databáza sekvencii snímkov (DatabaseArtery) a
dva jar súbory:
• DP_xkecke00_Test.jar - slúži na testovanie vytvorených jedincov
• DP_xkecke00_Run.jar - slúži na samotný beh CGP
Spustenie jar súboru pomocou príkazovej riadky vyzerá nasledovne:
java -Xmx1024M -jar DP_xkecke00_Run.jar
Parameter -Xmx1024M udáva maximálnu veľkosť Heap Size, ktorú je potrebné
nastaviť minimálne na hodnotu 1024M aby nedošlo k zaplneniu vyhradenej pamäte
a k predčasnému ukončeniu aplikácie. Parameter -jar udáva, že sa bude jednať
o spustiteľný súbor s príponou jar. Za týmto parametrom sa nachádza názov súboru,
ktorý chceme spustiť.
Pri spustení môže nastať situácia, keď OS nie je schopný identifikovať príkaz java.
V tomto prípade je nutné zadať celú cestu k súboru java.exe poprípade definovať
cestu k tomuto súboru v prostredí PATH daného OS.
Pred samotným spustením aplikácie je však nutné správne definovať parametre
v konfiguračnom súbore DefaultConfiguration.ini. Funkciou jednotlivých parametrov
sa zaoberala kapitola 3.1.8. Dôležitým parametrom, ktorý je potrebné nastaviť ako
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pri testovaní tak pri trénovaní je parameter type.Of.Generator. Tento parameter
ovplyvňuje typ hľadaného alebo testovaného riešenia.
Daľším dôležitým parametrom je pathToDOT, ktorý definuje cestu k súboru
dot.exe. Tento súbor slúži na vytvorenie štruktúry daného jedinca. Pokiaľ nie je defi-
novaný, používa sa defaultná cesta C:/Program Files (x86)/Graphviz 2.28/bin/dot.exe.
Parametre pre trénovanie alebo testovanie detekcie tepien sú uložené v konfigu-
račnom súbore ImageConfiguration.ini. Jednotlivé parametre súvisia z nastavením
filtrov. Ich popis je v kapitole 3.1.8. Najdôležitejšie parametre pre úspešnosť vý-
sledku a pre dobu behu programu sú posledné 4 parametre, ktoré udávajú počet
obrázkov, na ktorých sa bude trénovať(Fitness) a počet obrázkov, na ktorých sa
bude výsledný jedinec testovať (TestBestIndividual).
Veľkosť populácie, veľkosť jedinca a počet generácii ovplyvnujú úspešnosť nájde-
nia daného problému, avšak ovplyvnujú aj dobu behu programu. Testovanie jedinca
na detekciu tepien trvá priemerne 20-40 sekúnd v závislosti od nastavených para-
metroch. Nájdenie úspešného jedinca sa preto predlžuje aj na niekoľko dní. Z tohto
dôvodu sú na priloženom DVD nosiči v zložke Najlepší jedinci serializovaný jedinci
natrénovaný na určitý druh problému.
Testovanie jedincov prebieha pomocou súboru DP_xkecke00_Test.jar. Po jeho
spustení je potrebné vybrať daného serializovaného jedinca. Aplikácia načítava typ
testovania z konfiguračného súboru, preto je potrebné nastaviť daný parameter
(type.Of.Generator) pred spustením testovania daného jedinca. V prípade zle de-
finovaného parametru dôjde k ukončeniu aplikácie.
A.2.2 Spustenie projektu v prostredí Eclipse
Spustenie projektu je podmienené splnením požiadaviek v kapitole A.2.3.Spustenie
v prostredí Eclipse spočíva na podobnom princípe ako v predošlej kapitole, avšak
na trénovanie slúži trieda MainClass a na testovanie trieda MainTestClass. Projekt
sa nachádza v zložke CGP-Program na priloženom DVD nosiči.
Popisom štruktúry projektu sa zaoberala kapitola 3. Pre trénovanie jedinca na ur-
čitom problem slúžia dve triedy:
• MainTestArtery - detekcia tepien
• MainTestRegree - symbolická regresia
Obe triedy slúžia na nastavenie vhodných parametrov, spustenie samotného evo-
lučného procosu a vykreslenie výsledkov. V prípade jar súborov je gramatika pevne
definovaná, avšak v prípade projektu je možné definovanie gramatiky meniť v metó-
dach defineGrammar(), v prípade detekcie tepien a defineGrammarDouble(), v prí-
pade symbolickej regresie.
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A.2.3 Požiadavky na spustenie
Vytvorený projekt bol realizovaný vo vývojovom prostredí Eclipse Helios s využitím
prostredia jazyka JAVA verzie 6. Pre jeho spustenie je nutné mať nainštalované
prostredie JDK (Java Development Kit) alebo JRE (Java Runtime Environment)
verzie 6 alebo novšej. Obe prostredia sa nachádzajú na priloženom DVD nosiči
v zložke Inštalačné súbory.
Projekt na zobrazenie štruktúry nájdeného jedinca využíva jazyk DOT. Pre vy-
tvorenie danej štruktúry je potrebné nainštalovať program Graphviz, ktorý slúži
k tomuto účelu. Inštalačný súbor daného programu sa nachádza rovnako ako v pre-
došlom prípade v zložke Inštalačné súbory.
A.3 Výsledný jedinec
Obr. A.1: Priebeh evolúcie jedinca BestChromo2
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Obr. A.2: Štruktúra jedinca BestChromo2
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