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ภาษาออกแบบเชิงโมเดล (Unified Modeling Language : UML) เปนภาษาที่ไดรับการ
ยอมรับในการออกแบบโครงสรางสําหรับการสราง และพัฒนาซอฟตแวร โดยที่โครงสรางของ 
UML นั้นสามารถแบงรูปแบบสําหรับการออกแบบไดเปน 2 สวนใหญ ๆ ดวยกันซึ่งประกอบดวย 
Structure และ Behavior โดยสวนมาก UML มักจะนํามาใชในการออกแบบสําหรับการพัฒนา
ซอฟตแวรเชิงวัตถุ  (Object-Oriented Programming : OOP) ซ่ึงเปนวิธีการที่ไดรับความนิยมมากใน
การพัฒนาซอฟตแวรยุคปจจุบันโดยความสามารถของ OOP นั้นยังมีขอจํากัดตรงที่ไมสามารถจัดการ
โคดที่มีการเรียกใชซํ้า ๆ กันไดซ่ึงอาจทําใหเกิดผลกระทบตอการพัฒนาซอฟตแวรได ดังนั้นจึงไดเกิด
การคิดคนวิธีการพัฒนาซอฟตแวรอีกอยางหนึ่งเพิ่มขึ้นมาเรียกวา Aspect-Oriented Programming (AOP) 
โดยที่วิธีการพัฒนาซอฟตแวรแบบ AOP นี้สามารถจัดการปญหาที่เกิดจากการพัฒนาซอฟตแวรแบบ 
OOP ไดเปนอยางดี โดยที่การพัฒนาซอฟตแวรแบบ AOP จะชวยจัดการลดความซ้ําซอนของโคด 
ซ่ึงจะทําใหปริมาณโคดลดลงกวาเดิม ทําใหสามารถจัดการโคดไดงายขึ้น และมีประสิทธิภาพมาก
ยิ่งขึ้น และถานําความสามารถของ AOP มาใชในการออกแบบซอฟตแวรรวมกับ UML นาจะชวย
ให UML นั้นมีความยืดหยุน และมีประสิทธิภาพมากยิ่งขึ้น โดยทุกวันนี้ไดมีการนําเสนอมาตรฐาน




นํา AOP และ UML มาประยุกตใชงานรวมกันไดงาย และมีประสิทธิภาพมากขึ้น 
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Unified Modeling Language (UML) is a language that is used extensively to 
design system structure for software development. UML structure can be divided into 
2 types: structure diagram and behavior diagram. Mostly, UML is used to design 
Object-Oriented paradigm that is one of the most widely used techniques for software 
development. However, there are still some limitations in object-oriented software 
development due to code tangling problem. Aspect-oriented paradigm is the way to 
solve this problem because it has the solution to manage cross-cutting problem that 
reduces the problem of code tangling and make software structure clean and 
configurable. Thus we used AOP to design software process with UML. UML is 
implemented for flexibility and performance. Although there are introduction of many 
standards designed for UML and AOP, it’s realization is lacking. This thesis 
introduced UML standard to support AOP and OOP design software system in system 
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1.1  ความสําคัญและที่มาของปญหาการวิจัย 
การพัฒนาดานซอฟตแวรในยุคปจจุบัน การพัฒนาอุตสาหกรรมดานซอฟตแวรตองอาศัย
กระบวนการและเทคนิคมากมายมาจัดการปญหาที่อาจเกิดขึ้นมา วิศวกรรมซอฟตแวร (Software 
Engineering) มีบทบาทสําคัญในการรับมือกับปญหาเหลานี้ ยิ่งทุกวันนี้การพัฒนาดานคอมพิวเตอรมี
การเจริญเติบโตอยางรวดเร็ว และตอเนื่องยิ่งทําใหตองมีการพัฒนากระบวนการขึ้นมารองรับและ
สามารถตอบคําถามที่เกิดขึ้นจากปญหาตาง ๆ  ดังนั้นจึงทําใหเทคนิคและกระบวนการตาง ๆ 
ทางดานวิศวกรรมซอฟตแวรไดมีการพัฒนาไปอยางรวดเร็วตามไปดวย ทฤษฎีตาง ๆ ที่เกี่ยวของกับ
กระบวนการพัฒนาซอฟตแวร (Software Development Process) และวัฏจักรของการพัฒนา
ซอฟตแวร (Software Development Life Cycle, SDLC) ถูกสรางขึ้นมาอยางมากมาย การนํา
กระบวนการเหลานี้มาใชนั้นจะขึ้นอยูกับปญหาที่ไดรับมาจากความตองการตาง ๆ จากผูใช และ
ขีดจํากัดตาง ๆ ทางดานทรัพยากรในขณะนั้น  โดยกระบวนเหลานี้เปนแนวทางที่มุงเนนใหได
ซอฟตแวรที่เหมาะสม มีคุณภาพ และสามารถตอบสนองความตองการของผูใชงานไดอยางดี โดยอยู








1) วัฏจักรของการพัฒนาซอฟตแวรในรูปแบบน้ําตก (Waterfall Model) 
2) วัฏจักรของการพัฒนาซอฟตแวรในรูปแบบกนหอย (Spiral Model) 





โดยที่เฟสหลัก ๆ ของกระบวนการนั้นจะประกอบไปดวยเฟสตอไปนี้  
1) การหาความตองการของระบบ (Requirement) 
2) การวิเคราะห และออกแบบระบบ (System Analysis and Design) 
3) การสราง และพัฒนาระบบ (Implementation) 







การพัฒนาซอฟตแวรเชิงวัตถุ (Object-oriented Paradigm) นั้นถือวาเปนหนึ่งในวิธีการที่
ไดรับความนิยมเปนอยางมาก ทั้งยังเปนวิธีการที่สามารถตอบสนองตอความตองการในการพัฒนา
ของผูพัฒนา โปรแกรมเปนอยางดี ดวยความสามารถที่หลากหลาย และสามารถจัดการและตอบ
ปญหาของการพัฒนาซอฟตแวรในปจจุบันเปนอยางดี ดวยเหตุนี้เองทําใหชวงหลังไดเกิดการพัฒนา
กระบวนการพัฒนาซอฟตแวรแบบใหม ๆ มาตรฐาน และภาษาที่ทํางานรวมกับการพัฒนา
โปรแกรมเชิงวัตถุทั้งทางตรง และทางออมเกิดขึ้นอยางรวดเร็วและมีจํานวนมาก ภาษาออกแบบเชิง
แบบจําลอง (Unified Modeling Language, UML) ถือวาเปนตัวอยางอยางหนึ่งที่มีการพัฒนา
รูปแบบออกมาเพื่อมารองรับการทํางานของการพัฒนาโปรแกรมเชิงวัตถุนี้ ภาษาออกแบบเชิง
แบบจําลองนี้ถูกสรางมาเพื่ออธิบายการทํางานของระบบที่จะพัฒนาดวยการพัฒนาโปรแกรมเชิง
วัตถุในรูปของสัญลักษณ และแผนภาพตาง ๆ   
แมวาการพัฒนาซอฟตแวรเชิงวัตถุนี้จะไดรับการยอมรับวาสามารถแกปญหาของการ
พัฒนาซอฟตแวรตาง ๆ ไดอยางเหมาะสม แตความสามารถของการพัฒนาซอฟตแวรเชิงวัตถุเอง
นั้นไมสามารถอธิบายลักษณะของปญหาจากการพัฒนาซอฟตแวรบางอยางได โดยคุณสมบัติของ
การพัฒนาซอฟตแวรเชิงวัตถุ นี้มีอยู 3 อยางประกอบดวย 
1) การสืบทอด (Inheritance) 
2) การถูกหอหุมอยางมิดชิด (Encapsulate) 
3) การพองรูป (Polymorphism) 
ดวยคุณสมบัติเหลานี้ทําใหการเขียนโปรแกรมเชิงวัตถุมีความสามารถในการทํา Vertical Grouping 




สามารถจัดการดวยการพัฒนาซอฟตแวรเชิงวัตถุเองได และเปนปญหาที่เกิดขึ้นจากการทํา Vertical 
Grouping เองดวย ปญหานั้นคือการที่วิธีการพัฒนาซอฟตแวรเชิงวัตถุไมสามารถจัดการการเรียกใช
ขอมูล หรือโคดของการเขียนโปรแกรมที่เกิดการเรียกใชซํ้า ๆ กันได และดวยเหตุนี้เองทําใหเกิด
การพัฒนาโปรแกรมเชิงลักษณะ (Aspect-oriented Paradigm) ขึ้นซึ่งการเขียนโปรแกรมเชิงลักษณะ
เปนการแยกประเภทของโคดและขอมูลที่เหมือนกันออกมาอยูในกลุมเดียวกัน โดยอาจจะอยูใน
รูปแบบของคลาสแมเดียวกัน หรือไมก็จะอยูในรูปของอินเตอรเฟสเดียวกัน โดยที่การเขียน
โปรแกรมเชิงลักษณะนี้จะชวยแกไขปญหาที่ไมสามารถทํา Vertical Grouping ซ่ึงการเขียน
โปรแกรมเชิงลักษณะนี้จะมาชวยในการทํางาน และวิธีการเขียนโปรแกรมเชิงวัตถุใหสมบูรณขึ้น 
ปญหาที่เกิดขึ้นกับการพัฒนาซอฟตแวรเชิงวัตถุนี้ทําใหภาษาออกแบบเชิงแบบจําลอง นั้นเกิด






ทํางาน และการพัฒนาซอฟตแวรเชิงวัตถุ พรอมทั้งการพัฒนาซอฟตแวรเชิงลักษณะดวย โดย
เครื่องมือนี้จะเปนตัวสนับสนุนการทํางานของการพัฒนาซอฟตแวรทั้ง 2 ชนิดโดยการใหภาษา
ออกแบบเชิงแบบจําลองที่เพิ่มความสามารถของการพัฒนาซอฟตแวรเชิงลักษณะลงไปแลวเปน
ตัวกลาง คอยผสมผสานการทํางานในการวิเคราะห และออกแบบของวิธีการพัฒนาซอฟตแวรทั้ง 2 
ชนิด โดยที่เครื่องมือนี้จะเปนตัวคอยสนับสนุนการทํางานอยูในเฟสของการวิเคราะห และ
ออกแบบระบบ ซ่ึงผลที่ไดจากการออกแบบของเครื่องมือนี้ในเฟสของการวิเคราะห และออกแบบ












1.2  วัตถุประสงคการวิจัย 










ไปใชในกระบวนการการสราง และพัฒนาระบบไดอยางสอดคลอง และตอเนื่อง 
1.2.5 เพื่อใหผูที่วิ เคราะห  และออกแบบระบบสามารถดําเนินการ  ออกแบบดวย
สัญลักษณทาง UML ไดอยางสะดวก และรวดเร็ว 
 
1.3  ขอตกลงเบื้องตน 
1.3.1 เครื่องมือนี้จะถูกติดตั้งในรูปแบบของ Plug-in ของ Eclipse เทานั้น 
1.3.2 เครื่องมือนี้จะทําการสรางไฟลที่เปนเอกซเอ็มแอล (Extensible Markup Language, 
XML) จากสัญลักษณที่ไดทําการออกแบบ และ XML นั้นสามารถนําไปสรางเปนโคดจริงที่ใชใน
กระบวนการการสราง และพัฒนาระบบตอไป ซ่ึงผูที่วิเคราะห และออกแบบระบบสามารถสราง
ไฟล XML เองและสามารถนํามาสรางเปนโคดเองไดโดยไมตองใชเครื่องมือที่สรางสัญลักษณ แต
จะตองสรางไฟล XML ใหอยูในรูปแบบที่กําหนดเทานั้น 
1.3.3 เครื่องมือนี้จะทํางานไดอยางถูกตอง และแมนยําในเฉพาะการออกแบบที่เปน










1.4  ขอบเขตของการวิจัย 
1.4.1 เครื่องมือที่พัฒนานี้สามารถรองรับมาตรฐานของภาษาออกแบบเชิงแบบจําลอง
เฉพาะที่เปนแผนภาพของคลาส (Class Diagram) เทานั้น 
1.4.2 เครื่องมือที่พัฒนานี้จะสามารถรองรับความสามารถของการเขียนโปรแกรมเชิง
ลักษณะ แบบโครงสรางเทานั้น 
1.4.3 เครื่องมือนี้จะทําการสราง XML โดย XML ที่ไดสามารถนําไปใชในกระบวนการ
สรางโคดตอไป โดยถาจะเขียน XML เองโดยไมผานเครื่องมือ และจะนํามาใชในกระบวนการโคด 
XML ที่สรางนั้นตองอยูในรูปแบบที่ทางเครื่องมือนี้ไดวางไวจึงจะสามารถทํางานไดอยางถูกตอง 
1.4.4 เครื่องมือนี้จะรองรับความสัมพันธของภาษาออกแบบเชิงแบบจําลองเฉพาะที่เปน
แบบถายทอดคุณสมบัติหรือพฤติกรรม (Generalization) และความสัมพันธที่เชื่อมโยง หรือเกี่ยวของ
กันของคลาส (Association) เทานั้น 
1.4.5 เครื่องมือนี้จะสรางไฟลโครงสรางของโคดที่เปนสกุลแบบ .java และเปนแบบ .aj 
สําหรับไฟลที่เปนการเขียนโปรแกรมเชิงลักษณะ 
 
1.5  ประโยชนท่ีคาดวาจะไดรับ 

















2.1 จะเปนการกลาวถึงกระบวนการในการพัฒนาซอฟตแวร รวมทั้งเทคนิคและการวิเคราะห และ
ออกแบบระบบ แบบตาง ๆ  และในหัวขอที่ 2.2 จะเปนการกลาวถึงภาษา และมาตรฐานที่ใชในการ
วิเคราะห และออกแบบระบบซอฟตแวร ในหัวขอที่ 2.3 จะกลาวถึงวิธีการเขียนและพัฒนา
โปรแกรมเชิงวัตถุ (OOP) ซ่ึงถือวาเปนวิธีการพัฒนามีประสิทธิภาพ และมีการสรางภาษาที่ไว
สําหรับสนับสนุนการพัฒนาโปรแกรมเชิงวัตถุ และรวมไปถึงเครื่องมือตาง ๆ ออกมาอยางมากมาย 
และในหัวขอที่ 2.4 จะกลาวถึงวิธีการเขียนและพัฒนาโปรแกรมเชิงลักษณะ (AOP) เนื่องจากงาน
การวิเคราะหและออกแบบระบบซอฟตแวร มีจุดประสงคเพื่อสามารถวิเคราะหและ ออกแบบระบบ
ใหสามารถอธิบายการทํางานของระบบ ซ่ึงจะรวมไปถึงเทคนิคและวิธีการพัฒนาซอฟตแวรที่
สามารถทํางานไดอยางเหมาะสมกับระบบนั้น ๆ ดวย 
 
2.1  กระบวนการและวัฎจักรในการพัฒนาซอฟตแวร (Software Development 
Processes and Software Development Life Cycle, SDLC) 
 กระบวนการพัฒนาซอฟตแวรถูกสรางขึ้นจากองคกรดานพัฒนาซอฟตแวร และหนวยงาน
ของกระทรวงกลาโหมของสหรัฐ เปนหนวยงานหนึ่งที่ทําการคิดคนและพัฒนากระบวนการนี้ดวย  
โดยใช  ISO 12207 เปนมาตรฐานสําหรับการพัฒนา และตรวจสอบการพัฒนาซอฟตแวร 
ISO 15504 หรือทีเรียกวา Software Process Improvement Capability Determination 
(SPICE) เปนโครงสรางสําหรับการประเมินผลของขั้นตอนการพัฒนาซอฟตแวร โดยมาตรฐานของ 








2.1.1 ขั้นตอนและกิจกรรมตาง ๆ ท่ีอยูในกระบวนการพัฒนาซอฟตแวร 
 ขั้นตอนและกิจกรรมตาง ๆ ของกระบวนการพัฒนาซอฟตแวรถูกสรางขึ้นมาเพื่อ
จัดการกับปญหาตาง ๆ ที่เกิดขึ้นจากการทํางาน โดยจะสามารถแบงเปนขั้นตอนไดดังนี้ 
1) ขั้นตอนการหาความตองการ  (Requirement) 
2) ขั้นตอนการออกแบบระบบ  (Architecture or Analysis and Designs) 
3) ขั้นตอนการทําการสรางและพัฒนา  (Implementation) 
4) ขั้นตอนการทําการทดสอบ  (Testing) 
5) ขั้นตอนการทําการสงมอบ  (Deployment) 
ซ่ึงขั้นตอนที่กลาวมาทั้งหมดนั้นในแตละกิจกรรมจะประกอบไปดวยกระบวนการ
ยอย ๆ ที่สามารถรองรับและจัดการกับปญหาที่เกิดขั้น 
 
รูปที่ 2.1  ขั้นตอนของกระบวนการพัฒนาซอฟตแวร 
  
2.1.2 แบบจําลองของกระบวนการพัฒนาซอฟตแวร (Process Models) 
 ในชวงเวลาหลายปที่ผานมาไดมีการพยายามที่จะพัฒนากระบวนการ โดยการทําซ้ํา  














 1) แบบจําลองของกระบวนการพัฒนาซอฟตแวรแบบน้ําตก  (Waterfall Model) 
 แบบจําลองกระบวนการพัฒนาซอฟตแวรแบบน้ํ าตก  เปนการนํา เอา
ความสามารถของการบริหารจัดการมาชวยในการพัฒนาซอฟตแวร โดยที่จะแบงชวงของการพัฒนา










ตามลําดับ และทายที่สุดเมื่อดําเนินมาถึงกิจกรรมที่เรียกวา Verification และ Validation ผูใชก็จะได
เห็น และใชงานระบบใหมที่ไดพัฒนาขึ้น 
 2) แบบจําลองของกระบวนการพัฒนาซอฟตแวรแบบวนซ้ํา และ เพิ่มขึ้น 
 (Iterative and Incremental Development Model) 
 แบบจําลองของกระบวนการพัฒนาซอฟตแวรแบบวนซ้ํา และ เพิ่มขึ้น  เปน
แบบจําลองที่สรางมาเพื่อแกไขจุดบกพรองของการทํางานของแบบจําลองน้ําตก โดยแบบจําลอง
น้ําตกนั้นเปนวิธีการทํางานแบบดั้งเดิมจะตองทํางานใหเสร็จในรอบเดียว นับวาเปนความเสี่ยงอยาง
ยิ่งตอความลมเหลวของโครงการ  เนื่องจากการทํางานในยุคปจจุบันมักมีการเปลี่ยนแปลง 
Environment ตาง ๆ เกิดขึ้นเสมอ เชน Requirement Change, Technology Change เปนตน 
 
รูปที่ 2.3  ขั้นตอนของกระบวนการพัฒนาซอฟตแวรแบบวนซ้ํา 
 
 ดังนั้นจะเห็นวาในสภาพการทํางานจริง ๆ มักจะมีการทํางานแบบแกไขใหมโดย
จําทําการวนซ้ําเรื่อย ๆ ซ่ึงก็คือ Iteration นั่นเอง (การวนทําซ้ําใหมเมื่อพบขอผิดพลาดหรือบกพรอง) 
วิธีการนี้จึงมีความสําคัญมาก นอกจากนี้ยังพบวาการทํางานโดยการคอย ๆ เพิ่มงานเขาไปในงาน
เดิมที่ทําเสร็จแลวเร่ือย ๆ จนหมดทั้งโครงการก็จะเปนการลดความเสี่ยงงานไดดวย เนื่องจาก 








รูปที่ 2.4  ขั้นตอนของกระบวนการพัฒนาซอฟตแวรแบบกนหอย 
 
 3) แบบจําลองของกระบวนการพัฒนาซอฟตแวรแบบกนหอย  (Spiral Model) 
 Boehm (1988) ไดนําเสนอแบบจําลองกระบวนการพัฒนาซอฟตแวรแบบกนหอย
ซ่ึงการทํางานของแบบจําลองนี้จะทําการวนซ้ําเพื่อพัฒนาซอฟแวรในรูปแบบของชวงเวลาส้ัน ๆ 
เรียกวา Iteration โดยใชการผสมผสานแนวทางของการพัฒนาซอฟตแวรแบบน้ําตก และแนวทางการ
พัฒนาตนแบบ (Prototype) ยกตัวอยางเชน โครงการพัฒนาซอฟตแวรขนาดใหญนั้นจะถูกแบง
ออกเปนสวนยอย ๆ  และภายในแตละสวนจะเปนการพัฒนาแบบเพิ่มขึ้น (Increment) จากตนแบบ




ระบบไดบอย ๆ  ชวยลดความเสี่ยงที่ทําใหโครงการลมเหลวเพราะจะทําใหเห็นความกาวหนาของ
งานไดอยางชัดเจนชัดเจน ซ่ึงทําใหสามารถควบคุมงบประมาณและระยะเวลาไดอยางดี  
 4) แบบจําลองของกระบวนการพัฒนาซอฟตแวรแบบกระฉับกระเฉง (Agile Model) 
 การพัฒนาซอฟตแวรดวยแบบจําลองนี่โดยมากจะเปนการพยายามเพื่อลดความ
เสี่ยงของการพัฒนาซอฟตแวร โดยพัฒนาซอฟแวรในรูปแบบของชวงเวลาสั้น ๆ เรียกวาการแบง
ชวง โดยอาจใชเวลาตั้งแต 2 ถึง 6 สัปดาห ซ่ึงแตละชวงของเวลาจะเปรียบเสมือนโครงการของมัน
เอง ซ่ึงจะประกอบไปดวยกิจกรรมตาง ๆ ที่จําเปนตอการทํางาน ซ่ึงอาจจะประกอบไปดวยงาน
ทางดานการวางแผน การหาความตองการ การวิเคราะหและออกแบบระบบ ทําการสรางและ
ทดสอบระบบ จนสุดทายถึงการทําเอกสาร 
 
รูปที่ 2.5  ขั้นตอนของกระบวนการพัฒนาซอฟตแวรแบบกระฉับกระเฉง 
 
 การพัฒนาดวยแบบจําลองนี้พยายามที่จะออกผลการผลิตออกมาทุก ๆ ชวงของ
งานแตละชวง และลักษณะการทํางานของบุคลากรในการพัฒนานั้นจะนิยมการติดตอส่ือสารแบบ
สม่ําเสมอ ตลอดเวลา คือการคุยกันแทนที่จะเขียนเอกสารโดยทีมงานจะทํางานรวมกันภายใต 
Bullpen ซ่ึงประกอบไปดวยคนที่เกี่ยวของกับการทําซอฟแวรใหเสร็จ อยางนอยไดแก 




























รูปที่ 2.6  ขั้นตอนของกระบวนการพัฒนาซอฟตแวรแบบกระฉับกระเฉง 
 
 กระบวนการพัฒนาซอฟตแวรแบบกระฉับกระเฉง จะเปนการแบงชวงของการ
พัฒนาซอฟตแวร โดยทําใหเสร็จทีละชวง ๆ ไปเมื่อมีการพัฒนาจนหมดรอบของแตละรอบก็จะทํา
ใหซอฟตแวรที่พัฒนานั้นคอย ๆ สมบูรณขึ้นเรื่อย ๆ โดยทําใหไดเอกสารใหมในแตละชวง และจะ
ทําใหมีความสามารถของงานใหม ๆ ออกมา 
 






 5) แบบจําลองของกระบวนการพัฒนาซอฟตแวรแบบอารยูพี  (Rational Unified  
 Process, RUP) 
 อารยูพี (Rational Software Corporation, 2002) เปนโครงสรางของการพัฒนา
ซอฟตแวรแบบวนซ้ําอีกอันหนึ่ง โดยจะทําการกําหนดถึงงาน หรือ ส่ิงที่จะตองดําเนินการเพื่อ
พัฒนาซอฟตแวร โดยจะแบงระยะเวลา หรือชวง (Phase) การทํางานออกเปนชวง ๆ โดยมีเปาหมาย
เพื่อใหไดซอฟตแวรที่มีคุณภาพสูง ตรงตามความตองการของผูใช ตามเวลา และงบประมาณที่
กําหนดไวตามแผนงานของโครงการ 
 
รูปที่ 2.8  ขั้นตอนของกระบวนการพัฒนาซอฟตแวรแบบอารยูพี 
 
 RUP ประกอบดวยมุมมอง 2 มิติ คือ 
 1) มุมมองแบบแนวนอน ซ่ึงมุมมองทางดานนี้จะแสดงใหเห็นถึงเวลาและวงจร
การพัฒนาในแตละชวงของโครงการ และการเปลี่ยนแปลงของกระบวนการ
ทํางาน โดยจะนําเสนอออกมาในรูปแบบของชวงการทํางานโดยจะทําการ
แบงการทํางานออกเปนสวนยอย ๆ และระยะการทํางาน (Milestone) 






งาน บทบาท และ อ่ืน ๆ เปนตน 




รูปที่ 2.9  ความกาวหนาของกระบวนการพัฒนาซอฟตแวรแบบอารยูพี 
 
ในวงจรการพัฒนาชวงเริ่มตน (Inception) และชวงกําหนดรายละเอียด (Elaboration) จะถูกกําหนดให
มีสัดสวนของการทํางานที่นอยกวาการทํางานในชวงการสราง (Construction) อยางไรก็ตาม
เครื่องมือตาง ๆ ในปจจุบันที่มีประสิทธิภาพสูงจะชวยใหการทํางานในชวงการสรางลดนอยลง และ
สามารถนอยกวาการทํางานในชวง เร่ิมตน และ รายละเอียด รวมกันก็ได 
 
2.2  สถาปตยกรรมของซอฟตแวร (Software Architectures) 
Best (1995) สถาปตยกรรมของซอฟตแวรนั้นมุงเนนไปที่สวนประกอบตาง ๆ ของซอฟตแวร
ที่ตองใชรวมกัน และปฏิกิริยาที่กระทํารวมกันตอสวนประกอบตาง ๆ เหลานี้ ซ่ึงหมายความวา 
สถาปตยกรรมของการพัฒนาซอฟตแวรนั้น เปนมาตรฐานที่มีอยูตามสวนประกอบตาง ๆ ในการ
พัฒนาซอฟตแวร ซ่ึงมาตรฐานเหลานี้ควรจะเปนมาตรฐานที่ยืดหยุนมากพอที่จะสามารถสนับสนุน
ในการพัฒนาซอฟตแวรอยางมีประสิทธิภาพ 
2.2.1 สถาปตยกรรมการขับเคล่ือนดวยแบบจําลอง (Model-Driven Architectures) 







โดยโครงสรางของแนวคิดฐานที่ชวยในการทํางานจริงนี้ ทาง OMG ไดเรียกวาสถาปตยกรรมการ
ขับเคลื่อนดวยแบบจําลอง (Model-Driven Architectures, MDA)                                                
 
















รูปที่ 2.11  แบบจําลองซึ่งเปนอิสระตอสถาปตยกรรมและเทคโนโลยี 
  
สถาปตยกรรมการขับเคล่ือนดวยแบบจําลองมีแนวคิดในการเปลี่ยนแปลงรูปแบบ
ของแบบจําลอง ซ่ึงจะถูกกําหนดใหสรางขึ้นตามมาตรฐานที่ OMG กําหนดเรียกวา การสืบคน การ




และภาษาตาง ๆ มากมายรวมไปถึงภาษาออกแบบเชิงแบบจําลอง (Unified Modeling Language, 
UML), กลุมของวัตถุอํานวยความสะดวกพื้นฐาน (Meta-Object Facility, MOF) และ XML 







รูปที่ 2.12  สถาปตยกรรม QVT 
  
ภาษาออกแบบเชิงแบบจําลอง (Unified Modeling Language, UML) 
เปนภาษามาตรฐานที่ไมถูกจํากัดสิทธิทางลิขสิทธิ์ซ่ึงออกแบบมาเพื่อใชสําหรับการ
ออกแบบเชิงวัตถุ ภาษาออกแบบเชิงแบบจําลองเปนภาษาเพื่อใชอธิบายพฤติกรรมและการทํางาน
ดวยแบบจําลองในลักษณะตาง ๆ โดยมีทั้งมาตรฐานของกราฟกที่เปนสัญลักษณ ซ่ึงนําไปใชสําหรับ
สรางแบบจําลองในลักษณะนามธรรม (Abstract Model) ของระบบ ซ่ึงหมายถึงแบบจําลองของ
ภาษาออกแบบเชิงแบบจําลอง และ ณ ตอนนี้ภาษาออกแบบเชิงแบบจําลองมีชนิดของแผนภาพ
ทั้งหมด 13 ชนิด ซ่ึงสามารถแยกประเภทออกเปนกลุมของการทํางานไดเปน 3 ประเภทไดแก 
 1) แผนภาพประเภทโครงสราง (Structure Diagrams) : แผนภาพประเภทนี้จะเนน
ลักษณะการทํางานสวนแบบจําลองการทํางานของระบบ โดยจะประกอบไป
ดวยแผนภาพดังนี้ 
 - Class Diagram 
 - Component Diagram  
  - Composite Structure Diagram 
  - Deployment Diagram 
  - Object Diagram 




 2) แผนภาพประเภทพฤติกรรม (Behavior Diagrams) : แผนภาพประเภทนี้จะเนน
ลักษณะการทํางานแบบที่จะเกิดขึ้นเมื่อเกิดการทํางานของระบบโดยจะประกอบ
ไปดวยแผนภาพดังนี้ 
 - Activity Diagram 
 - State Machine Diagram 
 - Use Case Diagram 
 3) แผนภาพประเภทปฏิกิริยา (Interaction Diagrams) : แผนภาพประเภทนี้เปนสวน
หนึ่ง (Subset) ของแผนภาพประเภทพฤติกรรม ซ่ึงจะเนนลักษณะการทํางาน
แบบการไหลของกลุมของขอมูลเมื่อเกิดการทํางาน 
 - Communication Diagram 
 - Interaction Overview Diagram (UML 2.0) 
 - Sequence Diagram 
 - UML Timing Diagram (UML 2.0) 
 
รูปที่ 2.13  โครงสรางของภาษาออกแบบเชิงแบบจําลอง 
 
UML นั้นสามารถถูกเพิ่มเติมความสามารถเพิ่มเขาไปได เพื่อทําใหเขากับการทํางาน





Sauer and Engels (1999) ไดนําเสนอแนวคิดและงานวิจัยที่จะทําใหภาษาออกแบบ
เชิงแบบจําลองนั้นสามารถทําการออกแบบใหสนับสนุนการทํางานกับงานทางดานมัลติมีเดียโดย
ลักษณะของงาน คือ การทํางานของซอฟตแวรแบบมัลติมีเดียนั้น จะทํางานแตกตางจากการทํางาน
ของซอฟตแวรทั่ว ๆ ไป เพราะการทํางานที่เกิดขึ้นของซอฟตแวรแบบสื่อประสมนั้นตองทํางานกับ
การเกิดการเปลี่ยนแปลงพฤติกรรมของงานประเภทสื่อประสมอยูตลอดเวลา ซ่ึงอาจจะเกิดการ
ทํางานที่ผิดปกติไปจากเดิมไดอยู เสมอ ๆ  ดังนั้นไดจึงไดนําแนวคิดการเขียนโปรแกรมแบบ 
แบบจําลอง-มุมมอง-ตัวควบคุม (Model-View-Controller, MVC) มาใชรวมกับการพัฒนาและ
ออกแบบงานประเภทสื่อประสม และไดทําการเรียกเทคนิคนี้วา ภาษาเสมือนจริงสําหรับการออก
แบบจําลองเชิงวัตถุของงานสื่อประสม (A Visual Language for the Object-Oriented Modeling of 
Multimedia Applications, OMMMA-L) โดยทําการพัฒนามาจากภาษาออกแบบเชิงแบบจําลองซึ่ง
ไดทําการออกแบบ และไดผลดังรูปที่ 2.14 
 
รูปที่ 2.14  คุณสมบัติรวมของ OMMMA-L 




Suzuki and Yamamoto (1999) ไดนําเสนอแนวคิดในการแสดงการทํางานของ




รูปที่ 2.15  การทํางานของสถาปตยกรรมการสะทอน 
 
Klein, Rausch, Sihling and Wen (2001) ไดนําเสนอแนวคิด รวมถึงงานวิจัยที่จะทํา
ใหภาษาออกแบบเชิงแบบจําลองนั้นสนับสนุนการทํางานของระบบซึ่งเคลื่อนที่ได (Mobile Agent) 
ซ่ึงไดทําการเพิ่มความสามารถของภาษาออกแบบเชิงแบบจําลองใหสนับสนุนทั้งทางดานการ
วิเคราะห และออกแบบ โดยทําใหสนับสนุนกับการทํางานทางดานของระบบการติดตอส่ือสาร
ดังนั้นจึงไดทําการเพิ่มความสามารถของ UML ดังรูปที่ 2.16 
ซ่ึงงานวิจัยนี้ไดนําเสนอทั้งลักษณะเฉพาะที่ทํางานในระบบ (Stereotype) บทบาท 
(Role) รวมทั้งสัญลักษณภาพความสัมพันธ (Relation) และการสงขอความของการทํางานในระบบ 






รูปที่ 2.16  การเพิ่มความสามารถของ UML สําหรับการทํางานของระบบเคลื่อนที่ 
 
การแลกเปล่ียนขอมูลของกลุมขอมูลโดย XML (XML Metadata Interchange, XMI) 
XMI นั้นเปนสําหรับการทําการแลกเปลี่ยนกลุมของขอมูลโดยใช XML เปนตัวกลาง
การติดตอสงผานเอกสารขอมูล ซ่ึงสามารถถูกแสดงไดอยูในรูปกลุมของวัตถุอํานวยความสะดวก
พื้นฐาน (Meta-Object Facility, MOF) โดยสวนมากเราจะใช XMI ในลักษณะตัวกลางการ
แลกเปลี่ยนสําหรับภาษาออกแบบเชิงแบบจําลอง (UML) ถึงแมวา XMI จะสามารถถูกนําไปใช
สําหรับเปนตัวกลางการแลกเปลี่ยนของแบบจําลอง หรือภาษาอื่น หรือกลุมของขอมูลอ่ืน ๆ ได 
XMI นั้นถูกออกแบบมาเพื่อใหใชไดงายเพื่อใชสําหรับการแลกเปลี่ยนขอมูล
ระหวางเครื่องมือสําหรับออกแบบภาษาออกแบบเชิงแบบจําลอง และที่เก็บขอมูลตาง ๆ ของกลุม
ของวัตถุอํานวยความสะดวกพื้นฐานในสิ่งแวดลอมตาง ๆ กัน โดยสวนมาก XMI จะถูกใชเปน
ตัวกลางระหวางเครื่องมือสรางแบบจําลอง และเครื่องมือสรางซอฟตแวร ซ่ึงเปนสวนหนึ่งของ
วิศวกรรมการขับเคลื่อนดวยแบบจําลอง (Model-Driven Engineering) 
XMI นั้นสรางขึ้นมาจากการผสมผสานมาตรฐานของอุตสาหกรรมซอฟตแวร ดังนี้ 
1)  XML -  Extensible Markup Language, มาตรฐานของ W3C 
2)  UML -  Unified Modeling Language, มาตรฐานของ OMG  
3)  MOF -  Meta Object Facility, มาตรฐานของOMG เพื่อระบุกลุมของขอมูล 




 กลุมของวัตถุอํานวยความสะดวกพื้นฐาน (Meta-Object Facility, MOF) 
 กลุมของวัตถุอํานวยความสะดวกพื้นฐานเปนสิ่งที่ OMGไดทําการคิดขึ้นเพื่อ
เปนมาตรฐานสําหรับวิศวกรรมการขับเคลื่อนดวยแบบจําลอง ซ่ึงทาง OMG ตองการสถาปตยกรรม
ของกลุมแบบจําลองเพื่อมาระบุการทํางานของภาษาออกแบบเชิงแบบจําลอง โดยไดทําการแบงชั้น
ของการทาํงานของกลุมของวัตถุอํานวยความสะดวกพื้นฐานออกเปน 4 ช้ัน ดังรูป 2.17 
 
รูปที่ 2.17  สถาปตยกรรมของกลุมแบบจําลอง 
 
ปจจุบันไดรับมาตรฐานระดับนานาชาติ ซ่ึงก็คือ ISO/IEC 19502:2005 Information technology -- 
Meta Object Facility (MOF) 
2.2.2 เอกสารแบบการจําลองวัตถุ (Document Object Model, DOM) 
 เอกสารแบบการจําลองวัตถุเปนระบบ  และภาษาที่ไมขึ้นตอมาตรฐานของ
แบบจําลองเชิงวัตถุ สําหรับแสดงเอกสารที่เปน HTML หรือ XML และเอกสารในรูปแบบที่ใกลเคียง 
โดยเฉพาะอยางยิ่งเอกสารที่ถูกใชในเว็บเบราวเซอร (Web Browsers) โดยเอกสารแบบจําลองวัตถุ
นั้นถูกสรางมาจาก World Wide Web Consortium 
 ทาง W3C ไดทําการระบุมาตรฐานของเอกสารแบบจําลองวัตถุออกเปน ระดับ
หลาย ๆ ระดับ โดยในแตละระดับนั้นจะประกอบไปดวยความตองการที่จําเปนตอการทํางาน และ
คุณสมบัติพิเศษ ดังนั้นถาตองการการทํางานของระบบที่เกื้อหนุนกันในทุก ๆ สวน ระบบการ
ทํางานที่สรางนั้นตองสรางตามที่มาตรฐานระบุตั้งแตตน แตบางที่อาจมีบางระบบที่จะไดรับการ
สนับสนุนจากผูพัฒนารายอื่น ๆ ซ่ึงไดเพิ่มเติมเขามา ซ่ึงก็จะไมซํ้าซอนกับมาตรฐานของ W3C โดย





 ระดับ 0 เปนระบบที่ทําการสนับสนุนการทํางานของ DOM โดยจะมีอยูทันที่เมื่อ
ทําการสราง DOM Level 1 ซ่ึง Level 0 นั้นไมไดถูกระบุอยางเปน
ทางการจาก W3C ในทางตรงกันขาม Level 0 นั้นเปนสวนที่เกิดกอน
กระบวนการกําหนดมาตรฐาน 
 ระดับ 1 เปนการระบุเอกสารของ DOM และการจัดการเอกสาร 
 ระดับ 2 สนับสนุน XML Namespace รวมถึงกรองการรองขอและเหตุการณ 
 ระดับ 3 ประกอบไปขอกําหนด 6 ขอ ไดแก 
 1)  DOM Level 3 Core 
 2)  DOM Level 3 Load and Save 
 3)  DOM Level 3 XPath 
 4)  DOM Level 3 Views and Formatting 
 5)  DOM Level 3 Requirements  
 6)  DOM Level 3 Validation 
ซ่ึงขอกําหนดสําคัญทั้งหมดนั้นมีอยูในเอกสารของการระบุมาตรฐานของ DOM และอยูที่ W3C 
 
รูปที่ 2.18  แสดงการติดตอโดยมี DOM เปนตัวกลาง 
 
Suzuki and Yamamoto (1999) ไดนําเสนองานวิจัยในการเปลี่ยนรูปซึ่งเปน
มาตรฐานของภาษาออกแบบเชิงแบบจําลอง และนําเสนอของการเปลี่ยนรูปแบบของ UML ใน








จําลองวัตถุ (DOM) ซ่ึง DOM นั้นจะเปนตัวกลางที่ทําหนาที่ติดตอระหวางมาตรฐานของระบบ และ
ภาษาของการเขียนโปรแกรมโดยจะชวยจัดการเนื้อหา โครงสราง และรูปแบบของเอกสาร ดังรูปที่ 
2.18 
 
2.3  การเขียนโปรแกรมเชิงวัตถุ (Object-Oriented Programming, OOP) 
การเขียนโปรแกรมเชิงวัตถุ เปนวิธีการเขียนโปรแกรมรูปแบบหนึ่ง โดยใชความหมายวัตถุ
ในการออกแบบระบบงาน และเปนสิ่งที่ทําใหคอมพิวเตอรทํางานตามที่กําหนด ซ่ึงการเขียน
โปรแกรมเชิงวัตถุไดนําประโยชนและสวนดีจากวิธีการเขียนโปรแกรมแบบกอน ๆ มาใช โดยจะ
ประกอบไปดวย การสืบทอดคุณสมบัติ (Inheritance) การประกอบดวยหนวยแยกตาง ๆ ที่สามารถ
รวมกันได (Modularity) การพองรูป (Polymorphism) และ การหุมหอ (Encapsulation) 
การเขียนโปรแกรมเชิงวัตถุบางทีอาจถูกมองไดวาเปนกลุมของวัตถุที่ทํางานรวมกัน ซ่ึงถา
มองเปนภาพการเขียนโปรแกรมแบบกอน ๆ  ก็คือ กลุมการทํางานของฟงกช่ัน (Function) หรือ
รายการของคําสั่งการทํางานของเครื่องคอมพิวเตอร 
2.3.1 แนวคิดขั้นพื้นฐานของการเขียนโปรแกรมเชิงวัตถุ (Fundamental Concepts) 
Armstrong and Deborah (2006) ไดทําการนิยามคุณสมบัติพื้นฐาน (Quarks) หรือ 
แนวคิดขั้นพื้นฐานของการเขียนโปรแกรมเชิงวัตถุ ไวดังนี้  
คลาส (Class) คลาสนั้นเปนการระบุลักษณะของแนวคิดในของการทํางานในรูป
นามธรรม (Abstract) โดยรวมเอาลักษณะเฉพาะของแนวคิด (Attributes or Properties) และสิ่งที่
ลักษณะของแนวคิดนั้นทํา (Behaviors or Methods or Features) ซ่ึง คุณสมบัติ (Properties) และ   
เมธอด (Methods) นั้นถูกเรียกไดวาเปนสวนหนึ่งของคลาส 
วัตถุ (Object) เปนสวนประกอบสวนหนึ่งที่ทําหนาที่ตามที่ไดถูกระบุไวในคลาส 
เมธอด (Methods) เปนหนวยของโปรแกรม เพื่อใชแกปญหาหรือทํางานอยางหนึ่ง 
สําหรับเรียกใชเมื่อตองการ เมธอดนั้นจะชวยใหสามารถแบงงานทั้งหมดออกเปนสวนยอย ๆ ซ่ึง
งายตองการสราง และจัดการมากกวาจะเขียนเปนหนวยเดียวทั้งหมด ซ่ึงถาจะแกไขการทํางานหรือ
รายละเอียดแตละเมธอดก็ทําไดงายกวา โดยที่จะไมสงผลกระทบตอหนวยอ่ืน ๆ  
การสงขอความ (Message Passing) เปนกระบวนการที่วัตถุทําการสงขอมูลไปให










คุณสมบัติ (Inheritance) ซ่ึงเปนกลไกลหนึ่งที่เปนเงื่อนไขของภาษาเชิงวัตถุ ซ่ึงมีลักษณะดังรูปที่ 
2.20 
การหุมหอ (Encapsulation) เปนคุณสมบัติที่หุมหอโครงสรางของคลาสซึ่งโครงสราง














การพองรูป (Polymorphism) ภาษาเชิงวัตถุมีกลไกการสืบทอดคุณสมบัติ และ 









รูปที่ 2.21  คุณสมบัติการหุมหอ 
 




(Requirement), การออกแบบระบบ (Design), การทําการสรางระบบงาน (Implementation), การทํา
สอบระบบ (Testing) และการสงมอบระบบ (Deployment) 









 2) การวิเคราะหเชิงวัตถุ (Object-Oriented Analysis, OOA) 
 การวิเคราะหเชิงวัตถุนั้นเปนการมุงเนนเพื่อออกแบบจําลองของปญหาที่สนใจ  




ๆ ความสนใจ ซ่ึงในแตละความสนใจนั้นเปนการวิเคราะหระบบ และแสดงใหเห็นถึงการทํางาน




เรียกวาเปนแบบจําลองของแนวคิด (Conceptual Model) ซ่ึงเงื่อนไขในขั้นตอนของการสรางและ
พัฒนานั้นจะถูกอธิบายโดยกระบวนการออกแบบเชิงวัตถุตอไป ซ่ึงรูปที่ 2.22 เปนตัวอยางของ
แบบจําลองที่ไดจากการวิเคราะหเชิงวัตถุ 
 











พัฒนา ภาษาที่ใชในการพัฒนา และเครื่องมือที่ใชในการพัฒนา โดยทั้งหมดนั้นตองอยูบนรากฐาน
ของสมมติฐานที่ออกแบบ โดยแนวคิดในแบบจําลองของแนวคิดนั้นจะถูกโยงเขากับคลาสที่เปน
รูปธรรม (Concrete Class) คลาสที่เปนนามธรรม (Abstract Class) และบทบาทซึ่งวัตถุจะเปลี่ยนไป
เมื่ออยูในสถานะตาง ๆ กัน ผลลัพธที่ไดจากการออกแบบเชิงวัตถุนั้นคือการอธิบายรายละเอียดวา
ระบบนั้นจะถูกสรางขึ้นมาอยางไร และวัตถุอะไร 
 
2.4  การเขียนโปรแกรมเชิงลักษณะ (Aspect-Oriented Programming, AOP) 
การเขียนโปรแกรมเชิงลักษณะเปนการวิธีการเขียนโปรแกรมสมัยใหมที่ไดทําการพัฒนา 
เพื่อขจัดขอบกพรองที่ปรากฏอยูจากวิธีการเขียนโปรแกรมเชิงวัตถุโดยใชวิธีการดึงเอาสวนที่มี
ความสัมพันธหรือเกี่ยวของกันออกมา (Separation of Concerns) และทําการระบุการทํางานของ
สวนที่ดึงออกมาโดยเรียกสวนที่ถูกดึงนี้ออกมาวาจุดตัด (Cross-cutting Concerns) ซ่ึงการทํางานนั้น
จะใชภาษาเชิงลักษณะเปนสําคัญ ในขณะที่การพัฒนาโปรแกรมเชิงลักษณะ (Aspect-Oriented 
Software Development, AOSD) นั้นใชเพื่อสําหรับนําเอาภาษาอื่น หรืองานอื่น ๆ เขามาทํางาน
รวมกันกับการทํางานของภาษาเชิงลักษณะดังรูปที่ 2.23 
2.4.1 การแยกความสัมพันธ (Separation of Concerns) 
การแยกความสัมพันธของสวนที่เกี่ยวของกันนั้นอาจจะสงผลซ่ึงไมอาจหลีกเลี่ยง
ไดใหแกระบบ ซ่ึงอยางนอยก็จะเกิดในสวนของการทํางานที่ซอนทับกัน วิธีการเขียนโปรแกรมทุก
อยาง ซ่ึงรวมถึงการเขียนโปรแกรมแบบเปนขั้นตอน (Procedural Programming) และการเขียน
โปรแกรมเชิงวัตถุ (Object-Oriented Programming) นั้นสนับสนุนการทํางานในการแยกสวน และ
การคลอบคลุมหุมหอบางสวนอยูแลวในระดับหนึ่ง อยางเชนการทํางานของคลาสแม และคลาสลูก 
โดยการทํางานที่มีลักษณะเหมือนกันจะถูกรวบเอาไวเรียกวาการจัดหมูในแนวตั้ง (Vertical 
Grouping) แตอาจมีบางกรณีที่ไมสามารถจัดการดวยการจัดหมูในแนวตั้งได โดยทางวิศวกรรม
ซอฟตแวรเรียกวาความสัมพันธของจุดที่ตัดกัน (Crosscutting Concerns) เพราะวาการตัดกันนั้น






รูปที่ 2.23  กลไกการทํางานของการเขียนโปรแกรมเชิงลักษณะ 
 






ออกแบบเชิงโมเดล   
จากที่ไดกลาวมาทั้งหมดนั้น จะเห็นไดวาวิธีการพัฒนาซอฟตแวรไมวาจะเปน
เทคนิคการพัฒนา และเทคโนโลยีที่จํานํามาใชในการพัฒนานั้นสามารถนําไปปรับใชใหเขากันกับ



















ตรวจสอบ และลดภาระของผูทําการวิเคราะหและออกแบบ รวมทั้งผูพัฒนาระบบอีกดวย โดยใน
งานวิจัยนี้จะศึกษาถึงวิธีการในการวิเคราะหและออกแบบเชิงวัตถุ ที่ไดมาจากขอกําหนดของการ
วิเคราะหและออกแบบซอฟตแวรซ่ึงอางอิงมาจาก UML Specification 1.5 จาก OMG, มาตรฐาน
การทํางานของ DOM จาก W3C และการทํางานของการเขียนโปรแกรมเชิงลักษณะ มาเพิ่มมาตรฐาน
ของการออกแบบดวยภาษา UML โดยการทํางานของ UML ที่ไดทําการเพิ่มความสามารถเขาไป
แลวนั้นจะทํางานไดยืดหยุนขึ้นและตรงตามเทคนิคการพัฒนาซอฟตแวรในปจจุบันมากขึ้นดวย 
โดยรายละเอียดในบทที่  3 นี้จะเริ่มจากระเบียบวิธีวิจัยดังแสดงในหัวขอที่  3.1 สวนในหัวขอที่ 3.2 
จะเปนการนําเสนอการเพิ่มความสามารถภาษาออกแบบเชิงแบบจําลองดวยเทคนิคการเขียน
โปรแกรมเชิงลักษณะ หัวขอที่  3.3  จะเปนการวิเคราะหและออกแบบเครื่องมือสําหรับแสดงการ
วิเคราะหและออกแบบภาษา UML ในหัวขอ 3.4 นั้นจะเปนการออกแบบของการเปลี่ยนแปลงรูปราง
ระหวางแบบจําลอง และเอกสาร XML และสวนของการนําเอกสาร XML ที่ไดมานั้นเปลี่ยนเปน




3.1  ระเบียบวิธีวิจัย 
1) ศึกษาคนควาและรวบรวมงานวิจัยที่เกี่ยวของ 
2) ศึกษาวิธีการวิเคราะห และออกแบบสําหรับ UML  
3) ศึกษาวิธีการเขียนโปรแกรมเชิงลักษณะ 




(UML) แบบตาง ๆ ทั้งที่เปนสวนของที่เปนลิขสิทธิ์ที่เปนสําหรับการคา และที่เปนของ





7) ทดสอบผลการทํางานของเครื่องมือ และทําการแกไขขอผิดพลาด 










บนมาตรฐานเดิมของภาษาออกแบบเชิงแบบจําลอง ซ่ึงจะสามารถทํางานแบบตาง ๆ ตามที่ไดถูก
ออกแบบมาตั้งแตตน การเพิ่มความสามารถดวยเทคนิคการเขียนโปรแกรมเชิงลักษณะนั้นจะถูก
เพิ่มลงไปในสวนของแผนภาพคลาส (Class Diagram) ซ่ึงเรียกวาแผนภาพคลาสแบบลักษณะ 
(Aspect Class Diagram) และทําการอธิบายโครงสรางและการทํางานของแผนภาพนี้ดวยเอกสาร
แบบการจําลองวัตถุ 










-  Classifier 
-  Class 
-  Interface 
-  Node 
-  Component 
องคประกอบของกลุมของแบบจําลองของภาษาออกแบบเชิงแบบจําลองนั้นจะเปน
การบอกถึงพฤติกรรมการทํางานและลักษณะโครงสรางของภาษา ซ่ึงรูปที่ 3.1 แสดงถึงโครงสราง
การทํางานของภาษาออกแบบเชิงแบบจําลอง 
 






-  Classifier 
-  Class 
-  Aspect 
-  Interface 
-  Node 











ที่เปน Classifier แลวจะตองมีการเพิ่มความสัมพันธ (Relationship) ระหวางคลาสกับคลาส โดย
ความสัมพันธระหวางคลาสเดิมนั้นมีลักษณะดังรูปที่ 3.3 
 





















3.3  การวิเคราะห และออกแบบเครื่องมือสําหรับชวยในการวิเคราะห และออกแบบภาษา 
ออกแบบเชิงแบบจําลอง ท่ีเพิ่มความสามารถของการเขียนโปรแกรมเชิงลักษณะ 
ในกระบวนการวิเคราะห และออกแบบระบบซอฟตแวรเชิงวัตถุ (Object-Oriented 
Analysis and Design) ผูที่ทําการวิเคราะหและออกแบบระบบตองสามารถนําเอาความตองการของ










เครื่องมือที่ทําการพัฒนามีองคประกอบหลักอยู 3 สวน คือ สวนของการทําการออกแบบ
ดวยภาษาออกแบบเชิงแบบจําลอง สวนของการเปลี่ยนรูปขอมูล และสวนของการสรางโคดทํางาน
จากแบบจําลอง ดังตัวอยางที่แสดงในรูปที่ 3.5  
 
รูปที่ 3.5  แสดงการทํางานของเครื่องมือ 
 
3.3.1 สวนของการทําการออกแบบดวยภาษาออกแบบเชิงแบบจําลอง (UML) 
การทํางานของสวนนี้จะเปนสวนติดตอของเครื่องมือกับผูวิเคราะหและออกแบบ
ระบบ โดยหนาที่หลักของสวนนี้ คือวาดแผนภาพของภาษาออกแบบเชิงแบบจําลองที่เปนกราฟก
ของสัญลักษณในแบบตาง ๆ รวมถึงความสัมพันธ (Relationship) ตาง ๆ ก็จะถูกนํามาประกอบเปน












3.3.2 สวนของการเปลี่ยนรูปของขอมูล (Transform Section) 
ในสวนนี้จะรับขอมูลมาจากสวนของการทําการออกแบบดวยภาษาออกแบบเชิง
แบบจําลอง โดยขอมูลที่ไดมานั้นจะเปนกราฟกของสัญลักษณในแบบตาง ๆ รวมถึงความสัมพันธ 
(Relationship) และเมื่อการทํางานมาถึงสวนนี้แลวจะทําการเปลี่ยนรูปกราฟกเหลานั้นใหเปนขอมูล
ของเอกสารแบบการจําลองวัตถุ (DOM) ซ่ึงเปนรูปแบบที่ผูวิเคราะหและออกแบบระบบสามารถ
ปรับเปลี่ยนและแกไขไดงาย เนื่องจากเปนรูปแบบที่สามารถอานและเขาใจไดโดยงาย ซ่ึงรูปที่ 3.7 
จะเปนการแสดงใหเห็นถึงการทํางานของระบบสวนนี้ 
 





ลักษณะกราฟก และความสัมพันธตาง ๆ ของสัญลักษณของภาษาออกแบบเชิง
แบบจําลองนั้นจะถูกแปลงใหอยูในรูปของเอกสารแบบการจําลองวัตถุ ซ่ึงใช XML เปนโครงสราง
หลักของการทํางาน โดยขอมูลของเอกสารที่ไดนั้นจะถูกกําหนดใหอยูในรูปแบบตามมาตรฐาน
ของเครื่องมือ ซ่ึงจะมีลักษณะของโครงสรางเปนดังรูปที่ 3.8  
 
รูปที่ 3.8  แสดงรูปแบบของเอกสารแบบการจําลองวัตถุ 
 
3.3.3 สวนของการสรางโครงสรางของโคด (Generator section) 
สวนนี้เปนสวนที่ติดตอระหวางสวนของการวิเคราะหและออกแบบระบบ (System 
Analysis and Design) และสวนการสรางระบบ (Implementation) ซ่ึงหนาที่หลักของสวนนี้จะเปน









นั้นถูกสรางในลักษณะของโครงสรางของภาษาจาวาเชิงลักษณะ  (AspectJ) ซ่ึงรูปที่ 3.9 จะแสดง
ใหเห็นถึงการทํางานของสวนของการสรางโครงสรางของโคดนี้ 
 

















รูปที่ 3.10  แผนภาพกระแสขอมูลของเครื่องมือ 
 
จากแผนภาพกระแสขอมูลของเครื่องมือ มีกระบวนการที่สําคัญก็คือ การออกแบบ
โครงสราง และการทํางานของระบบ และพัฒนาระบบ  
การออกแบบโครงสราง และการทํางานของระบบเปนสวนที่จะนําเอาความตองการ
ของระบบมาสรางเปนโครงสราง และกระบวนการทํางานของระบบ และจากนั้นนําขอมูลที่ไดจาก









เปนภาษาหลักในการพัฒนา และใช Eclipse IDE เปนเครื่องมือหลักในการพัฒนา และใชงาน การ





1) สวนของการทําการออกแบบดวยภาษาออกแบบเชิงแบบจําลอง  
2) สวนของการเปลี่ยนรูปขอมูล 
3) สวนของการสรางโคดทํางานจากแบบจําลอง  
การออกแบบนี้นั้นจะแสดงเปนขอมูลของคลาส ซ่ึงในแตละคลาสนั้นจะถูกแสดงอยูใน
รูปแบบโครงสราง และอธิบายรายละเอียดการทํางานที่สําคัญของแตละคลาส 
3.4.1 คลาส AspectModel 
คลาส AspectModel เปนคลาสที่ทําหนาที่กําหนดลักษณะของคลาสเชิงลักษณะ 
(Aspect Class) โดย รายละเอียดของลักษณะดังกลาวนั้นจะปรากฏอยูในตารางที่ 3.1 
 
ตารางที่ 3.1  รายละเอียดขอมูลของคลาส AspectModel 
ช่ือขอมูล ชนิดขอมูล คาเริ่มตน หมายเหตุ 
name String ไมมี ช่ือของคลาสเชิงลักษณะ 
isAbstract boolean false บอกลักษณะของคลาสเชิง
ลักษณะวาเปนนามธรรม
หรือไม 
การทํางานของคลาส AspectModel นี้จะเปนการแสดงใหเห็นถึง โครงสรางและรูปแบบของคลาส
เชิงลักษณะ 





ตารางที่ 3.2  รายละเอียดขอมูลของคลาส JointPointModel 
ช่ือขอมูล ชนิดขอมูล คาเริ่มตน หมายเหตุ 
name String ไมมี ช่ือของจุดตัดของคลาส 
isAbstract boolean false บอกลักษณะของจุดตัด







ตารางที่ 3.2  รายละเอียดขอมูลของคลาส JointPointModel (ตอ) 
ช่ือขอมูล ชนิดขอมูล คาเริ่มตน หมายเหตุ 
callMethod String ไมมี เก็บชื่อของเมธอดที่
ทํางานบนจุดตัดนี้ 





3.4.3 คลาส JointModel 
คลาส JointModel เปนคลาสที่ใชกําหนดลักษณะของความสัมพันธแบบจุดตัด (Joint 
Relation) ระหวางคลาสเชิงวัตถุและคลาสเชิงลักษณะ โดยความสัมพันธนี้ เปนความสัมพันธ
ระหวางคลาสเชิงวัตถุ และคลาสเชิงลักษณะเทานั้น ไมสามารถมีความสัมพันธแบบจุดตัดระหวาง
คลาสเชิงวัตถุกับคลาสเชิงวัตถุ หรือ คลาสเชิงลักษณะกับคลาสเชิงลักษณะได ซ่ึงคลาสนี้เปนคลาส
ที่คอยกําหนดพฤติกรรมการทํางานเทานั้น จึงไมจําเปนตองมีขอมูลของคลาส ดังนั้นจึงไมมีตาราง
มาอธิบายรายละเอียดของคลาส JointModel นี้ 










โดยรายละเอียด และลักษณะโครงสรางการทํางานของคลาส AspectClassFigure นี้
ปรากฏอยูในตารางที่ 3.3 
 
ตารางที่ 3.3  รายละเอียดขอมูลของคลาส AspectClassFigure 
ช่ือขอมูล ชนิดขอมูล คาเริ่มตน หมายเหตุ 
name String ไมมี ช่ือที่แสดงบนกราฟกของ
คลาสเชิงลักษณะ 
icon Image ไมมี รูปลัญลักษณของคลาส
เชิงลักษณะ 
3.4.5 คลาส AspectOperationLabel 
คลาส AspectOperationLable เปนคลาสที่ใชควบคุมการทํางานของลักษณะของ
ตัวหนังสือที่ปรากฏอยูในคลาสเชิงลักษณะดังรูปที่ 3.13 คลาส AspectOperationLable จะทํางาน 
และแสดงผลรวมกันกับคลาส AspectClassFigure ลักษณะและรายละเอียดขอมูลของคลาส 
AspectOperationLable นั้นแสดงอยูในตารางที่ 3.4 
 
ตารางที่ 3.4  รายละเอียดขอมูลของคลาส AspectOperationLable 
ช่ือขอมูล ชนิดขอมูล คาเริ่มตน หมายเหตุ 
underline boolean false กําหนดวาลักษณะของ
ตัวหนังสือนั้นตองมีการ
ขีดเสนใตไวหรือไม 
icon Image ไมมี รูปของเมธอดของคลาส
เชิงลักษณะ 
3.4.6 คลาส JointPointEditPart 
คลาส JointPointEdirPart เปนคลาสที่ไวสําหรับทํางานสวนที่ทําการแกไข ซ่ึงอาจ
เกิดขอผิดพลาดขึ้นไดในขณะสรางจุดตัดบนคลาสเชิงลักษณะ โดยหนาที่หลักของสวนนี้คือรับ






รูปที่ 3.12  แสดงการทํางานของคลาส JointPointEditPart 
 
ซ่ึงคลาส JointPointEdirPart จะทําการแสดงผลขอมูลทุกอยางที่ทํางานบนสวนของจุดตัดโดยจะ
ทํางานรวมกันกับคลาส AspectOperationLable ซ่ึงจัดการรูปแบบของอักษร ตารางที่ 3.5 แสดงถึง
ขอมูลภายในคลาส JointPointEdirPart 
 
ตารางที่ 3.5  รายละเอียดขอมูลของคลาส JointPointEdirPart 
ช่ือขอมูล ชนิดขอมูล คาเริ่มตน หมายเหตุ 
normalic Font ไมมี กําหนดวาลักษณะ
ตัวหนังสือของจุดตัด 
italic Font ไมมี กําหนดวาลักษณะ
ตัวหนังสือของจุดตัด 
3.4.7 คลาส AspectEditPart 
คลาส AspectEditPart เปนคลาสที่ไวสําหรับทํางานสวนที่ทําการแกไข ซ่ึงอาจเกิด
ขอผิดพลาดขึ้นไดในขณะสรางคลาสเชิงลักษณะ โดยหนาที่หลักของสวนนี้คือรับขอมูลที่ใสเขาไป
ใหใหม และแสดงผลดังรูปที่ 3.13 
 





โดยคลาส AspectEditPart นี้จะเปนตัวรับขอมูลจากคลาส AspectClassFigure และ คลาส 
JointPointEditPart มาแสดงผลทั้งรูปและตัวอักษร ซ่ึงรายละเอียดและลักษณะการทํางานของคลาส
ของ AspectEditPart แสดงอยูในตารางที่ 3.6 
 
ตารางที่ 3.6  รายละเอียดขอมูลของคลาส AspectEditPart 
ช่ือขอมูล ชนิดขอมูล  คาเริ่มตน หมายเหตุ 
normalic Font ไมมี กําหนดวาลักษณะ
ตัวหนังสือคลาสเชิง
ลักษณะ 
italic Font ไมมี กําหนดวาลักษณะ
ตัวหนังสือคลาสเชิง
ลักษณะ 
การทํางานของคลาส AspectEditPart นั้นอยูในรูปแบบของกระบวนการภายในระบบ โดยนําขอมูล
จากคลาสอื่น ๆ มาประกอบเขาดวยกัน และนําไปแสดงผล 
3.4.8 คลาส JointConnectionFigure 
คลาส JointConnectionFigure เปนคลาสที่ทํางานในสวนแสดงลักษณะเสน
ความสัมพันธแบบจุดตัด (Joint Relation) ซ่ึงจะมีลักษณะเปนเสนประ และใชแสดงความสัมพันธ
ระหวางคลาสเชิงลักษณะและคลาสเชิงวัตถุ ซ่ึงรูปที่ 3.14 แสดงใหเห็นถึงลักษณะของเสน
ความสัมพันธแบบจุดตัด และความสัมพันธแบบจุดตัดระหวางทั้ง 2 คลาส 
 









3.4.9 คลาส JointEditPart 
คลาส JointEditPart เปนคลาสที่คอยทําหนาที่แกไขและปรับเปลี่ยนใหเสนของ
ความสัมพันธที่แสดงออกมานั้นถูกตอง เมื่อมีการเคลื่อนยายคลาสเชิงลักษณะ หรือคลาสเชิงวัตถุ 
3.4.10 คลาส AssociationModel 
คลาส AssociationModel เปนคลาสที่ทําหนาที่กําหนดลักษณะความสัมพันธแบบ
เกี่ยวพันกัน (Associate) โดยความสัมพันธนี้จะเปนความสัมพันธของมาตรฐานเดิมของภาษา
ออกแบบเชิงแบบจําลอง คือ ความสัมพันธระหวางคลาสเชิงวัตถุกับคลาสเชิงวัตถุ โดยขอกําหนด
และรายละเอียดของขอมูลภายในคลาสนั้นแสดงอยูในตารางที่ 3.7 
 
ตารางที่ 3.7  รายละเอียดขอมูลของคลาส AssociationModel 
ช่ือขอมูล ชนิดขอมูล คาเริ่มตน หมายเหตุ 
stereoType String ไมมี สําหรับกําหนดลักษณะ
และอธิบายความสัมพันธ 
fromMultiplicity String ไมมี กําหนดรูปแบบของ
ความสัมพันธจากคลาส
หนึ่งมายังคลาสหนึ่ง 






 - Zero  
 - One 




 - One or More 
 - Many 
 โดยการนําความสัมพันธมาใชเพื่ออธิบายการทํางานของระบบในขั้นตอนการ
วิเคราะหและออกแบบระบบ 
3.4.11 คลาส AssociationConnectionFigure 
คลาส AssociationConnectionFigure เปนคลาสที่ทํางานในสวนแสดงลักษณะเสน
ความสัมพันธแบบเกี่ยวพันกัน (Association Relation) โดยจะมีลักษณะเปนเสนตรง และใชแสดง
ความสัมพันธระหวางคลาสเชิงวัตถุกับคลาสเชิงวัตถุ ซ่ึงรูปที่ 3.15 แสดงใหเห็นถึงลักษณะของเสน
ความสัมพันธแบบจุดตัด
 
รูปที่ 3.15  แสดงความสัมพันธแบบเกี่ยวพันกัน 
 
3.4.12 คลาส RealizationModel 
คลาส RealizationModel เปนคลาสที่ทําหนาที่กําหนดลักษณะรูปแบบ
ความสัมพันธระหวางอินเตอรเฟส (Interface) กับคลาสที่เปนนามธรรม (Abstract Class) หรือ
คลาสเชิงวัตถุทั่วไป  
3.4.13 คลาส RealizationConnectionFigure 
คลาส RealizationConnectionFigure เปนคลาสที่แสดงลักษณะที่ถูกกําหนดของ
ความสัมพันธระหวางอินเตอรเฟส (Interface) กับคลาสที่เปนนามธรรม (Abstract Class) หรือ





รูปที่ 3.16  แสดงความสัมพันธแบบ Realization 
 
3.4.14 คลาส GeneralizationModel 
คลาส GeneralizationModel เปนคลาสที่ทําหนาที่กําหนดลักษณะของความสัมพันธ
ระหวางคลาส (Class) กับคลาสที่เปนคลาสยอยหรือคลาสลูก (Sub Class) 
3.4.15 คลาส GeneralizationConnectionFigure 
คลาส GeneralizationConnectionFigure เปนคลาสที่แสดงลักษณะที่ ถูกกําหนด
รูปแบบความสัมพันธระหวางคลาส (Class) กับคลาสที่เปนคลาสยอยหรือคลาสลูก (Sub Class) โดย
รูปที่ 3.17 แสดงใหเห็นถึงความสัมพันธแบบ Generalization 
 











ตารางที่ 3.8  รายละเอียดขอมูลของคลาส ModelGeneratorDelegation 
ช่ือขอมูล ชนิดขอมูล คาเริ่มตน หมายเหตุ 
























ตารางที่ 3.8  รายละเอียดขอมูลของคลาส ModelGeneratorDelegation (ตอ) 
ช่ือขอมูล ชนิดขอมูล คาเริ่มตน หมายเหตุ 




selection ISelection ไมมี สําหรับเก็บขอมูลของทุก
ไฟลในเครื่องมือ 
3.4.17 คลาส DocumentGeneratorDelegation 
คลาส  DocumentGeneratorDelegation เปนคลาสที่ทํ าหนาที่แปลงขอมูลจาก
เอกสารแบบการจําลองวัตถุ มาทําใหอยูในรูปแบบของคลาส ซ่ึงจะนําไปใชในกระบวนการพัฒนา
ระบบซอฟตแวร โดยรายละเอียดขอมูลภายในคลาสแสดงอยูในตารางที่ 3.9 
 
ตารางที่ 3.9  รายละเอียดขอมูลของคลาส DocumentGeneratorDelegation 
ช่ือขอมูล ชนิดขอมูล คาเริ่มตน หมายเหตุ 








selection ISelection ไมมี สําหรับเก็บขอมูลของทุก
ไฟลในเครื่องมือ 
3.4.18 คลาส DocumentToObject 
 เก็บไว และนําไปสรางเปนโคดของการพัฒนาโปรแกรมเชิงวัตถุ เพื่อนําไปใชใน




ตารางที่ 3.10  รายละเอียดขอมูลของคลาส DocumentToObject 
ช่ือขอมูล ชนิดขอมูล คาเริ่มตน หมายเหตุ 
name String ไมมี ขอมูลที่เปนชื่อของคลาส
เชิงวัตถุ 
type String ไมมี ขอมูลที่เปนลักษณะของ
คลาส  












relationType List ไมมี ขอมูลของลักษณะของ
ความสัมพันธทุก ๆ ตัว  
relationTo List ไมมี ขอมูลความสัมพันธจาก
คลาส ไปยังอีกคลาส 
3.4.19 คลาส DocumentToAspect 
คลาส DocumentToAspect เปนคลาสที่ทําหนาที่เก็บขอมูล โดยไดจากการนําเอา
เอกสารแบบการจําลองวัตถุของคลาสเชิงลักษณะมาทําการสกัดขอมูลซ่ึงถูกเก็บไวตามคลาสตาง ๆ 
มาเก็บไว  และนํ าไปสร างเปนโคดของการพัฒนาโปรแกรมเชิ งลักษณะ  เพื่ อนํ าไปใช ใน






ตารางที่ 3.11  รายละเอียดขอมูลของคลาส DocumentToAspect 
ช่ือขอมูล ชนิดขอมูล คาเริ่มตน หมายเหตุ 








callClass String ไมมี ขอมูลที่เปนชื่อของคลาส
ซ่ึงถูกคลาสเชิงลักษณะ
นั้นไปทํางานดวย 
return_type String ไมมี ลักษณะของขอมูลที่ถูก
สงกลับจากเมธอดของ
คลาสเชิงลักษณะ 
3.4.20 คลาส DocumentModel 
คลาส DocumentModel เปนคลาสที่บอกลักษณะของเอกสาร ซ่ึงอยูในรูปของ
เอกสารกลาง โดยท้ังคลาส DocumentToAspect และคลาส DocumentToObject ตองนําเอาลักษณะ
ของคลาสนี้ไปเปนบรรทัดฐานเพื่อจะสามารถนํามาสรางเปนโคดของการเขียนโปรแกรมเชิงวัตถุ 
และเชิงลักษณะ 
3.4.21 คลาส AttributeDocument 
คลาส AttributeDocument เปนคลาสที่ทําหนาที่ เก็บขอมูลที่ไดจากการนําเอา
เอกสารแบบการจําลองวัตถุมาทําการสกัดขอมูลของคุณสมบัติออกมา และนํามาเก็บไว เพื่อนําไป
สรางเปนโคดเพื่อใชในการสรางโคดเพื่อใชในสวนตอไป ตารางที่ 3.12 เปนรายละเอียดขอมูลของ
คลาส 
 
ตารางที่ 3.12  รายละเอียดขอมูลของคลาส AttributeDocument 
ช่ือขอมูล ชนิดขอมูล คาเริ่มตน หมายเหตุ 





ตารางที่ 3.12  รายละเอียดขอมูลของคลาส AttributeDocument (ตอ) 
ช่ือขอมูล ชนิดขอมูล คาเริ่มตน หมายเหตุ 
varibleType String ไมมี ขอมูลสวนที่เปนชนิดของ
คุณสมบัติ 
accessType String ไมมี ขอมูลสวนที่เปนลักษณะ
การเขาถึงคุณสมบัติ 
3.4.22  คลาส OperationDocument 
คลาส OperationDocument เปนคลาสที่ทําหนาที่เก็บขอมูลที่ไดจากการนําเอา
เอกสารแบบการจําลองวัตถุมาทําการสกัดขอมูลของเมธอดของคลาสเชิงวัตถุออกมา และนํามาเก็บ
ไว เพื่อนําไปสรางเปนโคดเพื่อใชในการสรางโคดเพื่อใชในสวนตอไป ตารางที่ 3.13 เปน
รายละเอียดขอมูลของคลาส 
 
ตารางที่ 3.13  รายละเอียดขอมูลของคลาส OperationDocument 
ช่ือขอมูล ชนิดขอมูล คาเริ่มตน หมายเหตุ 
name String ไมมี ขอมูลสวนที่เปนชื่อของ
เมธอด 
returnType String ไมมี ขอมูลสวนที่เปนลักษณะ
ของการคืนคากลับของ 
เมธอด 
accessType String ไมมี ขอมูลสวนที่เปนลักษณะ
ของการเขาถึงของเมธอด 
argName String ไมมี ขอมูลสวนที่เปนชื่อของ
คาที่รับเขามาในเมธอด 







3.4.23 คลาส PointCutDocument 
คลาส PointCutDocument เปนคลาสที่ทําหนาที่ เก็บขอมูลที่ไดจากการนําเอา
เอกสารแบบการจําลองวัตถุมาทําการสกัดขอมูลของเมธอดของคลาสเชิงลักษณะออกมา และนํามา
เก็บไว เพื่อนําไปสรางเปนโคดเพื่อใชในการสรางโคดเพื่อใชในสวนตอไป ตารางที่ 3.14 เปน
รายละเอียดขอมูลของคลาส 
 
ตารางที่ 3.14  รายละเอียดขอมูลของคลาส PointCutDocument 
ช่ือขอมูล ชนิดขอมูล คาเริ่มตน หมายเหตุ 
name String ไมมี ขอมูลสวนที่เปนชื่อของ
เมธอดของคลาสเชิง
ลักษณะ 




methodCall String ไมมี ขอมูลสวนที่เปนชื่อของ
คลาสที่ถูกเมธอดของ
คลาสเชิงลักษณะเรียกใช 
3.4.24 คลาส InheritedDocument 
คลาส InheritedDocument เปนคลาสที่บอกลักษณะเอกสารของความสัมพันธแบบ









3.4.25 คลาส GeneralizeDocument 
คลาส GeneralizeDocument เปนคลาสที่บอกลักษณะเอกสารของความสัมพันธ
แบบคลาส กับคลาสยอย (Sub Class) ตารางที่ 3.15 เปนรายละเอียดขอมูลของคลาส 
 
ตารางที่ 3.15  รายละเอียดขอมูลของคลาส GeneralizeDocument 
ช่ือขอมูล ชนิดขอมูล คาเริ่มตน หมายเหตุ 
name String ไมมี ขอมูลสวนที่เปนชื่อของ
ความสัมพันธ 
3.4.26 คลาส RealizaionDocument 
คลาส RealizaionDocument เปนคลาสที่บอกลักษณะเอกสารของความสัมพันธ
แบบคลาส กับอินเตอรเฟส ตารางที่ 3.16 เปนรายละเอียดขอมูลของคลาส 
 
ตารางที่ 3.16  รายละเอียดขอมูลของคลาส RealizeDocument 
ช่ือขอมูล ชนิดขอมูล คาเริ่มตน หมายเหตุ 
name String ไมมี ขอมูลสวนที่เปนชื่อของ
ความสัมพันธ 
3.4.27 คลาส Visiblility 
คลาส Visibility ทําหนาที่กําหนดลักษณะของการเขาถึงขอมูลทุก ๆ อยางภายใน
คลาส ซ่ึงจะประกอบไปดวยการเขาถึง 4 ลักษณะ ไดแก 
-  public  
-  protected 
-  private 
-  package 
3.4.28 คลาส JarResources 
คลาส JarResources เปนคลาสที่ทําหนาที่หารูปแบบของ (Template) โคดที่กําหนด
ไวในไฟลเอกสารจาวา (Java Archive, Jar) เพื่อนํามาสรางเปนโครงสรางของโคดของคลาสเชิง




ตารางที่ 3.17  รายละเอียดขอมูลของคลาส JarResources 
ช่ือขอมูล ชนิดขอมูล คาเริ่มตน หมายเหตุ 
jarFileName String ไมมี ขอมูลสวนที่เปนชื่อของ
ไฟลเอกสารภาษาจาวา 
htJarContents กลุมของขอมูล ไมมี เก็บไฟลเอกสารของ 
ภาษาจาวาทุก ๆ  ไฟล  
htSize กลุมของขอมูล ไมมี เก็บขนาดของไฟลเอกสาร
ของภาษาจาวาทุก ๆ  ไฟล 




3.4.30 คลาส GeneralizationEditpart 
คลาส GeneralizationEditpart เปนคลาสที่ทําหนาที่แกไขและปรับเปลี่ยนใหเสน
ของความสัมพันธระหวางคลาสกับคลาสยอย (Sub Class) นั้นแสดงออกมาอยางถูกตอง เมื่อมีการ
เคลื่อนยายคลาสเชิงคลาสเชิงวัตถุ หรือคลาสเชิงลักษณะ 
3.4.31 คลาส RealizaionEditPart 
คลาส RealizaionEditPart เปนคลาสที่ทําหนาที่แกไขและปรับเปล่ียนใหเสนของ
ความสัมพันธระหวางคลาสกับอินเตอรเฟส (Interface) นั้นแสดงออกมาอยางถูกตอง เมื่อมีการ
เคลื่อนยายคลาสเชิงคลาสเชิงวัตถุ หรือคลาสเชิงลักษณะ 
3.4.32 คลาส RoleModel 
คลาส RoleModel ทําหนาที่กําหนดลักษณะของบทบาทของความสัมพันธแบบ
เกี่ยวพันกัน (Association Relation) ระหวางคลาสเชิงวัตถุ  
 
3.5  การรวบรวมการ ทํางานของสวนแสดงผลกราฟกและการออกแบบสวนติดตอกับ 
ผูใชงาน 
เปนการรวบรวมการทํางานของสวนตาง ๆ  ทั้งหมดในระบบเพื่อมาทํางานรวมกันและ
รวมถึงการนําขอมูลจากภายนอกเขามาภายในระบบดวย โดยสามารถแยกออกแบบ 2 สวน คือสวน






3.4 นั้นมารวมเขาดวยกัน เพื่อใชในการสนับสนุนและทํางานรวมกัน โดยจะถูกรวมเขาเปนคลาสที่
ใชสําหรับการออกแบบแผนภาพของภาษาออกแบบเชิงแบบจําลองที่ไดเพิ่มความสามารถของการ
เขียนโปรแกรมเชิงลักษณะลงไป  ซ่ึงเรียกวาแผนภาพคลาสเชิงลักษณะ (Aspect Class Diagram) 
โดยแผนภาพดังกลาวนี้จะสนับสนุนการทํางานของภาษาออกแบบเชิงแบบจําลองในสวนที่เปนการ
เขียนโปรแกรมเชิงวัตถุดวย  
1)  คลาส AspectClassDiagramEditor 
คลาส AspectClassDiagramEditor ทําหนาที่รวบรวมคลาสอื่น ๆ เขามาไวดวยกัน
เพื่อทํางานรวมกัน โดยตารางที่ 3.18 รายละเอียดขอมูลของคลาส AspectClassDiagramEditor 
 
ตารางที่ 3.18  ขอมูลของคลาส AspectClassDiagramEditor   


























1)  หนาจอเมนูหลัก 
สวนนี้เปนสวนเริ่มตนการใชงานเครื่องมือ โดยเครื่องมือนี้จะอยูในรูปแบบของ
ปลักอิน (Plug-in) ของ Eclipse IDE ซ่ึงจะทํางานโดยอาศัยทรัพยากรจาก Eclipse ดังรูป 3.18 
 
รูปที่ 3.18  Eclipse IDE 
 
เมื่อเขาใชงาน Eclipse แลวจะมีเครื่องมือยอยใหเลือกใชงาน ซ่ึงเครื่องมือสําหรับวาดกราฟก





รูปที่ 3.19  Plug-in SUTUML 
 
2)  หนาจอการสรางแผนภาพ 
หนาจอนี้ เปนหนาจอเริ่มตนที่จะทําการสรางกราฟกสัญลักษณของภาษา
ออกแบบเชิงแบบจําลอง ดังแสดงในรูปที่ 3.20 
 




3)  หนาจอการวาดสัญลักษณกราฟกสัญลักษณของภาษาออกแบบเชิงแบบจําลอง 
หนาจอนี้เปนหนาจอของการออกแบบและสรางกราฟกสัญลักษณของภาษา
ออกแบบเชิงแบบจําลอง ดังแสดงในรูปที่ 3.21 
 













รูปแบบใหอยูในรูปของเอกสารแบบการจําลองวัตถุ ดังแสดงในรูปที่ 3.43 
 
รูปที่ 3.23  หนาจอการเปลี่ยนรูปขอมูล 
 

































4.1  อธิบายการทํางานของภาษาออกแบบเชิงแบบจําลองที่เพิ่มความสามารถของการ 
เขียนโปรแกรมเชิงลักษณะ 
สําหรับในสวนนี้จะเปนการอธิบายการทํางานรวมกันของภาษาออกแบบเชิงแบบจําลอง ที่









บันทึกดวยทุคร้ัง โดยรูปที่ 4.2 จะเปนการแสดงใหเห็นถึงการทํางานของเมธอด save()  
 
รูปที่ 4.2  การทํางานของเมธอด save() 
 
จากรูปที่ 4.2 แสดงใหเห็นวาหลังจากไดมีการทํางานตาง ๆ แลวกอนจะออกจากการทํางานภายใน
เมธอด save นั้นจะตองมีการทําการบันทึกขอมูลตาง ๆ กอน ซ่ึงทุก ๆ คลาสที่ไดทําการอิมพลีเมนท 
Interface1  นั้นจะมีเมธอด save และทุก ๆ เมธอด save จะตองมีการทํา log ทุกครั้งไป และถายิ่งมี
จํานวนคลาสมาทําการอิมพลีเมนท Interface1 มากขึ้นก็จะทําใหเกิดกระบวนการทํางานแบบนี้ซํ้า ๆ 









รูปที่ 4.3  แสดงการทํางานของกลุมการบันทึกการทํางานดวยการเพิ่มเติมคุณสมบัติการเขียน
โปรแกรมเชิงลักษณะ 
 
การทํางานของรูปที่ 4.3 นั้นจะเหมือนกับรูปที่ 4.1 คือจะทําการบันทึกขอมูลบางอยางของระบบลง











เมนท Interface1 นั้นคือการทํางานภายในอยางเดียวเทานั้น ดังรูปที่ 4.5 
 












1)  ฮารดแวร 
-  คอมพิวเตอรสวนบุคคล (PC) Pentium IV 3.2 กิกะเฮิรส 
-  หนวยความจํา 512 เมกกะไบต 
-  ฮารดดิสความจุ 80 กิกะไบต  
2)  ซอฟตแวร 
-  ระบบปฏิบัติการ ไมโครซอฟตวินโดวส เอ็กซพี เซอรวิสแพ็ค 2 
-  จาวา J2SE 1.4.2 
-  Eclipse IDE 3.1  




-  Eclipse Java Development Tools 
 
4.3  โครงสรางของเครื่องมือ 
โครงสรางหลักของเครื่องมือจะประกอบไปดวยสวนหลัก ๆ อยู 3 สวนดังแสดงในรูปที่ 4.6 
 
รูปที่ 4.6  แสดงสวนประกอบหลักของเครื่องมือ 
 






เครื่องมือ ซ่ึงในสวนของการออกแบบจะสามารถแบงไดเปน 3 สวน 
1)  สวนการวาดแผนภาพกราฟก 
สวนนี้จะเปนสวนที่วาดกราฟกสัญลักษณของภาษาออกแบบเชิงแบบจําลอง ซ่ึง
จะประกอบไปดวยสัญลักษณของ คลาสเชิงวัตถุ อินเตอรเฟส และ คลาสเชิงลักษณะ นอกจากนี้ยัง
มีความสัมพันธตาง ๆ อยางเชน ความสัมพันธที่เกี่ยวของกัน (Association) และความสัมพันธแบบ
จุดตัด (Joint) เปนตน 
2)  สวนการกําหนดคาคุณสมบัติ 
การทํางานในสวนนี้จะเปนการปรับคาตาง ๆ  ที่ปรากฏบนกราฟกของคลาส 
และบนเสนของความสัมพันธระหวางคลาส ก็ตองมาปรับในสวนของการกําหนดคาคุณสมบัตินี้ 







3)  สวนภาพราง 
สวนของภาพรางนี้จะทําการแสดงโครงสรางทั้งหมดของแผนภาพกราฟกของ


















4.5  กรณีศึกษาที่ใชทดสอบเครื่องมือ 
 กรณีศึกษาที่ใชทดสอบเครื่องมือ เปนกรณีศึกษาของระบบจัดการงานดานบุคลากรของ
ศูนยราชการ 
 การวิเคราะหและออกแบบการทํางานของระบบ เพื่ออธิบายการทํางาน และความสัมพันธ
ระหวางคลาส โดยระบบจัดการงานดานบุคลากรของศูนยราชการสามารถทําการวิเคราะหลักษณะ
ออกมาไดเปนดังตอไปนี้ 
4.5.1 คลาสขอมูล (Entity Class) 
เปนกลุมคลาสที่ทําหนาที่เปนตัวเก็บคุณสมบัติทั่ว ๆ ไปของระบบ โดยจะเปนตัว




 - คลาสเจาหนาที่ เปนคลาสที่อธิบายลักษณะของเจาหนาที่ซ่ึงทํางานอยูในศูนย
งานราชการ 
 - คลาสพนักงาน เปนคลาสที่อธิบายลักษณะของพนักงานที่ทํางานอยูในศูนยงาน
ราชการโดยคลาสดังกลาวมีลักษณะทั่วไปเหมือนเจาหนาที่ แตมีบางคุณสมบัติ
ที่เขามาเพิ่มเพื่อบงบอกถึงลักษณะเฉพาะตัวของคลาส 
 - คลาสลูกจาง เปนคลาสที่อธิบายลักษณะของลูกจางที่ทํางานอยูในศูนยงาน
ราชการโดยคลาสดังกลาวมีลักษณะทั่วไปเหมือนเจาหนาที่ แตมีบางคุณสมบัติ
ที่เขามาเพิ่มเพื่อบงบอกถึงลักษณะเฉพาะตัวของคลาส 
 - คลาสลูกจางประจํา เปนคลาสที่อธิบายลักษณะของลูกจางประจําที่ทํางานอยูใน
ศูนยงานราชการโดยคลาสดังกลาวมีลักษณะทั่วไปเหมือนลูกจาง แตมีบาง
คุณสมบัติที่เขามาเพิ่มเพื่อบงบอกถึงลักษณะเฉพาะตัวของคลาส 
 - คลาสลูกจางชั่วคราว เปนคลาสที่อธิบายลักษณะของลูกจางชั่วคราวที่ทํางานอยู
ในศูนยงานราชการโดยคลาสดังกลาวมีลักษณะทั่วไปเหมือนลูกจาง แตมีบาง
คุณสมบัติที่เขามาเพิ่มเพื่อบงบอกถึงลักษณะเฉพาะตัวของคลาส 
 - คลาสเลขที่ตําแหนง เปนคลาสที่อธิบายลักษณะของตําแหนงที่เจาหนาที่คนนั้น
มีความเกี่ยวของดวย 
 - คลาสประวัติตําแหนงและอัตราเงินเดือน เปนคลาสที่อธิบายประวัติการทํางาน 
และอัตราเงินเดือนของเจาหนาที่ 
 - คลาสบัญชีอัตราเงินเดือน เปนคลาสที่อธิบายรายละเอียดของเงินเดือน 
 - คลาสวันลา เปนคลาสที่อธิบายรายละเอียดของวันลาของเจาหนาที่ 
 - คลาสประวัติการศึกษา เปนคลาสที่อธิบายรายละเอียดของการศึกษาของ
เจาหนาที่ 
 - คลาสการอบรม เปนคลาสที่อธิบายรายละเอียดของการอบรม และสัมมนาของ
เจาหนาที่ 
 - คลาสความผิดทางวินัย เปนคลาสที่อธิบายรายละเอียดของความผิดทางวินัยของ
เจาหนาที่ 
 - คลาสปริมาณงาน เปนคลาสที่อธิบายรายละเอียดของปริมาณงานที่ไดปฏิบัติ
ของเจาหนาที่ 





 - คลาสสํานัก เปนคลาสที่ทําการอธิบายรายละเอียดของลักษณะของสํานักงานที่
มีความสัมพันธตอสายงาน 
 - คลาสกลุมที่เกื้อกูลกัน เปนคลาสที่อธิบายรายละเอียดของลักษณะของเกื้อกูล
กันที่มีความสัมพันธตอสายงาน 
 - อินเทอรเฟสเลื่อนขั้นได เปนสวนที่อธิบายรายละเอียด และลักษณะของการ
เล่ือนขั้น 
 - อินเทอรเฟสเลื่อนขั้นได เปนสวนที่อธิบายรายละเอียด และลักษณะของการรับ
เครื่องราชอิสริยาภรณ 
 - คลาสโปรโมต เปนคลาสที่อธิบายรายละเอียดของเจาหนาที่ที่ไดรับการคัดเลือก
ใหเล่ือนระดับ 
 - คลาสประวัติเครื่องราชอิสริยาภรณ เปนคลาสที่อธิบายประวัติการไดรับ
พระราชทานเครื่องราชอิสริยาภรณ  
 - คลาสประวัติการขอเครื่องราชอิสริยาภรณ เปนคลาสที่อธิบายประวัติการขอรับ
พระราชทานเครื่องราชอิสริยาภรณ  
 - คลาสเครื่องราชอิสริยาภรณ เปนคลาสที่อธิบายรายละเอียดของราชอิสริยาภรณ 
 - คลาสสหกรณ เปนคลาสที่อธิบายของสหกรณ 
4.5.2 คลาสควบคุม (Controller Class) 
เปนกลุมคลาสที่ทําหนาที่เปนตัวควบคุมการทํางานของระบบ โดยจะทําหนาที่เปน
ตัวกลางคอยติดตอระหวางระบบอินเตอรเฟส และคลาสขอมูล ซ่ึงสามารถแบงออกมาไดเปนดังนี้ 
 - คลาส DisciplineDAO เปนคลาสที่ควบคุมการทํางาน และการเขาถึงขอมูลของ
คลาสความผิดทางวินัย 
 - คลาส HornorAbleDAO เปนคลาสที่ควบคุมการทํางาน และการเขาถึงขอมูล
ของคลาสรับเครื่องราชอิสริยาภรณได 
 - คลาส HornorDAO เปนคลาสที่ควบคุมการทํางาน และการเขาถึงขอมูลของ
คลาสเครื่องราชอิสริยาภรณ 
 - คลาส HornorHistoryDAO เปนคลาสที่ควบคุมการทํางาน และการเขาถึงขอมูล
ของคลาสประวัติการไดรับพระราชทานเครื่องราชอิสริยาภรณ 





- คลาส HornorHandler เปนคลาสที่ควบคุมการทํางานและจัดการขอมูลของคลาส
เครื่องราชอิสริยาภรณ 
- คลาส OfficeDAO เปนคลาสที่ควบคุมการทํางาน และชวยในการการเขาถึงขอมูล
ของคลาสเจาหนาที่ 
- คลาส PositionDAO เปนคลาสที่ควบคุมการทํางาน และชวยในการเขาถึงขอมูล
ของคลาสเลขที่ตําแหนง 
- คลาส PromoteAble เปนคลาสที่ควบคุมการทํางาน และการเขาถึงขอมูลของ
กลุมคลาสที่อิมพลีเมนตอินคลาสเลขที่ตําแหนง 
- คลาส PromoteHistoryDAO เปนคลาสที่ควบคุมการทํางาน และขอมูลของคลาส
ประวัติการเลื่อนขั้น 
- คลาส SalaryDAO เปนคลาสที่ควบคุมการทํางาน และการชวยในการจัดการเขาถึง
ขอมูลของคลาสอัตราเงินเดือน 
- คลาส SalaryHandler เปนคลาสที่ควบคุมการทํางาน และใชขอมูลของคลาสอัตรา
เงินเดือน 
- คลาส SeminarDAO เปนคลาสที่ควบคุมการทํางาน และการเขาถึงขอมูลของ
คลาสประวัติการอบรม  
 
4.6  ขั้นตอนการทดสอบ 
1)  ทําการเปดโปรแกรม และเลือกเขาใชงานโปรแกรม เพื่อทําการสรางแผนภาพของภาษา
ออกแบบเชิงแบบจําลอง  
2)  ทําการเลือกสัญลักษณกราฟกของภาษาออกแบบเชิงแบบจําลองมาทําการออกแบบ





รูปที่ 4.7  การออกแบบแผนภาพของภาษาออกแบบเชิงแบบจําลอง 
 
3)  ทําการเลือกสัญลักษณความสัมพันธของภาษาออกแบบเชิงแบบจําลองมาทําการ
ออกแบบตามที่ไดวิเคราะหไว ดังรูปที่ 4.8 
 





4)  ทําการเพิ่มคุณสมบัติ (attribute) โดยการคลิกขวา ? add attribute ดังรูปที่ 4.9 
 
รูปที่ 4.9  การออกแบบแผนภาพของภาษาออกแบบเชิงแบบจําลอง 
 
5)  ทําการเพิ่มความสัมพันธระหวางคลาสขอมูลโดยการเลือกตัวเลือกที่หนาตางกําหนดคา
คุณสมบัติ ดังรูปที่ 4.10 
 









โปรแกรมเชิงลักษณะมาจัดการปญหาที่เกิดจากการเรียกใช Session ซํ้า ๆ กันของทุก ๆ คลาส 
6)  ทําการออกแบบคลาสควบคุม (Controller Class) ดวยเครื่องมืออีกครั้ง ดังรูปที่ 4.11 
รูปที่ 4.11  การออกแบบแผนภาพของภาษาออกแบบเชิงแบบจําลอง 
 
 รูปที่ 4.12  การออกแบบแผนภาพของภาษาออกแบบเชิงแบบจําลอง 
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7)  ทําการออกแบบคลาสเชิงลักษณะเพื่อมาจัดการคลาส Session ดังรูปที่ 4.13 
 
รูปที่ 4.13  การออกแบบแผนภาพของภาษาออกแบบเชิงแบบจําลองที่เพิ่มความสามารถของการ
เขียนโปรแกรมเชิงลักษณะ 
 
8)  ทําการเพิ่มคุณสมบัติ (Property or Attribute) โดยการคลิกขวา ? add attribute หรือถา
เปนคลาสเชิงลักษณะจะทําการเพิ่มคุณสมบัติ โดยการคลิกขวา ? add jointpoint แทน 
ดังรูปที่ 4.14 และ รูปที่ 4.16 แสดงความสัมพันธทั้งหมดของการออกแบบคลาสควบคุม 
 









ไฟลเอกสารแบบจําลองวัตถุที่ไดจากการสรางดวยเครื่องมือดังรูปที่ 4.16 นั้นจะมีอยู 2 นามสกุล คือ 
นามสกุล .aop.xml และ .oop.xml โดยนามสกุล .aop.xml นั้นจะเปนเอกสารแบบจําลองวัตถุของ




ของเอกสารแบบจําลองวัตถุ โดยการคลิกขวาที่ไฟลนามสกุล .acld ? UMLGen ? 
ModelToDocument จะทําใหไดไฟลเอกสารดังรูปที่ 4.16 
รูปที่ 4.15  เอกสารแบบจําลองวัตถุ 
 
 รูปที่ 4.16  การออกแบบแผนภาพของภาษาออกแบบเชิงแบบจําลองที่เพิ่มการเทคนิคของการเขียนโปรแกรมเชิงลักษณะ
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10)  ทําการแปลงเอกสารแบบจําลองวัตถุใหอยูในรูปแบบของโครงสรางของคลาสเชิงวัตถุ 
และคลาสเชิงลักษณะ โดยการคลิกขวาที่ไฟลนามสกุล .aop.xml หรือ .oop.xml ? 



























รูปที่ 4.17  ไฟลของคลาสเชิงวัตถุ และคลาสเชิงลักษณะ 
 
ไฟลของโครงสรางคลาสที่ไดจากการสรางดวยเครื่องมือดังรูปที่ 4.17 นั้นจะมีอยู 2 
นามสกุล เชนเดียวกันกับของเอกสารแบบจําลองวัตถุ ซ่ึงไดแก นามสกุล .aj (Aspect J) และ .java  
โดยนามสกุล  .aj  นั้นจะเปนโครงสรางของคลาสเชิงลักษณะ สวน นามสกุล  .java นั้นจะเปน
โครงสรางของคลาสเชิงวัตถุ 








4.7  ผลการทดสอบเครื่องมือ 
ในสวนนี้จะแยกผลการทดสอบเครื่องมือออกแบบ 3 สวน ตามการทํางานของเครื่องมือซ่ึง
มี 3 สวนเทากัน โดยจะแยกผลของการทดสอบเปนสวน ๆ  ดังนี้ คือ ผลการทดสอบของสวน 
ออกแบบภาษาออกแบบเชิงแบบจําลอง , ผลการทดสอบของสวนแปลงขอมูล และ ผลการทดสอบ





แบบจําลองบางชนิดจะใชกับความสัมพันธบางอยางไมได เชน จะใชความสัมพันธแบบเกี่ยวของกัน 
(Association)  ระหวางคลาสเชิงวัตถุกับคลาสเชิงลักษณะ หรือ ระหวางอินเทอรเฟสกับคลาสเชิง
ลักษณะไมได จะตองใชความสัมพันธแบบจุดตัด (Joint) เทานั้น โดยจะทําการอธิบายผลการ
ทดสอบความสามารถของเครื่องมือแบบลําดับดังนี้ 
-  สัญลักษณ c ที่อยูบนคลาสเปนตัวบงบอกวาคลาสนั้นเปนคลาสเชิงวัตถุ ดังรูปที่ 4.18 
 
รูปที่ 4.18  สัญลักษณของคลาสเชิงวัตถุ 
 
-  สัญลักษณ a ที่อยูบนคลาสเปนตัวบงบอกวาเปนคลาสเชิงลักษณะ ดังรูปที่ 4.19 
 
รูปที่ 4.19  สัญลักษณของคลาสเชิงลักษณะ 
 





รูปที่ 4.20  สัญลักษณของอินเทอรเฟส 
 
- ไมสามารถใชความสัมพันธแบบเกี่ยวของกัน (Association)  ระหวางคลาสเชิง
วัตถุกับคลาสเชิงลักษณะ หรือ ระหวางอินเทอรเฟสกับคลาสเชิงลักษณะได 
- ไมสามารถใชความสัมพันธแบบรวม (Joint)  ระหวางคลาสเชิงวัตถุกับคลาสเชิง
วัตถุ หรือ ระหวางอินเทอรเฟสกับคลาสเชิงวัตถุได 
- ไมสามารถใชความสัมพันธแบบรวม (Joint)  ระหวางคลาสเชิงลักษณะกับคลาส
เชิงลักษณะได 
- สามารถสรางคลาสเชิงวัตถุ และเพิ่มจํานวนของคลาสเชิงวัตถุได 
- สามารถสรางคลาสเชิงลักษณะ และเพิ่มจํานวนของคลาสเชิงลักษณะได 
- สามารถสรางอินเทอรเฟส และเพิ่มจํานวนของอินเทอรเฟสได 
- สามารถ แกไข/ลบ คลาสเชิงวัตถุได 
- สามารถ แกไข/ลบ คลาสเชิงลักษณะได 
- สามารถ แกไข/ลบ อินเทอรเฟสได 
- สามารถเพิ่มคุณสมบัติ (Property or Attribute) ใหกับคลาสเชิงวัตถุได 
- สามารถเพิ่มพฤติกรรม(Behavior or Operation) ใหกับคลาสเชิงวัตถุได 
- สามารถเพิ่มคุณสมบัติ (Property or Attribute) ใหกับอินเทอรเฟสได 
- สามารถเพิ่มพฤติกรรม(Behavior or Operation) ใหกับอินเทอรเฟสได 
- คุณสมบัติ และพฤติกรรมคลาสเชิงวัตถุนั้นสามารถใชความสามารถของการถูก
หอหุม (Encapsulation) ได 
- สามารถเพิ่มจุดตัด (Pointcut) ใหกับคลาสเชิงลักษณะได 
- สามารถ แกไข/ลบ คุณสมบัติ (Property or Attribute) ใหกับคลาสเชิงวัตถุได 
- สามารถ แกไข/ลบ พฤติกรรม (Behavior or Operation) ใหกับคลาสเชิงวัตถุได 
- สามารถ แกไข/ลบ คุณสมบัติ (Property or Attribute) ใหกับอินเทอรเฟสได 
- สามารถ แกไข/ลบ พฤติกรรม (Behavior or Operation) ใหกับอินเทอรเฟสได 




- สามารถเพิ่มลักษณะของความสัมพันธ (0, 0...1, 1...n, n) ใหกับความสัมพันธ
แบบเกี่ยวของกันได 
 - สามารถ แกไข/ลบ ลักษณะของความสัมพันธ (0, 0...1, 1...n, n) ใหกับ
ความสัมพันธแบบเกี่ยวของกันได 
 - เสนความสัมพันธทุกชนิดสามารถทําการขยาย  และยอตัวไดเมื่อเกิดการ




 4.7.2.1 ผลการทดสอบการแปลงขอมูล ของคลาสเชิงวัตถุและอินเทอรเฟส 
 การแปลงขอมูลของคลาสเชิงวัตถุนี้จะครอบคลุมไปถึงในสวนของ
อินเทอรเฟสดวย ซ่ึงรายละเอียดของสวนการแปลงขอมูลนั้นจะอธิบายเปนลําดับดังนี้ 
 - เครื่องมือสามารถทําการแปลงขอมูลของคลาสเชิงวัตถุได ถึงแมจะไมมี
ความสัมพันธก็ตาม 
 - คลาสเชิงวัตถุ เมื่อไมมีคุณสมบัติ และพฤติกรรม ดังรูปที่ 4.21 นั้น
สามารถแปลงออกมาเปนเอกสารแบบการจําลองวัตถุไดเปนดังรูปที่ 4.22 
 
รูปที่ 4.21  คลาสเชิงวัตถุ 
 
รูปที่ 4.22  เอกสารแบบการจําลองวัตถุของคลาสเชิงวัตถุ 
 






รูปที่ 4.23  คลาสเชิงวัตถุเมื่อมีคุณสมบัติ และพฤติกรรม 
 
รูปที่ 4.24  เอกสารแบบการจําลองวัตถุของคลาสเชิงวัตถุเมื่อมีคุณสมบัติ และพฤติกรรม 
 










รูปที่ 4.26  เอกสารแบบการจําลองวัตถุของคลาสเชิงวัตถุที่มีความสัมพันธแบบเกี่ยวของกัน 
 




รูปที่ 4.27  เอกสารแบบการจําลองวัตถุของคลาสเชิงวัตถุที่มีความสัมพันธแบบเกี่ยวของกัน 
 
รูปที่ 4.28  เอกสารแบบการจําลองวัตถุของคลาสเชิงวัตถุที่มีความสัมพันธแบบ Generalization 
 







รูปที่ 4.29  คลาสเชิงวัตถุที่มีความสัมพันธแบบ Realization 
 
รูปที่ 4.30  เอกสารแบบการจําลองวัตถุของคลาสเชิงวัตถุที่มีความสัมพันธแบบ Realization 
 
 4.7.1.2 ผลการทดสอบการแปลงขอมูล ของคลาสเชิงลักษณะ 
 รายละเอียดของสวนการแปลงขอมูลของคลาสเชิงลักษณะนั้นจะอธิบาย
เปนลําดับดังนี้ 
 - เครื่องมือจะไมทําการแปลงขอมูลของคลาสเชิงลักษณะถาไมมีความ 
สัมพันธแบบรวมเกิดขึ้นระหวางคลาสเชิงวัตถุกับคลาสเชิงลักษณะ 
 - คลาสเชิงลักษณะ เมื่อมีความสัมพันธแบบรวม (Joint) ดังรูปที่ 4.31 นั้น
สามารถแปลงออกมาเปนเอกสารแบบการจําลองวัตถุไดเปนดังรูปที่ 4.32 
 





รูปที่ 4.32  เอกสารแบบการจําลองวัตถุของคลาสเชิงลักษณะที่มีความสัมพันธแบบรวม 
 
- คลาสเชิงลักษณะ เมื่อมีจุดตัด(Pointcut) กับคลาสเชิงวัตถุ ดังรูปที่ 4.33 นั้น
สามารถแปลงออกมาเปนเอกสารแบบการจําลองวัตถุไดเปนดังรูปที่ 4.34 
 
รูปที่ 4.33  คลาสเชิงลักษณะที่มีความสัมพันธแบบรวมเมื่อมีจุดตัด 
 











ตารางที่ 4.1  แสดงผลการทดสอบเครื่องมือสวนการสรางโครงสราง 
ลักษณะของคลาส ลักษณะโครงสรางคลาส 
คลาสเชิงวัตถุ ดังรูปที่ 4.21 public class Class1  { } 
คลาสเชิงวัตถุ ดังรูปที่ 4.23 public class Class1  { 
   private int attr1 ; 
   private int attr2 ;  
   public void operation1(){ }  
   public void operation2(){ }  
 } 
คลาสเชิงวัตถุ ดังรูปที่ 4.25 public class Class1  { 
   private java.util.Set class2;  
 }public class Class2  { 
   private Class1 class1;  
 } 
คลาสเชิงวัตถุ ดังรูปที่ 4.27 public class Class1  { } 
public class Class2 extends Class1 {  } 
คลาสเชิงวัตถุ ดังรูปที่ 4.29 public interface Interface1  { } 
public class Class1  implements Interface1 { } 
คลาสลักษณะและเชิงวัตถุดังรูปที่ 
4.31 
public class Class1  { } 
public aspect Aspect1  { 
pointcut ( ) : call( Class1. );} 
คลาสลักษณะและเชิงวัตถุดังรูปที่ 
4.33 
public class Class1  { 
   public void operation1(){  }  
 }public aspect Aspect1  { 





4.8  สรุปผลการทดสอบเครื่องมือ 
ในการทดสอบในสวนของการออกแบบแผนภาพกราฟกของภาษาออกแบบเชิงแบบ 
จําลองที่เพิ่มเติมความสามารถของการเขียนโปรแกรมเชิงลักษณะนั้น พบวาเครื่องมือสามารถทํา
การออกแบบสัญลักษณตาง ๆ  ไดอยางถูกตอง ซ่ึงรวมไปถึงรูปแบบของความสัมพันธแบบตาง ๆ  
ดวย โดยในการทดสอบนี้จะเนนเฉพาะความสัมพันธแบบเกี่ยวของกัน (Association), ความสัมพันธ












วัตถุนั้นทําได 2 วิธี คือ ใชเครื่องมือสราง และผูใชสรางเอง โดยการสรางเองนั้นผูใชตองสรางใหถูก
วากยสัมพันธ (Syntax) ของเอกสาร 








นําเอาวิธีการออกแบบระบบรูปแบบตาง ๆ  เขามาชวยวิเคราะหและออกแบบได ซ่ึงการวิเคราะห
และออกแบบนี้สามารถแบงออกไดเปน 2  ลักษณะ คือ วิธีการวิเคราะหและออกแบบเชิงโครงสราง 
(Structured Methodology) โดยประกอบไปดวยวิธีการมากมาย และหลายแนวทางปฏิบัติ ซ่ึง การ
วิเคราะห และออกแบบระบบแบบการไหลของกระแสขอมูล (Data Flow Diagram) นั้นเปนสวน
หนึ่งของวิธีการนี้ดวย อีกลักษณะหนึ่งของการวิเคราะหและออกแบบ คือ วิธีการวิเคราะหและ
ออกแบบเชิงวัตถุ (Object-Oriented Methodology) โดยวิธีนี้ประกอบไปดวยหลาย ๆ สวนดวยกัน 
ซ่ึงการวิเคราะหเชิงวัตถุ (Object-Oriented Analysis) และการออกแบบเชิงวัตถุ (Object-Oriented 
Design) เปนสวนหนึ่งดวยเชนกัน ภาษาออกแบบเชิงแบบจําลอง (Unified Modeling Language, 
UML) นั้นเปนภาษาที่เปนมาตรฐานที่ใชวิเคราะหและออกแบบระบบดวยรูปแบบของกราฟก
สัญลักษณในรูปแบบตาง ๆ  หลักการและแนวคิดของภาษาออกแบบเชิงแบบจําลองนั้นตองการ
แยกเทคโนโลยี และเทคนิคการพัฒนาระบบแบบตาง ๆ  ออกมาจากการทํางานของระบบที่พัฒนา 
แนวคิดที่วานี้ถูกเรียกวาสถาปตยกรรมขับเคลื่อนดวยแบบจําลอง (Model Driven Architecture, 
MDA) การที่แยกแนวคิดของการพัฒนาระบบ ออกมาจากเทคโนโลยีตาง ๆ  นั้น ทําใหนักวิเคราะห
และออกแบบสามารถทําการวิเคราะหและออกแบบระบบไดอยางไมมีขอกังวลเกี่ยวกับผลกระทบ
จากสวนอื่น ๆ  และในสวนของเทคโนโลยี และเทคนิคการพัฒนาระบบแบบตาง ๆ  ก็ไดรับ













เพื่อใชชวยในขั้นตอนของการวิ เคราะหและออกแบบระบบซอฟตแวร เชิงวัตถุ  และใช
ความสามารถของการเขียนโปรแกรมเชิงลักษณะมาชวยเพิ่มประสิทธิภาพของการทํางานของ
ซอฟตแวรเชิงวัตถุใหดีขึ้นดวย ฉะนั้นวัตถุประสงคของงานวิจัยนี้คือเพื่อเพิ่มวิธีการ และเทคนิคของ
การวิเคราะหและออกแบบระบบใหสามารถรองรับกับปญหาตาง ๆ ที่เกิดขึ้นจากการวิเคราะห , 
































5.1  สรุปผลการวิจัย 
5.1.1 สรุปการนําเสนอมาตรฐานเพิ่มเติมของภาษาออกแบบเชิงแบบจําลองดวยเทคนิค
การเขียนโปรแกรมเชิงลักษณะ (Enhancing Aspect-Oriented for Unified 
Modeling Language) 
การเพิ่มเติมมาตรฐานและสัญลักษณของภาษาออกแบบเชิงลักษณะ ไดถูกแบง
ออกเปน 2 สวน ไดแก 
1)  การนําเสนอมาตรฐานเพิ่มเติมของคลาสเชิงลักษณะมารวมกับมาตรฐานของ
คลาสเชิงวัตถุเดิม  ซ่ึงลักษณะของคลาสที่ได เพิ่มเติมนั้นเปนแบบคลาส
โครงสราง เรียกวาแผนภาพของคลาสเชิงวัตถุ ซ่ึงหลังจากไดนําเอาคลาสเชิง
ลักษณะเขาไปเพื่อทํางานรวมกัน ทําใหเกิดเปนแผนภาพใหมซ่ึงเรียกวา





ระหวางคลาสเชิงลักษณะนั้นจะถูกเรียกวาความสัมพันธรวม (Joint Relation) 
โดยมีสัญลักษณเปนเสนประ ความสัมพันธแบบรวมนั้นจะเปนตัวบอกวาคลาส




แบบจําลองนี้สามารถแบงการสรุปออกไดเปน 3 สวนดวนกันได แก สวนออกแบบ , สวนการ





ออกแบบเชิงแบบจําลองไวให โดยมีสัญลักษณของคลาสดังตอไป นี้ 
- สัญลักษณของคลาสเชิงวัตถุ ซ่ึงภายในจะประกอบไปดวยคุณสมบัติ 
(Property or Attribute) และ การทํางานหรือพฤติกรรม (Behavior or Method) 
- สัญลักษณของอินเทอรเฟส ซ่ึงภายในจะประกอบไปดวยลักษณะของการ
ทํางานหรือพฤติกรรมของอินเทอรเฟส 
- สัญลักษณของอินเทอรเฟส ซ่ึงภายในจะประกอบไปดวย การทํางานของ
จุดตัด (Pointcut) ที่เกิดจากรอยตอ (Joint Point) ระหวางคลาสเชิงวัตถุและ
คลาสเชิงลักษณะ 
- สัญลักษณของความสัมพันธ โดยจะมีความสัมพันธตาง ๆ ระหวางคลาสเชิง
วัตถุกับคลาสเชิงวัตถุเอง และจะมีความสัมพันธระหวางคลาสเชิงลักษณะ
กับคลาสเชิงวัตถุ คือความสัมพันธรวมอยูดวย 
2)  สวนของการแปลงขอมูล นั้นจะทําการแปลงกราฟกสัญลักษณของภาษา
ออกแบบเชิงโมเดลใหอยูในรูปเอกสารแบบการจําลองวัตถุ (Document Object 






3)  สวนของการแปลงเอกสารแบบการจําลองวัตถุใหเปนโครงสรางคลาสนั้น จะ
ทําการนําเอาเอกสารที่ถูกตองตามรูปแบบที่เครื่องมือไดกําหนดมาสรางเปน













5.2  การประยุกตผลการวิจัย 
ภาษาออกแบบเชิงแบบจําลองเปนภาษาที่ใชสําหรับการวิเคราะหและออกแบบระบบ ซ่ึง
เปนสวนหนึ่งของกระบวนการพัฒนาซอฟตแวร (Software Process) หรือวัฏจักรการพัฒนา








5.3  ขอเสนอแนะในการวิจัยตอไป 
สําหรับงานทางดานวิเคราะหและออกแบบระบบซอฟตแวรเชิงวัตถุ มักจะพบวาเกิดปญหา
บางอยางที่เกิดจากหลักการของการพัฒนาซอฟตแวรเชิงวัตถุเอง อีกทั้งปญหานั้นไมอาจจะแกได








-  วิเคราะหแผนภาพตาง ๆ ของภาษาออกแบบเชิงแบบจําลอง เพื่อหาขอบกพรองที่เปน
ของเทคนิคการพัฒนาซอฟตแวรเชิงวัตถุ 
- นําเทคนิคของการเขียน และพัฒนาซอฟตแวรเชิงลักษณะมาทําการปรับปรุงแผนภาพ
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วิธีที่ไดรับความนิยมเปนอยางมาก ทั้งยังมีกระบวนการอื่น ๆ ที่ถูกสรางมาสนับสนุนการพัฒนา
ซอฟตแวรเชิงวัตถุนี้ดวย Unified Modeling Language (UML) เปนอีกหนึ่งมาตรฐานซึ่งถูก
ออกแบบมาใหเหมาะสมกับการใชงานรวมกันกับการพัฒนาซอฟตแวรเชิงวัตถุนี้ แตขอจํากัดของ
การพัฒนาซอฟตแวรเชิงวัตถุนั้นยังมีอยู ดังนั้นการนําเอาการพัฒนาซอฟตแวรแบบ aspect มาชวย
จะทําใหแกปญหาของการพัฒนาซอฟตแวรเชิงวัตถุได การวิจัยนี้ไดเพิ่มความสามารถของ aspect 
เขาไปกับ  UML ที่เปนมาตรฐาน รวมทั้งไดนําเอา XML มาใชงานรวมในฐานะเอกสารขอมูล โดย
ทําหนาที่เปนตัวกลางระหวางโมเดลและโคด 
 
Abstract: Object-oriented paradigm is one of the most widely used techniques for software 
development at present. Unified Modeling Language (UML) is a standard used for object-
oriented software development. However, there are still some limitations in object-oriented 
software development. The aspect-oriented paradigm will solve these limitations. This research 
will extend the capability of the UML by including the characteristic of the aspect paradigm. 
Moreover, XML will be used as a document to transfer data between UML and source code. 
 
Introduction: Java programming is widely used in the development of many applications in 
object-oriented paradigm. Moreover, it is appropriate for Software Development Life Cycle 




Although, java con be used for the abstraction principle making less complexity, there 
are still some problems in code management. Aspect-oriented paradigm is the way to solve this 
problem because it has the solution to manage cross-cutting problem that reduces the problem of 
code tangling and make software structure clean and configurable. 
 This paper addresses the aspect-oriented in design that leads to the implement phase. The 
aspect-oriented is included in the UML to support the design phase. Then we used XML to 
change from the model to the source code. This system consists of 3 sections as follows: Design 
section, Transformation section and Generator section. 
 
Methodology: The following is 3 section of the system. 
  
1. Design section: It is used as a user interface. UML notation will be drawn to analyze 
the software system. UML notations consist of class diagram, relation and aspect diagram that 
extend from UML. 
2. Transform section: This section will extract entities and relation from UML notation 
in Design section. We can divide this section to 3 subsections as follows. 
 2.1 Entity extractor: This part will extract UML entities that are Class, 
Interface, Component and Aspect these entities are kind of Classifier. 
 
Figure 1: Aspect as a metamodel element derived from Classifier 
 







Figure 2: Some kind of Relationship element in the UML metamodel 
 
 2.3 Xml builder: Xml builder will get values that are extracted from above sub-









3. Generator section: This section will generate xml file to Java and AspectJ source 
code. We can divide generator section to 2 subsections. 
 3.1 Xml parser: Xml parser will parse value from xml file from xml builder 
section. 




Figure 4: Source code output after Xml file pass Generator section  
 
Conclusion:  This system addressed design phase and implementation phase, and the aspect 
extended to UML. Then, this work proposed UML description language and Aspect description 
language based on XML.  Furthermore, XML will be automatically generated to Java and 
AspectJ source code for used in implementation phase. Thus, this system will be useful for 




1. G. Kiczales et.at. Aspect-Oriented Programming. InProceedings of the European Conference 
on Object-Oriented Programming (ECOOP), LNCS 1241,Springer-Verlag, 1997. 
2. C. V. Lopes and Gregor Kiczales. Recent Developments in AspectJ. In ECOOP'98 Workshop 




3. J. Suzuki and Y. Yamamoto. Managing the Software Design Documents with XML. In 
Proceedings of ACM SIGDOC’98, Quebec City, Canada, September 1998. 
4. http://www.eclipse.org/aspectj/ 
5. http://www.omg.org 
6. http ://www.w3.org/DOM/ 
 
Keywords: Unified Modeling Language (UML), AspectJ, XML, Aspect Oriented Programming 























































รวมไปถึงความหมายตาง ๆ ที่ใชในเครื่องมือ โดยมีรายละเอียดดังตอไปนี้ 
<?xml version="1.0" encoding="UTF-8"?>  
เปนการเขียนบอกวาเปนเอกสารแบบ XML ที่มีการเขารหัสแบบ UTF-8 
<Object-Oriented> 
เปนการบอกคาเริ่มตนวาเปนการไฟลของการทํางานแบบเชิงวัตถุ 
<Interface name="Interface2">  




generalize เปน Tag ของความสัมพันธระหวางคลาสแมกับคลาสลูก 
</Interface> 
เปนการปด Tag ของอินเทอรเฟส 
<Class name="Class2"> 
 
Class เปน Tag ของคลาสเชิงวัตถุ และ คุณลักษณะ name ที่อยูขางในนั้นเปนตัวบงบอกชื่อ
ของ คลาส 
<generalize>Class1</generalize> 
generalize เปน Tag ของความสัมพันธระหวางคลาสแมกับคลาสลูก 
</Class> 
เปนการปด Tag ของคลาสเชิงวัตถุ 
<attribute name="attr1" type="int" accessType="private" isStatic="false" values="1" /> 
attribute เปน Tag ของคุณลักษณะที่อยูภายในคลาส หรือ อินเทอรเฟส ซ่ึงจะมีคาตาง ๆ ที่
บงบอกลักษณะของคุณลักษณะ ดังนี้ 
- name เปนชื่อของคุณลักษณะ หรือคุณสมบัติ 
- type เปนชนิดของคุณลักษณะ หรือคุณสมบัติ 
- accessType เปนลักษณะการเขาถึงของคุณลักษณะ หรือคุณสมบัติ 
- isStatic เปนการบอกลักษณะการเปลี่ยนแปลงคาของคุณลักษณะ หรือคุณสมบัติ 
- value นั้นเปนการบอกจํานวนของคุณลักษณะ หรือคุณสมบัติซ่ึงจะมีหรือไมมีก็ได 
<operation name="operation1" returnType="void" accessType="public" 
isAbstract="false"values="1" />  
operation เปน Tag ของการทํางานหรือพฤติกรรมของคลาส หรือ อินเทอรเฟส ซ่ึงจะมีคา
ตาง ๆ ที่บงบอกการทํางานหรือพฤติกรรม ดังนี้ 
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- name เปนชื่อของการทํางานหรือพฤติกรรม 
- returnType เปนลักษณะของการสงคาคืนของการทํางานหรือพฤติกรรม 
- accessType เปนลักษณะการเขาถึงของการทํางานหรือพฤติกรรม 
- isAbstract เปนการบอกลักษณะของการทํางานหรือพฤติกรรมวาเปนนามธรรมหรือไม 
- value นั้นเปนการบอกจํานวนของการทํางานหรือพฤติกรรมซึ่งจะมีหรือไมมีก็ได 
<realize>Interface1</realize> 
realize เปน Tag ของความสัมพันธระหวาง อินเทอรเฟส และคลาส 
</Object-Oriented>  




Tag และรวมไปถึงความหมายตาง ๆ ที่ใชในเครื่องมือ โดยมีรายละเอียดดังตอไปนี้ 
<?xml version="1.0" encoding="UTF-8"?> 
เปนการเขียนบอกวาเปนเอกสารแบบ XML ที่มีการเขารหัสแบบ UTF-8 
<Aspect-Oriented> 
เปนการบอกคาเริ่มตนวาเปนการไฟลของการทํางานแบบเชิงลักษณะ 




Aspect-Class เปน tag ของคลาสเชิงลักษณะ โดยภายในจะมีคุณลักษณะดังนี้ 
- name เปนชื่อของคลาสเชิงลักษณะ 
- callClass เปนคลาส หรือ อินเทอรเฟสที่คลาสเชิงลักษณะมีปฏิสัมพันธดวย 
<pointcut name="pointcut1" callMethod="" returnType="void" values="1" />  
 pointcut เปน tag ของการทํางานหรือพฤติกรรมของคลาสเชิงลักษณะโดยจะเรียกวาจุดตัด
โดยภายในจะมีคุณลักษณะดังนี้ 
- name เปนชื่อของจุดตัด 
- callMethod  เปนชื่อของคลาสเชิงวัตถุที่จุดตัดของคลาสเชิงลักษณะไปทํางาน และ
จัดการการทํางานแบบตาง ๆ  
</Aspect-Class> 






ผลการทดสอบเครื่องมือจากกรณีศึกษา    
 จากการที่ไดนํากรณีศึกษาของหนวยงานของสวนราชการมาทําการออกแบบดวยภาษา
ออกแบบเชิงแบบจําลองที่เพิ่มเติมความสามารถของการเขียนโปรแกรมเชิงลักษณะดังรูปที่ 4.11  
และ 4.15 นั้นเมื่อไดนําแผนภาพมาผานกระบวนการแปลงขอมูลแลวปรากฏวาไดผลออกมาเปน
ไฟล ดังรูป 4.16 และรายละเอียดของแตละไฟลเปนดังตอไปนี้ 
- ไฟล government.oop.xml มีโครงสรางดังนี้ 
<?xml version="1.0" encoding="UTF-8"?> 
<Object-Oriented> 
  <Class name="PartTime"> 
    <generalize>Employee</generalize> 
  </Class> 
  <Class name="Employee"> 
    <generalize>Officer</generalize> 
  </Class> 
  <Class name="FullTime"> 
    <generalize>Employee</generalize> 
    <realize>HonorAble</realize> 
  </Class> 
  <Class name="HonorHistory"> 
    <one-to-one class="HonorAble" /> 
    <many-to-one class="Honor" /> 
  </Class> 
  <Class name="Honor"> 
    <one-to-many class="HonorHistory" /> 
    <one-to-many class="HonorRequestingHistory" /> 




  <Class name="HonorRequestingHistory"> 
    <many-to-one class="Honor" /> 
    <many-to-one class="HonorAble" /> 
   </Class> 
  <Interface name="HonorAble"> 
    <one-to-many class="HonorRequestingHistory" /> 
  </Interface> 
  <Class name="GovernmentOfficer"> 
    <generalize>Officer</generalize> 
    <realize>HonorAble</realize> 
    <realize>PromoteAble</realize> 
  </Class> 
  <Class name="Promote"> 
    <one-to-one class="PromoteAble" /> 
  </Class> 
  <Interface name="PromoteAble"> 
    <one-to-one class="Promote" /> 
    <one-to-many class="PositionAndSalaryHistory" /> 
  </Interface> 
  <Class name="Salary"> 
    <one-to-many class="PositionAndSalaryHistory" /> 
  </Class> 
  <Class name="PositionAndSalaryHistory"> 
    <many-to-one class="PromoteAble" /> 




    <many-to-one class="Officer" /> 
  </Class> 
  <Class name="WorkQuantity"> 
    <many-to-one class="Position" /> 
  </Class> 
  <Class name="Office"> 
    <many-to-many class="WorkLine" /> 
  </Class> 
  <Class name="SupportGroup"> 
    <one-to-many class="WorkLine" /> 
  </Class> 
  <Class name="WorkLine"> 
    <many-to-many class="Office" /> 
    <many-to-one class="SupportGroup" /> 
    <one-to-many class="Position" /> 
  </Class> 
  <Class name="Position"> 
    <one-to-many class="WorkQuantity" /> 
    <many-to-one class="WorkLine" /> 
    <one-to-one class="Officer" /> 
  </Class> 
  <Class name="Seminar"> 
    <many-to-one class="Officer" /> 
  </Class> 




    <many-to-one class="Officer" /> 
  </Class> 
  <Class name="Leave"> 
    <many-to-one class="Officer" /> 
  </Class> 
  <Class name="Cooperative"> 
    <many-to-one class="Officer" /> 
  </Class> 
  <Class name="Officer"> 
    <one-to-many class="PositionAndSalaryHistory" /> 
    <one-to-one class="Position" /> 
    <one-to-many class="Seminar" /> 
    <one-to-many class="Discipline" /> 
    <one-to-many class="Leave" /> 
    <one-to-many class="Cooperative" /> 
    <attribute name="image" type="String" accessType="private" isStatic="false" values="1" 
/> 
    <attribute name="name" type="String" accessType="private" isStatic="false" values="2" /> 






- ไฟล government_controller.oop.xml มีโครงสรางดังนี้ 
<?xml version="1.0" encoding="UTF-8"?> 
<Object-Oriented> 
  <Class name="HonorHandler"> 
    <generalize>SessionUtil</generalize> 
  </Class> 
  <Class name="HonorHistory"> 
    <generalize>SessionUtil</generalize> 
  </Class> 
  <Class name="PromoableDAO"> 
    <generalize>SessionUtil</generalize> 
  </Class> 
  <Class name="SalaryDAO"> 
    <generalize>SessionUtil</generalize> 
  </Class> 
  <Class name="OfficerDAO"> 
    <generalize>SessionUtil</generalize> 
  </Class> 
  <Class name="HornorAbleDAO"> 
    <generalize>SessionUtil</generalize> 












- ทําการดาวนโหลด Eclipse IDE มาจากเวบไซต http://eclipse.org จากนั้นทําการแกะ
ไฟลที่ถูกบีบอัดใหอยูในโฟลเดอร eclipse 
- ทําการติดตั้งสวนเพิ่มเติมของ Eclipse IDE ซ่ึงไดแก EMF and UML2 จากเวบไซต 
http://eclipse.org  
- นําไฟล Jar ของ SUTUML ไปวางในโฟลเดอร plugin ซ่ึงอยูในโฟลเดอร eclipse ที่ได
ถูกแกะออก 
โดยหลังจากติดตั้งสําเร็จจะปรากฎ plugin ของ SUTUML ขึ้นใน Eclipse IDE โดยจะเปนดังรูป 
 
plugin ของ SUTUML เมื่อถูกติดตั้งสําเร็จ 
 
วิธีการใชงาน SUTUML 
- เปด Eclipse IDE และทําการเลือก "File"->"New"->"Other"->"SUTUML"->"Aspect 
Class diagram" หลังจากนั้นไฟลคลาสเชิงลักษณะ (*.acld) จะถูกสรางขึ้น 
- เปดสวนการแกไขของคลาสเชิงลักษณะ (Aspect Class Diagram Editor) และทําการใช
งาน pallete เพื่อทําการสรางกราฟกสัญลักษณของภาษาออกแบบเชิงแบบจําลอง ดังรูป 
 
สวนของ pallete สําหรับสรางกราฟกของ UML 
 
- ถาตองการเปลี่ยนรูปของ UML ที่ไดออกแบบไวใหทําการคลิกขวาที่ไฟลนามสกุล 
.acld จากนั้นเลือก "UMLGen"->"ModelToDocument" โดยจะไดไฟลที่เปนเอกสาร
การจําลองวัตถุออกมา 
- และถาตองการเปลี่ยนรูปของนเอกสารการจําลองวัตถุ ใหทําการคลิกขวาที่ไฟล
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