The state of the art in multi-agent research and engineering is insufficiently reflected in the state of the practice in complex distributed systems because the community has yet to demonstrate the significant benefits of using agent-oriented approaches to solve complex problems. The practitioner's view that multi-agent approaches are not technically superior to traditional approaches is understandable; for every successful multi-agent system, it is possible to envision a non-agent approach that is equally suited for the task. Agent-oriented software engineering lies directly at the heart of this problem. In order to be accepted, the agent community needs to demonstrate that they can build reliable complex, distributed systems using agent-oriented approaches that are repeatable and sound. This paper identifies three obstacles that hamper progress towards such a demonstration: the lack of a common understanding of key multi-agent concepts, the lack of a common set of notations and models, and the lack of flexible, industrial strength methods and techniques for developing multi-agent systems.
Introduction
The state of the art in multi-agent research and engineering is insufficiently reflected in state of the practice in complex distributed systems for the basic reason that we have yet to demonstrate, or at least publicise, the significant benefits of using true agent-oriented approaches to solve complex problems. That, coupled with the perception that agent technology carries with it a steep learning curve due to its reliance on conceptually sophisticated reasoning schemes such as Belief-Desires and Intentions (BDI) type architectures, has scared many companies towards simpler, easy to justify technologies such as service-oriented approaches.
Practitioner's view that multi-agent approaches are not technically superior to traditional approaches is relatively easy to understand. For every successful multi-agent system, it is possible to envision a non-agent approach that is equally suited for the task. After all, almost all agent systems are programmed in the same programming languages as non-agent systems. What we have failed to demonstrate is that the agent approach can yield technically competitive (or better) solutions with a real benefit, most likely in terms of reduced costs, greater reliability, greater flexibility, or a greater chance of repeatable success.
While the perception of agent-oriented approaches as sophisticated and hard to understand is as much a public relations problem as it is a technical problem, the failure to produce examples of agent systems with significant benefits is not. It is the bottom line. I believe that a major part of the solution to both these problems lies in creating and documenting better approaches, tools, and techniques for developing agent systems. Thus, agent-oriented software engineering lies directly at the heart of this problem. Agent-oriented software engineering provides the tools and techniques to use in designing complex, adaptive systems. What we need to demonstrate is that we can build reliable complex, distributed systems using agent-oriented approaches that are repeatable and sound.
Making progress
While agent-oriented research has been around for over 15 years, it is still a relatively young area. With object-oriented approaches, Simula in 1967 and Smalltalk in 1972 were the first object-oriented programming languages (Dahl, 1968; Goldberg and Robson, 1983) , although object-oriented programming did not become mainstream until the 1990s. As a parallel, research into agents and multi-agent systems did not begin to gain widespread attention until the early 1990s, so we may be a bit premature in expecting a large integration of agent oriented approaches in industry today. However, I believe agent oriented approaches do hold promise for large, complex, and adaptive systems and thus we are justified at looking at current obstacles to its use and acceptance.
I believe that there are currently several obstacles that hamper progress towards being able to use multi-agent systems and agent-oriented software engineering in mainstream applications. These include:
• the lack of a common understanding of key multi-agent concepts
• the lack of a common set of notations and models
• the lack of flexible, industrial strength methods and techniques for developing multi-agent systems.
The lack of an agreement on the key multi-agent concepts and their definitions is the first obstacle to be breached in the battle towards making multi-agent systems a mainstream paradigm. For instance, the vast majority of computer science students and practicing professionals would easily be able to define and generally agree upon the basic definitions of the object-oriented notions of objects, classes, generalisation, specialisation, and aggregation. Yet, at the same time, most experienced multi-agent researchers would have a difficult time trying to reach agreement on the commonly used notions of agents, roles, conversations, plans, organisations, or capabilities. The closest thing we have to agreement is on the definition of an intelligent agent as a computational system that senses and acts autonomously in a dynamic environment in order to realise a set of goals (Russell and Norvig, 2003) . Although many researchers and practitioners use the names to represent similar concepts, the real problem lies in the relationships between the concepts. Within this area, I believe is one of the key impediments to the acceptance of agent technology is its perception as complex and difficult to learn and use. This, unfortunately, is a problem perpetuated by the agent community. Many agent researchers still consider true agents to require mentalistic notions such as a BDI architecture. While there are many benefits of such approaches, they are certainly more complex than typical objects and thus provide an additional barrier to adoption. What we as a community should be stressing is the usefulness of an agent-oriented approach to modelling and developing distributed, complex, and adaptive systems, and focus less on agents and requirements for agenthood.
A second major obstacle I see is the lack of a common notation and models for multi-agent concepts. Of course, given that we have not decided on the definition of the concepts and their relationships themselves, finding a common representation may seem like an insignificant problem. However, a lack of a common notation makes it hard for practitioners to investigate different methods and techniques since they have to relearn notation for each different approach. Also, a common notation makes the similarities between approaches and models much easier to spot. In recent work with Padgham and Winikoff (Padgham et al., 2008) , we found that after putting our respective set of models (O-MaSE (Garcia-Ojeda et al., 2008) and Prometheus (Padgham and Winikoff, 2004) ) into a common notation, the similarities between the two methodologies and the concepts we used was much more readily apparent. However, I urge extreme caution when talking about formal standardisation efforts. While standardisation can be helpful in moving technology towards industrial adoption, early standardisation tends to stifle research. Given that we do not currently agree on all the main concepts of agent based approaches, standardisation, if at all successful, will likely choke off many promising avenues of research in favour of standard approaches.
The third obstacle is the lack of strong industry acceptance for any current agent-oriented methodologies. Reasons for this lack of acceptance include the variety of concepts and approaches upon which these methodologies are based along with a lack of tools to support them. However, I believe that one of the major reasons for this lack of acceptance is that the current set of methodologies tends to be inflexible and hard to extend for a variety of applications. One solution is to allow users to customise methodologies to the different types of applications being developed. There have been some suggestions for increasing industrial acceptance. For instance, Odell et al. (2001) suggest presenting new techniques as an incremental extension of known and trusted methods, Bernon et al. (2004) suggest the integration of existing agent-oriented methodologies into one highly defined methodology, and Henderson-Sellers and Giorgini (2005) suggests the use of method engineering.
Among these approaches, method engineering seems to be the best choice for the current state of agent-oriented software engineering. While presenting agents as an incremental extension of object-orientation has it advantages from marketing perspective, much of the power of the agent-oriented approach is lost. Autonomous or pro-active objects are simply written off as a repackaging of existing object-oriented concepts and thus provide little additional advantage. Integration of existing agent-oriented methodologies into one highly defined methodology also sounds promising until one examines the variety of approaches and concepts currently being used. Adopting this strategy would require a solution to the first two obstacles and the creation of a homogenised process where all approaches and concepts must be able to be used together. At this point in time, solving the first two obstacles is a large enough challenge; creating a single process that includes all approaches and concepts is simply unfeasible. That leaves method engineering. While it too requires at least a partial solution to the first two obstacles, method engineering allows the integration of techniques and approaches that may not be completely compatible. For example, some approaches to modelling interactions between agents provide strong guarantees if you assume interactions between only two agents (Lacey and DeLoach, 2000) ; however, these approaches are not compatible with other techniques that allow modelling of interactions between several agents. Method engineering would allow the developers to pick the approach they need for their application without requiring all approaches to be compatible.
Conclusion
Based on these observations, agent-oriented software engineering and multi-agent researchers must seriously address the obstacles presented above if multi-agent approaches are to become viable for the development of complex distributed systems. As a first step, a core set of concepts that are well understood and accepted amongst multi-agent practitioners must be developed. Essentially, this boils down to defining a core metamodel for multi-agent systems. While not all concepts and relationships need be represented, the core concepts and their relationships must be defined. While there has been work towards defining a common metamodel (Bernon et al., 2004) , unfortunately, the proposed metamodels tend to be overly complex and of limited practical use. Other work on metamodels does exist (e.g., Ferber and Gutknecht, 1998; Beydoun et al., 2005; Juan and Sterling, 2003) , however, there still remains insufficient convergence on common concepts and semantics. Once this first step is in place, the next two steps, creating a common notation and creating industrial strength methods and techniques can be vigorously pursued. Then, the existence of industrial strength methods and techniques will enable the ultimate goal of demonstrating the usefulness of multi-agent approaches in the development of sound and repeatable complex, distributed systems.
