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“The only way to learn a new programming language
is by writing programs in it” (B. W. Kernighan)
Brian Wilson Kernighan. Coautor, junto con Dennis Ritchie, de “El
lenguaje de programación C.”, 1978. Ese libro fue, durante años, la
“Biblia” del C. Así lo cuenta Ritchie en “The Development of the C
Language”, April, 1993: “In the middle of this second period (between
1977 and 1979), the first widely available description of the language
appeared: The C Programming Language, often called the ‘white book’
or ‘K&R’ [Kernighan 78]”. Y como explica más adelante, “In 1978, Ker-
nighan and Ritchie wrote the book that became the language definition
for several years”.
El Lenguaje C fue diseñado e implementado por Ritchie; Kernighan
fue el primero en escribir un tutorial para el lenguaje C. La génesis
de ese libro la cuenta el propio Ritchie en el mismo artículo citado
en el párrafo anterior: “Although we worked closely together on this
book, there was a clear division of labor: Kernighan wrote almost all
the expository material, while I was responsible for the appendix con-
taining the reference manual and the chapter on interfacing with the
Unix system”.
IV
Prólogo
Aprender el primer lenguaje de programación es una labor engorrosa y
con frecuencia antipática. Requiere bastante estudio; pero especialmente
exige, de quien emprende esta tarea de aprendizaje, muchas horas de
trabajo delante de un ordenador. Y es que, aunque pueda parecer una
obviedad, en realidad no hay otro camino: para aprender a programar,
hay que programar.
Ésta es una recomendación clásica que se repite en el primer día de clase
de cualquier asignatura relacionada con la programación y el desarrollo
software. Ni mucho menos es suficiente con copiar y entender el código
que el profesor explica en clase. El alumno debe llegar a ser capaz de crear
su propio código. Con facilidad se logra comprender el código propuesto
por otros. Pero eso no les lo mismo que aprender a desarrollar el propio
código. Aprender a programar es aprender a crear código.
Hay que empezar desarrollando programas cortos y sencillos. Para imple-
mentar esos primeros programas únicamente deberá copiar literalmente
el código y compilar. Aunque eso pueda parecer una tarea fácil, en sus
primeros pasos cometerá una gran cantidad de errores sintácticos. Sur-
gen entonces las típicas preguntas del tipo ¿por sólo un punto y coma ya
no se puede compilar este código? Es el principio de nuestro camino en
el mundo de la programación... Para aprender a programar hay que picar
código.
Tras horas de trabajo intentando desarrollar los programas que se plan-
tean, se comienza a ver la luz al final de túnel: el alumno consigue en-
tender perfectamente esos programas de unas pocas líneas de código que
parecían indescifrables hace unos días, e incluso puede proponer mejo-
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ras a dicho código. A partir de ese momento quizá comience ya a disfrutar
programando. Este ciclo de aprendizaje lo hemos ‘sufrido’ todos y, de he-
cho, seguimos aprendiendo cada vez que creamos un nuevo código.
El objetivo principal de este manual es ofrecer al alumno novel una guía
para el aprendizaje de los fundamentos de la programación en lenguaje C
a través de prácticas. Al contrario que los clásicos boletines de prácticas
formados por una simple colección de ejercicios, se ha querido desarrollar
los sucesivos capítulos que componen este libro desde un punto de vista
muy didáctico: explicando los conceptos teóricos a través de ejemplos
prácticos resueltos, siguiendo cada uno de los pasos que el alumno da en
su camino de iniciación en la programación.
Agradeceré recibir todas las sugerencias que puedan ayudar a mejorar
las futuras ediciones de este manual. Mi dirección de correo electrónico
es pedro.alcover@upct.es.
Índice general
I PRIMEROS PASOS. IDE Y DATOS 1
1 Introducción 3
1.1 Conceptos Teóricos Básicos . . . . . . . . . . . . . . . . . . 4
1.1.1 Arquitectura Von Neumann . . . . . . . . . . . . . . . . 5
1.1.2 Microarquitectura y Lenguaje Máquina . . . . . . . . . 5
1.1.3 Lenguajes de programación . . . . . . . . . . . . . . . . 6
1.1.4 Sistemas Operativos . . . . . . . . . . . . . . . . . . . . 8
1.2 Fases creación programa . . . . . . . . . . . . . . . . . . . 10
1.2.1 Definición problema / Diseño solución . . . . . . . . . 10
1.2.2 Codificación . . . . . . . . . . . . . . . . . . . . . . . . . 12
1.2.3 Compilación y ensamblaje . . . . . . . . . . . . . . . . 13
1.2.4 Ejecución / prueba / depuración . . . . . . . . . . . . 16
1.2.5 Recomendaciones finales . . . . . . . . . . . . . . . . . 17
2 Primeros programas en C 19
2.1 Instalación de un IDE . . . . . . . . . . . . . . . . . . . . . 20
2.2 IDE: Puesta en marcha . . . . . . . . . . . . . . . . . . . . . 21
2.3 Primer Programa . . . . . . . . . . . . . . . . . . . . . . . . 23
2.3.1 Primer programa: observaciones . . . . . . . . . . . . . 26
2.4 Segundo programa . . . . . . . . . . . . . . . . . . . . . . . 28
2.5 Tercer programa . . . . . . . . . . . . . . . . . . . . . . . . . 29
3 Funciones de entrada y salida por consola 33
3.1 Uso de la función printf() . . . . . . . . . . . . . . . . . . 34
3.1.1 Mostrar texto por pantalla . . . . . . . . . . . . . . . . 34
3.1.2 Mostrar valores de variables o expresiones . . . . . . . 37
3.2 Uso de la función scanf() . . . . . . . . . . . . . . . . . . 41
VII
VIII ÍNDICE GENERAL
4 Literal. Valor. Tipo de dato. Variable 47
4.1 Literal . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 48
4.2 Valor . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 48
4.3 Tipo de Dato . . . . . . . . . . . . . . . . . . . . . . . . . . . 50
4.4 Variable . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 51
4.5 Algunos ejemplos . . . . . . . . . . . . . . . . . . . . . . . . 52
4.6 Los cuatro términos de la variable . . . . . . . . . . . . . . 56
5 PRACTICA 1
Expresiones con VARIABLES 59
II PROGRAMACIÓN ESTRUCTURADA. ESTRUCTURAS
DE CONTROL 65
6 Programación Estructurada 67
6.1 Secuencialidad . . . . . . . . . . . . . . . . . . . . . . . . . 68
6.2 Bifurcación . . . . . . . . . . . . . . . . . . . . . . . . . . . . 69
6.3 Iteración . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 69
6.4 Anidamiento . . . . . . . . . . . . . . . . . . . . . . . . . . . 70
7 Ejemplos sencillos de Secuencialidad 71
7.1 Ejemplo: Intercambiar valores . . . . . . . . . . . . . . . . 74
7.2 Ejemplo: En torno a un radio . . . . . . . . . . . . . . . . . 75
8 Bifurcaciones 79
8.1 Ejemplo: Par / Impar . . . . . . . . . . . . . . . . . . . . . . 81
8.2 Ejemplo: Múltiplo de 3 . . . . . . . . . . . . . . . . . . . . . 82
8.3 Ejemplo: Reordenar tres valores . . . . . . . . . . . . . . . 84
8.4 Ejemplo: Mostrar tres valores . . . . . . . . . . . . . . . . . 85
9 Taxonomía Bifurcaciones 89
9.1 Secuencialidad . . . . . . . . . . . . . . . . . . . . . . . . . 90
9.2 Secuencia de bifurcaciones . . . . . . . . . . . . . . . . . . 91
9.3 Árbol de bifurcaciones . . . . . . . . . . . . . . . . . . . . . 92
9.4 Cascada de bifurcaciones . . . . . . . . . . . . . . . . . . . 93
ÍNDICE GENERAL IX
10 PRÁCTICA 2
Ejercicios de Bifurcaciones 95
10.1 Ecuación primer grado . . . . . . . . . . . . . . . . . . . . . 96
10.2 Punto y circunferencia . . . . . . . . . . . . . . . . . . . . . 96
10.3 Número de tres dígitos . . . . . . . . . . . . . . . . . . . . . 97
10.4 Ecuación paramétrica . . . . . . . . . . . . . . . . . . . . . 98
11 Iteraciones 99
11.1 Ejemplo: Tabla de multiplicar . . . . . . . . . . . . . . . . . 100
11.2 Ejemplo: Divisores propios . . . . . . . . . . . . . . . . . . . 103
11.3 Ejemplo: Factorización . . . . . . . . . . . . . . . . . . . . . 104
11.4 Ejemplo: Divisores primos . . . . . . . . . . . . . . . . . . . 106
11.5 Ejemplo: Euclides . . . . . . . . . . . . . . . . . . . . . . . . 108
11.6 Ejemplo: Dígito en Número . . . . . . . . . . . . . . . . . . 110
11.7 Ejemplo: Ternas Pitagóricas . . . . . . . . . . . . . . . . . . 113
11.8 Ejemplo: Basilea . . . . . . . . . . . . . . . . . . . . . . . . 116
12 Taxonomía Iteraciones 119
12.1 Iterar un determinado número de veces . . . . . . . . . . . 120
12.2 Iterar un número a priori indeterminado de veces . . . . . 120
12.3 Iterar hasta encontrar un contraejemplo . . . . . . . . . . 121
12.4 Anidamiento de iteraciones . . . . . . . . . . . . . . . . . . 122
12.5 Infinitas iteraciones . . . . . . . . . . . . . . . . . . . . . . . 122
13 PRÁCTICA 3
Ejercicios de Iteraciones 125
13.1 Números y dígitos . . . . . . . . . . . . . . . . . . . . . . . . 126
13.2 Primo o Compuesto . . . . . . . . . . . . . . . . . . . . . . . 128
13.3 Pares Par / Impar . . . . . . . . . . . . . . . . . . . . . . . . 129
13.4 Primos en intervalo . . . . . . . . . . . . . . . . . . . . . . . 129
13.5 Cálculo del Número PI . . . . . . . . . . . . . . . . . . . . . 129
13.6 Método de Pascal . . . . . . . . . . . . . . . . . . . . . . . . 132
14 Funciones I 135
14.1 Llamada por valor . . . . . . . . . . . . . . . . . . . . . . . . 136
14.2 Ejemplo: Cuadrado . . . . . . . . . . . . . . . . . . . . . . . 137
14.3 Ejemplo: Factorial (Recursividad) . . . . . . . . . . . . . . . 139
X ÍNDICE GENERAL
14.4 Ejemplo: Primo o compuesto . . . . . . . . . . . . . . . . . 141
14.5 Ejemplo: Primos en intervalo . . . . . . . . . . . . . . . . . 143
14.6 Ejemplo: Triángulo de Tartaglia . . . . . . . . . . . . . . . . 144
15 PRACTICA 4
Ejercicios de Funciones (llamadas por valor) 149
15.1 Números y dígitos: Funciones . . . . . . . . . . . . . . . . . 150
15.2 Funciones sobre números primos . . . . . . . . . . . . . . 152
16 Ejercicios de examen: Funciones I 155
17 Ejercicios de examen: Salidas por pantalla (I) 163
17.1 Código binario . . . . . . . . . . . . . . . . . . . . . . . . . . 164
17.2 Dígitos decimales . . . . . . . . . . . . . . . . . . . . . . . . 167
17.3 Ejercicios de operaciones matemáticas sencillas . . . . . . 169
17.4 Recursividad . . . . . . . . . . . . . . . . . . . . . . . . . . . 172
17.5 Ejercicios conceptuales . . . . . . . . . . . . . . . . . . . . 174
III ESTRUCTURAS DE DATOS 175
18 Punteros 177
18.1 ¿Qué es un puntero? . . . . . . . . . . . . . . . . . . . . . . 178
18.2 Creación de punteros . . . . . . . . . . . . . . . . . . . . . . 179
18.3 Dar valor a un puntero: operador DIRECCIÓN . . . . . . . 179
18.4 Distintos tipos de dato puntero . . . . . . . . . . . . . . . . 181
18.5 A través de los punteros: operador INDIRECCIÓN . . . . . 182
18.6 Funciones: llegando más allá del ámbito . . . . . . . . . . 183
18.7 Puntero a puntero a puntero a puntero. . . . . . . . . . . . 185
19 Estructuras de datos (I): ARRAYS 187
19.1 Creación de una array monodimensional . . . . . . . . . . 188
19.2 Recorrido de un array monodimensional . . . . . . . . . . 192
19.3 Asignar valores a un array de forma aleatoria . . . . . . . 193
20 Array como parámetro de una función 197
20.1 Arrays y Punteros . . . . . . . . . . . . . . . . . . . . . . . . 198
20.1.1Puntero a la primera posición de un array . . . . . . . 198
ÍNDICE GENERAL XI
20.1.2Aritmética de punteros en arrays . . . . . . . . . . . . 198
20.2 Pasando la dirección del array . . . . . . . . . . . . . . . . 199
20.3 Ejemplo: Asignar / Mostrar valores array . . . . . . . . . . 200
20.4 Ejemplo: Media valores de array . . . . . . . . . . . . . . . 204
20.5 Arrays constantes . . . . . . . . . . . . . . . . . . . . . . . . 205
21 Ejemplos funciones con arrays 209
21.1 Ejemplo: Array de factoriales . . . . . . . . . . . . . . . . . 211
21.2 Ejemplo: Valor mayor de un array . . . . . . . . . . . . . . 212
21.3 Ejemplo: Ordenar valores de un array . . . . . . . . . . . . 213
21.4 Ejemplo: Buscar valor en array . . . . . . . . . . . . . . . . 217
21.5 Ejemplo: Simulando operadores binarios . . . . . . . . . . 219
21.6 Ejemplo: Histograma . . . . . . . . . . . . . . . . . . . . . . 223
21.7 Ejemplo: Polinomios . . . . . . . . . . . . . . . . . . . . . . 225
22 Taxonomía: Ejercicios con Arrays 229
22.1 Recorrido simple e independiente . . . . . . . . . . . . . . . 230
22.2 Valores dependientes de valores previos . . . . . . . . . . . 230
22.3 Recorrido simple con memoria . . . . . . . . . . . . . . . . 231
22.4 Recorrido con varios índices . . . . . . . . . . . . . . . . . . 231
22.5 En busca de un contra-ejemplo . . . . . . . . . . . . . . . . 232
22.6 Moviendo los valores del array . . . . . . . . . . . . . . . . 232
22.7 Valores de array dependientes de valores de array . . . . . 233
22.8 Arrays como polinomios . . . . . . . . . . . . . . . . . . . . 233
23 Práctica 5: Manejo de arrays 235
23.1 Ejercicios sencillos con arrays . . . . . . . . . . . . . . . . 236
23.2 Ejercicios de búsqueda y contra-ejemplo . . . . . . . . . . 237
23.3 Ejercicios con polinomios . . . . . . . . . . . . . . . . . . . 238
24 Creación matrices 243
24.1 Creación de una array bidimensional . . . . . . . . . . . . 244
24.1.1Filas y columnas . . . . . . . . . . . . . . . . . . . . . . 244
24.1.2Inicializando la matriz . . . . . . . . . . . . . . . . . . . 245
24.2 Recorrido de un array bidimensional . . . . . . . . . . . . . 247
24.3 Asignar valores a una matriz de forma aleatoria . . . . . . 248
24.4 Recorriendo una matriz con un solo índice . . . . . . . . . 249
XII ÍNDICE GENERAL
25 Matriz como parámetro de una función 253
25.1 Pasando la dirección de la matriz . . . . . . . . . . . . . . . 254
25.2 Ejemplo: Asignar / Mostrar valores matriz . . . . . . . . . 255
25.3 Ejemplo: Media valores filas matriz . . . . . . . . . . . . . . 258
25.4 Matrices constantes . . . . . . . . . . . . . . . . . . . . . . 259
26 Ejemplos funciones con Matrices 261
26.1 Recorrido simple de una matriz . . . . . . . . . . . . . . . . 262
26.2 Matrices: jugando con los índices . . . . . . . . . . . . . . . 267
26.3 Matrices: en busca de filas y columnas . . . . . . . . . . . 270
26.4 Recorriendo matrices con un sólo índice . . . . . . . . . . . 275
27 Taxonomía: Ejercicios con Matrices 281
28 Práctica 6: Manejo de matrices 283
28.1 Recorrido simple de una matriz . . . . . . . . . . . . . . . . 284
28.2 Determinar valores dentro de la matriz . . . . . . . . . . . 286
28.3 Recorriendo la matriz con un único índice . . . . . . . . . 286
28.4 Buscando una salida del LABERINTO . . . . . . . . . . . . 287
28.4.1Creación del laberinto. . . . . . . . . . . . . . . . . . . 288
28.4.2Recorrido del laberinto. . . . . . . . . . . . . . . . . . . 290
28.4.3Posibles pasos a seguir . . . . . . . . . . . . . . . . . . 292
28.4.4Algunas pistas... . . . . . . . . . . . . . . . . . . . . . . 294
28.4.5Ampliaciones. . . . . . . . . . . . . . . . . . . . . . . . . 299
28.4.6Solución al algoritmo del LABERINTO . . . . . . . . . . 299
29 Creación cadenas 301
29.1 Creación de una cadena de texto . . . . . . . . . . . . . . . 302
29.2 Dar valor a una cadena de texto . . . . . . . . . . . . . . . 303
29.3 Recorrido de una cadena de texto . . . . . . . . . . . . . . 304
29.4 Gestionando carácter a carácter . . . . . . . . . . . . . . . 305
30 Cadena como parámetro de una función 307
30.1 Cadena como puntero . . . . . . . . . . . . . . . . . . . . . 308
30.2 Funciones declaradas en string.h . . . . . . . . . . . . . 309
31 Ejemplos funciones con Cadenas 311
31.1 Copiar Cadenas . . . . . . . . . . . . . . . . . . . . . . . . . 312
ÍNDICE GENERAL XIII
31.2 Vocal más repetida . . . . . . . . . . . . . . . . . . . . . . . 313
31.3 TodoDigitos . . . . . . . . . . . . . . . . . . . . . . . . . . . 315
31.4 De "A1 B2 C3" a "ABC" . . . . . . . . . . . . . . . . . . . . 317
31.5 De "ABC" a "CBA" . . . . . . . . . . . . . . . . . . . . . . . . 319
32 Práctica 7: Manejo de Cadenas de texto 321
32.1 Ejercicios sencillos con cadenas . . . . . . . . . . . . . . . 322
32.2 Contar palabras . . . . . . . . . . . . . . . . . . . . . . . . . 323
XIV ÍNDICE GENERAL
PARTE I
PRIMEROS PASOS. IDE Y DATOS
1

CAPÍTULO 1
Introducción al desarrollo de
programas en lenguaje C
En este capítulo...
1.1 Conceptos Teóricos Básicos . . . . . . . . . . . . . . . . . . . . . . 4
1.1.1 Arquitectura Von Neumann . . . . . . . . . . . . . . . . . . . 5
1.1.2 Microarquitectura y Lenguaje Máquina . . . . . . . . . . . . 5
1.1.3 Lenguajes de programación . . . . . . . . . . . . . . . . . . . 6
1.1.4 Sistemas Operativos . . . . . . . . . . . . . . . . . . . . . . . 8
1.2 Fases creación programa . . . . . . . . . . . . . . . . . . . . . . . 10
1.2.1 Definición problema / Diseño solución . . . . . . . . . . . . . 10
1.2.2 Codificación . . . . . . . . . . . . . . . . . . . . . . . . . . . . 12
1.2.3 Compilación y ensamblaje . . . . . . . . . . . . . . . . . . . . 13
1.2.4 Ejecución / prueba / depuración . . . . . . . . . . . . . . . . 16
1.2.5 Recomendaciones finales . . . . . . . . . . . . . . . . . . . . 17
3
4 Capítulo 1. Introducción
En este capítulo se presentan, de forma descriptiva, algunos sencillos
conceptos teóricos. El objetivo principal es que el alumno tenga un primer
contacto con el entorno de programación que utilizará a lo largo de las
distintas prácticas que se describen en este libro.
SECCIÓN 1.1
Introducción a los Conceptos Teóricos Básicos
de los Ordenadores
Un ordenador es un complejísimo y gigantesco conjunto de circuitos elec-
trónicos y de multitud de elementos magistralmente ordenados que lo-
gran trabajar en total armonía, coordinación y sincronía, bajo el gobierno
y la supervisión de lo que llamamos sistema operativo. Y es un sistema
capaz de procesar información (datos) de forma automática, de acuerdo
a unas pautas que se le indican previamente, dictadas mediante colec-
ciones de sentencias o instrucciones que se llaman programas. Es un
sistema que interactúa con el exterior, recibiendo los datos (información)
a procesar, y mostrando también información. Un sistema que permite la
inserción de nuevos programas.
Dos son, pues, los elementos fundamentales o integrantes del mundo de
la programación: datos e instrucciones. Un programa puede interpre-
tarse de acuerdo con la siguiente ecuación: programa = datos + instruc-
ciones.
El objetivo de las páginas de este manual es lograr que el alumno aprenda
cómo se introducen y se crean programas capaces de gestionar y procesar
información. No es necesario para ello conocer a fondo el diseño y la
estructura del ordenador sobre el que se desea programar. Pero sí es
conveniente tener unas nociones básicas elementales de lo que llamamos
la arquitectura y la microarquitectura del ordenador.
Hay diferentes arquitecturas. La más conocida y empleada en la práctica
es la arquitectura de Von Neumann. La característica fundamental de
esta arquitectura es que el ordenador utiliza el mismo dispositivo de al-
macenamiento para los datos y para las instrucciones. Ese dispositivo es
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lo que conocemos como memoria del ordenador. Es importante conocer
esta arquitectura: ayuda a comprender sobre qué estamos trabajando.
1.1.1. Arquitectura de Von Neumann
En la Figura 1.1 se muestra un esquema básico de la arquitectura de
Von Neumann. Cinco son sus elementos básicos: (1) la Unidad de Con-
trol (UC); (2) la Unidad Aritmético Lógica (ALU, acrónimo en inglés de
Arithmetic Logic Unit); (3) la Memoria Principal, donde se almacenan los
datos y las instrucciones de los programas; (4) los dispositivos de entra-
da y de salida; y (5) los canales de intercomunicación entre los distintos
elementos, también llamados buses: bus de datos, bus de direcciones,
bus de instrucciones y bus de control, que permiten el flujo de informa-
ción, de instrucciones o de señales de control a través de las partes del
ordenador. Se llama Unidad Central de Proceso (CPU, acrónimo en inglés
de Central Processing Unit) al conjunto de la UC y la ALU con sus buses
de comunicación necesarios. La CPU es un circuito integrado compuesto
por miles de millones de componentes electrónicos integrados, y que se
llama microprocesador.
Figura 1.1: Arquitectura de Von Neumann de un ordenador.
1.1.2. Microarquitectura y Lenguaje Máquina
Cuál sea el diseño electrónico específico de cada elemento, o la tecnología
concreta empleada para su fabricación, es algo que configura el compor-
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tamiento del sistema en su conjunto. Hay diferentes tecnologías para la
memoria, o para la ALU; o diferentes diseños para la CPU. . . Y cada di-
seño e implementación define la colección o repertorio de instrucciones
(o microinstrucciones) que la CPU de ese sistema es capaz de entender
y ejecutar. A la manera en que se implementa ese conjunto de microins-
trucciones se la llama microarquitectura.
Cada una de las instrucciones de la colección de instrucciones queda co-
dificada mediante 0s y 1s: el famoso binario. Al conjunto de todas las se-
cuencias binarias que expresan cada una de las instrucciones que la CPU
es capaz de entender y ejecutar lo llamamos lenguaje o código máqui-
na. Es posible conocer la colección completa de un ordenador y escribir
programas en ese lenguaje. Pero no es una forma cómoda de programar,
ni es intuitiva. Además, de la misma manera que cada modelo de ordena-
dor está diseñado de acuerdo con su microarquitectura, y tiene por tanto
su propio repertorio de instrucciones, así también, cada modelo tiene su
propio lenguaje máquina. Así, un programa creado en un determinado
lenguaje máquina, válido para un modelo concreto, es completamente
ininteligible para otra máquina diseñada con otra microarquitectura.
1.1.3. Lenguajes de programación
Con el fin de agilizar el trabajo de creación (redacción) de programas, poco
a poco han surgido nuevos lenguajes, intuitivamente más sencillos de
expresar y de recordar que el farragoso lenguaje máquina. Los primeros
pasos en este camino de desarrollo de lenguajes fue la creación de los
lenguajes ensamblador, que no eran más que una verbalización del código
máquina: convertir cada cadena de ceros y unos, que expresaba cada
una de las microinstrucciones de la CPU, en una cadena de texto, y crear
luego una aplicación sencilla que, antes de mandar a ejecutar sobre el
ordenador nuestro nuevo programa, traducía cada cadena de texto en su
equivalente cadena binaria. Así, por ejemplo, aparecían las palabras ADD
(para la instrucción de suma de números), ó SUB (para la instrucción de
resta), ó MUL (para el producto), etc.
Actualmente existe gran diversidad de lenguajes y de paradigmas de pro-
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gramación. Nosotros vamos a centrarnos en el paradigma de la progra-
mación estructurada y en el lenguaje C. No vamos ahora a presentar el
concepto de paradigma, ni el de programación estructurada: esto llega
más adelante. Sí necesitamos explicar qué es un lenguaje de programa-
ción. Quédese por ahora con la idea intuitiva de que un programa es
una secuencia ordenada de sentencias, donde ese orden de ejecución es-
tá establecido de acuerdo a unas pocas reglas fijas; y que el programa
realiza un procedimiento destinado a dar solución a un problema inicial
planteado.
Un lenguaje de programación es un lenguaje creado para expresar sen-
tencias que puedan luego ser interpretadas y ejecutadas por una má-
quina. Son lenguajes artificiales, con una estructura semejante a la que
tienen los lenguajes que utilizamos los humanos para nuestra comuni-
cación. Tiene sus reglas sintácticas y semánticas, y su léxico. Y, desde
luego, es un lenguaje millones de veces más sencillo que cualquiera que
se emplee para la comunicación verbal entre seres humanos.
Cuando un ignorante en esos lenguajes lee un programa escrito en uno de
esos lenguajes (por ejemplo, un programa escrito en C) logra comprender
palabras: pero no alcanza a conocer la importancia de los elementos sin-
tácticos, y tampoco logra comprender el significado del texto en su con-
junto. Son llamados lenguajes de alto nivel: semejantes a los lenguajes
humanos (frecuentemente al inglés) y ciertamente distantes del lenguaje
de las máquinas.
Y esto es lo más extraño de todo: ¿para qué escribir programas en un
lenguaje inteligible para los humanos —que somos los que los hemos de
escribir— pero ininteligible para cualquier máquina —que es la que, al fin
y al cabo, debe ser capaz de comprender las instrucciones que los pro-
gramas indican—? Evidentemente, esta pregunta tiene respuesta: existen
aplicaciones que logran interpretar el código escrito en el lenguaje de alto
nivel y ofrecer a la máquina, de forma ordenada, las microinstrucciones,
expresadas de acuerdo al propio lenguaje máquina, que ésta debe eje-
cutar para lograr realizar lo que las sentencias del programa indican. A
estas aplicaciones se las llama Traductores; y pueden ser Compiladores
o Intérpretes. El lenguaje C no es un lenguaje interpretado, sino de com-
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pilación: es decir, la aplicación traductora crea un archivo con un con-
junto ordenado de microinstrucciones que realizan exactamente aquello
que el lenguaje de alto nivel expresa. Una vez el traductor ha generado el
nuevo archivo, que está formado únicamente por microinstrucciones en
código máquina, el código escrito en C (código fuente) puede guardarse
para futuras revisiones: no es útil a la hora de la ejecución del programa
creado, pero es imprescindible si queremos hacer modificaciones sobre el
programa creado con ese código.
1.1.4. Sistemas Operativos
Habitualmente utilizamos la palabra hardware para referirnos a todos los
elementos tangibles del ordenador: sus componentes eléctricos y electró-
nicos, el cableado, las cajas,. . . Pueden ser periféricos, como la impre-
sora, o el joystick; o elementos esenciales como la placa base donde se
encuentra el microprocesador, o las tarjetas y los chips de memoria; o
dispositivos de uso casi obligado, como el ratón, el teclado y la pantalla.
Y cuando hablamos del software nos referimos a todo lo que en el orde-
nador es intangible: todo los elementos lógicos que dan funcionalidad al
hardware: el software del sistema, como puede ser por ejemplo el sistema
operativo; o las diferentes aplicaciones que se pueden ejecutar en el orde-
nador, como un editor de texto o un procesador gráfico o un reproductor
multimedia, o un navegador.
El sistema operativo forma parte, por tanto, del software del sistema.
Está formado por un conjunto de programas que administran los recur-
sos del ordenador y controlan su funcionamiento. El sistema operativo
administra las tareas y los usuarios, de forma que todos puedan trabajar
de acuerdo a criterios previos, y de manera que todas las tareas pueden
ejecutarse de forma ordenada, compartiendo todas ellas y todos ellos los
mismos recursos. De los sistemas operativos depende también la gestión
de memoria principal del ordenador, la gestión de almacenamiento en los
dispositivos masivos (discos), todo el sistema de archivos, de protección,
de comunicaciones, etc.
Cuando un usuario ejecuta un programa, no lanza las instrucciones di-
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rectamente hacia el hardware del sistema. Existe ese conjunto de pro-
gramas intermedios (del sistema operativo) que hace de interfaz entre la
máquina y el programa que se desea ejecutar. Y cuando un usuario lanza
a imprimir varios documentos, éstos no salen amontonados e impresos
en las mismas páginas. De nuevo el sistema operativo acude en nuestra
ayuda y nos permite seleccionar una u otra impresora que esté conecta-
da, establece la cola de impresión, y las prioridades de cada documento,
etc.
Y cuando programemos, deberemos tener presente que nuestro progra-
ma podrá acceder a los recursos del ordenador siempre a través del sis-
tema operativo. No leeremos información del teclado directamente, sino
del buffer que el sistema operativo tiene configurado para la entrada de
pulsaciones de tecla. Y cuando mostremos información, no la lanzamos
contra la pantalla, sino contra el buffer que, para la gestión de esta ope-
ración de salida por pantalla, tiene creado el sistema operativo.
Hemos utilizado la palabra “buffer”, pero no hemos introducido el concep-
to. Un buffer es un espacio de memoria para almacenamiento temporal
de información. Se emplea especialmente en la conexión de dispositivos,
por ejemplo el ordenador y la impresora, o el disco duro o rígido, o el
teclado. Ese almacenamiento de información tiene carácter temporal y
transitorio: queda allí a la espera de que esa información pueda ser pro-
cesada. El sistema operativo se encarga de gestionar los diferentes buffers
del ordenador. Los buffers mejoran el rendimiento del sistema en su con-
junto y permiten ajustar las conexiones entre dispositivos que trabajan a
distintas velocidades y con diferencias temporales. Gracias a ellos usted
puede teclear aunque en ese momento el ordenador no esté “a la escucha”
de sus entradas; o puede enviar varios documentos a la impresora y el
sistema operativo tiene capacidad para gestionar una cola que despache
los distintos documentos de forma ordenada, etc.
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SECCIÓN 1.2
Fases de creación de un programa en C
Programar es algo más que redactar una serie de sentencias en un de-
terminado lenguaje de programación. Es un trabajo que se desarrolla en
diferentes fases: habitualmente siempre los mismos pasos, desde la defi-
nición del problema hasta la obtención del programa ejecutable correcto.
La Figura 1.2 representa esas fases en el desarrollo de un programa.
Figura 1.2: Fases del desarrollo de un programa.
1.2.1. Definición del problema y diseño de la solución
Desarrollar un programa, incluso para cuando se trata de un programa
muy sencillo como cualquiera de los que inicialmente se le van a plantear
en estas páginas, es parte de un proceso que comienza por (1) la defi-
nición del problema y (2) el posterior diseño de una solución. Estos dos
pasos se abordan antes de comenzar a escribir una sola línea de código.
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Si el problema es grande, o complicado, será necesario aplicar técnicas
que permitan su descomposición en problemas más pequeños y senci-
llos y cuyas soluciones particulares puedan finalmente integrarse para
alcanzar la solución del problema completo inicialmente planteado.
Y si el problema es más sencillo, y aunque se reduzca a plantear un pe-
queño algoritmo, sigue siendo necesario inicialmente comprender el pro-
blema y saber cómo solventarlo antes de comenzar a redactar el programa
en un lenguaje concreto.
Tenga en cuenta, sin embargo, que aunque la confección del programa es
un paso posterior al de identificar una posible solución, la solución que
planteemos deberá conocer los términos y las abstracciones que propor-
cione el lenguaje de programación en el que queremos programar. Aquí
entra el juego el concepto de paradigma, que aún no explicamos.
Por ejemplo. Suponga que desea redactar un programa que tome dos
números enteros y que calcule entonces su máximo común divisor. Lo
primero que tendrá que hacer es conocer en qué consiste eso del máxi-
mo común divisor (gcd o mcd) y cómo se calcula. No sueñe con lograr
programar aquello que usted mismo desconoce. Quizá se acuerde de
cómo aprendió a realizar ese cálculo del mcd, cuando era niña o niño:
cómo se le enseñó a buscar la descomposición de los dos números en sus
factores primos, y cómo debía entonces usted multiplicar, para el cálculo
del mcd, aquellos factores comunes a ambos números, tomando de ellos
las menores potencias. Por ejemplo, si debía calcular el mcd de 36 y 120,
usted hacía la descomposición... 36 = 22 × 32 y 120 = 23 × 3× 5; y entonces
tomaba los factores comunes a ambos números, y siempre en su menor
potencia; y así calculaba y concluía: gcd (36, 120) = 22 × 3 = 12.
Por ahora sabe cómo hacerlo. Pero no crea que eso basta para saber có-
mo explicárselo al ordenador en un programa. De hecho, nadie que quiera
hacer un programa eficiente para el cálculo del mcd intentaría explicar
tanta cosa al ordenador. Existen otras formas menos didácticas pero más
eficientes. Y para el cálculo del mcd ya dejó el problema resuelto hace 25
siglos el matemático Euclides. En su momento aprenderá usted cómo im-
plementar su algoritmo: y verá que es un algoritmo perfecto para poder
convertirlo en un programa: porque cuadra perfectamente con las estruc-
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turas de programación de cualquier lenguaje: por ejemplo, del lenguaje
C.
Recuerde: una cosa es que usted logre saber cómo se resuelve un proble-
ma; y otra cosa distinta es que esa forma que usted conoce y comprende
sea fácilmente expresable en un programa. Ante cada problema usted
debe llegar a un procedimiento que, además de conducir a la solución
del problema, también sea expresable en un programa atendiendo a las
reglas y estructuras de un lenguaje determinado. Y eso no es trivial: re-
quiere oficio: requiere, por tanto, horas de programación: las que usted
deberá echarle para lograr alcanzar los objetivos de esta asignatura.
El modo en que se expresa una solución que luego haya que programar
en un determinado lenguaje es mediante pseudocódigo o mediante flu-
jogramas. Ya aprenderá a utilizar ambas herramientas. Puede consultar
para ello el Capítulo 5 del manual de referencia de la asignatura.
1.2.2. Codificación
Una vez tenemos el problema resuelto, y la solución expresada en pseu-
docódigo o mediante un flujograma, el siguiente paso es crear el programa
en un nuevo archivo o conjunto de archivos. Para ello se dispone de edi-
tores de programas, con un funcionamiento similar a un editor de texto,
como por ejemplo el Word del paquete Office.
En realidad lo que se emplea son entornos de programación. Un entorno
de programación es un conjunto de programas que son necesarios para
construir, a su vez, otros programas. Un entorno de programación inclu-
ye editores de texto, compiladores, archivos con funciones, enlazadores y
depuradores (ya se irá conociendo el significado de todos estos términos).
Existen entornos de programación integrados (genéricamente llamados
IDE, acrónimo en inglés de Integrated Development Environment), de for-
ma que en una sola aplicación quedan reunidos todos estos programas.
Hay muchos IDEs disponibles para trabajar y programar con el lenguaje
C, y cualquiera de ellos es, en principio, válido. Al final cada programador
elige uno en el que se siente cómodo a la hora de programar. En Internet
puede encontrar muchos gratuitos y de fácil instalación.
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Los lenguajes ofrecen grandes colecciones de funciones ya implementa-
das y disponibles para los programadores. Una función es un bloque de
código, ya desarrollado en C y ya compilado a código máquina, que se
puede ejecutar (invocándolo) tantas veces como se requiera; la función
lleva a cabo una determinada tarea o realiza un cálculo concreto para
obtener un resultado a partir de algunos valores de entrada que se le
facilitan a la función cuando es invocada. También se comercializan o se
distribuyen gratuitamente muchos archivos con funciones ya diseñadas.
Y también el programador puede crear sus propias funciones y guardar-
las en archivos para su posterior uso o para, a su vez, distribuir a terce-
ros. La reutilización de código es un aspecto fundamental del desarrollo
de software.
1.2.3. Compilación y ensamblaje del programa
Al programa editado y que hemos escrito en C lo llamamos código fuen-
te. Es muy importante saber custodiar ese código a buen recaudo: es
el capital intelectual de cualquier empresa de software. Y es el valioso
resultado final del trabajo de cualquier programador.
Pero, como ya hemos dicho, nuestras máquinas no son capaces de en-
tender ese código fuente. Necesitamos traducirlo a otro lenguaje o códi-
go inteligible para la máquina. Y para ello necesitamos de un programa
traductor. Ya sabe que los traductores pueden ser compiladores o intér-
pretes. El C no es un lenguaje interpretado; su código fuente debe ser
compilado: así se genera un segundo archivo, que contiene lo que se lla-
ma código objeto, que expresa en código máquina lo que el código fuente
expresaba en lenguaje C. La Figura 1.3 muestra el proceso completo de
generación del programa ejecutable.
Habitualmente, el código fuente de un programa no se encuentra en un
único archivo, sino que se construye de forma distribuida entre varios. Si
deseamos generar un programa final ejecutable a partir de los distintos
archivos fuente, deberemos primero compilar cada uno de esos archivos
y generar así tantos archivos de código objeto como archivos iniciales
tengamos en código fuente y, en un segundo paso, ensamblarlos para
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llegar al programa final ejecutable. El proceso de generación de un eje-
Figura 1.3: Generación de un programa ejecutable a partir del código C.
cutable como el que se muestra representado en la Figura 1.3 comienza
con la compilación de todos los archivos fuente de código C (ficheros
con extensión .c). Cada archivo fuente puede a su vez hacer uso de otro
código que ya ha sido escrito previamente por el mismo o por otro pro-
gramador, o por el código de gran cantidad de funciones que el estándar
de C ofrece para su uso directo. Como verá más adelante, ese código se
estructura mediante funciones. Este código compilado se encuentra en
diferentes archivos de librería (extensión .lib): esos archivos recogen el
código objeto o código máquina de distintas funciones ya creadas.
De alguna manera, cada uno de los archivos fuente que contienen el
código de nuestro nuevo programa debe informar al compilador del uso
que hacen de otro código ya compilado y disponible en esas librerías.
Y debe además informar mínimamente del comportamiento del código
que reutiliza. Para eso existen los archivos de cabecera (con extensión
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.h), que indican al compilador la información mínima necesaria para que
logre crear el archivo con el código objeto, aunque el código fuente no
disponga de todo el código que deberá ejecutar, porque ese código ya
está compilado y disponible en algún archivo de librería (si nunca lo ha
hecho, le va a resultar difícil hacerse a la idea de lo que está leyendo: lo
entenderá de forma intuitiva y clara a medida que lo vaya haciendo).
Así pues, cuando un programador desea utilizar código ya creado y pro-
bado, disponible en algunas funciones, deberá indicar:
1. Al programa: la ubicación de los distintos archivos de cabecera don-
de el compilador podrá encontrar información mínima sobre las fun-
ciones que el nuevo código reutilizará. Esos archivos de cabecera re-
cogen, para cada función, tres informaciones necesarias: el nombre
de cada función disponible; la forma en que se invoca a esa función
(en concreto, qué valores requerirá que se le faciliten para que logre
ejecutarse correctamente); y el resultado que ofrecerá esa función
(en concreto, qué valor devuelve como resultado de sus operacio-
nes).
2. Al compilador: la ubicación de los distintos archivos de librería que
contienen el código de todas las funciones que se van a utilizar.
Posiblemente usted no llegue —en este curso— a utilizar ninguna librería
más allá de la estándar del C. Así pues, como esta librería el compilador
sí la tiene bien localizada, no será necesario en ningún caso que haga
indicación al compilador sobre la ubicación de las posibles librerías. Sí
deberá indicar, en cada código fuente, el nombre de los archivos de ca-
becera donde se encuentra la información mínima necesaria sobre las
funciones que va a querer utilizar en ese código que va a escribir.
Retomemos el hilo del proceso de compilación. Tenemos nuestros archi-
vos fuente, con sus referencias a los archivos de cabecera que sean nece-
sarias. Al compilar, si no hay errores sintácticos en el código, se obtienen
los distintos archivos objeto (con extensión .obj): tantos como archivos
de código fuente tenga el proyecto que compilamos. Una vez obtenidos
todos estos archivos, se procede al enlazado mediante un programa en-
lazador que toma todos los ficheros de código objeto y les añade el código
de las funciones reutilizadas (archivo de extensión .lib, que ya está su-
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ministrado por el compilador: como ya se decía antes, al menos en sus
primeros pasos, usted no utilizará otros archivos de librería distintos al
estándar de C).
En resumen, y para volver a decir lo mismo de otra manera: el proceso
de generación de un ejecutable a partir del código fuente consiste funda-
mentalmente en:
1. Fase de COMPILACIÓN, en la que se genera el código objeto a partir
de cada uno de los archivos fuente, sin tener en cuenta el uso de las
librerías externas.
2. Fase de ENLAZAMIENTO, donde se cogen todos los archivos de
código objeto, se resuelven las dependencias con las librerías o bi-
bliotecas externas y se genera finalmente el código ejecutable.
1.2.4. Ejecución, prueba y depuración del programa
Dependiendo de la plataforma en la que trabajemos, para iniciar la ejecu-
ción de una aplicación que ya hemos programado y compilado basta con
escribir su nombre como un comando en una consola, o con hacer doble
clic en un icono.
ADVERTENCIA n. 1
La palabra “comando” es un anglicismo. Su equivalente en castellano es “orden” o
“instrucción”. Y aunque al programar hablamos de instrucciones, jamás se habla de
comandos. Esa palabra, “comando”, se reserva para las instrucciones del sistema ope-
rativo. Por favor, no diga, al invocar a una función, que está haciendo uso de un co-
mando.
Que nuestro programa sea capaz de ejecutarse no quiere decir que realice
correctamente la tarea que tiene encomendada. En programación no es
fácil acertar a la primera. Normalmente es necesario ejecutar el programa
una y otra vez hasta conseguir detectar y localizar todos sus fallos, y
modificar entonces el código fuente y volver a lanzar el proyecto a la fase
de compilación.
Los errores de programación se clasifican en:
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1. Errores en tiempo de compilación (errores sintácticos). Son de-
tectados por el compilador cuando el código fuente no se ajusta a
las reglas sintácticas del lenguaje C. Al principio usted los cometerá
a miles. Le parecerá increíble que programas tan cortos, como serán
los suyos primeros, acumulen tal gran cantidad de errores. Y quizá
conocer el porqué de cada error y saber cómo solventarlo le resulte,
al principio, arduo como descifrar la Piedra de Rosetta. Esos errores
siempre se cometen pero, poco a poco, los irá reduciendo; y, desde
luego, aprenderá a detectarlos con gran rapidez.
2. Errores en tiempo de ejecución (errores semánticos). Con errores
de este tipo, el compilador sí compila, porque de hecho todo lo que
el programa expresa cumple las reglas sintácticas. Pero no se logra
que resuelva correctamente el problema, porque de hecho hay algo
en el programa que está sintácticamente bien expresado pero que no
realiza lo que debiera o lo que usted cree que debería hacer. Estos
errores se detectan porque el programa tiene comportamientos ines-
perados: habitualmente, una de dos: o se llega a un resultado que
no es el que se esperaba; o el programa se “cuelga”. Estos errores no
siempre son fáciles de localizar. El compilador no ayuda, y cuando
el error da la cara no siempre somos capaces de identificar en qué
parte del código está dando el fallo. En ese caso hay que recurrir al
uso de técnicas de depuración, como la impresión de trazas dentro
del programa, o el uso de programas depuradores. A veces la depu-
ración de un error semántico puede ocasionar que el programador
se lo replantee todo desde el principio.
1.2.5. Recomendaciones finales
Cuide la calidad del software y su documentación. Se estima que el 60 −
70 % del tiempo del trabajo de un programador se ocupa en consultar y
modificar código hecho por él mismo o por otra persona.
Este manual de prácticas presenta los fundamentos de programación del
paradigma de programación imperativa y estructurada. Pero trabajamos
únicamente los fundamentos más básicos: si debe hacer programas más
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extensos, con varios cientos de líneas de código, necesita aprender nue-
vas técnicas para el diseño de grandes programas, como especificación
de requisitos, diseño arquitectónico, desarrollo de prototipos y diseño de
pruebas de software. Es decir, es necesario realizar un diseño detallado
del software, sus planos, antes de construirlo.
CAPÍTULO 2
Primeros programas en C
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SECCIÓN 2.1
Instalación de un IDE
En la actualidad existen multitud de IDEs con grandes funcionalidades
para programar en C. Casi todos son gratuitos y se encuentran fácilmen-
te en Internet. En la Tabla 2.1 destacamos algunos de ellos. Cada pro-
gramador elige su entorno de desarrollo en función de sus necesidades
y preferencias. Desde luego, deberá decidir sobre qué sistema operativo
desea trabajar (Windows, Linux o Mac habitualmente) y con qué versión
del IDE. Por su facilidad de instalación, por su sencillez de uso y porque
resulta fácil hacer buen uso de sus herramientas de depuración, a los
que aprenden a programar les recomendamos CodeLite o CodeBlocks.
Muchos de los IDEs ofrecen también la instalación del compilador. Tenga
eso en cuenta si va a instalar más de un IDE, porque entonces debe pro-
curar hacer una única instalación del compilador y aprender luego a con-
figurar cada IDE para indicarle dónde se encuentra, dentro de su equipo,
el programa compilador ya instalado. Tenga en cuenta que el compilador
y sus archivos ocupa mucho espacio en el disco de su ordenador. Cuando
emprenda la tarea de instalar uno de esos IDEs no tenga prisa y no pin-
che en el primer hipervínculo que se le presente. Debe decidir bien qué
programa instalador se bajará, y eso dependerá de su equipo, de lo que
desee instalar realmente, de si posee permiso de superusuario dentro del
equipo donde va a proceder a la instalación, etc.
No desarrollamos aquí una guía de instalación para ninguno de los IDEs.
En las web de cada uno de ellos encontrará suficientes indicaciones para
que, si usted las sigue detenidamente, logre terminar felizmente el proce-
so de instalación.
Otra opción es trabajar con un IDE online. Hay algunos a disposición.
Creo que el mejor por ahora está en está dirección: https://www.onlinegdb.
com/.
¡Ánimo! Instale una herramienta de programación. O ubíquese en una
online... Mientras no lo haya hecho no merece la pena que siga leyendo
este manual de prácticas...
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IDE url
Lenguajes
soportados
Sistemas
operativos
Eclipse http://www.eclipse.org/
C, C++, Java,
JSP, Phyton,
PHP
Windows, Linux,
Mac OSX
CodeLite http://www.codelite.org/
C, C++ Windows, Linux,
Mac OSX
NetBeans http://netbeans.org/index.html
C, C++, Java,
JSP, Phyton,
PHP, Groovy
Windows, Linux,
Solaris, Mac
OSX
XCode http://developer.apple.com/xcode/
C, C++,
Objective-C
Mac OSX
CodeBlocks http://www.codeblocks.org/
C, C++ Windows, Linux,
Mac OSX
Tabla 2.1: Relación de algunos IDEs de libre distribución, para programar
en lenguaje C.
SECCIÓN 2.2
IDE: Puesta en marcha
No sabemos qué IDE ha instalado usted finalmente. No podemos hacer
aquí una guía para cada IDE. Los sugeridos en la Tabla 2.1 ofrecen en su
web suficiente documentación para que usted se habitúe a moverse por
la aplicación. Verá en cualquiera de ellos un programa del aspecto de un
editor de texto pero con algunos botones y algunos menús de opciones
desconocidos. Y es que no se trata sólo de un editor de texto: se trata de
un editor de programas... Y esos programas, escritos en C, luego hay que
compilarlos..., y linkar (¿?: enlazar)..., y ejecutarlos..., y depurarlos...
Lo primero que debe hacer es ejecutar el programa de edición de código
que acaba de instalar. Seguramente, durante la instalación se le ha su-
gerido la creación de un acceso directo en su escritorio y de un icono de
acceso rápido en la barra de tareas. Además, se habrá creado un acceso
directo en el menú inicio de Windows. Cualquiera de esas vías le sirve
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para arrancar el entorno de programación IDE que usted haya instalado
y poder, así, comenzar a trabajar.
Una vez arrancado su IDE, le recomendamos que se arregle un poco la
ventana de la aplicación. Tenga localizada la vista del espacio de trabajo
(Workspace View, Management, etc.: cada IDE tendrá su propio nombre).
Los IDEs suelen tener un menú View, donde puede indicar que muestre
la ventana del Workspace.
Un espacio de trabajo (workspace) es el lugar donde se guardará su traba-
jo. Algunos IDEs le permitirán crear tantos workspace como usted desee,
aunque sólo podrá tener uno activo cada vez. En ese caso, podrá decidir
en qué directorio del disco desea crear cada uno de esos espacios. Es el
caso, entre otros, de Codelite, o de Eclipse. Otros IDEs le ofrecerán un
único workspace, donde usted creará todos sus proyectos. Pero usted no
podrá decidir dónde se crea éste. En ese caso, deberá decidir la ubicación
de cada uno de sus proyectos. Ése es el caso, por ejemplo, de CodeBlocks.
Importante: El nombre de la carpeta del Workspace debe ser sencillo, sin
caracteres que sean distintos a los caracteres alfabéticos, los numéricos,
o el carácter subrayado; tampoco acentúe ninguna letra. Esto no es una
colección de restricciones que exige CodeLite, o CodeBlocks, u otro IDE:
es conveniente que todas sus carpetas verifiquen esas mismas condicio-
nes. También debe seguir las mismas restricciones a la hora de crear un
nuevo proyecto. No haga nombres que no cumplan esas restricciones.
Los espacios en blanco, los puntos, los guiones,... ¡no los use!: posible-
mente no pase nada si no es cuidadoso con esto... ¡hasta que pasa!... Que
pasa.
ADVERTENCIA n. 1
Sí: lo acabamos de decir. Pero es necesario destacarlo: Los nombres de los directorios
(las carpetas) donde usted vaya a crear sus espacios de trabajo y sus proyectos no
deben tener espacios en blanco, ni caracteres acentuados, ni la letra 'Ñ'. No guarde
su código en una carpeta dentro de "Mis Documentos", porque su nombre tiene un
espacio en blanco. No lo guarde en la carpeta "Informática", porque su nombre tiene
un carácter acentuado. Tampoco lo guarde en la carpeta "Año2345" porque la letra
'ñ' también da problemas.
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Deberá dedicar un tiempo a moverse por la nueva herramienta. Debe-
rá aprender a abrir un workspace, a cerrarlo, a pasar de uno a otro...
Deberá aprender a crear, dentro de un workspace, un nuevo proyecto, o
eliminarlo. Al menos debe aprender a manejar esas dos cosas.
SECCIÓN 2.3
Primer Programa
En su Workspace debe crear ahora un proyecto. Al indicar al IDE que
desea crear un nuevo proyecto, éste le ofrecerá distintas posibilidades,
según el tipo de proyecto que quiera crear. Usted debe elegir uno de tipo
Aplicación para consola. La herramienta de programación le solicitará
alguna información adicional, como el nombre y la ubicación en disco
donde desea almacenar el proyecto. También deberá indicar que su pro-
yecto es para un programa en C (no C++).
Le aparecerá, anidado en la carpeta del espacio de trabajo, otra carpeta
con el nombre de su proyecto. Y dentro de ella una nueva carpeta donde
se guarda el código fuente creado por defecto, en un archivo posiblemente
llamado main.c (todas esas especificaciones pueden variar de un IDE a
otro). Si abre el archivo de extensión .c (doble click sobre él) podrá ver
el código que se ha creado y que será igual o algo parecido a lo que
se muestra en el Cuadro de Código 2.1 (la numeración a la derecha de
algunas de las líneas de código y mostrada entre los caracteres /* y */
han sido introducidos por el autor y no forma parte del código útil del
programa; no le deben aparecer a usted en el documento main.c que le
ha generado el editor de programas).
Cuadro de código 2.1: Primer programa en C
#include <stdio.h> /* 01 */
#include <stdlib.h> /* 01 */
int main(int argc, char **argv) /* 02 */
{ /* 03 */
printf("hello world\n"); /* 04 */
return 0; /* 05 */
} /* 06 */
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Es un programa muy sencillo. Imprime una cadena de texto por panta-
lla ("hello world": vea la línea /*04*/) y termina. Desde luego, puede
cambiar el texto de esa cadena. Hágalo: por ejemplo, ponga "Mi primer
programa en C... ". El código modificado quedara como el recogido en
el Cuadro de Código 2.2.
Cuadro de código 2.2: Modificación al primer programa
#include <stdio.h>
#include <stdlib.h>
int main(int argc, char **argv)
{
printf("Mi primer programa en C...\n");
return 0;
}
Así, habrá creado su primer y propio programa. Después de esto, sólo le
queda seguir aprendiendo a programar...
Si abre, a través del explorador de archivos de su ordenador, la carpeta
del espacio de trabajo, verá que dentro de ella aparece una nueva carpeta:
con el nombre que usted le haya querido dar al proyecto. Y dentro de esa
nueva carpeta aparecerá el documento con nombre main de extensión .c,
y un archivo de tipo Project. El primero de los dos es el archivo de texto
donde queda recogido el código fuente. Puede, si quiere, abrirlo con el
bloc de notas o con el WordPad y verá el texto introducido. Pero si lo hace
ahora, verá el código del programa primero, antes de la modificación: y
es que aún no ha guardado el nuevo código.
Vuelva a la ventana de su aplicación IDE. Ahora vamos a realizar tres
operaciones:
1. Primera, GUARDAR el nuevo código. Para ello tiene múltiples cami-
nos, como en cualquier aplicación de ventanas.
2. Segunda, COMPILAR el programa escrito y ENLAZAR para construir
el ejecutable. Ya ha quedado explicado qué es eso de compilar el pro-
grama. Para hacer esa operación, de nuevo tiene varias vías dentro
de las opciones de su IDE.
En cuanto haya ejecutado el proceso de construcción del proyec-
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to podrá consultar, en el panel de mensajes de salida, el resultado
de su compilación. Allí verá usted algún mensaje indicando que el
proceso se ha finalizado correctamente, o señalando las líneas del
código donde usted tiene algún error sintáctico.
Si ha conseguido compilar y construir correctamente, habrá creado
entonces un archivo ejecutable. Lo puede encontrar en la carpeta
del espacio de trabajo, en la carpeta del proyecto creado. Si lo eje-
cuta desde esa carpeta es posible que vea apenas nada. Porque la
aplicación se abrirá, ejecutará la línea de texto y se cerrará al ins-
tante. Puede arreglar eso insertando una nueva línea, tal y como se
muestra en el Cuadro de Código 2.3 (línea marcada con /*01*/).
Cuadro de código 2.3: Ejecución de órdenes del SO. Ejemplo con
system(pause)
#include <stdio.h>
#include <stdlib.h>
int main(int argc, char **argv)
{
printf("Mi primer programa en C...\n");
system("pause"); /* 01 */
// "pause", valido solo para Windows
return 0;
}
3. Tercera, EJECUTAR la aplicación desde el propio IDE. Para ello debe
buscar el botón, o la opción de menú, que indique algo parecido
a Run. También existe en algunos IDEs la opción combinada de
Build + Run: esta opción compila el programa y si logra terminar el
proceso, entonces lanza la ejecución del programa recién creado.
Al ejecutar la aplicación se abrirá una ventana de consola, y en ella
aparecerá el texto que venía recogido dentro de la función printf()
que habíamos escrito en nuestro código. Ahora aparece también un
texto que le sugiere que pulse cualquier tecla antes de terminar la
ejecución de la aplicación. Si así lo hace, se cerrará la ventana de
ejecución, o ventana de comandos de Windows. Y tenga en cuenta
que mientras no cierre esa ventana, no podrá lanzar a ejecutar desde
el IDE ningún otro programa.
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2.3.1. Algunas observaciones a nuestro primer programa
Vamos a ir viendo el código de este primer programa. No es indescifrable,
y con un poco de buena voluntad se puede lograr comprender todo o casi
todo. Las referencias a las líneas están tomadas del Cuadro de Código 2.1.
1. Lo primero que encontramos en nuestro programa es la línea #include
<stdio.h> (vea línea /*01*/). Esta palabra, include, no es una pa-
labra de C. Todas las veces que vea una palabra precedida del ca-
rácter almohadilla (#) estará ante lo que se llama una directiva de
preprocesador. No hay muchas, sino algo más de una docena. Y
usted en este curso introductorio solo va a conocer dos: la que aho-
ra nos ocupa, include, y otra. Las directivas envían mensajes al
compilador, y el compilador las ejecuta en cuanto se las encuentra.
La directiva include informa al compilador que, al código escrito en
nuestro archivo .c hay que insertarle el del archivo de cabecera que
se indica entre ángulos.
El archivo stdio.h es un archivo de cabecera. Recoge la informa-
ción mínima necesaria para poder usar en nuestro programa dife-
rentes funciones de entrada y salida estándar por consola (ratón,
teclado, pantalla) u otras vías: archivos, la red, etc.
Con esta directiva, por tanto, informamos al compilador que nues-
tro programa hará uso de algunas funciones, de entrada y salida,
que ya están creadas y compiladas. Usted puede considerar —por
ahora— que una función es como un trozo de código ya compilado
que le resuelve tareas concretas. Ese código no está en nuestro do-
cumento programa main.c. Pero ahora, con la directivas include,
que implican la inclusión de un determinado archivo de cabecera,
nuestro programa ofrece la información mínima necesaria para que
el compilador pueda verificar si, en nuestro código, hemos hecho un
uso correcto de esas funciones que ya están compiladas y que, más
tarde, el linkador (o enlazador) enlazará con nuestro código para
crear, por fin, el programa ejecutable.
También puede aparecer (eso depende, de nuevo, del IDE con el que
usted está trabajando) una línea con la directiva
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#include <stdlib.h>
El archivo stdlib.h es otro archivo de cabecera. Ya lo ira conocien-
do . . .
2. La siguiente línea (marcada con el número /*02*/) es la cabecera
de la función principal: int main(int argc, char **argv). No ha
de entender ahora mismo todo lo que allí se pone. De hecho, por
ahora bastaría que la cabecera tuviera la siguiente apariencia: int
main(void). Con el tiempo se dará cuenta que todo programa eje-
cutable debe tener su propia función main; que todos sus proyectos
tendrán, de hecho, una función principal; y que no puede crear un
proyecto con más de una función con ese nombre.
El código que recoge todas las sentencias que debe ejecutar la fun-
ción principal va delimitado por dos caracteres de apertura y cierre
de llave (líneas de código /*03*/ y /*06*/): {}. Desde luego, el có-
digo de esta primera función main() es muy simple: una línea (línea
/*04*/) en la que se indica que el programa debe mostrar, a través
de la consola de ejecución un determinado texto que viene reco-
gido entre comillas dobles. Es sencillo entender que eso es lo que
manda hacer la función printf(). El uso de esta función está am-
pliamente desarrollado en el Capítulo 8 del manual de referencia de
la asignatura y en el Capítulo 3 de este manual; y aprenderá a uti-
lizarla correctamente en la práctica propuesta en el Capítulo 5 de
este libro.
3. En la última línea (/*05*/) de la función principal encontramos una
sentencia con la palabra reservada return. Esta línea indica el final
de la ejecución de la función main y devuelve el control al sistema
operativo. No es ahora el momento de comprender del todo su sig-
nificado. Por ahora, simplemente inserte esta línea al final de cada
una de sus funciones main(). Tiempo habrá de llegar a todo.
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SECCIÓN 2.4
Segundo programa
No se trata de que ahora comprenda todo lo que va a hacer: ya llegará a
aprender y comprender cada detalle de la programación. Ahora cree un
nuevo proyecto (llámelo como quiera) y elimine el código que aparecerá
en el archivo main.c que se creará por defecto. Escriba en su lugar lo
sugerido en el Cuadro de Código 2.4.
Cuadro de código 2.4: Programa que muestra enteros en hexadecimal
#include <stdio.h>
int main(void)
{
short a = 0x7FFA;
do
{
a++;
printf("a --> %+6hd (%04hX)", a , a);
getchar();
}while(a != (signed short)0x8005);
return 0;
}
No se trata, repeto, de que lo entienda ahora. Se trata de que escriba có-
digo. Es la única vez que le recomiendo copiar sin entender. Pero siempre
hay una primera vez en la que hay que andar completamente guiados de
la mano.
Guarde... Compile... Ejecute... Tendrá en pantalla la siguiente salida:
a -> +32763 (7FFB)
Si va pulsando la tecla Intro irán apareciendo más valores...
a -> +32763 (7FFB)
a -> +32764 (7FFC)
a -> +32765 (7FFD)
a -> +32766 (7FFE)
a -> +32767 (7FFF)
Como puede ver, cada vez que pulsa la tecla de Intro se incrementa en 1 el
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valor de a que se muestra en pantalla. La a es una variable (ya entenderá
más adelante qué es una variable...) de 16 bits (2 bytes) que codifica los
enteros con signo. Su dominio va, por tanto, desde el −2−15 = −32.768
hasta el +215 − 1 = +32.767.
¿Cuál es el siguiente valor que aparecerá en pantalla? Pulse la tecla Intro
y lo verá. En el Capítulo 3 del manual de referencia tiene una explicación
del comportamiento de esta variable.
SECCIÓN 2.5
Tercer programa
Ya le he dicho que no se pretende ahora que lo entienda todo. Está por
delante la tarea de ayudarle a aprender un lenguaje de programación. Y
partimos del supuesto de que usted no sabe ni de lenguajes ni de pro-
gramación. Y es complicado ir poco a poco mostrándole las numerosas
piezas de este puzle, porque por más que vea no es fácil contextualizar-
las. En esta primera práctica no se trata de que usted entienda todo lo
que se le muestra, sino simplemente que vea y haga lo mismo que se le
muestra hecho. Un paseo por casi todo aún sabiendo que no se entiende
casi nada. Paciencia.
Todo programa ejecutable tiene una función principal. Esta función se
llama main, y usted ya ha creado varias. Como ya le hemos dicho, un
programa (identifique usted por ahora programa con proyecto) no puede
tener dos funciones principales: si lo intenta, el compilador le informará
del error y no logrará crear el archivo con el código objeto compilado.
ADVERTENCIA n. 2
Ningún proyecto puede tener dos funciones main().
Si se desean crear varios programas, entonces deberemos crear varios
proyectos. Un espacio de trabajo puede tener tantos proyectos como desee.
Pero un proyecto sólo tiene una función principal. Hagamos otro progra-
ma. Creamos un nuevo proyecto y editamos el archivo main.c. Y escribi-
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mos el código del Código 2.5.
Cuadro de código 2.5: Programa que Calcula la raíz cuadrada de un número
positivo
#include <stdio.h>
#include <math.h> /* 01 */
/* Programa que recibe del usuario un valor
* en coma flotante y calcula y muestra por
* pantalla el valor de su raiz cuadrada.
*/
int main(void)
{
double a; /* 02 */ // Para valor de entrada.
double r; /* 03 */ // Para raiz de a.
// Primer paso: entrada del valor de a...
printf("Valor de a ... ");
scanf("%lf", &a);
// Segundo paso: calculo de la raiz de a...
r = sqrt(a); /* 04 */
// Tercer paso: mostrar valor de la raiz...
printf("Raiz cuadrada de %f es %f\n", a, r);
return 0;
}
Este programa solicita del usuario un valor en coma flotante (un valor,
diríamos, Real o Racional) y devuelve la raíz cuadrada de ese valor intro-
ducido que luego muestra por pantalla.
En este programa hay varias novedades entre las que conviene señalar
las dos siguientes:
1. Comentarios. Un comentario es cualquier cadena de texto que el
compilador ignora. Son muy útiles y convenientes, sobre todo cuan-
do el código redactado va tomando cierta extensión. Tenga por cierto
que el código que usted redacte en una intensa y fructífera jorna-
da de trabajo le resultará claro y nítido a la media hora de haber
terminado la redacción... y oscuro y espeso, hasta casi decir indes-
cifrable, a los pocos días de esa buena jornada de trabajo. No escriba
programas pensando únicamente en el compilador: piense en usted,
programador, y en quienes quizá más tarde deberán trabajar sobre
su código.
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ADVERTENCIA n. 3
Es muy mala práctica de programación no insertar comentarios. Es el camino
más corto para lograr que su código sea inútil. Con frecuencia resulta más
cómodo reinventar de nuevo un código que intentar descifrar un código ya olvi-
dado y no comentado.
Hay dos formas de introducir comentarios en un programa redacta-
do en C: la primera es insertar la cadena de texto barra asterisco:
/*. A partir de ese momento, todo lo que el compilador encuentre en
el archivo será ignorado... hasta que aparezca la cadena asterisco
barra: */ (puede ver varias líneas de comentario antes del encabe-
zado de la función main). La segunda forma es insertar dos barras
seguidas: // (por ejemplo, líneas /*02*/ y /*03*/ del Cuadro de
Código 2.5). A partir de ellas, y hasta que no haya un salto de línea,
el texto que siga será considerado comentario, y el compilador lo ig-
norará. En estas dos líneas indicadas, el código anterior a las dos
barras sí es válido para el compilador; el comentario no comienza
sino más allá, a la derecha de las dos barras.
2. El uso de la función sqrt (línea /*04*/ del Cuadro de Código 2.5).
Esta función realiza el cálculo de la raíz cuadrada de un número que
recibe entre paréntesis. Para poder hacer uso de ella, se debe incluir
un nuevo archivo de cabecera con nombre de cabecera math.h (línea
/*01*/).
Uno puede preguntarse cuántas funciones y cuántos archivos de
cabecera están disponibles. La respuesta es que muchísimas y mu-
chísimos. Pero no desespere. Poco a poco las irá conociendo. Es
mejor conocer las que vaya a necesitar, y no aprenderlas todas para
luego usar unas pocas.
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CAPÍTULO 3
Uso de las funciones de
entrada y salida de datos
por consola
En este capítulo...
3.1 Uso de la función printf() . . . . . . . . . . . . . . . . . . . . . 34
3.1.1 Mostrar texto por pantalla . . . . . . . . . . . . . . . . . . . . 34
3.1.2 Mostrar valores de variables o expresiones . . . . . . . . . . 37
3.2 Uso de la función scanf() . . . . . . . . . . . . . . . . . . . . . . 41
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Para aprender a usar las funciones que permiten mostrar información
del programa a través de la pantalla (printf()) e ingresar nueva infor-
mación por teclado (scanf()) el camino más rápido es el de la práctica.
Se aprende a usar, usando. Primer veremos la función printf() y, a
continuación la función scanf().
SECCIÓN 3.1
Uso de la función printf()
Creamos un nuevo proyecto denominado USOPRINTF. Tal y como se ha
analizado en la práctica anterior, al crear un nuevo proyecto el IDE (Co-
delite, CodeBlocks, . . . ) genera, automáticamente, un código similar al
mostrado en el Cuadro de Código 3.1.
Cuadro de código 3.1: Primeros compases con la función printf().
#include <stdio.h>
int main(int argc, char **argv)
{
printf("hello world\n");
return 0;
}
3.1.1. Mostrar texto por pantalla
Como ya hicimos en la práctica anterior, modificamos el código del pro-
grama cambiando el texto a mostrar por pantalla, como se puede ver en
el Cuadro de Código 3.2.
Cuadro de código 3.2: Primeros compases con la función printf().
#include <stdio.h>
int main(int argc, char **argv)
{
printf("The C Programming Language.");
return 0;
}
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y el resultado del mismo será mostrar por pantalla el texto recogido entre
comillas dobles y entre paréntesis en la llamada a la función printf().
Vemos, pues, que la función printf() nos permite mostrar información
por pantalla. Como toda función, printf lleva después de su nombre
unos paréntesis: (). Entre comillas dobles, y dentro de los paréntesis,
printf() recibe el texto que se desea mostrar por pantalla.
Supongamos que queremos añadir el texto "Edition 1". En este caso,
lo primero que pensamos es algo parecido a lo recogido en el Cuadro
de Código 3.3, aunque también podemos hacerlo como se recoge en el
Cuadro de Código 3.4. Y en ambos casos obtenemos un resultado idéntico
por pantalla (ver Figura 3.1).
Cuadro de código 3.3: Primeros compases con la función printf().
#include <stdio.h>
int main(int argc, char **argv)
{
printf("The C Programming Language.Edition 1");
return 0;
}
Cuadro de código 3.4: Primeros compases con la función printf().
#include <stdio.h>
int main(int argc, char **argv)
{
printf("The C Programming Language.");
printf("Edition 1");
return 0;
}
Figura 3.1: Fases del desarrollo de un programa.
Esto es debido a que en la segunda llamada a la función printf(), ésta
continúa su ejecución “escribiendo” allí donde el cursor se quedó la últi-
36 Capítulo 3. Funciones de entrada y salida por consola
ma vez que se ejecutó la función, es decir, en la siguiente posición de la
ventana de ejecución más allá del '.' que sigue a la palabra "Language".
Si se desea introducir un salto de línea (como cuando, en un editor de
texto, pulsamos la tecla Enter) debemos hacer uso de los caracteres de
control. Todos ellos comienzan con la barra invertida ('\') seguida de
una letra: una letra distinta específica para cada carácter de control. Así,
por ejemplo, '\n' representa el carácter de control que significa salto
de línea o nueva línea. Cada vez que el ordenador encuentre '\n', en
la cadena de texto a imprimir mediante printf(), se va a introducir un
nuevo salto de línea. De esta forma si se ejecuta el código recogido en
el Cuadro de Código 3.5, donde en la línea /*01*/ hemos introducido el
carácter de control nueva línea, la salida por pantalla ocupará ahora 2
líneas de texto (ver Figura 3.2).
Cuadro de código 3.5: Primeros compases con la función printf().
#include <stdio.h>
int main(int argc, char **argv)
{
printf("The C Programming Language.\n"); /*01*/
printf("Edition 1");
return 0;
}
Figura 3.2: Salida por pantalla del código mostrado en Cuadro de código 3.5.
La Tabla 3.1 recoge los caracteres de control más habituales. Aprenderá
unos pocos: aquellos que use.
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\a Carácter sonido. Emite un pitido breve.
\v Tabulador vertical.
\0 Carácter nulo.
\n Nueva línea.
\t Tabulador horizontal.
\b Retroceder un carácter.
\r Retorno de carro.
\f Salto de página.
\' Imprime la comilla simple.
\" Imprime la comilla doble.
\\ Imprime la barra invertida '\'.
\xdd dd es el código ASCII, en hexadecimal, del carácter que se
desea imprimir.
Tabla 3.1: Caracteres de control para la función printf().
3.1.2. Mostrar valores de variables o expresiones
Una vez que sabemos imprimir un texto predeterminado, vamos a ver
el procedimiento para mostrar por pantalla el valor de una variable de
nuestro programa o de una expresión. Supongamos que queremos mos-
trar por pantalla el valor de una determinada variable entera, x, de tipo
int. Para ello, debemos hacer uso del carácter reservado '%'. Este ca-
rácter, junto con otros que le siguen, indican que en esa posición de la
cadena de texto se mostrará un valor de una variable o expresión. Junto
con el carácter '% ' también se recogen unos caracteres que permiten
describir a la función printf() un formato de representación. Por esta
razón, al carácter '%' junto con los caracteres que le siguen, se les deno-
mina especificadores de formato. El especificador de formato utilizado
depende de dos factores: (1) del tipo de dato de la variable o expresión
cuyo valor se desea insertar en una determinada posición de la cadena
de texto; y (2) de la forma en que deba ir impreso ese valor. En el primer
caso se pueden incluir modificadores de tipo; en el segundo caso, se
incluyen los llamados anchos de campo y precisión y las banderas de
alineamiento de texto.
Por ejemplo, si se quiere mostrar por pantalla, en formato decimal (base
10), el valor entero almacenado en la variable x, se debe utilizar la cadena
de especificación de formato "%d". Deberemos situar los caracteres%d
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en la posición del texto donde queramos que se muestre el valor de x.
Después de las comillas dobles de cierre de cadena se escribe una coma
y a continuación el nombre de la variable. Así, el código C necesario para
mostrar el valor de la variable x es el recogido en el Cuadro de Código 3.6.
Así puede verse en la línea /*01*/ de ese código. El resultado que por
pantalla ofrece la ejecución de Cuadro de Código 3.6 es el mostrado en la
Figura 3.3.
Cuadro de código 3.6: Función printf(): mostrar valores de
variables.
#include <stdio.h>
int main(void)
{
int x = 1;
printf("The C Programming Language.\n");
printf("Edition %d", x); /* 01 */
return 0;
}
Figura 3.3: Fases del desarrollo de un programa.
En el Cuadro de Código 3.7 se muestra un ejemplo con dos variables. En
la línea marcada (/*01*/) vemos que en la cadena de texto a imprimir
que recibe la función printf() se han incluido dos especificaciones de
formato, ambos para variables enteras y para ser mostradas en formato
decimal (base 10); la primera variable (x), que es la primera que queda in-
dicada después de la cadena de texto y después de la coma, se imprimirá
de acuerdo al primer especificador de formato; la segunda (y) se mostrará
donde se encuentra el segundo especificador de formato.
Cuadro de código 3.7: Función printf(): mostrar valores de
variables.
#include <stdio.h>
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int main(void)
{
int x = 1, y = 1978;
printf("The C Programming Language.\n");
printf("Edition %d - Year %d", x, y); /* 01 */
return 0;
}
En la Figura 3.4 se muestra la salida que, por pantalla, tendremos cuan-
do ejecutemos el programa recogido en el Cuadro de Código 3.7. La Ta-
Figura 3.4: Fases del desarrollo de un programa.
bla 3.2 resume el conjunto especificadores de formato disponibles en el
lenguaje C. Los especificadores de formato presentan múltiples opciones
para la representación de información. A modo de resumen, se recoge en
el Cuadro de Código 3.8 un ejemplo auto-explicativo. Para más detalles,
consultar el manual de referencia de la asignatura.
Escriba y compile en su editor de programas el código propuesto en el
Cuadro de Código 3.8. En él se muestran distintos ejemplos de uso de la
función printf(). Analice la salida que, por pantalla, ofrecerá el progra-
ma cuando lo ejecute.
Cuadro de código 3.8: Función printf(): mostrar valores de
variables.
#include <stdio.h>
int main(void)
{
int x = 45;
double y = 23.354;
char z = 'h';
printf("x con el formato %%d: %d\n", x);
printf("x con el formato %%1d: %1d\n", x);
printf("x con el formato %%10d: %10d\n", x);
printf("\n");
printf("y con el formato %%f:/%f/\n", y);
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%d Entero con signo, en base decimal.
%i Entero con signo, en base decimal.
%o Entero (con o sin signo) codificado en base octal.
%u Entero sin signo, en base decimal.
%x Entero (con o sin signo) codificado en base hexadecimal,
usando letras minúsculas. Codificación interna de los en-
teros.
%X Entero (con o sin signo) codificado en base hexadecimal,
usando letras mayúsculas. Codificación interna de los en-
teros.
%f Número real (float o double) con signo.
%e Número real (float o double) con signo en formato cien-
tífico, con el exponente 'e' en minúscula.
%E Número real (float o double) con signo en formato cien-
tífico, con el exponente 'e' en mayúscula.
%g Número real (float o double) con signo, a elegir entre
formato e ó f según cuál sea más corto.
%G Número real (float o double) con signo, a elegir entre
formato E ó f según cuál sea más corto.
%c Un carácter. El carácter cuyo ASCII corresponda con el va-
lor a imprimir.
%s Cadena de caracteres.
%p Dirección de memoria.
%n No lo explicamos aquí ahora.
%% Si el carácter% no va seguido de nada, entonces se imprime
el carácter sin más.
Tabla 3.2: Especificadores de tipo de dato en la función printf().
printf("y con el formato %%.3f: /%.3f/\n", y);
printf("y con el formato %% .2f: /% .2f/\n", y);
printf("-y con el formato %% .2f: /% .2f/\n", -y);
printf("y con el formato %%5.1f: /%5.1f/\n", y);
printf("y con el formato %%10.3f:/%10.3f/\n", y);
printf("y con el formato %%-10.3f:/%-10.3f/\n", y);
printf("y con el formato %%08.2f: /%08.2f/\n", y);
printf("\n");
printf("z con el formato %%c: /%c/\n", z);
printf("el valor ASCII de z con %%d: /%d/\n", z);
printf("%s /%d/\n", "el valor ASCII de z %%d:", z);
return 0;
}
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ADVERTENCIA n. 1
Para imprimir el carácter '%' es necesario utilizar '%%'.
Además de los especificadores de tipo de dato, están los modificadores de
tipo. Éstos son caracteres que modifican, en algo, la información que se
indica con el modificador de tipo. Son pocos, y se pueden enumerar en
un párrafo, sin necesidad de recogerlos en tabla:
Si se desea indicar que el tipo de dato entero es largo, entonces se
utiliza el modificador de tipo 'l'. Así, si la variable ha sido declarada
de tipo long, entonces se dirá "%ld" o "%li", o "%lX", o "%lu" (si
es unsigned long)...
Si se desea indicar que el tipo de dato entero es corto, entonces se
utiliza el modificador de tipo 'h'. Así, si la variable ha sido declarada
de tipo short, entonces se dirá "%hd" o "%hi", o "%hX", o "%hu"
(si es unsigned short)...
Si se desea indicar que el tipo de dato entero es doblemente largo,
entonces se utiliza el modificador de tipo "ll". Así, si la variable
ha sido declarada de tipo long long, entonces se dirá "%lld" o
"%lli", o "%llX", o "%llu" (si es unsigned long long)...
SECCIÓN 3.2
Uso de la función scanf()
Una vez hemos aprendido a mostrar información por pantalla, necesita-
mos conocer también cómo leer la información introducida por el usuario
a través del teclado. Para ello, el lenguaje de programación C dispone, en-
tre otras, de la función scanf().
Cree un nuevo proyecto denominado USOSCANF con el código recogido en
el Cuadro de Código 3.9, que permite solicitar al usuario la introducción
de un valor (entero en el ejemplo) que se guardará o almacenará en (suele
decirse que ese valor se asignará a) una variable (variable x en el ejemplo),
y después lo muestra por pantalla.
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Cuadro de código 3.9: Función scanf(): asignación de un valor a una va-
riable por entrada desde teclado.
#include <stdio.h>
int main(void)
{
int x;
printf("Introduzca un entero ... ");
scanf(" %d", &x); /* 01 */
printf("Entero: %d", x);
return 0;
}
En el código del Cuadro de Código 3.9, si analizamos la sentencia donde
aparece scanf() (línea /* 01 */) podemos ver su sintaxis básica:
scanf(" cadena de control", &var);
"cadena de control": Con la cadena de control se indica a la
función scanf() el tipo de dato de la variable donde almacenará
el valor introducido por el usuario desde el teclado. Así, dentro de
los paréntesis de la función scanf() y antes de la coma, apare-
ce, entre comillas dobles, el especificador de formato del dato que
indica ese tipo de dato. En este caso es un número entero —en for-
mato decimal— y se emplea%d. Los especificadores de formato si-
guen [casi] las mismas pautas que hemos mostrado para la función
printf().
Esta palabra (“casi”) requieren una aclaración. Efectivamente, en
la Tabla 3.2 se recogen los especificadores de tipos de dato. Se ha
explicado antes que también existen modificadores de tipo: 'h', 'l',
o "ll". Cuando se utilizan esos especificadores y modificadores de
tipo con la función scanf() hay un nuevo uso del modificador 'l':
Su el tipo de dato es double, entonces se indica "lf".
Otro detalle importante a destacar: conviene que la cadena de con-
trol comience con el carácter espacio. En el manual de teoría se ex-
plica por qué. Ahora eso da igual: lo importante es que adquiera el
hábito de introducir SIEMPRE ese carácter. Se ahorrará problemas.
Ampersand (&). Es el operador dirección. Cuando en una expre-
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sión, dentro de un programa en C, aparece el nombre de una va-
riable, esa expresión se evalúa tomando el valor que esa variable
tiene en ese momento. Si el nombre de esa variable va precedido
por este operador dirección (&), entonces en esa expresión ya no se
toma el valor de la variable, sino su dirección en memoria: el código
de su ubicación, que para muchos compiladores tiene formato de
entero de 4 bytes en ordenadores con arquitectura de 32 bits, aun-
que pueden ser también de 8 bytes (para arquitecturas de 64 bits).
En la función scanf() debemos indicar la ubicación o dirección de
memoria de la variable donde se almacenará el dato. Al contrario
que printf(), la función scanf() espera como segundo paráme-
tro, pues, el lugar donde se aloja la variable y no el nombre (= valor)
de la misma.
var: variable donde queremos que quede asignado el valor intro-
ducido por teclado. En el Cuadro de Código 3.9, la ejecución de
la sentencia marcada con /* 01 */ correspondiente a la función
scanf() provoca que la ventana de la consola quede a la espera
de que el usuario introduzca el valor de un dato entero en formato
decimal. Para introducirlo, el usuario deberá teclear ese valor y ter-
minar pulsando la tecla Intro. Este valor quedará almacenado en la
variable x.
ADVERTENCIA n. 2
Introduzca un espacio en blanco, SIEMPRE, entre las comillas que abren la cadena de
control de la función scanf() y el carácter% que precede a los caracteres del modifi-
cador y del especificador de tipo.
long a;
printf("valor de a: ");
scanf(" %ld", &a); // espacio en blanco entre '"' y
'%'.
ADVERTENCIA n. 3
Cuando quiera introducir por teclado un valor para asignarlo a una variable de tipo
double debe utilizar el modificador de tipo 'l'. Cuando quiera mostrar por pantalla
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ese valor no debe utilizarlo.
double x;
printf("valor de x: ");
scanf(" %lf", &x); // Modificador; espacio en blanco
printf("Valor introducido: %f\n", x); // sin
modificador
En la Figura 3.4 se muestra el resultado obtenido al introducir el número
3 por teclado. Para finalizar este ejemplo, escriba el código sugerido en el
Figura 3.5: Fases del desarrollo de un programa.
Cuadro Código 3.10 y compile el proyecto. Tenga en cuenta, como ya ha
quedado explicado más arriba, que al invocar a la función scanf() (vea
/* 01 */, /* 02 */ y /* 03 */) es muy recomendable dejar siempre un
espacio en blanco entre las comillas dobles de inicio de la cadena de texto
del primer parámetro de la función y el tanto por ciento del especificador
de formato.
¿Comprende todo lo que se muestra por pantalla? En cualquier caso, no
se preocupe: vamos aprendiendo paso a paso.
Cuadro de código 3.10: Entrada de caracteres por teclado.
#include <stdio.h>
int main(void)
{
int x;
char y;
float z;
// Lectura de enteros
printf("Introduzca un entero ....");
scanf(" %d", &x); /* 01 */
printf("\nEntero: %d", x);
printf("\n\n");
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// Lectura de caracteres
// 1. Con scanf
printf("Introduzca un caracter ... ");
fflush(stdin); //evita problemas en la lectura de caracteres
scanf(" %c", &y); /* 02 */
printf("\nCaracter: %c", y);
printf("\n");
// 2. Con getchar
printf("Introduzca un caracter ....");
fflush(stdin); //evita problemas en la lectura de caracteres
y = getchar();
printf("\nCaracter: %c", y);
printf("\n\n");
// Lectura de numeros reales
printf("Introduzca ahora un numero real ...");
scanf(" %f", &z); /* 03 */
printf("\nReal: %f", z);
return 0;
}
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CAPÍTULO 4
Literal. Valor. Tipo de dato.
Variable
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Pienso que los conceptos presentados en este capítulo son claves para
el alumno: comprender los conceptos de Literal, Valor, Tipo de dato y
Variable.
SECCIÓN 4.1
Literal
Un Literal es un símbolo que representa un Valor.
Por ejemplo, 'a' es un símbolo que representa un valor.
Por ejemplo, "texto" es un símbolo que representa un valor.
Por ejemplo, 7 es un símbolo que representa un valor.
Por ejemplo, 3.14 es un símbolo que representa un valor.
En los cuatro ejemplos, hemos mostrado un literal (un símbolo) y hemos
afirmado que representa un valor. En ningún caso, sin embargo, hemos
podido en realidad especificar de qué valor se trata. Porque, efectivamen-
te, en la definición del concepto “literal” aparece la palabra “valor”.
Pero... ¿Sabemos que se entiende por VALOR?
SECCIÓN 4.2
Valor
Sugiero esta definición: Un Valor es un Elemento de un Conjunto.
Sin duda estoy de acuerdo con usted: esta definición no dice (aparente-
mente) gran cosa. Porque no sabemos de qué conjunto estamos hablando.
Pero quizá con un ejemplo se pueda clarificar mejor el concepto.
Si cuando llega a la playa se encuentra con una bandera de color
rojo izada en un mástil, entonces usted no debe bañarse porque el
color de esa bandera significa que está completamente prohibido el
baño.
Si se mete en la ducha de su casa y abre un grifo que está marcado
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con un botón de color rojo en el frontal, entonces, si tiene enchufado
el calentador, usted se duchará con agua caliente
Si en el cruce de varias calles se encuentra que el semáforo luce el
rojo usted debe parar.
Si está usted jugando en un campo de fútbol 11 y un señor llama-
do árbitro le enseña una tarjeta de color rojo, entonces usted debe
abandonar el campo y su equipo deberá continuar el partido con un
jugador menos.
El ejemplo del color rojo es sencillo, casi tonto. Pero permite mostrar la
importancia del ámbito, del contexto, cuando hablamos de literales y de
valores. El color rojo es un símbolo (un literal) que significa algo (vale
algo) únicamente si estamos en un conjunto de valores donde el rojo
es uno de sus elementos. El color rojo, así, sin más, no tiene significado
alguno, como tampoco lo tiene el azul o cualquier otro. Y no en todos
los ámbitos todos los colores tienen un significado. Así, por ejemplo, el
color azul en los grifos de su ducha significa agua fría; y el color de la
bandera azul en la playa es el galardón de calidad por cumplir con una
serie de condiciones. Pero una luz de color azul en el semáforo generaría
desconcierto. Y una tarjeta azul en un campo de fútbol no significa nada
en absoluto; sí quizá en un campo de fútbol sala, donde la tarjeta azul
exige expulsión del campo, pero permite el cambio y entrada de un nuevo
jugador que ocupe el lugar del jugador ya sancionado.
Así que, cuando estamos delante de un literal, no debemos interpretar
un valor si no tenemos, a la vez, el contexto en el que ese literal aparece.
Pero: ¿Quién explicita, o especifica, qué valores forman parte de nuestro
conjunto o dominio de valores? ¿Quién decide el ámbito en el que de-
bemos interpretar los literales? ¿Cómo saber, ante un literal presentado
dentro de un programa, cómo debe interpretarse, qué valor significa? Es
necesario un tercer concepto, que permita explicitar el dominio de valo-
res...
50 Capítulo 4. Literal. Valor. Tipo de dato. Variable
SECCIÓN 4.3
Tipo de Dato
Un tipo de dato es la explicitación de un conjunto de valores. El conjunto
de valores especificados por un tipo de dato se llama Dominio. Un tipo
de dato podría ser el código de las banderas de la playa: azul, verde,
amarilla, roja, negra. Otro tipo de dato podría ser el código de colores
de un semáforo: rojo, amarillo, verde. Otro tipo de dato podría ser el de
los valores enteros que se pueden codificar con dos bytes considerando
la posibilidad de codificar valores positivos y negativos: en ese caso, el
dominio sería los enteros comprendidos entre el -32768 (−215) y el +32767
(+215 − 1).
Además, sobre cada tipo de dato se definen una serie de operadores:
aritméticos, relacionales, lógicos, etc. No se puede realizar cualquier ope-
ración sobre cualquier dominio de valores.
Para poner más ejemplos de Tipo de Dato dentro del ámbito de la pro-
gramación en C, podemos hablar del tipo de dato unsigned short int,
que define un dominio o conjunto de valores distinto al especificado con
el tipo de dato signed short int. En el primer caso, los valores del
conjunto definido por el tipo de dato son los enteros comprendidos en-
tre 0 y +65535 (en hexadecimal, entre 0x0000 y 0xFFFF). En el segundo
caso, los valores son los enteros comprendidos entre -32768 y +32767
(en hexadecimallos literales comprendidos entre 0x8000 (valor -32768) y
0xFFFF (valor -1) para los negativos; el literal 0x0000 para el valor cero;
y los literales entre 0x0001 (valor +1) y 0x7FFF (valor +32767) para los
positivos.
Así, por ejemplo, no podemos saber cuál es el valor del literal 0xFFFF si
no sabemos en qué contexto, ámbito o tipo de dato estamos trabajando.
El valor representado por el literal 0xFFFF será (en base 10) +65535 o
-1 según que estemos en el tipo de dato unsigned short int o signed
short int
Una presentación y explicación pormenorizada de los distintos operado-
res definidos para cada tipo de dato en C viene recogida en el Capítulo 7
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del manual de Teoría.
Todos los conceptos presentados hasta el momento son teóricos. Falta
saber cómo se gestiona todo esto en el ordenador, dentro de un programa.
Aquí entra en juego la memoria, los bytes, y el modo en que se codifican
los valores dentro de esa memoria.
SECCIÓN 4.4
Variable
Una variable es un espacio reservado en la MEMORIA del ordenador
para codificar un valor. Un espacio de memoria de un tamaño fijo con-
creto. Un tamaño no cambiante. Si al crear una variable se reservan para
ella, por ejemplo, 2 bytes, entonces no se dará la ocasión de que ocupe
más, o de que ocupe menos.
Una variable es un espacio de memoria que se crea mediante una senten-
cia que llamamos declaración. Al declarar la variable, se crea la variable.
Se reserva entonces un espacio en la memoria para ella y para poder
guardar en ese espacio de memoria un valor (ya veremos cómo).
Una variable sirve para codificar un VALOR. Por eso, porque hablamos
de “valores”, al crear una variable se debe determinar cuál es el conjunto
de valores que podrá codificar: una variable queda declarada para que
codifique valores de un determinado tipo de dato.
En la sentencia de declaración [de creación] de la variable se debe
indicar de qué TIPO DE DATO serán sus valores: el tipo de dato queda
así vinculado a la variable. En C, una vez creada una variable de un
determinado tipo de dato, ya todos los valores que esa variable podrá
codificar serán de ese determinado tipo de dato.
Podemos dar valor a una variable mediante el operador asignación. Po-
demos asignar un determinado valor a la variable en la sentencia de de-
claración. Y podemos cambiar ese valor siempre que queramos mediante
el operador asignación. Podemos asignar a la variable un nuevo valor
introducido mediante un literal; también podemos hacerlo mediante la
asignación de un valor de otra variable; o mediante una expresión creada
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mediante variables, funciones y literales vinculados con operadores. Lo
iremos viendo.
Sólo cuando se ha creado una variable se puede hacer uso de ella: acceder
al espacio de memoria por ella reservada, leer su información y modificar
esa información codificada en ella. Para eso, al declarar una variable,
se deba asignar un NOMBRE o identificador único para poder hacer
referencia a ella. Las reglas de creación de identificadores están en el
manual de teoría.
Así, en resumen, podemos decir entonces que una variable es un espacio
de memoria creado para codificar un valor perteneciente a un determi-
nado tipo de dato y que se referencia mediante un nombre único dentro
de la función o del ámbito donde esa variable haya sido creada.
Habitualmente, cuando queramos referirnos a una variable, utilizaremos
los 4 términos de la definición de variable: nombre (N), tipo (T), referencia
(R) en la memoria, y valor (K): cómo se llama, qué valores puede codificar,
dónde se ubica dentro de la memoria y qué tamaño tiene, y qué valor
codifica en el momento presente. Cuando se crea una variable, queda
inalterable su nombre, su tipo de dato, y su ubicación en memoria. Lo
cambiante (lo “variable”) es el valor que codifica: uno y sólo uno en ca-
da momento. Una variable no puede codificar dos valores a un mismo
tiempo: tiene un código determinado de ceros y unos, que representa su
literal, y ese literal únicamente codifica un valor posible.
Los tipos de dato, las sentencias de declaración, los operadores válidos
para cada tipo de dato, están explicados en el capítulo 7 del manual de
Teoría. Ahora hay que practicar...
SECCIÓN 4.5
Algunos ejemplos
Presentados estos cuatro conceptos, podemos ahora poner algunos ejem-
plos que intenten clarificar su uso y enfaticen la importancia de tenerlos
bien aprendidos.
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Ejemplo 1
Suponga la siguiente secuencia se sentencias:
unsigned short int usi = 0xFFFFFFFF;
signed short int ssi = 0xFFFFFFFF;
unsigned long int uli = 0xFFFFFFFF;
signed long int sli = 0xFFFFFFFF;
printf("usi: %08hX --> %12hu\n", usi, usi);
printf("ssi: %08hX --> %12hd\n", ssi, ssi);
printf("uli: %08lX --> %12lu\n", uli, uli);
printf("sli: %08lX --> %12ld\n", sli, sli);
La salida por pantalla de dicho código se muestra en la Figura 4.1. Acaba-
Figura 4.1
mos de crear [declarar] 4 variables: usi, ssi, uli, y sli. A las 4 le hemos
asignado el mismo literal. Pero no ocurre que las 4 variables tengan el
mismo valor: la variable sli, con signo, interpreta dicho literal como el
valor -1, mientras que la variable uli, que no codifica valores con signo
negativo, interpreta ese literal como el valor +4,294,967,295. Las varia-
bles ssi y usi no pueden asumir más de 16 bits en su codificación; los
valores se asignan a partir de los 16 bits menos significativos: 0xFFFF. Y
así, la variable usi adopta el valor 65,535, mientras que la variable ssi
vale -1.
Suponga la siguiente secuencia se sentencias:
signed short int ssi = -1;
unsigned short int usi = ssi;
unsigned long int uli = ssi;
signed long int sli = ssi;
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Si imprime los resultados, igual que antes hemos hecho con los valores
de estas cuatro variables, obtendremos el mismo resultado. Compruébelo
si quiere.
Quizá sea interesante que vea la salida que, por pantalla, ofrece el si-
guiente código, e intente entender el porqué de esa salida...
#include <stdio.h>
int main()
{
unsigned short int usi1 = -1;
signed short int ssi1 = usi1;
unsigned long int uli1 = usi1;
signed long int sli1 = usi1;
printf("usi1: %08hX --> %12hu\n", usi1, usi1);
printf("ssi1: %08hX --> %12hd\n", ssi1, ssi1);
printf("uli1: %08lX --> %12lu\n", uli1, uli1);
printf("sli1: %08lX --> %12ld\n", sli1, sli1);
printf("----- \n");
signed short int ssi2 = -1;
unsigned short int usi2 = ssi2;
unsigned long int uli2 = ssi2;
signed long int sli2 = ssi2;
printf("usi2: %08hX --> %12hu\n", usi2, usi2);
printf("ssi2: %08hX --> %12hd\n", ssi2, ssi2);
printf("uli2: %08lX --> %12lu\n", uli2, uli2);
printf("sli2: %08lX --> %12ld\n", sli2, sli2);
printf("----- \n");
unsigned long int uli3 = -1;
signed short int ssi3 = uli3;
unsigned short int usi3 = uli3;
signed long int sli3 = uli3;
printf("usi3: %08hX --> %12hu\n", usi3, usi3);
printf("ssi3: %08hX --> %12hd\n", ssi3, ssi3);
printf("uli3: %08lX --> %12lu\n", uli3, uli3);
printf("sli3: %08lX --> %12ld\n", sli3, sli3);
printf("----- \n");
signed long int sli4 = -1;
unsigned long int uli4 = sli4;
signed short int ssi4 = sli4;
unsigned short int usi4 = sli4;
printf("usi4: %08hX --> %12hu\n", usi4, usi4);
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printf("ssi4: %08hX --> %12hd\n", ssi4, ssi4);
printf("uli4: %08lX --> %12lu\n", uli4, uli4);
printf("sli4: %08lX --> %12ld\n", sli4, sli4);
return 0;
}
Copie el código en un proyecto. Compile. Ejecute el programa. ¿Compren-
de la salida por pantalla?
Ejemplo 2
Los literales significan los que significan, dependiendo del contexto [en
lo que hablamos, del tipo de dato] en el que trabajemos. Pero hay que
aprender a evitar algunos errores típicos...
Por ejemplo: supongamos que queremos convertir una temperatura dada
en grados Fahrenheit, a grados Celsius. La expresión para esta conver-
sión es sencilla:
Celsius =
5
9
(Fahrenheit− 32)
La forma de expresarlo en C sería (quizá...):
double F, C;
// Entrada de temperatura en grados Fahrenheit.
printf("Temperatura en Fahrenheit: ");
scanf(" %lf", &F);
// Calculamos la temperatura en grados Celsius:
C = (5 / 9) * (F - 32);
printf("Temperatura en Celsius: %.2f\n", C);
Pero si ejecuta el código [deberá meterlo dentro de una función main()]...,
verá que, sea cual sea la entrada de la temperatura en grados Fahrenheit,
la salida que muestra la temperatura en Celsius es siempre 0.
¿Dónde está el error?
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SECCIÓN 4.6
Los cuatro términos de la variable
Nombre / Tipo / Referencia / Valor: esos son los cuatro términos que
describen una variable. Y los cuatro son necesarios para comprender bien
cómo se comporta una variable en un programa.
Suponga las tres siguientes sentencias:
long a = 12;
short b = -5;
double c = 3.14;
Con ellas se han creado tres variables:
La primera variable: <a, long, Ra, 12>.
La segunda variable: <b, short, Rb, -5>.
La tercera variable: <c, double, Rc, 3.14>.
Al declarar estas tres variables, nosotros hemos elegido sus nombres: a,
b, y c. Al declarar esas variables, nosotros también hemos decidido los
tipos de dato que van a codificar, y con ello también cuántos bytes ocupa-
rán en memoria: long (y por tanto 4 bytes), short (y por tanto 2 bytes),
y double (y por tanto 8 bytes). Cada vez que estas variables aparecen
en la parte izquierda de una asignación (LValue) podemos asignarles un
nuevo valor: 12 para la variable a, -5 para la variable b, y 3.14 para la
variable c.
Lo único que el compilador no nos permite determinar es la ubicación
de las variables creadas: Ra, Rb, y Rc. Obviamente, al reservar el espacio
para la variable a, además del byte ubicado en Ra, también reserva los
tres bytes posteriores, puesto que a es una variable de tipo long y ocupa,
por tanto, 4 bytes. Y al reservar el espacio para la variable b, además
del byte ubicado en Rb, también reserva el byte posterior, puesto que b
es una variable de tipo short y ocupa, por tanto, 2 bytes. Y al reservar
el espacio para la variable c, además del byte ubicado en Rc, también
reserva los siete bytes posteriores, puesto que c es una variable de tipo
double y ocupa, por tanto, 8 bytes.
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ADVERTENCIA n. 1
Conviene que recuerde esta notación: <N, type, RN, KN>: Nombre / Tipo / Referencia
en memoria / Valor.
Y aunque lo irá viendo, recuerde:
Dondequiera que en el programa se escriba el nombre de una varia-
ble, allí el programa tomará el valor de la variable: 12 si el nombre
de la variable es a; -5 si el nombre de la variable es b; 3.14 si el
nombre de la variable es c.
Dondequiera que en el programa se escriba el nombre de la variable,
precedida por el operador &, allí el programa tomará la referencia de
la variable: Ra si el nombre de la variable es &a; Rb si el nombre de
la variable es &b; y Rc si el nombre de la variable es &c.
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CAPÍTULO 5
PRACTICA 1
Expresiones con VARIABLES
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Capítulo 5. PRACTICA 1
Expresiones con VARIABLES
Debe evaluar cada una de las expresiones propuestas en esta práctica.
Debe verificar que sus respuestas son correctas, imprimiendo por panta-
lla los resultados.
1 Suponga la siguiente declaración de variables:
signed short int ssa = 2;
signed short int ssb = 9;
signed short int ssc;
unsigned short int usc;
signed long int sla = 0xFFFF;
signed long int slb = 0x7FFD;
signed long int slc;
double dba = 3.0;
double dbb = 8.0;
double dbc;
Debe ahora indicar la salida que, por pantalla, ofrecerán las sentencias
que se presentan a continuación. Es importante que justifique cada una
de las respuestas. Puede ocurrir que algunas de las sentencias presenten
un error de compilación: debe detectar estos errores y saber por qué se
producen.
1 ssc = ssa / ssb; printf("%hd", ssc);
2 ssc = (double)ssa / ssb; printf("%hd", ssc);
3 ssc = 1 / 2; printf("%hd", ssc);
4 ssc = 1.0 / 2; printf("%hd", ssc);
5 ssc = dba / dbb; printf("%hd", ssc);
6 dbc = dba / dbb; printf("%f", dbc);
7 printf("%c", (short)sla == sla ? 'V' : 'F');
8 printf("%c", (unsigned short)sla == sla ? 'V' : 'F');
9 printf("%c", (short)slb == slb ? 'V' : 'F');
10 printf("%c", (unsigned short)slb == slb ? 'V' : 'F');
11 dbc = 1 / 2; printf("%f", dbc);
12 dbc = ssa / ssb; printf("%f", dbc);
13 ssc = sla * slb; printf("%04hX", ssc);
// sla * slb es igual a 0x7FFC8003.
14 slc = sla * slb; printf("%08hX", slc);
// sla * slb es igual a 0x7FFC8003.
61
15
printf("%c", ssc < sla * slb ? 'V', 'F');
// sla * slb es igual a 0x7FFC8003.
// Tomamos el valor de ssc como desconocido
16 printf("%c", ssc >= ssc++ ? 'V', 'F');
17 printf("%c", usc < 0 ? 'V', 'F');
// Tomamos el valor de usc como desconocido
18 printf("%c", !ssa ? 'V', 'F');
19 printf("%c", ssa & ssb ? 'V', 'F');
20 ssc = sla ^ slb; printf("%04hX", ssc);
21 usc ^= ~usc; printf("%04hX", usc);
22 usc |= ~usc; printf("%04hX", usc);
23 usc &= ~usc; printf("%04hX", usc);
24 printf("%hu", -1);
25 printf("%hd", 32768);
2 Suponga la siguiente declaración de variables:
signed short int ssa = 0xAE03;
signed short int ssb = 0x0014;
signed short int ssc;
unsigned short int usa = 0xAE03;
unsigned short int usb = 0x5F2E;
unsigned short int usc;
double dba = 5.0;
double dbc;
Debe ahora indicar la salida que, por pantalla, ofrecerán las sentencias
que se presentan a continuación. Es importante que justifique cada una
de las respuestas. Puede ocurrir que algunas de las sentencias presenten
un error de compilación: debe detectar estos errores y saber por qué se
producen.
1 dbc = dba << 1; printf("%f", dbc);
2 dbc = ssb << 1; printf("%f", dbc);
3 ssc = ssa << 4; printf("%04hX", ssc);
4 ssc = ssb << 1; printf("%04hX", ssc);
5 ssc = ssa >> 4; printf("%04hX", ssc);
6 ssc = ssb >> 1; printf("%04hX", ssc);
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7 usc = usa >> 4; printf("%04hX", usc);
8 usc = usa ^ usa; printf("%04hX", usc);
9 usc = usa ^ ~usa; printf("%04hX", usc);
10 printf("%c", (usc & 0x1) || !(usc % 2) ? 'V' : 'F');
11 usc = usa & usb; printf("%04hX", usc);
12 usc = usa | usb; printf("%04hX", usc);
13 usc = usa ^ usb; printf("%04hX", usc);
14 printf("%c", ssa < 0 ? 'V' : 'F');
15 printf("%c", usa < 0 ? 'V' : 'F');
16 dbc = dba & ~dba; printf("%f", dbc);
17 printf("%c", ssb == 20 ? 'V' : 'F');
18 printf("%c", ssa < usa ? 'V' : 'F');
19 ssc = ssa >> 20; printf("%04hX", ssc);
20 ssc = ssb >> 20; printf("%04hX", ssc);
21 printf("%hd", sizeof(ssa));
22 printf("%hd", sizeof(dba));
23 dbc = dba++; printf("%.2f", dbc);
24 ssb += 2; printf("%hd", ssb);
25 ssa *= 1; printf("%04hX", ssa);
3 Suponga la siguiente declaración de variables:
long b = 10;
short c = -25;
unsigned short d = 101;
Debe ahora indicar la salida que, por pantalla, ofrecerán las sentencias
que se presentan a continuación. Es importante que justifique cada una
de las respuestas. Puede ocurrir que algunas de las sentencias presenten
un error de compilación: debe detectar estos errores y saber por qué se
producen.
1 printf("%c", b > c ? 'V' : 'F');
2 printf("%c", (b > c && b > d) ? 'V' : 'F');
3 printf("%c", (b && !b) ? 'V' : 'F');
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4 printf("%c", b < 10 || (b >= 10 && b % 3) ? 'V':'F');
5 printf("%c", (~0 == -1) ? 'V' : 'F');
6 printf("%c", (-c > 5 && c % 5) ? 'V' : 'F');
7 printf("%c", !b ? 'V' : 'F');
8 printf("%c", (d / 4 == -c) ? 'V' : 'F');
9 printf("%c", (b == d / b) ? 'V' : 'F');
10 printf("%c", (2 * b++ == -c - 3) ? 'V' : 'F');
11 printf("%c", (b == b++) ? 'V' : 'F');
12 printf("%c", (b == ++b) ? 'V' : 'F');
4 Suponga la siguiente declaración de variables:
short a, b;
unsigned short c;
Debe ahora indicar la salida que, por pantalla, ofrecerán las sentencias
que se presentan a continuación. Es importante que justifique cada una
de las respuestas. Puede ocurrir que algunas de las sentencias presenten
un error de compilación: debe detectar estos errores y saber por qué se
producen.
1 a = 4; b = 8; c = a++ + b++;
printf("a: %6hd | b: %6hd | c: %6hu\n", a, b, c);
2 a = 4; c = a++ + ++a;
printf("a: %6hd | c: %6hu\n", a, c);
3 a = 4; c = ++a + ++a;
printf("a: %6hd | c: %6hu\n", a, c);
4 a = 4; b = 8; a = a++ + b++;
printf("a: %6hd | b: %6hd\n", a, b);
5 a = 4; b = 8; a = b++ + ++a;
printf("a: %6hd | b: %6hd\n", a, b);
6 c = 4++;
printf("c: %6hu\n", c);
7 a = 4; c = (a++)++;
printf("a: %6hd | c: %6hu\n", a, c);
8 c = 10; c-- = c++;
printf("c: %hu\n", c);
9 a = 4; c = --a + ++a;
printf("a: %6hd | c: %6hu\n", a, c);
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10 a = 4; c = 2 * ++a - 2 * a--;
printf("a: %6hd | c: %6hu\n", a, b);
11 a = 4; c = 2 * a++ - 2 * ++a;
printf("a: %6hd | c: %hu\n", a, c);
12 a = 4; b = 8; c = ++a + ++a + ++b;
printf("a: %6hd | b: %6hd | c: %hu\n", a, b, c);
PARTE II
PROGRAMACIÓN
ESTRUCTURADA.
ESTRUCTURAS DE CONTROL
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Esta parte tiene un triple objetivo.
Presentar los conceptos básicos de la programación estructurada.
Introducir en la práctica y uso de la secuencialidad.
Introducir en la práctica y uso de las estructuras de control condi-
cionales (bifurcaciones).
Introducir en la práctica y uso de las estructuras de control iteradas.
Introducir en la práctica y uso de las funciones (llamada por valor).
Programar sin experiencia previa y sin apenas conocimientos no es sen-
cillo: se requiere una cierta dosis de audacia para lanzarse y escribir
código sin saber hacerlo. En esta parte se recogen ejercicios clasificados
de acuerdo a diferentes taxonomías, quizá cuestionables pero útiles para
el aprendizaje.
ADVERTENCIA n. 1
No intente programar lo que no sepa resolver sin ordenador.
Los lenguajes de programación imperativos y estructurados (el lenguaje C
lo es) se rigen por cuatro reglas que hay que tener siempre a la vista. Son
las cuatro reglas de la programación estructurada. Estas cuatro reglas
de la programación estructurada son las que se recogen a continuación.
SECCIÓN 6.1
Secuencialidad
En un programa implementado con un lenguaje imperativo y estructu-
rado las sentencias se ejecutan de forma secuencial, una a continuación
de la otra. El orden de ejecución está determinado por el orden de apari-
ción de las sentencias (los puntos y comas en C), siempre de izquierda a
derecha y de arriba hacia abajo. En el Capítulo 7 se muestran ejemplos.
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SECCIÓN 6.2
Bifurcación
De acuerdo con la programación estructurada, en un programa siempre
se podrá sustituir una instrucción o sentencia por una bifurcación (es-
tructuras if, if - else). Una primera forma de romper la rigidez de la
secuencialidad es la bifurcación, que permite decidir, en tiempo de eje-
cución, si una sentencia o conjunto de sentencias va a ser ejecutada o
no (bifurcación abierta), y permite decidir, en tiempo de ejecución, qué
bloque de sentencias, entre varias opciones, será ejecutado (bifurcación
cerrada, o estructura switch). Las bifurcaciones pueden combinarse en
diferentes configuraciones: secuencia de bifurcaciones, árboles de condi-
cionalidad, anidamiento de bifurcaciones, etc. En el Capítulo 8 se mues-
tran ejemplos.
SECCIÓN 6.3
Iteración
De acuerdo con la programación estructurada, en un programa siempre
se podrá sustituir una instrucción o sentencia por una iteración (estruc-
turas while, wo - while, for). Una segunda forma de romper la rigidez
de la secuencialidad es la iteración, que permite decidir, en tiempo de
ejecución, si una sentencia o bloque de sentencias se ejecuta una o va-
rias veces, o ninguna vez. La iteración puede adoptar distintas formas:
ejecución de sentencias un número determinado de veces, ejecución de
un número indeterminado de veces, ejecución hasta llegar a un contra-
ejemplo, anidamiento de iteraciones, etc. En el Capítulo 11 se muestran
ejemplos.
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SECCIÓN 6.4
Anidamiento
De acuerdo con la programación estructurada, esta regla indica que siem-
pre podremos sustituir una sentencia simple por (a) una secuencia de
sentencias; (b) una bifurcación; (c) una iteración. Gracias a esta regla se
logran construir algoritmos articulados, capaces de resolver problemas
complejos, que requieren bifurcaciones iteradas, bifurcación de iteracio-
nes, iteración de iteraciones, bifurcación de bifurcaciones, etc. En los
Capítulos 8 y 11 se muestran ejemplos.
CAPÍTULO 7
Ejemplos sencillos de
Secuencialidad
En este capítulo...
7.1 Ejemplo: Intercambiar valores . . . . . . . . . . . . . . . . . . . . 74
7.2 Ejemplo: En torno a un radio . . . . . . . . . . . . . . . . . . . . . 75
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El concepto de secuencialidad es sencillo. Sin embargo, a algunos alum-
nos les cuesta asimilarlo. Un ejemplo sencillo, donde el alumno inicial-
mente (y sorprendentemente) se confunde podría ser el del código recogi-
do en el Cuadro de código 7.1.
Cuadro de código 7.1: Secuencialidad: una cosa después de la otra, y sólo
una cada vez.
#include <stdio.h>
int main()
{
short a;
short b;
short c = a + b; /* 01 */
printf("Valor de a: "); scanf(" %hd", &a);
printf("Valor de b: "); scanf(" %hd", &b);
printf("El valor de c es: %hd\n\n", c); /* 02 */
return 0;
}
Figura 7.1: Salida "sorprendente" en la ejecución del código recogido en Cua-
dro de Código 7.1.
Curiosamente, hay alumnos que creen que la línea marcada con /* 01
*/ se ha de cumplir a lo largo de todo el programa: creen que al haber
escrito esa sentencia, ya siempre se verificará que la variable c adquiere
el valor de la suma de los valores de las variables a y b; y creen que si, en
una sentencia posterior del programa, se altera el valor de la variable a o
de la variable b, entonces, automáticamente, debe alterarse el valor de la
variable c que, ellos creen, debe ser siempre fiel a la línea marcada con /*
01 */. Pero lo que en realidad ocurre en este sencillo programa es que
se asigna a la variable c el valor de la suma de las variables a y b antes
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de que el usuario haya dado valores a esas dos variables, por lo cual el
resultado obtenido será completamente imprevisible, como imprevisibles
eran los valores de a y de b antes de la asignación de valores por entrada
de teclado.
ADVERTENCIA n. 1
Una sentencia se ejecuta y nada más. Y se ejecuta siempre después de la anterior y
antes de la siguiente. Así de simple. Si, por ejemplo, una primera sentencia asigna
a la variable b el valor de la variable a, y una posterior segunda sentencia asigna a
la variable a un nuevo valor cualquiera, esa nueva sentencia no altera el valor de b:
porque la sentencia que asignaba a b el valor de a ya pasó y no se vuelve a ejecutar.
NINGUNA SENTENCIA TIENE CARÁCTER DE DEFINICIÓN UNIVERSAL.
En este sencillo ejemplo también conviene señalar otro error práctico ha-
bitual: utilizar variables cuando aún no se les han asignado valores. Nin-
guna variable debe usarse en una sentencia para el cálculo de un
valor si previamente no se le ha asignado un valor inicial. Ninguna
variable debería aparecer en la parte derecha de una asignación si pre-
viamente no se le ha asignado, al menos una vez, un valor, mediante su
ubicación en la parte izquierda de una asignación previa, o gracias a una
llamada de la función scanf(). Cuando el código ejecuta la sentencia
marcada con /* 01 */ del Cuadro de código 7.1, nadie ha asignado va-
lores concretos a las variables a y b. Otros lenguajes de programación
tienen determinados unos valores de inicialización para cada tipo de da-
to en la creación de cualquier variable. Pero Cuando en C se declara [se
crea] una variable, ésta toma cualquier valor entre todos los posibles
en el dominio de su tipo de dato.
ADVERTENCIA n. 2
Una variable codifica un valor del dominio de valores de su tipo de dato. Y siempre
codifica un valor. Aunque el programa no se lo haya asignado. Si el programa no
asigna valor a una variable, entonces ésta tomará uno cualquiera de los valores del
dominio. Por eso, NUNCA DEBE USAR UNA VARIABLE EN LA PARTE DERECHA DE
UNA ASIGNACIÓN SI PREVIAMENTE NO LE HA ASIGNADO UN VALOR, ya sea con
el operador asignación, o mediante la invocación de la función scanf().
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SECCIÓN 7.1
Ejemplo: Intercambiar los valores de dos
variables
Es un clásico la operación de intercambio de valores. Supongamos que
queremos realizar el intercambio entre los valores de las variables a y
b. Al terminar el algoritmo, el valor que tenía la variable a debe quedar
asignado a la variable b, y el valor que tenía la variable b debe quedar
asignado a la variable a. Es una algoritmo sencillo secuencial, formado
por tres instrucciones, que pueden verse en el Cuadro de Código 7.2. Si
copia el código en un nuevo proyecto y lo ejecuta verá cómo, efectivamen-
te, intercambia los valores.
Cuadro de código 7.2: Intercambio de valores entre dos variables.
#include <stdio.h>
int main()
{
short a;
short b;
printf("Valor de a: "); scanf(" %hd", &a);
printf("Valor de b: "); scanf(" %hd", &b);
printf("valor de a: %hd || valor de b: %hd\n", a, b);
// intercambio de valores:
short v_aux = a;
a = b;
b = v_aux;
printf("valor de a: %hd || valor de b: %hd\n", a, b);
return 0;
}
Este sencillo ejercicio permite también mostrar otro concepto trivial pero
importante, en el ámbito de la programación estructurada: una variable
permite codificar UN valor del dominio de su tipo de dato. Una variable
NO puede tener, a la vez, asignados dos valores distintos (o iguales). Si el
código de intercambio de valores entre variables fuera simplemente...
a = b;
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b = a;
. . . entonces a la variable a se le asignaría el valor de la variable b (y per-
dería, por lo tanto, el valor anterior que antes tuviera); y a la variable b se
le asignaría el valor [actual] de la variable a, que no es el que inicialmente
tenía antes de comenzar el proceso de intercambio, sino que el valor de a
ya es el mismo que el valor de b, porque así se le acaba de asignar justo
en la sentencia anterior de la secuencia. Por eso, en el código correcto
mostrado en el Cuadro de código 7.2, antes de asignar a la variable a el
valor de la variable b, se almacena su información (la de la variable a) en
una variable auxiliar, que permite luego asignar a b el antiguo valor de
a.
ADVERTENCIA n. 3
Una variable codifica un valor. UNO. Si se asigna un valor a una variable, cualquiera
que fuera el valor que antes tenía, ése ya se perdió: LAS VARIABLES NO TIENEN MÁS
MEMORIA QUE LA DE SU PRESENTE.
SECCIÓN 7.2
Cálculos en torno al valor de un radio
Si disponemos del valor de un radio r, podemos calcular (1) la longitud
de la circunferencia de radio r: l = 2×pi× r; (2) el área del círculo de radio
r: s = pi × r2; (3) el volumen de la esfera de radio r: v = 4/3× pi × r3.
El código de un programa que realice estos tres cálculos se presupone
sencillo. Y, sin duda, lo es. Pero exige algunas decisiones previas. Y exige
vigilancia respecto a los valores que se introducen en el código.
Primera cuestión a decidir: ¿de qué tipo de dato conviene declarar las va-
riables para el radio, la longitud, la superficie y el volumen? La respuesta
es casi inmediata: deben ser valores reales, puesto que el resultado de un
cálculo en el que interviene el número pi será siempre un valor no entero.
Las crearemos, entonces, de tipo double.
Segunda cuestión a decidir: ¿de dónde tomamos el valor del número pi?
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La respuesta es que hay un archivo de cabecera (el archivo math.h) que
tiene creado ese valor. Si en el proyecto incluimos ese archivo (con una
directiva #include) entonces podremos hacer uso de se valor con el iden-
tificador M_PI.
Una tercera cuestión que, preveo, se va a presentar está vinculada con
el cálculo del volumen de la circunferencia. Pero eso se muestra un poco
más adelante. En el Cuadro de código 7.3 se recoge una posible imple-
mentación que resuelve (con un error...: debe darse cuenta) el ejercicio
planteado.
Cuadro de código 7.3: Cálculos en torno a un radio.
#include <stdio.h>
#include <math.h>
int main()
{
double radio;
double longitud;
double superficie;
double volumen;
printf("Valor del radio: "); scanf(" %lf", &radio);
longitud = 2 * M_PI * radio;
superficie = M_PI * radio * radio;
volumen = 4 / 3 * M_PI * pow(radio, 3); /* 01 */
printf("Longitud: %.2f\n", longitud);
printf("Superficie: %.2f\n", superficie);
printf("Volumen: %.2f\n", volumen);
return 0;
}
Hay dos observaciones pendientes en torno a la línea de código del Cua-
dro 7.3 marcada con /* 01 */.
La primera observación es sobre la existencia de algunas funciones ma-
temáticas, ya definidas en math.h, y también ya implementadas y listas
para ser invocadas por el usuario. Entre ellas, la función pow(), que re-
cibe como parámetros dos valores de tipo double y calcula y devuelve un
valor de tipo double igual a la potencia del primer parámetro elevado al
segundo parámetro.
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La segunda observación es más radical: el código propuesto TIENE UN
ERROR, que no será detectado por el compilador. En el lenguaje C, la
expresión 4 / 3 muestra el cociente de dos enteros y el resultado es, por
lo tanto, un entero. Decir 4 / 3 es identicamente lo mismo que decir 1.
Si queremos que el valor sea el real igual a 1.333333 entonces deberemos
poner 4.0 / 3, o 4 / 3.0, o 4.0 / 3.0.
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Se supone conocida la base teórica necesaria para comenzar a progra-
mar con estructuras de control condicionales. La tiene disponible en el
Capítulo 9 del manual de teoría.
ADVERTENCIA n. 1
Cada estructura condicional cerrada está gobernada por una única condición. Si en
tiempo de ejecución la condición es evaluada como verdadera, entonces se ejecuta la
sentencia o bloque de sentencias consignadas justo después de la condición del if.
Si la condición es evaluada como falsa, entonces se ejecuta la sentencia o bloque de
sentencias consignadas justo después de la palabra clave else.
ADVERTENCIA n. 2
Ningún else puede ir “descolgado” de su if. Entre las sentencias a ejecutar si la
condición es verdadera y las sentencias a ejecutar si la condición es falsa no puede
haber ninguna sentencia. Esto esta fatal:
if(c1) { s1; }
; // Aunque no hace nada, ya es una sentencia
else { s2; } // else erroneo
ADVERTENCIA n. 3
Nunca deberá poner una expresión a evaluar después de la palabra clave else.
Esto esta fatal:
if(c1) { s1; }
else(c2) { s2; } // ERROR
ADVERTENCIA n. 4
Esto es una chapuza:
if(c) { ; } // Vaya chapuza!
else { s; }
Lo correcto sería:
if(!c) { s; }
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SECCIÓN 8.1
Ejemplo: Par / Impar
Necesitamos un programa que nos indique si un número entero n intro-
ducido por teclado es par o es impar. Para determinar esa característica
del número n podemos utilizar el operador módulo ( %).
Si al dividir n por 2, el resto resulta ser cero (if(n% 2 == 0)), en-
tonces podemos concluir que el valor de n es par.
Si al dividir n por 2, el resto resulta ser uno (if(n% 2 != 0)), en-
tonces podemos concluir que el valor de n es par.
No existe otra posibilidad: o el resto es 0, o el resto es 1.
Una primera forma de resolver el problema (bastante mala, todo hay que
decirlo), podría ser la recogida en el Cuadro de Código 8.1. En esa solu-
ción se ha implementado una secuencia de dos bifurcaciones ABIERTAS:
si el resto es 0, entonces el programa debe imprimir "PAR"; si el resto es
1, entonces el programa debe imprimir "IMPAR".
Cuadro de código 8.1: Par / Impar (solución chapuza).
#include <stdio.h>
int main()
{
short n;
printf("Valor de n ... ");
scanf(" %hd", &n);
if(n % 2 == 0) { printf("%hd es PAR\n", n); }
if(n % 2 == 1) { printf("%hd es IMPAR\n", n); }
return 0;
}
En realidad, como se ha dicho antes, no hay otra alternativa: o el resto
al dividir por 2 es 0, o el resto de dividir por 2 es 1. Esta situación podría
verbalizarse así: Si el resto de dividir n entre 2 es igual a 0, entonces
se muestra el mensaje de que n es Par, y si no (en caso contrario, si
no se cumple la condición indicada...), entonces se muestra el mensaje
de que n es Impar. Una posible forma de implementar esta solución del
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problema podría ser, entonces, la recogida en el Cuadro de Código 8.2.
Aquí el problema queda resuelto con una sola bifurcación CERRADA.
Cuadro de código 8.2: Par / Impar.
#include <stdio.h>
int main()
{
short n;
printf("Valor de n ... ");
scanf(" %hd", &n);
if(n % 2 == 0) { printf("%hd es PAR\n", n); }
else { printf("%hd es IMPAR\n", n); }
return 0;
}
SECCIÓN 8.2
Ejemplo: Múltiplo de 3
Queremos un programa que reciba de teclado un valor entero. Luego, el
programa asigna a la variable n el valor más próximo al valor introducido
por teclado, que sea múltiplo de 3.
Por ejemplo, si el usuario introduce el valor 12, entonces el programa de-
berá asignar a n ese valor 12; si el usuario introduce el valor 13, entonces
el programa deberá asignar a n el valor 12, que es el entero múltiplo de 3
más cercano a ese valor 13 introducido; y si el usuario introduce el valor
14, entonces el programa deberá asignar a n el valor 15, que es el entero
múltiplo de 3 más cercano a ese valor 14 introducido.
Para determinar si un valor introducido por teclado (y asignado a una
variable auxiliar) es o no es múltiplo de 3 basta con dividir el valor de esa
variable por 3: Si el resto es 0, entonces el entero es múltiplo de 3; si no
es 0, entonces ese entero no es múltiplo de 3. En este caso, cuando el
entero no es múltiplo de 3, el resto de la división puede tomar dos valores
distintos: 1 y 2.
Podríamos [correcta y absurdamente] resolver el problema con la conca-
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tenación de tres bifurcaciones ABIERTAS, tal y como puede verse en la
solución presentada en el Cuadro de Código 8.3. Pero es mejor [más ló-
gico] aprovechar la información ya obtenida a partir de las bifurcaciones
ya evaluadas (de las decisiones ya tomadas) para continuar tomando de-
cisiones sobre posibles nuevas bifurcaciones. Si ya sabemos que el valor
introducido es, efectivamente, múltiplo de 3, entonces ya no tiene sen-
tido averiguar si su resto al dividirlo por 3 es 1 o si ese resto es 2. La
lógica de programación será, en ese caso, la de usar una concatenación
de bifurcaciones, tal y como se muestra en el Cuadro de Código 8.4: Si
el valor de entrada es múltiplo de 3 (if(entrada% 3 == 0)), entonces
n = entrada; en caso contrario, si el resto de dividir entrada por 3 es
igual a 1 (else if(entrada% 3 == 1)), entonces n = entrada -1; fi-
nalmente, si no se cumplen ninguna de las dos condiciones anteriores,
entonces necesariamente se cumple que n% 3 es igual a 2 (cosa que ya
no es necesario evaluar) y entonces n = entrada + 1.
Cuadro de código 8.3: Valor más cercano múltiplo de 3 (solución correcta e
ilógica).
#include <stdio.h>
int main()
{
short n, entrada;
printf("Valor de entrada ... ");
scanf(" %hd", &entrada);
if(entrada % 3 == 0) { n = entrada; }
if(entrada % 3 == 1) { n = entrada - 1; }
if(entrada % 3 == 2) { n = entrada + 1; }
printf("Valor final de n: %hd\n\n", n);
return 0;
}
Cuadro de código 8.4: Valor más cercano múltiplo de 3 (solución correcta y
lógica).
#include <stdio.h>
int main()
{
short n, entrada;
printf("Valor de entrada ... ");
scanf(" %hd", &entrada);
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if(entrada % 3 == 0) { n = entrada; }
else if(entrada % 3 == 1) { n = entrada - 1; }
else { n = entrada + 1; }
printf("Valor final de n: %hd\n\n", n);
return 0;
}
SECCIÓN 8.3
Ejemplo: Reordenar tres valores de tres
variables
Queremos un programa que ingrese desde teclado los valores de tres
enteros y que los asigne a tres variables a, b y c. Y el programa debe en-
tonces reasignar los valores, intercambiándolos entre esas variables, de
manera que, al terminar el proceso, se tengas los tres valores organizados
[ordenados] de menor a mayor: asignando a la variable a el menor de los
tres; a la variable b el siguiente; y a la variable c el valor mayor.
El algoritmo que resuelve este problema requiere tres comparaciones. En
cada una de ellas, se evalúa una comparación entre los valores de dos de
las tres variables. Dependiendo del resultado de esa evaluación, se realiza
(o no: bifurcación abierta) una operación de intercambio de valores (que
ya se ha visto anteriormente cómo se implementa). Cada bifurcación es
abierta: se realiza, o no, el intercambio de valores si se cumple, o no, la
condición que gobierna la bifurcación; y, si no se cumple esa condición,
no hay que hacer nada: simplemente seguir con la siguiente condición a
evaluar.
El posible código que resuelve este problema puede verse en el Cuadro de
código 8.5.
Cuadro de código 8.5: Reordenar tres valores de menor a mayor.
#include <stdio.h>
int main()
{
short a, b, c;
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short aux;
printf("Valor de a: "); scanf(" %hd", &a);
printf("Valor de b: "); scanf(" %hd", &b);
printf("Valor de c: "); scanf(" %hd", &c);
if(a > b) { aux = a ; a = b ; b = aux ; }
if(a > c) { aux = a ; a = c ; c = aux ; }
if(b > c) { aux = b ; b = c ; c = aux ; }
printf("Valores ORDENADOS: ");
printf("%6hd%6hd%6hd\n\n", a, b, c);
return 0;
}
SECCIÓN 8.4
Ejemplo: Mostrar ordenadamente tres valores
de tres variables
El ejercicio propuesto a continuación tiene un enunciado parecido al an-
terior: mostrar por pantalla y de forma ordenada tres valores introduci-
dos por teclado y asignados a tres variables a, b y c. Pero ahora exigimos
que las variables no vean alterados su valores, sino que se muestren las
tres variables en el orden correcto para que sus valores aparezcan de
forma ordenada, de menor a mayor.
Ahora se trata, por lo tanto, de decidir en cuál de las seis ordenaciones
posibles (a, b, c; o a, c, b; o b, a, c; o b, c, a; o c, a, b; o finalmente c, b,
a) queremos mostrar esos tres valores. Deberá ser de una de estas seis
formas: no existen más posibilidades.
Podemos resolver el problema de dos formas diferentes: o mediante un
árbol de bifurcaciones (ver Cuadro de Código 8.6), o mediante una cas-
cada de bifurcaciones (ver Cuadro de Código 8.7). En ambos casos, las
bifurcaciones se anidan unas dentro de otras, buscando una lógica que
permita crear seis posibles caminos excluyentes de ejecución. Como se
puede ver en ambos códigos, aparecen seis sentencias con la función
printf(), pero sólo se puede recorrer un camino de ejecución y, por lo
tanto, sólo una de esas seis sentencias printf() podrá ser ejecutada.
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Cuadro de código 8.6: Mostrar tres valores de forma ordenada, de menor a
mayor. Estructura de ÁRBOL.
#include <stdio.h>
int main()
{
short a, b, c;
short aux;
printf("Valor de a: "); scanf(" %hd", &a);
printf("Valor de b: "); scanf(" %hd", &b);
printf("Valor de c: "); scanf(" %hd", &c);
if(a < b)
{
if(a < c)
{
if(b < c)
{ printf("%6hd%6hd%6hd\n", a, b, c); }
else // b < c es FALSO: b >= c
{ printf("%6hd%6hd%6hd\n", a, c, b); }
}
else // a < c es FALSO: a >= c
{ printf("%6hd%6hd%6hd\n", c, a, b); }
}
else // a < b es FALSO: a >= b
{
if(b < c)
{
if(a < c)
{ printf("%6hd%6hd%6hd\n", b, a, c); }
else // a < c es FALSO: a >= c
{ printf("%6hd%6hd%6hd\n", b, a, c); }
}
else // b < c FALSO: b >= c
{ printf("%6hd%6hd%6hd\n", c, b, a); }
}
return 0;
}
Cuadro de código 8.7: Mostrar tres valores de forma ordenada, de menor a
mayor. Estructura de CASCADA.
#include <stdio.h>
int main()
{
short a, b, c;
short aux;
printf("Valor de a: "); scanf(" %hd", &a);
printf("Valor de b: "); scanf(" %hd", &b);
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printf("Valor de c: "); scanf(" %hd", &c);
if(a <= b && b <= c)
{ printf("%6hd%6hd%6hd", a, b, c); }
else if(a <= c && c <= b)
{ printf("%6hd%6hd%6hd", a, c, b); }
else if(b <= a && a <= c)
{ printf("%6hd%6hd%6hd", b, a, c); }
else if(b <= a && c <= a)
{ printf("%6hd%6hd%6hd", b, c, a); }
else if(c <= a && a <= b)
{ printf("%6hd%6hd%6hd", c, a, b); }
else
{ printf("%6hd%6hd%6hd", c, b, a); }
return 0;
}
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Después de haber mostrado algunos ejemplos, se puede ahora sugerir
una hipotética clasificación respecto a los tipos de problemas que se pre-
sentan con las bifurcaciones. Podríamos decir que se nos presentan tres
posibles formas básicas de construir algoritmos con bifurcaciones:
Concatenación [Secuencialidad] de Bifurcaciones (Abiertas o Ce-
rradas). Es el caso mostrado, por ejemplo, en Cuadro de Código 8.5.
Cada nueva bifurcación no toma en consideración ninguna infor-
mación que se haya podido obtener de otras bifurcaciones previas.
Cada bifurcación es independiente. Se evalúa cada nueva condición
que establece una bifurcación.
Árbol de bifurcaciones. Con este esquema se logran crear diferen-
tes itinerarios excluyentes de ejecución de sentencias. en un árbol
de bifurcaciones sólo uno de los posibles caminos será el seguido
en la ejecución del programa: aquel que se vaya abriendo paso en el
entramado de bifurcaciones.
Cascada de bifurcaciones. Es un esquema simplificado del árbol de
bifurcaciones, que se produce cuando la evaluación de cada uno de
los caminos de ejecución recorrer depende de la evaluación de una
sola condición.
Como muestra de estas distintas formas, se sugiere el siguiente ejemplo,
donde deberá realizar algunos cálculos sencillos:
SECCIÓN 9.1
Secuencialidad
En este ejercicio no habrá ninguna estructura de control. Escriba un pro-
grama que asigne a una variable la media de cuatro valores asignados a
otras cuatro variables. Deberá declarar cuatro variables (a, b, c, y d), y
una quinta variable a la que deberá asignarle el valor de la media de
esos cuatro valores introducidos y asignados a cada una de esas prime-
ras cuatro variables. (Se muestra una posible solución en el Cuadro de
Código 9.1.)
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Cuadro de código 9.1: Secuencia de sentencias: cálculo de la media de 4
valores. (No hay ninguna bifurcación.)
#include <stdio.h>
int main()
{
short a, b, c, d;
double media;
printf("Valor de a: "); scanf(" %hd", &a);
printf("Valor de b: "); scanf(" %hd", &b);
printf("Valor de c: "); scanf(" %hd", &c);
printf("Valor de d: "); scanf(" %hd", &d);
media = (a + b + c + d) / 4.0;
printf("Valor de la media: %.2f\n\n", media);
return 0;
}
SECCIÓN 9.2
Secuencia de bifurcaciones
Escriba un programa que asigne a una variable el mayor de los valores
asignados a otras cuatro variables. Deberá declarar cuatro variables (a,
b, c, y d), y una quinta variable a la que deberá asignarle el valor mayor
de entre los cuatro valores introducidos y asignados a cada una de esas
primeras cuatro variables. (Se muestra una posible solución en el Cuadro
de Código 9.2.)
Cuadro de código 9.2: Secuencia de bifurcaciones abiertas: asignar a varia-
ble el mayor de entre 4 valores.
#include <stdio.h>
int main()
{
short a, b, c, d;
short mayor;
printf("Valor de a: "); scanf(" %hd", &a);
printf("Valor de b: "); scanf(" %hd", &b);
printf("Valor de c: "); scanf(" %hd", &c);
printf("Valor de d: "); scanf(" %hd", &d);
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mayor = a;
if(b > mayor) { mayor = b; }
if(c > mayor) { mayor = c; }
if(d > mayor) { mayor = d; }
printf("El valor mayor es: %hd\n\n", mayor);
return 0;
}
SECCIÓN 9.3
Árbol de bifurcaciones
Implemente un segundo programa que muestra el mayor de 4 valores
introducidos por teclado. Deberá declarar cuatro variables (a, b, c, y d)
y ninguna más. Y deberá mostrar por pantalla el mayor valor asignado
a ellas. No está permitido crear una quinta variable. No está tampoco
permitido alterar los valores de cada una de las cuatro variables. (Se
muestra una posible solución en el Cuadro de código 9.3.)
Cuadro de código 9.3: Árbol de bifurcaciones: programa que debe mostrar
por pantalla el mayor de entre 4 valores.
#include <stdio.h>
int main()
{
short a, b, c, d;
printf("Valor de a: "); scanf(" %hd", &a);
printf("Valor de b: "); scanf(" %hd", &b);
printf("Valor de c: "); scanf(" %hd", &c);
printf("Valor de d: "); scanf(" %hd", &d);
// ARBOL --------------------------
if(a > b) // a mayor que b
{
if(a > c) // a mayor que b y c
{
if(a > d) // a mayor que b y c y d
{
printf("Valor maximo: %hd\n", a);
}
else // d mayor que a y b y c
{
printf("Valor maximo: %hd\n", d);
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}
}
else // c mayor que a y que b
{
if(c > d) // c mayor que a y b y d
{
printf("Valor maximo: %hd\n", c);
}
else // d mayor que a y b, y c.
{
printf("Valor maximo: %hd\n", d);
}
}
}
else // b mayor que a
{
if(b > c) // b mayor que a y c
{
if(b > d) // b mayor a y c y d
{
printf("Valor maximo: %hd\n", b);
}
else // d mayor que a y b y c
{
printf("Valor maximo: %hd\n", d);
}
}
else // c mayor que a y b
{
if(c > d) // c mayor que a y b y d
{
printf("Valor maximo: %hd\n", c);
}
else // d mayor que a y b y c.
{
printf("Valor maximo: %hd\n", d);
}
}
}
return 0;
}
SECCIÓN 9.4
Cascada de bifurcaciones
Se muestra en esta sección una código que realiza la misma operación
que el mostrado en el Cuadro de código 9.4. Pero ahora no se crea toda
la estructura de árbol sino únicamente una cascada de bifurcaciones.
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Cuadro de código 9.4: Cascada de bifurcaciones: programa que debe mos-
trar por pantalla el mayor de entre 4 valores.
#include <stdio.h>
int main()
{
short a, b, c, d;
printf("Valor de a: "); scanf(" %hd", &a);
printf("Valor de b: "); scanf(" %hd", &b);
printf("Valor de c: "); scanf(" %hd", &c);
printf("Valor de d: "); scanf(" %hd", &d);
// CASCADA ------------------------
if(a >= b && a >= c && a >= d)
{ printf("Valor maximo: %hd\n", a); }
else if(b >= a && b >= c && b >= d)
{ printf("Valor maximo: %hd\n", b); }
else if(c >= a && c >= b && c >= d)
{ printf("Valor maximo: %hd\n", c); }
else
{ printf("Valor maximo: %hd\n", d); }
return 0;
}
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SECCIÓN 10.1
BIFURCACIÓN ABIERTA. Ecuación de primer
grado
Cree un proyecto e implemente un programa que tome del usuario los
coeficientes a y b de una ecuación de primer grado (ax+ b = 0) y calcule la
solución de la ecuación.
El programa deberá declarar las variables a y b para los coeficientes.
También deberá declarar la variable x a la que se le asignará, si existe, la
solución de la ecuación. El programa ingresará por teclado los valores de
los coeficientes y calculará y mostrará por pantalla, si existe, la solución
de la ecuación. Es necesario verificar que el usuario no ha introducido
un valor para el coeficiente a igual a 0: en ese caso, no hay ecuación, y
si se pretende calcular la solución x = -b / a se produciría un error en
tiempo de ejecución.
Debe decidir (y justificar su decisión) de qué tipo de dato serán los coefi-
cientes a y b, y de qué tipo de dato debe ser la variable x.
ADVERTENCIA n. 1
Vigile SIEMPRE que haga una división, que el denominador no sea igual a 0.
SECCIÓN 10.2
CASCADA DE BIFURCACIONES: Punto y
Circunferencia
Cree un proyecto e implemente un programa que tome del usuario:
las coordenadas (x0, y0) de un punto que consideramos centro de
una circunferencia;
el valor del radio de la circunferencia;
las coordenadas (x, y) de un punto del plano;
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El programa debe informar si el punto (x, y) está ubicado sobre la circun-
ferencia, o dentro o fuera del círculo.
Deberá declarar al menos 5 variables: dos para las coordenadas del cen-
tro (x0, y0), dos para las coordenadas del punto (x, y), y una para el valor
del radio (radio). Debe decidir (y justificar su decisión) de qué tipo de
dato será cada una de las cinco variables, y todas aquellas que quiera
declarar para la implementación del código.
Para la resolución de este ejercicio, antes de ponerse a redactar código,
conviene que piense: ¿cómo haría usted para dar respuesta a la pregunta
sobre la ubicación relativa del punto respecto a la circunferencia? Si no
tiene respuesta sobre cómo hacerlo usted con papel y lápiz, no se moleste
en intentar dar una solución con un programa.
SECCIÓN 10.3
Mostrar por pantalla los tres dígitos de un
número entre 100 y 999
Cree un proyecto e implemente un programa que recibe del usuario un
valor entero entre 100 y 999; ese valor numérico se asignará a una varia-
ble de tipo unsigned short llamada numero. El programa deberá enton-
ces realizar las siguientes tareas:
Mostrar por pantalla cada uno de los tres dígitos del valor asignado
a la variable numero.
Crear otra variable de tipo unsigned short llamada digito a la
que el usuario deberá dar por entrada de teclado un valor entre 0
y 9; el programa deberá informar cuántas veces aparece, entre los
dígitos del valor asignado en la variable numero el dígito codificado
en la variable digito. (Quizá le convenga crear una variable que
lleve la cuenta del número de veces que aparece el dígito entre los
del número n.)
Con las variables indicadas (numero y digito) el programa deberá
informar si entre los dígitos del valor asignado en la variable numero
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aparece el dígito codificado en la variable digito.
(Observe que una cosa es preguntar cuántas veces aparece un de-
terminado dígito entre los de un número y, otra distinta, preguntar
si un determinado dígito está, o no, entre los dígitos de un núme-
ro. Obviamente, son preguntas muy relacionadas, pero su respuesta
requiere a veces procedimientos distintos.)
Informar si los dígitos del valor codificado en la variable numero son
todos distintos o alguno se repite.
Calcular la suma de los tres dígitos del valor asignado a la variable
numero.
SECCIÓN 10.4
Ecuación paramétrica de la recta
Cree un proyecto e implemente un programa que ingrese por teclado las
coordenadas de dos puntos del plano (variables x1 e y1 para el primer
punto, y variables x2 e y2 para el segundo punto). El programa deberá
mostrar la ecuación paramétrica (y = mx+n), calculando la pendiente (m)
y el punto de corte con el eje de ordenadas (n).
No intente implementar el código que resuelva este problema sin antes
saber cómo se realiza este ejercicio con un papel y un lápiz.
Al implementar el código, deberá vigilar:
Que los dos puntos son distintos.
Que la pendiente no es infinita (lo será si ambos puntos comparten
el valor de sus abscisas).
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SECCIÓN 11.1
Ejemplo: Tabla de multiplicar
Necesitamos un programa que solicite al usuario un valor entero entre 1
y 10 y que muestre entonces por pantalla la tabla de multiplicar de ese
número introducido.
Para la correcta implementación de un programa que atienda nuestro
requerimiento es necesario:
Solicitar un valor entre 1 y 10. No se trata sólo de que el usuario
introduzca un valor por teclado, sino de que el programa verifique
que el valor introducido es correcto. Sólo en el caso de que el valor
introducido sí cumpla con los requisitos exigidos, se pasará a la
segunda parte del programa: la encargada de mostrar la tabla de
multiplicar.
Con el valor numérico ya introducido y verificado que cumple con la
condición exigida, queda pendiente mostrar por pantalla su tabla de
multiplicar.
Para la segunda parte del ejercicio basta una iteración gobernada por un
contador. Un posible código podría ser el siguiente (se supone que el valor
numérico introducido por teclado se almacena en la variable nT):
for(i = 0 ; i <= 10 ; i++)
{
printf("%4hd * %4hd = %4hd\n", nT, i, nT * i);
}
O, usando la estructura while:
i = 0;
while(i <= 10)
{
printf("%4hd * %4hd = %4hd\n", nT, i, nT * i);
i++;
}
Para la primera parte, la que solicita al usuario un valor para la variable
nT, el código podría ser:
printf("Que tabla de multiplicar desea?: ");
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scanf(" %hd", &nT);
if(nT > 0 && nT <= 10)
{
// aqui se inserta el codigo antes mostrado
}
Si el valor introducido verifica la condición exigida, entonces se mostrará
la tabla de multiplicar; en caso contrario, simplemente no se mostrará
nada. Se podría completar el código cerrando la bifurcación:
else
{
printf("Debe ser un valor entre 1 y 10.\n");
}
Otra forma de resolver el problema sería exigir que el usuario introduzca
un valor que verifique la condición; y si el valor introducido no es válido,
entonces solicitar al usuario un nuevo valor. Y repetir la petición mientras
que el valor introducido no verifique la condición exigida. Eso se haría con
una estructura do - while:
do
{
printf("Que tabla de multiplicar desea?: ");
scanf(" %hd", &nT);
}while(nT <= 0 || nT > 10);
Si ejecuta ahora este código, e introduce varios valores erróneos, verá
cómo el programa repite la solicitud de valor una vez y otra (cfr. Figu-
ra 11.1).
Figura 11.1: Salida por pantalla en la ejecución del código presentado en
Cuadro de Código 11.1.
Cuadro de código 11.1: Código para un programa que muestre la tabla de
multiplicar de un número entre 1 y 10 introducido por teclado.
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#include <stdio.h>
int main()
{
short nT, i;
do
{
printf("Que tabla de multiplicar desea?: ");
scanf(" %hd", &nT);
}
while(nT <= 0 || nT > 10);
printf("\n");
for(i = 0 ; i <= 10 ; i++)
{
printf("%4hd * %4hd = %4hd\n", nT, i, nT * i);
}
return 0;
}
La implementación del código dentro de la estructura do - while admite
muchas formas. Se ha mostrado una un tanto taciturna. Efectivamente,
en la ejecución mostrada en la Figura 11.1 se pide reiteradamente un
nuevo valor, sin dar explicación de por qué el previamente introducido no
es aceptado. Un modo sencillo de arreglar eso, y conseguir una ejecución
algo más comunicativa, podría ser el siguiente:
short error = 0;
do
{
if(error)
{
printf("Solo se muestran las tablas entre el 1
y el 10. ");
printf("\n\tIndique de nuevo que tabla desea... "
);
}
else
{
printf("Que tabla de multiplicar desea?: ");
error = 1;
}
scanf(" %hd", &nT);
}while(nT <= 0 || nT > 10);
La salida ahora por pantalla sería como la que se muestra en la Figu-
ra 11.2.
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Figura 11.2: Salida por pantalla en la ejecución del código presentado en
Cuadro de Código 11.1 modificado.
SECCIÓN 11.2
Ejemplo: Divisores propios
Necesitamos ahora un programa que muestre por pantalla los divisores
propios de un entero n que el usuario introduzca por teclado. Como sabe,
un divisor propio de un entero n es todo entero distinto de 1 y menor que
n que divide a n. Por ejemplo, divisores propios de n = 6 son el 2 y el 3.
Para dar solución a este problema e implementar un código debemos pri-
mero pensar cómo obtener eso divisores propios. La forma más evidente
es rastrear entre todos los enteros comprendidos entre 2 y n / 2 (entre
(n / 2) + 1 y n el único divisor propio es n). El algoritmo sería algo así
como:
d = 2
while d <= n / 2 do
if n% d == 0 then
Mostrar d
end if
d = d + 1
end while
Una vez comprendido un posible algoritmo que resuelve el problema, que-
da implementarlo en C. Una posible implementación se muestra en el
Cuadro de Código 11.2. Una vista de su ejecución se muestra en la Figu-
ra 11.3
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Cuadro de código 11.2: Código para un programa que muestra los divisores
propios de un entero introducido por teclado.
#include <stdio.h>
int main()
{
long n, d;
printf("Valor de n ... ");
scanf(" %ld", &n);
printf("Divisores Propios de %ld --> ", n);
for(d = 2 ; d <= n / 2 ; d++)
{
if(n % d == 0)
{
printf("%5ld", d);
}
}
printf("\n\n");
return 0;
}
Figura 11.3: Salida por pantalla en la ejecución del código presentado en
Cuadro de Código 11.2.
ADVERTENCIA n. 1
Vigile SIEMPRE que haga una división, que el denominador no sea igual a 0.
SECCIÓN 11.3
Ejemplo: Factorización de entero
Necesitamos ahora un programa que muestre por pantalla la factoriza-
ción de un entero n que el usuario introduzca por teclado. Como sabe la
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factorizar un entero n es determinar cuáles son los primos que, multipli-
cados, resultan n. Como también se sabe, un número p se dice que es
primo si únicamente divisible por el 1 y por el mismo número p. También
es conocido que en una factorización un primo puede intervenir más de
una vez: por ejemplo, para n = 12 su factorización es n = 2 * 2 * 3 (2
y 3 son primos).
El enunciado es en parte similar al anterior, pero no podemos seguir el
mismo algoritmo, porque el anterior, ante una entrada n = 12 mostraría
los enteros 2, 3, 4 y 6. Y nosotros queremos los divisores PRIMOS, y
también que, si en la factorización de un entero n, un determinado primo
interviene dos o más veces, entonces queremos que ese primo aparezca
impreso dos o más veces.
Un posible algoritmo podría ser algo así como:
d = 2
while d <= n do
if n% d == 0 then
Mostrar d
n = n / d
else
d = d + 1
end if
end while
Cuadro de código 11.3: Código para un programa que muestra la factoriza-
ción de un entero introducido por teclado.
#include <stdio.h>
int main()
{
long n, d;
printf("Valor de n ... ");
scanf(" %ld", &n);
printf("Factorizacion de %ld --> ", n);
for(d = 2 ; d <= n ; )
{
if(n % d == 0)
{
printf("%5ld", d);
n /= d;
}
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else
{
d++;
}
}
printf("\n\n");
return 0;
}
Figura 11.4: Salida por pantalla en la ejecución del código presentado en
Cuadro de Código 11.3.
Como se ve en el código y en el pseudo-código, si n% d es igual a cero (es
decir, si d divide a n), entonces se muestra d y eliminamos ese factor de
n, reasignando a n el nuevo valor n / d. De nuevo vuelve a verificarse si
d sigue dividiendo a n y, mientras así ocurra, seguirá mostrándose d por
pantalla y volverá a reasignarse a n en nuevo valor n / d. Si se da que
d no divide a n, o cuando ya deje de hacerlo, entonces se cambia el valor
de d, incrementándose en una unidad (d++;).
SECCIÓN 11.4
Ejemplo: Primos que dividen un entero
Necesitamos ahora un programa que muestre por pantalla los primos
que dividen a un entero n que el usuario introduzca por teclado. No se
trata ahora de mostrar la factorización, porque si un primo interviene
en ésta dos o más veces no queremos que se muestre dos o más veces,
sino siempre sólo una. Tampoco se trata de mostrar todos los divisores,
sino únicamente los primos. Deberemos seguir una estrategia, a partir
del algoritmo de factorización, para que una vez encontrado un primo p
que divide a n no se vuelva a verificar si el primo p divide a n, pero a
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la vez debemos eliminar su presencia en lo que queda de n tras haber
modificado su valor dividiéndolo por los sucesivos primos encontrados.
Ante una entrada n = 12 ahora el programa debe mostrar los enteros 2
y 3, pero no debe mostrar en este caso repetido el primo 2.
Un posible algoritmo podría ser algo así como:
d = 2
while d <= n do
if n% d == 0 then
Mostrar d
while n% d == 0 do
n = n / d
end while
end if
d = d + 1
end while
Cuadro de código 11.4: Código para un programa que muestra los divisores
primos de un entero introducido por teclado.
#include <stdio.h>
int main()
{
long n, d;
printf("Valor de n ... ");
scanf(" %ld", &n);
printf("Factorizacion de %ld --> ", n);
for(d = 2 ; d <= n ; d++)
{
if(n % d == 0)
{
printf("%5ld", d);
while(n % d == 0) { n /= d; }
}
}
printf("\n\n");
return 0;
}
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Figura 11.5: Salida por pantalla en la ejecución del código presentado en
Cuadro de Código 11.4.
SECCIÓN 11.5
Algoritmo de Euclides
El algoritmo de Euclides sirve par el cálculo del máximo común divisor
(MCD()) de dos enteros a y b, donde MCD(a, b) es el mayor entero mcd
que a la vez divide a cada uno de los dos enteros a y b. Por ejemplo, si
a = 21 y b = 35, entonces mcd = 7, que es el mayor entero que divide
a ambos (Al entero a = 21 lo dividen los enteros 3 y 7, mientras que al
entero b = 35 lo dividen los enteros 5 y 7.
El del máximo común divisor es un cálculo imprescindible en muchas
aplicaciones matemáticas, y resulta muy sencillo de implementar gracias
a Euclides y el algoritmo que lleva su nombre. De acuerdo con este algo-
ritmo, el cálculo del máximo común divisor de dos enteros a y b, ambos
distintos de 0, es igual al cálculo del máximo común divisor de los ente-
ros b y a% b. Esto introduce una definición recursiva, muy típica en la
programación, sencilla de implementar.
Por ejemplo, MCD(35, 21) es igual a MCD(21, 35% 21 = 14), que a su
vez es igual a MCD(14, 21%14 = 7), que es igual a MCD(7, 14% 7 =
0). De acuerdo con el algoritmo de Euclides no podemos seguir haciendo
nuevos cálculos de nuevos pares de valores a y b porque hemos llegado
al valor de b igual a 0. El algoritmo de Euclides concluye entonces que el
valor de mcd es el valor distinto de 0 del par a, b: en este caso, entonces,
mcd = 7.
Así pues, el algoritmo que debemos implementar deberá ir recalculando
nuevos pares a y b hasta llegar a un valor de b igual a 0. Ese cálculo
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reiterado consiste en algo parecido a un intercambio (cfr. Secion 7.1). El
pseudocóddigo podría ser algo parecido a lo siguiente:
while b != 0 do
aux = a% b
a = b
b = aux
end while
mcd = a
Y un código que resolvería el cálculo del máximo común divisor de dos
enteros podría ser algo parecido al mostrado en el Cuadro de Código 11.5.
Cuadro de código 11.5: Código para un programa que calcule el máximo
común divisor de dos enteros mediante el algoritmo de Euclides.
#include <stdio.h>
int main()
{
long a, b, mcd;
long aux;
printf("Valor de a ... ");
scanf(" %ld", &a);
printf("Valor de b ... ");
scanf(" %ld", &b);
while(b)
{
aux = a % b;
a = b;
b = aux;
}
mcd = a;
printf("El mcd es: %ld\n", mcd);
return 0;
}
Una breve observación sobre el código del Cuadro de Código 11.5: en el
proceso de cálculo del valor para la variable mcd se pierden los valores
iniciales de las variables a y b (hemos dicho que se iban recalculando).
Este es un problema que desaparecerá mayormente cuando introduzca-
mos las funciones. Pero, por ahora, quizá una solución (tosca pero eficaz)
es declarar variables auxiliares que sean las que van perdiendo el va-
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lor inicial recibido, dejando así preservadas las variables a y b con sus
valores originales. Podría ser algo así:
long ca = a, cb = b;
while(cb)
{
aux = ca % cb;
ca = cb;
cb = aux;
}
mcd = ca;
printf("El mcd de %ld y %ld es: %ld\n", a, b, mcd);
SECCIÓN 11.6
Confirmar que un dígito éstá en un número
Necesitamos un programa que reciba un valor entero n y un dígito d
(entero entre 0 y 9), y confirme que dicho dígito d está (o no) entre los del
número n.
Algo parecido se ha resuelto entre los ejercicios presentados en la Sec-
cion 10.3. Pero ahora desconocemos la cantidad de dígitos del valor nu-
mérico introducido y asignado a n.
Para aislar un determinado dígito de n basta la operación módulo: n% 10
es el dígito menos significativo de n. Y una vez evaluado el dígito, éste se
puede eliminar con la operación cociente: n /= 10 elimina de n el dígito
menos significativo que tenía hasta el momento.
Por ejemplo, si n = 1234, entonces n% 10 es igual a 4, y al reasignar n
/= 10, tenemos que el nuevo valor de n es ahora 123.
Este enunciado tiene una complicación añadida a los anteriores propues-
tos: porque por un lado habrá que iterar mientras queden dígitos de n por
comprobar si son iguales a d; pero por otro lado, en cuanto encontremos
un dígito de n que sea igual a d ya no tendrá sentido seguir iterando,
porque en ese caso la búsqueda habrá terminado: podremos afirmar que
el dígito d sí está en el número n.
Aquí es importante acertar en las condiciones a evaluar, en los momentos
en que esas condiciones se han de evaluar, y en las acciones a realizar
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según se cumpla o no cada una de las condiciones. Tenemos dos condi-
ciones a evaluar: (1) saber si n es (o no es) distinto de 0 (es decir, que aún
queden dígitos para evaluar); y (2) saber si el dígito actual evaluado (n%
10) es (o no es) igual al dígito asignado a d.
Que queden dígitos pendientes de evaluar no nos da información defini-
tiva sobre la presencia (o no) del dígito d en el número n. Que el dígito
actual menos significativo (n% 10) sea distinto de d tampoco nos da una
información definitiva sobre la presencia (o no) del dígito d en el núme-
ro n (mientras haya en n dígitos pendientes de evaluar, siempre puede
aparecer uno que sí sea igual a d).
Las dos ocurrencias que determinan una solución definitiva serán: (1)
encontrar un dígito n% 10 igual a d, y en ese caso la cuestión sobre si
el dígito d está en n queda resuelta con una respuesta afirmativa; o (2)
terminar con todos los dígitos de n (es decir, verificar que n es igual a 0)
y en ese caso la cuestión queda resuelta con una respuesta negativa.
Un posible pseudocódigo que presente el algoritmo que resuelve este pro-
blema podría ser el siguiente:
while n != 0 && n% 10 != d do
n = n / 10
end while
Y ahora... ¿qué?
Pues ahora hemos de saber decidir. Cuando se trabajen estos problemas
con funciones, la finalización de los códigos en estos ejercicios de bús-
queda de evento será más sencilla: bastará una sentencia return dentro
del while (ya se verá más adelante). Pero ahora hay que tomar una de-
cisión, una vez finalizada la iteración. Ya estamos fuera de la iteración:
habremos salido de ella porque habremos llegado a un valor de n igual
a 0 (y en ese caso, diremos que el dígito NO está en el valor inicial de n;
o habremos salido de la iteración porque habremos encontrado en n un
dígito igual a d (y en ese caso, ocurrirá que n aún no es 0).
El pseudocódigo completo podría ser el siguiente:
while n != 0 && n% 10 != d do
n = n / 10
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end while
if n != 0 then
Afirmar que d SÍ está en n
else
Afirmar que d NO está en n
end if
Una posible implementación podría ser la recogida en el Cuadro de Códi-
go 11.6.
Cuadro de código 11.6: Código que recibe un número entero n y un dígito d
y determina si el dígito d se encuentra entre los dígitos del número n.
#include <stdio.h>
int main()
{
long n, cN;
short d;
printf("Valor de n... ");
scanf(" %ld", &n);
do
{
printf("Digito a buscar en n... ");
scanf(" %hd", &d);
}
while(d < 0 || d > 9);
cN = n;
while(cN && cN % 10 != d)
{
cN /= 10;
}
if(cN)
{
printf("%hd SI esta en %ld", d, n);
}
else
{
printf("%hd NO esta en %ld", d, n);
}
return 0;
}
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SECCIÓN 11.7
Ternas Pitagóricas
Queremos un programa que muestre todas las ternas pitagóricas forma-
das por enteros a, b, c que verifiquen que la suma de los cuadrados de
dos cualquiera de ellos es igual al cuadrado del tercero.
Aquí no se requiere ninguna entrada por parte del usuario. Simplemente
el programa debe ejecutarse y mostrar por pantalla esas ternas. Lo más
inmediato es probar con todas las ternas posibles y testear cada una de
ellas: aquella que cumpla la propiedad se muestra por pantalla; la que no
verifique la propiedad, simplemente la ignoramos.
Así entonces, para cada valor de a entre 1 y 100 hemos de probar con
todos los valores de b entre 1 y 100; y para cada uno de esos 100 × 100
= 10.000 pares (a, b) hemos de probar con todos los valores de c entre
1 y 100: en total, pues, un millón de ternas candidatas a ser pitagóricas.
Es evidente que si conociéramos en profundidad las propiedades de esa
ternas llegaríamos a algoritmos más eficientes (no más sencillos posible-
mente).
Un pseudocódigo que podría presentar una solución al problema plan-
teado sería el siguiente:
a = 1
while a <= 100 do
b = 1
while b <= 100 do
c = 1
while c <= 100 do
if a, b, c es terna pitagórica then
Mostrar a, b, c
end if
end while
end while
end while
La condición para determinar si, efectivamente, la terna a, b, c es pi-
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tagórica es sencilla: (a * a + b * b == c * c) OR (a * a + c * c
== b * b) OR (b * b + c * c == a * a). Una posible implementa-
ción en C podría ser la que se muestra en el Cuadro de Código 11.7
Cuadro de código 11.7: Código que muestra las ternas pitagóricas formadas
por tres enteros menores de o iguales a 100.
#include <stdio.h>
int main()
{
short a, b, c;
for(a = 1 ; a <= 100 ; a++)
{
for(b = 1 ; b <= 100 ; b++)
{
for(c = 1 ; c <= 100 ; c++)
{
if(a * a + b * b == c * c ||
a * a + c * c == b * b ||
b * b + c * c == a * a)
{
printf("%5hd,%5hd,%5hd\n", a, b, c);
}
}
}
}
return 0;
}
Con esta implementación podremos mostrar todas las ternas pitagóri-
cas en el intervalo indicado. De todas formas, así resuelto, cada terna
se mostrará hasta seis veces. Por ejemplo, la primera de las ternas po-
demos verla de las siguientes seis maneras: (3, 4, 5), (3, 5, 4), (4,
3, 5), (4, 5, 3), (5, 3, 4), (5, 4, 3). Una modificación útil sería
la de evitar repeticiones. Si lo piensa un poco verá que no es tan difícil.
Basta asumir que siempre tomaremos el entero a como el menor de los
tres, y el entero c como el mayor de los tres. El código podría entonces
quedar como se muestra en el Cuadro de Código 11.8
Cuadro de código 11.8: Código mejorado que muestra las ternas pitagóricas
formadas por tres enteros menores de o iguales a 100.
#include <stdio.h>
int main()
{
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short a, b, c;
for(a = 1 ; a <= 100 ; a++)
{
for(b = a + 1 ; b <= 100 ; b++)
{
for(c = b + 1 ; c <= 100 ; c++)
{
if(a * a + b * b == c * c)
{
printf("%5hd,%5hd,%5hd\n", a, b, c);
}
}
}
}
return 0;
}
Y una tercera mejora sería la de eliminar aquellas ternas que son múl-
tiplos de otras anteriores: por ejemplo, si tenemos localizada la terna
(3, 4, 5), sería interesante que no mostrara también las ternas (6, 8,
10), (9, 12, 15), (12, 16, 20), etc. Esta mejora requiere algo más de
código, y también pensar cómo hacerlo... En realidad bastaría verificar
que el máximo común divisor de dos cualesquiera de los enteros es igual
a 1: cualquier otra combinación donde el MCD(a, b), o el MCD(a, c), o
el MCD(b, c) fuera distinto de 1 sería una terna igual a una anterior con
enteros menores, multiplicada por una constante. Además, basta que
verifiquemos una sola de las tres condiciones señaladas: si MCD(a, b)
es igual a 1, y si (a, b, c) es terna pitagórica, entonces MCD(a, c) y
MCD(b, c) deben ser también igual a 1. Si lo piensa un poco lo verá.
El código de esta tercera mejora quedaría entonces como se muestra en l
Cuadro de Código 11.9
Cuadro de código 11.9: Código nuevamente mejorado que muestra las ter-
nas pitagóricas formadas por tres enteros menores de o iguales a 100.
#include <stdio.h>
int main()
{
short a, b, c;
for(a = 1 ; a <= 100 ; a++)
{
for(b = a + 1 ; b <= 100 ; b++)
{
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for(c = b + 1 ; c <= 100 ; c++)
{
if(a * a + b * b == c * c)
{
short ca = a, cb = b, aux;
short mcd;
while(cb)
{
aux = ca % cb;
ca = cb;
cb = aux;
}
mcd = ca;
if(mcd == 1)
{
printf("%5hd,%5hd,%5hd\n",
a, b, c);
}
}
}
}
}
return 0;
}
SECCIÓN 11.8
Problema de Basilea
El Problema de Basilea fue planteado por primera vez por Pietro Mengoli
(1626 - 1686). Y fue resuelto por Leonhard Euler (1707 - 1783) en 1735.
El problema debe su nombre a la ciudad de residencia de Euler (Basilea).
El problema de Basilea consiste en encontrar la suma exacta de los in-
versos de los cuadrados de los enteros positivos, esto es, la suma exacta
de la serie infinita:
∞∑
n=1
1
n2
= l´ım
n→∞
(
1
12
+
1
22
+
1
32
+ · · ·+ 1
n2
)
=
pi2
6
Queremos hacer un programa que verifique que, efectivamente, a medida
que vamos añadiendo sumandos a la suma, el resultado se va aproxi-
mando cada vez más al propuesto por Euler. Obviamente, no podemos
realizar una suma hasta el infinito: la haremos un número elevado de
veces: con eso, en principio, bastará. Para verificar el resultado, multipli-
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caremos el sumatorio por 6 y calcularemos entonces la raíz cuadrada; si
el valor se asemeja al número pi, entonces habremos verificado la relación
de Basilea.
El algoritmo, sencillo, es el siguiente:
suma = 0
n = 1
while n < 10000 do
suma = suma + 1 / (n * n)
n = n + 1
end while
pi = sqrt(6 * suma)
El código podría ser algo como el propuesto en el Cuadro de Código 11.10.
Cuadro de código 11.10: Código que verifica la igualdad de Basilea.
#include <stdio.h>
#include <math.h>
int main()
{
double suma, pi;
long n;
for(suma = 0 , n = 1 ; n < 10000 ; n++)
{
suma += 1.0 / (n * n);
}
pi = sqrt(6 * suma);
printf("Valor de pi: %.10f\n", pi);
printf("Valor de PI: %.10f\n", M_PI);
return 0;
}
La función sqrt(), declarada en math.h, calcula la raíz cuadrada del
valor que recibe, entre paréntesis, como parámetro.
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Después de haber mostrado algunos ejemplos, se puede ahora sugerir
una hipotética clasificación respecto a los tipos de problemas que se pre-
sentan con las iteraciones, Podríamos decir que se nos presentan cinco
posibles formas básicas de construir algoritmos con iteraciones.
SECCIÓN 12.1
Iterar un determinado número de veces
Es frecuente encontrarse con un algoritmo que se resuelve iterando un
número concreto y predeterminado de veces. Un ejemplo clásico sería el
de la tabla de multiplicar: la iteración se realiza exactamente diez veces
(cfr. Sección 11.1). Otros ejemplos pueden ser el del cálculo de la potencia
con un exponente entero, o el cálculo del factorial de un entero, o calcular
la suma de todos los números que dividen a un entero n dado.
SECCIÓN 12.2
Iterar un número a priori indeterminado de
veces
También hay algoritmos donde no es un contador o una variable que
alcanza un valor límite quien determina el número de veces que se realiza
una determinada iteración, sino simplemente el comportamiento de las
variables en el mismo algoritmo Un ejemplo clásico sería el del cálculo del
máximo común divisor de dos enteros mediante el algoritmo de Euclides
(cfr. Sección 11.5). También puede ser un algoritmo que se repite hasta
que el usuario decide no volver a ejecutarlo, o eliminar dígitos (dividiendo
por 10) mientras queden dígitos en el número para contar cuántos dígitos
tiene el número.
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SECCIÓN 12.3
Iterar hasta encontrar un contraejemplo
Un ejemplo clásico sería el de determinar si un determinado dígito d está
presente entre los dígitos de un entero n (cfr. Sección 11.6).
Importa que comprenda bien esta forma básica o paradigma. Este tipo de
ejercicios tiene su lógica particular y está muy presente en la algoritmia.
Se repite con frecuencia en la programación, siempre que, por ejemplo,
sobre un conjunto de elementos se solicite si alguno cualquiera de ellos
verifica una condición. Tenga en cuenta que para averiguar esta propie-
dad basta encontrar un elemento que cumpla la condición; a partir de
ese primer hallazgo, proseguir con la búsqueda es vano. Y, sin embargo,
el hecho de entre todos los elementos evaluados hasta el momento nin-
guno verifique la propiedad no permite concluir que ninguno la verificará:
mientras quede algún elemento por evaluar, ése puede ser la excepción
buscada.
Veamos un ejemplo: si se le pregunta si en una lista de enteros (por
ejemplo; {4, 15, 21, 45, 47, 56, 72, 97, 99}) hay algún número primo,...
Usted debe primero verificar si el 4 es primo o compuesto; llegará
a la conclusión de que es compuesto, y no por eso se apresurará
usted a afirmar que en la lista de enteros NO hay primos...
Lo lógico y razonable será entonces comprobar el siguiente entero,
el 15, que de nuevo resulta compuesto; y de nuevo usted no puede
concluir que en la lista NO hay primos. Usted sabe que mientras en
la lista haya números pendientes de verificación, queda la esperanza
de encontrar uno que verifique la propiedad deseada.
Seguirá usted verificando números...: el 21 (compuesto) y el 45 (com-
puesto), y seguirá sin saber si es verdad que en la lista NO hay pri-
mos. Para determinar con seguridad que NO hay primos en la lista
sería necesario llegar hasta el final, hasta el 99 y haber comprobado
que ninguno de los números anteriores, ni el mismo 99 es primo:
si ocurriera eso, entonces sí se podría afirmar que los números son
todos compuestos y que por lo tanto no hay primos.
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Cuando llegue al número 47 comprobará que ese número sí es pri-
mo: podrá entonces concluir su búsqueda: ya sabe que en la lista
SÍ hay primos. Puede dar ya la respuesta a la pregunta y dar por
terminada la cuestión.
Poco importa si después del 47 hay (o no) más números primos (de
hecho sí los hay: lo es también el 97), porque no nos han preguntado
cuántos hay..., ni si hay más primos que compuestos..., ni tampoco
nos han preguntado si en la lista está presente el número primo 13.
Habiendo un primo podemos afirmar que hay primos: no hace falta
más ejecución de instrucciones.
SECCIÓN 12.4
Anidamiento de iteraciones
Iteración dentro de una iteración. Un ejemplo de esto sería un programa
que mostrar todas las tablas de multiplicar entre 1 y 20. Habría que
hacer una iteración para una variable que tomara todos los valores entre
ambos extremos indicados, y dentro de ella otra iteración que mostrara
la tabla correspondiente a cada uno de eso valores. La iteracion anidada
multiplica las veces que se evalúa una condición.
Un ejemplo de triple anidamiento de estructuras de iteración lo hemos
visto con la ternas Pitagóricas (cfr. Sección 11.7).
SECCIÓN 12.5
Infinitas iteraciones
Un ejemplo clásico sería el de verificar la igualdad de Basilea (cfr. Sec-
ción 11.8). En realidad nunca se puede iterar algo infinitas veces, porque
eso contradice la misma esencia de algoritmo que debe ser una secuencia
ordenada y FINITA de sentencias o instrucciones. Pero hay definiciones
de algoritmos que, en su expresión matemática, maneja la infinitud. Ob-
viamente lo que se debe realizar es un número alto de iteraciones, pero
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nunca un número infinito. Por eso, esta clase de algoritmos es similar a la
primera, de iterar un número determinado de veces: tantas como decida
el programador o quien ejecuta finalmente el algoritmo.
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SECCIÓN 13.1
Serie de ejercicios sobre números y dígitos
Necesitamos obtener distinta información sobre los dígitos de un número
n introducido por teclado. Cada pregunta que se le plantea sobre esos
dígitos es parecida a las otras, pero todas ellas son distintas y exigen un
ajuste en el algoritmo.
No es lo mismo...
saber cuántos dígitos tiene un número;
mostrar qué dígitos tiene el número;
mostrar esos dígitos en el orden inverso al anterior;
saber si entre esos dígitos hay uno determinado;
saber cuántas veces aparece un determinado dígito en n;
saber si n tiene algún dígito repetido;
saber construir, a partir del entero n, otro entero m que contenga los
mismos dígitos que n en orden inverso;
saber si el valor de n es capicúa...
. . . y aunque son preguntas parecidas, cada una requiere su propio matiz
algorítmico.
1. (Iterar un número a priori indeterminado de veces.) Escriba un pro-
grama que solicite al usuario un valor entero n de tipo long y que muestre
por pantalla cuántos dígitos tiene el número introducido. Por ejemplo, si
el número introducido es 1 debe mostrar 1; si es 23 debe mostrar 2; si es
456 debe mostrar 3; si es 7890 debe mostrar 4; si es 12345 debe mostrar
5.
Declare ocho proyectos: uno para cada uno de los ocho siguiente ejerci-
cios.
2. (Iterar un número a priori indeterminado de veces.) Amplíe el código
del programa para que además muestre por pantalla cada uno de sus
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dígitos. Debe mostrar los dígitos en orden desde la cifra menos signifi-
cativa a la más significativa. Por ejemplo, si el número introducido es el
12345 debe mostrar los dígitos 5, 4, 3, 2, y 1; si el número introduci-
do es el 112233 debe mostrar los dígitos 3, 3, 2, 2, 1, y 1; si el número
introducido es el 12 debe mostrar los dígitos 2 y 1.
3. (Iterar hasta encontrar contraejemplo.) En una nueva ampliación, el
programa debe ahora crear una variable d de tipo short y el usuario
deberá asignarle un valor esté entre 0 y 9: es decir, un valor de un dígito.
El programa ahora deberá también indicar si el número n tiene o no
tiene entre sus dígitos al introducido en la variable d. Por ejemplo, si el
entero introducido es 12345 y el dígito buscado es el 1 el programa debe
indicar que 1 sí está en 12345; si el entero introducido es 12345 y el dígito
buscado es el 6 el programa debe indicar que 6 no está en 12345.
4. (Iterar un número a priori indeterminado de veces.) En otra amplia-
ción del programa, ahora debe indicar cuántas veces aparece el dígito d
en el número n introducido. Por ejemplo, si el entero n introducido es
12345 y el dígito d buscado es el 1, entonces el programa debe indicar
que el dígito d = 1 aparece en n una vez: mostrará, por tanto, el valor 1;
si el entero n introducido es 12345 y el dígito d buscado es el 6, entonces
el programa debe indicar que el dígito d = 6 no está entre los dígitos de n:
mostrará, por tanto, el valor 0; si el número n introducido es el 12131415
y el dígito d es el 1, entonces el programa debe indicar que el dígito d =
1 aparece 4 veces entre los dígitos del número n.
5. (Iterar un número a priori indeterminado de veces.) Deberá además
el programa mostrar por pantalla cada uno de sus dígitos, ahora en el
orden inverso a como se hizo antes: desde la cifra más significativa a la
menos significativa. Por ejemplo, si el número es el 12345 debe mostrar
los dígitos 1, 2, 3, 4, y 5; si el número introducido es el 112233 debe
mostrar los dígitos 1, 1, 2, 2, 3, y 3; si el número introducido es el 12
debe mostrar los dígitos 1 y 2.
6. (Iterar un número a priori indeterminado de veces. Anidamiento de
iteraciones. Iterar hasta encontrar contraejemplo.) El programa deberá
ahora además informar sobre si el número introducido tiene o no tiene
dígitos repetidos. Por ejemplo, si el número introducido n es 12345, en-
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tonces el programa debe indicar por pantalla que todos los dígitos son
diferentes; si el número n introducido es 112233, entonces el programa
debe indicar que entre los dígitos del número sí los hay repetidos. (Aquí
el contraejemplo se da cuando se hallan dos dígitos iguales: a partir de
ese momento no hace falta seguir buscando.)
7. (Iterar un número a priori indeterminado de veces.) En una nueva
ampliación del programa, éste debe ahora crear una nueva variable m
de tipo long y asignarle el valor numérico calculado a partir de n con
sus dígitos en orden inverso. Por ejemplo, si el entero introducido n es
12345, entonces m deberá valer 54321; si el valor introducido n es 334455
entonces m deberá valer 554433; si el valor introducido n es 12 entonces
m deberá valer 21.
8. (Iterar un número a priori indeterminado de veces.) Por último el
programa debe informar sobre si ese valor introducido en n es o no es ca-
picúa. Por ejemplo, si el valor introducido n es 12345 el programa deberá
indicar que n NO es capicúa. Si el valor introducido n es 1234321, enton-
ces el programa deberá indicar que n SÍ es capicúa; si el valor introducido
n es 123321 el programa deberá indicar que n SÍ es capicúa; si el valor
introducido n es 11 el programa deberá indicar que n SÍ es capicúa; si el
valor introducido n es 7 el programa deberá indicar que n SÍ es capicúa;
si el valor introducido n es 21 el programa deberá indicar que n NO es
capicúa.
SECCIÓN 13.2
Determinar si un entero es primo o compuesto
Escriba un programa que solicite del usuario la entrada de un entero y
determine si ese número es primo o compuesto. (Iterar hasta encontrar
contraejemplo.)
Ya sabe que un entero n es primo si es divisible únicamente por el 1 y
por el mismo número n. Una forma de resolver este problema es calcular
cuántos divisores propios tiene y determinar entonces que en entero n es
compuesto si la cuenta es distinta de 0. Otra forma de resolverlo es me-
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diante la búsqueda de un contraejemplo: de acuerdo con ese paradigma,
usted podrá deducir que n es compuesto en cuanto encuentre un divi-
sor propio; una vez sabe que hay un divisor propio es redundante seguir
buscando: encuentre los que encuentre usted ya sabe que el número es
compuesto.
SECCIÓN 13.3
Mostrar todos los Pares Par / Impar
Escriba un programa que muestre por pantalla todas las parejas de en-
teros menores de 100 que verifiquen que uno de ellos es PAR y el otro
es IMPAR. Considera que la pareja (1, 2) es distinta a la pareja (2,
1): ambas, por lo tanto, deberán aparecer en el listado que muestre el
programa.
Modifique ahora el programa considerando que dos parejas con los mis-
mos enteros son iguales, aunque se muestren en el orden cambiado: es
decir, ahora sí debe considerar que las parejas (1, 2) y (2, 1) son la
misma pareja, y por lo tanto deberá mostrar sólo una de las dos.
SECCIÓN 13.4
Contar los primos de un intervalo
Necesitamos un programa que solicite del usuario dos enteros a y b (debe
verificar que a es menor que b) y muestre por pantalla todos los primos
que se encuentren en el intervalo entre a y b.
SECCIÓN 13.5
Serie de ejrcicios para el cálculo del número PI
ADVERTENCIA n. 1
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Ya sé que se le están proponiendo muchos ejercicios. Conviene que usted los resuelva
todos. Pero quizá no es necesario que lo haga todo de una sentada. Adminístrese su
propio tiempo.
1. La búsqueda del mayor número de decimales del número pi ha su-
puesto un esfuerzo constante de numerosos científicos a lo largo de la
historia. A partir del siglo XII, con el uso de cifras arábigas en los cálcu-
los, se facilitó mucho la posibilidad de obtener mejores cálculos para pi.
Así, en el año 1655, el matemático inglés John Wallis desarrolló la cono-
cida serie llamada Producto de Wallis, que se expresa como sigue:
2
1
× 2
3
× 4
3
× 4
5
× 6
5
× 6
7
× 8
7
× 8
9
× . . . = pi
2
Es decir,
∞∏
n=1
(
2n
2n− 1 ×
2n
2n+ 1
)
=
pi
2
A partir de la expresión del Producto de Wallis, haga un cálculo aproxi-
mado del valor del número pi/2. De nuevo, y también evidentemente, no es
posible realizar infinitos productos hasta llegar al valor exacto de pi, pero
sí es posible aproximarse realizando un elevado número de productos.
2. Unos pocos años después de la expresión de Wallis, en el año 1682, el
matemático y filósofo Leibniz también presentó una nueva forma —más
complicada— de calcular el número pi. Leibniz presentó la serie matemá-
tica que lleva su nombre:
∞∑
n=0
(−1)n
2 · n+ 1 =
pi
4
Es decir,
1
1
− 1
3
+
1
5
− 1
7
+
1
9
− . . . = pi
4
A partir de la serie de Leibniz, escriba un programa que calcule el valor
de pi. De nuevo no es posible calcular el valor exacto, porque eso supon-
dría realizar infinitas sumas, pero sí se puede alcanzar un valor bastante
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aproximado realizando suficientes iteraciones.
3. El matemático Euler no solamente resolvió la llamada expresión de
Basilea, sino que él mismo también quiso introducir su propia expresión
para el cálculo del número pi. Y ésta fue la que presentó:
1 +
1
3
+
1× 2
3× 5 +
1× 2× 3
3× 5× 7 + . . . =
pi
2
A partir de esta expresión de Euler, calcule el valor del número pi.
4. Euler presentó otra nueva expresión para el cálculo de pi:
1
14
+
1
24
+
1
34
+
1
44
+ . . . =
pi4
90
A partir de esta nueva expresión de Euler, calcule el valor del número pi.
5. También podemos encontrar expresiones para el cálculo del número
pi donde los números primos juegan un papel importante. La siguiente
expresión muestra una genialidad del mundo matemático, y relaciona
todos los números primos (subconjunto P del conjunto de los naturales
N) con un número como el pi, irracional y trascendente, del conjunto R.
l´ım
n→∞,pn∈P
(
1− 1
22
)
×
(
1− 1
32
)
×
(
1− 1
52
)
×
(
1− 1
72
)
×
(
1− 1
112
)
×
(
1− 1
132
)
×
(
1− 1
172
)
×
(
1− 1
192
)
×(
1− 1
232
)
×
(
1− 1
292
)
× · · · ×
(
1− 1
p2n
)
=
6
pi2
Intente escribir el código de un programa que calcule el valor del número
pi a partir de la expresión arriba mostrada. Tenga en cuenta que sólo de-
ben intervenir números primos, así que sólo deberá calcular la expresión
de forma 1− 1p2n con aquellos valores de pn que sean primos.
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SECCIÓN 13.6
Método de Pascal para determinar la
DIVISIBILIDAD de un entero.
Desde la antigüedad se conocen reglas que permiten saber si un número
es divisible por otro simplemente con la inspección de las cifras que com-
ponen dicho número. Quizás la más famosa es la regla del nueve, que
dice que un número es múltiplo de 9 si y sólo si la suma de sus dígitos es
también múltiplo de 9. De esta forma podemos saber con facilidad y rapi-
dez si un número grande es múltiplo de 9; por ejemplo, 8.294.527.125
sí lo es, ya que la suma de sus cifras es 8 + 2 + 9 + 4 + 5 + 2 + 7 +
1 + 2 + 5 = 45 y 4 + 5 = 9, que obviamente es múltiplo de 9.
Blaise Pascal (1623-1662) se interesó por estos temas y encontró una
generalización a la regla del nueve. En el caso general, para comprobar si
un número n es múltiplo de k, no basta con sumar las cifras que compo-
nen el número n, sino que antes hemos de multiplicar dichas cifras por
coeficientes apropiados, que previamente se han calculado para cada k.
Por ejemplo, los coeficientes para comprobar si cierto número es múltiplo
de k = 7 son:
5 4 6 2 3 1
Esta tabla se conoce como tabla de módulos. La tabla de módulos se cal-
cula de forma sencilla. Para cada valor de k exista una tabla de módulos
que hay que calcular; más abajo se describe cómo.
Ahora, si queremos saber si un número (pongamos 21.756) es múltiplo
de k = 7, basta con que hagamos la siguiente operación:
5 4 6 2 3 1
× × × × ×
2 1 7 5 6
= = = = =
8 6 14 15 6
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El número 21.756 es múltiplo de 7 si y sólo si el número 8 + 6 + 14 +
15 + 6 = 49 lo es. Necesitamos saber que 49 es múltiplo de 7, y para
ello basta repetir de nuevo el proceso descrito, ahora para 49
5 4 6 2 3 1
× × × × ×
4 9
= =
12 9
. . . y necesitamos ahora saber si 21 (12 + 9) lo es. Para averiguarlo, de
nuevo, repetimos el proceso:
5 4 6 2 3 1
× × × × ×
2 1
= =
6 1
. . . que suma 7, que es múltiplo de 7 obviamente. Por tanto, 21.756 es
múltiplo de 7. Si, por el contrario, al final del proceso hubiésemos obte-
nido un número inferior a 10 diferente de 7, sabríamos que el número
inicial no era múltiplo de 7.
Así pues, teniendo la tabla de módulos del 7 es fácil comprobar si un
número es o no múltiplo de 7. Veamos ahora cómo calcularlas para los
números mayores o iguales a 2.
Sea cual sea la tabla de módulos que calculemos ponemos en el extremo
derecho un 1.
1
El mecanismo general consiste en tomar la última entrada, multiplicarla
por 10 y calcular el módulo de la división por el número del que deseamos
calcular la tabla (k); este resultado pasa a ser una nueva entrada.
Supongamos que queremos calcular la tabla de módulos del número k
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= 7 que hemos utilizado antes. Comenzamos poniendo 1 en el extremo
derecho. Para calcular el siguiente número multiplicamos el 1 por 10 y
ponemos el resto del producto dividido entre k = 7 en la segunda posi-
ción de la tabla, obteniendo de esta manera el 3.
3 1
Repetimos el mismo proceso comenzando con el último número de la
tabla, es decir, lo multiplicamos por 10 y calculamos el resto de dividir
por k = 7; este número, el 2, ocupa la siguiente casilla.
6 2 3 1
Repitiendo el proceso obtenemos la tabla completa
5 4 6 2 3 1
Se termina de calcular la tabla de módulos cuando se obtiene el primer
factor repetido. En el caso de la tabla del k = 7, si realizamos el cálculo
de la siguiente entrada para el 5, obtenemos que 50% 7 = 1 que es la
primera entrada de la tabla. No es necesario continuar ya que el proceso
entraría en un ciclo y se repetiría la secuencia de números que ya se
tiene.
Enunciado del programa que se le solicita. (Iterar un número a priori
indeterminado de veces. Anidamiento de iteraciones.) Con toda la infor-
mación previa, que describe un algoritmo que permite crear un criterio de
divisibilidad de k para cualquier entero n dado, se le pide que escriba un
programa que solicite al usuario el valor de un entero n y de un divisor k,
y que el programa entonces determine, mediante el algoritmo de Pascal
aquí descrito, si el entero n es o no es divisible por k.
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SECCIÓN 14.1
Llamada por valor
Se supone conocida la base teórica necesaria para comenzar a programar
con funciones, llamadas por valor. La tiene disponible en el Capítulo 12
del manual de teoría.
Supongamos que declaramos la siguiente función:
long f(short a);
Y supongamos el siguiente código de la función:
long f(short a)
{
long b = 2 * a;
return b;
}
Al invocar una función f, debemos facilitarle un valor: mediante un lite-
ral, mediante una variable, o mediante una expresión. Por ejemplo:
short x = 3;
long v1 = f(x);
long v2 = f(5);
long v3 = f(3 * x + 1);
Al invocar a la función con f(x); tenemos que el parámetro a, variable
local de la función f, toma el valor de la variable x: Ka se iguala a Kx,
que es 3. En el segundo caso, Ka toma directamente el valor del literal
5. Y en el tercer caso, Ka recibe el valor obtenido en la ALU después de
multiplicar por 3 en valor de x y sumarle 1: el valor 10.
Al terminar la función, después de sentencia return, el valor de la va-
riable b, Kb se le asigna a la variable ubicada en la parte izquierda de la
asignación. Así, tendremos: <v1, long, Rv1, Kv1 = 6>; <v2, long, Rv2, Kv2
= 10>; <v3, long, Rv3, Kv3 = 20>.
Cuando se está ejecutando el código de la función f no podemos hacer
referencia a las variables x, o a las variables v1, v2, o v3. No estamos en
el ámbito de esas variables, sino en el ámbito de la función f. Pero gracias
a los parámetros de la función, hemos logrado dar un valor a a desde la
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función que invoca a f. Y gracias a la asignación y a la sentencia return,
hemos logrado asignar a v1, v2, o v3, los valores calculados en la variable
b; y eso, a pesar de que en el momento que volvemos a trabajar con v1 (o
con v2, o con v3), la variable b ya está desaparecida.
SECCIÓN 14.2
Cuadrado de un valor
Necesitamos una función, cuyo prototipo sea
long cuadrado(short a);
que reciba como único parámetro (de tipo short) un valor entero, y que
calcule el cuadrado de ese valor recibido y los retorne allá donde la fun-
ción fue invocada.
El prototipo de la función ofrecer tres informaciones importantes y nece-
sarias sobre la función:
El tipo del parámetro o de los parámetros de entrada. En este caso,
la función recibe como único parámetro un entero de tipo short.
El tipo de la función. Toda función tiene un tipo de dato, que es
el del valor de retorno. en este caso, la función es de tipo long y
deberá, por tanto, devolver un valor de ese tipo.
El nombre de la función: en este caso, la función se llama cuadrado.
Allá donde una función invoque a la función cuadrado() indicando des-
pués del nombre y entre paréntesis un único valor entero, allá se consi-
derará que se está trabajando con un valor de tipo long, que es el tipo de
la función.
El código de la función será extremadamente sencillo, como sencillo es el
cálculo a realizar para obtener el valor que debe retornar. Viene recogido
en el Cuadro de Código 14.1.
Cuadro de código 14.1: Código de la función long cuadrado(short a);
que calcula el cuadrado del valor recibido como parámetro.
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long cuadrado(short a)
{
return a * a;
}
Una vez la función ha sido declarada y ha sido definida, podemos ya
invocarla. Por ejemplo, podríamos calcular el área de una circunferencia
de radio entero:
short radio;
double area;
printf("Valor del radio: ); scanf(" %hd", &radio);
area = M_PI * cuadrado(radio);
print("El area de un circulo de radio %hd es %f\n",
radio, area);
ADVERTENCIA n. 1
La declaración de una función es una sentencia: termina por tanto en punto y coma.
ADVERTENCIA n. 2
Ninguna función puede ser invocada si antes no ha sido declarada y definida.
ADVERTENCIA n. 3
Toda función debe ser declarada y definida fuera del ámbito de cualquier función.
ADVERTENCIA n. 4
Los parámetros de la función son variables locales de la función. Es un error grave
declarar dentro de la función variables con el mismo nombre que el nombre de alguno
de sus parámetros.
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ADVERTENCIA n. 5
Los parámetros de la función toman los valores que se les asigna en la invocación
de la función. Cuando usted implementa una función, asume que cada uno de sus
parámetros ya tiene un valor asignado.
SECCIÓN 14.3
Cálculo del factorial de un entero. Recursividad
Necesitamos una función, cuyo prototipo sea
unsigned long long factorial(unsigned short a);
que calcula y devuelve el factorial del entero recibido como único pará-
metro.
Un posible implementación de esta función podría ser tal como se mues-
tra en Cuadro de código 14.2. En este código se declara una variable de
tipo unsigned long long sobre la que se realiza el cálculo del factorial
del valor recibido y guardado en a. En la línea marcada con /* 01 */ se
realiza todo el cálculo del factorial.
Cuadro de código 14.2: Código de la función unsigned long long
factorial(unsigned short a); que calcula el factorial del valor recibido
como parámetro.
unsigned long long factorial(unsigned short a)
{
unsigned long long F = 1;
while(a) { F *= a--; } /* 01 */
return F;
}
Muchos comportamientos de la naturaleza, que pueden describirse me-
diante un modelo matemático, son de naturaleza recursiva: es decir, al
describir su comportamiento echamos mano de ese mismo comporta-
miento. Pero lo mejor es mostrar un ejemplo; y el cálculo del factorial
es uno bueno. Por definición, el factorial de un entero n es igual a n
multiplicado por el factorial de n - 1: n! = n × (n− 1)! En la definición
de n! encontramos un factorial, que a su vez podríamos definir como:
(n− 1)! = (n− 1) × (n− 2)! Así, juntando ambas identidades llegamos a
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que n! = n × (n− 1) × (n− 2)! También podemos ahora definir el valor de
(n− 2)! de nuevo mediante la introducción del cálculo de un factorial:
ahora el de (n− 3)! Evidentemente, este acudir una y otra vez a la misma
definición convierte el cálculo del factorial en una misión inalcanzable:
siempre se nos demanda un nuevo cálculo. En realidad, toda correcta
definición de una función recursiva exige dos propiedades necesarias:
1. La existencia de algún valor [algunos valores] para el cual [los cua-
les] ya no se demanda un nuevo cálculo recursivo. En el caso del
cálculo del factorial, tenemos un valor por definición: 0! = 1.
2. Además, toda definición recursiva debe verificar que la misma se-
cuencia recursiva converge siempre hacia uno de esos valores para
los que ya no se demanda cálculo recursivo. En el caso del cálculo
del factorial, tenemos que para cualquier n ≥ 0 el proceso de cálculo
recursivo alcanza al valor 0. Por ejemplo, 5! es igual a 5 × 4!, lo que
implica que 5! = 5× 4× 3!, lo que implica que 5! = 5× 4× 3× 2!, lo que
implica que 5! = 5×4×3×2×1!, lo que implica que 5! = 5×4×3×2×1×0!,
lo que finalmente implica que 5! = 5× 4× 3× 2× 1× 1, porque el valor
de 0! no se obtiene por recursividad sino que es por definición.
Una implementación de la función factorial de forma recursiva se pre-
senta en el Cuadro de código 14.3: si el valor de n recibido como pa-
rámetro es distinto de 0, entonces la función devuelve el resultado de
multiplicar n por el valor que devuelva una nueva invocación a la función
factorial con el parámetro decrementado en una unidad (valor de n -
1).
Cuadro de código 14.3: Código de la función unsigned long long
factorial(unsigned short a); que calcula el factorial del valor recibido
como parámetro, de forma recursiva.
unsigned long long factorial(unsigned short a)
{
return n ? n * factorial(n - 1)) : 1
}
Ver una función que se invoca a sí misma puede resultar bastante con-
fuso. Pero es muy habitual y, con el uso, se hace ordinario, cómodo,... y
peligroso. Pero eso de peligroso es otra cuestión.
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SECCIÓN 14.4
Función que determina si un entero es o no es
primo
Necesitamos una función que nos diga si el entero que recibe como único
parámetro es primo o no lo es.
Antes de proponer un prototipo para esta función conviene una reflexión
sobre el valor que la función debe devolver. En este caso, no requerimos
un cálculo, sino la verificación de una determinada propiedad: necesita-
mos que la función diga, simplemente, sí o no, verdadero o falso.
Es un paradigma habitual de muchas funciones. Su valor de retorno debe
ser evaluado como falso (igual a 0) o como verdadero (distinto de 0): es
indiferente el tipo de dato, y habitualmente será el tipo de dato short.
El prototipo para la función que debe indicar si un entero recibido como
único parámetro es primo o compuesto podría ser el siguiente:
short esPrimo(unsigned long n);
Hay mucho escrito sobre la condición de primalidad de los enteros. Hay
muchos posibles algoritmos que pueden dar respuesta a esa cuestión.
Vamos a plantear ahora el algoritmo más trivial para dar respuesta a la
cuestión: la búsqueda de un posible divisor, entre 2 y (n / 2). Si se
encuentra un divisor que divide a n (es decir, un entero d entre 2 y (n /
2) tal que n% d == 0), entonces n es compuesto. Si llegado a un valor
de d mayor que (n / 2) no se ha encontrado ningún divisor, entonces
podemos concluir que n es primo.
Éste podría ser el algoritmo de la función:
d = 2
while d <= n / 2 do
if n% d == 0 then
return FALSE
end if
d = d + 1
end while
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return TRUE
Y un posible código que implemente este algoritmo es el mostrado en el
Cuadro de código 14.4.
Cuadro de código 14.4: Código de la función short esPrimo(unsigned
long n); que determina (Verdadero / Falso) si un entero que recibe como
único parámetros es o no es primo.
short esPrimo(unsigned long n)
{
unsigned long d;
for(d = 2 ; d <= n / 2 ; d++)
{
if(n % d == 0) { return 0; }
}
return 1;
}
El paradigma de función que debe verificar una determinada propiedad
de uno o varios valores recibidos a través de los parámetros de entrada,
suele llevar a algunos alumnos a una fatídica confusión. Podría ejemplifi-
carse con el siguiente código, modificación del mostrado en el Cuadro de
código 14.4:
for(d = 2 ; d <= n / 2 ; d++)
{
if(n % d == 0) { return 0; }
// ERROR de algoritmo:
else { return 1; }
}
Como dentro de la iteración gobernada por el for hay una bifurcación ce-
rrada, y en ambos caminos se ejecuta una sentencia return, en realidad
nunca se pasará de la primera iteración. Si se ejecuta este código lo que
nos dice es si el entero n es o no es impar: no prueba con otros posibles
divisores.
La filosofía de esta iteración (y de todas aquellas destinadas a iterar en
búsqueda de un contraejemplo) exige, sí, tener una sentencia return
dentro de la iteración, para poder informar de que, efectivamente, se ha
encontrado un contraejemplo (en este caso, un valor de d que divide a n).
Pero se debe permitir la permanencia en la iteración, hasta terminar con
todos los valores iterados (hasta que d alcance un valor mayor que (n
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/ 2)) y mientras no se encuentre un contraejemplo (un divisor d). Sola-
mente se puede informar de que no se ha encontrado el contraejemplo (y
que por lo tanto el valor de n es primo) cuando se ha terminado con todos
los valores posibles para la variable d y ninguno de ellos ha dividido a n
dejando el resto a 0.
SECCIÓN 14.5
Lista de enteros primos en intervalo
Necesitamos una función que reciba dos enteros (a y b) y muestre por
pantalla los primos existentes en el intervalo entre a y b.
Antes de proponer alguna implementación para dicha función conviene
hacer dos observaciones importantes:
1. La función NO debe calcular un valor a devolver, sino que debe im-
primir unos valores por pantalla. Si la función no devuelve nada,
o no se espera de ella valor alguno, sino simplemente que muestre
esos valores... ¿cuál ha de ser el tipo de dato de la función?
Para estos casos hacemos uso del tipo de dato void. Una función de
tipo void no devuelve valor alguno: no debe devolver valor alguno.
Puede tener sentencias return, que indican la salida de la función
y retorno del control de ejecución del programa en el punto donde
la función fue invocada. Pero detrás de esas sentencias de retorno
no se consigna valor alguno.
2. La función podrá hacer uso de otra función ya implementada: la
que determina si un entero es primo o compuesto, mostrada en la
Sección 14.4. Conviene que aprenda a dividir los programas en fun-
ciones: permite simplificar el código: tanto su algoritmia como su
comprensión.
Con estos dos puntos aclarados, podemos ahora proponer un prototipo y
una implementación. El prototipo será:
void primosEnIntervalo(long a, long b);
Y un posible código podría ser el recogido en el Cuadro de código 14.5.
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Cuadro de código 14.5: Código de la función void
primosEnIntervalo(long a, long b); que muestra por pantalla to-
dos los primos del intervalo entre a y b.
#include <stdio.h>
short esPrimo(unsigned long n);
void primosEnIntervalo(long a, long b);
// Debe incluir el codigo de la funcion esPrimo
void primosEnIntervalo(long a, long b)
{
for( ; a <= b ; a++)
{
if(esPrimo(a)) { printf("%6ld", a);}
}
return;
}
Efectivamente, la sentencia return no devuelve valor alguno. En reali-
dad cuando una función es de tipo void no es necesario incluir ninguna
sentencia return.
SECCIÓN 14.6
Mostrar por pantalla el triángulo de Tartaglia
Este ejercicio tiene como objeto principal mostrar la importancia de la
modularidad, que consiste en la división de una aplicación o un progra-
ma en partes más pequeñas, más fáciles de implementar y que pueden,
luego, ser ensambladas para lograr, juntas, resolver una tarea más com-
pleja. Cada una de esas partes o módulos (en nuestro caso serán nuevas
funciones) realiza un cometido, no necesariamente de forma independien-
te al resto de los módulos creados. El resultado final es la implementa-
ción de un código, sencillo de escribir y de comprender, que da forma a
la aplicación o programa que se necesitaba.
Es conocido el triángulo de Tartaglia (también llamado triángulo de Pas-
cal). Puede encontrar abundante y asequible información sobre él en In-
ternet. Si se molesta en leer alguna información verá que está formado
por distintas filas, cada una con un elemento más que la fila anterior, con
valores que resultan de realizar el cálculo de los distintos coeficientes bi-
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nomiales del binomio de Newton. Y también verá que esos coeficientes
binomiales se calculan mediante el producto y cociente de tres valores
factoriales. Es decir: (
m
n
)
=
m!
n!× (m− n)!
donde
(
m
n
)
es un coeficiente del binomio de Newton (el coeficiente “m sobre
n”: siempre se ha de verificar que m ≥ n), y la expresión que acabamos
de ver describe el modo en que se calcula es coeficiente. (Si consulta
en la Wikipedia las voces “Triángulo de Pascal” y “Coeficiente binomial”
tendrá información más que suficiente, y posiblemente hasta le resulte
interesante...)
Así, la primera fila del Triángulo de Tartaglia es el coeficiente binomial(
0
0
)
. La segunda fila está formada por los coeficientes binomiales
(
1
0
)
y
(
1
1
)
.
En general, la fila i está formada por los (i + 1) coeficientes
(
i−1
0
)
,
(
i−1
1
)
,
· · · , (i−1i−1).
Así, el triángulo de Tartaglia (para las 6 primera filas: de la fila 0 a las fila
5) sería el siguiente:
(
0
0
)(
1
0
) (
1
1
)(
2
0
) (
2
1
) (
2
2
)(
3
0
) (
3
1
) (
3
2
) (
3
3
)(
4
0
) (
4
1
) (
4
2
) (
4
3
) (
4
4
)(
5
0
) (
5
1
) (
5
2
) (
5
3
) (
5
4
) (
5
5
)
Que, en sus valores numéricos calculados tomaría la forma siguiente:
1
1 1
1 2 1
1 3 3 1
1 4 6 4 1
1 5 10 10 5 1
Con toda esta información, la cuestión es: ¿seríamos capaces de mostrar
por pantalla el triángulo de Tartaglia? Y la respuesta es: muy fácil. Basta
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con que copie el código del Cuadro de código 14.6
Cuadro de código 14.6: Código que un programa que muestra por pantalla
las seis primeras filas del triángulo de Tartaglia
#include <stdio.h>
void trianguloTartaglia(short f);
int main()
{
trianguloTartaglia(6);
return 0;
}
Obviamente, al código del cuadro 14.6 le falta un pequeño detalle: la
implementación de la función trianguloTartaglia(short f), que lo
que hará será mostrar por pantalla las f primeras filas del triángulo. De
todas formas, ese es un problema menor, porque el código de la función
es casi trivial si disponemos de una función que vaya imprimiendo, una
a una, cada una de las filas del triángulo. Así se muestra en el Cuadro de
código 14.7.
Cuadro de código 14.7: Función trianguloTartaglia que muestra por panta-
lla las f primeras filas del triángulo de Tartaglia
void filaTartaglia(short f);
void trianguloTartaglia(short f)
{
short i;
for(i = 0 ; i < f ; i++)
{
filaTartaglia(i);
printf("\n");
}
return;
}
De nuevo todo será fácil si ahora resulta fácil implementar la función
filaTartaglia(short f). Y, efectivamente, es una función bastante
sencilla; puede verla en el Cuadro de código 14.8.
Cuadro de código 14.8: Función filaTartaglia que muestra por pantalla la
fila f del triángulo de Tartaglia
short binomio(short m, short n);
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void filaTartaglia(short f)
{
short i;
for(i = 0 ; i <= f ; i++)
{
printf("%6hd", binomio(f, i));
}
}
short binomio(short m, short n)
{
return factorial(m) /
(factorial(n) * factorial(m - n));
}
Y no hace falta mostrar de nuevo el código de la función long factorial(short
n) que ya ha quedado recogida antes en el Cuadro de código 14.2.
Intente juntar en un sólo proyecto todo este código presentado a lo largo
de esta Sección. Si lo ejecuta para que muestra las seis primeras filas del
triángulo, no le saldrá exactamente lo mismo que el triángulo mostrado
al principio de la Sección, pero sí algo parecido a esto:
1
1 1
1 2 1
1 3 3 1
1 4 6 4 1
1 5 10 10 5 1
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SECCIÓN 15.1
Funciones sobre números y dígitos
Ya resolvió, en la Práctica recogida en el Capítulo 13, una colección de
ejercicios donde debía obtener distinta información sobre los dígitos de
un número n introducido por teclado. Ahora debe implementar funciones
que devuelvan valores, o muestren resultados por pantalla, según se le
indique.
Fíjese que se le pedirán tres tipos distintos de funciones:
Funciones que, a partir de uno o varios valores recibidos como
parámetros, calcule un valor de retorno: serán funciones de uno
u otro tipo, en función del tipo que deba ser el valor devuelto.
Por ejemplo, una función que indique cuántas veces está el dígito
d en el número n (donde d y n son valores recibidos como paráme-
tros): en ese caso, quizá baste con devolver un valor de tipo short; o
una función que indique cuántos dígitos tiene un número n recibido
como parámetro: en este caso, de nuevo, quizá baste con un valor
de retorno de tipo short; o una función que calcule el número con
los dígitos en orden inverso al número recibido como parámetro: en
este caso, el tipo de dato convendrá que sea del mismo tipo que el
del dato recibido como entrada a través del único parámetro.
Funciones que, a partir de uno o varios valores recibidos como
parámetros, indique si se cumple, o no se cumple, una deter-
minada propiedad. Esas funciones deben devolver únicamente un
valor Falso (0) o Verdadero (distinto de 0): son funciones que pueden
ser de cualquier tipo, y que su valor devuelto sólo se evalúa como
verdadero o falso; quizá baste que sean de tipo short. Por ejemplo,
una función que diga si el dígito d está o no está en el número n
(donde d y n son valores recibidos como parámetros); o una función
que diga si un determinado número n recibido como parámetro tiene
o no tiene dígitos repetidos; o una función que informe sobre si un
determinado número n recibido como parámetro es o no es capicúa.
Funciones que, a partir de uno o varios valores recibidos como
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parámetros, muestren alguna información por pantalla, y no de-
vuelvan valor alguno a la función que las invocó: son funciones
de tipo void. Por ejemplo, una función que muestre por pantalla los
dígitos que intervienen en la formación de un determinado número.
. . . y aunque son preguntas parecidas, cada una requiere su propio matiz
algorítmico.
1. Escriba el código de una función cuyo prototipo sea:
short contarDigitos(long n);
. . . que recibe como única entrada un valor entero n de tipo long y que
calcula y retorna el número de dígitos del entero recibido en el parámetro
n.
2. Escriba el código de dos funciones cuyos prototipos sean:
void mostrarDigitosInverso(long n); /* 01 */
void mostrarDigitosDirecto(long n); /* 02 */
. . . que reciben como única entrada un valor entero n de tipo long y que
muestran por pantalla cada uno de los dígitos del número introducido.
La primera (marcada como /* 01 */) debe mostrar los dígitos en orden
inverso; la segunda (marcada como /* 02 */) en su orden directo.
3. Escriba el código de una función cuyo prototipo sea:
short digitoEnNumero(long n, short d);
. . . que recibe como entrada un valor entero n de tipo long y otro valor
entero d de tipo short y que retorna un valor verdadero, o falso, en fun-
ción de que el dígito d sí se encuentre, o no, entre los dígitos del número
n.
4. Escriba el código de una función cuyo prototipo sea:
short vecesDigitoEnNumero(long n, short d);
. . . que recibe como entrada un valor entero n de tipo long y otro valor
entero d de tipo short y que cuenta, y retorna, el número de veces que el
dígito d se encuetra entre los dígitos del número n.
5. Escriba el código de una función cuyo prototipo sea:
short digitoTodosDiferentes(long n);
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. . . que recibe como entrada un valor entero n de tipo long y otro valor
entero d de tipo short y que retorna un valor verdadero, o falso, en fun-
ción de que el número n no tenga, o sí tenga, entre sus dígitos, alguno
repetido.
6. Escriba el código de una función cuyo prototipo sea:
long invertirDigitosNumero(long n);
. . . que recibe como entrada un valor entero n de tipo long y que retorna
un valor del mismo tipo, calculado a partir de los dígitos del número de
entrada, pero ubicados en el número en el orden inverso.
7. Escriba el código de una función cuyo prototipo sea:
short esCapicua(long n);
. . . que recibe como entrada un valor entero n de tipo long y que retorna
un valor verdadero, o falso, en función de que se valor numérico de entra-
da sea, o no sea, capicúa. Esta función es de implementación inmediata
si se invoca en ella a la función antes implementada de prototipo long
invertirDigitosNumero(long n).
SECCIÓN 15.2
Funciones sobre números primos
1. Escriba el código de una función cuyo prototipo sea:
short esPrimo(long n);
. . . que recibe como único parámetro un entero largo y devuelve un valor
verdadero o falso en función de que el valor recibido sea primo o sea
compuesto.
2. Escriba el código de una función cuyo prototipo sea:
short contarPrimosenIntervalo(long a, long b);
. . . que recibe como parámetros dos enteros largos (a y b) y cuenta y da
como valor de retorno el numero de primos que existen entre a y b.
3. Escriba el código de una función cuyo prototipo sea:
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void mostrarPrimosenIntervalo(long a, long b);
. . . que recibe como parámetros dos enteros largos (a y b) y muestra por
pantalla los enteros primos que existen entre a y b.
4. Escriba el código de una función cuyo prototipo sea:
long siguientePrimo(long n);
. . . que recibe como único parámetro un entero largo n y que retorna el
primer entero mayor que n que sea primo. Si n = 7, la función debe
devolver el valor 11, aunque 7 también era primo. Si n = 25, la función
debe devolver el valor 29, que es el siguiente primo mayor que 25.
5. Escriba el código de una función cuyo prototipo sea:
short esPrimo1Seguro(long p);
. . . que recibe como único parámetro un entero largo p y devuelve un valor
verdadero, o falso, en función de que el entero recibido como parámetro
sea primo seguro, o no lo sea. Se dice que un primo p es seguro si se
verifica que p’ = (p - 1) / 2 también es primo. Por ejemplo, p = 7
es un primo seguro porque 7 es primo y porque p’ = (p - 1) / 2 = 3
también lo es.
Escriba también el código de una función cuyo prototipo sea:
short esPrimo2Seguro(long p);
. . . que recibe como único parámetro un entero largo p y devuelve un valor
verdadero, o falso, en función de que el entero recibido como parámetro
sea primo 2 veces seguro, o no lo sea. Se dice que un primo p es 2 veces
seguro si se verifica que p’ = (p - 1) / 2 también lo es y que p” =
(p’ - 1) / 2 de nuevo es también primo. Por ejemplo, p = 23 es un
primo doblemente seguro porque 23 es primo, porque p’ = (p - 1) /
2 = 11 también es primo, y porque p” = (p’ - 1) / 2 = 5 también lo
es.
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Se recogen en este Capítulo algunos ejercicios propuestos para examen
en las pruebas finales de febrero, junio o septiembre de los últimos años.
1.
[Febrero 2019]
Necesitamos una función cuyo prototipo sea:
unsigned long rotarDerecha
(unsigned long n, unsigned short rot);
que reciba como primer parámetro un valor entero largo y como segundo
un entero corto. La función debe realizar una operación de rotación de
dígitos hacia la derecha, colocando el dígito menos significativo (el más
a la derecha) del entero recibido como primer parámetro delante de to-
dos los demás; y debe hacer esa operación tantas veces como indique el
segundo parámetro.
Por ejemplo, si n es igual a 123456 y rot es igual a 1, entonces la
función debe devolver el valor 612345.
Por ejemplo, si n es igual a 123456 y rot es igual a 3, entonces la
función debe devolver el valor 456123.
Por ejemplo, si n es igual a 123456 y rot es igual a 7, entonces la
función debe devolver el valor 612345.
Por ejemplo, si n es igual a 1234 y rot es igual a 2, entonces la
función debe devolver el valor 3412.
Por ejemplo, si n es igual a 12 y rot es igual a 3, entonces la función
debe devolver el valor 21.
Por ejemplo, si n es igual a 12345678 y rot es igual a 0, entonces la
función debe devolver el valor 12345678.
2.
[Junio 2019]
Necesitamos una función cuyo prototipo sea:
unsigned short bitsCoincidentes
(unsigned short a, unsigned short b);
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que recibe dos enteros cortos sin signo como dos únicos parámetros, y
que calcula cuántos de los 16 dígitos binarios del valor del primer pará-
metro coinciden con los dígitos binarios del valor del segundo parámetro.
Por ejemplo:
a = 0xABCD; b = 0x5432; bitsCoincidentes(a, b); devuelve el
valor 0, puesto que ningún bit de a coincide en valor con ningún bit
de b:
a: 1010 | 1011 | 1100 | 1101
b: 0101 | 0100 | 0011 | 0010
a = 0xABCD; b = 0xABCD; bitsCoincidentes(a, b); devuelve el
valor 16, puesto que todos los bits de a coincide en valor con todos
los bits de b.
a = 0xCCCC; b = 0xEEEE; bitsCoincidentes(a, b); devuelve el
valor 12, porque esos son los bits de a que coinciden en valor con
los bits de b:
a: 1100 | 1100 | 1100 | 1100
b: 1110 | 1110 | 1110 | 1110
a = 0xF2A7; b = 0xCE3A; bitsCoincidentes(a, b); devuelve el
valor 7, porque esos son los bits de a que coinciden en valor con los
bits de b:
a: 1111 | 0010 | 1010 | 0111
b: 1100 | 1110 | 0011 | 1010
3.
[Septiembre 2019]
Se llama bit de paridad de un valor entero n, al dígito binario (0 o 1) que
indica si la cantidad de bits con valor igual a 1, en la codificación binaria
de n, es par o impar.
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Si la cantidad de bits a 1 de la codificación binaria de n es par, se
dice que la paridad de n es par o 0;
Si la cantidad de bits a 1 de la codificación binaria de n es impar, se
dice que la paridad de n es impar o 1.
Por ejemplo:
El valor numérico unsigned long a1 = 0xABCD; tiene diez bits a
1 y veintidos bits a 0; la paridad del valor de a1 es PAR o 0.
(a1: 0000|0000|0000|0000|1010|1011|1100|1101)
El valor numérico unsigned long a2 = 0x579F; tiene once bits a
1 y veintiún bits a 0; la paridad del valor de a2 es IMPAR o 1.
(a2: 0000|0000|0000|0000|0101|0111|1001|1111)
Necesitamos una función cuyo prototipo sea:
unsigned short paridad(unsigned long n);
que devuelva un valor 0 o 1 en función de que la paridad del valor recibido
como parámetro sea par o impar.
(Para simplificar la comprensión de la pregunta: la función debe calcular
cuántos bits del valor codificado en el parámetro de entrada están a 1: si
esa cantidad es PAR, deberá devolver el valor 0; si esa cantidad es impar,
deberá devolver el valor 1.)
4.
[Febrero 2018]
Necesitamos una función que indique cuántos divisores primos distintos
tiene un entero que recibe como único parámetro. La función debe tener
el siguiente prototipo:
short divisoresPrimos(long n);
Tenga en cuenta que la función no debe indicar cuántos divisores tiene
el parámetro de entrada n, sino cuántos de estos divisores son primos.
Por ejemplo:
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divisoresPrimos(7); debe devolver un 1, porque el número 7 sólo
es divisible por el primo 7.
divisoresPrimos(6); debe devolver un 2, porque el número 6 es
divisible por los primos 2 y 3.
divisoresPrimos(12); debe devolver un 2, porque el número 12
es divisible por los primos 2 y 3.
divisoresPrimos(64); debe devolver un 1, porque el número 64
sólo es divisible por el primo 2.
divisoresPrimos(30); debe devolver un 3, porque el número 30
es divisible por los primos 2, 3 y 5.
Como ve, no importa que el número sea divisible por un mismo primo
más de una vez: aunque 12 = 2 × 2 × 3 , la función debe devolver el valor
2, porque son dos los primos distintos que intervienen en la factorización
del 12; y aunque 64 = 26 y el primo 2 interviene hasta seis veces en la
factorización de 64, la función que nosotros necesitamos debe devolver
el valor 1 porque sólo un primo distinto interviene en la factorización del
64).
De nuevo insisto: en ningún caso hay que considerar los divisores com-
puestos. Por ejemplo, el 12 es divisible por 4 y por 6 y por 12, pero nin-
guno de esos tres enteros es primo y no han sido por eso contados entre
los divisores buscados. Y por ejemplo, el 64 es divisible por 4 y por 8 y
por 16 y por 32 y por 64 pero ninguno de esos divisores ha de ser tomado
en consideración porque todos ellos son compuestos múltiplos de 2.
5.
[Junio 2018]
Necesitamos una función cuyo prototipo sea:
long contarCuadrados(long a, long b);
cuyo valor de retorno indica cuántos enteros cuadrados perfectos existen
entre los valores de a y de b (incluidos en el intervalo) introducidos como
parámetros.
Por ejemplo:
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printf("%ld \n", contarCuadrados(1, 25)); imprime 5. (va-
lores 1, 4, 9, 16 y 25).
printf("%ld \n", contarCuadrados(25, 50)); imprime 3. (va-
lores 25, 36 y 49).
printf("%ld \n", contarCuadrados(50, 75)); imprime 1. (va-
lor 64).
printf("%ld \n", contarCuadrados(75, 100)); imprime 2. (va-
lores 81 y 100).
(Si lo cree necesario puede implementar una función que devuelva un va-
lor verdadero o falso según que el valor que recibe como único parámetro
sea cuadrado perfecto o no lo sea.)
6.
[Septiembre 2018]
Necesitamos una función cuyo prototipo sea:
unsigned short digitoMayor(unsigned long N);
que recibe como único parámetro un entero de tipo unsigned long y
devuelve un valor unsigned short. La función debe devolver un valor
entre 0 y 9 que sea el del mayor dígito presente en el número recibido
como parámetro.
Por ejemplo:
Si invocamos a la función con el valor 12183, debe devolver el valor
de tipo unsigned short 8.
Si invocamos a la función con el valor 32089, debe devolver el valor
de tipo unsigned short 9.
Si invocamos a la función con el valor 25473, debe devolver el valor
de tipo unsigned short 7.
Si invocamos a la función con el valor 5100, debe devolver el valor
de tipo unsigned short 5.
Si invocamos a la función con el valor 6436, debe devolver el valor
de tipo unsigned short 6.
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Si invocamos a la función con el valor 0, debe devolver el valor de
tipo unsigned short 0.
7.
[Septiembre 2017]
Necesitamos una función cuyo prototipo sea:
short digitoMayorFrecuencia(long long N);
que devuelve un entero entre 0 y 9 que indique cuál es el dígito más re-
petido en el entero N recibido como único parámetro. Si hay dos dígitos
repetidos el mismo número de veces y ambos son los que aparecen con
mayor frecuencia, entonces la función devuelve uno de esos dígitos (de-
cida usted cuál). Si el entero recibido como entrada es el 0, entonces la
función debe devolver el valor 0.
Por ejemplo:
Al recibir el entero 123, la función devolverá un 1, o un 2, o un 3.
Al recibir el entero 1231231, la función devolverá un 1, que aparece
tres veces.
Al recibir el entero 11223, la función devolverá un 1 o un 2; ambos
aparecen dos veces.
Al recibir el entero 0, la función devolverá un 0.
162 Capítulo 16. Ejercicios de examen: Funciones I
CAPÍTULO 17
Ejercicios de salida por
pantalla propuestos en
exámenes
En este capítulo...
17.1 Código binario . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 164
17.2 Dígitos decimales . . . . . . . . . . . . . . . . . . . . . . . . . . . . 167
17.3 Ejercicios de operaciones matemáticas sencillas . . . . . . . . . . 169
17.4 Recursividad . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 172
17.5 Ejercicios conceptuales . . . . . . . . . . . . . . . . . . . . . . . . 174
163
164 Capítulo 17. Ejercicios de examen: Salidas por pantalla (I)
Un medio útil para aprender a programar es ver cómo otros resuelven
sus programas. Se aprenden así algoritmos y formas nuevas de expresar
esos algoritmos.
En las pruebas escritas finales de evaluación de la asignatura, en ca-
da una de las convocatorias de Febrero, Junio y Septiembre, se recogen
siempre 4 códigos y se solicita del alumno que muestre la salida que, por
pantalla, dan esos códigos. En esos enunciados vienen mezclados pro-
gramas que utilizan la recursividad, otros que manejan cadenas de texto,
arrays o matrices (aún no se han presentado esas estructuras de datos:
vienen en la tercer parte de este manual).
Aquí se recogen algunos de estos enunciados, clasificados según tipo de
algoritmo utilizado. Obviamente, usted puede copiar el código en el editor
de su IDE, y compilar y ejecutar el programa: así, efectivamente, ave-
riguará el comportamiento de esa determinada función que usted debe
evaluar. Pero lo importante no es conocer qué salida ofrece el código por
pantalla, sino saber explicar por qué.
Ahora se trata de que usted intente describir qué realiza cada una de las
funciones que se muestran a continuación y muestre la salida que, por
pantalla, ofrece su ejecución.
SECCIÓN 17.1
Sobre el código binario de un dato recibido
como parámetro
Se puede obtener información sobre el código binario de un valor de tipo
entero (también de uno de tipo float o double, pero no lo vemos aquí).
Para ello bien se pueden utilizar operadores a nivel de bit; y también
(quizá más sencillo para el que comienza) mediante divisiones sucesivas
por 2.
Se recogen en esta sección algunos códigos que realizan cálculos y ope-
raciones con el binario de los enteros recibidos como parámetro. Verá
funciones recursivas, y otras con estructuras de iteración. Verá códigos
distintos que realizan el mismo (o muy parecido) cálculo.
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1.
[Febrero 2019]
short f(long n);
int main()
{
printf("%hd\n", f(0xABCD));
return 0;
}
short f(long n)
{
unsigned long T = 0x80000000;
short t = 8 * sizeof(n);
while(!(n & T))
{
t--;
T >>= 1;
}
return t;
}
2.
[Febrero 2019]
short f(short n);
int main()
{
printf("%hd\n", f(0xABCD));
return 0;
}
short f(short n)
{
if(n)
{
return
(n & 0x8000 ? 1 : 0) + f(n << 1);
}
return 0;
}
3.
[Junio 2019]
unsigned short f(unsigned short n);
int main()
{
printf("%hu\n", f(0xABCD));
return 0;
}
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unsigned short f(unsigned short n)
{
unsigned short T = 0x8000, c = 0;
while(T)
{
if(T & n) { c++; }
T >>= 1;
}
return c;
}
4.
[Junio, 2017]
int main()
{
f(12);
return 0;
}
void f(long a)
{
if(a)
{
f(a / 2);
printf("%hd", a % 2);
}
}
5.
[Junio, 2017]
int main()
{
f(12);
return 0;
}
void f(long a)
{
while(a)
{
printf("%ld", a % 2);
a /= 2;
}
}
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SECCIÓN 17.2
Sobre los dígitos, en base 10, de un número
recibido como parámetro
De la misma forma que se puede averiguar el código binario de un nú-
mero entero mediante las sucesivas divisiones por 2, también se pueden
obtener sus dígitos en base 10 mediante las sucesivas divisiones por 10.
Se proponen algunos ejercicios con funciones que realizan operaciones
con los dígitos decimales de los enteros que reciben como parámetros.
De nuevo verá códigos casi idénticos que realizan operaciones diferentes,
y códigos de aspecto diferente que realizan casi las mismas operaciones.
Algunos con recursividad, y otros con estructuras de iteración: en el fon-
do, la recursividad no es más que una forma de iteración.
6.
[Junio, 2018]
long f(long a);
int main()
{
long a = 123456;
printf("%ld\n", f(a));
return 0;
}
long f(long a)
{
return a ? a % 10 + f(a / 10) : 0;
}
7.
[Septiembre, 2018]
long f(long n);
int main()
{
printf("%ld\n\n", f(12345));
return 0;
}
long f(long n)
{
long a = 0;
while(n)
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{
a *= 10;
a += n % 10;
n /= 10;
}
return a;
}
8.
[Septiembre, 2018]
void f(long n);
int main()
{
f(12345);
return 0;
}
void f(long n)
{
if(n)
{
f(n / 10);
printf("%ld", n % 10);
}
return;
}
9.
[Septiembre, 2018]
void f(long n);
int main()
{
f(12345);
return 0;
}
void f(long n)
{
if(n)
{
printf("%ld", n % 10);
f(n / 10);
}
return;
}
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SECCIÓN 17.3
Ejercicios de operaciones matemáticas sencillas
Se presentan en esta sección algunos sencillos algoritmos que realizan
operaciones matemáticas muy sencillas: cálculo del factorial o de distin-
tos elementos de la serie triangular; cálculo del máximo común divisor
de dos números mediante el algoritmo de Euclides; cálculo de la potencia
de una base y un exponente enteros recibidos como parámetros; deter-
minar si un entero es o no es cuadrado perfecto, o calcular el siguiente
entero cuadrado perfecto a partir de un entero recibido como parámetro;
calcular el número de divisores de un entero; etc.
10.
[Septiembre, 2019]
long f(long a);
int main()
{
printf("%ld\n", f(3));
return 0;
}
long f(long a)
{
return a ? a * f(a - 1) : 1;
}
11.
[Febrero, 2017]
long f(long a);
int main()
{
printf("%ld", f(6));
return 0;
}
long f(long a)
{
return a ? a + f(a - 1) : 0;
}
12.
[Febrero, 2017]
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long f(long a);
int main()
{
printf("%ld", f(6));
return 0;
}
long f(long a)
{
long b = 1;
while(a--) b *= 2;
return b;
}
13.
[Septiembre, 2019]
long f(long a, long b);
int main()
{
printf("%ld\n", f(3, 2));
return 0;
}
long f(long a, long b)
{
return b ? a * f(a, b - 1) : 1;
}
14.
[Septiembre, 2019]
long f(long a, long b);
int main()
{
printf("%ld\n", f(25, 40));
return 0;
}
long f(long a, long b)
{
return b ? f(b, a % b) : a;
}
15.
[Febrero, 2018]
short f(unsigned long a);
int main()
{
unsigned long i;
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for(i = 1 ; i <= 20 ; i++)
{
if(f(i)) { printf("%4lu", i);}
}
return 0;
}
short f(unsigned long a)
{
unsigned long x = 1;
while(x * x < a) { x++; }
if(x * x > a) { return 0; }
return 1;
}
16.
[Septiembre, 2016]
short f(short a);
int main()
{
printf("%hd\n", f(45));
return 0;
}
short f(short a)
{
short i;
for(i = 0 ; i * i < a ; i++);
return i * i == a ? a : f(a + 1);
}
17.
[Febrero, 2015]
long f(long a, long b);
int main()
{
printf("%ld\n", f(12, 1));
return 0;
}
long f(long a, long b)
{
if(a < b) return 0;
if(a % b) return f(a, b + 1);
return 1 + f(a , b + 1);
}
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SECCIÓN 17.4
Ejercicios de simple recursividad
Aquí se muestran ejercicios que emplean recursividad y que, en realidad,
han sido creados sólo para ver el comportamiento recursivo y evaluar su
comprensión. No se trata aquí de ver funciones útiles (a priori, ninguna
lo es) sino de tratar de comprender el código recursivo.
18.
[Junio, 2019]
short f(long n);
int main()
{
printf("%ld\n", f(2468135));
return 0;
}
short f(long n)
{
return n % 2 ? f(n / 10) : n;
}
19.
[Febrero, 2018]
long f(long a, long b);
int main()
{
printf("%5ld", f(6, 3));
return 0;
}
long f(long a, long b)
{
return b ? f(a + 1 , b - 1) : a;
}
20.
[Junio, 2018]
double f(int x, int y);
int main()
{
int a = 2, b = 5;
f(a, b);
printf("%.2f\n", f(a, b));
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return 0;
}
double f(int x, int y)
{
return x < y ?
f(y, x) : (double)x / y;
}
21.
[Septiembre, 2016]
short f(short a);
int main()
{
printf("%hd\n\n\n", f(5));
return 0;
}
short f(short a)
{
return a ? 1 + f(a / 2) : 0;
}
22.
[Septiembre, 2015]
int f(int x);
int main()
{
printf("%d\n", f(8));
return 0;
}
int f(int x)
{
return x % 2 == 0 ? 1 + f(x / 2) : 0;
}
23.
[Febrero, 2017]
long f(long a);
int main()
{
printf("%ld", f(6));
return 0;
}
long f(long a)
{
return a & 0x1 ? a : f(a / 2);
}
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SECCIÓN 17.5
Ejercicios conceptuales
Si la sección anterior (Sección 17.4 recogía funciones extrañas cuyo único
objetivo era plantear funciones recursivas, ahora se proponen una serie
de funciones de finalidad incierta que pueden servir para aprender a eje-
cutar mentalmente un código y tratar de adivinar qué operaciones realiza
el ordenador cuando ejecuta alguna de esas funciones. Son ejercicios ex-
tremadamente simples... ¿Sabe resolverlos?
24.
[Febrero, 2017]
long f(long a);
int main()
{
printf("%ld", f(6));
return 0;
}
long f(long a)
{
for( ; a ; a--);
return a;
}
25.
[Junio, 2016]
int main()
{
printf("%ld", f(5, 8));
return 0;
}
long f(long a, long b)
{
return a > b ? a : b;
}
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Cuando hablamos de variables hablamos de memoria. Es curioso que,
cuando creamos una variable, decidimos su tipo, su nombre y su va-
lor..., pero no podemos decidir dónde, dentro de la memoria, se crea esa
variable:
long a = 123;
con esta sentencia, acabamos de crear una variable cuyo nombre es a;
cuyo tipo es long; cuyo valor es 123. Pero nada hemos dicho sobre la
ubicación en memoria de nuestra nueva variable.
<a, long, Ra, Ka = 123>. ¿Dónde es Ra? (Cuando indicamos Ra quere-
mos representar la referencia de a en la memoria, es decir, su ubicación,
su dirección, la identificación de los bytes que componen esa variable.
Cuando indicamos Ka queremos representar el valor de la variable a.)
¿Podemos saber el lugar dónde se ha creado la variable a? O, mejor:
¿sirve para algo que lo sepamos? La respuesta a la primera pregunta es
que sí: podemos. La respuesta a la segunda es que sí: que sirve y sirve
para mucho.
SECCIÓN 18.1
¿Qué es un puntero?
Un puntero es un tipo de dato.
Llamamos también puntero a cualquier variable creada de ese tipo de
dato.
Al hablar de un tipo de dato, lo que hacemos es hablar de un conjunto
de valores, de un Dominio de valores. Y al hablar de un tipo de dato,
tenemos que hacer también referencia a unos operadores.
¿Cuál es el dominio del tipo de dato puntero?: las direcciones de memo-
ria.
Toda variable en C se ubica en alguna posición de la memoria. Cada
variable creada de un determinado tipo de dato ocupa una cantidad fija
y concreta de bytes. 1 byte, si la variable es de tipo char, 2 bytes si es
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de tipo short, 4 bytes si es de tipo long o de tipo float, 8 bytes si es de
tipo long long o de tipo double. La variable se ubica en memoria a partir
de una posición, de un byte determinado; y ocupa ése y todos los bytes
consecutivos necesarios de acuerdo con el tamaño de dicha variable. La
ubicación del primero de esos bytes es lo que llamamos dirección de la
variable. La dirección se codifica, como todo en el ordenador, mediante
ceros y unos. Una dirección tiene el aspecto de un valor entero. Ya lo
verá.
SECCIÓN 18.2
Creación de punteros
La declaración de un puntero tiene el mismo aspecto que la declaración
de cualquier otra variable. Se caracteriza por la aparición del carácter
asterisco: *. Por ejemplo:
long *p;
Con esta línea se crea un puntero llamado p. El asterisco indica que esa
variable es puntero. No forma parte del nombre de la variable, sino del
nombre del tipo. También puede escribirse:
long* p;
Y, así, puede crearse una lista de variables en una sola sentencia:
long a, b, c, *p, *q;
Con esta línea se acaban de crea tres variables de tipo long y dos de tipo
puntero.
SECCIÓN 18.3
Dar valor a un puntero: operador DIRECCIÓN
¿Cómo asignamos valores a una variable puntero? ¿Cómo se le indica el
valor de una dirección?
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No tiene sentido codificar direcciones en general. De nada sirve tener la
ubicación de un byte suelto dentro de la inmensidad de la memoria.
La utilidad de una variable puntero está que permite acceder de forma in-
directa a otra variable. Lo que sirve es asignarle a un puntero la dirección
de memoria que tiene una variable también creada dentro del programa.
Ya verá para qué queremos eso.
ADVERTENCIA n. 1
Un puntero es una variable cuyo valor es la dirección de otra variable.
Para poder obtener la dirección de una variable, disponemos del opera-
dor DIRECCIÓN: &. Al aplicar ese operador (prefijo y monario) sobre una
variable, obtenemos la dirección de esa variable.
long a = 10;
long *p = &a;
La variable p es de tipo puntero y vale la dirección de la variable a:
Hemos creado la variable a: <a, long, Ra, Ka = 10>.
Hemos creado la variable p: <p, long*, Rp, Kp = Ra>.
El valor de la variable p (Kp) es Ra. Se suele decir que la variable p APUNTA
A a.
ADVERTENCIA n. 2
El operador dirección (&) se puede aplicar a cualquier variable y con él se obtiene la
posición (dirección) de la memoria donde se ubica esa variable.
ADVERTENCIA n. 3
Cuando a un puntero se le asigna la dirección de una variable, se dice que ese puntero
APUNTA A esa variable.
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ADVERTENCIA n. 4
Una variable puede ocupar (es lo habitual) más de un byte. La dirección de la variable
se toma como el primero de esos bytes. Cuál sea ese primer byte, o qué se entiende
por “el primero” entre varios es cuestión que depende de la arquitectura del ordenador
y que no vamos a conocer aquí. Pero sí es importante saber que al tener la dirección
de una variable, el ordenador sabe localizar todos los bytes de esa variable.
Ahora ya sabe que cuando invoca a la función scanf(), en el segundo
parámetro, allí donde indica sobre qué variable quiere asignar un valor
introducido por teclado, usted no le indica el valor actual de esa variable
(cosa que a la función para nada le interesa) sino la ubicación de esa
variable: el lugar donde esa variable se ubica dentro de la memoria. Ya
verá por qué hace eso...
SECCIÓN 18.4
Distintos tipos de dato puntero
con las siguientes líneas de código:
long *p;
double *q;
Acabamos de crear dos punteros. ¿Son ambos del mismo tipo?: NO. Uno
es puntero a long; el otro es puntero a double.
Y es que el dominio de los tipos de dato puntero no es simplemente el de
direcciones de memoria. Cada puntero “sabe” qué dirección de memoria
codifica, de qué tipo de dato ha de ser la variable a la que apunta. “Sabe”
que detrás de ese byte del que tiene asignada su dirección hay otros tres
bytes, u otros 7 bytes. Y sabe que lo que esos cuatro o esos ocho bytes
codifican es una información numérica de tipo long o de tipo double.
El siguiente código...
long a, *p = &a;
double x, *q = &x;
...asigna a la variable p el valor de la dirección de a: p apunta a a; y
asigna a la variable q el valor de la dirección de x: q apunta a x. No
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tendría sentido haber escrito que q = &a;, o que p = &x; porque no son
esas direcciones las que esperan esos punteros.
Así pues, tenemos que para cada tipo de dato debe existir su tipo de
dato puntero, puesto que, creada una variable de un determinado tipo de
dato, podemos tener necesidad de una variable puntero que codifique su
particular dirección.
SECCIÓN 18.5
A través de los punteros: operador
INDIRECCIÓN
Hay un operador propio de los tipo de dato puntero: el operador indirec-
ción: *.
Gracias a que el puntero “conoce” la ubicación en memoria de una de-
terminada variable, y ya que también “conoce” cuántos bytes ocupa esa
variable y de qué forma codifica esa variable los valores, parece lógico
suponer que a partir de una variable puntero podamos conocer el conte-
nido de la variable a la que apunta. Y, efectivamente, se puede: gracias al
operador indirección.
ADVERTENCIA n. 5
El operador indirección (operador prefijo y monario), aplicado sobre un puntero, ob-
tiene el contenido de la variable a la que dicho puntero apunta.
long a = 10, *p = &a;
printf("El valor de *p: \n", *p);
Este código muestra por pantalla el valor de la variable a, que es la variable apuntada
por el puntero p, y que es el valor 10.
ADVERTENCIA n. 6
No puede aplicar el operador indirección (*) sobre cualquier variable, sino únicamente
sobre las variables declaradas de tipo puntero.
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SECCIÓN 18.6
Funciones: llegando más allá del ámbito
Suponga que necesitamos una función que intercambie los valores de dos
variables:
int main()
{
long a, b;
printf("Valor de a: "); scanf(" %ld", &a);
printf("Valor de b: "); scanf(" %ld", &b);
if(a > b) { intercambiarValores(a, b); }
printf("a: %ld | b: %ld\n", a, b);
return 0;
}
El código de la función intercambiar valores podría ser el siguiente:
void intercambiarValores(long x, long y)
{
long aux = x;
x = y;
y = aux;
return;
}
Pero si ahora compila y ejecuta la función, puede encontrarse con la
siguiente salida por pantalla:
Valor de a: 5
Valor de b: 2
a: 5 | b: 2
¡¡No se ha producido el pretendido intercambio!!
¿Por qué?
Pues porque el intercambio sí se ha realizado..., pero no en el ámbito
que usted pudiera desear, sino únicamente en el ámbito de la función
intercambiarValores(). Efectivamente, se han intercambiado los valo-
res de los parámetros x e y, pero en cuanto hemos regresado a la función
main() nos hemos encontrado las variables a y b tal cual las habíamos
dejado al iniciar la ejecución de la función intercambiarValores(). He-
mos intercambiado los parámetros pero no las variables sobre las que,
en realidad, queríamos hacer ese intercambio.
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¿Cómo podríamos crear una función que realizara esta operación pre-
tendida? Mediante punteros: Los punteros permiten actuar sobre una
variable fuera del ámbito de esa variable.
Lograríamos hacer la operación deseada si la función intercambiarValores(),
en lugar de recibir como parámetros los dos valores de las dos variables
de las que deseamos realizar el intercambio, le facilitáramos su ubicación:
el lugar donde estas variables están dentro de la memoria. el prototipo de
la función sería:
void intercambiarValores(long *x, long *y);
Donde las variables x e y no son de tipo long, sino de tipo long*, de
tipo puntero a long. Y así, la función no espera recibir los valores de
dos variables, sino sus direcciones. Por lo tanto, la sentencia dentro de la
función main() ahora debería ser:
intercambiarValores(&a, &b);
Y ahora, el código de la función intercambiarValores() debe modifi-
carse:
void intercambiarValores(long *x, long *y)
{
long aux = *x; /* 01 */
*x = *y; /* 02 */
*y = aux; /* 03 */
return;
}
Linea de código /* 01 */: La variable aux toma el valor de la va-
riable apuntada por el puntero x. Es decir, x = Ra, y aux = Ka. A
través del operador indirección, logramos llegar al valor de la varia-
ble a, cuyo ámbito es el de la función main() y donde, actualmente,
no podemos acceder directamente a ella. No podemos, efectivamente
acceder directamente a ella, pero sí podemos hacerlo indirectamen-
te, a través del operador indirección.
Linea de código /* 02 */: El contenido de la variable apuntada por
el puntero x va a cambiar: el valor de la posición Ra va a pasar a ser
el valor codificado en la posición Rb (que es el valor del puntero y):
el valor codificado en Ra pasa a ser Kb.
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Linea de código /* 03 */: El contenido de la variable apuntada por
el puntero y va a cambiar: el valor de la posición Rb va a pasar a ser
el valor codificado en la variable aux.
No espere que este comportamiento le resulte sencillo de captar. El con-
cepto de puntero es aparentemente sencillo. Pero puede complicarse lo
que se quiera.
SECCIÓN 18.7
Puntero a puntero a puntero a puntero. . .
Hemos dicho antes (cfr. Sección 18.4) que para cada tipo de dato debe
existir su tipo de dato puntero.
Si existe un tipo de dato long, debe también existir un tipo de dato pun-
tero a long: Es el tipo de dato long*.
Si existe un tipo de dato long*, debe existir un tipo de dato puntero a
long*: Es el tipo de dato long**.
Si existe un tipo de dato long**, debe existir un tipo de dato puntero a
long**: Es el tipo de dato long***.
Si existe un tipo de dato long***, debe existir un tipo de dato puntero a
long***: Es el tipo de dato long****.
Y así, hasta que quiera.
Fíjese, por ejemplo, que a ningún puntero se le ha de asignar su propia
dirección. La dirección de una variable de tipo long* es de tipo long**:
no se le puede, por tanto, asignar a esa variable de tipo long* su propia
direccion,que es de tipo long**.
Suponga el siguiente código:
long a = 10;
long *p = &a;
long **q = &p;
Hemos creado:
La variable a: <a, long, Ra, Kp = 10>
186 Capítulo 18. Punteros
La variable p: <p, long*, Rp, Kp = Ra>
La variable q: <q, long**, Rq, Kq = Rp>
A partir de la variable p podemos acceder al valor de la variable a. Y a
partir de la variable q podemos acceder al valor de la variable p, a partir
del cual, a su vez, podemos acceder al valor de la variable a.
La sentencia
printf("q: %p\n", q);
Mostraría por pantalla el valor del puntero q, que sería la dirección de p:
en efecto, la variable q vale la dirección de p.
La sentencia
printf("*q: %p\n", *q);
Mostraría por pantalla el valor de la variable p, que sería la dirección de
a: en efecto, la variable q vale la dirección de p, y *q es el valor en p, que
es la dirección de a.
La sentencia
printf("**q: %ld\n", **q);
Mostraría por pantalla el valor de la variable a: en efecto, la variable q
vale la dirección de p, y *q es el valor en p, que es la dirección de a, y **q
es igual que *p, que es el contenido de la dirección de a, es decir, el valor
de a.
Eso permite hacer muchas cosas. El puntero es una herramienta muy
poderosa. Pero no es sencillo aprender a usarla. No vamos a ir más allá
en este manual. simplemente quedan apuntadas estas breves notas para
mejor comprensión de los capítulos posteriores. Haremos uso de los pun-
teros; pero de tal manera que apenas será consciente de su presencia.
CAPÍTULO 19
Estructuras de datos (I):
ARRAYS
En este capítulo...
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Para comprender todo lo que se dice en este capítulo conviene antes leer
los capítulos 13 y 14 del manual de teoría.
Con las estructuras de control hemos conseguido gran variedad de pro-
gramas. Se puede hacer frente a muy diferentes problemas. Pero quizás
hemos echado en falta la posibilidad de codificar mayor cantidad de in-
formación, o de representarla de otra manera: como colecciones de datos.
Para eso tenemos las estructuras de datos. En general, las hay de muchas
formas. En C no de tantas: arrays de una o de varias dimensiones; arrays
numéricos o de texto. Pero sólo eso: arrays. No es poco: ya lo verá...
SECCIÓN 19.1
Creación de una array monodimensional
Un array es una colección de variables: (1) todas ellas del mismo tipo; (2)
todas ellas identificadas con el mismo nombre; (3) todas ellas ubicadas
en memoria de forma consecutiva, una a continuación de la otra; (4)
todas ellas referenciadas de forma singular gracias a un índice.
En la sentencia de creación [declaración] de un array (recuerde: colec-
ción de variables del mismo tipo, identificadas con el mismo nombre, y
referenciadas mediante un índice) se debe especificar:
tipo de dato de las variables del array.
identificador del array.
número de variables [o de elementos] del array.
Por ejemplo, para crear un array de 10 variables de tipo long, que llama-
remos a, la sentencia es:
long a[10];
Si queremos asignar valores en la misma sentencia de declaración,
podemos hacerlo recogiendo, entre llaves, ese conjunto de valores:
long a[10] = {1, 3, 5, 7, 9, 12, 4, 6, 8, 0};
Con esta sentencia hemos creado 10 variables de tipo long, todas ellas
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con el identificador a, a las que podemos referenciar mediante un índice:
tenemos las variables a[0] cuyo valor ha quedado asignado a 1; a[1] cu-
yo valor ha quedado asignado a 3; a[2] cuyo valor ha quedado asignado
a 5; ...; a[8] cuyo valor ha quedado asignado a 8; y a[9] cuyo valor ha
quedado asignado a 0.
¿Qué ocurre si en la asignación se recogen más valores de los indicados
en la declaración? Por ejemplo:
long a[4] = {1, 2, 3, 4, 5};
Pues ocurre lo siguiente: a a[0] se le asigna el valor 1; a a[1] se le asigna
el valor 2; a a[2] se le asigna el valor 3; a a[3] se le asigna el valor 4;...
Y nada más. El valor 5 no queda para nadie.
¿Qué ocurre si en la asignación se recogen menos valores de los indicados
en la declaración? Por ejemplo:
long a[4] = {1, 2};
Pues ocurre lo siguiente: a a[0] se le asigna el valor 1; a a[1] se le asigna
el valor 2; a a[2] se le asigna el valor 0; y a a[3] se le asigna también el
valor 0.
Así, si queremos crear un array y dejar todos sus valores a 0, bastará con
la siguiente sentencia de declaración:
long a[100] = {0};
O incluso así:
long a[100] = {};
Y acabamos de asignar el valor 0 a las cien variables del array a.
¿Podemos, cuando queramos, mediante una sola asignación, dar valor
a todos las variables de un array? Por ejemplo, ¿es válida la siguiente
secuencia de sentencias?
long a[100];
a = {0};
Respuesta: NO.
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ADVERTENCIA n. 1
La asignación múltiple sólo se puede realizar en la sentencia de declaración del array.
Otra cuestión: ¿Podría crear un array indicando su tamaño en una expre-
sión o en una variable? Se trataría de crear el array donde la información
sobre su número de elementos se conoce en tiempo de ejecución, y no en
tiempo de compilación. Eso podría ser útil si es el usuario del programa
quien debe decidir el tamaño del array que se ha de crear... ¿Sería válida
la siguiente sentencia de declaración del array a?
short tam;
printf("Elementos del array ... ");
scanf(" %hd", &tam);
long a[tam];
Respuesta: Desde el C99, SÍ.
Pero debe recordar la siguiente restricción: al declarar un array con un
tamaño indicado mediante una variable, el compilador ignora cuántas
variables debe reservar para ese array. Será en tiempo de compilación
cuando se tome la decisión sobre el tamaño. Por eso, debe tener en cuenta
la siguiente advertencia (Advertencia n. 2):
ADVERTENCIA n. 2
Si declara un array con un tamaño indicado mediante una variable, no puede inicia-
lizar los valores del array en tiempo de compilación. Eso quiere decir que la siguiente
sentencia daría error de compilación:
short tam;
printf("Elementos del array ... ");
scanf(" %hd", &tam);
long a[tam] = {0}; // ERROR de COMPILACION
El mensaje de error es el siguiente: “error: variable-sized object may not be initialized.”
Una última consideración a tener en cuenta en la creación de un array.
Cuando al crear [declarar] un array asignamos valores al array, entonces,
no es necesario indicar en la declaración el tamaño del array:
long a[] = {1, 3, 5, 7, 9};
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Con esta sentencia acabamos de crear un array de cinco elementos. El
compilador sabe que ése es el tamaño que debe asignarle al array porque
ése es el número de literales asignados al recién creado array.
La verdad es que no veo la utilidad de declarar un array sin indicar el
tamaño. Pero se puede hacer. Y, en realidad, sí resulta de gran utilidad
cuando el array es de tipo char (cadenas de texto). Puede verlo en la
sección 29.1.
ADVERTENCIA n. 3
CREACIÓN de LITERALES. Gracias a la directiva de preprocesador #define se pueden
crear literales. Fuera de cualquier bloque de código (por ejemplo, junto a las directivas
#include) se pueden crear literales de la siguiente forma:
#define _T 5
A partir de este momento, allá donde el compilador encuentre la secuencia de caracte-
res _T, y antes de compilar, cambiará esa cadena por lo que la directiva define indica
a continuación de esa cadena: en este caso, cambia _T por 5.
ADVERTENCIA n. 4
¿Es usted capaz de identificar cuáles de estas siete declaraciones de array causarían
un error de compilación, y de explicar por qué son erróneas?
long a1[5] = {1, 2, 3, 4, 5};
long a2[5] = {1, 2, 3, 4, 5, 6};
long a3[5] = {1, 2, 3, 4};
long a4[] = {1, 2, 3, 4, 5};
long a5[];
short N = 5;
long a6[N] = {1, 2, 3, 4, 5};
#define T 5
long a7[T] = {1, 2, 3, 4, 5};
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SECCIÓN 19.2
Recorrido de un array monodimensional
Una vez tenemos creado el array, podemos hacer uso de cada una de las
variables contenidas en él.
Supongamos el siguiente array:
long a[5] = {1, 3, 5, 7, 9};
La primera consideración importante con respecto a estas cinco variables
del nuevo array es que podemos acceder a cada una de ellas gracias a un
índice: tenemos las variables a[0], a[1], a[2], a[3], y a[4]. Observe y
recuerde los índices: si hemos creado un array de cinco elementos, no
disponemos de la variable a[5].
ADVERTENCIA n. 5
En un array de cinco elementos no puede hacer referencia al elemento de índice igual
a 5. El valor del índice va desde el 0 hasta 4.
Debe ir con cuidado para no incurrir en VIOLACIÓN de MEMORIA. El siguiente código
incurre en ella:
long a[5];
short i;
for(i = 0 ; i <= 5 ; i++)
{
printf("Valor %2hd --> ", i);
scanf(" %ld", &a[i]);
// Que ocurre cuando i vale 5??
}
El modo habitual para trabajar con las variables de un array es mediante
variables que actúan como índice. El siguiente código...
long a[5] = {1, 3, 5, 7, 9};
short i;
for(i = 0 ; i < 5 ; i++) { printf("%3ld", a[i]);
... ofrece la siguiente salida por pantalla: 1 3 5 7 9.
Sección 19.3. Asignar valores a un array de forma aleatoria 193
SECCIÓN 19.3
Asignar valores a un array de forma aleatoria
Para obtener números aleatorios, tenemos la función rand() que se en-
cuentra en la librería stdlib.h. Esta función devuelve, según una distri-
bución de probabilidad uniforme, un número entero aleatorio entre 0 y el
RAND_MAX, que es un valor que depende de la arquitectura del ordenador
y de la configuración del compilador. Para una arquitectura de 32 bits,
su valor es 2147483647, que en hexadecimal es 7FFFFFFF. Es un valor
que está definido en el archivo de cabecera stdlib.h.
El programa que se propone en el Cuadro de código 19.1 genera un valor
entero aleatorio y lo muestra por pantalla:
Cuadro de código 19.1: Programa que genera un valor aleatorio y lo muestra
por pantalla.
#include <stdio.h>
#include <stdlib.h> // para funcion rand()
int main(void)
{
int n; //numero aleatorio
n = rand(); // entero entre 0 y RAND_MAX
printf("El entero aleatorio es: %d", n);
return 0;
}
La mayor parte de los generadores de números aleatorios son, en reali-
dad, pseudoaleatorios: a partir de un valor inicial, que se suele deno-
minar semilla, se genera un nuevo valor, y luego otro, y otro, y otro,...
de forma completamente determinista. Así, siempre que se arranque el
generador a partir de la misma semilla, se obtendrá la misma secuencia
de valores. Si ejecuta el programa propuesto en el Cuadro de código 19.1
varias veces, verá que... ¡siempre obtiene el mismo valor aleatorio!: y es
que, si no le damos un valor aleatorio (semilla) inicial al generador, éste
siempre genera la misma secuencia de valores. Por esta razón, debemos
modificar la semilla al menos una vez antes de hacer el primer uso del
generador. ¿No es extraño?: es necesario darle un valor aleatorio al gene-
rador si queremos que los valores que éste nos vaya generando sean, al
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menos aparentemente, aleatorios e impredecibles.
Una manera de generar una semilla, distinta de una vez a otra que se
ejecute el programa, es a través de la función time(NULL) (incluida en
el archivo de cabecera time.h) que nos devuelve el número de segun-
dos transcurridos desde el 1 de Enero de 1970 hasta el instante en que
se ejecuta la función time(). Para cambiar la semilla del generador de
números aleatorios se dispone de la función srand(). Antes de ejecutar
la función que genera nuevos aleatorios, deberemos añadir en nuestro
programa la siguiente sentencia: srand(time(NULL)). Es suficiente con
llamar a esta función una vez al principio de nuestro programa. Puede
verlo en el Cuadro de código 19.2, en la línea marcado con /* 01 */.
Cuadro de código 19.2: Inicializacion de la semilla del generador de aleato-
rios.
#include <stdio.h>
#include <stdlib.h> // para funcion rand()
#include <time.h>
int main(void)
{
int n; //numero aleatorio
/* 01 */ srand(time(NULL)); //reiniciar semilla
n = rand(); // entero entre 0 y RAND_MAX
printf("El entero aleatorio es: %d", n);
return 0;
}
Existe el modo de resembrar el generador de pseudoaleatorios en diferen-
tes ocasiones. Efectivamente, no tendría sentido hacerlo todas ellas con
el mismo valor time(NULL), que posiblemente sería siempre el mismo, o
variaría de valor una sola vez cada segundo. Pero se puede reasignar un
nuevo valor a la semilla con valores pseudoaleatorios obtenidos del pro-
pio generador. En el Cuadro de código 19.3 se asigna un valor aleatorio a
cada una de las variables de un array de 1000 elementos, y se renueva la
semilla en cada iteración.
Cuadro de código 19.3: Renovación de la semilla después de cada nuevo
valor aleatorio generado.
#include <stdio.h>
#include <stdlib.h> // para funcion rand()
#include <time.h> // para la funcion time()
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#define _DIM 1000
int main(void)
{
int array[_DIM]; // array para los aleatorios
int i;
/* 01 */ for(srand(time(NULL)) , i = 0 ;
i < _DIM ;
/* 02 */ srand(rand()) , i++)
{
array[i] = rand(); // entre 0 y RAND_MAX
}
return 0;
}
En la línea /* 01 */ del Cuadro de código 19.3 se inicializa el generador
de aleatorios con una semilla que coincide con el valor que en el momento
de la ejecución del programa nos dé la llamada a la función time().
Luego, en la línea /* 02 */ se renueva, después de cada iteración, el
valor de la semilla del generador. No hace falta que sean ustedes tan
quisquillosos: para lo que vamos a hacer en este manual es suficiente
con invocar a la función srand() una sola vez.
Si deseamos acotar el rango de los valores aleatorios generados (por ejem-
plo, que estén en el intervalo [0, b]) deberemos hacer uso de la opera-
ción resto. En Cuadro de código 19.4 se puede ver cómo asignar valores
en un intervalo determinado.
Cuadro de código 19.4: Valores aleatorios en un rango determinado [0 ,
b].
#include <stdio.h>
#include <stdlib.h> // para rand() y srand()
#include <time.h> // para time()
#define _B 100 // Limite superior valores aleatorios
int main(void)
{
int n; //numero aleatorio
srand(time(NULL)); //reiniciar semilla
n = rand() % (_B + 1); // entero entre 0 y _B
printf("El entero aleatorio es: %d", n);
return 0;
}
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La operación módulo ( %) nos da el resto de dividir rand() entre (_B +
1) (en el ejemplo, 101). Este resto puede ir de 0 a _B (100 en el ejemplo
del Cuadro de código 19.4).
¿Y si queremos generar aleatoriamente números enteros dentro de un
intervalo [a, b]? Es sencillo y directo:
// generar aleatoriamente un entero entre a y b
n = rand() % (b - a + 1) + a;
Es sencillo verlo. Si en un primer momento le desconcierta esta expre-
sión, le sugerimos simplemente que haga la prueba con algunos valores.
Si a vale 10 y b vale 50, tenemos que (b - a + 1) vale 41, y la operación
rand()% (b - a + 1) será un valor entre 0 y 40. Si a ese valor le suma-
mos el valor de a (hemos quedado que era 10) tendremos un valor final
entre 10 y 50. Otro ejemplo: si a vale -50 y b vale +50, tenemos que (b
- a + 1) vale 101, y la operación rand()% (b - a + 1) será un valor
entre 0 y 100. Si a ese valor le sumamos el valor de a (hemos quedado
que era -50) tendremos un valor final entre -50 y +50.
* * * * * * * * * * * *
Una vez sabe crear arrays, y una vez sabe cómo se pueden recorrer con
uno o con varios índices, sólo le resta ponerse a programar. Pero antes
conviene aprender cómo se puede pasar un array a una función. Así
que antes de comenzar a realizar ejercicios (ver Capítulo 21) conviene
aprender a realizar esas llamadas a funciones (ver Capítulo 20).
CAPÍTULO 20
Array como parámetro de
una función: ¿Cómo pasar
un array a una función?
En este capítulo...
20.1 Arrays y Punteros . . . . . . . . . . . . . . . . . . . . . . . . . . . 198
20.1.1 Puntero a la primera posición de un array . . . . . . . . . . . 198
20.1.2 Aritmética de punteros en arrays . . . . . . . . . . . . . . . . 198
20.2 Pasando la dirección del array . . . . . . . . . . . . . . . . . . . . 199
20.3 Ejemplo: Asignar / Mostrar valores array . . . . . . . . . . . . . . 200
20.4 Ejemplo: Media valores de array . . . . . . . . . . . . . . . . . . . 204
20.5 Arrays constantes . . . . . . . . . . . . . . . . . . . . . . . . . . . 205
197
198 Capítulo 20. Array como parámetro de una función
SECCIÓN 20.1
Arrays y Punteros
20.1.1. Puntero a la primera posición de un array
Suponga la siguiente declaración:
long a[10];
Se acaba de crear un array de 10 elementos, con el nombre a. Tenemos
diez variables, a las que podemos hacer referencia mediante un índice:
desde a[0] hasta a[9]. Y además tenemos algo más: el nombre del
array indica la dirección del primer elemento del array. Decir a es
decir &a[0]. El nombre del array se comporta como un puntero al array.
Por lo mismo, decir a[0] es lo mismo que decir *a: el valor de a[0] es el
valor de la posición apuntada por a, que es, como se ha dicho, la posición
de a[0].
20.1.2. Aritmética de punteros en arrays
Con los punteros se pueden realizar operaciones aritméticas. Se puede
sumar un entero a un puntero. Es una aritmética algo sorprendente:
porque al sumar el valor 1 a un puntero, el valor del puntero no se ve
incrementado en una unidad, sino en una cantidad igual al tamaño de la
variable a la que apunta. Por ejemplo:
long a[10];
double x[10];
El array a ocupa 40 bytes de la memoria. El array x ocupa 80 bytes
de la memoria. Decir a es decir la dirección de a[0] y decir x es decir la
dirección de x[0]. Y, fíjese bien, decir a + 1 es decir la dirección de a[1],
que es una variable que está 4 bytes “más allá” que la variable a[0]; y
decir x + 1 es decir la dirección de x[1], que es una variable que está 8
bytes “más allá” que la variable x[0].
Y decir *a es decir el valor de a[0]. Y decir *(a + 1) es decir el valor de
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a[1]. Y decir *(a + i) es decir el valor de a[i]. Por lo mismo, decir *x
es decir el valor de x[0]. Y decir *(x + 1) es decir el valor de x[1]. Y
decir *(x + i) es decir el valor de x[i].
Podemos, por tanto, recorrer un array con aritmética de punteros. Y po-
demos recorrer un array con aritmética de índices. A elección.
SECCIÓN 20.2
Pasando la dirección del array
En la Sección 14.1, del Capítulo 14, se ha explicado cómo es el traspaso
de valores entre una función que invoca a otra, y los parámetros de la
función invocada.
El modo en que se pasa un array a una función NO tiene nada que ver
con el modo en que se pasa un valor de una variable a una función. Para
comprender cómo se pasa un array a una función conviene adelantar dos
cosas:
Cuando pasamos un array a una función invocada, la función in-
vocada NO trabaja sobre una copia del array, sino sobre el propio
array de la función que invoca. Todo cambio que se realice sobre
el array, en el ámbito de la función invocada, quedará realizado
en el ámbito de la función que invoca.
Y es que, cuando pasamos un array a una función, no pasamos
una copia de los valores del array, sino la referencia en memoria
del primer elemento del array. Pasamos la dirección del primer
elemento de ese array.
Entonces, cuando queramos crear una función que reciba un array, de-
beremos informar a la función de las siguientes tres cosas:
1. Primero, le indicaremos a la función el tamaño del array: el número
de elementos con el que fue creado.
2. Segundo, le indicaremos a la función el tipo de dato del array.
3. Y tercero, le indicaremos a la función dónde se ubica el primer
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elemento del array. ¿Cómo se puede hacer eso?: mediante PUNTE-
ROS.
Como todo array tiene ubicados sus elementos en memoria de forma
consecutiva, si la función sabe dónde se encuentra el primer elemento,
si conoce cuántos elementos tiene el array, y si conoce el tipo de dato del
array (y por tanto cuántos bytes ocupa cada elemento del array), entonces
la función tiene un dominio completo sobre el array recibido. Pero es
importante no olvidar que, como la función no ha recibido una copia del
array, sino las mismas posiciones de memoria del array original (por lo
tanto, el mismo array original), entonces, cualquier modificación que la
función realice sobre el array, será una modificación que sufrirá el
array de origen.
ADVERTENCIA n. 1
Cuando en el programa usted indica el nombre de un array, lo que el programa recibe
es la ubicación del array: más en concreto, la información sobre dónde está ubicado
el primer elemento del array. El nombre de un array indica la posición en memoria
del primer elemento del array. El nombre del array actúa como un puntero al primer
elemento del array.
long a[5] = {1, 2, 3, 4, 5};
A partir de esta declaración, decir &a[0] es equivalente a decir, simplemente, a. Po-
dríamos decir que a es un puntero que apunta a &a[0].
SECCIÓN 20.3
Ejemplo: Asignar valores a un array. Mostrar
valores de un array
Supongamos que queremos crear dos funciones: una que reciba un array
de tipo long y le asigna valores por entrada de teclado; otra que muestre
por pantalla los valores del array de tipo long.
Ambas funciones reciben dos parámetros: el primero es el que indica
el tamaño del array; el segundo es el que recoge la posición del primer
elemento del array.
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Ninguna de las dos funciones debe realizar un cálculo, ni devolver un
valor obtenido a partir de los valores recibidos del array. Cuando una
función no debe devolver valor alguno, la declaramos de tipo void.
Estos serán los prototipos de las dos funciones:
void darValoresArray(short d, long v[d]);
void mostrarValoresArray(short d, long v[d]);
Ambas funciones reciben el array porque reciben la localización del pri-
mer elemento del array. En ambas funciones, v actúa como un puntero
hacia el primer elemento del array que se le pase. En realidad, podríamos
haber declarado las funciones de la siguiente forma:
void darValoresArray(short d, long *v);
void mostrarValoresArray(short d, long *v);
Y el código que definiríamos para la función sería el mismo para los dos
prototipos. Aquí vamos a trabajar siempre con la forma antes expues-
ta: mediante notación de arrays y aritmética de índices, y no me-
diante la notación de punteros.
El código de las dos funciones puede ser el mostrado en Cuadro de códi-
go 20.1
Cuadro de código 20.1: Código de las dos funciones solicitadas: una que
asigna valores a un array por entrada de teclado, y otra que muestra esos
valores.
void darValoresArray(short d, long v[d])
{
short i;
for(i = 0 ; i < d ; i++)
{
printf("Valor %3hd --> ", i);
scanf(" %ld", &v[i]);
}
return;
}
void mostrarValoresArray(short d, long v[d])
{
short i;
for(i = 0 ; i < d ; i++)
{
/* 01 */ if(i && i % 5 == 0) { printf("\n"); }
printf("%6ld", v[i]);
}
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return;
}
Con la primera de las dos funciones, el usuario puede dar valor a cada
uno de los elementos del array. Los valores que el usuario asigne al array
serán los que reciba el array que la función darValoresArray() haya
recibido como segundo parámetro.
Con la segunda función, se muestran por pantalla todos los valores del
array. Par dar una mínima presentación a esa impresión, simplemente
he indicado en el código (se puede ver en la línea marcada con /* 01 */)
que cada cinco valores impresos haga un salto de línea.
Si lo que se quiere es asignar al array valores de forma aleatoria, entonces
podemos usar la función propuesta en el Cuadro de código 20.2, cuyo
prototipo de función es
void asignarAleatoriosArray(short d, long v[d]);
Cuadro de código 20.2: Asignar a un array valores de forma aleatoria.
void asignarAleatoriosArray(short d, long v[d])
{
short i;
for(srand(time(NULL)) , i = 0 ; i < d ; i++)
{
// Valores entre 0 y 100
v[i] = rand() % 101;
}
return;
}
La función propuesta en el Cuadro de código 20.2 asigna al array valo-
res entre 0 y 100. Para saber cómo concretar cada intervalo de valores
deseado puede consultar la sección 20.3.
ADVERTENCIA n. 2
Cuando usted implementa el código de una función que recibe un array, debe conside-
rar que el array sobre el que está trabajando existe fuera del ámbito de la función que
usted implementa. Puede acceder a sus valores precisamente porque la función recibe
la dirección del array, y el parámetro donde recibe ese array actúa como puntero al
array. Las modificaciones que realice la función sobre el array que la función recibe
como parámetro serán modificaciones que se realizan sobre el único array existente:
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la función no ha creado un array nuevo, sólo un puntero que recoge la dirección del
primer elemento del array que se le pasa.
Una vez tenemos declaradas y definidas las funciones, estamos en dispo-
sición de invocarlas. En el Cuadro de código 20.3 puede verse un ejemplo
de uso de algunas de estas funciones.
Cuadro de código 20.3: Ejemplo de uso de la función que asigna valores
aleatorios a un array y de la función que muestra los valores de un array por
pantalla.
int main()
{
long a[10];
long b[20];
asignarAleatoriosArray(10, a); /* 01 */
mostrarValoresArray(10, a);
printf("\n\n");
asignarAleatoriosArray(20, b); /* 02 */
mostrarValoresArray(20, b);
return 0;
}
En el Cuadro ce código 20.3 podemos ver una función main() que declara
dos arrays, de 10 y de 20 elementos. Desde esa función principal se invo-
ca a las funciones asignarAleatoriosArray() y mostrarValoresArray()
para que en ellas se asignen valores de forma aleatoria a cada uno de los
arrays y los muestre luego por pantalla. Los arrays con los que trabajan
las funciones son los creados en main(). Las funciones no crean nuevo
arrays: su segundo parámetro (long v[d]) es, sin más, una referencia al
array que se le pase cada vez que se invoca a la función. En la línea /*
01 */ se le pasa la dirección del primer elemento del array a. En la línea
/* 02 */ se le pasa la dirección del primer elemento del array b. El pa-
rámetro v funciona como un puntero que recoge la dirección del primer
elemento del array.
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SECCIÓN 20.4
Ejemplo: cálculo de la media de los valores del
array
Queremos una función que recibe un array y calcula el valor medio de
todos sus valores.
El prototipo de la función será;
double mediaValoresArray(short d, long v[d]);
Fíjese bien en el prototipo, porque los parámetros de la función que
recibe un array siempre tendrán el mismo aspecto: para cada array
que quiera pasar a la función, dos parámetros: primero, el tamaño del
array (aquí lo hemos llamado dim), y segundo, el array (su posición) y
su tipo de dato (en este caso, será un array de tipo long).
En el cuerpo de la función, cuando se haga referencia al array v estare-
mos trabajando directamente sobre el array que se haya pasado cuando
se invoca a la función.
El código de la función podría ser el siguiente:
Cuadro de código 20.4: Código de una función que recibe un array como
parámetro y calcula la media de todos sus valores.
double mediaValoresArray(short d, long v[d])
{
long suma = 0;
short i;
for(i = 0 ; i < d ; i++)
{
suma += v[i];
}
return (double)suma / d;
}
Si, por ejemplo, se ejecuta el siguiente código:
int main(void)
{
long a1[4] = {1, 2, 3, 4};
long a2[6] = {2, 3, 4, 5, 6, 7};
long a3[5] = {+5, -5, +5, -5, +5};
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printf("[1] %5.2f ", mediaValoresArray(4, a1));
printf("[2] %5.2f ", mediaValoresArray(6, a2));
printf("[3] %5.2f\n", mediaValoresArray(5, a3));
return 0;
}
. . . lo que tendremos por pantalla será:
[1] 2.50 [2] 4.50 [3] 1.00.
SECCIÓN 20.5
Arrays constantes
¿Podríamos evitar que una función que recibe un array realice alguna
alteración sobre los valores de ese array recibido como parámetro?
Respuesta: SÍ.
Las funciones vistas en las dos secciones anteriores han sido las siguien-
tes:
void darValoresArray(short d, long v[d]);
void asignarAleatoriosArray(short d, long v[d]);
void mostrarValoresArray(short d, long v[d]);
double mediaValoresArray(short d, long v[d]);
Las dos primeras funciones deben, obviamente, modificar los valores del
array. Para eso precisamente se les pasa el array: para que asignen nue-
vos valores a ese array.
Pero el usuario de la tercera y de la cuarta función sólo desea que la
función acceda a los datos del array, sin modificarlos. En la tercera se
pretende que la función los muestre por pantalla; en la cuarta se pretende
que la función sume todos los valores del array antes de devolver esa
suma dividida por el número de elementos del array.
Se puede indicar en el prototipo de una función que un determinado
array no debe ser modificado. El prototipo puede llevar una marca que
garantice que el array recibido como parámetro no sufrirá cambio alguno.
Basta usar la palabra clave const:
void mostrarValoresArray(short d, const long v[d]);
double mediaValoresArray(short d, const long v[d]);
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Obviamente, no podemos poner esa palabra clave en las dos primeras
funciones porque ambas sí alteran los valores del array que reciben.
La palabra clave const obliga al puntero v a no modificar el valor de las
posiciones del array del que recibe la dirección de su primer elemento.
El puntero v podrá acceder a las posiciones del array recibido, y podrá
acceder a su información, pero no podrá alterar esa información.
Un vez indicado en el prototipo que el array no puede ser modificado,
¿qué ocurre si la función intenta modificar algún valor? Supongamos que
el código de la función que calcula la media de los valores del array fuera
el recogido en el Cuadro de código 20.5. Vemos en ese código un intento
de ahorrar una variable (hemos eliminado la variable suma), y se pretende
realizar toda la suma de los elementos del array sobre el primer elemento
del array (sobre v[0]). Al compilar el código de la función obtendríamos el
siguiente mensaje de error: “error: assignment of read-only location ’*v’”:
el puntero v es un puntero de sólo lectura.
Cuadro de código 20.5: Código ERRóNEO de una función que recibe un
array como parámetro y calcula la media de todos sus valores.
double mediaValoresArray(short d, const long v[d])
{
short i;
for(i = 1 ; i < d ; i++)
{
v[0] += v[i]; // ERROR en compilacion
}
return (double)v[0] / d;
}
ADVERTENCIA n. 3
Con esta palabra clave, const, el usuario tiene garantizado que la función que está
invocando NO alterará los valores de su array. Conviene poner esa palabra en todos
aquellos parámetros de funciones (arrays, matrices o cadenas de texto) donde la fun-
ción NO deba hacer modificaciones sobre esos parámetros, sino únicamente acceder
a la lectura de su información.
En general, al crear un puntero con esa palabra clave const, se garantiza
que el puntero sí podrá cambiar la dirección a dónde apunta (el puntero
podría cambiar su valor), pero no puede variar el contenido de la posi-
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ción apuntada (no puede realizar variaciones de información mediante el
operador indirección.
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ADVERTENCIA n. 1
Recuerde: cuando se quiere pasar un array a una función, lo que se le facilita a esa
función es la dirección del primer elemento de ese array que se desea pasar. El nombre
del array indica esa dirección.
ADVERTENCIA n. 2
Recuerde: cuando una función recibe un array como parámetro, en realidad sólo reci-
be la dirección del primer elemento del array. Como también recibirá, en otro paráme-
tro, la dimensión del array, la función puede recorrer sin dificultad todos los elementos
el array.
ADVERTENCIA n. 3
Suponga el código de la siguiente función:
void mostrarValores(short d, const long v[d])
{
short i;
for(i = 0 ; i < d ; i++)
{
printf("%6ld", v[i]);
}
return;
}
Este código podría haberse escrito con operatoria de punteros:
void mostrarValores(short d, const long v[d])
{
short i;
for(i = 0 ; i < d ; i++)
{
printf("%6ld", *(v + i));
}
return;
}
Usted puede trabajar indistintamente con ambas operatorias. En este manual siempre
mostraremos la operatoria de índices.
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SECCIÓN 21.1
Asignar a cada posición de un array el valor del
factorial del índice de su posición.
Queremos crear una función que reciba un array y le asigne a su primera
posición (posición 0) el valor de 0! que, por definición, es 1; en su segunda
posición (posición 1) el valor de 1!. Y, en general, que al elemento cuya
posición se indica con el índice i, le asigne el valor de i!.
Esta función no debe devolver valor alguno (será de tipo void), y deberá
realizar modificaciones sobre los valores del array (le reasigna valores) por
lo que no podemos marcar el parámetro del array con la palabra const
(cfr. sección 20.5).
El prototipo de la función puede ser.
void asignarFactoriales(short d, long v[d]);
Crear un array con esos valores resulta muy sencillo si tenemos en cuen-
ta que el 1! = 1 * 0!, y que 2! = 2 * 1!, y que, en general, i! = i
* (i - 1)!, para todo i mayor o igual que 1. Con eso en cuenta, un
posible código sería el mostrado en Cuadro de código 21.1.
Cuadro de código 21.1: Código de la función que asigna a cada posición del
array recibido como parámetro el factorial del valor de índice.
void asignarFactoriales(short d, long v[d])
{
short i;
for(v[0] = i = 1 ; i < d , i++)
{
v[i] = i * v[i - 1];
}
return;
}
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SECCIÓN 21.2
Ejemplo: Valor mayor de un array
Queremos ahora una función que reciba un array de valores enteros de
tipo long y busque cuál es el mayor de todos sus valores y que ése sea el
valor de retorno de la función.
El prototipo de la función podría ser:
long valorMayorArray(short d, const long a[d]);
Efectivamente, el array se declara como constante, lo que garantiza que
la función no modificará ninguno de sus valores. Hay distintas formas de
resolver el ejercicio. Podemos recorrer el array y detectar la posición don-
de se tiene el mayor; o podemos guardar ese valor mayor en una variable
auxiliar. En el Cuadro de código 21.2 mostramos ambas soluciones (No
puede codificar ambas en un mismo proyecto y con el mismo nombre).
Cuadro de código 21.2: Código de la función que devuelve el mayor valor
del array recibido como parámetro. (No puede codificar ambas en un mismo
proyecto y con el mismo nombre.)
// Forma 1: mediante el indice
long valorMayorArray(short d, const long a[d])
{
short i, imayor;
for(imayor = 0 , i = 1 ; i < d ; i++)
{
if(a[imayor] < a[i]) { imayor = i; }
}
return a[imayor];
}
// Forma 2: almacenando el mayor en una variable auxiliar
long valorMayorArray(short d, const long a[d])
{
short i;
long mayor;
for(mayor = a[0] , i = 1 ; i < d ; i++)
{
if(mayor < a[i]) { mayor = a[i]; }
}
return mayor;
}
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La decisión sobre el tipo de dato de retorno no tiene mucha ciencia: el
propio programador decide. Pero debe seguir una lógica. Por ejemplo, en
esta función, donde se nos pide como valor de retorno el mayor valor
del array, no tendría ningún sentido que el valor de retorno fuera de un
tipo de dato distinto al tipo de dato del array. Si, por ejemplo, la función
debiera indicar la posición donde está el mayor valor del array (puede
verse el código en el Cuadro de código 21.3), entonces el tipo de dato de
retorno más lógico es el mismo que el tipo de dato del parámetro que
recoge la dimensión del array: no tiene sentido devolver un valor de tipo
long cuando el parámetro d es de tipo short, puesto que el valor de
retorno deberá ser uno entre 0 y d - 1.
Cuadro de código 21.3: Código de la función que devuelve el índice donde
se ubica el mayor valor del array recibido como parámetro.
// Declaracion:
short valorMayorArray(short d, const long a[d]);
// Definicion:
short valorMayorArray(short d, const long a[d])
{
short i, imayor;
for(imayor = 0 , i = 1 ; i < d ; i++)
{
if(a[imayor] < a[i]) { imayor = i; }
}
return imayor;
}
SECCIÓN 21.3
Ejemplo: Ordenar valores de un array
Existen numerosos algoritmos de ordenación de valores en un array. Va-
mos a presentar aquí el más sencillo de todos. También es el menos efi-
ciente. Lo llamamos método de ordenación por intercambio, o método de
la burbuja.
Este algoritmo de la burbuja o de intercambio es bastantes sencillo de im-
plementar, pero resulta poco eficiente si se desea ordenar una colección
grande de valores; para colecciones no muy extensas sí resulta eficiente.
El algoritmo recorre, una a una, todas las posiciones del vector, desde la
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primera (i = 0) hasta la penúltima (i = T - 2, suponemos que el array
tiene T posiciones). A partir de cada posición i del array, se compara el
valor de esa posición con los valores de todas las posiciones siguientes
(desde j = i + 1 hasta j = T - 1), uno después de otro; y cada vez
que se encuentra un valor menor que el de la posición señalada con el
índice i, se procede al intercambio de valores: intercambio del valor ubi-
cado en la posición i con el valor ubicado en la posición j. Al hacerlo
con la primera posición del array (i = 0, se logra que ésta, al final, tenga
almacenado el menor de los valores del array; al hacerlo con la segunda
posición del array (i = 1), se logra que ésta, al final, tenga almacenado el
menor de los restantes valores del array que no son el primero; al hacerlo
con la tercera posición del array (i = 2), se logra que ésta, al final, tenga
almacenado el menor de los restantes valores del array que no son ni el
primero ni el segundo;...
El algoritmo de ordenación por intercambio tiene dos implementaciones
equivalentes (suponemos un array de T posiciones):
La primera consiste en realizar sobre todas las posiciones, comen-
zando por la primera (índice i = 0) y de forma ordenada hasta la
penúltima (índice i = T - 2), la comparación de los valores conte-
nidos en cada una de esas posiciones con todos los valores ubicados
en posiciones posteriores, es decir, de índice más alto (desde j = i
+ 1 hasta j = T - 1), e intercambiar valores cada vez que se cum-
pla que el valor de la posición señalada con el índice j es mayor que
el señalado con el índice i. Así, va quedando en cada posición del
array el menor de todos los valores que quedan “a su derecha” y que
siempre será mayor o igual que cualquiera de los valores que han
quedado previamente “a su izquierda”.
La segunda consiste en realizar sobre todas las posiciones, comen-
zando por la última (índice i = T - 1) y de forma ordenada hasta
la segunda (índice i = 1), la comparación de los valores conteni-
dos en cada una de esas posiciones con todos los valores ubicados
en posiciones anteriores, es decir, de índice más bajo (desde j = i
- 1 hasta j = 0), e intercambiar valores cada vez que se cumpla
que el valor de la posición señalada con el índice j es menor que
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el señalado con el índice i: Así, va quedando en cada posición del
array el mayor de todos los valores que quedan “a su izquierda” y
que siempre será menor o igual que cualquiera de los valores que
han quedado previamente “a su derecha”.
Evidentemente ambos procedimientos son equivalentes. Veamos un ejem-
plo de ordenación de 10 valores (en este caso T es igual a 10) según cada
una de las dos formas presentadas.
De acuerdo a la primera forma propuesta, el algoritmo realizaría los si-
guientes cambios de valores en cada nueva iteración (ver Figura 21.1).
Por ejemplo, en la primera iteración nos hemos encontrado con que el
primer valor (8) era mayor que el segundo (3), y entonces el segundo a
pasado a ser el 8 y el primero el 3. Luego hemos comparado el primero (3)
con el tercero (1), y de nuevo hemos intercambiado valores, y ha quedado
el primero con el valor 1 y el tercero con el valor 3. Luego hemos compa-
rado el primero (1) con el cuarto, quinto, sexto, séptimo y octavo valores,
y no se ha producido intercambio de valores alguno porque el primero
(1) es ya menor que esos otros valores (9, 2, 3, 6 y 7). Al comparar el
primer valor (1) con el noveno (0) sí se produce intercambio porque ahora
están desordenados (el más a la izquierda es mayor que el ubicado más
a la derecha) y dejamos el valor 1 en la posición 9 y el valor 0 en la pri-
mera posición. Finalmente se realiza la comparación del primer valor (0)
con la del último (4) y no se produce intercambio. Así queda terminada
la primera iteración de forma que ahora el valor de la variable prime-
ra es el más pequeño de todos. El proceso se repite con cada posición,
donde se realiza la comparación con todos los valores ubicados en posi-
ciones posteriores y el intercambio en el caso de que nos encontremos
valores menores. De acuerdo a la segunda forma propuesta, el algoritmo
realizaría los siguientes cambios de valores en cada nueva iteración (ver
Figura 21.2). Por ejemplo, en la primera iteración nos hemos encontrado
con que el último valor (4) ya era mayor que el penúltimo (0), y enton-
ces no se ha hecho intercambio. Luego se ha comparado de nuevo ese
el último valor (4) con el ubicado en la antepenúltima posición (7) que,
al ser mayor, se intercambian: ahora la posición décima tiene un 7 y la
octava un 4. Seguimos comparando y no hay intercambio hasta llegar
a la posición cuarta donde encontramos un 9: se produce entonces un
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POSICIONES 1ª 2ª 3ª 4ª 5ª 6ª 7ª 8ª 9ª 10ª
VALOR DEL ÍNDICE [0] [1] [2] [3] [4] [5] [6] [7] [8] [9]
Valores iniciales: 8 3 1 9 2 3 6 7 0 4
[0] con todos: 0 8 3 9 2 3 6 7 1 4
[1] con [2] a [9]: 0 1 8 9 3 3 6 7 2 4
[2] con [3] a [9]: 0 1 2 9 8 3 6 7 3 4
[3] con [4] a [9]: 0 1 2 3 8 9 6 7 3 4
[4] con [5] a [9]: 0 1 2 3 3 9 8 7 6 4
[5] con [6] a [9]: 0 1 2 3 3 4 9 8 7 6
[6] con [7] a [9]: 0 1 2 3 3 4 6 9 8 7
[7] con [8] y [9]: 0 1 2 3 3 4 6 7 9 8
[8] con [9]: 0 1 2 3 3 4 6 7 8 9
Figura 21.1: Algoritmo de la burbuja (01)
nuevo intercambio, y la posición cuarta pasa a guardar el 4 y el 9 pasa
a la posición décima. El resto de valores (primero, segundo y tercero) son
menores que el actual ubicado en la última posición, y ya no se producen
nuevos intercambios. En la última posición ha quedado el mayor de los
valores de la lista. Una vez explicado el algoritmo de ordenación, proce-
POSICIONES 1ª 2ª 3ª 4ª 5ª 6ª 7ª 8ª 9ª 10ª
VALOR DEL ÍNDICE [0] [1] [2] [3] [4] [5] [6] [7] [8] [9]
Valores iniciales: 8 3 1 9 2 3 6 7 0 4
[9] con todos: 8 3 1 7 2 3 6 4 0 9
[8] con [0] a [7]: 7 3 1 6 2 3 4 0 8 9
[7] con [0] a [6]: 6 3 1 4 2 3 0 7 8 9
[6] con [0] a [5]: 4 3 1 3 2 0 6 7 8 9
[5] con [0] a [4]: 3 3 1 2 0 4 6 7 8 9
[4] con [0] a [3]: 3 2 1 0 3 4 6 7 8 9
[3] con [0] a [2]: 2 1 0 3 3 4 6 7 8 9
[2] con [0] y [1]: 1 0 2 3 3 4 6 7 8 9
[1] con [0]: 0 1 2 3 3 4 6 7 8 9
Figura 21.2: Algoritmo de la burbuja (02)
demos a implementar una función que recibe un array y que lo ordena
de menor a mayor. El prototipo de la función será, por ejemplo si el array
es de tipo long:
void ordenarArray(short d, long a[d]);
Definimos la función de tipo void porque toda su labor queda hecha
sobre un array, del tamaño indicado en primer parámetro, que recibe
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como segundo parámetro. El código de la función podría ser el recogido
en el Cuadro de código 21.4.
Cuadro de código 21.4: Código de la función que ordena, de menor a mayor,
los valores de un array recibido como parámetro.
void ordenarArray(short d, long v[d])
{
short i, j;
for(i = 0 ; i < d ; i++)
{
for(j = i + 1 ; j < d ; j++)
{
if(v[i] > v[j])
{
long a = v[i];
v[i] = v[j];
v[j] = a;
}
}
}
return;
}
Aunque es una obviedad, me permito destacar que en este caso no pode-
mos exigir a la función que los valores del array se mantengan constan-
tes, sin modificar, porque, de hecho, lo que queremos es que la función
reubique los valores del array hasta dejarlos ordenados.
SECCIÓN 21.4
Ejemplo: Búsqueda de un valor dentro de un
array
Junto con los algoritmos de ordenación, aparecen siempre los de búsque-
da. Hay mucho escrito sobre estos algoritmos, y hay muchos y variados,
más o menos eficientes, complejos, etc. No vamos aquí a ofrecer docu-
mentación sobre estos algoritmos. Simplemente proponemos la creación
de una función que reciba un array y determine si en él se encuentra,
o no, un determinado valor. El prototipo de esta función que queremos
implementar será:
short busquedaValorArray
(short d, const long a[d], long valor);
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La función tiene tres parámetros; el primero y el segundo indican el ta-
maño y la posición del array; el tercero indica el valor que se ha de buscar
en el array. La función es de tipo short: debe devolver un valor verdadero
o falso según que el valor buscado se encuentre, o no, dentro del array.
Esta función deberá recorrer todas las posiciones del array, una a una. Si
en ese recorrido encuentra el valor buscado, entonces no necesita seguir
recorriendo el array: con ese hallazgo ya ha quedado determinado que,
efectivamente, el valor buscado está en el array. Si terminado el recorrido
del array, desde el primero hasta el último de sus valores, no se ha encon-
trado el valor, entonces la función puede concluir que ese valor buscado
no está dentro del array. En el Cuadro de código 21.5 se muestra una
posible implementación de la función.
Cuadro de código 21.5: Código de la función que confirma si un valor está,
o no está, en un array.
short busquedaValorArray
(short d, const long v[d], long valor)
{
short i;
for(i = 0 ; i < d ; i++)
{
// Si encuentra el valor...
if(v[i] == valor) { return 1; }
}
// Si llega aqui, no lo ha encontrado
return 0;
}
Otra posible versión de esta función sería aquella en la que, si el valor
se encuentra en el array que entonces devuelva un valor igual al menor
índice donde ese valor se encuentra; y si el valor no está en el array, que
devuelva un valor negativo. El prototipo de la función podría ser:
short indiceValorArray
(short d, const long a[d], long valor);
Que devuelve el valor del índice (de tipo short puesto que short es tam-
bién el tipo de dato que indica el tamaño del array) o un valor negativo
si el valor no se encuentra en el array. En el Cuadro de código 21.6 se
muestra una posible implementación de la función.
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Cuadro de código 21.6: Código de la función que confirma si un valor está, o
no está, en un array. Si el valor está en el array, la función devuelve el menor
índice donde se encuentra ese valor; si no está, devuelve un valor negativo.
short indiceValorArray
(short d, const long v[d], long valor)
{
short i;
for(i = 0 ; i < d ; i++)
{
// Si encuentra el valor...
if(v[i] == valor) { return i; }
}
// Si llega aqui, no lo ha encontrado
return -1;
}
Una última observación: esta función devuelve el índice donde el valor
buscado ha sido hallado por primera vez. Si el valor está en la primera
posición, entonces devuelve el valor 0. No debe, por tanto, interpretarse
el valor de retorno como verdadero o falso. Ha quedado dicho que el re-
torno para consignar que el valor buscado no se encuentra en el array es
cualquier valor menor que 0.
SECCIÓN 21.5
Ejemplo: Simular operadores binarios en array
Suponga que queremos asignar a un array de 32 elementos los 32 bits de
una variable de tipo long. O queremos hacer la operación inversa: dado
un array de 32 valores, todos ellos dígitos binarios, asignar a una variable
de tipo long el valor que codifican esos 32 bits. O suponga que queremos
simular la operación de desplazamiento a izquierda o desplazamiento a
derecha. O queremos una función que reciba dos arrays de 32 bits y
realice la operación AND [OR, XOR] a nivel de bit y asigne el resultado a
un tercer array.
Funciones para estas operaciones podrían tener los siguientes prototipos:
/* 01 */ void asignarBits32
(short b[32], long n);
/* 02 */ long calcularN32
(const short b[32]);
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/* 03 */ void despIzquierda32
(short b[32], short despl);
/* 04 */ void despDerecha32
(short b[32], short despl);
/* 05 */ void andBinario32
(const short s1[32], const short s2[32],
short t[32]);
Como ve en todas las funciones, no se hace uso de un parámetro que
indique el tamaño del [de los] array[s] recibido[s]: se presupone que to-
dos los arrays serán de 32 elementos, porque esas funciones simularán
valores enteros de 32 bits.
La función /* 01 */ recibe el array de 32 bits y el valor de la varia-
ble n de tipo long de la que debe tomar sus 32 bits para asignar al
array.
La función /* 02 */ recibe el array con los 32 dígitos binarios ya
asignados y calcula el valor numérico que esos 32 dígitos represen-
tan; y ése es el valor que devuelve. La función no puede/debe alterar
los valores del array.
La función /* 03 */ recibe el array con los dígitos binarios ya asig-
nados y debe realizar la operación de desplazamiento a izquierda,
tantos bits como indice el segundo parámetro.
La función /* 04 */ recibe el array con los dígitos binarios ya asig-
nados y debe realizar la operación de desplazamiento a derecha,
tantos bits como indice el segundo parámetro. Obviamente, si el
bit más significativo (b[31]) es igual a 1, entonces en la operación
de desplazamiento se deberán insertar tantos unos como indique el
parámetro despl; y ceros será lo que deberá insertar si el bit más
significativo es igual a 0.
La función /* 05 */ debe simular la operación AND a nivel de bit
entre los dos primeros arrays (s[ource]1 y s[ource]2) y asignar el
resultado al tercer array (t[arget]).
El código que implementa cada una de las funciones se muestra en los
siguientes Cuadros de código: 21.7, 21.8, 21.9, 21.10, 21.11.
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Cuadro de código 21.7: Código de la función
void asignarBits32(short b[32], long n).
void asignarBits32(short b[32], long n)
{
unsigned long T = 0x1;
short i = 0;
while(T)
{
b[i] = n & T ? 1 : 0;
i++;
T <<= 1;
}
return;
}
Cuadro de código 21.8: Código de la función
long calcularN32(const short b[32]).
long calcularN32(const short b[32])
{
long n;
short i;
for(i = 31 , n = 0 ; i >= 0 ; i--)
{
n *= 2;
n += b[i];
}
return n;
}
Cuadro de código 21.9: Código de la función
void despIzquierda32(short b[32], short despl).
void despIzquierda32(short b[32], short despl)
{
short i;
short veces;
for(veces = 1 ; veces <= despl ; veces++)
{
for(i = 31 ; i > 0 ; i--)
{
b[i] = b[i - 1];
}
b[0] = 0;
}
return;
}
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Cuadro de código 21.10: Código de la función
void despDerecha32(short b[32], short despl).
void despDerecha32(short b[32], short despl)
{
short i;
short veces;
for(veces = 1 ; veces <= despl ; veces++)
{
for(i = 0 ; i < 31 ; i++)
{
b[i] = b[i + 1];
}
b[31] = b[30]; // Se introduce 1 si habia 1.
// Se introduce 0 si habia 0.
}
return;
}
Cuadro de código 21.11: Código de la función
void andBinario32
(const short s1[32], const short s2[32], short t[32]).
void andBinario32
(const short s1[32], const short s2[32], short t[32])
{
short i;
for(i = 0 ; i < 32 ; i++)
{
t[i] = s1[i] && s2[i] ? 1 : 0;
}
return;
}
Para verificar que estas funciones realizan efectivamente lo que está in-
dicado, lo mejor es probarlas. Por ejemplo, se puede considerar el código
de la función main() que se muestra en el Cuadro de código 21.12.
Cuadro de código 21.12: Código de prueba de las funciones implementadas
en la presente sección.
int main(void)
{
long n1 = 12345678;
long n2 = -45678901;
short a1[32], a2[32], a3[32];
asignarBits32(a1, n1);
asignarBits32(a2, n2);
printf("Valor a1: %ld\n", calcularN32(a1));
printf("Valor a2: %ld\n", calcularN32(a2));
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printf("n1 & n2: %ld\n", n1 & n2);
andBinario32(a1, a2, a3);
printf("a1 & a2: %ld\n", calcularN32(a3));
printf("n1 << 4: %ld\n", n1 << 4);
despIzquierda32(a1, 4);
printf("a1 << 4: %ld\n", calcularN32(a1));
printf("n2 >> 4: %ld\n", n2 << 4);
despIzquierda32(a2, 4);
printf("a2 >> 4: %ld\n", calcularN32(a2));
return 0;
}
SECCIÓN 21.6
Ejemplo: Histograma
Una forma de analizar un conjunto numeroso de datos es a través de su
histograma. Supongamos que tenemos 10.000 valores enteros entre el 0
y el 100 (suponga que son las notas o calificaciones de un amplio con-
junto de alumnos; dese cuenta de que estamos en un intervalo de 101
valores enteros diferentes). Una información útil la podríamos obtener si
nos diéramos cuenta que entre el 0 y el 25 hay, por ejemplo, 4.219 va-
lores; entre el 26 y el 50 hay 109; entre el 51 y el 75 hay 269, y que los
5.403 restantes se encuentran entre el 76 y el 100. Así podríamos darnos
cuenta de que los valores más veces repetidos en el muestreo están entre
en los dos extremos, del 0 al 25, y del 76 al 100; y que las colas (valores
centrales, del 26 al 50 y del 51 al 75) son residuales. Esa distribución
nos diría que la mayoría de los alumnos han alcanzado una buena valo-
ración, o han obtenido una calificación pésima; y que sólo una minoría
obtiene notas mediocres: o se sabe, y entonces se sabe bien. . . , o no se
sabe, y entonces no se tiene ni idea. Esa información aquí descrita es lo
que llamamos histograma. Puede ser un histograma calculado por inter-
valos de valores, como en el ejemplo aquí descrito, o calculado para cada
uno de los valores posibles. la hemos obtenido al analizar el histograma.
Mejor sería poder estudiar el histograma valor por valor, o en intervalos
menores.
Supongamos que tenemos esa colección de valores:
short valores[10000];
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short i;
for(srand(time(NULL)) , i = 0 ; i < 10000 ; i++)
{
// Valores entre 0 y 100
valores[i] = rand() % 101;
}
Y supongamos que declaramos un array, que llamamos histograma, con
101 elementos (insisto: entre 0 y 100 hay 101 valores distintos):
long histograma[101] = {0};
Y supongamos ahora que queremos una función cuyo prototipo sea:
void crearHistogramaNotas
(long d, const short v[d], long h[101]);
La función está preparada para recibir un array (segundo parámetro) de
la dimensión indicada en el primer parámetro, y un tercer parámetro que
es donde se debe crear el histograma de las calificaciones recibidas en el
array v. La función no debe alterar los valores del array recibido como se-
gundo parámetro. Es de tipo void porque no devuelve valor alguno: todo
lo que hace queda recogido en el array que recibe como tercer parámetro,
que es el array del histograma.
La función debe recorrer el array apuntado por v, elemento por elemento,
y debe ir incrementando los valores de cada una de las 101 posiciones del
histograma (array apuntado por h) a medida que aparezca cada uno de
los 101 posibles valores. La posición 0 del array contendrá el número de
apariciones del valor 0; en la posición 1 del array tendremos el número de
apariciones del valor 1; ...; en la posición 99 del array tendremos el núme-
ro de apariciones del valor 99; y en la posición 100 del array tendremos
el número de apariciones del valor 100.
En el Cuadro de código 21.13 puede verse una posible implementación
de la función.
Cuadro de código 21.13: Poible código de la función
void crearHistogramaNotas
(long d, const short v[d], long h[101]).
void crearHistogramaNotas
(long d, const short v[d], long h[101])
{
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long i, j;
for(i = 0 ; i < d ; i++)
{
j = v[i];
// Incremento el contador de la ocurrencia j
h[j]++;
}
return;
}
En realidad, la variable j no es necesaria. El código de la sentencia ite-
rada dentro del for queda más inmediato con la sentencia h[v[i]]++;
pero es posible que, en un primer momento, así escrito desconcierte un
poco.
SECCIÓN 21.7
Ejemplo: Derivar e integrar un polinomio
Un array puede perfectamente representar un polinomio: cada coeficiente
del polinomio en una posición del array. Por ejemplo, el polinomio p(x) =
4x5 − 3x3 + 7x2 + x− 12 podría representarse en un array de 10 elementos
de la siguiente manera:
double pol[10] = {-12, 1, 7, -3, 0, 4};
Así tendremos el término independiente en la posición pol[0]; el coefi-
ciente correspondiente a x en la posición pol[1]; y, en general, el coefi-
ciente correspondiente a xi en la posición pol[i].
Una vez tenemos introducido un polinomio, se pueden realizar diferentes
operaciones con ellos: integrar, derivar, multiplicar polinomios, calcular
diferentes valores (x, p(x)), etc.
Proponemos aquí dos funciones:
void integrarPolinomio
(short d, const double p1[d], double p2[d]);
double valorPolinomio
(short d, const double p[d], double x);
La primera función debe integrar el polinomio representado en p1 y asig-
nar los nuevos coeficientes calculados al array que representa el poli-
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nomio p2. La función no debe alterar los valores de p1, que se declara
constante en esa función. La segunda función debe calcular el valor del
polinomio p en el punto x recibido como tercer parámetro. La función no
debe alterar los valores de p, que se declara constante en esa función. La
función debe devolver ese valor calculado.
Para integrar un polinomio, el algoritmo (bien sabido) es el siguiente:
el polinomio integrado será de un grado superior al polinomio origi-
nal.
cualquier valor puede ser el término independiente. A p2[0] le asig-
naremos el valor 0.
Cualquier otro coeficiente i (para i > 0) del polinomio p2 es igual
al coeficiente i - 1 de p1 dividido por el valor de i.
Por ejemplo, si double p1[10] = 4, -1, 6; tenemos el polinomio 6x2−
x+ 4. El polinomio integrado deberá ser:
p2[0] = 0;
p2[1] = p1[0] / 1, es decir, p2[1] = +4.00;
p2[2] = p1[1] / 2, es decir, p2[2] = -0.50;
p2[3] = p1[2] / 3, es decir, p2[3] = +2.00;
El resto de los coeficientes son todos ellos iguales a 0.
Un posible código se propone en el Cuadro de código 21.14.
Cuadro de código 21.14: Poible código de la función
void integrarPolinomio
(short d, const short p1[d], double p2[d]).
void integrarPolinomio
(short d, const double p1[d], double p2[d])
{
short i;
for(p2[0] = 0 , i = 1 ; i < d ; i++)
{
p2[i] = p1[i - 1] / i;
}
return;
}
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Para la segunda función, debemos utilizar la función pow, declarada en
math.h. Debemos realizar un sumatorio: Si el polinomio es p(x) = p0 +
p1 × x + p2 × x2 + p3 × x3 + · · · + pn × xn, y si el punto es el x0, entonces el
cálculo consiste en:
n∑
i=0
pi × xi0
Un implementación de este sencillo sumatorio se recoge en el Cuadro de
código 21.15.
Cuadro de código 21.15: Posible código de la función
double valorPolinomio
(short d, const short p[d], doublex).
double valorPolinomio
(short d, const double p[d], double x)
{
short i;
double pX;
for(pX = 0 , i = 0 ; i < d ; i++)
{
pX += p[i] * pow(x, i);
}
return pX;
}
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CAPÍTULO 22
Taxonomía: Ejercicios con
Arrays
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Después de haber mostrado, en el capítulo anterior, algunos ejemplos
de funciones que reciben arrays, se puede ahora sugerir una hipotéti-
ca clasificación respecto a los tipos de problemas que se presentan con
esas funciones y esos arrays. Podríamos decir que se nos presentan has-
ta ocho posibles formas básicas de construir algoritmos para procesar
la información recogida en un array. Desde luego, esta clasificación no
tiene más valor que el pedagógico. En realidad la intersección entre dos
cualesquiera de los conjuntos de ejercicios definidos en esta clasificación
o taxonomía no está vacía, y en algún caso hasta podríamos considerar
alguna de las clases como subconjunto de otras. Pero conviene tener esta
clasificación en la cabeza.
SECCIÓN 22.1
Recorrido simple e independiente
Un ejemplo de función que recorre un array de forma simple e indepen-
diente es el recogido en la sección 20.3, donde se asignan valores a cada
posición del array, o donde se muestra por pantalla cada uno de esos
valores.
En este primer conjunto de funciones con arrays podemos considerar
muchos ejemplos: copiar en un array los valores de otro array; calcular
la media de todos los valores del array; asignar a un array de n elementos
los n primeros números primos; . . .
SECCIÓN 22.2
Recorrido simple e independiente, cuando cada
valor depende de uno o varios valores previos
Un ejemplo de función que recorre un array de forma simple e indepen-
diente, donde cada valor depende de algún valor o de algunos valores
previos es el recogido en la sección 21.1, donde se asigna a cada posición
i-ésima del array el valor del factorial de i.
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En este nuevo conjunto de funciones con arrays podemos considerar mu-
chos ejemplos, especialmente de definiciones de tipo recursivo, como re-
cursiva es la definición del valor del factorial que se emplea para la fun-
ción de la sección 21.1. Otro ejemplo podría ser el de una función que
debe asignar a un array los sucesivos valores de la serie de Fibonacci (1,
1, 2, 3, 5, 8, 13, 21, ...).
SECCIÓN 22.3
Recorrido simple con memoria
Un ejemplo de función que recorre un array de forma simple con memo-
ria, donde se recorre un array y se mantiene memoria de lo que se ha ido
viendo en los distintos valores de sus sucesivos elementos, es el ejemplo
recogido en la sección 21.2, donde se recorre el array en busca del mayor
valor del array.
En este nuevo conjunto de funciones con arrays podemos considerar mu-
chos ejemplos: todos aquellos de búsqueda de propiedades o en los que
se cuentan cuantos elementos gozan de una determinada característica:
contar cuántos elementos verifican una determinada propiedad, o cuál
es el elemento que mejor cumple una característica, o en qué posición
(índice) está: por ejemplo, el mayor valor primo, o el que más se aproxime
a un valor dado.
SECCIÓN 22.4
Recorrido con varios índices
Un ejemplo de función que recorre un array con varios índices es el re-
cogido en la sección 21.3, donde se reordenan los valores del array de
menor a mayor.
Otras funciones de esta clase podrían ser por ejemplo, una que determine
cuántos valores repetidos hay en el array; o una que reubique en el array
primero todos los valores que sean pares y luego todos aquellos que sean
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impares; o una función que ponga a cero todos los valores del array que
ya se hayan encontrado en las posiciones previas . . .
SECCIÓN 22.5
En busca de un contra-ejemplo
Un ejemplo de función que recorre un array hasta encontrar un contra-
ejemplo es el recogido en la sección 22.5, donde se recorre el array en
búsqueda de un valor determinado. Muchas de estas funciones (son muy
frecuentes) deben retornar simplemente un valor verdadero o falso se-
gún que se haya determinado que la función verifica una determinada
propiedad o no la verifica.
En este nuevo conjunto de funciones con arrays podemos considerar mu-
chos ejemplos: determinar si en el array existe algún valor con una deter-
minada propiedad; o determinar si existen valores repetidos (eso también
exigiría recorrer el array con doble índice); o averiguar si los valores del
array están todos ordenados de menor a mayor, o si hay algún elemento
fuera de orden; etc.
SECCIÓN 22.6
Moviendo los valores del array
A veces conviene hacer desplazamientos de los valores del array. Se han
mostrado algunos ejemplos en la sección 21.5, donde se simula las ope-
raciones de desplazamientos a izquierda y a derecha a nivel de bit.
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SECCIÓN 22.7
Valores de array dependientes de valores de
array
Un ejemplo de función que asigna los valores de un array en función
de los valores de otro array es el recogido en la sección 21.6, donde se
calcula el histograma de un array de valores entre 0 y 100.
Otros ejemplo de estas funciones podría ser el siguiente: dado un array
a1 de n elementos, crear otro array a2, también de n elementos, al que
se le asigna (sin repeticiones) todos los valores desde 0 hasta n - 1 de
forma que a2[0] indica la posición donde se encuentra el menor valor
de a1; a2[1] indica la posición donde se encuentra el segundo menor
valor de a1. En general, recorriendo a1 con los valores de a2 deberemos
obtener, ordenados de menor a mayor, los valores de a1.
SECCIÓN 22.8
Arrays como polinomios
Hemos recogido algunos ejemplos de estos ejercicios en la sección 21.7.
Una vez se representa un polinomio mediante un array, se puede inte-
grar, derivar, buscar máximos o mínimos, buscar el valor del array en un
punto, o calcular la integral definida entre dos valores de intervalo.
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CAPÍTULO 23
Práctica 5: Manejo de arrays
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SECCIÓN 23.1
Ejercicios sencillos con arrays
1. Necesitamos una función que reciba un array y cuyo prototipo sea:
void imprimirVector
(short d, const long a[d]);
La función debe mostrar por pantalla los valores del array.
2. Necesitamos una función que reciba un array y cuyo prototipo sea:
void asignarValoresAleatorios
(short d, long v[d], long a, long b);
Y que asigne, al array recibido como segundo parámetro, valores alea-
torios entre los límites indicados por el tercer y cuarto parámetro, a y
b.
3. Necesitamos una función que reciba dos arrays del mismo tamaño y
cuyo prototipo sea:
void copiarVector
(short d, const long s[d], long t[d]);
La función debe copiar los valores del primer vector en el segundo vector.
4. Necesitamos una función que reciba dos arrays del mismo tamaño y
cuyo prototipo sea:
void copiarVectorI
(short d, const long s[d], long t[d]);
La función debe copiar los valores del primer vector en el segundo vec-
tor, ahora en orden inverso. Por ejemplo, si el vector que se recibe como
segundo parámetro tiene los valores {1, 2, 3, 4, 5}, entonces los va-
lores asignados al vector recibido como tercer parámetro deben ser {5,
4, 3, 2, 1}.
5. Necesitamos una función que reciba un array y cuyo prototipo sea:
double mediaValoresVector
(short d, const long a[d]);
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Y que calcule la media de todos los valores del array y devuelva ese valor
calculado.
SECCIÓN 23.2
Ejercicios de búsqueda y contra-ejemplo
1. Necesitamos una función cuyo prototipo sea:
short elementosRepetidosArray
(short d, const long a[d]);
Que determine si en el array que recibe como segundo parámetro hay
valores repetidos. Debe devolver un valor verdadero si efectivamente los
hay; debe devolver un valor falso si todos los valores son diferentes.
2. Necesitamos una función cuyo prototipo sea:
short elementosMismaParidad
(short d, const long a[d]);
Que determine si en el array todos sus valores tienen la misma paridad:
es decir, que devuelva un valor verdadero si los valores del array son todos
pares o todos impares, y un valor falso si en el array hay valores pares y
valores impares.
3. Necesitamos una función cuyo prototipo sea:
short ordenadoMenorMayor
(short d, const long a[d]);
Que determine si en el array todos los valores están ordenados de menor
a mayor (y en ese caso debe devolver un valor verdadero) o si existe algún
desorden (y en ese caso debe devolver un valor falso).
4. Necesitamos una función cuyo prototipo sea:
short ordenado
(short d, const long a[d]);
Que determine si en el array todos los valores están ordenados, tanto
si van de menor a mayor, como si van de mayor a menor. Si, efectiva-
mente, están en orden creciente o decreciente la función deberá devolver
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un valor verdadero; si existe algún desorden la función deberá devolver
un valor falso.
5. Necesitamos una función cuyo prototipo sea:
void soloPares
(short d, long a[d]);
Que debe eliminar del array todos los valores que no sean pares. cuan-
do la función encuentra un valor impar, ése debe ser eliminado y todos
los valores posteriores deben ser adelantados una posición, dejando la
última en el valor 0.
Por ejemplo, si el array tiene los valores {1, 2, 3, 4, 5, 6, 7, 8, 9,
0}, entonces al terminar de ejecutarse la función, el array debe quedar
con los valores {2, 4, 6, 8, 0, 0, 0, 0, 0, 0}.
SECCIÓN 23.3
Ejercicios con polinomios
Suponga que cada posición de un array recoge el coeficiente de un po-
linomio. La posición primera (array[0]) el término independiente; la
segunda posición (array[1]) el coeficiente de la x. La tercera posición
(array[2]) el del x2; y en general, la de la posición i-ésima (array[i])
el coeficiente para xi. Así, por ejemplo, un array de 10 elementos (double
p[10];) podría expresar un polinomio de un grado igual o menor que 9:
p(x) = p0 + p1x+ p2x
2 + · · · p8x8 + p9x9.
Con esto claro, se plantean ahora cinco problemas.
1. Necesitamos una función cuyo prototipo sea:
void derivarPolinomio
(short t, const double o[t], double d[t]);
La función recibe dos polinomios representados mediante dos arrays del
mismo tamaño, y debe calcular y asignar al polinomio recibido como ter-
cer parámetro los coeficientes del polinomio derivado del recibido como
segundo parámetro.
Así, si tenemos que se pasa como segundo parámetro el polinomio pA:
Sección 23.3. Ejercicios con polinomios 239
double pA[_DIM] = {-6, 3, 2, 1, 0, 0, 0, 0, 0, 0};
donde se ha definido la macro _DIM como valor 10; entonces, el polinomio
calculado y codificado en el array pB debe resultar igual a {3.00, 4.00,
3.00, 0.00, 0.00, 0.00, 0.00, 0.00, 0.00, 0.00}, lo que querrá decir
que la derivada del polinomio x3 + 2x2 + 3x− 6 es el polinomio 3x2 + 4x+ 3.
5. Necesitamos una función cuyo prototipo sea:
short integrarPolinomio
(short t, const double o[t], double i[t]);
La función recibe dos polinomios representados mediante dos arrays del
mismo tamaño, y debe calcular y asignar al polinomio recibido como ter-
cer parámetro los coeficientes del polinomio integrado del recibido como
segundo parámetro.
Tenga en cuenta que el polinomio integrado es de un grado mayor que el
polinomio a integrar: debe verificar que el elemento pA[t - 1] sea igual
a 0. Si no ocurre esto, entonces el polinomio no se podrá integrar y la
función deberá devolver un valor falso (valor 0). Si efectivamente pA[t
- 1] viene con el valor 0 asignado, entonces sí se podrá proceder a la
integral del polinomio y entonces, al finalizar, la función deberá devolver
un valor verdadero.
Tenga también en cuenta que el coeficiente del término independiente
puede ser cualquier valor aleatorio; en su función debe asignar al término
independiente del polinomio integrado el valor 0.
Así, si tenemos que se pasa como segundo parámetro el polinomio pA:
double pA[_DIM] = {-6, 3, 2, 1, 0, 0, 0, 0, 0, 0};
donde se ha definido la macro _DIM como valor 10; entonces, el polinomio
calculado y codificado en el array pB deberá ser igual a {0.00, -6.00,
1.50, 0.67, 0.25, 0.00, 0.00, 0.00, 0.00, 0.00}, lo que querrá decir
que el polinomio integrado de x3+2x2+3x−6 es ( 14)x4+( 23)x3+( 32)x2−6x+0.
6. Necesitamos una función cuyo prototipo sea:
double valorPolinomioX
(short t, const double p[t], double x);
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La función recibe un polinomio representado mediante un array y un
valor para x. La función debe calcular el valor del polinomio en x.
Por ejemplo, si tenemos
double p[_DIM] = {-6, 3, 2, 1, 0, 0, 0, 0, 0, 0};
donde _DIM es un literal creado mediante una macro con el valor 10,
entonces las sucesivas llamadas a la función con los valores de x entre 2
y 5 devuelven los valores 16.00 para x = 2; 48.00 para x = 3; 102.00
para x = 4; y 184.00 para x = 5.
7. Necesitamos una función cuyo prototipo sea:
double integrarPolinomio
(short t, const double p[t], double a, double b);
La función recibe un polinomio representado mediante un array, y debe
calcular el valor de la integral definida en el intervalo entre los dos valores
recibidos como tercer y cuarto parámetro Es decir, se trata de calcular la
integral definida del polinomio p (x):
∫ b
a
p (x).
8. Necesitamos una función, cuyo prototipo sea:
short productoPolinomios
(short d, const double a[d] , const double b[d], double c
[d]);
que recibe tres polinomios representados mediante sus tres respectivos
arrays de dimensión d igual al primer parámetro de la función, y que debe
realizar el producto de los dos primeros y asignar el resultado al tercer
polinomio recibido como cuarto parámetro.
Es importante que la función verifique que el producto es posible. Para
ello no puede ocurrir que la suma de los grados de los dos primeros poli-
nomios sea mayor que d - 1; de lo contrario, el array donde se codifican
los coeficientes del polinomio producto no dispondría de suficientes ele-
mentos para codificar todos esos coeficientes distintos de cero. Si no se
puede realizar ese producto, la función debe devolver un valor falso (el
valor 0); si consigue hacerlo, la función debe devolver un valor verdadero.
Así, por ejemplo, y asumiendo se ha definido la macro _DIM como valor
10, si tenemos:
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double pA[_DIM] = {-6, +3, +2, +1, 0};
double pB[_DIM] = {-1, +2, -3, +4, -5};
double pC[_DIM] = {0};
Entonces, el polinomio calculado y codificado en el array pC deberá ser
igual a { +6.00, -15.00, +22.00, -30.00, +38.00, -10.00, -6.00,
-5.00, 0.00, 0.00}, lo que querrá decir que el polinomio resultante de
multiplicar x3 +2x2 +3x−6 y −5x4 +4x3−3x2 +2x−1 es −5x7−6x6−10x5 +
38x4 − 30x3 + 22x2 − 15x+ 6.
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SECCIÓN 24.1
Creación de una array bidimensional
¿Qué es un array de dos dimensiones? Pues es un array. Y, su definición
(o más bien su descripción) es muy parecida a la que dábamos para el
array monodimensional. Un array bidimensional es una colección de va-
riables: (1) todas ellas del mismo tipo; (2) todas ellas identificadas con
el mismo nombre; (3) todas ellas ubicadas en memoria de forma con-
secutiva, una a continuación de la otra; (4) todas ellas referenciadas de
forma singular gracias a DOS índices.
La única diferencia entre un array monodimensional y un array bidimen-
sional está en el número de índices que empleamos para hacer referencia
a cada una de las variables del array. Al declarar un array bidimensional
se debe, pues, especificar:
tipo de dato de las variables de ese array bidimensional.
identificador [nombre] del array bidimensional.
número de variables [o elementos] del array bidimensional: pero
ahora estos elementos deberán ser referenciados por dos índices,
así que su cantidad será el producto de dos valores: ahora lo verá.
Así se declara, por ejemplo, un array bidimensional de tipo double:
double x[5][7];
Con esta sentencia queda creado un array formado por 35 variables
de tipo double, que ahora serán referenciadas por dos índices. Tene-
mos entonces las variables x[0][0], x[0][1], x[0][2], ..., x[0][6],
x[1][0], x[1][1], x[1][2], ..., x[1][6], ..., x[4][0], x[4][1], x[4][2],
..., x[4][6].
24.1.1. Filas y columnas
Es normal dar al array bidimensional el nombre de matriz. Pero no debe
pensar que se ha creado un entramado de variables distribuidas en filas y
columnas, porque no es el caso. La variables van ubicadas en la memoria
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de forma consecutiva, y en el orden que ha quedado recogido en el párrafo
anterior.
¿Podemos hablar de filas y de columnas?: Podemos.
¿Podemos hablar de columnas y de filas?: Podemos.
Pero en la memoria no hay filas; tampoco hay columnas. Hay variables
ubicadas de forma consecutiva.
El array x antes declarado, ¿tiene 5 filas y 7 columnas, o tiene 5 colum-
nas y 7 filas?: Pues no tengo respuesta para esta pregunta. Usted puede
considerar lo que quiera. Es a su elección.
Lo que hemos creado con esa sentencia es un array de 35 variables (7×5)
que se referencian mediante 2 índices. Usted puede considerar que el
primer índice representará la fila de una matriz, y que el segundo será
indicativo de la columna; o al revés.
Es cierto que la estructura de datos creada con doble índice es útil para
trabajar matrices. Por eso, es conveniente decidir cuál de los dos índices
consideramos correspondiente a las filas, y cuál a las columnas. Yo ya lo
tengo decidido, y en este manual siempre haré referencia a esos índices
de acuerdo a mi elección: para mí, el primer índice (el de la izquierda) re-
presenta las filas, y el segundo (el de la derecha) representa las columnas.
Usted puede asumir la otra posible elección..., pero no se lo recomiendo:
porque entonces este manual se le va a convertir en un difícil crucigrama.
Sígame la corriente.
24.1.2. Inicializando la matriz
¿Podemos asignar valores iniciales a una matriz cuando la declaramos?:
Sí. La forma de hacerlo es parecida a la que se ha mostrado con el array
monodimensional. Por ejemplo:
long a[3][2] = {{1, 2},{3, 4},{5, 6}};
Acabamos de crear un array de seis elementos referenciados con dos
índices. A partir de ahora diremos que acabamos de crear un matriz de
tres filas y dos columnas, cuyos valores han quedado asignados de la
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siguiente manera: a a[0][0] se le ha asignado el valor 1; a a[0][1] se le
ha asignado el valor 2; a a[1][0] se le ha asignado el valor 3; a a[1][1]
se le ha asignado el valor 4; a a[2][0] se le ha asignado el valor 5; y a
a[2][1] se le ha asignado el valor 6.
Si asignamos más valores que el número de variables creadas en la de-
claración de la matriz, esos valores sobrantes se ignoran. Poir ejemplo,
con el siguiente código;
long a[3][4] = {{ 1, 2, 3, 4, 5},
{11, 12, 13, 14, 15},
{21, 22, 23, 24, 25},
{31, 32, 33, 34, 35}};
La última fila de valores {31, 32, 33, 34, 35} no se le asignan a na-
die, y cada uno de los valores finales de cada una de las tres primeras
filas (valores 5, 15 y 25) tampoco se le asignan a nadie.
Y si asignamos menos valores que el número de variables creadas en la
declaración de la matriz, entonces se completan los valores que faltan con
ceros. Para crear una matriz con todos sus valores a cero, la sentencia
sería:
long a[9][12] = {{0}};
Acabamos de crear 108 variables en una matriz de 9 por 12 que ha que-
dado inicializada a cero en todos sus elementos. También podría haber
indicado, simplemente:
long a[9][12] = {};
También ahora podemos crear la matriz en un tamaño determinado en
tiempo de ejecución:
short f, c;
printf("filas de la matriz: ");
scanf(" %hd", &f);
printf("columnas de la matriz: ");
scanf(" %hd", &c);
long a[f][c];
En este caso, no podemos asignar valores en la declaración de la matriz.
El siguiente código no compila:
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short f, c;
printf("filas: "); scanf(" %hd", &f);
printf("columnas: "); scanf(" %hd", &c);
long a[f][c] = {{0}}; // ERROR de COMPILACION
SECCIÓN 24.2
Recorrido de un array bidimensional
Una vez tenemos creada la matriz, podemos hacer uso de cada una de
las variables contenidas en ella.
Supongamos la siguiente matriz:
long a[2][3] = {{1, 2, 3}, {4, 5, 6}};
La primera consideración importante con respecto a estas seis variables
de la nueva matriz es que podemos acceder a cada una de ellas gracias a
dos índices: tenemos las variables a[0][0], a[0][1], a[0][2], a[1][0],
a[1][1] y a[1][2]. Observe y recuerde los índices: si hemos creado una
matriz de dos filas y tres columnas, no disponemos de ninguna variable
en la fila 2, ni tampoco en la columna 3.
ADVERTENCIA n. 1
En una matriz de seis elementos (2 filas de 3 columnas) no puede hacer referencia al
elemento de índices iguales a [2][3]. Los valores de los índices van desde el [0][0]
hasta [1][2].
Debe ir con cuidado para no incurrir en VIOLACIÓN de MEMORIA. El siguiente código
incurre en ella:
long a[2][3];
short f, c;
for(f = 0 ; f <= 2 ; f++)
{
for(c = 0 ; c <= 3 ; c++)
{
printf("Valor (%3hd , %3hd) --> ", f, c);
scanf(" %ld", &a[f][c]);
// Que ocurre cuando f vale 2
// o cuando c vale 3??
}
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El modo habitual para trabajar con las variables de una matriz es me-
diante variables que actúan como índice. El siguiente código...
long a[2][3] = {{1, 2, 3}, {4, 5, 6}};
short f, c;
for(f = 0 ; f < 2 ; f++)
{
for(c = 0 ; c < 3 ; c++)
{
printf("%5ld", a[f][c]);
}
printf("\n");
}
... ofrece la siguiente salida por pantalla:
1 2 3
4 5 6
SECCIÓN 24.3
Asignar valores a una matriz de forma aleatoria
Todo lo que ha quedado explicado en la sección 19.3 es igualmente válido
para la asignación de valores aleatorios a una matriz. Mediante la función
rand(), y mediante el juego de las funciones srand() y time() con su
parámetro NULL asignamos tantos valores como sean necesarios.
Un ejemplo de cómo asignar, de forma aleatoria, valores a una matriz
queda recogido en el Cuadro de código 24.1.
Cuadro de código 24.1: Asignar valores aleatorios a una matriz.
#include <stdio.h>
#include <stdlib.h> // para funcion rand()
#include <time.h> // para la funcion time()
#define _F 5
#define _C 8
int main(void)
{
long matriz[_F][_C];
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int f, c;
for(srand(time(NULL)) , f = 0 ; f < _F ; f++)
{
for(c = 0 ; c < _C ; c++)
{
matriz[f][c] = rand();
}
}
return 0;
}
SECCIÓN 24.4
Recorriendo una matriz con un solo índice
¿Qué diferencia existe entre estas dos declaraciones de arrays?:
#define _F 7
#define _C 9
double matriz[_F][_C];
double vector[_F * _C];
En el primer caso se crean _F * _C variables ubicadas en memoria de
forma consecutiva y a las que podemos referenciar con el nombre del
array bidimensional (matriz) y dos índices: uno para las filas y otro para
las columnas. El modo de interpretar esta estructura de datos es con-
siderar la matriz como un array de arrays de variables tipo double: un
array de _F vectores, cada uno de ellos con _C elementos tipo double. Y
así, el elemento matriz[f][c] (con f menor que _F, y c menor que _C)
está ubicado en el elemento c del vector f. A cada vector de la matriz
lo consideramos una fila, y todas las filas tienen el mismo número de
elementos, que son lo que llamamos columnas.
Con la segunda declaración se crean también _F * _C variables ubicadas
en memoria de forma consecutiva y a las que podemos referenciar con el
nombre del array monodimensional y un solo índice. No se requiere en
este caso más explicación.
Y ocurre que la distribución en memoria de las variables creadas en am-
bas declaraciones es la misma.
En el caso del array, van desde la variable de índice 0 hasta la va-
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riable de índice _F * _C - 1 (pasando por la de índice _C, y la de
índice 2 * _C, . . . y la de índice (_F - 1) * _C).
En el caso de la matriz, van desde la variable de índices [0][0]
hasta la de índices [0][_C - 1]; seguida luego por la variable de
índices [1][0] hasta la de índices [1][_C - 1]; y luego, inmedia-
tamente después de ésta, el bloque que va desde los índices [2][0]
hasta [2][_C - 1]; y finalmente estarán las variables cuyos índi-
ces van desde [_F - 1][0] hasta [_F - 1][_C - 1].
Así las cosas, puede parecer que en ambas declaraciones se ha creado la
misma estructura de datos. Pero en realidad no es así: no podría acceder
a los elementos del array matriz si no tuviera dos índices, ni sabríamos
qué hacer en realidad con un segundo índice en el array vector. Y es que
en ambas declaraciones, además de las variables tipo double, se ha crea-
do un sistema de acceso a esas variables: lo podrá conocer y comprender
más adelante, cuando hablemos de los punteros (cfr. Capítulo 18).
Sin embargo, es posible (relativamente sencillo) hacer un recorrido del
array utilizando dos índices. Y es posible (relativamente fácil) hacer un
recorrido de la matriz utilizando un solo índice. Vea por ejemplo el código
propuesto en el Cuadro 24.2. Como en ese ejemplo puede ver, podríamos
recorrer el array bidimensional matriz con un solo índice, donde la fila
sería en cada caso el resultado del cociente i / _C y donde la columna
sería la indicada con el valor del resto i% _C. De la misma forma, po-
dríamos recorrer un array monodimensional con dos índices. Vea sino el
ejemplo sugerido en el Cuadro de código 24.3. Así que podríamos reco-
rrer el array monodimensional con dos índices, donde la posición de cada
elemento quedaría indicada con la expresión f * _C + c.
Cuadro de código 24.2: Recorrer una matriz (para asignar valores consecu-
tivos) con dos índices y con un solo índice.
#define _F 4
#define _C 5
int main(void)
{
double matriz[_F][_C];
short f, c; // Para recorrer matriz con 2 indices.
short i; // Para recorrer matriz con 1 indice.
double k;
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// Asignamos valores consecutivos desde 1 hasta _F * _C
for(f = 0 , k = 1.0 ; f < _F ; f++)
{
for(c = 0 ; c < _C ; c++ , k++)
{
matriz[f][c] = k;
}
}
// Hacemos la misma operacion, con un solo indice i:
for(i = 0 , k = 1.0 ; i < _F * _C ; i++ , k++)
{
matriz[i / _C][i % _C] = k;
}
return 0;
}
Cuadro de código 24.3: Recorrer un array monodimensional (para asignar
valores consecutivos) con un índice y con dos índices.
#define _F 4
#define _C 5
int main(void)
{
double vector[_F * _C];
short f, c; // Para recorrer array con 2 indices.
short i; // Para recorrer array con 1 indice.
double k;
// Asignamos valores consecutivos desde 1 hasta _F * _C
for(i = 0 , k = 1.0 ; i < _F * _C ; i++ , k++)
{
vector[i] = k;
}
// Hacemos la misma operacion, con dos indices f y c
for(f = 0 , k = 1.0 ; f < _F ; f++)
{
for(c = 0 ; c < _C ; c++ , k++)
{
vector[f * _C + c] = k;
}
}
return 0;
}
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SECCIÓN 25.1
Pasando la dirección de la matriz
En la Sección 20.2, del Capítulo 20, se ha explicado cómo se pasa un
array a una función. Ha quedado explicado que lo que se pasa es el mismo
array: quien invoca a la función pasa la localización del array.
El modo en que se pasa una matriz a una función es el mismo: se le pasa
su primera posición: la [0][0]. Igual que explicábamos con los arrays,
tenemos que;
Cuando invocamos a una función y le pasamos como parámetro
una matriz, esa función invocada NO trabaja sobre una copia de esa
matriz, sino sobre esa matriz que existe en el ámbito de la función
que invoca. Todo cambio que se realice sobre la matriz, en el
ámbito de la función invocada, quedará realizado en el ámbito
de la función que invoca.
Y es que, cuando pasamos una matriz a una función, no pasamos
una copia de los valores de esa matriz, sino la referencia en me-
moria de su primer elemento.
Entonces, cuando queramos crear una función que reciba una matriz,
deberemos informar a la función de las siguientes cuatro cosas:
1. Primero, le indicaremos a la función el número de filas de la ma-
triz.
2. Segundo, le indicaremos a la función el número de columnas de la
matriz.
3. Tercero, le indicaremos a la función el tipo de dato de los elemen-
tos de la matriz.
4. Y cuarto, le indicaremos a la función dónde se ubica el primer ele-
mento de la matriz, es decir, la dirección de su primer elemento.
Como toda matriz tiene ubicados sus elementos en memoria de forma
consecutiva, si la función sabe dónde se encuentra su primer elemento,
si conoce cuántas filas y columnas tiene (las dimensiones de los dos ín-
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dices), y si conoce el tipo de dato de la matriz (y por tanto cuántos bytes
ocupa cada uno de sus elementos), entonces la función tiene un dominio
completo sobre esa matriz recibida. Pero es importante no olvidar que,
como la función no ha recibido una copia de la matriz, sino las mismas
posiciones de memoria de la matriz original (por lo tanto, la misma ma-
triz original), entonces, cualquier modificación que la función realice
sobre la matriz, será una modificación que sufrirá la matriz de ori-
gen.
ADVERTENCIA n. 1
Ya aprenderá por qué... Pero ya desde ahora debe saber que cuando en el programa
usted indica el nombre de una matriz, lo que el programa recibe es la ubicación de esa
matriz: más en concreto, la información sobre dónde está ubicado el elemento [0][0].
El nombre de una matriz indica la posición en memoria de ese primer elemento
de la matriz.
long m[2][5] = {{1, 2, 3, 4, 5}, {6, 7, 8, 9, 0};
A partir de esta declaración, decir &m[0][0] es equivalente a decir, simplemente, m. El
nombre de la matriz se comporta como un puntero que apunta a la primera posición
de la matriz.
SECCIÓN 25.2
Ejemplo: Asignar valores a una matriz. Mostrar
valores de una matriz
Supongamos que queremos crear dos funciones: una que reciba una ma-
triz de tipo long y le asigne valores por entrada de teclado; otra que
muestre por pantalla esos valores de la matriz de tipo long.
Ambas funciones reciben tres parámetros: los dos primeros indican nú-
mero de filas y de columnas de la matriz; el tercero es el que recoge la
posición del primer elemento de la matriz.
Ninguna de las dos funciones debe realizar un cálculo, ni devolver un
valor obtenido a partir de los valores recibidos de la matriz. Cuando una
función no debe devolver valor alguno, la declaramos de tipo void.
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Estos serán los prototipos de las dos funciones:
void asignarValoresMatriz
(short F, short C, long m[F][C]);
void mostrarValoresMatriz
(short F, short C, long m[F][C]);
Ambas funciones reciben la matriz desde la función que la invoca porque
reciben la localización de su primer elemento. En las funciones, no se
crea una matriz de F filas y de C columnas, sino únicamente una variable
puntero m que tomará como valor la dirección del primer elemento de la
matriz que se le quiera pasar como parámetro.
El código de las dos funciones puede ser el mostrado en el Cuadro de
código 25.1
Cuadro de código 25.1: Código de las dos funciones solicitadas: una que
asigna valores a una matriz por entrada de teclado, y otra que muestra esos
valores.
void asignarValoresMatriz
(short F, short C, long m[F][C])
{
short f, c;
for(f = 0 ; f < F ; f++)
{
for(c = 0 ; c < C ; c++)
{
printf("Valor %3hd --> ", i);
scanf(" %ld", &m[f][c]);
}
}
return;
}
void mostrarValoresMatriz
(short F, short C, long m[F][C])
{
short f, c;
for(f = 0 ; f < F ; f++)
{
for(c = 0 ; c < C ; c++)
{
printf("%6ld", m[f][c]);
}
printf("\n");
}
return;
}
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Con la primera de las dos funciones, el usuario puede dar valor a cada
uno de los elementos de la matriz. Los valores introducidos desde teclado
por el usuario serán asignados a la matriz que la función asignarValoresMatriz()
haya recibido en su tercer parámetro, que toma el valor de la dirección
del primer elemento de esa matriz recibida.
Con la segunda función, se muestran por pantalla todos los valores de la
matriz. Después de imprimir todos los valores (todas las columnas) de la
fila f, y antes de comenzar por los valores de la fila f + 1, se imprime
un salto de línea: quedará así una fila debajo de la otra, con el formato
clásico de una matriz.
Si lo que se quiere es asignar a la matriz valores de forma aleatoria,
entonces podemos usar la función propuesta en el Cuadro de código 25.2,
cuyo prototipo de función es
void asignarAleatoriosMatriz
(short F, short C, long m[F][C]);
Cuadro de código 25.2: Asignar valores a una matriz de forma aleatoria.
void asignarAleatoriosMatriz
(short F, short C, long m[F][C])
{
short f, c;
for(srand(time(NULL)) , f = 0 ; f < F ; f++)
{
for(c = 0 ; c < C ; c++)
{
// Valores entre 0 y 100
m[f][c] = rand() % 101;
}
}
return;
}
La función propuesta en el Cuadro de código 25.2 asigna a la matriz
valores entre 0 y 100. Para saber cómo concretar cada intervalo de valores
deseado puede consultar la sección 19.3, en el Capítulo 19.
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SECCIÓN 25.3
Ejemplo: cálculo de la media de los valores de
cada una de las filas de una matriz
Queremos una función que recibe una matriz de F filas y C columnas
y un array de F elementos; la función debe calcular y asignar a cada
posición del array el valor medio de cada una de las filas de la matriz: en
la posición 0 del array debe quedar asignado el valor medio de todos los
valores de la matriz ubicados en la fila 0; y, en general, en la posición i
del array debe quedar asignado el valor medio de todos los valores de la
matriz ubicados en la fila i. El tipo de dato del array será double, pues
de ese tipo son normalmente los valores medios de una suma de enteros.
El prototipo de la función podría ser el siguiente:
double valoresMediosPorFilas
(short F, short C, long m[F][C], double medias[F]);
Fíjese bien en el prototipo, porque los parámetros de la función que re-
cibe una matriz siempre tendrán el mismo aspecto: para cada matriz
que quiera pasar a la función, tres parámetros: primero, el número de
filas de la matriz, que aquí lo hemos llamado F; segundo, el número
de columnas de la matriz, que aquí hemos llamaddo C; y tercero, la
posición del elemento [0][0] de la matriz, y su tipo de dato, que
en este caso será una matriz de tipo long. En nuestro ejemplo, además,
aparece un cuarto parámetro que contiene la ubicación del array donde
la función deberá asignar los valores de las medias calculadas para cada
una de cada filas de la matriz.
En el cuerpo de la función, cuando se haga referencia a la matriz m estare-
mos trabajando directamente sobre la matriz que se haya pasado cuando
se invoca a la función.
El código de la función podría ser el recogido en el Cuadro de código 25.3.
Cuadro de código 25.3: Código de una función que recibe una matriz y un
array como parámetros y calcula la media de cada fila de la matriz asignando
ese valor a cada posición del array.
Sección 25.4. Matrices constantes 259
double valoresMediosPorFilas
(short F, short C, long m[F][C], double medias[F])
{
short f, c;
double sumaTotal = 0;
for(f = 0 ; f < F ; F++)
{
medias[f] = 0; // Se inicializa a 0
for(c = 0 ; c < C ; c++)
{
medias[f] += m[f][c]; // Sumatorio
}
sumaTotal += medias[f]; //Suma total
medias[f] /= C; // Media de la fila
}
return sumaTotal / F;
}
SECCIÓN 25.4
Matrices constantes
Igual que se hace con los arrays, también es posible ofrecer la garantía
de que una determinada función no va a modificar ninguno de los valo-
res de la matriz que recibe como parámetro. Y eso se logra sin más que
significando el parámetro de la matriz con la palabra clave const.
Las funciones vistas en las dos secciones anteriores han sido las siguien-
tes:
void asignarValoresMatriz
(short F, short C, long m[F][C]);
void asignarAleatoriosMatriz
(short F, short C, long m[F][C]);
void mostrarValoresMatriz
(short F, short C, long m[F][C]);
double valoresMediosPorFilas
(short F, short C, long m[F][C], double medias[F]);
Las dos primeras funciones deben, obviamente, modificar los valores de
la matriz. Para eso precisamente se les pasa la matriz: para que le asignen
nuevos valores.
Pero el usuario de la tercera y de la cuarta función sólo desea que la
función acceda a los datos de la matriz, sin modificarlos. En la tercera se
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pretende que la función los muestre por pantalla; en la cuarta se pretende
que la función haga cálculos con esos valores, y que asigne resultados en
el array recibido como cuarto parámetro, pero no debe modificar ningún
valor de la matriz.
Se puede indicar en el prototipo de una función que una determinada
matriz no debe ser modificada. El prototipo puede llevar una marca que
garantice que el array recibido como parámetro no sufrirá cambio alguno.
Basta usar la palabra clave const:
void mostrarValoresMatriz
(short F, short C, const long m[F][C]);
double valoresMediosPorFilas
(short F, short C, const long m[F][C],
double medias[F]);
Obviamente, no podemos poner esa palabra clave en las dos primeras
funciones porque ambas sí alteran los valores de la matriz que reciben.
Un vez indicado, con la palabra clave const en el prototipo de la función,
que la matriz no puede ser modificada, ¿qué ocurre si la función inten-
ta modificar algún valor? Pues que al compilar el código de la función
obtendríamos un error de compilación.
ADVERTENCIA n. 2
Con esta palabra clave, const, el usuario tiene garantizado que la función que está
invocando NO alterará los valores de su matriz. Conviene poner esa palabra en
todos aquellos parámetros de funciones (arrays, matrices o cadenas de texto) donde
la función NO deba hacer modificaciones sobre esos parámetros, sino únicamente
acceder a la lectura de su información.
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SECCIÓN 26.1
Recorrido simple de una matriz
Una primera serie de ejercicios, que permite aprender a recorrer una ma-
triz y comprender su estructura, es procurar asignar valores a la matriz
de forma que esos valores dependan de su posición dentro de la matriz.
1. Necesitamos una función, cuyo prototipo sea
void matrizIdentidad
(short t, long m[t][t]);
que reciba una matriz CUADRADA y le asigne los valores para que quede
una matriz identidad (con la diagonal principal igual a 1 y todos los demás
elementos asignados al valor 0.
En este caso basta con pasar un único parámetro para indicar el tamaño
de la matriz: porque se supone que es cuadrada. La matriz tendrá igual
número de filas que de columnas.
En la matriz identidad todas las posiciones donde la fila es igual a la
columna (posiciones [0][0], [1][1], . . . , [t-1][t-1] tendrán el valor
1; el resto de posiciones debe tener el valor 0. Una posible implementación
de una función que satisfaga nuestra necesidad podría ser la recogida en
Cuadro de código 26.1
Cuadro de código 26.1: Código de una función que recibe una matriz cua-
drada y le asigna los valores propios de una matriz identidad.
void matrizIdentidad(short t, long m[t][t])
{
short f, c;
for(f = 0 ; f < t ; f++)
{
for(c = 0 ; c < t ; c++)
{
m[f][c] = f == c ? 1 : 0;
}
}
return;
}
2. Necesitamos una función, cuyo prototipo sea
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void matrizDiagonalSecundaria
(short t, long m[t][t]);
que reciba una matriz CUADRADA y le asigne a todos los elementos de
la diagonal secundaria el valor 1 y deje todos los demás elementos con el
valor 0.
De nuevo en este caso basta con pasar un único parámetro para indicar
el tamaño de la matriz: porque se supone que es cuadrada. La matriz
tendrá igual número de filas que de columnas.
En esta matriz, todas las posiciones donde la suma de fila y columna es
igual a t - 1 (posiciones [0][t-1], [1][t-2], . . . , [t-1][0] tendrán el
valor 1; el resto de posiciones debe tener el valor 0. Una posible imple-
mentación de una función que satisfaga nuestra necesidad podría ser la
recogida en Cuadro de código 26.2
Cuadro de código 26.2: Código de una función que recibe una matriz cua-
drada y le asigna el valor 1 a todas las posiciones de la diagonal secundaria
y deja a 0 los demás valores.
void matrizDiagonalSecundaria(short t, long m[t][t])
{
short f, c;
for(f = 0 ; f < t ; f++)
{
for(c = 0 ; c < t ; c++)
{
m[f][c] = f + c == t - 1 ? 1 : 0;
}
}
return;
}
3. Necesitamos una función que reciba una matriz cuadrada y le asigne
los valores que se indican en la Figura 26.1 El prototipo de la función
será:
void matriz01
(short d, long m[d][d]);
Para implementar la función conviene antes averiguar cómo podemos de-
finir la pauta que ubica los ceros y los unos en la matriz. Descubierta la
pauta, el código es casi inmediato. Y podemos comprobar que en aque-
llas posiciones donde la suma de la fila (un valor entre 0 y d - 1) y la
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Figura 26.1: Matriz a construir de acuerdo con el enunciado del ejercicio 8.
Se recoge aquí el ejemplo para una matriz cuadrada 8× 8.
0 1 0 1 0 1 0 1
1 0 1 0 1 0 1 0
0 1 0 1 0 1 0 1
1 0 1 0 1 0 1 0
0 1 0 1 0 1 0 1
1 0 1 0 1 0 1 0
0 1 0 1 0 1 0 1
1 0 1 0 1 0 1 0
columna (también un valor entre 0 y d - 1) es un par, en esa posición la
matriz tiene un 0; y donde esa suma es impar, en esa posición la matriz
tiene un 1.
Una vez identificado el patrón, el código puede ser tan simple como el
recogido en Cuadro de código 26.3
Cuadro de código 26.3: Código de una función que recibe una matriz cua-
drada y le asigna los valores como los indicados en la Tabla 26.1.
void matriz01(short d, long m[d][d])
{
short f, c;
for(f = 0 ; f < d ; f++)
{
for(c = 0 ; c < d ; c++)
{
m[f][c] = (f + c) % 2;
}
}
return;
}
4. Necesitamos una función que reciba una matriz cuadrada y le asig-
ne los valores de la matriz triangular: un uno para los elementos de la
diagonal principal y superiores, y un cero para los valores ubicados por
debajo de la diagonal principal (ver Figura 26.2 El prototipo de la función
será:
void matrizTriangular
(short d, long m[d][d]);
De nuevo, el único “secreto” que tendrá la función será saber cómo de-
terminar cuándo a una posición se le asigna el valor 0, y cuando se le
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Figura 26.2: Matriz triangular cuadrada 6× 6.
1 1 1 1 1 1
0 1 1 1 1 1
0 0 1 1 1 1
0 0 0 1 1 1
0 0 0 0 1 1
0 0 0 0 0 1
asigna el valor 1. La respuesta es inmediata y muy sencilla: siempre que
los índices que definen la posición verifiquen que fila es menor o igual
que columna, allí habrá un 1; y un 0 si el índice de la fila es mayor que
el índice de la columna. Así, el código de la función será algo parecido a
lo recogido en el Cuadro de código 26.4.
Cuadro de código 26.4: Código de una función que recibe una matriz cua-
drada y le asigna los valores de la matriz triangular.
void matrizTriangular(short d, long m[d][d])
{
short f, c;
for(f = 0 ; f < d ; f++)
{
for(c = 0 ; c < d ; c++)
{
m[f][c] = f > c = 0 : 1;
}
}
return;
}
5. Necesitamos una función que reciba como parámetros tres matrices
del mismo tamaño, y que asigne a una de ellas el resultado de la suma
de las otras dos matrices. El prototipo de esa función será el siguiente:
void sumaMatrices
(short F, short C, const long m1[F][C],
const long m2[F][C], long suma[F][C]);
Las matrices que actúan de sumando han sido declaradas constantes
porque la función no debe alterar su valor; la tercera, la llamada matriz
suma, sí sufrirá cambio en sus valores.
A veces, a los que están aprendiendo a programar, les desconcierta que la
función deba pasar, como parámetros, no sólo las matrices que hacen de
sumando, sino también la matriz que albergará el resultado. Esperaban
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que la función “devolviera” el resultado de la suma. Esperan que la matriz
retornara, con una sentencia return, el resultado de la suma. Pero no
es tan sencillo: lo que la función debe calcular no es un valor, sino un
conjunto de F * C valores.
(Conviene recordar los conceptos de ámbito y vida de las variables. La función sumaMatrices recibe, en-
tres punteros llamados m1, m2 y suma las direcciones de tres matrices: las dos primeras son el sumando;
la tercera es la matriz a la que se le asigna el resultado. Las matrices recibidas habrán sido creadas en
la función que invoca a sumaMatrices, o a su vez habrán sido recibidas en esa función a partir de otra
función previa que la invocó. Al final, siempre habrá una función que sí creó, en su ámbito, cada una
de esas tres matrices. Todas las otras funciones que hayan recibido esas matrices no han creado más
que un puntero para cada una de las matrices. Porque, efectivamente, puede haber muchos punteros
“apuntando” a la misma matriz, y desde cualquiera de ellos se puede llegar a los valores singulares de la
matriz. Puede haber muchos punteros, pero habrá una sola matriz.)
La suma de matrices es una operación sencilla: las tres matrices impli-
cadas (sumandos y suma) tienen el mismo tamaño en filas y columnas, y
el valor de cada posición de la matriz suma es igual a la suma de los valo-
res, en esa misma posición, de las dos matrices sumando: suma[f][c] =
m1[f][c] + m2[f][c]. Un posible código de esta función se muestra en
el Cuadro de código 26.5.
Cuadro de código 26.5: Código de una función que recibe dos matrices y
calcula, en una tercera matriz, la suma de las dos primeras.
void sumaMatrices
(short F, short C, const long m1[F][C],
const long m2[F][C], long suma[F][C])
{
short f, c;
for(f = 0 ; f < F ; f++)
{
for(c = 0 ; c < C ; c++)
{
suma[f][c] = m1[f][c] + m2[f][c];
}
}
return;
}
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SECCIÓN 26.2
Matrices: jugando con los índices
Con frecuencia el recorrido de las matrices no es tan simple como lo vis-
to en la sección anterior. Calcular la traspuesta de una matriz recibida,
o calcular el determinante de una matriz de tres filas y tres columnas, o
realizar el producto de dos matrices, requiere gestionar correctamente los
índices. En realidad no estamos ante problemas informáticos: si somos
capaces de encontrar una expresión algebraica que resuelva los proble-
mas, somos inmediatamente capaces de reformular esas expresiones en
un lenguaje de programación.
1. Necesitamos una función que reciba como parámetro una matriz cua-
drada 3× 3 y que devuelva el valor de su determinante. El prototipo de la
función será:
long determinante3X3(const long m[3][3]);
Y la solución es inmediata:
a[0][0] * a[1][1] * a[2][2] +
a[0][1] * a[1][2] * a[2][0] +
a[1][0] * a[2][1] * a[0][2] -
a[2][0] * a[1][1] * a[0][2] -
a[1][0] * a[0][1] * a[2][2] -
a[2][1] * a[1][2] * a[0][0].
Una posible implementación de esta función queda recogida en el Cuadro
de código 26.6.
Cuadro de código 26.6: Código de una función que calcula el determinante
de una matriz cuadrada 3 * 3.
long determinante3X3(const long m[3][3])
{
long D;
D = a[0][0] * a[1][1] * a[2][2];
D += a[0][1] * a[1][2] * a[2][0];
D += a[1][0] * a[2][1] * a[0][2];
D -= a[2][0] * a[1][1] * a[0][2];
D -= a[1][0] * a[0][1] * a[2][2];
D -= a[2][1] * a[1][2] * a[0][0];
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return D;
}
2. Necesitamos una función que reciba dos matrices y asigne a la se-
gunda los valores que correspondan a la traspuesta de la primera. Su
prototipo será:
void matrizTraspuesta
(short T1, short T2, const long m[T1][T2],
long t[T2][T1]);
Obviamente, las matrices deben estar bien dimensionadas: el número de
filas de la original será el número de columnas de la traspuesta, y el nú-
mero de columnas de la original será el número de filas de la traspuesta.
El código suele traer cierta complejidad y deja quizá perplejo a quien
comienza en la programación. He llamado a los tamaños de las matrices
T1 y T2 (y no F y C) porque lo que para una matriz es el número de sus
filas [columnas], para la otra es el número de sus columnas [filas]. La
nomenclatura propuesta evita confusiones.
Para comprender lo que debe realizar la función basta con observar la
relación de índices de una matriz y de su traspuesta. Puede verlo en la
Figura 26.3. Es sencillo comprobar que, cualquier elemento m[f][c] le
corresponde, en la traspuesta, la posición t[c][f] = m[f][c]. Un posi-
ble código de la función podría ser el recogido en el Cuadro de código 26.7
Figura 26.3: Matriz y su traspuesta.
m[0][0] m[0][1] m[0][2] m[0][3]
m[1][0] m[1][1] m[1][2] m[1][3]
m[2][0] m[2][1] m[2][2] m[2][3]
t[0][0]=m[0][0] t[0][1]=m[1][0] t[0][2]=m[2][0]
t[1][0]=m[0][1] t[1][1]=m[1][1] t[1][2]=m[2][1]
t[2][0]=m[0][2] t[2][1]=m[1][2] t[2][2]=m[2][2]
t[3][0]=m[0][3] t[3][1]=m[1][3] t[3][2]=m[2][3]
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Cuadro de código 26.7: Código de una función que asigna a una matriz los
valores de la traspuesta de otra recibida también como parámetro
void matrizTraspuesta
(short T1, short T2, const long m[T1][T2],
long t[T2][T1])
{
short i, j;
for(i = 0 ; i < T1 ; i++)
{
for(j = 0 ; j < T2 ; j++)
{
t[j][i] = m[i][j];
}
}
return;
}
3. Necesitamos una función que reciba tres matrices: las dos primeras
serán los factores del producto que se asignará a la tercera matriz. Su
prototipo será:
void productoMatrices
(short F, short K, short C,
const long m1[F][K], const long m2[K][C],
long p[F][C]);
La función recibe primero tres parámetros, que indican: (1) F: el número
de filas de la matriz primer factor, que es igual al número de filas de la
matriz producto; (2) K: el número de columnas de la matriz primer factor,
que es igual al número de filas de la matriz segundo factor; y (3) C: el
número de columnas de la matriz segundo factor, que es igual al número
de columnas de la matriz producto. Y recibe luego las tres matrices.
Para resolver el producto de las matrices es necesario saber que cada
elemento p[f][c] de la matriz producto es el resultado de una suma de
productos:
p[i][j] =
K-1∑
k=0
m1[i][k]× m2[k][j]
Para cada elemento p[f][c] hay que realizar el sumatorio de todos los
productos de los elementos de la fila f de m1 y de la columna c de m2
que comparten el mismo valor de la columna de m1 y de la fila de m2.
En el Cuadro de código 26.8 se recoge una posible implementación de la
función.
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Cuadro de código 26.8: Código de una función que asigna a una matriz el
producto de otras dos matrices
void productoMatrices
(short F, short K, short C,
const long m1[F][K], const long m2[K][C],
long p[F][C])
{
short f, c, k;
for(f = 0 ; f < F ; f++)
{
for(c = 0 ; c < C ; f++)
{
p[f][c] = 0;
for(k = 0 ; k < K ; k++)
{
p[f][c] += m1[f][k] * m2[k][c];
}
}
}
return;
}
SECCIÓN 26.3
Matrices: en busca de filas y columnas
Es relativamente frecuente en las matrices la necesidad de buscar una
determinada fila o columna, o de localizar un determinado valor: ¿Cuál
es el mayor valor dentro de la matriz, o el menor? ¿En qué fila, o en
qué columna se encuentra ese valor? ¿Cuál es la fila cuya suma de sus
valores sea mayor? O se pide que se verifique que los valores de cada una
de las posiciones de la matriz verifican cierta propiedad o condición que
tiene que ver con todos los valores que tienen a su alrededor. Por ejemplo,
una función que ponga a cero todos aquellos valores que sean mayores
que la suma de todos los que tiene a su alrededor.
1. Vamos a implementar esa última función. Su prototipo será:
void eliminarEgregios
(short F, short C, long m[F][C]);
La función debe recorrer la matriz y, allí donde encuentre un valor que
sea mayor que la suma de todos los que le circundan, asignar en esa
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posición el valor 0.
La dificultad del ejercicio está en dos cuestiones:
Calcular, para cada posición, la suma de su entorno; y tener en
cuenta que no todas las posiciones del array tiene un mismo con-
torno: por ejemplo en el contorno de la posición [0][0] sólo hay tres
posiciones: [0][1], [1][0], y [1][1]; y, por ejemplo, el contorno
de la posición [0][1] tiene hasta 5 posiciones: [0][0], [0][2],
[1][0], [1][1], y [1][2] (suponiendo que la matriz cuenta con,
al menos, tres columnas y dos filas). En general, salvo las excep-
ciones de los “bordes” o “márgenes” de la matriz, toda posición está
rodeada de otras ocho posiciones.
Otra dificultad añadida a la función es la siguiente: a medida que
se va recorriendo la matriz y se actualizan a cero aquellos valores
que superan a la suma de sus circundantes, ¿qué ocurre con los
valores que se analizan en posiciones posteriores? Por ejemplo,
puede ocurrir que en la posición [1][1] haya un 10, y que en la po-
sición [1][0] haya un 100; y suponga que el resto de las posiciones
tienen el valor 1. Al analizar la posición [1][0] descubrimos que es
mayor que la suma de su periferia, y por eso se le asigna el valor
0. Si ahora evaluamos el valor de la posición [1][1] tenemos que
es mayor que la suma de su periferia, y entonces la función deberá
asignarle el valor 0; pero si esa evaluación la hubiéramos realizado
antes de poner a 0 el valor de la posición [1][0], entonces el valor
de la posición [1][1] se hubiera quedado como estaba: a 10. ¿Có-
mo afrontamos este problema? Una solución consiste en crear una
matriz auxiliar: esa matriz es copia de la matriz recibida, y es sobre
ella donde se realiza el análisis de cada posición: y es en la otra, en
la original, sobre la que se realizan los cambios. Así, el valor de la
posición [1][1] ahora no sufrirá cambio.
El algoritmo de esta función es, pese a todo, sencillo, aunque demanda
algo de código. Y requiere además de varios niveles de anidamiento de
estructuras de control. Se propone un algoritmo en el Cuadro de códi-
go26.9.
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Cuadro de código 26.9: Código de la función
void eliminarEgregios(short F, short C, long m[F][C]) descrita
en el texto.
void eliminarEgregios
(short F, short C, long m[F][C])
{
short f, c, ff, cc;
long suma;
long copia[F][C];
// Copiamos m en copia
for(f = 0 ; f < F ; f++)
{
for(c = 0 ; c < C ; c++)
{
copia[f][c] = m[f][c];
}
}
for(f = 0 ; f < F ; f++)
{
for(c = 0 ; c < C ; c++)
{
// Estamos en la posicion [f][c]
// de la matriz...
/* 01 */ suma = -copia[f][c];
/* 02 */ for(ff = (f - 1) >= 0 ? f - 1 : 0 ;
ff <= f + 1 && ff < F ;
ff++)
{
/* 03 */ for(cc = (c - 1) >= 0 ? c - 1 : 0 ;
cc <= c + 1 && cc < C ;
cc++)
{
suma += copia[ff][cc];
}
}
if(suma < copia[f][c]) { m[f][c] = 0; }
}
}
return;
}
Conviene, quizás, algunas explicaciones:
Línea /* 01 */: Ubicados en la posición [f][c], ¿por qué iniciali-
zamos la variable suma al valor -m[f][c]?: porque en las siguientes
líneas se procede a calcular la suma de todos los valores circundan-
tes, pero no deberíamos, en esa suma, incluir el sumando m[f][c].
Podríamos condicionar la suma, y hacerla sólo cuando f != ff &&
c != cc; pero en este código se ha optado por evitar esa comproba-
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ción e incluir en esa suma ese sumando: por eso, de inicio, restamos
su valor.
Línea /* 02 */: la variable f debe ir desde la columna inmediata-
mente superior a la fila f, hasta la fila inmediatamente inferior a
la fila f, pasando por la fila f. Pero debemos vigilar no salirnos de
los índices válidos de la matriz: ni la fila ff puede tomar un valor
negativo, ni puede ser igual o superior a F.
Línea /* 03 */: igual que antes, ahora la variable cc debe ir desde
la columna inmediatamente a la izquierda de la columna c, hasta la
columna inmediatamente a la derecha de la columna c, pasando por
la columna c. Pero debemos vigilar no salirnos de los índices válidos
de la matriz: ni la columna cc puede tomar un valor negativo, ni
puede ser igual o superior a C.
La matriz copia es la encargada de tomar las decisiones sobre los cam-
bios a realizar en la matriz m. Gracias a ella, cuando se ha realizado una
modificación en m[f][c], éste cambio no afecta a la decisión que se de-
ba tomar sobre las posiciones m[f][c+1], m[f+1][c], m[f+1][c - 1] y
m[f+1][c+1]. Por ejemplo:
long m1[2][3] = {{1, 40, 3},{20, 5, 6}};
De acuerdo con las demandas presentadas, al invocarla y pasarle la ma-
triz m1, la función debería reasignar el valor 0 únicamente a m1[0][1].
Si no trabajáramos sobre la matriz copia y lo hiciéramos directamente
sobre la matriz m (que es el nombre con que se recorre la matriz dentro
de la función), entonces al cambiar el valor de m1[0][1] a 0, al conti-
nuar la ejecución, ahora nos encontraríamos que el valor de m1[1][0]
sí verifica que su valor es mayor que la suma de su periferia, y entonces
cometeríamos el error de ponerlo también a 0.
2. Queremos una función que reciba una matriz de F filas y C colum-
nas y que indique, con su valor de retorno, en qué fila se encuentra un
determinado valor buscado. El prototipo de la función será:
short filaValorBuscado
(short F, short C, long m[F][C], long vBuscado);
Si el valor se encuentra en varias filas, entonces la función devolverá la
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primera fila en la que ese valor aparece. Si el valor no se encuentra en
la matriz, entonces la función deberá devolver un valor negativo, que no
puede significar ninguna de las filas del array.
El código de la función es sencillo: se recorre la matriz y en caso de
hallarse el valor, simplemente se devuelve el actual valor de la variable
que indica en qué fila se halla y termina la función. Si finalmente la
función no halla el valor buscado, entonces devuelve un valor negativo.
Puede verse el código en el Cuadro 26.10.
Cuadro de código 26.10: Código de la función que busca un valor concreto
en una matriz y devuelve la fila en la que ese valor se encuentra por primera
vez. Si la función no halla el valor, devuelve entonces un valor negativo.
short filaValorBuscado
(short F, short C, long m[F][C], long vBuscado)
{
short f, c;
for(f = 0 ; f < F ; f++)
{
for(c = 0 ; c < C ; c++)
{
if(m[f][c] == vBuscado)
{
return f;
}
}
}
return -1;
}
3. Queremos una función que reciba una matriz de F filas y C columnas
y que indique, con su valor de retorno, en qué fila se encuentra el valor
más grande. El prototipo de la función será:
short filaValorMasGrande
(short F, short C, long m[F][C]);
Si ese valor mayor se encuentra en varias filas, entonces la función de-
volverá la primera fila en la que ese valor aparece.
El código de la función es sencillo: inicialmente supondremos que el valor
mayor es el ubicado en la posición [0][0], y consideraremos la fila de
retorno la fila 0. Necesitaremos dos variables auxiliares: una para guar-
dar el valor de la fila del valor mayor encontrado hasta el momento; otra
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para ese valor mayor. Puede verse el código en el Cuadro 26.11.
Cuadro de código 26.11: Código de la función que busca el mayor valor
dentro de una matriz y devuelve la fila en la que ese valor se encuentra por
primera vez.
short filaValorMasGrande
(short F, short C, long m[F][C])
{
short f, c;
short fMayor = 0;
long vMayor = m[0][0];
for(f = 0 ; f < F ; f++)
{
for(c = 0 ; c < C ; c++)
{
if(m[f][c] > vMayor)
{
vMayor = m[f][c];
fMayor = f;
}
}
}
return fMayor;
}
Sólo como comentario: si lo que necesitamos es una función que indi-
que cuál es ese valor mayor, entonces simplemente podríamos eliminar
aquellas líneas de código donde interviene la variable fMayor y el valor
de retorno sería, finalmente, el de la variable vMayor. Obviamente, la
función debería cambiar su tipo, que ya no sería short sino long.
SECCIÓN 26.4
Recorriendo matrices con un sólo índice
(cfr. Sección 24.4)
A veces es complicado recorrer una matriz con los dos índices. Es el caso
de aquellos algoritmos donde se requiere comenzar un nuevo recorrido
de los elementos de la matriz a partir de uno de sus elementos. Ordenar
los valores de la matriz de menor a mayor, comenzando con el menor en
la posición [0][0] y terminando con el mayor en la posición [F - 1][C
- 1]; o determinar si en una matriz todos los valores van ordenados
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de menor a mayor; o buscar algún elemento repetido dentro del array;
son posibles ejemplos donde la duplicidad de índices hace complicada
la implementación. Por ejemplo, si queremos averiguar si en una ma-
triz se encuentran valores repetidos, el algoritmo inmediato que a todos
se nos puede ocurrir es buscar el elemento [0][0] en todas las demás
posiciones posteriores; y luego buscar el elemento [0][1] en todas las
posiciones posteriores a la ubicación de ese elemento; y en general, bus-
car a partir de la posición [f][c] si existe para los elementos posteriores
otra ubicación con el mismo valor que en [f][c]. Pero el concepto “pos-
teriores” es complejo cuando tienes una cuenta hecha con dos índices:
en una matriz m de, por ejemplo, 5 filas y 9 columnas, después del ele-
mento m[2][6] viene el elemento m[2][7], pero después del elemento
m[2][8] no viene el m[2][9], sino el m[3][0]: ¿cómo iniciar la cuenta
de “los siguientes” en el recorrido de una matriz?
El problema no aparecía cuando trabajábamos con un array de un sólo
índice: era evidente quiénes eran los elementos siguientes a uno i dado.
La algoritmia resultaba entonces sencilla. Y podemos trabajar con esa
sencillez, al manejar matrices, si sabemos recorrerlas con un sólo índice,
desde i = 0 hasta i = F * C - 1 (suponemos que la matriz tiene F filas
y C columnas), donde el valor de la fila se calcula con el cociente i / C
y la columna con el resto i% C.
1. Necesitamos una función que reciba una matriz y ordene sus valores
de menor a mayor, desde el vértice superior izquierdo (posición [0][0]
hasta el vértice inferior derecho (posición m[F - 1][C - 1]). El prototipo
de la función será:
void ordernarValoresMatriz
(short F, short C, long m[F][C]);
El algoritmo para la ordenación de un array monodimensional ya ha que-
dado descrito en la Sección 21.3 y puede verse una implementación de
la función que ordena un array en el Cuadro de código 21.4. En el Cua-
dro de código 26.12 puede verse un código casi idéntico al de la función
ordenarArray, pero ahora actuando sobre una matriz que se recorre con
una sola variable índice.
Cuadro de código 26.12: Código de la función que ordena, de menor a ma-
yor, los valores de una matriz recibida como parámetro.
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void ordernarValoresMatriz
(short F, short C, long m[F][C])
{
short i, j;
for(i = 0 ; i < F * C ; i++)
{
for(j = i + 1 ; j < F * C ; j++)
{
if(v[i / C][i % C] > v[j / C][j % C])
{
long a = v[i / C][i % C];
v[i / C][i % C] = v[j / C][j % C];
v[j / C][j % C] = a;
}
}
}
return;
}
2. Necesitamos una función que reciba una matriz y verifique que todos
sus valores están ordenados de menor a mayor, desde el vértice superior
izquierdo (posición [0][0] hasta el vértice inferior derecho (posición m[F
- 1][C - 1]). El prototipo de la función será:
short matrizOrdenadosMenorMayor
(short F, short C, long m[F][C]);
En la Práctica presentada en el Capítulo 23 ya se ha propuesto un ejer-
cicio similar a éste: allí con arrays monodimensionales; aquí con matri-
ces. Se propone en el Cuadro de código 26.13 una implementación de la
función que determina si en el array monodimensional todos los valores
están ordenados de menor a mayor. Luego, en el Cuadro de código 26.14
se propone una implementación de la función que determina si la matriz
está ordenada o no de menor a mayor. Comparando ambas implementa-
ciones comprobará que es ambos códigos recogen el mismo algoritmo, y
que las diferencias entre uno y otro están, únicamente, en el desdoble de
un único índice en dos para el recorrido secuencial de la matriz.
Cuadro de código 26.13: Código de la función que determina si en un array
monodimensional todos sus valores están ordenados de menor a mayor.
short arrayOrdenadosMenorMayor
(short d, long v[d])
{
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short i;
for(i = 1 ; i < d ; i++)
{
if(v[i - 1] > v[i]) { return 0; }
}
return 1;
}
El algoritmo implementado en el Cuadro de código 26.13 es simple: se re-
corre el array desde el principio hasta el final en busca de la ocurrencia de
que un elemento del array sea mayor que su inmediatamente posterior:
una sola vez que ocurra que entre dos valores consecutivos el primero
sea mayor que el segundo será suficiente para saber que el array no está
ordenado de menor a mayor. Si al terminar el recorrido del array, ningún
par consecutivo ha sido hallado en desorden, entonces podemos afirmar
que el array está ordenado.
Una observación importante sobre el código: es importante vigilar la po-
sible violación de memoria. La variable i ha sido inicializada, en el for,
al valor 1: porque dentro del array hacemos referencia al valor de la po-
sición i - 1, y esa expresión no puede en ningún caso tomar un valor
negativo, que indicaría una posición no válida del array. La estructura
iterada dentro de la función podría haber tomado otras formas:
// Segunda opcion:
short i;
for(i = 0 ; i < d - 1; i++)
{
if(v[i] > v[i + 1]) { return 0; }
}
// Tercera opcion:
short i, j;
for(i = 0 , j = 1 ; j < d ; i++, j++)
{
if(v[i] > v[j])
{ return 0; }
}
... pero siempre se ha de vigilar NO cometer violación de memoria.
Ahora, en el Cuadro de código 26.14 se puede ver la función solicitada en
este apartado: aquella que determina si los valores de una matriz vienen
ordenados, o no, de menor a mayor, considerando que las posiciones de
la matriz se recorren de arriba a la izquierda hacia abajo a la derecha,
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fila a fila.
Cuadro de código 26.14: Código de la función que determina si en una
matriz todos sus valores están ordenados de menor a mayor.
short matrizOrdenadosMenorMayor
(short F, short C, long m[F][C])
{
short i;
for(i = 1 ; i < F * C ; i++)
{
if(m[(i-1) / C][(i-1) % C] > v[i / C][i % C])
{ return 0; }
}
return 1;
}
Los códigos de ambos Cuadros (26.13 y 26.14) son idénticos, salvada la
diferencia del desdoblamiento del índice i en dos índices para el recorrido
de la matriz (tal y como se ha explicado en la sección 24.4).
Convendría que dedicara un tiempo a pensar cómo resolver la implemen-
tación de la función matrizOrdenadosMenorMayor() sin hacer uso de
la estrategia del recorrido de la matriz con un solo índice. Quizá convenga
que compruebe usted mismo que no es sencillo hacerlo.
3. Necesitamos una función que reciba una matriz y determine si en
ella hay, o no hay, valores repetidos. Su prototipo será;
short elementosRepetidosMatriz
(short F, short C, long m[F][C]);
También ahora, al igual que pasaba con la función del apartado anterior,
en la Práctica del Capítulo 23 se le ha solicitado que implementara una
función similar a ésta: antes se le pedía la función elementosRepetidosArray()
que informaba si había, o no, elementos repetidos en el array; ahora se
le solicita la función elementosRepetidosMatriz() que determina la
misma propiedad en la matriz.
De nuevo se le ofrecen los códigos de las dos funciones, para que com-
pruebe que ambas implementaciones pueden ser muy semejantes. Puede
verlas ambas en el Cuadro de código 26.15.
Cuadro de código 26.15: Código de las funciones que determinan si en una
array, o en una matriz, existen valores repetidos.
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short elementosRepetidosArray
(short d, long v[d])
{
short i, j;
for(i = 0 ; i < d ; i++)
{
for(j = i + 1 ; j < d ; j++)
{
if(v[i] == v[j])
{ return 1; }
}
}
return 0;
}
short elementosRepetidosMatriz
(short F, short C, long m[F][C])
{
short i, j;
for(i = 0 ; i < F * C ; i++)
{
for(j = i + 1 ; j < F * C ; j++)
{
if(m[i / C][i % C] == m[j / C][j % C])
{ return 1; }
}
}
return 0;
}
En ambos algoritmos, el procedimiento implementado consiste en reco-
rrer la estructura de datos con el índice i, del principio (i = 0) al final
(i < d, o i < F * C) y buscar el valor ubicado en la actual posición i
en todos los valores posteriores (a partir de j = i + 1). Si en esas su-
cesivas búsquedas se encuentra una posición j con una valor igual al
que se encuentra en la actual posición i, entonces, efectivamente, se ha
encontrado un valor repetido (los ubicados en i y en j son iguales) y se
puede afirmar que en el array o en la matriz sí hay valores repetidos.
De nuevo le invito a que intente implementar la función solicitada en
este ejercicio resuelto, sin usar la estrategia de recorrer la matriz con un
sólo índice. No le resultará tan sencillo como el presentado en la solución
propuesta en esta sección.
CAPÍTULO 27
Taxonomía: Ejercicios con
Matrices
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Para la taxonomía de las funciones que manejan matrices se puede repe-
tir la recogida en el Capítulo 22, pero ahora hay que considerar que cada
array bidimensional tiene dos índices y no sólo uno.
Se podría añadir a todos los allí indicados el aquí sugerido de recorrer la
matriz con un sólo índice. Surge en casi todos aquellos algoritmos en los
que la matriz se debe recorrer en un orden secuencial y a partir de cada
elemento de la matriz se desee hacer referencia “al elemento siguiente” o
“a los elementos siguientes”.
CAPÍTULO 28
Práctica 6: Manejo de
matrices
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SECCIÓN 28.1
Recorrido simple de una matriz
1. Implemente el código de una función que recibe una matriz de F filas
y de C columnas, y le asigna valores de acuerdo al ejemplo mostrado en
la Figura 28.1. El prototipo de la función deberá ser:
void matriz01(short F, short C, short m[F][C]);
Figura 28.1: Matriz a construir de acuerdo con el enunciado del ejercicio 1.
Se muestra el ejemplo en el que F = 9 y C = 9.
1 0 1 0 1 0 1 0 1
0 0 0 0 0 0 0 0 0
1 0 1 0 1 0 1 0 1
0 0 0 0 0 0 0 0 0
1 0 1 0 1 0 1 0 1
0 0 0 0 0 0 0 0 0
1 0 1 0 1 0 1 0 1
0 0 0 0 0 0 0 0 0
1 0 1 0 1 0 1 0 1
2. Implemente el código de una función que recibe una matriz cuadrada
de tamaño T, y le asigna valores de acuerdo al ejemplo mostrado en la
Figura 28.2. El prototipo de la función deberá ser:
void matriz02(short T,short m[T][T]);
Figura 28.2: Matriz a construir de acuerdo con el enunciado del ejercicio 2.
Se muestra el ejemplo en el que T = 8.
1 0 0 0 0 0 0 1
0 1 0 0 0 0 1 0
0 0 1 0 0 1 0 0
0 0 0 1 1 0 0 0
0 0 0 1 1 0 0 0
0 0 1 0 0 1 0 0
0 1 0 0 0 0 1 0
1 0 0 0 0 0 0 1
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3. Implemente el código de una función que recibe una matriz de F filas
y de C columnas, y le asigna valores de acuerdo al ejemplo mostrado en
la Figura 28.3. El prototipo de la función deberá ser:
void matriz03(short F, short C, short m[F][C]);
Figura 28.3: Matriz a construir de acuerdo con el enunciado del ejercicio 3.
Se muestra el ejemplo en el que F = 9 y C = 8.
0 1 2 3 4 5 6 7
1 2 3 4 5 6 7 0
2 3 4 5 6 7 0 1
3 4 5 6 7 0 1 2
4 5 6 7 0 1 2 3
5 6 7 0 1 2 3 4
6 7 0 1 2 3 4 5
7 0 1 2 3 4 5 6
0 1 2 3 4 5 6 7
4. Implemente el código de una función que recibe una matriz de F filas
y de C columnas, y le asigna valores de acuerdo al ejemplo mostrado en
la Figura 28.4. El prototipo de la función deberá ser:
void matriz04(short F, short C, short m[F][C]);
Figura 28.4: Matriz a construir de acuerdo con el enunciado del ejercicio 4.
Se muestra el ejemplo en el que F = 10 y C = 8.
1 1 1 1 1 1 1 1
1 0 0 0 0 0 0 1
1 0 0 0 0 0 0 1
1 0 0 0 0 0 0 1
1 0 0 0 0 0 0 1
1 0 0 0 0 0 0 1
1 0 0 0 0 0 0 1
1 0 0 0 0 0 0 1
1 0 0 0 0 0 0 1
1 1 1 1 1 1 1 1
5. Implemente el código de una función que recibe una matriz de F filas
y de C columnas, y le asigna valores de acuerdo al ejemplo mostrado en
la Figura 28.5. El prototipo de la función deberá ser:
void matriz05(short F, short C, short m[F][C]);
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Figura 28.5: Matriz a construir de acuerdo con el enunciado del ejercicio 5.
Se muestra el ejemplo en el que F = 5 y C = 5.
1 2 3 5 7
11 13 17 19 23
29 31 37 41 43
47 53 59 61 67
71 73 79 83 89
SECCIÓN 28.2
Determinar valores dentro de la matriz
1. Implemente el código de una función que recibe una matriz de F filas
y C columnas, y devuelve un valor entero (entre 0 y F - 1) que indica
cuál es la fila que verifica que la suma de todos sus valores es mayor. Si
la matriz tiene dos filas que alcanzan el mismo valor máximo, entonces la
función debe devolver uno de esas filas: la que usted quiera. El prototipo
de la función deberá ser:
short filaMayorMatriz
(short F, short C, long m[F][C]);
(Sólo a modo de sugerencia: puede crear, dentro de la función, un array con tantos elementos como filas
tiene la matriz (un array de F elementos) y donde asigna, a cada posición f de ese array, el valor de la
suma de todos los elementos de la fila f de la matriz.)
2. Implemente el código de una función que recibe una matriz de F filas
y C columnas, y devuelve un valor entero (entre 0 y F * C - 1) que indica
cuántos de sus valores son primos. El prototipo de la función deberá ser:
short cuentaPrimosMatriz
(short F, short C, long m[F][C]);
SECCIÓN 28.3
Recorriendo la matriz con un único índice
1. Implemente el código de una función que recibe una matriz de F filas
y C columnas, e indica si en la función hay, o no hay, valores repetidos.
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short valoresRepetidosMatriz
(short F, short C, long m[F][C]);
La función debe devolver un valor verdadero si encuentra valores repeti-
dos; y falso si todos los valores son diferentes.
2. Implemente el código de una función que recibe una matriz de F filas
y C columnas, e indica si en la función hay, o no hay, valores que no
sean coprimos (dos enteros se dicen coprimos si verifican que su máximo
común divisor es igual a 1, es decir, no tienen ningún factor en común.
El prototipo de la función será:
short valoresCoprimosMatriz
(short F, short C, long m[F][C]);
La función debe devolver un valor verdadero si todos sus valores son co-
primos; y un valor falso si encuentra dos valores que no sean coprimos.
La función deberá calcular el máximo común divisor (a partir de ahora
MCD) de todos con todos: deberá calcular el MCD del valor en m[0][0]
con todos los siguientes; el MCD del valor en m[0][1] con todos los si-
guientes; etc.
Por ejemplo, su tenemos las matrices:
long m1[2][4] = {{4, 5, 7, 9},{11, 13, 17, 19}};
long m2[2][4] = {{1, 3, 5, 7},{9, 11, 13, 15}};
Al invocar a la función valoresCoprimosMatriz(2, 4, m1), ésta debe-
rá devolver un valor verdadero, puesto que todos sus valores son copri-
mos. Al invocar a la función valoresCoprimosMatriz(2, 4, m2), ésta
deberá devolver un valor falso, puesto que algunos de sus valores no son
coprimos: por ejemplo, el 3 y el 9, o el el 9 y el 15, etc.
SECCIÓN 28.4
Buscando una salida del LABERINTO
Este ejercicio es OPTATIVO. No debe planteárselo si no quiere. Es un reto
que les permite crear un sencillo juego.
1. Debe crear en la función main() una matriz.
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2. Debe invocar a una función (obviamente, deberá implementarla) que
asigne valores a la matriz. Esa matriz debe representar un labe-
rinto de forma aleatoria. Ya se explica más adelante cómo se crea
ese laberinto.
3. Debe invocar a una segunda función que logre (si es que es posible)
recorrer el laberinto desde un punto inicial ubicado en un extremo
hasta otro punto final localizado en el otro extremo de la matriz.
4. Conviene que pueda visualizar la ejecución del juego. Para eso ne-
cesitará una función que muestre por pantalla la matriz laberinto.
28.4.1. Creación del laberinto.
La matriz del laberinto será una matriz cuadrada cuyo tamaño llamare-
mos _T. Puede crear ese literal mediante una directiva define. Un buen
valor para _T será uno entre 50 y 100.
Para crear un laberinto de forma aleatoria simplemente debe elegir un
valor entre 0 y 100 que represente la densidad de pared que debe tener
el laberinto, es decir, a qué porcentaje de las posiciones del laberinto se
les asignará el valor que codifica la pared. A mayor valor de la densidad
más complicado será recorrer el laberinto, y más posibilidades habrá de
que sea imposible llegar desde el punto inicial hasta el punto final.
Debe elegir qué valor usará para codificar que una celda tiene pared (lla-
mémosla _PARED), qué celda está libre (llamémosla _LIBRE), y qué celda
ha sido recorrida en el camino de la entrada hacia la salida (llamémosla
_CAMINO).
La matriz que representa el laberinto debe “tapiar” de pared todo el re-
cinto del laberinto. Eso quiere decir que todos los valores de las filas 0 y
(_T - 1), y todos los de las columnas 0 y (_T - 1) deben tener el valor
que usted haya designado como indicador de pared. Luego deberá liberar
la posición laberinto[1][0] y laberinto[_T - 2][_T - 1]. La repre-
sentación gráfica de la matriz al bordearla de pared quedará de la forma
que recoge la Figura 28.6, donde se indica con el carácter almohadilla el
valor pared y donde puede verse la entrada (vértice superior izquierdo) y
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##################################################
Figura 28.6: Aspecto de las paredes del laberinto en un tamaño 50 de lado.
Representamos las paredes con el carácter almohadilla.
la salida (vértice inferior derecho) del laberinto. Para la creación de las
paredes del laberinto bastará asignar a cada elemento de la matriz co-
rrespondiente el valor _PARED. Y para eso basta hacer para cada celda
la asignación:
laberinto[f][c] =
rand() % 100 < densidad ? _PARED : _LIBRE;
Efectivamente, a medida que el valor de la densidad sea mayor más fá-
cil será que el resultado de la operación de módulo sea menor que esa
densidad, y mayor será el número de celdas que tomen en valor _PARED.
Sugiero que, al menos al inicio, para ir haciendo pruebas de algoritmo de
búsqueda de ruta de escape, elijan valores de densidad no mayores de
15. Desde luego, con este método es muy posible que se creen laberintos
donde sea imposible llegar del punto de entrada al punto de salida: para
esos casos, claro está, no hay algoritmo capaz de resolver y llegar a la
salida.
En la Figura 28.7 puede verse un laberinto construido con una densidad
igual al 15%.
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##################################################
# # ## # # # ## #
# # # # ## #
# # # # ## #
# # # # # # # # # # #
# # ## # #
# # # ##
# ## # # # # # # ##
# # # # # # #
# ## # # ## # # #
# # # # # # #
# ## # # ## # # #
## # # ### # # # #
# # # ## # # ### #
# # # # # # # ## #
# # # # # ## #
## # # # # # # ###
# # # #
# # # ## # # ## # #
## # # # ###
# # # # # # #
# # ## # # # # # # ##
# # # # # # #
## # # # # # #
## # # # #
# # # # # # # #
## # # # # # ## # # ##
# # ## # # ## #
# # # # # # # #
# # # # # # #
# ## # # # ## #
# #
# ## # # # #
## # # # ## # # #
# # # # # # # #
# # # ### # #
# # # # # # ##
# # # # # # ## #
# # # # # ## # # # #
# # # #
# # # # # # # #
# # # # # # #
# # ## # #
## # # # # # #
# # # # # # # #
# # # # # # # # #
# # # # # ### # # # # ## #
# # # # # # # ## #
# ## ## ## #
##################################################
Figura 28.7: Aspecto del laberinto en un tamaño 50 de lado con una densi-
dad de pared del 15 %.
28.4.2. Recorrido del laberinto.
La función que ha de buscar salida al laberinto deberá ubicarse inicial-
mente en la posición laberinto[1][0]. Y debe lograr llegar a la posición
laberinto[_T - 2][_T - 1] que es la celda de llegada.
Para eso hay que implementar el algoritmo de la mano derecha. Al
iniciar el recorrido del laberinto, tocamos la pared con nuestra mano de-
recha y comenzamos a movernos sin dejar, en ningún momento, de tocar
la pared con esa mano. Si en la pared de la derecha hay un hueco por
donde podemos pasar, debemos hacerlo porque en ningún momento po-
demos andar sin tocar la pared. Desde luego, el mismo argumento de
recorrido se podría hacer con la mano izquierda.
La cuestión es cómo implementar, en un código, el algoritmo de la mano
derecha. Basta que tenga identificada la dirección en la que usted se mue-
ve. Comience por asignar al móvil atrapado en el laberinto una dirección
(Norte, Sur, Este, Oeste). Lo normal, tal y como está diseñada la entrada,
es que usted le asigne la dirección Este (estando en la posición [0][1] no
se puede avanzar hacia otra dirección: véalo en las Figuras 28.6 y 28.7).
Y ahora entre en una iteración de la que no salga hasta que haya llegado
a la celda laberinto[_T - 2][_T - 1].
En esa iteración usted debe preguntarse cada vez en qué dirección se está
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moviendo (un switch viene bien para esa parte). Y decidir su orden de
evolución en función de esa dirección. Supongamos que se mueve hacia
el Este. En ese caso, el algoritmo de la mano derecha...
...investiga si hay modo de continuar hacia el Sur (es decir, si la
celda laberinto[f + 1][c] es distinto de _PARED). Si es posible,
entonces esa celda laberinto[f + 1][c] pasa a ser la celda ac-
tual, que toma el valor _CAMINO y la dirección de movimiento pasa a
ser Sur.
Si no es posible, entonces averiguamos si podemos continuar hacia
el Este (si la celda laberinto[f][c + 1] es distinto de _PARED). Si
es posible, entonces esa celda laberinto[f][c + 1] pasa a ser la
celda actual, que toma el valor _CAMINO y la dirección de movimiento
pasa a ser Este (la que era antes).
Si no es posible,entonces averiguamos si podemos continuar hacia
el Norte (si la celda laberinto[f - 1][c] es distinto de _PARED) Si
es posible, entonces esa celda laberinto[f - 1][c] pasa a ser la
celda actual, que toma el valor _CAMINO y la dirección de movimiento
pasa a ser Norte.
Si tampoco este último movimiento ha sido posible, entonces ave-
riguamos si podemos continuar hacia el Oeste y desandar nuestro
pasos (si la celda laberinto[f][c - 1] es distinto de _PARED) Si
es posible, entonces esa celda laberinto[f][c - 1] pasa a ser la
celda actual, que toma el valor _CAMINO y la dirección de movimiento
pasa a ser Oeste.
Si tampoco ese movimiento fuera posible, entonces estaríamos atra-
pados. Pero eso nunca ocurre porque siempre es posible desandar
lo andado.
Si la dirección de movimiento es Norte, entonces la búsqueda de la nueva
dirección para el siguiente movimiento es: primero Este, luego Norte, lue-
go Oeste y finalmente Sur. Si la actual dirección de movimiento es Oeste
entonces la búsqueda de la nueva dirección para el siguiente movimiento
es: primero Norte, luego Oeste, luego Sur y finalmente Este. Por último,
si la actual dirección de movimiento es Sur, entonces la búsqueda de la
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##################################################
+ # # ## # # # ## #
#+# # # ## #
#+ # # # ## #
#+ # # # # # # # # # #
#+ # ## # #
#+ # # ##
#+ ## # # # # # # ##
#+ # # # # # #
#+ ## # # ## # # #
#+ # # # # # #
#++## # # ## # # #
##+# # ### # # # #
#++ # # ## # # ### #
#+ # # # # # # ## #
#++# # # # ## #
##+ # # # # # # ###
#++ # # #
#++ # # ## # # ## # #
##+ # # # ###
#++++ # # # # # #
#++#+ ## # # # # # # ##
#+#++ # # # # #
##+#+ # # # # #
##+++ # # # #
#++ # # # # # # #
##+ # # # # # ## # # ##
#++ # ## # # ## #
#+ # # # # # # #
#+ # # # # # #
#+ ## # # # ## #
#+ #
#++ ## # # # #
##+ # # # ## # # #
#++# # # # # # #
#+ # # ### # #
#+ # # # # # ##
#+ # # # # # ## #
#+ # # # # ## # # # #
#+ # # #
#+# # # # # # #
#+ # # # # # #
#++ # ## # #
##+# # # # # #
#++ # # # # # # #
#+ # # # # # # # #
#+ # # # # +++ ### # # # # ## +++ #
#+ # # # +#++ ++++ # ++++ +#+## #
#+++++++++++++++++++##+++##+++++++++++##++++#+++++
##################################################
Figura 28.8: Recorrido del laberinto, con el algoritmo de la mano derecha,
propuesto en la Figura 28.7. Se muestra el rojo el camino recorrido para salir
del laberinto.
nueva dirección para el siguiente movimiento es: primero Oeste, luego
Sur, luego Este y finalmente Norte.
Así pues el código será una iteración en la que se encuentra una estruc-
tura switch y dentro de cada uno de los cuatro case encontramos cuatro
bifurcaciones en cascada. El código de cada una de esas 16 posibilidades
es casi el mismo y sólo cambia el orden de búsqueda de nuevo camino y
de nueva asignación de dirección de movimiento.
Cada vez que anda una nueva posición, debe marcarla con el valor _CAMINO.
Una celda con ese valor puede volver a ser pisada, y de hecho así lo he-
mos especificado en la explicación del algoritmo, que en ningún momento
impide el movimiento hacia una celda con ese valor ya asignado.
En la Figura 28.8 puede verse, resuelto, el laberinto propuesto en la Fi-
gura 28.7. El camino de salida ha quedado marcado con caracteres + en
color rojo.
28.4.3. Posibles pasos a seguir en la implementación del
laberinto.
Realice las siguientes tareas
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1. Declare en main la matriz laberinto del tamaño [_T][_T].
2. Asigne a la matriz sus valores de pared mediante una función cuyo
prototipo puede ser:
void crearLaberinto
(short t, short laberinto[t][t],
short densidad);
Que tiene tres parámetros: el tamaño de la matriz (que es cuadrada),
la matriz, y la densidad con la que se debe crear el laberinto.
3. Imprima el laberinto con la función de prototipo
void mostrarLaberinto
(short t, short laberinto[t][t]);
La matriz laberinto tendrá 3 posibles valores:
a) _LIBRE para marcar aquellas posiciones del laberinto que no
son pared y que aún no han sido recorridas.
b) _PARED para marcar aquellas posiciones del laberinto que son
pared: obviamente estas posiciones nunca podrán ser “pisadas”
ni recorridas en nuestra búsqueda del camino de salida. No
puede atravesar paredes.
c) _CAMINO para marcar aquellas posiciones del laberinto que ya
han sido andadas al menos una vez. Esas posiciones pueden
volver a ser “pisadas”.
Conviene determinar cómo representar en la impresión de la matriz
cadas uno de esos tres posibles valores. En las figuras 28.6 y 28.7
se han utilizado:
Las celdas de valor _LIBRE se han impreso con el valor espacio
en blanco (ASCII 0x20).
Las celdas de valor _PARED se han impreso con el valor almoha-
dilla (ASCII 0x23).
Debemos decidir todavía cómo mostrar las celdas de valor _CAMINO:
tomaremos el carácter suma (ASCII 0x2B).
4. Hay que comenzar a recorrer el laberinto. Lo primero es ubicar el
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móvil, y para ello le asignamos la posición inicial: f = 1, c = 0; y lo
segundo es asignarle una dirección de movimiento: le asignaremos
el ESTE, que es la única dirección que puede tomar.
Para codificar la dirección de movimiento lo mejor es crear una va-
riable de tipo char y asignarle los valores:
’N’ para la dirección NORTE,
’S’ para la dirección SUR,
’E’ para la dirección ESTE, o
’W’ para la dirección OESTE.
5. Y ahora llega el momento de invocar a la función que recibe la ma-
triz, y logra andar de celda en celda hasta llegar al final (f = _T -
2 y c = _T - 1). Como ha quedado dicho, es posible que el algo-
ritmo se enrede en una ruta cíclica que nunca llega a la salida. En
ese caso se llegaría a una iteración infinita. Debe decidir cómo salir
de esa trampa. Un posibilidad sencilla es impedir que el algoritmo
realice más movimientos que dos veces el número de celdas de la
matriz. Hay otras estrategias posibles. Piénselo y decida.
28.4.4. Algunas pistas [quizá necesarias] al código
Le mostramos algunas funciones que quizá es mejor que las tenga ya he-
chas y que se centre en programar el algoritmo de recorrido del laberinto.
Una posible función principal (main()) podría ser la sugerida en el Cua-
dro de código 28.1.
Cuadro de código 28.1: Posible función main para el programa que crea y
recorre un laberinto.
#define _T 60
int main()
{
/* 01 */ short laberinto[_T][_T];
/* 02 */ short exito;
/* 03 */ crearLaberinto(_T, laberinto, 15);
/* 04 */ mostrarLaberinto(_T, laberinto);
/* 05 */ exito = recorrerLaberinto(_T, laberinto);
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/* 06 */ gotoxy(5, _T + 6);
/* 07 */ if(exito) { printf("LABERINTO RECORRIDO\n");}
/* 08 */ else { printf("NO HAY SALIDA\n");}
return 0;
}
Linea /* 01 */: Se declara la matriz que hará de laberinto. Podría
declarase de tipo short o de tipo char. He preferido el tipo short.
Linea /* 02 */: Se declara la variable exito, que recoge el valor
que devuelve la función recorrerLaberinto. Si esa función logra
llegar a la posición final de llegada del laberinto entonces devuelve
un valor verdadero; si no se logra alcanzar esa posición final, enton-
ces la función deberá devolver el valor falso. En las líneas /* 07 */
y /* 08 */ se ve como, efectivamente, según ese valor de retorno,
se imprimirá por pantalla un mensaje u otro.
Linea /* 03 */: Se invoca a la función crearLaberinto(). Puede
verse una propuesta de código en el Cuadro de código 28.2. El tercer
parámetro de la función recoge el valor de la densidad de pared con
que se ha de crear el laberinto. Debe ser un valor entre 1 y 99. Cuan-
to mayor sea ese valor, mayor cantidad de celdas serán convertidas
en pared, y más complicado será para el algoritmo encontrar una
salida al laberinto.
Linea /* 04 */: Se invoca a la función mostrarLaberinto(). Pue-
de verse una propuesta de código en el Cuadro de código 28.3. Es
muy sencilla y no requiere ninguna aclaración.
Linea /* 05 */: Función recorrerLaberinto(): en su implemen-
tación se encuentra toda la gracia del programa. No se le muestra
ahora la solución, claro. Pero sí conviene algunas sugerencias.
La función deberá iniciar el recorrido en la posición f = 1 y c = 0,
deberá considerar como dirección inicial de movimiento el ESTE:
short f = 1, c = 0;
char direccion = 'E';
Y ya desde este momento, la función entra en una iteración, don-
de va cambiando los valores de f, de c y de direccion y seguirá
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atrapado en ese bucle mientras no logre alcanzar los valores f ==
t - 2, de c == t - 1, en cuyo caso sabrá que ha logrado alcanzar
la salida; o mientras no alcance los valores f == 1, de c == 0, en
cuyo caso sabrá que no ha logrado alcanzar la salida y ha regresado,
atrapado, a la posición de inicio.
do // Repetir hasta llegar al final...
{
/* Aqui el recorrido, paso a paso
por la matriz laberinto. */
/* Cada vez que se encuentra
una nueva posicion, se invoca... */
/* 07 */ laberinto[f][c] = _CAMINO;
/* 08 */ nuevoPasoLaberinto(t, laberinto, f, c);
/* 09 */ Sleep(100);
}
while((f != _T - 2 || c != _T - 1) &&
(f != 1 || c != 0));
• Linea /* 07 */: Se marca la nueva posición alcanzada con el
valor _CAMINO.
• Linea /* 08 */: La función nuevoPasoLaberinto() actualiza
la impresión del laberinto. Pero no imprime, de nuevo, todo el
laberinto: lo que hace es ubicarse en la posición x = c y y =
f de la pantalla y reescribe allí el valor asignado para marcar
una celda pisada. Puede verse el código de esta función en el
Cuadro de código 28.4.
• Linea /* 09 */ En este código aparece la función Sleep() (pa-
ra Windows: deberá incluir con la directiva #include <windows.h>)
o sleep() (para Mac). Es ésta una función de retardo que
en Windows recibe como parámetro los milisegundos que debe
“dormir” el programa (en Mac recibe como parámetro ese va-
lor expresado en segundos). La función se invoca con su nom-
bre (Sleep()) y debe incluir entre paréntesis un valor entero
(double si trabaja en Mac) que indica cuánto tiempo desea us-
ted congelar la ejecución de su programa. Será un tiempo en
que el programa no hará nada. Esta función es necesaria para
poder regular la velocidad de los juegos o cálculos. Si desea in-
crementar la velocidad de juego debe, simplemente, disminuir
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el valor del parámetro introducido entre paréntesis.
La función nuevoPasoLaberinto() invoca, a su vez, a una función
(gotoxy()) que también requiere una explicación. Lo que hace es
ubicar el cursor en la posición indicada mediante dos parámetros:
el primero indica la posición horizontal, el segundo la posición ver-
tical. Tiene el código en el Cuadro 28.5. Esta función tiene distinta
implementación según trabaja en Windows o en Mac. En el Cuadro
tiene ambas implementaciónes. No se preocupe si no la entiende: es
una función resuelta: puede usarla: no se plantee más problema.
Tampoco yo la entiendo... La he copiado de Internet. Funciona: eso
es lo único que importa.
Linea /* 06 */ De nuevo la función gotoxy(). Ya está explicada.
Cuadro de código 28.2: Posible implementación de la función
crearLaberinto().
#define _PARED 0x23
#define _CAMINO 0x2B
#define _LIBRE 0x20
void crearLaberinto
(short t, short laberinto[t][t],
short densidad)
{
short i, j;
for(i = 0 ; i < t ; i++)
{
for(j = 0 ; j < t ; j++)
{
laberinto[i][j] =
(i == 0 || i == t - 1 ||
j == 0 || j == t - 1) ?
_PARED : _LIBRE;
}
}
// Liberamos la celda de entrada y salida
laberinto[1][0] = _LIBRE;
laberinto[t - 2][t - 1] = _LIBRE;
// Paredes interiores del laberinto...
srand(time(NULL));
for(i = 1 ; i < t - 1 ; i++)
{
for(j = 1 ; j < t - 1 ; j++)
{
laberinto[i][j] =
rand() % 101 < densidad ?
_PARED : 0;
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}
}
return;
}
Cuadro de código 28.3: Posible implementación de la función
mostrarLaberinto().
void mostrarLaberinto(short t, short laberinto[t][t])
{
short f, c;
for(f = 0 ; f < t ; f++)
{
for(c = 0 ; c < t ; c++)
{
printf("%c", laberinto[f][c]);
}
printf("\n");
}
return;
}
Cuadro de código 28.4: Posible implementación de la función
nuevoPasoLaberinto().
void nuevoPasoLaberinto
(short t, short laberinto[t][t],
short f, short c)
{
gotoxy(c, f); printf("%c", laberinto[f][c]);
return;
}
Cuadro de código 28.5: Posible implementación de la función gotoxy(),
tanto para Mac como para Windows.
// PARA Mac
void gotoxy(int x, int y)
{
printf("\x1b[%d;%df", y, x);
}
// PARA WINDOWS
#include <windows.h>
int gotoxy(SHORT x, SHORT y)
{
COORD coord;
HANDLE h_stdout;
coord.X = x;
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coord.Y = y;
if((h_stdout = GetStdHandle(STD_OUTPUT_HANDLE)) ==
INVALID_HANDLE_VALUE)
{ return 0; }
if(SetConsoleCursorPosition(h_stdout, coord) == 0)
{ return 0; }
return 1;
}
28.4.5. Ampliaciones.
Puede realizar una carrera entre dos móviles, que avanzan una posición
cada uno de ellos en cada iteración: una debe avanzar mediante el algo-
ritmo de la mano derecha y otro lo haría con el de la mano izquierda.
28.4.6. Solución al algoritmo del LABERINTO
Sólo por si se rinde. Se le facilita también aquí el código de la función
recorrerLaberinto() (cfr. Cuadro de código 28.6). Ójala no le haga falta
consultar esta subsección, y le animo a que intente resolver el problema
por su cuenta. Verá que era más sencillo de lo que parecía.
Cuadro de código 28.6: Posible implementación de la función
recorrerLaberinto().
short recorrerLaberinto(short t, short laberinto[t][t])
{
short f, c;
char direccion = 'E';
f = 1;
c = 0;
do // Repetir hasta llegar al final...
{
switch(direccion)
{
case 'E' :
if(laberinto[f + 1][c] != _PARED) // SUR
{ f = f + 1; direccion = 'S'; break; }
case 'N':
if(laberinto[f][c + 1] != _PARED) // ESTE
{ c = c + 1; direccion = 'E'; break; }
case 'O':
if(laberinto[f - 1][c] != _PARED) // NORTE
{ f = f - 1; direccion = 'N'; break; }
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case 'S':
if(laberinto[f][c - 1] != _PARED) // OESTE
{ c = c - 1; direccion = 'O'; break; }
if(laberinto[f + 1][c] != _PARED) // SUR
{ f = f + 1; direccion = 'S'; break; }
if(laberinto[f][c + 1] != _PARED) // ESTE
{ c = c + 1; direccion = 'E'; break; }
if(laberinto[f - 1][c] != _PARED) // NORTE
{ f = f - 1; direccion = 'N'; break; }
}
laberinto[f][c] = _ANDADO;
nuevoPasoLaberinto(t, laberinto, f, c);
Sleep(100);
}
while((f != _T - 2 || c != _T - 1) &&
(f != 1 || c != 0));
return f == 1 ? 0 : 1;
}
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SECCIÓN 29.1
Creación de una cadena de texto
También podemos crear arrays y matrices de tipo char.
Aquí vamos a limitarnos a trabajar con arrays monodimensionales. A un
array de tipo char lo llamamos cadena de texto, o simplemente cadena.
La sintaxis de creación de una cadena de texto es la misma que la de
creación de cualquier array:
char cadena[100];
Pero las cadenas de texto tienen un manejo muy diferente al de un array
de cualquier otro tipo. Porque con los caracteres no se hacen las mismas
operaciones que con valores numéricos. Y porque una cadena de texto se
emplea para codificar palabras, frases, párrafos...
La primera diferencia está en el modo en que se asignan valores a una
cadena. No es práctico manejar los literales de tipo carácter como valo-
res individuales. Por ejemplo, es incómodo hacer una asignación de la
siguiente forma:
char cadena[] = {'e', 'j', 'e', 'm', 'p', 'l', 'o'};
(Fíjese que ahora estoy haciendo uso de esa propiedad que he recogido
al final de la sección 19.1: que se puede crear un array sin indicar su
tamaño, si en esa declaración viene la asignación de los valores del array
creado.)
En realidad, lo normal será hacer lo siguiente:
char cadena[] = "ejemplo";
Un texto recogido entre comillas dobles es un literal de tipo cadena de
texto.
Ambas declaraciones hacen [casi] lo mismo. Y en este caso, este “casi”
es muy importante. Porque precisamente, en esta [pequeña] diferencia
estriba la clave de las cadenas de texto... Y es que la cadena de texto
"ejemplo" no está formada por siete caracteres, sino por OCHO. Toda
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cadena de texto finaliza con un carácter especial: el llamado carácter
final de cadena, o carácter nulo. Es un carácter de control y su có-
digo ASCII es 0x00. Su representación es: '\0'. La cadena "ejemplo"
está formada por los siguientes caracteres: 'e', 'j', 'e', 'm', 'p',
'l', 'o', '\0'.
SECCIÓN 29.2
Dar valor a una cadena de texto
Para dar valor a una cadena de texto disponemos de algunas funciones,
que vienen presentadas y explicadas en el capítulo 14 del manual de
teoría.
La función que se va a usar en este manual, a pesar de sus deficiencias
pero gracia a su sencillez y facilidad, es la función gets(), que recibe
como único parámetro la cadena donde debemos asignar un valor.
char nombre[20];
printf("Dime tu nombre ... ");
gets(nombre); // En stdio.h
printf("Hola, %s!\n\n", nombre);
En este sencillo código vemos un ejemplo de cómo trabaja la función
gets(): recibe, en un puntero, la dirección de un array tipo char y le
asigna valores a esa cadena de texto: el primer carácter a la posición
0, el segundo carácter a la posición 1, el tercer carácter a la posición 2
. . . , y así hasta que se terminan los caracteres de entrada y, entonces, la
función gets() cierra la cadena, ubicando en la posición siguiente a la
última a la que se le ha asignado valor, el carácter fin de cadena '\0'.
Y vemos que la función printf() muestra por pantalla la cadena intro-
ducida por teclado. Fíjese que si usted ha escrito un nombre de, por ejem-
plo, cinco caracteres ("María") entonces la función printf() le muestra
esos caracteres de la cadena, pero no le muestra el caracter ubicado en la
posición nombre[5], que es carácter '\0', ni ningún carácter posterior,
cuyo valor no ha sido asignado.
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ADVERTENCIA n. 1
Todas las funciones que, en C, están creadas para recibir una cadena de texto, ges-
tionan la cadena sabiendo que, entre sus valores, aparecerá en algún momento el
carácter '\0' (valor ASCII igual a 0x0). Todas las funciones que usted implemente
para trabajar con cadenas de texto deberán tener siempre en cuenta ese convenio
universal: toda cadena de texto comienza en la posición [0] y termina en la primera
ocurrencia de aparición del carácter '\0'.
SECCIÓN 29.3
Recorrido de una cadena de texto
Una cadena de texto de tamaño _T se recorre igual que un array de cual-
quier otro tipo: desde el primero de los elementos del array y hasta el
final, hasta el elemento _T - 1.
Pero... No todos los elementos del array tipo char interesan.
El valor de una cadena de texto puede ocupar una cantidad variable de
posiciones del array; eso obliga a reservar un espacio en memoria que no
va a satisfacer todas las posibles necesidades. Por ejemplo, para crear
una variable que permita almacenar en la memoria de mi ordenador
una lista de nombres... ¿Qué longitud debo asignar a la cadena de tex-
to: ¿cinco caracteres? ¿diez? ¿veinte?... No bastan cinco caracteres para
"Abelardo" o "Samantha", y veinte son una enormidad para nombres
como "José" o "Eva".
La longitud de la información es cambiante; no se puede definir una lon-
gitud fija estándar para las cadenas de texto. Por eso existe el carácter
fin de cadena ('\0'), que está presente en todas las cadenas de texto, y
cuyo valor ASCII es 0x0.
La cadena de texto se recorre desde su inicio y hasta la primera apari-
ción del valor '\0'. Lo que haya más allá de ese valor se ignora: no es
relevante, no es información.
char nombre[20];
short i;
printf("Dime tu nombre ... ");
gets(nombre);
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// VALIDO PERO NO LO HAGA
for(i = 0 ; i < 20 ; i++)
{
printf("%2hd --> %c [%02hX]\n",
i, nombre[i], nombre[i]);
}
printf("\n\n");
// HAGA ESTO...
for(i = 0 ; nombre[i] ; i++)
{ // Mientras no alcance el caracter '\0'...
printf("%2hd --> %c [%02hX]\n",
i, nombre[i], nombre[i]);
}
SECCIÓN 29.4
Gestionando carácter a carácter
En el archivo ctype.h están definidas una serie de macros (entienda
usted aquí funciones) que permiten sencillas operaciones con valores de
tipo char. Suponiendo char c;, las siguientes funciones devuelven un
valor verdadero si...
Función isalnum(c); si c está en los rangos de valores 'A'- 'Z',
o 'a'- 'z', o '0'- '9'.
Función isalpha(c); si c está en los rangos de valores 'A'- 'Z',
o 'a'- 'z'.
Función isascii(c); si el valor de c está entre 0x00 y 0x7F.
Función iscntrl(c); si el valor de c está entre 0x00 y 0x1F, o es
igual a 0x7F.
Función isdigit(c); si el valor de c está entre '0' y '9'.
Función islower(c); si el valor de c está entre 'a' y 'z'.
Función ispunct(c); si c es un signo de puntuación.
Función isspace(c); si c es espacio, tab, retorno de línea, cambio
de línea, tab vertical, salto de página (0x09 - 0x0D o 0x20).
Función isupper(c); si el valor de c está entre 'A' y 'Z'.
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Función isxdigit(c); si c está en los rangos de valores '0'- '9',
o 'A'- 'F', o 'a'- 'f'.
Y las siguientes dos funciones convierten un carácter letra a mayúscula
o a minúscula.
tolower(c): Si c está entre 'A' y 'Z', devuelve el mismo carácter
en minúscula (entre 'a' y 'z'). En otro caso devuelve el mismo
valor de entrada.
toupper(c): Si c está entre 'a' y 'z', devuelve el mismo carácter
en mayúscula (entre 'A' y 'Z'). En otro caso devuelve el mismo
valor de entrada.
CAPÍTULO 30
Cadena como parámetro
de una función: ¿Cómo
pasar una cadena de texto
a una función?
En este capítulo...
30.1 Cadena como puntero . . . . . . . . . . . . . . . . . . . . . . . . . 308
30.2 Funciones declaradas en string.h . . . . . . . . . . . . . . . . . 309
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SECCIÓN 30.1
Cadena como puntero
El modo en que podemos pasar una cadena de texto a una función que
la recibe como parámetro es el mismo que se ha descrito en el capítu-
lo 20 para la transferencia a una función de un array de tipo numérico:
mediante un puntero que recoge la dirección del primer elemento de la
cadena.
type f1(short d, long v[d]);
type f2(short d, char c[d]);
Pero hay una diferencia sustancial entre la transferencia de un array
numérico y la de un array tipo char: la dimensión de las cadenas de
texto (el tamaño en el que cada cadena ha sido declarada) no siempre es
una información ni necesaria ni relevante. Y esto es así porque, como se
ha dicho en el capítulo anterior, entre los valores de la cadena hay uno
singular (carácter fin de cadena, con valor ASCII igual a cero), que indica
el final de la cadena. Y así y por eso, es frecuente que las funciones que
reciben como parámetro un array tipo char, no precisen la información
de la dimensión de la cadena que recibe. Entonces, no podemos usar
la notación char c[d], porque al no pasar el tamaño del array, y no
tener por tanto el parámetro d, no es posible usar esa notación. Debemos
entonces usar la notación de punteros:
type f2(char *c);
Después, para la definición de la función, no es necesario trabajar con
operatoria de punteros (*(c + i)), y se puede, dentro de la función, re-
correr la cadena con operatoria de índices: c[i]. Ambas notaciones son
válidas.
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SECCIÓN 30.2
Funciones declaradas en string.h
En string.h hay declaradas algunas funciones que reciben cadenas de
texto. Mostramos algunas de ellas en esta sección:
char *strcat(char*s1, const char *s2);
Esta función concatena, al final de la cadena apuntada por s1, el
contenido de la cadena apuntada por s2 (incluido su carácter fin de
cadena). El carácter inicial de s2 sobrescribe el carácter nulo al final
de s1.
Por ejemplo:
char c1[20] = "abc", c2[20] = "123";
strcat(c1, c2);
Ahora el valor de la cadena c1 es "abc123".
int strcmp(const char *s1, const char *s2);
Esta función compara (orden alfabético) la cadena apuntada por s1
con la cadena apuntada por s2. Su valor de retorno será un entero
mayor, igual, o menor que cero, según la cadena apuntada por s1
sea mayor, igual, o menor que la cadena apuntada por s2.
Por ejemplo,
char c1[20] = "abcd", c2[20] = "efg";
char c3[20] = "abc", c4[20] = "efg";
• strcmp(c1, c2); devuelve un valor negativo.
• strcmp(c1, c3); devuelve un valor positivo.
• strcmp(c2, c4); devuelve el valor cero.
char *strcpy(char *s1, const char *s2);
Esta función copia la cadena apuntada por s2 (incluyendo el carác-
ter nulo) a la cadena apuntada por s1.
Por ejemplo,
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char c1[20] = "abcd", c2[20];
strcpy(c2, c1);
Ahora el valor de la cadena c2 es "abcd".
size_t strlen(const char *s);
Esta función calcula el número de caracteres de la cadena apuntada
por s y retorna ese valor. Por ejemplo,
char c1[20] = "abcd";
strlen(c1);
Al invocar a la función, ésta retorna el valor 4, porque 4 es el nú-
mero de caracteres de la cadena c1 (igual a "abcd") recibida como
único parámetro. Entre los caracteres de la cadena está el de fin de
cadena, pero éste no se cuenta para el cálculo de la longitud de la
cadena. Puede comprenderse que el valor devuelto por esa función
es también el de la posición donde se encuentra en la cadena, por
primera vez, el carácter fin de cadena.
CAPÍTULO 31
EJEMPLOS: Ejercicios de
Funciones que reciben
cadenas de texto
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Parte de la taxonomía que se define para los arrays numéricos se puede
utilizar para los arrays tipo char o cadenas de texto.
SECCIÓN 31.1
Copiar en una cadena los valores alfanuméricos
de otra cadena
Necesitamos una función, cuyo prototipo sea:
void copiarAlfaNumericos
(char*t, const char*s);
Que copie en la cadena apuntada por t los caracteres alfanuméricos de la
cadena apuntada por s. La función deberá ignorar y no copiar en la cade-
na destino aquellos caracteres NO alfanuméricos (signos de puntuación,
espacios, etc.) que se hallen en la cadena origen.
Vendrá bien poder hacer uso de la función isalnum() de la biblioteca
ctype.h.
La función deberá crear dos índices: uno, por ejemplo i, para recorrer los
elementos de la cadena s, que irá incrementándose incondicionalmente
de uno en uno; y otro, por ejemplo j, para recorrer las posiciones de la
cadena t que se incrementará, de uno en uno, sólo cuando en la actual
posición i de la cadena s tengamos un carácter alfanumérico. Puede
verse una propuesta de código en el Cuadro 31.1
Cuadro de código 31.1: Posible implementación de la función
copiarAlfaNumericos().
#include <ctype.h>
void copiarAlfaNumericos
(char*t, const char*s)
{
short i, j;
for(i = j = 0 ; s[i] ; i++)
{
if(isalnum(s[i])) { t[j++] = s[i]; }
}
t[j] = 0; /* 01 */
return;
}
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Olvidar la linea de código señalada (/* 01 */) no es un ligero descuido,
sino un error grave. La función se compilará sin problema; pero luego
todas nuestras cadenas construidas con ella estarán mal definidas: no
recogerán el carácter que marca el final de los elementos de la cadena.
Con esta función, el siguiente código...
int main()
{
char c[100];
copiarAlfaNumericos
(c, "2000 fue bisiesto; el 2001, no.");
printf("%s\n\n", c);
return 0;
}
... ofrecerá como salida la cadena "2000fuebisiestoel2001no".
SECCIÓN 31.2
Cálculo de la vocal más repetida
Necesitamos una función, cuyo prototipo sea:
short vocalMasRepetida(const char*c);
Que devuelva:
el valor entero 1 si la vocal más presente en la cadena recibida como
parámetro es la 'A';
el valor entero 2 si la vocal más presente en la cadena recibida como
parámetro es la 'E';
el valor entero 3 si la vocal más presente en la cadena recibida como
parámetro es la 'I';
el valor entero 4 si la vocal más presente en la cadena recibida como
parámetro es la 'O';
el valor entero 5 si la vocal más presente en la cadena recibida como
parámetro es la 'U';
el valor entero 0 si la cadena recibida no contiene vocales.
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En el caso de dos sean las vocales más repetidas una misma canti-
dad de veces, la función debe devolver, entonces, el valor numérico
de una de ellas.
Para este código debe vigilar algo tan simple como que los caracteres 'A'
y 'a' son ambos la misma vocal: ambos deben incrementar una misma
cuenta. Y lo mismo ocurre, obviamente, con las otras cuatro vocales. En
este ejercicio consideramos que NO hay vocales acentuadas ni marcadas
con ningún otro signo ortográfico.
Deberemos crear cinco contadores, contar las apariciones de cada una
de las cinco vocales, y determinar cuál de ellas ha aparecido un mayor
número de veces.
Podemos crear un array de cinco elementos que sean los cinco contado-
res.
Un posible código puede verse en el Cuadro 31.2
Cuadro de código 31.2: Posible implementación de la función
vocalMasRepetida().
#include <ctype.h>
short vocalMasRepetida(const char*c)
{
short vocales[5] = {};
short i;
// PRIMERA PARTE:
// Contar las vocales
for(i = 0 ; c[i] ; i++)
{
if(toupper(c[i]) == 'A') { vocales[0]++; }
if(toupper(c[i]) == 'E') { vocales[1]++; }
if(toupper(c[i]) == 'I') { vocales[2]++; }
if(toupper(c[i]) == 'O') { vocales[3]++; }
if(toupper(c[i]) == 'U') { vocales[4]++; }
}
// SEGUNDA PARTE:
// Determinar cual es el mayor valor
short iM = 0;
for(i = 1 ; i < 5 ; i++)
{
if(vocales[i] > vocales[iM]) { iM = i; }
}
if(vocales[iM] == 0) { return 0; }
return iM + 1;
}
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La algoritmia de la segunda parte del ejercicio trabaja directamente con
array numérico, y no con una cadena de texto. Podría ser un ejercicio
planteado en el Capítulo 21. Y la primera parte es la encargada de contar
las posibles vocales. La función toupper() permite contar las vocales,
ya sean éstas mayúsculas o minúsculas. Otra forma de hacer la cuenta
habría sido con la condición:
if(c[i] == 'a' || c[i] == 'A') { vocales[0]++; }
Y lo mismo con las otras cuatro vocales. Ambas soluciones son igualmen-
te válidas.
Con esta función, el siguiente código. . .
int main()
{
char c[100];
short vocal = vocalMasRepetida
("2000 fue bisiesto; el 2001, no.");
if(vocal == 0)
{
printf("No hay vocales\n");
}
else
{
printf("Vocal mas repetida: %c\n\n",
vocal == 1 ? 'A' :
vocal == 2 ? 'E' :
vocal == 3 ? 'I' :
vocal == 4 ? 'O' :
'U');
}
return 0;
}
. . . ofrecerá como salida el carácter 'E', que es la vocal más repetida, con
3 apariciones dentro de la cadena.
SECCIÓN 31.3
Verificar que en una cadena todos los
caracteres son dígito
Se necesita una función, cuyo prototipo sea. . .
316 Capítulo 31. Ejemplos funciones con Cadenas
short todosDigitos(const char*s);
. . . que retorne un valor verdadero o falso según que en la cadena reci-
bida como parámetro todos sus caracteres sean dígito (valor de retorno
verdadero) o haya alguno o algunos que no lo sean (valor de retorno falso).
El posible código de esta función es sencillo: es del tipo “búsqueda hasta
encontrar un contra-ejemplo”: se recorre la cadena y si en alguna de las
posiciones del array se encuentra un carácter no dígito, entonces queda
claro que no todos los caracteres son dígito y ya devuelve un valor falso;
o llega al final de la cadena, y entonces devuelve un valor verdadero. En
el Cuadro de código 31.3 puede verse una posible implementación.
Cuadro de código 31.3: Posible implementación de la función
todosDigitos().
#include <ctype.h>
short todosDigitos(const char*s)
{
short i;
for(i = 0 ; s[i] ; i++)
{
/* 01 */if(!isdigit(s[i])) { return 0; }
}
return 1;
}
La línea marcada con /* 01 */ podría ser también la siguiente:
if(s[i] < '0' || s[i] > '9') { return 0; }
Una vez tenemos una función que nos dice si en una cadena todos sus
caracteres son dígito, podemos ahora declarar y definir una segunda fun-
ción que reciba una cadena de texto (supuesta con todos los caracteres
dígito) y que dé, como valor de retorno, el valor entero long que venía
codificado en la cadena de texto: si la cadena es "12345", que la función
devuelva el valor 12345; y si en la cadena se halla algún carácter no dígi-
to, que entonces su valor de retorno sea un número negativo: ésa será la
forma de determinar que la cadena no es válida y no representa un valor
numérico. Obviamente, si la cadena es "00000", el valor que la función
deberá devolver será el valor 0. El prototipo de esa función podría ser:
long long valorNumerico(const char*s);
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Y su posible código viene recogido en el Cuadro 31.4.
Cuadro de código 31.4: Posible implementación de la función
valorNumerico().
long long valorNumerico(const char*s)
{
short i;
long long n;
if(!todosDigitos(s)) { return -1; }
for(n = 0 , i = 0 ; s[i] ; i++)
{
n *= 10;
/* 01 */n += s[i] - '0';
}
return n;
}
Ya ha visto, en los diferentes ejercicios propuestos en la Sección 15.1 del
Capítulo 13, distintos códigos sobre construcción de valores numéricos.
El código aquí propuesto debe, pues, resultarle familiar. Simplemente
conviene una aclaración sobre el código de la línea marcada con /* 01
*/: el ordenador codifica el carácter '0' mediante el código ASCII 48
(0x30 en hexadecimal), y por tanto el valor numérico de ese carácter no
es cero sino ese valor numérico 48. Y el carácter '1' se codifica mediante
el ASCII 49 (0x31). Y con ASCII 50 (0x32) para el carácter '2'. . . Y con
ASCII 57 (48 + 9) para el carácter '9'. Si queremos el valor numérico
de cualquier carácter dígito (de '0' a '9'; de ASCII 48 hasta ASCII 57)
basta calcular su diferencia con el carácter '0'.
SECCIÓN 31.4
Eliminar de una cadena los caracteres no
alfabéticos: De "A1 B2 C3" a "ABC".
Necesitamos una función, cuyo prototipo sea. . .
void soloCaracteresAlfabeticos(char*s);
. . . que reciba una cadena de texto y elimine de entre sus caracteres todos
aquellos que no sean alfabéticos. Si recibe la cadena "A1. B2, C3-[]"
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debe dejar, después de ejecutar la función con esta cadena de entrada, la
cadena igual a "ABC".
En la práctica del Capítulo 23 se propone un ejercicio que consiste en
eliminar de un array todos los valores que no sean pares. Ahora, en éste,
se propone eliminar de una cadena todos los caracteres que no sean
alfabéticos. Es un algoritmo idéntico al anterior.
Una posible implementación de esta función se propone en el Cuadro de
código 31.5.
Cuadro de código 31.5: Posible implementación de la función
soloCaracteresAlfabeticos().
#include <ctype.h>
void soloCaracteresAlfabeticos(char*s)
{
short i, j;
for(i = 0 ; s[i] ; )
{
if(isalpha(s[i])) { i++; }
else
{
for(j = i ; s[j] ; j++)
{
/* 01 */ s[j] = s[j + 1];
}
}
}
return;
}
En la línea marcada con /* 01 */ tenemos que, cuando la variable j
está en la posición inmediatamente anterior a la primera aparición del
carácter fin de cadena, lo que hace esa sentencia marcada es, precisa-
mente, copiar ese carácter fin de cadena en esa posición marcada por la
variable j.
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SECCIÓN 31.5
Copiar una cadena en otra, en orden inverso:
De "ABC" a "CBA"
Si a partir de un array numérico a de, por ejemplo, _T elementos, que-
remos construir un segundo array b, también de _T elementos, donde
los elementos de b se presenten en el orden inverso a los valores de a,
bastará el siguiente código;
for(i = 0 ; i < _T ; i++)
{ b[_T - 1 - i] = a[i]; }
// OTRA OPCION
for(i = 0 , j = _T - 1 ; i < _T ; i++ , j--)
{ b[j] = a[i]; }
Así, cuando i = 0, tenemos que _T - 1 - i es igual a _T - 1; cuando i
= 1, tenemos que _T - 1 - i es igual a _T - 2; cuando i = 2, tenemos
que _T - 1 - i es igual a _T - 3; . . . ; cuando i = _T - 2, tenemos
que _T - 1 - i es igual a 1; y cuando i = _T - 1, tenemos que _T -
1 - i es igual a 0.
Ahora queremos una función que reciba una cadena de texto y haga una
copia, inversa, en otra cadena. El prototipo de esa función podrá ser. . .
void copiaCadenaInversa
(const char*s, char*t);
Ya ha quedado descrito el algoritmo con el ejemplo del array numérico.
Aquí, con las cadenas de texto, lo importante es no equivocarse con los
caracteres a copiar: ninguno situado más allá del carácter fin de cade-
na es importante; y no debemos mal ubicar el carácter fin de cadena:
un error en su ubicación puede llevar al traste todo el algoritmo. Por
ejemplo, si tenemos la cadena "ABCDE": {'A', 'B', 'C', 'D', 'E',
'\0'}, es importante evitar llegar a resultados como: {'\0', 'E', 'D',
'C', 'B', 'A'}, que es una cadena vacía, porque el primer elemen-
to de ella es, ya, el carácter fin de cadena. Lo que debe quedar es la
siguiente cadena: {'E', 'D', 'C', 'B', 'A', '\0'}, es decir, la ca-
dena "EDCBA".
Un posible código de esta función queda recogido en el Cuadro 31.6.
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Cuadro de código 31.6: Posible implementación de la función
copiaCadenaInversa().
#include <string.h>
void copiaCadenaInversa(const char*s, char*t)
{
short i, l;
for(i = 0 , l = strlen(s) ; s[i] ; i++)
{
t[l - 1 - i] = s[i];
}
t[l] = 0;
return;
}
El papel que, con los arrays numéricos, asumía el valor del tamaño total
del array (_T), ahora lo lleva a cabo la variable l, que es igual a la longitud
de la cadena s, y que, su valor, indica la posición que toma en la cadena
s el carácter '\0'.
CAPÍTULO 32
Práctica 7: Manejo de
Cadenas de texto
En este capítulo...
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SECCIÓN 32.1
Ejercicios sencillos con cadenas
1. Necesitamos una función que reciba dos cadenas de texto y cuyo
prototipo sea:
void copiarCadena
(const char*s, char*t);
La función debe copiar la cadena apuntada por s en la cadena apuntada
por t.
2. Necesitamos una función que reciba dos cadenas de texto y cuyo
prototipo sea:
void copiarCadenaMayusculas
(const char*s, char*t);
La función debe copiar la cadena apuntada por s en la cadena apuntada
por t. La cadena apuntada por t debe quedar con todos sus caracteres
alfabéticos en mayúscula. Quizá le convenga saber utilizar la función
toupper() de ctype.h.
3. Necesitamos una función que reciba dos cadenas de texto y cuyo
prototipo sea:
void copiarAlfanumericos
(const char*s, char*t);
La función debe construir en la cadena apuntada por t el resultado de
copiar todos los caracteres alfanuméricos tomados de la cadena apuntada
por s. Si la cadena apuntada por s es, por ejemplo, "A1, B2: C3 D.",
entonces la cadena apuntada por t deberá quedar "A1B2C3D" Quizá le
convenga saber utilizar la función isalnum() de ctype.h.
4. Necesitamos una función que reciba una cadena de texto y devuelva
un valor, verdadero o falso, según que la cadena sea, o no sea, palíndro-
mo. El prototipo de la función será:
short esPalindromo(const char*s);
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Una cadena se dice que es palíndromo si se lee lo mismo al derecho que
al revés. Palíndromo es "ABCDCBA", y también "A cavar a Caravaca".
Para que esta función resulte sencilla quizá le convenga hacer en ella las
siguientes operaciones:
1. Crear dentro de la función esPalindromo dos cadenas de texto de
dimensión igual a la longitud de la cadena apuntada por s: char
c1[strlen(s) + 1]; y char c2[strlen(s) + 1]; (hay que dar
cabida al carácter fin de cadena).
2. Copiar, en c1 la cadena apuntada por s, con todos los caracteres
alfabéticos pasados a mayúscula y eliminando todos aquellos ca-
racteres que no sean alfanuméricos. Si s apunta a "Si estudias,
apruebas", entonces la cadena c1 debe quedar asignada con el va-
lor "SIESTUDIASAPRUEBAS". Si s apunta a "A cavar a Caravaca",
entonces la cadena c1 debe quedar asignada con el valor "ACAVARACARAVACA".
3. Copiar la cadena c1 en la cadena c2, con los caracteres en orden
inverso. Si c1 es igual a "SIESTUDIASAPRUEBAS", entonces c2 de-
berá quedar con el valor "SABEURPASAIDUTSEIS". Si c1 es igual
a "ACAVARACARAVACA", entonces c2 quedará asignada con el valor
"ACAVARACARAVACA".
4. Gracias a la función strcmp() de string.h, podemos saber si dos
cadenas son, o no son, iguales. Si comparando c1 y c2, la función
strcmp() devuelve el valor 0, entonces ambas cadenas son iguales
y, por lo tanto, efectivamente, la cadena apuntada por s es palín-
dromo. Si no son iguales, entonces esa cadena no es palíndromo.
SECCIÓN 32.2
Contar palabras
Necesitamos una función que cuente el número de palabras que se en-
cuentra en una cadena de texto. La función tendrá como prototipo:
short numeroPalabras(const char*s);
y devuelve un valor entero igual al número de palabras.
324 Capítulo 32. Práctica 7: Manejo de Cadenas de texto
consideramos una palabra una secuencia de uno o más caracteres alfa-
numéricos. No importa que estén separados por signos de puntuación, o
por espacios. Por ejemplo, todas las cadenas mostradas a continuación
tienen tres palabras:
char c1[100] = "Hay tres palabras";
char c2[100] = " Hay tres palabras ";
char c3[100] = "Hay-tres-palabras";
char c4[100] = "Hay - tres - palabras";
Y en todas las cadenas mostradas a continuación hay cero palabras:
char c1[100] = "";
char c2[100] = " ";
char c3[100] = " . . . . ";
