In this paper, a complete industrial validation of a recently published scheme for on-line adaptation of the control updating period in Model Predictive Control is proposed. The industrial process that serves in the validation is a cryogenic refrigerator that is used to cool the supra-conductors involved in particle accelerators or experimental nuclear reactors. Two recently predicted features are validated: the first states that it is sometimes better to use less efficient (per iteration) optimizer if the lack of efficiency is over-compensated by an increase in the updating control frequency. The second is that for a given solver, it is worth monitoring the control updating period based on the on-line measured behavior of the cost function.
I. INTRODUCTION
Model Predictive Control (MPC) is an attractive control design methodology because it offers a natural way to express optimal objective while handling constraints on both state and control variables [17] . MPC design is based on the repetitive on-line solution of finite-horizon open-loop optimal control problems that are parametrized by the state value. Once the optimal sequence of control inputs is obtained, the first control in the sequence is applied over some updating period τ u during which, the new problem (based on the next predicted state) is solved and the resulted solution is applied while the prediction horizon is shifted by τ u time units and the process is repeated yielding an implicit state feedback.
The attractive features of MPC triggered attempts to apply it to increasingly fast systems. For such systems, the need for a high updating rate (small τ u ) may be incompatible with a complete solution of the underlying optimization problem during a single updating period τ u . This fact fired a rich and still active research area that is shortly referred to by "Fast MPC" (see [1, 12, 20, 13] and the reference therein).
Typical issues that are addressed in fast MPC literature concern the derivation of efficient computation of updating steps, reduction of the feedback delay, more or less rigorous computation of the Hessian, etc. Typical proofs of closed-loop stability in that context (see for instance [13] ) depend on strong assumptions such as the proximity to the optimal solution, the quality of the Hessian matrix estimation, etc. With such assumptions, the corresponding stability proofs take the form of tautological assertions. In other words, when such assumptions are satisfied, the paradigm of fast MPC is This work has been partially supported by the French ANR-Project CryoGreen.
less relevant since standard execution of efficient optimizers would anyway give satisfactory results.
When the effectively applied control is far from being optimal (which is the case for instance after a sudden change in the set-point value) the hot-start (initialization of the decision variable after horizon shift) it induces for the next horizon does not necessarily decrease the cost function before several iterations. This is because far from the ideal solution, the final stabilizing constraints invoked in the formal proof of [17] may be far from being satisfied. On the other hand, if a constant large control updating period is used in order to accommodate for such situations, the overall closed-loop performance would be badly affected.
In recent papers [2, 3] , investigations have been conducted regarding the impact of the choice of the control updating period τ u on the behavior of the cost function. Simple algorithms have been also proposed to monitor on-line the updating period based on the on-line behavior of the cost function to be decreased. More recently [4] , it has been shown that the control updating period choice is intimately linked to the basic iteration being used. The two major facts that come out from these investigations can be summarized as follows:
(Fact 1) In a constant updating period schemes, it could be interesting to use less efficient (per iteration) algorithms provided that a significantly shorter updating period can be used [4] . This fact enhanced the recent interest [6, 16] in fast gradient-like algorithms [18] as a simpler approach when compared to second order algorithms. The work in [4] gives a formal explanation for this intuitively accepted fact.
(Fact 2) For a given optimization algorithm, the closed-loop performance can be enhanced by an almost computational-free on-line adaptation rule of the control updating period [2, 3] .
Obviously, a combination of the preceding facts holds also, namely, in adaptive frameworks, it can be more efficient to use simpler optimization algorithms provided that the gain induced by a higher updating rate compensates for the lack of efficiency per iteration.
In view of the preceding discussion, the contribution of this paper is twofold:
First contribution. This paper gives the first industrial validation of the proposed on-line adaptation of the control updating period. The realistic PLC-based implementation framework being used enhances the sensitivity of the closedloop performance to the adaptation mechanism since it is several orders of magnitude slower than nowadays desk computers. As such, this paper gives a complete and realistic layout to understand the chain of concepts and methods that underline fast MPC paradigm.
Second contribution. Although simulation-based assessments have been proposed for Facts 1 and 2 mentioned above, these simulations always used first order gradient-based algorithms. Some promoters of second order algorithms may conjecture that such adaptation would be of no benefit since a second order scheme hardly needs more than a single iteration. This paper invalidates this conjecture by showing that 1) as far as the application at hand is concerned a first-order-like algorithm slightly outperforms a second order algorithm (in the realistic industrial hardware configuration at hand) strengthening Fact 1 in a constant updating period context. 2) the closed-loop performance of this first order algorithm can be improved by on-line adaptation of the control updating period. These two results put together infer that on-line adaptation is worth using even for second order algorithms and that a single iteration is not always sufficient for second order methods in realistic situations. This paper is organized as follows: First, the problem is stated in section II by recalling the fast MPC implementation scheme and the main results of [3, 4] . In section III, the two algorithms that are used in the validation section are presented which are the QPOASES solver [14] and an Ordinary-DifferentialEquation (ODE)-based solver that is briefly presented and then applied in the experimental validation. This second algorithm can be viewed as a first-order algorithm since it is based on the definition of an ODE in which the vector field is linked to the steepest descent direction. In section IV, the process is described, the control problem is stated and the computational PLC used in the implementation of the real-time MPC is presented in order to underline the computational limitation that qualifies the underlying problem as a fast MPC problem. The main contribution of the paper is given in section V, namely, extensive simulations are first given using the two above cited algorithms and using different constant control updating periods in order to investigate the first fact discussed above. It is in particular shown that for both solvers, the locally (in time) optimal updating period changes dynamically depending on the context. Moreover, in order to draw conclusions that go beyond the specific case of the PLC at hand, several simulations are conducted using different conjectures regarding the PLC performances. This investigation shows that for the rather performant PLC we actually have today, the first order algorithm gives sightly better results, however, if faster future PLCs were to be used, QPOASES would give better results. This is the core message of the paper: the fast MPC paradigm is a matter of combined optimal choices involving the process bandwidth, the optimization algorithm, the available computational device, the control parametrization, etc. Finally, experimental results are shown under adaptive updating period. Section VII concludes the paper and gives hint for further investigation.
II. BACKGROUND

A. Definitions and Notation
Consider a general nonlinear system with state vector x ∈ R n and a control vector u ∈ R nu . We consider a basic sampling period τ > 0 used to define the piece-wise constant (pwc) control profiles (a sequence of control values in R nu that are maintained constant during τ time units). As far as the general presentation of concepts is concerned, the general control parametrization is adopted according to which the whole control sequence is defined by a vector of decision variables p ∈ R np by:
where u (i) (p) ∈ R nu is the control to be applied during the future i-th sampling period of length τ while U ⊂ R nu is some admissible set. At this stage, no specific form is required for the system equations describing the dynamic model. The state x k+j that is reached -according to the model -after j sampling periods, starting from some initial state x k , under the sequence of control inputs U pwc (p) and some predicted disturbanceŵ k ∈ R N ·nw is given by:
while the real state that is reached in the presence of true disturbances and/or model mismatchedw k (that takes place over the time interval
In the sequel, explicit mentioning ofw is sometimes omitted and the real state evolution is simply denoted by
It is assumed that an MPC strategy is defined by the following optimization problem that depends on the current state x according to:
where P ⊂ R np is the admissible parameter set, J 0 is the cost function to be minimized while g(p, x) ∈ R nc defines the set of inequality constraints.
Recall that in ideal MPC, the solution to (4), say p opt (x) is used to define the feedback
Indeed, ideal MPC frameworks assume that the optimal solution p opt (x) is instantaneously available. In reality, the optimization problem P(x) is solved using an iterative solver that is denoted by:
where p (0) stands for the initial guess while p (q) is the iterate that is delivered after q successive iterations. In the sequel, the term iteration refers to the unbreakable set of operations (relative to S) that is necessary to deliver an update of p. In other words, if the time needed to perform a single iteration of S on a given platform is denoted by τ S 1 > 0, then no update can be given in less than τ 
where the t k s are the instants where updated values of p can be delivered for use in the feedback control input. Moreover, we assume for simplicity that the basic sampling period τ involved in the definition of the control parametrization map U(p) is precisely τ S 1 , namely:
Note that thanks to the flexibility of the parametrization, one can define pwc control profiles in which the control is maintained constant over multiples of τ S 1 while meeting (8) so that the latter condition is not really restrictive while it simplifies the description of the implementation framework.
Using the notation above, the real-life implementation scheme is defined as follows:
are applied over the time interval
Meanwhile, the computation unit performs the following tasks during [t i , t i+1 ]: (3.1) Predict the future statex(t i+1 ) using the model and under the above mentioned sequence of controls. The time needed to achieve this very short time ahead prediction is assumed to be negligible for simplicity.
where the initial guess p + (t i ) is either equal to p(t i ) [cold start] or equal to some warm start that is derived from p(t i ) by standard translation technique.
(4) At the updating instant t i+1 compute the number q(t i+1 ) of iterations to be performed during the next updating period [t i+1 , t i+2 = t i+1 + q(t i+1 )τ ] using Algorithm 1 that is recalled in section II-B. As it has been shown in [3] and recalled hereafter, this updating costs no more than a dozen of elementary operations and can therefore be considered as instantaneous. (5) i ← i + 1, Goto step (2). In the next section, the updating rule for q(t i+1 ) invoked in
Step (4) of the implementation scheme is recalled. Note that by adapting q(t i ), the control updating period τ u = q(t i ) · τ is adapted.
B. Adaptation of the control updating period for a given solver S
The following definition specifies a class of solvers that is invoked in the sequel and for which the adaptation mechanism recalled in this section can be applied:
A solver S is said to be monotonic w.r.t the cost function J : R np × R n → R if for all x, the iterations defined by (6) satisfies:
for all i. This function is called hereafter the augmented cost function. ♦ Note that J generally differs from J 0 involved in (4) because of the presence of constraints. A typical example of such J is given by the norm of the nonlinear function that gathers the Karush-Kuhn-Tucker (KKT) necessary conditions of optimality and when the solver uses a descent approach such as projected gradient or a specific implementation of Sequential Quadratic Programming (SQP) approach with trust region mechanism. Interior point-based algorithm can also enter in this category under certain circumstances in which the map J would be given by the penalized version of J 0 involving barrier functions.
Remark 1:
The conditions of Definition 1 can be relaxed in the following sense: if a solver S satisfies the following condition:
for some map J, then the solver S ′ that is derived from S by:
is monotonic in the sense of Definition 1 at the price of having a single iteration that takes ℓ-times longer than S, namely τ
The following assumption is needed for the updating algorithm that can be stated as follows:
The solver S is monotonic and the corresponding map J [see Definition 1] is bounded below by a strictly positive real J, namely:
Note that the last condition (12) can always be satisfied by adding an appropriate positive constant to the original cost.
In order to recall the updating algorithm proposed in [3] , the following notations are needed:
the cost function value for the initial hot start p + (t k ) (before any iteration is performed) and based on the predicted state at the future updating instant
the cost function value for the delivered value p(t k+1 ) (after q(t k ) iterations) and based on the predicted state at the future updating instant t k+1 = t k + q(t k ) · τ .
the effectively obtained cost function value for the delivered value p(t k+1 ) and for the true state x(t k+1 ) that is reached at instant
Based on these definitions, it comes out that the decrease of the augmented cost function can be studied by analyzing the behavior of the ratio J k+1 /J k which can be decomposed according to:
where
A deep analysis of the above terms shows that E r k (q) is linked to the current efficiency of the solver since it represents the ratio between the value of the augmented cost for the same predicted valuex(t k+1 ) of the state before and after q(t k ) iterations are performed. The first ratio J k+1 /Ĵ k+1 in D r k is 1 if the model is perfect since it represents the ratio between two values of the augmented function for the same value p(t k+1 ) of the parameter but for two different valuesx(t k+1 ) and x(t k+1 ). Finally, the ratio J + k /J k is linked to the quality of the hot start since it represents the predicted ratio between two values of the augmented function before and just after the horizon shift.
The algorithm proposed in [3] recalled hereafter updates the number of iterations q(t k+1 ) to be performed during the next updating period so that the contraction ratio:
is lower than 1 and if this is achievable, the updating rule tries to minimize the corresponding expected response time t r of the dynamics which is linked to the ratio q/ log(K r k+1 (q)).
This leads to the following algorithm [3] :
Input data (available after Step (3.2) page 3) 3:
Compute the following quantities:
Roughly speaking, this algorithm implements a step of size δ in the descent direction defined by the sign of the approximated gradient Γ. The step is projected into the admissible domain of q ∈ {2, . . . , q max }. More details regarding this algorithm are available in [3] .
Section V shows the efficiency of the proposed algorithm when applied to a given solver for the PLC-based implementation of MPC to the cryogenic refrigerator. Before this, the next section gives a simple argumentation that underlines a fundamental trade-off between the efficiency (per iteration) of a solver and the basic corresponding unbreakable computation time τ S 1 . This is done in adaptation-free context in order to decouple the analysis.
C. Fundamental trade-off in the choice of solvers
Let us consider a solver S and the corresponding time τ S 1 that is needed to perform the unbreakable amount of computations involved in a single iteration. Given a control updating period τ u , the number of iterations that can be performed is equal to q = ⌊τ u /τ S 1 ⌋ and the corresponding variation of the augmented cost function would be given by:
where here again, E Now based on (16), the decrease of J k is conditioned by the inequality:
which expresses the need to have the E S k curves above the D k curve for the adopted value of the updating period. (17) impossible to satisfy whatever is the updating period being used. In such cases, the right plot shows that less efficient solvers like S 2 together with appropriate short updating periods can satisfy the decreasing condition (17) . The right figure also shows that in this latter case, there may be several possible values of τ u (several number of iterations) that may decrease the cost and an adaptive on-line monitoring algorithm like the one recalled in section II-B may be appropriate to get closer to an optimal decrease.
In the following sections, the two solvers that are used in the validation section are introduced.
III. PRESENTATION OF THE ALGORITHMS
A. qpOASES
The qpOASES [15] solver is a well know solver in the linear constrained MPC control community. It offers a very efficient implementation of the active-set strategy [14] . If several QP problems must be solved with constant Hessian and constraint matrices, the qpOASES package offers the possibility of hot-starting from previous solution with a subroutine called qpOASES sequence. In the sequel, the qpOASES sequence subroutine will be used and will simply be recalled as qpOASES.
B. ODE-based solver
In this section, an ODE-based solver that is used hereafter to implement the PLC-based constrained MPC is briefly presented. The real-time performance of this solver is also compared to that of qpOASES in the PLC constrained performance setting in order to illustrate Fact 1 mentioned above.
Consider the Quadratic Programming (QP) problem defined by:P
where z ∈ R nz is the decision variable while Φ and φ are matrices of appropriate size. Γ ∈ R nc×nz and γ ∈ R nc are the matrices that define the set of n c inequality constraints while z and z are lower and upper bounds on the decision variables.
Based on the above formulation, the following augmented cost function can be defined:
where Γ i ∈ R 1×nz is the i-th line of Γ. Based on this augmented cost, the following Ordinary Differential Equation (ODE) can be used to define a trajectory in the decision variable space along which the augmented cost decreases:
Note however that this ODE is generaly stiff because of the high values of α one needs to use in order to enforce the constraints fulfillment. That is the reason why the one-step Backward-Differentiation-Formulae (TR-BDF2) described in [5] for stiff differential equations is used here.
Note also that after the computation of the TR-BDF2 step, all the decision variable that correspond to hard constraints (saturation on actuator for instance) are projected into the admissible box before a next iteration is computed. In addition to the integration scheme described in [5] , the initial time step is defined by using the following expression:
In the case of the quadratic problem described in paragraph IV-C, this method leads to fast convergence to the suboptimal solution z * , being very close to the actual optimal solution of the original problem even with real-time constraints. The comparison between solvers III-A and III-B will be done in paragraph V-A.
Note also that this solver fully satisfies the decrease condition (9) since it moves along the descent trajectory defined by (20) . Therefore, the adaptation mechanism of the control updating period can be applied. Note that the plant can be viewed as the interconnection of four elementary subsystems: the Warm Compression Station (S 4 ), the Nitrogen Pre-Cooler (S 3 ), the Brayton Cycle (S 2 ) and the JT cycle (S 1 ), delimited by dotted lines in Fig. 4 . While constrained MPC is used in this study, the cryogenic system is classically controlled by three independent control loops:
IV. PLANT DESCRIPTION
A. General presentation
• The output temperature of the turbine expander is controlled with a PI controller working with the turbine valve CV 156 ; • the level of liquid helium in the tank is controller by a PI controller, working with the heating device N CR 22 ; • the high and low pressures (in red and blue pipes, respectively) is controlled by an LQ controller, like the one described in [8] ; the valve CV 155 being used at a constant opening set by the user, depending on the application. In this study, attention has been focused on subsystems 1 and 2, with are the coldest part of the refrigerator (from 80K to 4.4K). More informations about the plant can be found in [10] .
B. Model derivation and properties
In order to derive the system model, several studies have been conducted [10, 11, 9, 7] . The Joule-Thompson cycle of this paper has been modelled in [9] while the Brayton cycle is presented in details in [7] . It is worth mentioning that heat exchangers involve models with coupled partial differential equations (PDEs) that have been spatially discretized, leading to rather large state space. In this study, the two models has been merged to obtain a state space model that takes the following form:ẋ
where f 1 is the function that express the derivative of the state x while f 2 is the function that express the measured output vector y. Both functions are continuously differentiable. State vector, input vector, and disturbance vector are expressed more precisely by
where x ns1 , x nef 1 and x nef 2 depict the state vector of individual components, described in [9, 7] . It has to be noted that N CR 22 is used both to control the plant and to disturb it. That is why it has been named N CR 
It has been shown in [7] that the non-linear model expressed by (27) can be linearized around an operation point of interest defined by f 1 (x 0 , u 0 , w 0 ) = 0. The linearized model is then discretized using Matlab function c2d(·) with sampling period τ = 5s, leading to the following discrete LTI model:
where variables with a tilde depict the deviation of the original variables around the operating point of interest:
Note that the model defined by (26) stands for the prediction model (2) invoked in the general presentation of MPC (section II-A). Following the same notation, the predicted output is denoted by y k+j = Y (j, x k , p,w k ) while the true measured output is denoted by Y r (j, x k , p,w k ).
C. Statement of the MPC-related optimisation problem
First of all, the following constraints have to be satisfied as far as possible:
where δu k stand for the increment u k − u k−1 on the input vector. y One of the specific feature of Output constraints is that they cannot be necessarily fully respected depending on the unpredictable thermal loads. That is why these constrained are systematically relaxed. This is introduced through the constraint violation variable v k that is defined as follows:
while constraint violation prediction at sampling instant k + j is written:
where Y c (j, x k , p, W) is used to define the constrained subset of Y (j, x k , p, W).
The sequence of control vectors u (i) (p) is then obtained by minimizing the cost function :
where Q and R are weighting matrices on the state and input vectors while ρ defines the constraint violation-related penalty. This cost function, together with the linear constrained and the linearized model (26) lead to a constrained QP problem which if of the form (18) in which the decision variable z is precisely the control profile parameter p. Note also that the affine term φ [see (18) ] does depend on the current value of the disturbance w = N CR
By choosing a sampling period τ = 5 sec, preliminary simulations showed that a prediction horizon of at least N p = 100 is required. This leads to an optimization problem that involves 700 decision variables and a total number of 1000 constraints to be satisfied if trivial pwc parametrization is adopted. Such problem are beyond the computational capacity of the targeted industrial PLC (see the performance of our PLC in the section IV-D).
To reduce the problem dimension, the control profile has been parametrized using classic piece-wise affine method that leaves as decision variables the values of the control inputs at 7 decisions instants 1 . Moreover, the constraints satisfaction is checked only at 14 future instants 2 . This finally leads to an optimization problem involving 49 decision variables (note that there are 7 control inputs, namely 3 physical input and 4 virtual input representing the constraints violation), with 56 (outputs) plus 38 rate saturation constraints to be satisfied.
To ensure that this scheme is appropriate to control the plant, the problem closed-loop system is first simulated using the qpOASES solver. Time results are presented in Fig. 5 . Fig. 5 (a) shows the thermal heat load that has been used in this simulation. Part (b) shows that the scheme is able to decrease the stage instantaneous cost define as:
1 decisions instants are chosen to be: (1, 2, 4, 8, 16 , 50, 50, 100) 2 constraints verifications instants are chosen to be: (1, 2, 3, 4, 6, 8, 16, 24, 32, 48, 60, 72, 84, 100) Parts (c) and (d) of Fig. 5 show that the constraints are violated within limited amplitude and duration. Part (e) shows the control effort. Part (f) shows the number of iterations of the qpOASES solver. It is worth mentioning that the number of iterations is important during heat load event. This has significant consequence on real-time feasibility of the qpOASES-based solution as it is examined in the sequel. 
D. Description of the PLC
This section focuses on the Programmable Logic Controller (PLC) available to implement the QP-based constrained MPC. It is a Schneider TSX P574634M shown in Fig. 6 . This PLC is fully dedicated for our application and it communicates optimisation results to another PLC that actually controls the plant. According to the manufacturer, this PLC shows maximum computing capability of about 1.8 M f lops [19] . In order to evaluate this claim, the Cholesky factorisation of increasing size matrices has been executed while monitored the computation times. Fig. 7 shows the results compares them to the performance of a nowadays DELL Latitude E6520 laptop with Intel I5-2520M CPU. This graph shows a slowing factor that lies around 4000. Note that the same graph shows the performance of the PLC in ms while the performance of the desk computer is shown in µs.
Note that the PLC is used with an external PCMCIA memory card of 2M b, shared for both code and variables. This makes memory also a crucial issue. Indeed without reduced parametrization, the Hessian of the QP problem would have just fit the memory size of the PLC, since it represents a total memory occupation 4 * 700 2 = 1.96M b in single precision representation. Now since a single iteration of the qpOASES solver takes approximately 120µs, the same iteration would take 0.12 * 4000 = 0.48s when executed on the PLC. Therefore only 10 iterations of the qpOASES solver can be performed during the sampling period τ = 5 sec. The scenario that has been shown in Fig. 5 with no bound on the number of iterations has been simulated with the qpOASES 'maxiter' option set to 10. The result is presented by Fig. 8 on which the unlimited case has been also reported for easiness of comparison. Figure 8 shows that when the number of iterations of the hot-started qpOASES solver is limited to 10, the closed- 
V. FAST MPC-RELATED INVESTIGATION
A. Comparison of algorithms
The aim of the present section is to assess the first Fact mentioned above, namely that it is sometimes better to use a less efficient per iteration solver (the ODE-based solver in our case) provided that it corresponds to less computation time per iteration. In our case, as far as the above described PLC is used, it is possible to perform 20 iterations of the ODE-based solver against only 10 iterations of the qpOASES solver.
Eight hours simulations have been done with the two solvers, with a variable computational capability (i.e. a variable allowed number of iterations). Some relevant results are plotted, always as a function of the normalized computation capabilityP = P/P 0 where P 0 is the computational capability of our device.
In order to support the comparison that can be difficult because of the presence of relaxed weighted constraints, the cost (31) to be minimized at each sampling period has been divided in two separated parts, in order to compare them separately. The first part represents the deviation cost: while the second part stands for the outputs constraints violation cost:
and then the sum of those two costs along the whole simulation is expressed:
where N sim is the number of problems solved during the simulation. Then, constraints respect is presented in two different manners: being the maximum predicted constraints violation during the simulation while
being the average predicted constraints violation during the simulation.
Finally, a closed-loop cost has been calculated according to:
The quantities (35), (36), (35)+(36), (37), (38) and (39) are shown in Fig. 9 against normalized computational performancē P . It can be noticed that the suboptimal ODE-based solver is behaving better than qpOASES in the case of low performance computation devices, while the qpOASES solver becomes clearly better beyond some hardware performance indicator. The trajectories of the two closed-loop results are shown in Fig. 10 , comparing the two solvers for the nominal PLC performance P 0 against the result obtained with the qpOASES solver with limited number of iterations and with the 10 maximum number of iterations. It comes clearly that the use of the less efficient (per iteration) solver with 20 iterations outperform the use of 10 iterations of the qpOASES solver. Moreover, the use of the ODE-based solver enables the nominal qpOASES (without limitation) performance to be recovered.
B. Control updating period monitoring
In the section, attention is focused on the ODE-based solver. First of all, simulations will be done for updating period from one to five (i.e. a number of iterations from 4 to 20), and it will be shown that quadratic performances vary and there is an optimum to be found. Then the algorithm A six hour heat loads scenario presented by Fig. 12 will be divided in six one hour parts, to be simulated. Cost (35) + (36) defined in the previous section will be plotted against the chosen updating period. The result is presented by Fig. 11 . It can be noted that the optimum updating period is different reading the scenario. It illustrates the fact that the updating period should be monitored to enhance performance.
The Fig. 11 also plots the obtained performance by monitoring the updating period using the algorithm [3] . It can be seen that it could lead to enhanced performances.
VI. EXPERIMENTAL RESULTS
The control scheme derived in section IV-C and the solver depicted in section III-B has been implemented in the Schneider PLC described in section IV-D, in structured language. The objective of the section is triple. First, we want to show that the problem we derive in section IV-C is relevant regarding the control of a cryo-refrigerator submitted to transient heat loads. Then, we want to emphasize that the algorithm described in III-B is PLC compliant, event with polyhedral constraints. Finally, we will see that monitoring the updating scheme is very useful in this particular cases.
A. Control result with real time PLC implementation
The plant has been submitted to a two hours scenario (first two hours of Fig. 12) , starting from the equilibrium. The observed time per iteration is never longer than 500ms as expected and the problem preparation time do not exceed 500ms also. It allows the optimisation algorithm to iterate For the first test, we chose to use a τ u = 5s updating period. Fig. 13 shows that the control scheme is able to stabilize the plant and make the constraints to be respected, even if the pant is submitted to transient variable loads.
B. Some leads on the updating scheme efficiency
The algorithm to update the updating period as been implemented on the PLC to show its efficiency. Unfortunately, the cost is not monitored but it is still possible to show result in the time domain. Fig 14 shows the difference between a constant updating period and a variable one. One can see that in the case of a serious change on the thermal load, the updating period is increasing to iterate more, while the algorithm is imposing a short updating period as soon as the problem is not changing much from an updating instant to another.
VII. CONCLUSION
In this paper, an efficient way to control a cryogenic plant submitted to variable heat loads using an industrial PLC with reduced computing capabilities is proposed. It has been shown that in this application, an ODE-based solver gives robust sub optimal solution even in the case where the hot-start is far from the optimal solution (in the case of an unpredicted disturbance for instance). The control scheme and the solver has been both validated experimentally.
Moreover an algorithm that automatically monitors the control updating period has been implemented and experimentally successfully tested.
Future investigation will aim at developing an MPC control scheme for a refrigerator submitted to multiple different thermal loads, including at 1.8K (super-fluid helium). Also, cryogenic systems could be very large (several buildings): the control scheme will be distributed in order to ensure a progressive integration to industrial systems.
