A non-Manhattan channel router uses fewer routing tracks than a Manhattan one.
Introduction
The reduction of the required chip area is an important goal in the automatic layout generation of VLSI circuits. The further reduction in width for the standard cell layout design is important. Most of the channel routing (CR) techniques use only horizontal and vertical wires to complete the connection of all routing nets in the channel. Restricting the wires to only perpendicular directions is often called the Manhattan channel routing model. As VLSI technology advances, the fabrication process does not preclude a layout style in a non-Manhattan routing model. Figure 1 presents the difference between both models. The non-Manhattan channel routing model always uses fewer routing tracks than a Manhattan router. Practically, vertical and horizontal constraint graph no longer exist. Furthermore, the non-Manhattan model produces a solution having a smaller number of net crossings which leads to a smaller number of vias. The basic concept is to interchange a pair of neighboring nets if they are in the wrong order using two wires, one in the +45° direction and the other in the -45° direction. The remaining nets which are not to be interchanged propagate to the next track over vertical wires. th ICEENG Conference, 16-18 May 2006 Wang [4] proposed the mini swap algorithm (shown in Figure 2 ) as a sorting method to solve the non-Manhattan channel routing problem. A heuristic algorithm for the non-Manhattan channel routing based on the bubble-sort technique has been proposed by Chaudhary and Robinson [1] . Two types of inversion tables were used in Chaudhary's algorithm: left and right inversion tables as shown in the example of Figure 3 . The criteria of sorting direction depend on the numbers of nonzero elements in the left and right inversion table. The sorting direction is from left to right (right-step) if the number of nonzero entries in the left inversion table is greater than in the right inversion table and vice versa. In the case, if the numbers of nonzero entries in the left and in the right inversion tables are equal, it cannot guarantee an optimal solution in term of routing track required. In addition, the time complexity of the algorithm is O (k n 2 ), where (k) is the number of tracks and (n) is the number of terminals in a channel.
The optimal bubble sort algorithm in terms of routing tracks for the non-Manhattan channel routing has been proposed by Chen [2] . The optimal sorting sequence is generated by applying left-step sorting and right-step sorting to the nonequivalent sorting vectors in each pass of the bubble-sort. This kind of enumerative algorithm can achieve an optimal solution with minimum number of sorting passes required, but the time complexity is O(k Hierarchical bubble-sorting-based non-Manhattan channel routing has been proposed by Yan [5] , using divide-and-conquer technology and applying left-swap sorting and right-swap to the sub vectors. The time complexity is O (kn). All the mentioned algorithms solve the channel routing (CR) problem in a two-layer bubblesorting-based non-Manhattan channel routing. They then integrate a pair of adjacent intermediate permutations into one routing track in a channel for the three-layer routing.
In this paper, we present a three layer bi-directional bubble sort non-Manhattan channel routing algorithm. The time complexity is O (kn). Although this upper bound is similar to previous work [3, 5] , our algorithm has a significant improvement in the time complexity as presented in the remainder of the paper. Section 2 provides a mathematical formulation of the channel routing problem while section 3 presents our solution in three layers. In section 4 we compare the various methods with our algorithm. Section 5 presents our solution in five layers. Finally section 6 concludes the paper.
Problem definition
A channel is a pair of vectors of non negative TOP and Bottom numbers of the same dimension.
A number between 1 and m is assigned to each terminal. Terminals having the same label i (1 ≤ i ≤ m) must be connected. In a bubble sort non-Manhattan channel router (BSNMCR) problem we consider a vector V = (a 1 ,a 2 ,……,a n ) and say that a i , a i+1 are not in the proper order if a i > a i+1 for 1≤ i < n . V is sorted when all its elements Proceedings of the 5 th ICEENG Conference, 16-18 May 2006 are in the proper order. Using the left and right inversion tables [1] and choosing the step type optimally, we get a minimum swap pass.
We define (R l ,R 2 ,..R j ) as the right-inversion table, where Rj is the number of elements to the right of j which are smaller than j. And we define a (L l ,L 2 ,...,L j ) as a leftinversion table here Lj is the number of elements to the left of j which are bigger than j. For example, the permutation (5,4,1,3,6,2)has the left-inversion table (2,4,2,1,0,0)and the right-inversion table (0,0,1,3,4,1). We conclude that the rightstep will decrease each nonzero entry in the left-inversion table by 1, and the leftstep will decrease each nonzero entry in the right-inversion table by 1.We choose the step to be a right-step if the number of nonzero entries in the left-inversion table is greater than that in the right inversion table and vice-versa.
An optimal Bubble sort structure (OBSS) [2] generated by applying left-step sorting and right-step sorting to the nonequivalent sorting vectors in each pass of the bubble-sort., for example. An optimal Hierarchical bubble sort non-Manhattan channel router OHBSS [5] , is a tree representing an optimal hierarchical bubble-sorting solution for two-layer. It then integrates a pair of adjacent intermediate permutations into one routing track in a channel for three-layer routing.
The example (14, 3, 4, 5, 2, 8, 6, 7, 1, 13, 12, 9, 10, 11 ) is shown in Figure. 4.a for a twolayer solution. Using a bi-directional bubble sort non-Manhattan channel routing, there is no need to solve the two layer problem first in order to reach a solution to the three-layer problem. Our algorithm solves a channel routing problem based on three layers directly. The algorithm is simpler than the ones presented previously. It has no inversion tables, no left or right swap tables, and no major and minor tables.
The Bi-directional bubble based non-Manhattan channel routing.
Bi-Directional Bubble Sort works much like Bubble Sort except that it moves from top to bottom and then from bottom to top, swapping items to keep the larger ones towards the bottom and the smaller ones towards the top.
The algorithm for three layers Bi-Directional Bubble Sort.
Algorithm (1) { Top = (1, 2, 3… n) /* top vector */ Bot = input-vector /* bottom vector */ while (Bot ≠ Top) { for (i =1; i < n; i++)
It can be found that, the time complexity of using the proposed bi-directional bubblesort algorithm to route a three-layer non-Manhattan channel is T all (n) = O(kn)time, where k is the number of sorting passes required and n is the number of two-terminal nets in a channel.
For example, the vector (14, 3, 4, 5, 2, 8, 6, 7, 1, 13, 12, 9, 10, 11) , is sorted in only three steps as: (1, 3, 4, 5, 2, 8, 6, 7, 9, 13, 12, 10, 11, 14) , (1, 2, 3, 4, 5, 6, 7, 8, 9, 10, 12, 11, 13, 14) , (1, 2, 3, 4, 5, 6, 7, 8, 9, 10, 11, 12, 13, 14) . Figure 6 shows the resulting tracks.
The algorithm for five layers Bi-Directional Bubble Sort.
Algorithm (2) { Top = (1, 2, 3… n) /* top vector */ Bot = input-vector /* bottom vector */ Step =0 while (input-vector ≠ Top) { for (i =1; i < n; i++)
}step++ if (step even) Write (Bot) /*not use all the bottom matrix, but only even order of sorting sequence*/ } } As in the case of three layer the time complexity T 5 (n) of using our bi-directional bubble-sort algorithm to route a five-layer non-Manhattan channel is O (kn) time.
Taking the previous example of: (14, 3, 4, 5, 2, 8, 6, 7, 1, 13, 12, 9, 10, 11) , (1, 2, 3, 4, 5, 6, 7, 8, 9, 10, 12, 11, 13, 14) , (1, 2, 3, 4, 5, 6, 7, 8, 9, 10, 11, 12, 13, 14) .
It is sorted in only two steps. Figure 7 shows the resulting tracks.
Experimental results
Our bubble-sort channel router, Chaudhary's [1] router, and Chen's [3] router have been implemented in C++ language and tested on Intel P4 processor 2.4 GHZ, 256 M RAM. The experimental results are compared and analyzed as follows. First, the comparisons of complexity among three-layer the algorithms are listed in Table (1) , next the results of running different routers in worst case are shown in Table ( 2). Chaudhary's [1] router has a time complexity of O(kn 2 ) on the average, and O(n 3 ) in the worst case (i.e. the case where all elements in a sorting vector are in reverse order). In general this router cannot generate an optimal solution in terms of routing tracks required and time performance. Chen [3] has presented an optimal router in terms of routing tracks required for the non-Manhattan channel routing.
Both Chen [3] and our proposed algorithm spend O(kn) on the average and O(n 2 ) in the worst case. However, our router gives a better absolute time as shown in Table  ( 2).
Conclusion
To implement three layers routing, previous research used two layer techniques and integrating a pair of adjacent intermediate permutations into one routing track in a channel for three layers. Our algorithm solves the three layer problem directly. The algorithm is simpler than the ones presented previously. It has no inversion tables, no left or right swap tables, and no major and minor tables. Table 3 gives a comparison between all routers algorithm.
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