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Resumen 
Se ha desarrollado una aplicación móvil para notificaciones de emergencia en caso de 
accidentes de tráfico para el sistema operativo Android. La aplicación móvil (app) es capaz de 
detectar automáticamente un accidente y notificar a contactos predefinidos con mensajes de 
texto que puede incluir información relevante del accidente tal como coordenadas de posición, 
desaceleración del impacto, e información médica. En general, dicha información puede resultar 
de vital importancia para los servicios de emergencias, que pueden actuar en menor tiempo, y 
de esta forma, salvar vidas. 
Se ha hecho una revisión bibliográfica de las plataformas y herramientas necesarias para el 
desarrollo de aplicaciones móviles. Con base en esta revisión y en los requerimientos funcionales 
y no funcionales de la app se ha usado Xamarin como herramienta de desarrollo. Se han hecho 
pruebas experimentales que validan la funcionalidad de la app. 
En el desarrollo del proyecto se ha profundizado además en aspectos legales, tales como el 
cumplimiento de la Ley de Protección de Datos del usuario. Se han estimado los costes del 
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1 Glosario 
Smartphone: Teléfono inteligente 
App: Aplicación móvil 
App Marketplace: Plataforma de distribución de apps  
IDE: Integrated development environment (entorno de desarrollo integrado)  
OS: Operating System (sistema operativo)  
Open-source: Código abierto 
SDK: Software development kit (kit de desarrollo de software) 
API: Interfaz de programación de aplicaciones 
UI: User interface (interfaz de usuario) 
  












A partir de abril del 2018, la legislación de la Unión Europea obligará a los fabricantes de 
vehículos a incorporar el sistema eCall, que consiste, en caso de impacto de un coche, en realizar 
una llamada a las emergencias de la zona, y enviar un mínimo de información que incluye la 
localización exacta del impacto [1]. 
Los vehículos que se hayan fabricado antes de dicha fecha no estarán obligados a incorporarlo. 
Como alternativa se han propuesto diferentes soluciones basadas en hardware y en software. 
En el caso de estas últimas, principalmente, aplicaciones móviles. 
En los siguientes aparatados se hace una revisión del estado del arte, primero describiendo la 
evolución de la tecnología móvil, segundo analizando la antigüedad del parque automovilístico 
actual y por último el mercado de apps para notificaciones de emergencia. 
2.1.1 Evolución de la tecnología móvil 
Según estudios estadísticos en 2015 el 43% de la población mundial y un 60% en los países 
europeos tenía un teléfono inteligente (smartphone). En este marco, España se consolida como 
uno de los países europeos con mayor presencia en el sector, llegando al 71% de cuota de 
mercado [2]. 
Los primeros sistemas de comunicación inalámbrica funcionales aparecieron a principios del XX 
a causa de la necesidad de las comunicaciones marítimas. Se extendieron rápidamente a 
sistemas terrestres, usados en primera instancia en usos gubernamentales y militares. 
En la actualidad la telefonía móvil es el sistema inalámbrico más usado. En los últimos años ha 
crecido constantemente, debido a que en las últimas décadas ha aumentado la necesidad de 
transmitir mayor cantidad de datos en un menor tiempo y en cualquier lugar. Un ejemplo de ello 
es la transmisión de imágenes y voz en el uso de video llamada. Dicho crecimiento se debe en 
gran parte a la rápida mejora de las especificaciones de los dispositivos móviles y a la aparición 
de los smartphones. 
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Para absorber la demanda de servicios móviles de los usuarios ha sido necesario evolucionar la 
tecnología móvil. La comunicación móvil moderna se inició con el lanzamiento de la primera red 
de comunicación basada en celdas (1G), que facilitaba la comunicación a larga distancia por 
medio de una señal analógica. Seguidamente apareció la segunda generación de telefonía (2G) 
que mejoraba la calidad y experiencia del usuario en las llamadas, gracias al uso, por primera 
vez, de una señal digital. La segunda generación incorporaba además el envío de datos a través 
de SMS y aumentaba el número de llamadas que podía soportar la red en un mismo instante. La 
segunda versión de la tecnología 2G (2.5G) incorporaba además el envío de mensajes 
multimedia, que originó la aparición de los primeros smartphones. La tercera generación (3G) 
mejoró la velocidad de transmisión de datos y la disponibilidad de señal, que facilitó en 
consecuencia, la entrada de nuevas funcionalidades tales como video llamadas, apps, etc… En 
base al incremento de la demanda de servicios de telefonía, a causa, por ejemplo, de la 
normalización de las comunicaciones en el entorno profesional, apareció la cuarta generación 
(4G), que aumentó la capacidad de la red y mejoró la disponibilidad y calidad de la señal en las 
comunicaciones [3,4]. 
La quinta generación (5G) se prevé lanzarse en 2020. Presumiblemente esta será capaz de 
transmitir datos a mayor velocidad y a más dispositivos simultáneamente. Surge en base al 
aumento de la demanda de conexión de dispositivos, a causa en parte, de la aparición de nuevos 
dispositivos cotidianos conectados con internet y con comunicación inalámbrica (Internet de las 
cosas). 
2.1.2 Parque automovilístico 
La media de edad de los vehículos en Europa era alrededor de 9,7 años en 2014. En España, 
más del 60% del parque automovilístico tenía más de 10 años en 2014 [5]. La mayoría de estos 
vehículos no integrarán el sistema de eCall; esto se debe en parte, como se ha mencionado 
anteriormente, a que la normativa solo obliga a incorporar el eCall en coches fabricados a partir 
de abril del 2018. Esto pone de manifiesto la necesidad de crear soluciones alternativas para los 
usuarios de estos vehículos.  
La antigüedad de los vehículos españoles ha incrementado entre los años 2007 y 2014 (figura 
2.1). Esto se puede deber principalmente a que la venta de vehículos nuevos se redujo en un 
47% [5], posiblemente como consecuencia de la crisis económica en este mismo margen de 
tiempo. Cabe esperar pues, que la edad del parque automovilístico no cambiará, como mínimo 
hasta después de una década. En ese contexto hay que recalcar también que uno de cada dos 
accidentes con víctimas tiene más de 10 años y que con ese tipo de coches aumenta por dos el 
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riesgo de fallecer en un accidente [5]. Así pues, queda claro que es necesario una alternativa al 
sistema eCall, por ejemplo, una app para la detección y notificación de accidentes. 
 
Figura 2.1 Evolución en años medios del parque español. Fuente: [5] 
2.1.3 Mercado de apps para notificaciones de emergencia 
El éxito de los smartphones es sin duda alguna gracias a la aparición de los mercados de apps. 
Un smartphone es el soporte tecnológico sobre el cual implementar funcionalidades. Así, gracias 
a las apps, los smartphones se enriquecen de forma continua, proporcionando nuevos servicios 
en diferentes ámbitos y situaciones. 
El ámbito en la que se enmarca este proyecto, hay en la actualidad varias apps para auxiliar 
rápidamente al usuario que esté en una situación de emergencia. Entre ellas se destacan My112, 
Alpify y Collision Call. 
My112 
App para llamar a emergencias manualmente al pulsar un botón. Envía las coordenadas de 
localización y el usuario, de manera opcional, puede mandar imágenes. También contiene un 
apartado de avisos de emergencia cercanos a tu zona. Aplicación lanzada por el ministerio de 
interior español. Su funcionalidad está limitada a territorio español y puede usarse para los 
sistemas operativos iOS y Android. 
Alpify 
App que envía automáticamente las coordenadas a las emergencias en caso que el usuario lo 
active manualmente. Envía datos de la posición actual, los datos del recorrido durante su uso y 
otra información predefinida manualmente por el usuario. Inicialmente pensada en emergencias 
en alta montaña, y posteriormente, extendida rápidamente por todo el territorio para cualquier 
emergencia. En caso de no tener cobertura móvil suficiente para la llamada, se envía un SMS 
con información del usuario a unos servidores de Alpify, que se encargarán de avisar a las 
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emergencias. Su funcionalidad está limitada al territorio español, Andorra, Venezuela y en 
diferentes pistas de esquí de Francia, Kazakstán y Argentina y puede usarse para los sistemas 
operativos iOS y Android. 
Collision Call 
App que detecta un accidente y llama automáticamente a las emergencias. Además, es posible 
llamar a un número de contacto predefinido por el usuario y/o enviar por email información del 
accidente a contactos predefinidos. Su funcionalidad está extendida a 144 países y puede usarse 
para los sistemas operativos iOS y Android. 
 
La tabla 2.1 resume las características de las apps explicadas anteriormente. 
 
Tabla 2.1. Características principales de algunas apps de emergencia en el mercado actual 
 
                My112                   Alpify        Collision Call  
Plataformas iOS/Android iOS/Android iOS/Android 
Modo de aviso Manual Manual Automático 
Información 
enviada 
Localización Localización. Información 
definida por el usuario. 
Localización 
Tipo de avisos Llamada al 112 Aviso por datos móviles o SMS 
a 112 o contacto 
Llamada 112 o contacto. 
Email a contactos. 
Otras funciones Se pueden enviar fotografías 
del lugar. 
Lista de avisos en zona. 
Seguimiento recorrido por GPS 
Avisos relevantes de 
emergencias. 
- 
Cobertura España España, Andorra, Venezuela y 
pista de esquí en Francia, 
Kazakstán y Argentina 
Múltiples países 
Se pone de manifiesto que en el mercado hay apps que cubren la detección y notificación de un 
accidente de tráfico, aunque ninguna de ellas detecta y notifica con información del usuario 
automáticamente a través de un SMS.  
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2.2 Objetivos y alcance 
El objetivo principal del proyecto es diseñar y desarrollar una app para la notificación de 
emergencia en caso de un accidente de tráfico. La app debe ser capaz de enviar un SMS con 
información relativa al accidente y datos predefinidos por el usuario, entre ellos, localización y 
desaceleración del accidente o información médica del usuario. Con esta app se pretende que 
los involucrados en el accidente puedan recibir una asistencia rápida y efectiva gracias a la 
información enviada a través de la app. 
Para llevar a cabo este objetivo son necesarios los siguientes objetivos específicos para efectuar 
su desarrollo y posterior usabilidad: 
 Identificar las tecnologías implicadas durante el desarrollo de la app. 
 Definir los requisitos funcionales, no funcionales y técnicos necesarios para transmitir 
la notificación de accidente. 
 Desarrollar una app funcional, seleccionando una plataforma de desarrollo que permita 
reducir costes. 
 Identificar los aspectos legales que afectan al desarrollo y a la usabilidad de la app.  
 Validar la funcionalidad de la app sobre un dispositivo móvil real. 
El alcance del proyecto comprende únicamente la creación y validación de un prototipo funcional, 
sin que sea prioritario los aspectos visuales, tales como el diseño gráfico.  Además, cabe resaltar 
que la explotación de un posible producto final terminado no entra dentro del desarrollo de este 
proyecto. 
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3 Aspectos Legales 
En todo servicio que se preste a un usuario se debe tener en cuenta los aspectos legales que 
pueden afectar dicho servicio; por ejemplo, las normativas y legislaciones que hay que cumplir 
según la actividad. 
En este proyecto se han identificado las normativas que aplican para la creación de apps móviles. 
Primero, se han identificado las normativas para manejar y proteger la información personal del 
usuario. Segundo, a nivel técnico, se han identificado las licencias que se van a usar en el 
desarrollo de la app y las actuaciones que hay que realizar para proteger la propiedad intelectual 
de los desarrolladores. 
Normativas aplicables 
La app va a estar limitada inicialmente solo a territorio español, por lo cual, y dentro del marco 
español, nuestra app tiene que cumplir con la Ley orgánica de Protección de Datos de carácter 
Personal (LOPD) y  Ley de Servicios de la Sociedad de la Información y Comercio Electrónico 
(LSSI). En caso de querer expandir su uso a toda la comunidad Europea, la app tendría que 
cumplir con la Directiva de Protección de Datos 95/46, en combinación con la Directiva 
2002/58/CE de Privacidad y Comunicaciones Electrónicas.  
A continuación, se resumen las características más destacadas de las obligaciones de estas 
leyes dentro del territorio español: 
 Consentimiento y finalidad al acceso de datos: Hay que pedir consentimiento sobre qué 
datos podrá acceder la app (geolocalización, servicio de SMS, etc…), indicando 
previamente con información clara y concisa sobre el uso de esos datos y su finalidad. 
(Artículos 5 y 6 LOPD) 
 Garantizar seguridad de datos: Hay garantizar la seguridad de los datos mediante 
medidas técnicas, que eviten la pérdida o alteración no autorizadas de dichos datos. Los 
datos especialmente protegidos son, por ejemplo, los datos de salud, que se considera 
que su uso o tratamiento está autorizado si es necesario para diagnóstico médico o 
prevención de la salud vital de la persona. (Artículos 7,8 y 9 LOPD) 
 Información del prestador: Se debe proporcionar información del propietario de la app 
(prestador de servicios) tal como NIF, contacto, etc… (Artículo 10 LSSI) 
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Al poder recabar información médica del paciente, si así lo define el usuario, hay que revisar si 
la app es considerada un producto sanitario. En caso de ser así, tendría que cumplir la Directiva 
93/42/CEE europea y el Real Decreto 1591/2009 español. Para ello se usa la guía que ofrece la 
Comisión Europea para determinar si la app es un producto sanitario o no. En el paso 3 de la 
guía define que: 
La aplicación solo almacenará información médica bajo aceptación del usuario y esta será 
comunicada a los servicios de emergencia o las personas predefinidas por el usuario solo en el 
caso de la detección de un accidente. Así pues, la app no se considera un dispositivo médico y 
se exime de cumplir el Real Decreto 1591/2009 español. 
Recursos de terceros 
Las herramientas y contenidos necesarios para el desarrollo de software incluyen, por lo general, 
una autorización contractual (licencia) entre el autor de la herramienta y/o contenido que 
determina la información de su uso y explotación. Por lo general estas licencias son de pago, 
gratuitas o de uso libre. Así pues, para el desarrollo de este proyecto es necesario conocer con 
detalle las licencias de la librería Xamarin y el entorno de programación Visual Studio, que se 
explican más adelante en el apartado 4.1.3, así como las licencias de las imágenes usadas. 
Condiciones de uso y privacidad 
La app debe incluir un acuerdo de términos y condiciones de uso que contenga los elementos 
legales relacionados con los derechos y deberes del usuario y del titular del software. Dichos 
términos y condiciones deben incluir por lo menos la descripción de las partes, el objeto del 
acuerdo, las obligaciones de las partes, la renuncia de responsabilidad, la funcionalidad del 
software y el tipo de licencia de uso. En términos de uso, debe incluir además el territorio de 
aplicación, los límites de uso y el tiempo de validez de la licencia. 
Se va a desarrollar una app que no va a ser lanzada al mercado, por lo tanto, no se redactan los 
términos y condiciones de uso. 
Es necesario citar que la funcionalidad de la app es solo como complemento y nunca como 
substituto a otros sistemas de seguridad pasivos que pueda contener el vehículo. 
“if the software does not perform an action on data, or performs an action limited to storage, 
archival, communication, ‘simple search’ or lossless compression (i.e. using a compression 
procedure that allows the exact reconstruction of the original data) it is not a medical device” 
App para notificaciones de emergencia en caso de accidentes de tráfico Pág. 15 
 
4 Diseño y Desarrollo 
En este capítulo se definen el diseño y desarrollo del proyecto. El capítulo comienza con la 
justificacióin de las herramientas para el desarrollo de la app. El segundo apartado se definen los 
requisitos funcionales y no funcionales de la app. En el siguiente apartado se detallan las 
tecnologías usadas y sus limitaciones. En el cuarto apartado se describen los permisos de 
usuario necesarios para usar la app. En el apartado siguiente se muestra el diseño de las pantalla 
del UI. Finalmente, en el apartado seis se muestra el funcionamiento de la app a través de un 
diagrama de flujos. 
Para facilitar la lectura de la memoria en adelante se referirá a la app diseñada con el nombre de 
reskUme. Este nombre es la fusión de los términos en inglés rescue (rescatar) y me (me o yo). 
4.1 Justificación de herramientas de desarrollo 
En el mercado actual de smartphones, la cuota de usuarios se reparte entre los sistemas 
operativos (OS, por sus siglas en inglés) iOS de Apple y Android de Google. En 2016 hay un 
pronóstico de que el 83.7% de los usuarios de smartphones en el mundo usarán Android, 
mientras que el 15,3% el OS de Apple [6]. Los principales criterios a tener en cuenta en un 
desarrollo de software son la compatibilidad del OS, el lenguaje de programación y ambiente de 
desarrollo integrado (IDE, por sus siglas en inglés). Estos tres elementos están relacionados unos 
con otros, por lo que la elección de uno de ellos restringirá la elección de los otros dos. 
4.1.1 Sistema operativo 
Para captar el máximo de cuota de smartphones lo ideal sería desarrollar la app en los dos OSs 
con mayor cuota de mercado, que son Android y iOS. 
Para elegir el sistema operativo de desarrollo de la app se han considerado primero la cuota de 
mercado de los diferentes sistemas operativos y segundo el coste de desarrollo de la app. Según 
el apartado anterior, Android, tiene la mayor cuota de mercado de dispositivos móviles. Por lo 
tanto, el número de dispositivos móviles potenciales que podrían beneficiarse de la app es mucho 
mayor que en lo móviles basados en iOS. 
Con respecto al coste de desarrollo del software Android permite programar y lanzar una app al 
mercado sin coste económico alguno (que puede estar asociado a una licencia de desarrollo), 
sin embargo, iOS depende de licencias de pago para la programación y lanzamiento de una app. 
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Así pues, se decide realizar el desarrollo para los dispositivos con sistema operativo Android. 
4.1.2 Nativa o multi plataforma 
Partiendo de la base que solo se va a desarrollar para Android, hay dos opciones para su 
programación: desarrollar la app de forma nativa con el respectivo kit de desarrollo de software 
(SDK) provistos por Google, o usar un framework que permita tener una app cross-platform 
(multiplataforma, es decir, que es funcional para distintos OS). Si se empleara esta última opción, 
la app se podría lanzar a otros sistemas operativos con un menor coste asociado, ya que en este 
tipo de desarrollo la mayor parte de código es compartido independientemente del OS. 
Hay una gran variedad de frameworks y herramientas para el desarrollo de app basado en 
Android. Para el desarrollo de la app se han considerado las herramientas gratuitas más 
relevantes, que tienen mayor documentación y uso extendido en la red: Android nativo, App 
inventor, Xamarin, PhoneGap, Appcelerator Titanium.  
La programación de Android de forma nativa se hace a través del lenguaje de programación 
JAVA, y usando algunos de los IDEs disponibles en el mercado, como por ejemplo Eclipse o 
Android Studio. Al programar de forma nativa se consigue la máxima compatibilidad, rendimiento 
y estabilidad para las apps. 
App Inventor es una alternativa que permite el desarrollo sin poseer conocimientos previos en 
programación, a través de un sistema visual de bloques con los que se generan los algoritmos 
de la app. Solo puede ser usado para crear apps para Android. 
PhoneGap permite crear apps multiplataforma y usando lenguajes de programación web (p. ej. 
HTML, Javascript y CSS).  Sin embargo, tiene como contrapartida el uso del motor web para 
crear la interfaz de usuario, de esta forma mermando la usabilidad y diseño al no contar con los 
objetos nativos de cada plataforma.  
Titanium permite crear una app multiplataforma. A diferencia de PhoneGap, Titanium emplea 
componentes nativos de la interfaz de usuario, por lo que consigue una mejor interacción y 
usabilidad. 
Xamarin ofrece la posibilidad de crear apps nativas programando en el lenguaje C#, con un alto 
rendimiento y multiplataforma. Además, cabe resaltar que Xamarin pertenece a Microsoft, por lo 
que en un futuro el soporte y actualizaciones están aseguradas, así como el apoyo de la 
comunidad. 
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En el desarrollo no tomará como importante los aspectos visuales, mientras sí que se pondrá 
énfasis en tener un buen rendimiento y poder acceder a los recursos del dispositivo 
(geolocalización, acelerómetro, SMS, etc…) de forma sencilla.  
La tabla 4.1 resume las principales características de cada una de estas plataformas que se han 
mencionado anteriormente: 
Tabla 4.1. Herramientas gratuitas para el desarrollo de una app basada en Android. Fuentes para la asignación 
de los valores: [7-10]  
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donde los símbolos  representan respectivamente y de forma cualitativa, aspectos 
positivos, neutrales y negativos para cada una de las características. 
La tabla 4.1 muestra con claridad que Xamarin, a nivel de rendimiento, se puede equiparar al 
desarrollo de Android nativo: primero, por el alto porcentaje de uso de código compartido en C# 
entre las diferentes plataformas; y segundo, por la interfaz de usuario (UI, por sus siglas en inglés) 
nativa para cada OS; y por último, porqué la app puede ser compilada en los lenguajes nativos,  
de este modo minimizando cualquier impacto en tiempo de ejecución. 
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Con base a lo anterior y teniendo en cuenta la facilidad en programar en C# se ha escogido 
Xamarin como plataforma para el desarrollo de este proyecto.  
4.1.3 Xamarin 
Xamarin nos permite programar la app a través de diferentes APIs (Interfaz de programación de 
aplicaciones). Una API es un concepto en programación que abstrae al programador de código 
de más bajo nivel (código más cercano al hardware), de manera que pueda programar con mayor 
facilidad. Por ejemplo, si se quiere localizar la posición en un dispositivo móvil, el programador 
solo tendrá que utilizar un método de la API llamado GeolocalizarPosición(), que le devolverá las 
coordenadas de longitud y latitud del dispositivo.  La API comprende una arquitectura definida 
por capas e interfaces abstractas tales como, por ejemplo, una para los drivers del GPS, otra 
para el motor que conecta con diferentes satélites del GPS y otra para extraer los datos de la 
información recibida por el hardware. 
Una de las principales características de Xamarin es que permite compartir entre el 75% y el 
100% del código escrito para las diferentes plataformas. Hay dos maneras de programar la app 
con Xamarin. Se pueden usar las APIs de Xamarin.iOS o Xamarin.Android para tener control 
sobre los elementos de cada una de las interfaces nativas, pero escritas en C#. Por otro lado, si 
se usa la API de Xamarin.Forms, te proporciona una serie de componentes y objetos (botones, 
menús, etc…) que se comparten en las vistas, de modo que también se comparta el código de 
UI. 
 
Figura 4.1 Capas de código en Xamarin (Xamarin.iOS y Xamarin.Android) y Xamarin.Forms  
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Xamarin.Forms ofrece la mejor solución para crear una app funcional y sin complejidades en UI 
de manera rápida y de forma nativa en Android, con la posibilidad de lanzar esa misma app en 
otras plataformas sin grandes esfuerzos. 
Como entorno de desarrollo integrado se usa Visual Studio, que cuenta con la edición gratuita 
llamada Community.  
4.2 Definición de requisitos 
Para llevar a cabo el objetivo principal descrito en el apartado 2.2 se han definido previamente 
una serie de requisitos. Dichos requisitos se han separado entre funcionales y no funcionales. 
Los funcionales son aquellos que definen que debe hacer la app, y los no funcionales son 
aquellos que describen características que no están relacionadas de manera directa con las 
funcionalidades [11]. 
4.2.1 Requisitos funcionales 
1. La app debe ser capaz de detectar el momento en el que el vehículo sufre un accidente. 
2. El usuario debe ser capaz de activar o desactivar el servicio de detección de accidentes. 
3. El usuario debe ser capaz de configurar diferentes opciones: inicio automático del servicio 
de detección cuando se abre la app, activar/desactivar el envío de SMS en caso de 
accidentes, activar/desactivar la llamada automática a un contacto en caso de accidente 
y modificar los segundos de retraso antes de proceder a enviar SMS o realizar llamada. 
4. El usuario ha de ser capaz de definir la información personal a enviar: nombre y apellidos, 
información médica o datos de relevancia en caso de emergencia y datos del vehículo. 
5. El usuario deber ser capaz de añadir, editar y eliminar los contactos a los que desea 
notificar el accidente, así como seleccionar, el contacto de llamada, en el caso que la 
notificación se haga a través de la llamada. 
6. El usuario ha de poder cancelar el aviso de emergencia en caso de detección de 
accidente si lo cree conveniente. 
7. El usuario debe poder marcar directamente el número de emergencias en caso de 
detección de un accidente. 
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4.2.2 Requisitos no funcionales 
 El dispositivo ha de integrar los sensores de GPS y acelerómetro, tenerlos activos y con 
los permisos habilitados para la app. 
 El dispositivo ha de usar como mínimo la versión 4.0.3 (API 15) o Ice Cream Sandwitch 
del OS Android. 
 La app tiene que detectar un accidente y enviar como mínimo 1 SMS antes de 1 segundo. 
 La UI de la app ha de ser intuitiva 
Para la selección de la versión mínima de Android se ha basado en captar el máximo número de 
dispositivos posibles. Es preciso citar que en la actualidad los dispositivos móviles con la versión 
Ice Cream Sandwitch tienen el 98,4% de la cuota de mercado Android [12]. 
4.3 Tecnologías implicadas 
La detección de un accidente a través de un dispositivo móvil se puede hacer mediante la 
información que proporcionan el acelerómetro y el GPS embedidos (integrados) en el hardware. 
Dado que hablamos de un sistema de telefonía móvil es necesario tener en cuenta además la 
disponibilidad del servicio de telefonía.  A continuación, se detalla la funcionalidad de los 
sensores y del servicio de telefonía. 
4.3.1 Acelerómetro 
El acelerómetro es un dispositivo físico integrado en la mayoría de smartphones, que suministra 
información sobre la aceleración total que afecta al dispositivo en los tres ejes cartesianos. Los 
valores que proporciona la API (a partir de ahora en referencia a la API de Android hecha por 
Google), y para todos los sensores, son valores en unidades del SI (Sistema Internacional). Dicha 
información se proporciona a través de la biblioteca de Android con el tipo de sensor llamado 
TYPE_ACCELEROMETER. La figura 4.2 muestra el sistema de coordenadas que usa la API 
respecto el dispositivo. La aceleración total que afecta el dispositivo viene determinada por:  
   d x y za a a a  (1) 
Donde ax es la aceleración que afecta al eje x, ay es la aceleración que afecta al eje y, az es la 
aceleración que afecta al eje z y ad  es la aceleración total que afecta al dispositivo. 
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Una forma de entender el efecto de la aceleración total, es, por ejemplo, mantener el móvil en 
reposo y con la pantalla hacia arriba sobre una mesa.  En este caso, el valor de la aceleración 
total (ad) será alrededor de -9,8 m/s2, debido a que la única aceleración que hay es la ejercida 
por la fuerza de la gravedad, por lo que los componentes x e y serán igual a 0 m/s2, mientras que 
el valor del componente z igual a -9,8 m/s2. 
 
Figura 4.2 Dirección ejes de coordenadas en un dispositivo Android. 
Hay dispositivos que a través del atributo TYPE_LINEAR_ACCELERATION de la API 
proporcionan información sobre la aceleración lineal. Dicho atributo proporciona valores sin el 
efecto de la fuerza de la gravedad. Estos valores se calculan a través de un único sensor o, en 
base a algún algoritmo que fusiona datos de varios sensores (acelerómetro, giroscopio). Como 
no todos los dispositivos implementan este atributo se decidido usar únicamente el sensor de 
tipo acelerómetro. 
En principio solo nos interesa detectar la desaceleración lineal del vehículo (sin el efecto de la 
gravedad), por lo que hay que substraer la aceleración constante debida a la fuerza gravitatoria. 
Como se ha mencionado anteriormente la gravedad afecta a los componentes de los tres ejes 
(x, y, z), en función de la orientación del objeto respecto al centro de la Tierra. De manera, que 
la única manera de obtener la aceleración lineal es el uso de un filtro pasa bajo para eliminar el 
efecto de la gravedad sobre el dispositivo. Más adelante, cuando se aborde el algoritmo de 
detección de accidentes se explicará en detalle. 
Limitaciones 
Los acelerómetros tienen un rango de lectura limitado por el hardware. Además, los dispositivos 
móviles que integran este sensor suelen limitar su rango de lectura a través del software a 
pequeños valores de movimiento del dispositivo. Por ejemplo, usar la aceleración para mover 
algún objeto en una pantalla de un juego. Aunque el sensor pueda detectar valores en un rango 
de -8 g/+8 g el software del dispositivo suele limitarlo a -4 g/+4 g. En el apartado 5.2.4 se explica 
con mayor detalle cómo se usarán los valores del sensor.  
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4.3.2 GPS 
El GPS es un sensor que determina el posicionamiento global de un objeto, que se basa en el 
cálculo realizado por un conjunto de satélites. Para obtener una representación 2-D de la 
posición, es decir, la latitud y longitud, necesita comunicarse con un mínimo de 3 satélites. 
Mientras que para obtener la representación 3-D, es decir, la longitud, latitud y altura, es 
necesario un mínimo de 4 satélites. La API nos proporciona acceso a la localización del 
dispositivo a través de tres proveedores de datos: 
 GPS/aGPS: a través del propio GPS, o bien del aGPS (GPS asistido), que usa la red 
de antenas de telefonía para obtener rápidamente con que satélites comunicarse. Con 
este proveedor se obtiene la localización más precisa y que funciona mejor en 
exteriores. 
 Red de celdas: a través de las antenas celulares de telefonía y/o Wifi obtiene una 
localización menos precisa, con menos consumo de batería, y que funciona bien en 
interiores. 
 Otros proveedores: a través de proveedores de otras apps es posible obtener la 
localización que van obteniendo por sus servicios. 
Por lo general la API proporciona la localización del dispositivo a través del proveedor que esté 
disponible. Teniendo en cuenta que la app va a ser usada en exteriores cabe la posibilidad que 
los datos se obtengan principalmente a través del proveedor GPS. 
Limitaciones 
Aunque la precisión del GPS es de pocos metros, hay muchas variables que pueden afectar a la 
señal y precisión de los datos que tenemos acceso. También se ha de tener en cuenta que el 
GPS perderá precisión y señal en cuanto el dispositivo esté dentro de un entorno cerrado (p. ej. 
un túnel), por lo que será un criterio de análisis para evitar falsos positivos a la hora de diseñar 
el algoritmo de detección de accidente. 
4.3.3 Servicios de telefonía 
En general, un servicio de telefonia nos permite, bajo contrato (prepago o postpago), enviar SMS 
o realizar llamadas a través del dispositivo móvil, siempre que haya cobertura de la red. 
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Limitaciones 
En primer lugar, se puede considerar que la mayor limitación del servicio de telefonía es la 
cobertura de red. Por otro lado, en el supuesto que la app detecte un accidente, lo ideal sería 
llamar o enviar un mensaje a los servicios de emergencia para que actúen con rapidez y 
eficiencia. Con respecto a esto hay dos limitaciones. La primera, no permite enviar un SMS al 
servicio de emergencias, a no ser que haya algún acuerdo bilateral para enviar y recibir los datos 
que se transmitan de la app. La segunda limitación, desde Android, no se permite hacer una 
llamada de emergencia desde una app de terceros (instalada a través de una app market); 
solamente es posible marcar el número de teléfono. 
4.4 Permisos de usuario 
Para acceder y poder usar los sensores y otras características del móvil el usuario de la app 
tendrá que dar consentimiento a los siguientes permisos: 
 ACCESS_FINE_LOCATION: Permiso para poder obtener datos de localización a través 
del GPS. 
 ACCESS_COARSE_LOCATION: Permiso para poder obtener datos de localización a 
través del red celular o Wifi. 
 CALL_PHONE: Permiso para poder llamar automáticamente a un número determinado. 
 SENS_SMS: Permiso para enviar un SMS. 
Todos estos permisos tienen que pedirse explícitamente a través de un cuadro de dialogo en 
pantalla, para que el usuario pueda aceptarlos o no. En el caso de Android, para versiones 
inferiores a la 6.0 (Mashmallow, API 23) dichos permisos se solicitan y aceptan durante la 
instalación. Sin embargo, para versiones superiores a la 6.0 los permisos se pueden solicitar 
durante la ejecución de la app, y el usuario puede eliminar permisos para una app cuando lo 
desee. 
En el apartado 4.6 se describe como se ha implementado la comprobación y habilitación de los 
permisos, sobre el diseño de la UI, que es válida para la versión 6.0 o superior. 
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4.5 Diagrama de flujos 
La figura 4.3 muestra el diagrama de flujo de las situaciones de funcionalidad de la app. Dichas 
situaciones estan condicionadas en primer lugar, por acciones del usuario (p. ej. pulsar un botón), 
y en segundo por acciones de la app (p. ej. iniciar lecturas del acelerómetro). Dichas situaciones 
pueden enlazar dos pantallas. La siguiente lista describe las situaciones de funcionalidad. 
1. Acceso a la pantalla principal, donde el usuario puede activar o desactivar el servicio 
de detección de accidentes. 
2. Acceso a la pantalla de preferencias, para determinar las opciones de funcionamiento 
y acceder a las pantallas de edición de la información personal y de contactos. 
3. Acceso a la pantalla de aspectos legales donde el usuario puede consultar los términos 
y condiciones de la app. 
4. Acceso a una pantalla de aviso cuando los permisos no están habilitados. 
5. Acceso al menú de la app, donde el usuario puede seleccionar qué pantalla activar. 
6. Acceso a las pantallas de detección de accidentes. 
El siguiente espacio se ha dejado intencionadamente en blanco para facilitar la visualización del 
diagrama de flujo de continuación. 
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Figura 4.3 Diagrama de funcionamiento de la app 
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4.6  Interfaz de usuario (UI) 
Según el objetivo principal la funcionalidad de la app prevalece sobre el diseño de UI. El diseño 
del prototipo creado se compone de pantalla claras y concisas con las que interactuar 
instintivamente.  
Las figuras 4.4 a 4.10 muestran el diseño gráfico de pantallas de interfaz de usuario que debe 
implementar la app, y que corresponden a las pantallas que se muestran en el diagrama de flujo 
de la figura 4.3. 
La figura 4.4 muestra la pantalla principal de la app (Home). Se puede apreciar con claridad el 
botón para iniciar o parar el servicio de detección. La pantalla muestra además el estado actual 
del servicio de detección de accidentes. Cuando se activa el servicio, el estado indicado por el 
Label cambia a “Servicio Activo“ y el icono gris parpadeará en verde mientras el servicio esté 
funcionando. 
 
Figura 4.4 Pantalla Home  
La figura 4.5 muestra la pantalla de permisos de usuario, cuando estos están deshabilitados. 
Solo se visualiza en caso que el usuario tenga una versión de OS Android 6.0 o superior y que 
los permisos no estén habilitados, tal como se ha descrito en el apartado 4.4. Se puede apreciar 
que la UI muestra un mensaje conforme no tiene los permisos activos y un botón con el cual se 
puede forzar la revisión del estado de los permisos en caso de que los haya vuelto a habilitar. 
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Figura 4.5 Pantalla de permisos 
La figura 4.6 muestra la pantalla de configuración, dónde el usuario define las siguientes 
opciones: 
1. Activar el servicio de detección automáticamente al inicio de la app. 
2. Enviar SMS automáticos a los contactos definidos en caso de detección de un accidente. 
3. Realizar una llamada automática al contacto definido en caso de detección de un 
accidente una vez enviados los SMS. 
4. Establecer el tiempo de espera antes de lanzar los avisos en caso de detección de 
accidente. 
5. Entrar a la sección de edición de los datos de envió en caso de accidente. 
6. Añadir/Editar contactos a los que avisar en caso de accidente pulsando sobre ellos. 
 
Figura 4.6 Pantalla de preferencias  
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La figura 4.7 muestra las pantallas en las que el usuario puede añadir, editar y eliminar un 
contacto. Para cada contacto se define un nombre identificativo, el número de teléfono de 
contacto, y se selecciona si es el contacto predefinido para la llamada de emergencia. El acceso 
a la pantalla de añadir un contacto nuevo es accesible pulsando el botón “Añadir otro contacto!” 
de la pantalla de preferencias. Si se quiere editar o eliminar un contacto, el usuario deberá pulsar 
sobre el contacto deseado en el listado que aparece en la pantalla preferencias. 
 
Figura 4.7 Pantallas para añadir, editar y eliminar contactos 
La figura 4.8 muestra el menú de la app. Se accede si se pulsa sobre el icono situado en el borde 
superior izquierdo en la pantalla activa (icono con tres líneas horizontales). Esta función se puede 
acceder además deslizando el dedo desde izquierda hacia la derecha de la pantalla. 
 
Figura 4.8 Pantalla del menú 
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La figura 4.9 muestra la pantalla de edición de la información personal del usuario. Esta 
información se enviará junto con la lectura de los sensores de aceleración y GPS en caso de 
detección de accidente. El usuario puede definir su nombre y apellidos, información de salud 
relevante, por ejemplo, enfermedades, alergias u otra información que pudiera servir en una 
actuación de emergencia. 
 
Figura 4.9 Pantalla de edición de la información personal del usuario 
Finalmente, la figura 4.10 muestra la pantalla de detección de accidente. Cuando se ha detectado 
una colisión se muestra al siguiente instante la opción de cancelar el aviso de accidente. El 
mensaje muestra los segundos disponibles para cancelar el aviso de accidente. Este tiempo 
puede ser configurado en la pantalla de preferencias. El último botón sirve para marcar el número 
de emergencias automáticamente. Una vez finalizada la cuenta atrás se muestra un mensaje 
con datos del accidente. 
 
Figura 4.10 Pantalla de detección de accidente, antes y después de la cuenta atrás 
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5 Arquitectura de código 
En este capítulo se explica como se ha estructurado e implementado el código para reskUme. 
En el primer apartado se explican los conceptos preliminares de programación y conceptos de 
Xamarin.Forms. En el segundo apartado se detalla, en primer lugar, las librerías de terceros que 
se han usado para la implementación; en segundo lugar, se detalla la estructura e 
implementación de las vistas de la UI; en tercer lugar, se detallan los métodos se han 
implementado; y por último, se detalla la funcionalidad del algoritmo para la detección de 
accidentes. 
5.1 Conceptos preliminares 
5.1.1 POO (Programación orientada a objetos) 
En los siguientes apartados se describen conceptos básicos sobre programación de software y 
sobre conceptos relevantes de Xamarin. Antes de todo hay que tener presente los siguientes 
conceptos que aplican al lenguaje usado, que es C#.  
El lenguaje usado para programar la app, C#, es un lenguaje de programación orientada a 
objetos. Este tipo de programación usa objetos para manipular y procesar la información de 
entrada y salida. La siguiente lista resume los conceptos básicos de POO: 
 Objeto: Es una unidad con un determinado estado dentro del programa y sirve para 
manipular la información. Se obtiene creando una clase. 
 Instancia: En programación, es sinónimo de “creación”. Cuando se hace una instancia de 
una clase se crea un objeto con todas las propiedades y métodos definidos por la clase. 
 Clase: Es la definición de características y funciones de los objetos.  
 Propiedad o atributo: Es un tipo de datos que contiene una clase y que definen sus 
características. 
 Método: Es una función de una clase que determina una funcionalidad. Esta viene 
definida por su algoritmo. Los métodos sirven para leer o modificar propiedades o 
comportamientos de una clase. 
 Herencia: Es el concepto por el cual una clase deriva de otra. Cuando se hereda, todas 
las propiedades y métodos de la clase padre pertenecen también a la clase hijo. 
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 Interfaz: Es una capa de abstracción que define métodos de forma abstracta. Estos 
métodos sirven como molde o plantilla para que las clases implementen el algoritmo 
de funcionamiento. 
 Evento: Suceso que controla el sistema y que se dispara cuando un objeto cambia a 
un determinado estado. 
 Constructor: Es el método en el cual se crea un objeto (se crea una instancia en 
memoria) de una clase en concreto.  
Si, por ejemplo, tenemos una interfaz llamada IVehiculo tal como se muestra en la figura 5.1. Esta 
interfaz define la firma (encabezado) de tres métodos, cada uno de ellos con un parámetro de 
entrada.  
 
Figura 5.1 Ejemplo de interfaz IVehículo 
La clase que implemente esta interfaz deberá definir dichos métodos con las mismas firmas. La 
figura 5.2 muestra por ejemplo la implementación de ésta clase. 
    interface IVehiculo 
    { 
        void Avanzar(double velocidadObjetivo); 
        void Girar(string direccion); 
        void Frenar(double velocidadObjetivo); 
    } 
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Figura 5.2 Ejemplo de implementación de interfaz a través de la clase Coche.  
Se puede apreciar con claridad que hay una clase llamada Vehiculo, que define una serie de 
propiedades o atributos, tales como marca, modelo, etc… También se muestra una clase 
llamada Coche, que hereda de la clase Vehiculo e implementa la Interfaz IVehiculo. De este modo, 
coche hereda de forma automática las propiedades que hemos comentado antes de Vehiculo 
(marca, tipo de combustible, etc…). Se puede ver además como la clase Coche implementa los 
métodos de la interfaz que implementa (Avanzar, Girar y Frenar). Se puede ver también que la 
clase Coche tiene una propiedad de tipo Motor. Las dos clases tienen su constructor (constructor 
es un método con el mismo nombre de la clase). Por ejemplo, la clase Motor tiene un constructor 
con entrada de dos parámetros, es decir, que para crea una instancia (crear un objeto) de la 
clase Motor hay que pasar los parámetros tipoCombustible y potencia. 
   class Vehiculo 
    { 
        public string tipoCombustible; 
        public int potencia; 
        public string marca; 
        public string modelo; 
        public Motor motor; 
    } 
 
    class Coche: Vehiculo,IVehiculo 
    { 
        public Coche(string marca,string modelo,int potencia,string tipoCombustible) 
        { 
            this.motor = new Motor(combustible, potencia); 
            this.marca = marca; 
            this.modelo = modelo; 
            this.potencia = potencia; 
            this.tipoCombustible = tipoCombustible; 
        } 
 
        public void Avanzar(double velocidadObjetivo) 
        { 
            this.motor.InyectarCombustible(velocidadObjetivo); 
        } 
        public void Girar(string direccion) 
        { 
            //Implementar codigo para girar 
 
        } 
        public void Frenar(double velocidadObjetivo) 
        { 
            //Implementar codigo para frenar 
        } 
    } 
 
    public class Motor 
    { 
        public string tipoCombustible; 
        public int potencia; 
        public Motor(string tipoCombustible, int potencia) 
        { 
            this.potencia = potencia; 
            this.tipoCombustible = tipoCombustible; 
        } 
 
        public void InyectarCombustible(double velocidadObjetivo) 
        { 
            //Implementar codigo para inyectar combustible 
        } 
    } 
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Por último, las propiedades tienen un tipo definido, por ejemplo, la potencia tiene que ser definida 
por un entero (int) o la propiedad motor de la clase Coche tiene que ser de tipo Motor. 
5.1.2 Servicio de dependencias 
Xamarin.Forms integra una clase llamada DependencyService que permite llamar a funciones que 
se definen con código especifico de cada plataforma, pero desde el código compartido. En la 
figura 5.3 se muestra un esquema del funcionamiento del servicio de dependencias. 
 
Figura 5.3 Esquema de implementación de una interfaz con DependencyService de Xamarin.Forms 
Cada servicio de dependencias sigue un mismo orden de definición. En la siguiente lista, se 
muestra un ejemplo del orden en la definición de un servicio de dependencias: 
1. Definición de la interfaz en el código compartido (figura 5.4). Se define solo la firma de 
los métodos, es decir, el nombre el tipo de valor de salida, y los parámetros de entrada 
necesarios. Se muestra un método de tipo función (void), que no devuelve ningún 
objeto, y otro método que devuelve un objeto de tipo CultureInfo. Los dos métodos no 
tienen ningún parámetro de entrada. 
 
Figura 5.4 Interfaz ILocalize del proyecto PLC 
2. Implementación de los métodos para cada plataforma. La clase Localize implementa 
a la interfaz ILocalize. Esto quiero decir que se escribe el código de funcionamiento 
de los métodos que define esta interfaz. En esta implementación se usa la API 
public interface ILocalize 
{ 
    CultureInfo GetCurrentCultureInfo(); 
    void SetCurrentDeviceCultureInfo();     
} 
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específica de Android para obtener el idioma activo en sesión y para activar en la app 
un idioma determinado. 
3. Registro a través de un atributo de metadatos (figura 5.5). Este atributo permite a 
DependencyService de Xamarin determinar en tiempo de ejecución para encontrar la 
clase que implementa la interfaz. Este atributo se escribe entre corchetes. 
 
Figura 5.5 Clase Localize del proyecto de Android que implementa la interfaz ILocalize 
4. Llamar a un método desde el proyecto PLC. Como se muestra en la figura 5.6, para 
llamar, por ejemplo, al método GetCurrentCultureInfo desde el código compartido es 
necesario escribir el siguiente código: 
 
Figura 5.6 Ejemplo de llamada de un método de la clase Localize que implementa la interfaz ILocalize 
5.1.3 Estructura y archivos de Xamarin.Forms 
Para empezar a explicar el código de reskUme primero hay que hacer una breva introducción a 
la estructura de archivos en un proyecto de Xamarin.Forms orientado hacia Android y también 
los diferentes tipos de archivos que lo componen. Se va a usar un proyecto de Xamarin.Forms 
de tipo PLC (Portable Class Libraries). Con un PLC se pueden especificar los OS con los que 
podría trabajar el proyecto o librería. Xamarin.Forms crea automáticamente una solución con los 
OS soportados (iOS, Android y Windows Phone). Así pues, la app se puede implementar 




    class Localize : ILocalize 
    { 
        public CultureInfo GetCurrentCultureInfo() 
        { 
            var androidLocale = Java.Util.Locale.Default; 
            var netLanguage = androidLocale.ToString().Replace("_", "-"); 
            return new CultureInfo(netLanguage); 
        } 
 
        public void SetCurrentDeviceCultureInfo() 
        { 
            var androidLocale = Java.Util.Locale.Default; 
            var netLocale = androidLocale.ToString().Replace("_", "-"); 
            var ci = new CultureInfo(netLocale); 
 
            Thread.CurrentThread.CurrentCulture = ci; 
            Thread.CurrentThread.CurrentUICulture = ci; 
        }     
    } 
} 
CultureInfo=Xamarin.Forms.DependencyService.Get<ILocalize>().GetCurrentCultureInfo(); 
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Figura 5.7 Proyectos de la solución de la app 
 ReskUme (portable): Proyecto PLC donde reside el código compartido, tanto la lógica 
de negocio (código backend) como el código compartido de UI (vistas). 
 ReskUme.Droid: Proyecto específico para Android, donde reside el código específico 
para Android. Contiene el punto inicial de entrada de la app para Android. 
 ReskUme.iOS/Windows/WinPhone: Proyectos que contienen el código específico 
para iOS, Windows Phone 8.0 y Windows Phone 8.1 respectivamente. Se mencionan, 
pero no se han implementado en la app. 
5.1.3.1 Proyecto PLC 
En la figura 5.8  se muestra la estructura en árbol del proyecto PLC. 
App.cs es un archivo creado por defecto por Xamarin.Forms, y es el punto de inicio de la 
ejecución de la app. Las carpetas creadas para segmentar el código son: Services, que integra 
las funcionalidades implementadas usadas por la app, Resources contiene archivos de 
recursos dónde se guardan textos, DependecyService define las interfaces a implementar en 
el código específico en Android y Views es la carpeta donde se colocan las vistas de la UI. El 
resto de archivos son creados de forma automática durante la creación de la solución. Para 
entrar en más detalles consultar el anexo 0.1. 
  
Figura 5.8 Estructura en árbol del proyecto PLC 
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5.1.3.2 Proyecto Android 
En la figura 5.9 se muestra la estructura en árbol de los diferentes archivos y carpetas del 
proyecto específico para Android: 
  
Figura 5.9 Estructura en árbol del proyecto Android 
MainActivity.cs es el archivo de punto de entrada de la app cuando se inicia en Android. La 
carpeta DependencyService contiene las clases que implementan las interfaces definidas en el 
proyecto PLC, y la carpeta Resources contiene las imágenes y estilos usados en la app para 
Android. Si se quiere más detalle de las carpetas y archivos consultar el anexo 0.2. 
5.2 Análisis de Código 
En los siguientes apartados se analiza cómo se integran e interactúan la parte visual y la lógica 
de negocio. La lógica de negocio “es la parte de un sistema que se encarga de codificar las reglas 
de negocio del mundo real que determinan cómo la información puede ser creada, mostrada y 
cambiada” [13]. En los siguientes apartados se explica, en primera instancia, las librerías de 
terceros usadas en la app, en segunda como se forman las vistas, y, por último, como se integran 
dichas vistas con el código de la lógica de negocio. 
5.2.1 Librerías de terceros 
En el mundo de la programación se usan por lo general librerías creadas por terceros para facilitar 
el desarrollo de software. De modo que para desarrollar una función hay que mirar primero si hay 
alguna librería de terceros que cubra los criterios de dicha función. Se evita pues reescribir un 
código ya existente. En el gestor de paquetes de Visual Studio de Microsoft (Nuget), se han 
encontrado librerías útiles para el desarrollo de reskUme. Se enumeran a continuación: 
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 Xamarin-Forms-labs: Es una librería específica para Xamarin.Forms, que integra 
diferentes servicios que funcionan transversalmente en todas las plataformas 
disponibles para Xamarin.Forms. Es una capa abstracta a la API de Xamarin, que 
permite el acceso a diferentes servicios (acelerómetro, teléfono, etc…) de forma 
sencilla. 
 Xamarin-Plugin-Geolocator: Es una librería que da acceso a la geolocalización del 
teléfono. 
 Xamarin-Plugin-Permissions: Es una librería que da acceso a la a los permisos de la 
app. Sirve además para gestionar y solicitar estado de los diferentes permisos de 
acceso a los sensores del dispositivo. 
Es importante citar que cuando se crea un proyecto de Xamarin.Forms se añaden de forma 
automática las librerías base de Xamarin.Forms, que incluyen: Xamarin.Forms.Core, 
Xamarin.Forms.Platform, Xamarin.Forms.Xaml y una última librería específica de Android 
Xamarin.Forms.Platform.Android. 
Las librerías de terceros pueden además descargar y referenciar otras librerías que son 
necesarias para para el funcionamiento de su código. 
5.2.2 Vistas 
Las vistas en Xamarin.Forms se pueden crear de tres maneras. Con Archivos .xaml (eXtensible 
Application Markup Language), con código C#, o una combinación de ambas.  
Para entender cómo se construyen se hará un análisis de una de las vistas. Antes, pero, hay que 
ver qué tipos de controles nos ofrece la API de Xamarin.Forms. Todos los controles que se 
muestran a continuación se convierten en controles específicos de cada plataforma una vez la 
app se ha compilado. En los siguientes apartados, sólo se explican aquellos controles usados 
por reskUme. 
Páginas 
Las páginas son componentes que ocupan toda la pantalla y pueden sólo un componente 
hijo. Las páginas que se han usado en el desarrollo, mostradas en la figura 5.10, son las 
siguientes: 
 ContentPage: Es la página más básica donde gestiona únicamente una vista. 
 MasterDetailPage: Es una página que gestiona dos paneles de información, uno 
con un menú a la izquierda de la pantalla y otra vista de detalle principal. 
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 NavigationPage: Es un tipo de página que gestiona una pila de vistas una encima 
de otra. Cada vista apilada tiene un menú superior en el cual se va a poder ir 
para atrás. 
  
Figura 5.10 Páginas de Xamarin.Forms usadas para la UI 
Layouts 
Los layouts son un tipo de vistas que pueden contener otras vistas y que generalmente su 
usan para organizar los elementos dentro de las pantallas. Los layouts usados, mostrados 
en la figura 5.11, son los siguientes: 
 StackLayout: Es un tipo de vista donde todos los descendientes (hijos) se van a 
colocar apilados verticalmente uno seguido de los otros. 
 GridLayout: En este tipo de vista los elementos pueden organizarse según 
necesidad en posiciones en forma de tabla. 
  
Figura 5.11 Layouts de Xamarin.Forms usados para la UI 
Vistas (controles) 
Las vistas, tal como se refiere la documentación de Xamarin.Forms, son los controles con 
los que el usuario pueda interactúa. Estos pueden ser como botones, campos de texto, 
entre otros. Los controles usados en el desarrollo de reskUme, mostrados en la figura 5.12, 
se enumeran a continuación: 
Pág. 40  Memoria 
 
 Button: Un botón que responde cuando se presiona. 
 Editor: Un elemento que permite escribir varias líneas de texto. 
 Entry: Permite entrar texto en una sola línea. 
 Image: Control que muestra una imagen. 
 Label: Permite mostrar texto en modo solo lectura (sin edición). 
 Switch: Control que permite seleccionar opciones dicotómicas (p.ej. si o 
no). 
 TableView: un control que contiene diferentes tipos de celdas. 
 Picker: Control que permite seleccionar un elemento de una lista. 
 ImageButton: Es un control que provee la librería Xlabs. Hereda del 
control button y muestra una imagen junto con el texto del botón. 
  
Figura 5.12 Controles de Xamarin.Forms usados para la UI 
Celdas 
Son elementos específicos que conforman una TableView. Las celdas usadas en el 
desarrollo de reskUme son: EntryCell, SwitchCell y TextCell. Estas celdas heredan 
respectivamente de los controles Entry, Switch y text. 
En el siguiente apartado se describe un ejemplo de cómo ha diseñado y creado una de 
las vistas de la app. Para el resto de vistas se sigue un proceso similar. 
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5.2.2.1 Vista con XAML 
XAML es un lenguaje descriptivo (igual que el lenguaje HTML para web) que permite construir la 
UI a través de vistas. La figura 5.13 muestra la vista de la pantalla Preferencias (contenido en la 
carpeta Views del proyecto PLC) que se usará como ejemplo. Se explica su estructura y 
funcionamiento. 
  
Figura 5.13 Archivo .xaml de la vista de la pantalla de Preferencias 
En XAML se definen los controles de forma jerárquica. Cada uno de los controles puede ser 
definido de dos maneras. La primera, usando dos etiquetas, una de inicio y otra de cierre, como 
por ejemplo <ContentPage> y </ContentPage>. La segunda manera es usando una sola 
etiqueta, como por ejemplo <ContentPage/>. Los controles inician las etiquetas con el nombre 
del control que se va a usar. Seguido del nombre, se definen propiedades y características 
propias de este control, como, por ejemplo, el valor del título a mostrar (atributo Title) o la 
alineación vertical y horizontal (atributos VerticalOptions y HortizontalOptions), entre otros. 
En la figura 5.14 se señalan con flechas, sobre la pantalla de preferencias, cada uno de los 
controles usados en la definición de la vista XAML. 
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Figura 5.14 Controles usados en el archivo Preferences.xaml mostrados sobre la pantalla de Preferencias 
Como se ha comentado antes, las vistas pueden ser construidas con una combinación de 
archivos XAML y código C#. El nombre de la clase en C# asociada a una vista se fija con la 
propiedad x:Class del elemento padre de la vista. 
En el apartado siguiente se verá cómo crear objetos a través de la clase C# asociada, tomando 
como ejemplo la última TableSection definida (nº 3 de la figura 5.14) en el archivo XAML, la cual 
no define ningún elemento a través de XAML. 
5.2.2.2 Vista en C# 
La vista de preferencias asociada es la clase Preferences, contenida en el archivo 
Preferences.xaml.cs (.cs es la extensión de código fuente de un archivo en C#). El método de 
dicha clase se muestra en la figura 5.15, que añade los controles a la TableSection comentada 
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Figura 5.15 Implementación del método RefreshPageContacts de la clase Preferences 
El método RefreshPageContacts() obtiene los contactos guardados en las preferencias del 
sistema y los muestra en pantalla. Cada uno de los contactos se crean en un control TextCell y 
se añaden dentro de la TableSection (en la vista de la figura 5.13). Esto se aprecia entre las 
líneas 261 y 265 de la figura 5.15. 
Con este pequeño ejemplo se ha querido mostrar cómo se pueden modificar los componentes 
de la UI dinámicamente a través de código C#. 
5.2.3 Lógica de negocio 
En este apartado se verá toda la lógica de negocio de la app, explicando que hacen cada uno de 
los métodos de las clases que integran toda la solución de reskUme. 
5.2.3.1 Código PLC 
En el código compartido del proyecto, dentro de la carpeta DependencyService del proyecto PLC, 
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Interfaces para el servicio de dependencias 
IAccelerometer: Interfaz que define un único método llamado GetMaximumRange que devuelve el 
valor decimal del rango máximo que es capaz de detectar el acelerómetro instalado en el 
dispositivo móvil. 
IAppConfiguration: Interfaz que define los métodos GetConfiguration y SaveConfiguration que 
son, respectivamente, capaces de obtener o guardar el valor de una configuración del usuario 
guardada en la memoria del dispositivo. Para guardar el valor es necesario pasar el nombre de 
la configuración y un valor a guardar. Los dos métodos obligan que su llamada se defina el tipo 
de configuración (string, bool, etc…) que se va a guardar a través del parámetro abstracto T. 
IAudio: Interfaz que define los métodos llamados PlayAlarm, IsPlaying y StopPlaying. La 
función es, respectivamente, como sus nombres indican: reproducir una alarma a través de los 
altavoces del dispositivo, devolver un booleano (tipo de variable que guarda verdadero o falso) 
que define si está reproduciendo o no la alarma y el último sirve para parar la reproducción. 
IBaseUrl: Interfaz con un único método llamado Get, cuya función es devolver un string con la 
ruta de la memoria donde poder guardar archivos. 
IFileManager: Interfaz con un único método llamado WriteToFile, que permite escribir y guardar 
a un archivo de texto de la memoria del dispositivo. Como parámetros de entrada se pasan el 
nombre del archivo y el contenido a guardar. 
ILocalize: Interfaz para obtener y/o guardar el idioma de los textos de la app. Funciona a través 
de los métodos GetCurrentCultureInfo y SetCurrentDeviceCultureInfo. 
IPhoneService:  Interfaz que permite llamar a un número de teléfono específico, y que permite 
enviar un SMS. Las funciones llamar y enviar SMS se hacen, respectivamente usando los 
métodos MakeCall y SendSMS. Hay que pasar como parámetros el número de teléfono, y, 
además, en el caso de SendSMS, el mensaje a enviar. 
Clases y métodos de las vistas 
A continuación, se definen las clases asociadas a las vistas de la app. Solo se explica qué hace 
cada uno de los métodos definidos en las clases. Todas estas clases se pueden encontrar dentro 
de la carpeta Views del proyecto PLC, justo por debajo de sus respectivas vistas .xaml. 
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Crash: Clase asociada a la pantalla de detección de accidentes. Incluye los métodos 
StartCountDown, OnCancelButtonClicked y OnCallEmergenciesButtonClicked. El método 
StartCountDown sirve para la cuenta atrás visualizada en la pantalla cuando se detecta un 
accidente. En este instante se inicia también el sonido de alarma de la app. El método 
OnCancelButtonClicked es llamado cuando el botón de “Cancelar aviso” es pulsado. Este método 
para la cuenta atrás y devuelve la app a la pantalla Home. OnCallEmergenciesButtonClicked es 
el método lanzado cuando se pulsa sobre el botón rojo de llamada a emergencias. Este botón 
abre la pantalla de llamada característica de la plataforma, en nuestro caso para Android, con el 
número 112 escrito. Para llamar, el usuario solo tendrá que pulsar sobre “llamar”. 
Home: Clase asociada a la pantalla principal de la app. Incluye los métodos 
UpdateComponentsOnServiceStatusChange, StartLocationIconAnimation y OnButtonClicked.  El 
método UpdateComponentsOnServiceStatusChange hace los cambios visuales necesarios cuando 
el servicio de detección de accidentes cambia de estado, es decir, se para o se activa. Cambia 
los textos del botón existente, el texto del Label que muestra el estado del servicio y también la 
imagen de localización que parpadea en caso de estar activo. El método 
StartLocationIconAnimation inicia la animación de la imagen de localización que hay en la 
pantalla en caso que el servicio de detección este activo. El método OnButtonClicked inicia o 
para el servicio de detección de accidente cuando el botón es pulsado. El estado siguiente 
dependerá del estado actual del servicio. 
Legal: Esta clase solo tiene el constructor por defecto. En esta se escribirá el texto de condiciones 
de servicio y protección de datos que consiente el usuario al usar la app.  
MainMasterPage: Esta clase va asociada a la página padre de la jerarquía que gestiona la pantalla 
principal activa y el menú de la izquierda. Aparte del constructor por defecto contiene el método 
OnItemSelected, que es llamado cuando un elemento del menú es pulsado, y que activa el 
elemento seleccionado como pantalla principal  
MasterMenu: Esta clase va asociada al menú que gestiona la clase MainMasterPage. Además del 
constructor por defecto, tiene una propiedad llamada ListView en la que se guardan los 
elementos que conforman el menú, es decir, las opciones del menú que pueden ser pulsadas. 
Permissions: Esta es la clase de la pantalla de permisos. El método RequestAppPermissions pide 
al usuario los permisos necesarios para utilizar la app. El método onButtonRequestAppPermission 
es un método llamado cuando se pulsa el botón de la pantalla, y que fuerza la comprobación de 
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los permisos de la app. El método CheckPermissions comprueba si los permisos necesarios por 
la app están actualmente aceptados. 
Preferences: Es una clase asociada a la pantalla de preferencias. Incluye los métodos 
EditMyInfoData, AddContact, EditContact, AddOrUpdateContact, DeleteContact, 
RefreshPageContacts y OnAppearing. El método EditMyInfoData superpone dinámicamente a la 
vista principal una nueva NavigationPage, en la que el usuario podrá editar la información que 
se envíe en caso de accidente. AddContact y EditContact son los métodos que añaden 
dinámicamente una NavigationPage con la pantalla para añadir o editar un contacto. Los 
métodos AddOrUpdateContact y DeleteContact sirven para guardar/editar/eliminar en la memoria 
del teléfono los datos de un contacto. RefreshPageContacts permite actualizar los contactos que 
se muestran en la pantalla de preferencias en función de los contactos guardados en las 
preferencias de la app. Por último, OnAppearing es un método heredado de ContentPage, y que 
se sobrescribe para llamar al método RefreshPageContacts, que actualiza los contactos 
mostrados en pantalla cada vez que es mostrada la pantalla de preferencias. 
Clases y métodos de lógica de negocio 
Accelerometer: Clase que gestiona todo lo referente al acelerómetro. Incluye los métodos 
StartListening, StopListening, PropagateReading y GetMaximumRange. El método 
StartListening inicia la lectura de aceleración. Para detener la lectura del sensor se debe llamar 
al método StopListening. PropagateReading es un método que propaga el evento propio de la 
clase de Xlabs hacia las clases que estén más arriba de la jerarquía de Accelerometer. Por ultimo 
GetMaximumRange nos proporciona el valor del rango de lectura que es capaz de leer el 
acelerómetro instalado en el dispositivo. 
Constants: Clase para guardar estáticamente (se guarda en memoria y está disponible en 
cualquier lugar de la app) diferentes valores constantes de la app, como, por ejemplo, el nombre 
de configuraciones del usuario o los colores de los componentes que se añaden dinámicamente 
a través de código. 
Extensions: Clase estática que proporciona los siguientes métodos que son comunes en todas 
las capas de la app (vista, backend, etc…): WriteDataToFile, FromDictionaryToJson, 
FromJsonToDictionary y WaitAndExecute. El método WriteDataToFile guarda en la memoria del 
teléfono un texto sobre un archivo en concreto. FromDictionaryToJson convierte un objeto de 
tipo Diccionario a uno de tipo string que está en formato JSON (Javascript Object Notation). 
FromJsonToDictionary realiza la función inversa, convirtiendo una variable de tipo string a un 
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Diccionario. Un diccionario es un tipo de la librería de .NET que permite guardar una lista de 
claves-valores, dónde clave y valor pueden ser cualquiera de los tipos base (string, int, float, 
etc…). El último método WaitAndExecute, permite retrasar la llamada a una función pasados un 
número determinado de milisegundos. 
Geolocator: Clase para gestionar todo lo referente al sistema de geolocalización. Tiene definidos 
los métodos StartGeolocating y StopGeolocating que permiten iniciar o parar de escuchar los 
cambios de posición que proporciona la clase de la biblioteca de terceros llamada 
Plugin.Geolocator.CrossGeolocator. Incluye además los métodos IsAvailable y IsEnabled que 
permiten conocer si el servicio de geolocalización esa disponible y si está activado, 
respectivamente. 
Localize: Clase para gestionar las traducciones de los textos de la app. El método GetString 
devuelve una traducción si se pasa una clave en referencia a un recurso de la app (archivos 
.resx). 
Messenger: Clase para gestionar la mensajería en caso de accidente. Incluye los métodos 
NoticeCrashInfo, MakeEmergencyCall  y GetContacts. El método NoticeCrashInfo envía los SMS 
a los contactos definidos y/o llama seguidamente a la persona de contacto (siempre condicionado 
por las preferencias del usuario). MakeEmergencyCall muestra la pantalla de llamada del teléfono 
con el número de emergencia listo para llamar. GetContacts obtiene los contactos definidos por 
el usuario. 
AccidentDetector: Clase del servicio de detección de accidente. Incluye los métodos 
StartAccidentDetection, StopAccidentDetection, OnGeolocatorPositionChanged, 
OnGeolocatorPositionError, OnAccelerometerReadingAvailable, DetectCrash, DetectCrash, 
highPassFilter y AverageAcelerationBySpeeds. Los métodos StartAccidentDetection y 
StopAccidentDetection inician o paran el algoritmo de detección de accidentes. Los métodos 
OnGeolocatorPositionChanged, OnGeolocatorPositionError, OnAccelerometerReadingAvailable, 
guardan, respectivamente, la nueva posición del dispositivo, el error de posición, y la lectura 
actual del acelerómetro en un archivo de texto. Es preciso citar que, este archivo de texto no se 
generaría en el supuesto que la app se suba una app market. Éstos métodos llaman además al 
método DetectCrash, que analiza de datos para saber si se ha producido un accidente. El 
método highPassFilter realiza un filtrado de la fuerza g del valor real leído por el acelerómetro. 
Por último, AverageAcelerationBySpeeds devuelve la des/aceleración media pasadas como 
parámetros dos velocidades y dos instantes de tiempo. 
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App: Clase principal del proyecto PLC. Es decir, es la clase padre de todas las clases. Incluye los 
métodos OnStart, NotifyAccident, SetActivePage, OnFirstEntry, OnSleep, OnResume, 
OnCrashDetected, OnPermissionsChecked y GetContacts. El método OnStart es un método 
sobrescrito sobre la clase base de la cual hereda Xamarin.Forms.Application. Las acciones de 
esta clase se explican en detalle más adelante. NotifyAccident llama a los métodos involucrados 
en la notificación del accidente a los contactos predefinidos. SetActivePage activa las vistas 
definidas en la app. OnFirstEntry realiza una serie de comprobaciones cuando se inicia por 
primera vez la app. OnSleep y OnResume son métodos sobrescritos que, respectivamente, se 
activan cuando se pone en background (cuando se sale de la app, pero no se cierra, si no que 
queda en memoria) o se vuelve a activar la app cuando está en modo background. El método 
OnCrashDetected realizan las acciones oportunas en caso de detección de un accidente, y, por 
último, OnPermissionsChecked comprueba los permisos de la app. 
Recursos 
Los recursos son aquellos archivos, imágenes y textos que se usan para interactuar con el 
usuario. El proyecto PLC contiene los recursos contenidos en la carpeta Resources. Dicha 
carpeta contiene tres archivos de recursos (.resx), que se enumeran a continuación: 
 Errors: Listado para gestionar los textos de los mensajes de error en caso de que se 
produzcan. 
 Literals.resx/Literals.en.resx: Listado de los textos localizados (traducciones) de la 
app, en español e inglés respectivamente. 
Tal como se ha explicado en el apartado 5.1.2 el idioma de la app se define a través de las clases 
de cada plataforma que implementen la interfaz ILocalize. Por defecto, el sistema va a buscar 
el archivo con la extensión del idioma. Por ejemplo, Literals.es.resx para español o 
Literals.en.resx para inglés. Si no lo encuentra, en su defecto, va a buscar el archivo principal 
Literals.resx. Aunque los archivos de recursos y mensajes de errores están disponibles para este 
proyecto, no se ha realizado ni la implementación y gestión de errores ni las traducciones. Esto 
básicamente porque se pretende una app funcional. Sin embargo, si se quisiera incluir dicha 
funcionalidad haría falta solo transcribir los textos insertados dentro del código de la app hacia 
los recursos, y posteriormente gestionar los mensajes de errores. 
5.2.3.2 Métodos Android 
El código específico de Android es mínimo gracias al uso de Xamarin.Forms. De esta manera se 
consigue compartir un alto porcentaje del código, en el supuesto de lanzar la app en varias 
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plataformas a la vez.  Se muestran a continuación los métodos específicos implementados para 
Android. 
Vistas 
CustomSwitchCellRenderer: Sobrescribe la clase Xamarin.Forms.Platform.Android. 
SwitchCellRenderer que proporciona Xamarin para el control de SwitchCell, que usamos para 
modificar los textos que aparecen y el tamaño de los SwicthCell. 
Lógica de negocio 
En el proyecto Android solo se han definido las clases del servicio de dependencias tal como se 
ha explicado en el apartado 5.1.2. Estos métodos, explicados en el apartado 5.1.3, son 
Accelerometer, AppConfiguration, Audio, BaseUrl, IFileManager, Localize y PhoneService. 
MainActivity: Igual que la clase App para el proyecto PLC, esta es la clase padre de todas las 
clases. Es una clase generada por Xamarin.Forms. Incluye solo el método OnCreate que inicia 
todo el código específico de Android de Xamarin.Forms que será cargado antes de que la App 
del proyecto PLC se inicie. En este método hay que registrar también las interfaces del servicio 
de dependencias si fuere necesario. 
MainApplication: Esta es la clase principal de la app para Android. En ésta se puede escribir el 
código específico de la app en caso que sea necesario. Es una clase generada por 
Xamarin.Forms. 
XFormsApplicationDroid: Clase autogenerada propia de Xamarin.Forms.Platform.Android. 
5.2.4 Algoritmo de detección de accidentes 
El impacto y desaceleración en un accidente es multifactorial. Depende principalmente de la 
velocidad, del tiempo de reacción para frenar, del tipo de masas que involucran al accidente, de 
la deformación del vehículo, del tiempo total hasta quedarse quieto, de las condiciones 
meteorológicas, del tipo de choque (frontal, lateral, etc…), entre otros. Sin embargo, el parámetro 
esencial para estimar un accidente es la desaceleración máxima del impacto. 
Algunos estudios muestran que la aceleración en una colisión puede llegar a ser de hasta 60 g. 
En condiciones comunes para un accidente el umbral se reduce a los 15 g de aceleración 
máxima [14,15].  Por otro lado, los airbags instalados por los fabricantes de coches suelen definir 
un margen de umbral entre 5 y 13 g [16]. 
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Como se ha explicado en el apartado 4.3, las características de los acelerómetros integrados en 
los móviles pueden variar según el dispositivo. Las lecturas máximas de aceleración de dichos 
dispositivos suelen ser de -2 g/+2 g y en algunos casos pueden llegar a ser de -4/+4 g o -8/+8 g; 
siempre hablando de los valores en los componentes x, y y z de la aceleración del dispositivo. 
Por lo tanto, según la ecuación 1 el valor máximo total teórico para el rango -2/+2 g sería ~3,5 g, 
y ~6,9 g para el rango -4/+4 g. 
A continuación, se analiza en profundidad qué datos nos proporcionan los sensores y qué papel 
desempeñarán en el algoritmo de detección de accidentes.  
5.2.4.1 Datos Acelerómetro 
Tal como se ha explicado en el apartado 4.3, los datos del acelerómetro se obtienen con el 
atributo Sensor.TYPE_ACCELEROMETER, que define el tipo de sensor que se va a usar. El 
valor de la aceleración proporcionado por el sensor incluye el efecto de la fuerza de la gravedad, 
que afecta al sensor de manera constante. Dicho valor corresponde a la lectura real de 
aceleración del sensor. 
Cálculo aceleración lineal 
Para detectar un accidente hay que estimar la desaceleración lineal (sin efecto de la gravedad). 
Por esa razón, hay que reducir el efecto de la gravedad que afecta a los componentes de la 
lectura real. Para ello, la API de Google propone el uso de un filtro pasa bajo [17]. Con este filtro 
se estima qué aceleración del valor real pertenece a la gravedad, y posteriormente se resta del 
valor real para obtener una estimación del valor lineal. En la figura 5.16 se muestra el fragmento 
de código que implementa el filtro usado para los datos leídos del acelerómetro: 
  
Figura 5.16 Implementación del filtro pasa bajo para obtener la aceleración línea del dispositivo 
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En el fragmento de líneas 320-322 se estima el valor de la aceleración gravitacional para cada 
componente de aceleración del dispositivo según la ecuación 2. 
  
     1 (1 )componente componente real
componente
g t g t a t        (2)  
dónde gcomponente(t) es la aceleración gravitacional estimada para un componente en el instante t, 
α es un factor, gcomponente(t-1) es la aceleración gravitacional estimada para el mismo componente 
en la lectura anterior a t y areal componente(t) es la aceleración real para el mismo componente en el 
instante t. 
El factor α de la ecuación 2 determina el peso que representa la aceleración gravitacional 
estimada de la lectura anterior sobre la aceleración gravitacional actual. Este factor se calcula tal 





 (3)  
dónde α es el factor usado para el filtro, e implementado en la figura 5.16 con la variable 
alphaHighPass, dt es el periodo entre lecturas, que es aproximadamente de 1 ms (valor medio 
de lecturas proporcionado por la API) y T es la constante de tiempo que determina el valor a 
partir del cual filtraremos los datos. Si suponemos α igual a 0,95, el valor de T es igual s 0,05 ms. 
Esto significa que las señales superiores a T no se filtrarán.  
Una vez estimado el valor de la aceleración gravitacional sobre cada componente, se puede 
estimar el valor de la aceleración lineal según la ecuación 4 para cada componente de la 
aceleración. Se muestra su implementación entre las líneas 324 y 326 de la figura 5.16. 
      lineal real componente
componente componente
a t a t g t   (4)  
dónde alineal componente (t) es la aceleración lineal estimada de un componente en el instante t, areal 
componente (t) es la aceleración real de lectura del acelerómetro de un componente en el instante t 
y gcomponente (t) es la aceleración gravitacional estimada de un componente en el instante t. 
Validación filtro gravedad 
Se ha validado el funcionamiento del filtro pasa bajo diseñado colocando el dispositivo sobre una 
mesa, con la pantalla hacia arriba. De este modo no se ejerce ninguna fuerza sobre el eje z y se 
puede observar sólo el efecto de la gravedad. La prueba ha consistido en agitar el dispositivo 
Pág. 52  Memoria 
 
sobre el eje y, y al cabo de pocos segundos sobre el eje x. Durante la prueba se ha intentado 
mantener el dispositivo perpendicular sobre la mesa. 
En las figuras 5.17, 5.18 y 5.19 se muestran resultados experimentales del ensayo para 
componentes x, y y z de la aceleración real del sensor y de la aceleración lineal estimada para 
diferentes valores de α. La figura 5.20 muestra la aceleración total del dispositivo, es decir, la 
suma vectorial de los tres componentes de la aceleración. Las líneas de datos se han ordenado 
para facilitar la comparación visual de los datos.  
 
Figura 5.17 Aceleración de la componente x 
 
Figura 5.18 Aceleración de la componente y 
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Figura 5.19 Aceleración de la componente z 
 
Figura 5.20 Aceleración total del dispositivo 
En las figuras 5.17, 5.18, 5.19 y 5.20 se pueden ver dos tramos, uno correspondiente al intervalo 
donde se agita el dispositivo sobre el eje y, entre los segundos 4 y 12, y otro tramo cuando se 
agita el dispositivo sobre el eje x, entre los segundos 15 y 23. 
A priori, con la pantalla hacia arriba, la gravedad solo afecta a la componente z, por lo que su 
valor tendría que ser alrededor de 1 g. En la figura 5.17 se aprecia con claridad como el valor de 
la componente z durante los intervalos sin agitar el dispositivo está cercana a 1 g. En cambio, 
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aplicando el filtro se reduce el efecto de la gravedad a valores próximos a 0 g. Lo cual confirma 
la validez del filtro. Se observa también como el componente z tarda unos segundos en 
estabilizarse según el valor de α. Esto se debe a que cuantos más datos han pasado por el filtro 
más corrección produce sobre la aceleración real.  
En todas las figuras (5.17, 5.18, 5.19 y 5.20) se pueden observar que las amplitudes de las 
señales van disminuyendo a medida que aumenta α.  Esto se debe a que la constante de tiempo 
T disminuye inversamente proporcional a α. Conceptualmente, T representa el valor umbral a 
partir del cual las frecuencias superiores son omitidas. 
Con base en los resultados se ha definido una α de 0,8 para nuestro filtro, ya que reduce de 
manera correcta el efecto de la gravedad sin provocar una gran disminución de la amplitud de 
señal, y reduciendo con rapidez el efecto de la gravedad. 
Umbral de desaceleración 
El valor mínimo de desaceleración de disparo de algunos air-bags está fijado en unos -5 g [16]. 
Aunque los airbags usan un complejo algoritmo que usa datos de varios sensores integrados en 
el coche (presión de pisada de frenos, deformaciones, etc…), su umbral de desaceleración 
puede servir de referencia para definir el umbral de reskUme.  
Sin embargo, antes de decidir que umbral de desaceleración mínimo usar para el algoritmo de 
detección de accidentes hay que conocer las limitaciones de lectura del acelerómetro. Éstas 
vienen fijadas tanto por el hardware como por el software. La API nos proporciona el valor 
máximo de aceleración que se puede leer, que es igual, para nuestro dispositivo, a 39,24 m/s2 (-
4 g/+4 g). Hay que tener presente que cada dispositivo puede tener un valor máximo diferente, 
según las restricciones. 
Para comprobar el valor de lectura teórico, se ha propuesto el siguiente ensayo. Primero se ha 
agitado en el aire un dispositivo real durante 6 segundos y seguidamente se ha golpeado sobre 
una superficie blanda (brazo de un sofá) durante 14 segundos más. La figura 5.21 muestra el 
resultado de la suma vectorial de la aceleración para el ensayo. De 6 s a 12 s se muestra la 
primera parte del ensayo, y de 16 s a 30 s la segunda parte. 
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Figura 5.21 Datos experimentales de fuerza g total estimada (α=0,8) en agitar y golpear un dispositivo 
Se aprecia que durante el experimento el máximo valor de aceleración fue de 3,64 g, que es 
menor al valor proporcionado por la API. Este valor es suficiente para implementar el algoritmo 
de detección, aunque se aplicará un factor de corrección debido al máximo valor del experimento 
realizado. 
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 (5)  
dónde aumbral es el umbral de desaceleración en g y amáx es la aceleración teórica máxima del 
dispositivo proporcionada por la API en g. Como se puede apreciar, en caso que el valor máximo 
de lectura sea inferior o igual a 4 g se usará un factor de corrección de 0,5 g. 
Una vez determinado el umbral, es necesario modelar los datos del acelerómetro mediante una 
clase. 
Modelado de datos 
La clase GForceData modela y guarda los valores procesados del acelerómetro, mostrados en la 
figura 5.22. 
Dicha clase define qué propiedades tiene una sola lectura del acelerómetro. Estos datos son 
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Las propiedades de esta clase son: 
 RawValue: es un vector con los tres componentes del valor sin filtrar de la lectura del 
sensor en g. 
 Gravity: es el vector de gravedad estimado por el filtro en g. 
 Value: es el vector de componentes de aceleración lineal estimado por el filtro en g. 
 AvgValue: es la suma vectorial del vector Value, es decir, el valor de la aceleración 
media filtrada en g. 
 Timestamp: es el valor de tiempo de la lectura de tipo DateTimeOffset. 
 
Figura 5.22 Clase GForceData que modela los datos guardados en una lectura del acelerómetro 
5.2.4.2 Datos Geolocalización 
Tal como se ha explicado en los apartados 4.3 y 5.2.4.1, las limitaciones del acelerómetro obligan 
a usar otros sensores para detectar un accidente con mayor precisión. El GPS proporciona 
lecturas que combinadas con las del acelerómetro pueden ser de ayuda para el algoritmo. 
La API de geolocalización proporciona datos que son utiles para calcular diferenciales de 
velocidades y desaceleraciones. Dichos datos son velocidad, altitud, latitud, longitud, precisión 
de posición, precisión de altitud y hora de lectura. La API proporciona los valores de posición y 
velocidad aproximadamente cada 1 s. 
En los siguientes apartados se explica los umbrales definidos para los datos de lectura del GPS. 
Dichos umbrales son para la velocidad del accidente, la desaceleración y la precisión de la 
posición. 
Umbral de velocidad 
La diferencia entre la velocidad inicial y final del choque o diferencial de velocidad, es uno de los 
componentes que más influyen en las consecuencias para los ocupantes de un accidente. 
Diferentes estudios estadísticos ponen de manifiesto que las heridas o muertes producidas por 
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un accidente crecen de manera pronunciada a partir aproximadamente de los 30-35 km/h [18,19]. 
En base a estos valores de velocidad, y considerando que los accidentes a menores velocidades, 
donde puede haber heridos leves, no se consideran como emergencia real, se ha definido 35 
km/h como el umbral de velocidad inferior para la detección de accidentes. 
Umbral de desacelereación 
Teniendo un par de valores de lectura de la API del GPS consecutivos, se estima la aceleración 











 (6)  
dónde ad es la desaceleración del coche en m/s2, vf la velocidad final en m/s, vo la velocidad inicial 
en m/s, tf la velocidad final en s y tf la velocidad inicial en s. 
Así pues, el valor de desaceleración se puede obtener no solo con los datos del acelerómetro 
sino también con los datos del GPS. La lectura combinada de ambos sensores permite que el 
algoritmo de detección sea más robusto. 
Por lo tanto, y según la ecuación 6, en un movimiento de 1 s de duración (intervalo de lectura 
mínimo de la API del GPS) de 35 km/h hasta 0 km/h se sufriría una desaceleración de -1 g.  Así, 
definimos un umbral para la desaceleración calculada de -1 g para el GPS. 
Umbral de precisión 
Es preciso notar que es posible la perdida de cobertura GPS, por ejemplo, durante el recorrido a 
través de un túnel. Para cuantificar qué precisión tiene la posición proporcionada, la API 
suministra también un valor de precisión en metros.  
Este valor representa la probabilidad de encontrarse, en una confianza del 68%, dentro de un 
radio igual a dicho valor. Por ejemplo, dado una precisión de 15 m para una posición 
determinada, significa que hay un 68% de probabilidad que la posición real esté en un radio de 
15 metros alrededor de esa posición. Por lo tanto, cuanto más alto es el valor de la precisión, 
menor fiabilidad para la posición de lectura. 
Las figuras 5.23 y 5.24 muestran datos experimentales de velocidad y posición durante un 
trayecto por carretera con tramos que incluyen túneles. 
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Figura 5.23 Gráfico velocidad-Precisión posición durante un recorrido en coche a través de túneles4 
 
Figura 5.24 Gráfico aceleración calculada-Precisión posición durante un recorrido en coche a través de túneles 
Se puede observar con claridad en la figura 5.23 que la velocidad baja de forma abrupta hacia 0 
km/h en los tramos señalados en gris, que corresponden a recorridos dentro de túneles. Sin 
embargo, el valor de la precisión aumenta en todas esas franjas. Se puede observar además 
que el menor valor de precisión fue de 59 m durante un tramo con túneles, específicamente entre 
los instantes de 300 y 350 s. 
Por otro lado, en la figura 5.24 se puede observar cómo esos cambios bruscos de velocidad 
provocan, así mismo, cambios pronunciados de la aceleración (calculada usando la ecuación 6). 
Esto puede provocar un falso positivo de accidente, por lo que hay que marcar un umbral superior 
de precisión de posición. 
Con base a los resultados experimentales se ha definido 40 m como umbral de precisión. Este 
valor, claramente inferior a la lectura detectada, permite filtrar valores superiores no fiables. 

























































































Precisión Aceleración Recorrido en túnel
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Modelado de datos 
Los datos leídos por la API del GPS son modelados a través de la clase PositionData mostrada 
en la figura 5.25. Las propiedades de esta clase son: 
 
Figura 5.25 Clase PositionData que modela los datos guardados en una lectura de geolocalización 
 Accuracy: entero con el valor de precisión de la posición en metros. 
 Altitude: es la altitud en metros. 
 AltitudeAccuracy: es la precisión de la altitud en metros. 
 Heading: es el rumbo en grados. 
 Latitude-Longitude: son los valores de latitud y longitud en grados. 
 Speed: es la velocidad actual en m/s. 
 Timestamp: es el valor de tiempo de la lectura de tipo DateTimeOffset. 
5.2.4.3 Resumen de umbrales 
La siguiente lista resume los umbrales que se han establecido para la detección de un accidente: 
1. La velocidad del choque ha de ser superior 35 km/h 
2. La precisión de los valores de posición ha de ser menor que 40 m. 
3. El valor de desaceleración de una lectura del acelerómetro ha de ser menor a -4 g o 
el valor máximo permitido por el acelerómetro (menos 0,5 de corrección), en caso de 
que este sea mayor a -4 g. 
4. El valor de desaceleración calculado a partir de los datos del GPS ha de ser menor a 
-1 g. 
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5.2.4.4 Implementación 
La figura 5.26 muestra el diagrama de flujo del algoritmo propuesto parala  detección de 
accidente. El detalle de los eventos, clases y datos que intervienen en el proceso detección se 
pueden consultar el anexo B.  
El siguiente espacio se ha dejado intencionadamente en blanco para facilitar la visualización de 
la figura de continuación. 
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Figura 5.26 Diagrama de flujo del algoritmo de detección de accidentes 
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Para entender con claridad el funcionamiento del algoritmo mostrado en la figura 5.26 se decide 
explicar el comportamiento del algoritmo a través de un ejemplo. En este ejemplo se usan datos 
arbitrarios, que posteriormente han sido modificados para que se cumplan las condiciones para 
la detección de un accidente. Dichos datos se muestran en la figura 5.27. 
 
Figura 5.27 Ejemplo visual de detección de accidente  
La figura 5.27 se aprecian los bloques velocidad máxima y mínima velocidad que se han obtienen 
a través del algoritmo. Cabe resaltar, tal como explica el diagrama de flujos (figura 5.26), que 
sólo se analizan las velocidades entre la máxima y mínima local para encontrar la máxima 
desaceleración en el bloque que corresponda. Se poder ver que la máxima desaceleración va 
cambiando a lo largo del tiempo (línea de datos verde). Dicho valor cambia cuando se ha 
superado la máxima desaceleración. 
Así pues, pasado el 1er bloque, tenemos una desaceleración máxima de -0,25 g entre el máximo 
de velocidad señalado en el punto 1 y un mínimo en la lectura del punto 2. Posteriormente, 
pasado el 2o bloque se observa una desaceleración de -0,31 g entre la velocidad máxima del 
punto 3 y la mínima del punto 4. Se muestran también en la figura 5.27, en rojo, el umbral mínimo 
de velocidad y el umbral mínimo de desaceleración para poder considerar un accidente.  
Llegados al punto 5 se produce un cambio de velocidad de 53 km/h a 0 km/h (punto 6) durante 
1 s, produciendo una desaceleración de unos -1,5 g. Como la velocidad de inicio de la 
desaceleración (punto 5) es superior a 35 km/h y como la desaceleración es inferior al umbral -1 
g el algoritmo detecta un accidente, considerando que, a su vez, los datos del acelerómetro 
hayan superado su umbral de desaceleración alrededor de los 55 s (punto 6). 
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Una vez explicado el ejemplo del funcionamiento del algoritmo, se muestra, en la figura 5.28, la 
parte inicial del código del algoritmo de detección de accidentes. Para entender el contexto del 
código haría falta mostrar la integridad de clases, métodos y otros elementos que conforman la 
solución. Sin embargo, el código completo de los proyectos contiene más de 2000 líneas de 
código, por lo que, como muestra, se presentan solo unas líneas de código del método que 
contiene el algoritmo de detección de accidentes. 
 




private void DetectCrash(Type DataTypeChanged) 
{ 
            List<GForceData> Gforces; 
            bool accidentDetected = false; 
            var configuration = DependencyService.Get<IAppConfiguration>(); 
 
            if (DataTypeChanged == typeof(PositionData)) 
            { 
                PositionMaxLocalSpeed = null; 
                PositionMinLocalSpeed = null; 
                double AccuracyThreshold = 
configuration.GetConfiguration<double>(Configurations.AccuracyThreshold, 0); 
                PositionData olderPosition; 
                List<PositionData> filteredPositions = Positions.Where(p => p.Status == 
GeoPositionStatus.Ok && p.Accuracy <= AccuracyThreshold).ToList(); 
                int i = 0; 
                while (i + 1 < filteredPositions.Count) 
                { 
                    olderPosition = filteredPositions.Skip(i).FirstOrDefault(); 
                    IEnumerable<PositionData> withoutOlderElement = 
filteredPositions.Skip(i + 1); 
                    List<PositionData> lowerSpeeds = new List<PositionData>(); 
                    PositionData minimumNext = null, lastMinimum = olderPosition; 
                    foreach (PositionData data in withoutOlderElement) 
                    { 
                        i++; 
                        if (data.Speed > lastMinimum.Speed) 
                        { 
                            minimumNext = data; 
                            break; 
                        } 
                        lastMinimum = data; 
                        lowerSpeeds.Add(data); 
                    } 
                    if (lowerSpeeds.Count == 0) 
                    { 
                        if (minimumNext != null) PositionMaxLocalSpeed = minimumNext; 
                        continue; 
                    } 
 
Aquí continua el código…… 
                    lowerSpeeds.Insert(0, olderPosition); 
                    if (lowerSpeeds.Count > 1) 
                    { 
                        for (var c = 0; c < lowerSpeeds.Count; c++) 
                        { 
                            PositionData maximumPartial = 
lowerSpeeds.Skip(c).FirstOrDefault(); 
                            foreach (PositionData lower in lowerSpeeds.Skip(c + 1)) 
                            { 
                                double avg_gforce = 
AverageAcelerationBySpeeds(maximumPartial.Speed, maximumPartial.Timestamp.DateTime, 
lower.Speed, lower.Timestamp.DateTime); 
                                if (PositionGForceDeceleration ==null || avg_gforce < 
PositionGForceDeceleration.Value) 
                                { 
                                    PositionGForceDeceleration = avg_gforce; 
                                    PositionMaxLocalSpeed = maximumPartial; 
                                    PositionMinLocalSpeed = lower; 
                                } 
                            } 
                        } 
                    } 
                } 
            } 
 
            double GPSThreshold = 
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6 Validación experimental de la app 
Para validar reskUme se han realizado dos tipos de prueba para comprobar el correcto 
funcionamiento del algoritmo de detección de accidentes: 
1. Se ha emulado el comportamiento del algoritmo de detección de accidentes a partir de 
datos predefinidos. 
2. Se han modificado los umbrales de detección para que se detecte un accidente 
agitando un dispositivo real. 
3. Se han realizado varios ensayos para determinar el tiempo de envío del aviso a través 
de SMS. 
La prueba se ha hecho primero en un entorno virtual y después usando un dispositivo real. A 
continuación, se explican las herramientas utilizadas. 
Xamarin Android Player 
Xamarin Android Player es un dispositivo Android virtual. Dicho dispositivo virtual se puede 
configurar a través de unos perfiles configurados, que consisten en dos valores: modelo de 
mñovil y versión de la API de Android que usa el dispositivo. Permite además simular posiciones 
GPS, aunque no permite la simulación de datos del acelerómetro. Esta herramienta se ha usado 
solo para validar la usabilidad e interfaz gráfica del dispositivo, ya que sus limitaciones no 
permiten simular los sensores necesarios para la prueba del algoritmo. 
 
Figura 6.1 Xamarin Android Player  
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Dispositivo real usado  
Como dispositivo real se ha usado un smartphone HTC Desire X, que integra acelerómetro, GPS 
y servicio de telefonía (llamadas y SMS). Dicho dispositivo tenía la versión 4.4 KitKat (API 19) del 
OS de Android y contaba con el proveedor de telefonía Movistar. 
Cabe resaltar que las pruebas realizadas con el dispositivo son en unas condiciones puntuales 
(cobertura de la zona, longitud de SMS, número de muestras, etc), por lo que en otras situaciones 
se podrían obtener otros resultados. 
 
Figura 6.2 HTC Desire X  
6.1 Validación con datos predefinidos 
Se han generado previamente una serie de datos a través de Excel. Estos datos se han generado 
con las mismas propiedades de lectura del acelerómetro y GPS definidas en el apartado 5.2.4. 
Además, se han seleccionado a conciencia para que coincidan las condiciones necesarias para 
la detección de un accidente. 
Para la lectura de los datos se ha creado la clase InjectDataTest, dispuesta dentro de la carpeta 
Tests del proyecto PLC. Esta clase se implementa en el método OnStart en la clase principal 
App, en la que se sustituye temporalmente el código que realiza las funciones de inicialización 
de la app en condiciones normales. De esta manera, cuando se inicia la app, se ejecutan una 
serie de métodos de InjectDataTest, que, guardan en memoria dos listas, una con los datos 
generados para el GPS y otra para los del acelerómetro.  
Una vez generados y guardados los datos en memoria, a través de dos métodos en paralelo, se 
simulan lecturas, uno para los datos de GPS y otro para los datos del acelerómetro. De esta 
manera conseguimos simular un entorno real, donde los dos tipos de datos entran al ciclo de 
detección de accidentes de manera independiente y paralela. 
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La figura 6.3 muestra las curvas de velocidad y aceleración calculada con los datos GPS y los 
puntos donde se superan alguno de los umbrales. Por otro lado, la figura 6.4 muestra las curvas 
de velocidad GPS y la aceleración del acelerómetro y los puntos donde se superan los umbrales.  
 
Figura 6.3 Curvas de velocidad y aceleración calculada del GPS a partir de los datos ficticios inyectados al 
algoritmo de detección de accidentes  
Se aprecia con claridad que el algoritmo detectada el accidente cuando la velocidad cambia de 
53 km/h a 0 km/h, en el segundo 55 de la prueba. En ese momento la aceleración del GPS es 
de -1,5 g, que es superior al umbral de -1 g. Además, en ese momento, la aceleración del 
acelerómetro es de 3,59 g, que es superior a los 3,5 g (4 g menos 0,5 g de corrección) definidos 
como umbral. Se puede ver también que el algoritmo no ha detectado el accidente en el segundo 
28, ya que se supera el dato de velocidad máxima de inicio de desaceleración (36 km/h por 
encima del umbral de 35 km/h), pero no la desaceleración del GPS, ni la desaceleración del 
acelerómetro. 
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Figura 6.4 Curvas de velocidad del GPS y aceleración del acelerómetro con datos ficticios inyectados al 
algoritmo de detección de accidentes  
6.2 Validación en un dispositivo real 
Al no disponer de un entorno real, la validación de la app se ha hecho usando un dispositivo real 
caminando.  
Para poder comprobar el correcto funcionamiento de la app se han modificado los siguientes 
umbrales: 
 Umbral de velocidad mínima: Se ha bajado hasta 8km/h ya que la prueba se realiza a 
pie. 
 Umbral de desaceleración calculada con datos GPS: Se ha limitado a 0,2 g por que la 
desaceleración de 8 km/h a 0 km/h en un segundo es superior a este valor. 
 El umbral del acelerómetro se ha limitado a 2 g para facilitar sobrepasar dicho umbral al 
golpear el dispositivo. 
El algoritmo considera los datos del acelerómetro sólo en caso de una disminución de velocidad 
entre un par consecutivo de lecturas. Con base en lo anterior, la prueba ha consistido en correr 
con el dispositivo en mano, por encima de los 8km/h. Después se frena bruscamente para 
obtener una desaceleración con los datos del GPS. Durante la frenada, se realiza un golpe del 
móvil sobre el cuerpo, para simular la desaceleración detectada por el acelerómetro en un 
accidente. 
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La figura 6.5 muestra las curvas de velocidad y aceleración calculada GPS y los umbrales 
definidos para dichos valores para los resultados obtenidos. Por otro lado, la Figura 6.6 muestra 
la curva de velocidad del GPS junto a la curva de aceleración del acelerómetro. 
 
 
Figura 6.5 Curvas de velocidad y aceleración calculada de GPS de los resultados experimentales en un 
dispositivo real   
 
 
Figura 6.6 Curvas de velocidad y aceleración del acelerómetro de los resultados experimentales en un 
dispositivo real  
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En la figura 6.5 se aprecia cómo se superan los umbrales en dos momentos: primero, entre los 
segundos 3 y 5 (9 km/h de máxima velocidad y 0,26 g de desaceleración), y segundo, entre los 
segundos 10 y 12 (11,7 km/h de máxima velocidad y 0,32 g de desaceleración). Por otro lado, 
en la figura 6.6 se aprecia como las lecturas acaban en el segundo 12,25 ya que se ha detectado 
un accidente con una desaceleración de los datos del acelerómetro de 2,01 g. Las tablas Tabla 
6.1 y Tabla 6.2 muestran los dos rangos de tiempo donde se pone de manifiesto el 
funcionamiento del algoritmo: 
 
Tabla 6.1. Valores detectados y umbrales en el rango de 3 a 5 s de la prueba experimental 
 Tiempo (s) Valor Umbral Superado 
Desaceleración datos GPS 4,58 0,26 g 0,2 g Si 
Velocidad máxima en la desaceleración 3,58 9 km/h 8 km/h Si 





Tabla 6.2. Valores en la detección del accidente en el rango de 10 a 13 s de la prueba experimental 
 
Tiempo (s) Valor Umbral Superado 
Desaceleración datos GPS 11,53 0,32 g 0,2 g Si 
Velocidad máxima en la desaceleración 10,5 11,7 km/h 8 km/h Si 
Desaceleración acelerómetro máxima próxima 12,25 2,01 g 2 g Si 
 SI cumple 
todos los 
umbrales 
Como se puede observar a los 12,25 segundos se supera el último de los umbrales que propicia 
la detección del accidente. En cambio, en la tabla 6.1 se aprecia como al no superarse uno de 
los umbrales, no se considera el accidente. 
De aquí, una vez detectado el accidente, la app envía el SMS. La figura 6.7 muestra el mensaje 
enviado: 
 
Figura 6.7 Mensaje de aviso de accidente enviado en la prueba experimental   
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Se puede ver que el SMS incluye información relativa del accidente, del usuario, del vehículo 
usado y un enlace a un mapa de google con la posición del accidente.  
Tiempo de envío del SMS 
Es posible que durante el accidente el dispositivo pueda sufrir daños como consecuencia de 
golpes durante el choque. Esto depende principalmente del lugar donde el usuario disponga el 
dispositivo dentro del habitáculo del vehículo.  
La figura 6.8 muestra los tiempos desde la detección de un accidente hasta la recepción del 
SMS. 
 
Figura 6.8 Tiempos desde la detección del accidente hasta la recepción del SMS  
dónde td es el instante de tiempo donde se detecta el accidente, te es el instante de tiempo donde 
se envía el intento de SMS, tr es el instante de tiempo donde el dispositivo destino del SMS lo 
recibe, TE= te - td es el tiempo en ms que tarda en hacer un intento de envío de SMS, y TR= tr -te 
es el tiempo en ms que tarda en recibir el SMS el dispositivo destino. 
Se han realizado varias pruebas para comprobar experimentalmente los tiempos entre la 
detección del accidente y el envío y recepción del SMS.  
El tiempo TR depende de la red celular a través de la que se envía el SMS (cobertura, tiempos 
de envío y recepción de datos con la antena más cercana, etc…), por lo que no podríamos 
verificar que los tiempos fueran parecidos para todo tipo de condiciones. Por el otro lado, el 
dispositivo usado solo muestra hora y minuto de la recepción del SMS, por lo que no ha sido 
posible calcular TR, ya que es necesario saber el instante tr con segundos y/o milisegundos para 
calcular una diferencia. 
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Para calcular el tiempo TE para las pruebas realizadas, se guardan en la memoria del dispositivo 
las horas exactas de los instantes td y te. Se ha fijado también, en las preferencias de la app, el 
tiempo de retraso antes de enviar los SMS 0 s (aviso directo). De esta manera se obtendrán los 
resultados con menor tiempo de envío del SMS. Para realizar el envío de SMS fácilmente se han 
eliminado temporalmente los umbrales de los datos GPS. De esta manera basta con agitar el 
dispositivo para superar el umbral de desaceleración del acelerómetro, de esta manera se 
detecta un accidente y se lanza el aviso.  
La tabla 6.3 muestra los resultados que se han obtenido para la prueba: 
Tabla 6.3. Tiempos de envío durante pruebas experimentales 
Prueba td (min:s.ms) td (min:s.ms) TE (ms) 
1 18:12.253 18:13.894 1641 
2 18:58.941 18:59.458 517 
3 19:08.403 19:08.648 245 
4 19:16.653 19:17.669 1016 
5 19:40.553 19:40.932 379 
6 19:47.061 19:47.397 336 
7 19:58.364 19:58.670 306 
8 20:06.645 20:06.929 284 
9 20:15.015 20:15.881 866 
10 20:24.285 20:24.667 382 
 
597,2 
Como se puede apreciar la media de tiempo entre la detección y el envío del SMS, es decir, el 
tiempo de envío TE es aproximadamente 0,6 s. Por lo tanto, el requerimiento de enviar 1 SMS 
antes de 1 s que se ha definido durante el diseño de la app se valida con esta prueba. 
Cabe notar también que, aunque ha sido imposible calcular el tiempo de recepción del SMS, 
estos han llegado aproximadamente en menos de 2-3 segundos. 
Por otro lado, aunque el tiempo TE obtenido experimentalmente es satisfactorio, durante un 
accidente el dispositivo puede soportar fuerzas que lo deshabiliten antes de poder enviar el SMS, 
como, por ejemplo, al salirse la batería. Por este motivo, y en caso de lanzar la app al mercado, 
se tendría que recomendar al usuario de llevar el dispositivo en un sitio donde tenga menos 
posibilidades de destrucción, tales como un bolsillo del pantalón o un sistema de sujeción del 
móvil.  
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7 Planificación 
En este apartado se muestra la planificación del proyecto una vez finalizado el desarrollo del 
mismo. Previo al inicio del proyecto se han estimado las horas necesarias para realizar cada una 
de las tareas y así tener una línea temporal a la cual ceñirse.  
Durante su desarrollo se han ido modificando los valores según las horas reales trabajadas para 
cada tarea. Cabe resaltar también que las tareas que se muestran a continuación no han sido 
ejecutadas necesariamente de manera secuencial. Así, por ejemplo, la redacción de la memoria 
del proyecto se han hecho transversalmente. 
 
Tabla 7.1. Planificación previa del desarrollo del proyecto 
Nombre de tarea Duración Comienzo Fin Predecesoras 
PFC 285 días mié 01/06/16 mar 04/07/17  
   1. Introducción 9 días mié 01/06/16 lun 13/06/16  
      1.1 Objetivos y alcance 1 día mié 01/06/16 mié 01/06/16  
      1.2 Antecedentes 8 días jue 02/06/16 lun 13/06/16 1.1 
   2. Aspectos legales 3 días mar 14/06/16 jue 16/06/16 1 
   3. Diseño y Desarrollo 21 días mié 01/06/16 mié 29/06/16 1 
      3.1 Herramientas, tecnologías y 
requisitos  
6 días mié 01/06/16 mié 08/06/16  
      3.2 UI y flujo de datos 12 días mar 14/06/16 mié 29/06/16 3.1 
   4. Programación de la app 40 días jue 30/06/16 mié 24/08/16 3 
   5. Validación de la app 8 días jue 25/08/16 lun 05/09/16 4 
      5.1 Validación con datos                          
predefinidos 
4 días jue 25/08/16 mar 30/08/16  
      5.2 Validación en dispositivo real 4 días vie 16/09/16 mié 21/09/16 5.1 
   6. Planificación 2 días mié 01/06/16 jue 02/06/16  
   7. Costes del proyecto 2 días lun 05/09/16 mar 06/09/16  
   8. Impacto medioambiental y social 3 días mar 06/09/16 jue 08/09/16 5 
   9. Redacción Memoria 10 días vie 09/09/16 jue 22/09/16 8 
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8 Costes del proyecto 
Los costes del proyecto son generados en su totalidad por los recursos humanos y los 
dispositivos móviles usados para las pruebas de validación. Es importante citar que los costes 
de las herramientas para el desarrollo del proyecto son nulos, básicamente porque son 
herramientas de uso gratuito. En este capítulo se hace una estimación del coste total del 
desarrollo de la app.  
En los costes de recursos humanos, es necesario diferenciar entre el trabajo de análisis y 
diseño de un ingeniero, y las tareas de programación de un programador. En el caso de un 
programador, los precios varían en función de la experiencia, horas de trabajo a realizar y país 
de residencia del programador o del propietario de la app final. Por lo general, según algunas 
ofertas encontradas en portales de búsqueda de empleo, el precio/hora para programadores 
freelance (autónomos) en España con conocimientos en Xamarin se sitúa en un valor entre 
25 y 35€. Es un precio bastante alto, dado el nivel de especialización y novedad en relación a 
la API de Xamarin. Para estimar los costes del proyecto se ha considerado el valor medio, es 
decir, unos 30€/hora.  
Con respecto al salario neto de un ingeniero, según portales de búsqueda de empleo el precio 
puede rondar unos 25.000 y 30.000€ netos anuales. Para estimar los costes del ingeniero en 
el proyecto, se estima la media, es decir, unos 27.500€/anuales. Calcularemos el coste 
vinculado al ingeniero obteniendo proporcionalmente las horas trabajadas en el proyecto en 
relación a las horas laborables anuales. Se han estimado una 1856h laborables durante el 
año (232 días laborables en 2016 en territorio español, descontando 20 días de vacaciones). 
La tabla 8.1 muestra los costes totales asociados a los recursos humanos. 
Para todas tareas se han considerado jornadas de 4h de trabajo. 
 
Tabla 8.1. Costes de recursos humanos 
Perfil Nombre de tarea Coste 
Duración 
(horas) 
Ingeniero 1. Revisión bibliográfica            711 €  48 
Programador/Ingeniero 3. Diseño         1.260 €  84 
Programador 4. Programación de la app         4.800 €  160 
Programador 5. Validación experimental            960 €  32 
Ingeniero 9. Redacción memoria         1.008 €  68 
          8.739 €  
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Para calcular los costes de herramientas, se considera sólo la amortización aplicable durante el 
periodo de uso. La tabla 8.2 muestra el desglose de costes de herramientas. 
 
















Dispositivo móvil HTC 
Desire X 
     150 €  3 4 33,33      17€  
Ordenador portátil Acer 
AspireV 17 Nitro 
  1.200 €  6 4 16,67      67 €  
      84 €  
Así pues, los costes totales estimados para completar el prototipo de reskUme son: 
 
Tabla 8.3. Costes totales del proyecto 
 Coste 
Recursos humanos      8.739 € 
Herramientas           84 € 
Total proyecto 
reskUme 
     8.823 € 
El estudio de la recuperación de la inversión del coste del proyecto no entra dentro del alcance 
de este proyecto, tal como se ha comentado anteriormente. Sin embargo, y en el supuesto caso 
de lanzar un producto final comercial de reskUme, se barajan posibles ideas para la monetización 
del producto y recuperación de la inversión. Entre ellos están: lanzar la app con un único pago 
en el momento de la descarga, usar diferentes tipos de subscripción de pago (por ejemplo, 
menusales o anuales) para el uso de la app, añadir compras in-app (compras dentro de la app) 
para desbloquear funcionalidades nuevas, y por último, añadir anuncios en la pantalla con los 
que obtener ingresos. 
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9 Impacto medioambiental 
En un proyecto de software, como el que se trata, no supone ningún impacto directo sobre el 
medio. El único aspecto negativo que se podría suponer sería el uso del dispositivo móvil para 
el uso de la app, ya que para su funcionamiento consume energía, y esta habitualmente se 
provee a través de energía eléctrica, que en un gran porcentaje impacta negativamente sobre el 
medioambiente en el momento de su generación y distribución. 
Los únicos ámbitos en los que puede influenciar la app son el social y cultural. Para entender 
qué impacto social y cultural podría suponer se ha realizado una encuesta, que se muestra en el 
anexo C.1.  
Dicha encuesta, se ha hecho con una muestra de 109 individuos. Se ha realizado a través de 
dos medios: en formato físico (papel) y en un formulario online. Los resultados completos se 
pueden consultar en el anexo C.2. 
Los resultados de la encuesta muestran que alrededor de dos tercios de la muestra no conocen 
ni han oído hablar sobre ningún sistema de detección de accidentes para vehículos. En el caso 
de apps de detección y aviso ese porcentaje de personas que no saben ni conocen sube hasta 
al 78%. Por otro lado aproximadamente solo 1 de cada 10 personas conoce a alguien que tenga 
instalado un sistema de detección de accidentes. Esto pone de manifiesto que en la actualidad 
no se promueven suficientemente sistemas de detección y aviso de accidentes, 
En la figura 9.1 se muestran los valores medios del impacto de la app para diferentes ámbitos de 
un accidente (combinando los resultados de las figuras C.6 a C.11), donde los encuestados han 
valorado en una escala de 1 (muy negativo) a 5 (muy positivo).  Los resultados muestran también 
que una app puede ayudar positivamente en los siguientes temas: reducir el tiempo de actuación 
hasta el lugar del accidente, mejorar la atención médica de los heridos, afectaría positivamente 
a la actuación en todo tipo de carreteras, ayudaría a bajar la mortalidad de los accidentes y 
ayudaría a aumentar la sensación de seguridad del conductor del vehículo. Para todos esos 
temas, la valoración media fue de 4 sobre un máximo de 5. 
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Figura 9.1 Gráfico de valores medios del impacto de la app para diferentes ámbitos de un accidente, en una 
escala de 1 (muy negativo) a 5 (muy positivo)  
En relación a su uso, el 100% de los encuestados responden que instalarían un sistema de 
detección de accidentes, tanto físico, como a través de una app, aunque solo alrededor de la 
mitad de ellos compraría el sistema en caso que fuera de pago. En el supuesto caso de lanzar 
la app de manera gratuita, casi la totalidad de los encuestados la instalarían en sus dispositivos.  
Los comentarios de los encuestados también han sido positivos. En la gran mayoría, aprobaban 
el lanzamiento de la app, y algunos de ellos no dudaban en decir que sería muy útil en tema de 
seguridad vial. 
En base a los resultados de la encuesta, se puede constatar que la app impactaría positivamente 
a la sociedad, tanto al usuario final de la app, como a los recursos de las emergencias, ya que 
mejoraría, según los encuestados, los diferentes parámetros que hacen exitosa la actuación de 
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10 Conclusiones 
Se ha priorizado la funcionalidad de la app en detrimento de la interfaz visual. Con base en lo 
anterior se ha desarrollado la app en Xamarin.Forms, que ofrece multitud de facilidades para la 
creación de apps para varias plataformas compartiendo la mayor parte del código, y sin tener 
conocimientos previos de programación para cada una de ellas.  
Durante la implementación de la app, se han encontrado limitaciones técnicas en los dispositivos 
móviles. La más relevante fue que el acelerómetro no permite leer los valores máximos de 
desaceleración durante un accidente. Se ha comprobado que las limitaciones son inevitables, 
dado que estos sensores están diseñados para un uso específico. Estas limitaciones se han 
podido compensar combinando la información de varios sensores, específicamente combinando 
datos de GPS y del acelerómetro. 
En relación a la protección de datos y aspectos legales de las apps, se ha puesto de relevancia 
la multitud de normativas y reglamentos que hay que cumplir según el territorio y según el uso y 
el contenido de la información que gestione la app. Sin embargo, la aplicación de dichas 
normativas han de ser evaluadas y declaradas dentro de los términos y condiciones por un 
experto, en caso del lanzamiento de la app al mercado. 
Una vez desarrollada la app, se ha validado su funcionamiento. La validación ha permitido 
además detectar pequeños fallos no contemplados, que fueron subsanados modificando el 
código de la app. La validación ha puesto de manifiesto que se necesitan medios para realizar 
pruebas en un entorno más parecido al real, para así validar con profundidad la app.  
Las posibilidades y futuras mejoras de la app son amplias, por lo que su continuidad depende 
del interés de terceras personas u organizaciones, y su posible financiación. 
Se ha diseñado, desarrollado e implementado una app funcional para notificaciones de 
emergencia en caso de accidentes de tráfico. La app que resulta es una alternativa al parque 
automovilístico que en 2018 no cuente con el sistema eCall. 
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11 Trabajo futuro 
Una vez ejecutado el proyecto se obtiene un primer prototipo de la app para detectar accidentes. 
Las mejoras que pueden realizarse para un futuro son múltiples y variadas. 
Para empezar, se podría ajustar y revisar en profundidad el algoritmo de detección de accidentes 
realizando pruebas experimentales dentro de un laboratorio preparado para ello. En este 
laboratorio se podría desacelerar bruscamente un dispositivo sin llegar a destruirlo. De esta 
manera, se podrían afinar los umbrales fijados durante el desarrollo. Se podría además detectar 
posibles casos no contemplados dentro del algoritmo. 
En relación a nuevas funcionalidades y mejoras de código son posibles varias mejoras. Entre 
ellas, por ejemplo, estaría la posibilidad de controlar la velocidad del coche segundos después 
de detectar un valor anómalo o un cambio brusco de desaceleración, para así continuar con la 
ejecución del servicio de detección en caso volver a leer valores de velocidad normales. Se 
podrían fijar, también, una serie de rangos de desaceleración para determinar qué acción realizar 
en cada caso. Por ejemplo, en caso de leer una desaceleración dentro de un rango intermedio-
alto, avisar al usuario de la detección para que decida qué hacer. Por el contrario, en caso de 
detectar una desaceleración muy grande avisar automáticamente para reducir el tiempo de aviso, 
y así reducir la posibilidad que no se envíe información a causa de la posible destrucción del 
dispositivo.  
Otras características podrían ser la de segmentar la información médica en apartados prefijados 
(grupo sanguíneo, alergias, enfermedades, etc…). También se podría añadir la posibilidad de 
seleccionar el tipo de vehículo en el que se va a usar la app (bicicleta, motocicleta, etc…), 
cambiando así los diferentes umbrales según el vehículo. Incluso se podría mejorar al algoritmo 
para detectar automáticamente el vehículo que se está usando. 
En cuanto a mejoras técnicas, se podría usar un servidor web para gestionar la información de 
la app. De esta manera, el servidor, que alojaría el algoritmo, se encargaría realizar los cálculos 
necesario con los datos que envían los dispositivos, detectar un accidente y gestionar la 
actuación de emergencia. Esto comportaría el uso de recursos propios para realizar las acciones 
oportunas (llamar a emergencias, hablar con el usuario, etc…) en caso de detección de 
accidente. Por el otro lado, se podrían usar otros sensores para poder detectar accidentes con 
más precisión. Por ejemplo, se podría usar el micrófono del dispositivo para detectar un aumento 
de decibelios provocado por el impacto del accidente. 
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Una vez obtenida una versión estable y validada exhaustivamente, sería posible presentar la app 
a las emergencias de la zona para intentar crear algún tipo de comunicación directa con las 
emergencias, y así, avisar directamente con información relevante para una rápida y eficiente 
actuación. 
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 14 Anexos 
A Archivos y carpetas del código 
A.1 Proyecto PLC 
 Properties: Carpeta que contiene el archivo AssemblyInfo.cs que es un archivo de 
metadatos en la que se define información básica de la aplicación. Autogenerada. 
 References: Carpeta que contiene todos los ensamblados para que funcione la app. 
En ella están referenciadas las librerías básicas que añade automáticamente 
Xamarin.Forms y también las librerías de terceros que se enumeran en el siguiente 
apartado. Autogenerada. 
 DependencyService: Carpeta que contiene todas las definiciones de interfaces para 
que sean implementadas por las respectivas clases de cada plataforma. Contienes las 
interfaces IAccelerometer, IAppConfiguration, IAudio, IBaseUrl, IFileManager, 
ILocalize y IPhoneService, en sus respectivos archivos .cs. 
 Resources: Carpeta que contiene los archivos de recursos (.resx) en los que guardar 
los literales de los textos mostrados en la app y los mensajes de error de la app. 
 Services: Carpeta que contiene clases de la app creadas para gestionar algún tipo de 
servicio o funcionalidad. Contiene las clases Accelerometer, AccidentDetector, 
Constants, Extensions, Geolocator, Localize y Messenger. 
 Views: Carpeta que contiene todas las vistas .xaml de la app junto con sus archivos 
.cs de código asociado. 
 app.config: Archivo .xml que define configuraciones especiales para la app. 
Autogenerado. 
 App.cs: Archivo de código fuente que contiene la clase App, la clase principal y de 
entrada de la app. 
 packages.config: Archivo .xml que contiene los diferentes paquetes y librerías de 
terceros usados a través del gestor de paquetes del Visual Studio (Nuget) y sirve para 
mantener actualizados y versionados todas las librerías que usa la app. Autogenerado. 
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A.2 Proyecto Android 
 Properties: Carpeta que contiene el archivo AssemblyInfo.cs de metadatos, en la que 
se define información básica de la aplicación. También contiene el archivo 
AndroidManifest.xml, que contiene todos requerimientos para la app de Android, 
incluido el nombre, versión y todos los permisos necesarios para que la app pueda 
funcionar. Autogenerada. 
 References: Carpeta que contiene todos los ensamblados para que se pueda compilar 
y arrancar la app en Android. En ella están referenciadas las librerías básicas que 
añade de forma automática Xamarin.Forms y también otras las librerías de terceros. 
Autogenerada. 
 Components: Es un directorio de componentes en forma de un marketplace publico 
donde poder encontrar funcionalidades a integrar en la app, como por ejemplo acceder 
a la API de Facebook para iniciar sesión en la app. Autogenerada. 
 Assets: Carpeta que contiene todos los archivos necesarios para hacer funcionar la 
app, tales como fuentes, textos o archivos locales. Autogenerada. 
 Controls: Carpeta que contiene controles específicos para Android. Solo contiene el 
control especifico CustomSwitchCellRenderer.cs. 
 DependencyService: Carpeta que contiene todas las clases que implementan los 
métodos de las interfaces del proyecto PLC. Estas clases usan código específico para 
Android para definir el comportamiento de cada método. Contiene las clases 
Accelerometer, AppConfiguration, Audio, BaseUrl, FileManager, Localize y 
PhoneService en sus respectivos archivos .cs. 
 Resources: Carpeta que contiene todos los textos, imágenes y todas las 
características y estilos de los elementos visuales de la app para Android. Se pueden 
acceder a estos recursos a través de la clase Resources. Esta carpeta contiene las 
siguientes carpetas: drawable, que contiene todas las imágenes que se van a usar en 
la app, incluyendo el icono de la propia app; layout, que contiene Android designer files 
(.axml) que define la UI de cada pantalla de la app; values, que contiene archivos .xml 
simples que contiene valores sencillos como textos, colores o enteros; 
Resource.designer.cs, que contiene todas las referencias a los recursos definidos en 
esta carpeta. Autogenerada. 
 app.config: Archivo .xml que define configuraciones especiales para la app. 
Autogenerado. 
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 MainActivity.cs: Archivo que contiene la vista principal (concepto de Activity en código 
para Android) de la app. Autogenerado. 
 MainApplication.cs: Archivo que contiene la clase principal de la app para Android. 
Autogenerado. 
 packages.config: Archivo .xml que contiene los diferentes paquetes y librerías de 
terceros usados a través del gestor de paquetes del Visual Studio (Nuget) y sirve para 
mantener actualizados y versionados todas las librerías que usa la app. Autogenerado. 
 XFormApplicationDroid.cs: Clase generada automáticamente por Xamarin.Forms. 
Autogenerado. 
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B Diagrama de funcionamiento del sistema de detección de accidentes 
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C Encuesta de impacto social 





    
 
1. ¿Conoce usted o ha oído hablar de algún sistema para la detección y notificación 
automática de accidentes de un coche u otro vehículo? 
Sí, he oído Si, conozco No 
   
 
2. ¿Conoce usted alguna persona que tenga instalado algún sistema de detección y aviso 




3. ¿Conoce usted o ha oído hablar de alguna aplicación (app) que pueda ser instalada 
en un móvil u otro dispositivo para la detección y notificación automática de 
accidentes de un coche u otro vehículo?   
Sí, he oído Si, conozco No 
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Imagínese que ha instalado una app en su móvil que es capaz de detectar y notificar 
un accidente durante cualquier trayecto hecho con su vehículo. Imagínese que dicha 
app es capaz además de notificar de forma automática a los servicios de emergencias 
o a alguno de sus contactos los datos más relevantes sobre el accidente (lugar, 
velocidad, datos relevantes del usuario, por ejemplo, el tipo de sangre entre otros, 
etc…). Con base en lo anterior, valore en una escala del 1 al 5 las siguientes preguntas 
y frases relacionadas con dicha app, donde 1 es el valor más negativo y 5 es el valor 
más positivo.  
1 2 3 4 5 
4. Los primeros 60 minutos después de un accidente son claves para 
socorrer a los heridos ¿Cree que es relevante el tiempo que pasa 
desde el accidente hasta el momento que llegan los servicios de 
emergencias? 
     
5. La app podría enviar datos que previamente ha definido, tal como 
enfermedades, alergias, etc… ¿Cree que la disponibilidad de dicha 
información ayudaría al personal sanitario en la atención de las 
personas heridas en el accidente? 
     
6. ¿Cómo cree que influiría a la mortalidad en accidentes de tráfico? 
(positivo = ↓mortalidad)      
7. ¿Cómo cree que influiría en la actuación en accidentes de 
carreteras transitadas?      
8. ¿Cómo cree que influiría en la actuación de accidentes de 
carreteras poco transitadas?      
9. Si viajara con la app instalada y funcionando ¿Cómo cree que 
afectaría, a su sensación de seguridad al conducir?      
Para las siguientes preguntas: cuando se habla de un sistema de detección y aviso de 
accidente se refiere a aquellas tecnologías instaladas en un coche como componente adicional 
(extra), instalado por su mecánico o concesionario, mientras que cuando hablamos de una app 
móvil se refiere a la app mencionada en las preguntas 3-9. 
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 11.1 Si ha respondido si, ¿Cuánto estaría dispuesto a pagar como máximo?        € 
 




13. Si el sistema fuera desarrollado para una app móvil de pago, ¿La compraría? 
Si No 
  
       13.1. Si ha respondido si, ¿Cuánto estaría dispuesto a pagar como máximo?        € 
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C.2 Resultados  
 
Figura C.1 Sexo de la muestra de la encuesta 
 
Figura C.2 Edad de la muestra de la encuesta  
 


























No Sí, he oído Si, conozco
1. ¿Conoce usted o ha oído hablar de algún sistema
para la detección y notificación automática de
accidentes de un coche u otro vehículo?
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Figura C.4 Resultados de la pregunta 2  
 
Figura C.5 Resultados de la pregunta 3 
  










2. ¿Conoce usted alguna persona que tenga instalado











No Sí, he oído Si, conozco
3. ¿Conoce usted o ha oído hablar de alguna aplicación
(app) que pueda ser instalada en un móvil u otro
dispositivo para la detección y notificación automática de













2 3 4 5 (Muy
positivo)
4. Los primeros 60 minutos después de un accidente
son claves para socorrer a los heridos ¿Cree que es
relevante el tiempo que pasa desde el accidente hasta
el momento que llegan los servicios de emergencias?
Pág. 96  Memoria 
 
  
Figura C.7 Resultados de la pregunta 5 
  
Figura C.8 Resultados de la pregunta 6 
  












2 3 4 5 (Muy
positivo)
5. La app podría enviar datos que previamente ha
definido, tal como enfermedades, alergias, etc… ¿ Cree
que la disponibilidad de dicha información ayudaría al
personal sanitario en la atención de las personas












2 3 4 5 (Muy
positivo)
6. ¿Cómo cree que influiría a la mortalidad en













2 3 4 5 (Muy
positivo)
7. ¿Cómo cree que influiría en la actuación en
accidentes de carreteras transitadas?
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Figura C.10 Resultados de la pregunta 8 
  
Figura C.11 Resultados de la pregunta 9 
  













2 3 4 5 (Muy
positivo)
8. ¿Cómo cree que influiría en la actuación de













2 3 4 5 (Muy
positivo)
9. Si viajara con la app instalada y funcionando ¿Cómo











10. ¿Si pudiera, usaría algún tipo de sistema de
detección y aviso de accidente para su vehículo?
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Figura C.13 Resultados de la pregunta 11 
  
Figura C.14 Resultados de la pregunta 11.1 sobre los que han respondido ‘Si’ a la pregunta 11 
  









11.  ¿Pagaría por instalar un sistema de detección y 












11.1 ¿Cuánto estaría dispuesto a pagar como máximo











12. Si el sistema fuera desarrollado para una app móvil
gratuita, ¿La instalaría?
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Figura C.16 Resultados de la pregunta 13 
  










13. Si el sistema fuera desarrollado para una app móvil













13.1¿Cuánto estaría dispuesto a pagar como máximo
por una app de detección y aviso de accidentes, en €?
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