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Resumen
Con la Era del Internet y del uso masivo e imprescindible de los ordenadores en los  
negocios han aparecido nuevos problemas vinculados con la seguridad. Para aprovechar 
esta nueva tecnología que es el Internet, para robar los datos personales de los usuarios  
o para entrar en sistemas informáticos sin tener derecho, los piratas han desarrollado 
nuevas tecnologías como el Scam, el Spam y el Phishing entre otros.
Durante estos últimos años, también se ha visto la aparición de técnicas para luchar frente 
a las amenazas previamente citadas. La seguridad informática es un dominio con una 
expansión muy importante.
Para los usuarios particulares, el hecho de que alguien le roben sus datos puede 
ser preocupante, pero en el caso de una empresa, puede devenir en problemas realmente 
criticos. Si unos datos confidenciales son revelados, es la credibilidad de la empresa la 
que puede encontrarse en peligro. Por ejemplo, si la lista de los clientes de una empresa  
es descubierta por una persona externa o si las informaciones referentes a las ventas son 
divulgadas  al  publico  o  a  un  competidor,  las  consecuencias  pueden  ser  muy  graves 
incluyendo demandas legales, perdida de clientes, perdida de competitividad.
Uno de los aspectos básicos de la seguridad es la autenticación de los usuarios. Muchas 
herramientas de administración estan disponible en Internet para permitir a las personas 
acceder a las aplicaciones de diferentes maneras siguiendo las políticas de la empresa. El 
sistema de autenticación se convierte entonces en un punto critico de sus desarrollos. Por 
eso se  debe definir  de  manera  especifica  los  derechos de acceso de los  usuarios  y 
asegurarse de prohibir el acceso a las personas no autentificadas.
Desde  hace  mucho  tiempo,  existen  varios  métodos  de  autenticacion,  pero  nuevas 
soluciones han también aparecido desde hace poco, pensadas y desarrolladas para el 
uso de Internet, desde cualquier dispositivo y desde cualquier localidad.
El objetivo de este Proyecto de Fin de Carrera es de resolver los problemas de 
autenticación de los usuarios a una aplicación web dentro de una empresa. Contempla la 
selección  del  método  de  autenticación,  y  su  puesta  en  producción  como  nueva 
herramienta utilizable por los empleados de la empresa.
Overview
With  the  Internet  Era  and  the  massive  use  of  computers,  we  have  seen  the 
apparition of new security issues. To take advantage of this new technology, the Internet, 
to steal the user's personal data or to get into systems without the right to do so, some 
pirates have developed new attacks like the well-known Spam, Scam or Phishing among 
others.
But during the last years, we have also discover new techniques to counter the threats 
previously named. Security in the computer science field is growing each day.
For  private  individuals,  the  fact  that  someone  steal  your  personal  data  on  the 
Internet can be embarrassing, but in the case of a company, it can be really critical. If  
some confidential  data leak,  it  is  the health  of  the company which is in  jeopardy.  For 
example, if the list of all the clients of a company is discovered by somebody, or if all the  
information about the sales is disclosed, the consequences can be disastrous. 
One aspect of this security is the users authentication. Lots of administration tools are 
reachable by the Internet to allow people to access them from different devices following 
the company politics. The authentication become at that time one very critic aspect of their  
development. The access rights of the users must be defined very specifically and it must 
be assured that unauthenticated people can't access the restricted areas. 
For  a long time,  lots  of  methods for  authentication exist,  but new solutions have also  
appeared to be more efficient with the Internet development and its use from different 
devices and different places.
The purpose of this Final Year Project is to resolve the problem of authentication to  
a  web  application  in  a  company.  The  choice  of  the  authentication  system  and  its 
implementation in the tool developed for the company will be explained.
Résumé
Avec l'ère de Internet et  de l'usage massif  et indispensable des ordinateurs ont 
apparu  des  nouveaux  problèmes  liés  à  la  sécurité.  Pour  profiter  de  cette  nouvelle  
technologie qu'est Internet, pour voler les données des utilisateurs où encore pour entrer  
dans  des  systèmes  sans  en  avoir  le  droit,  les  pirates  ont  développés  de  nouvelles 
technologies aujourd'hui nommées Spam, Scam ou Phishing entre autre.
Au cours  de ces dernières  années ont  aussi  apparu  des techniques pour  contrer  les 
menaces  citées  précédemment.  La  sécurité  informatique  est  un  domaine  en  pleine 
expansion.
Pour  les utilisateurs particuliers,  le  fait  de se faire  voler  ses données peut  être 
embarrassant, mais dans le cas d'une entreprise cela peut réellement être critique. Si des 
données confidentielles sont dévoilées, c'est la santé même de l'entreprise qui peut être 
attaquée.  Par  exemple  si  la  liste  des clients  d'une entreprise  est  découverte  par  une 
personne ou si toutes les informations au sujet des ventes est divulguée au grand public 
ou à un concurrent, les conséquences peuvent être très lourdes, allant jusque la perte de 
clients et la perte de compétitivité.
L'un  des aspects  de cette  sécurité  est  l'authentification  des utilisateurs.  De nombreux 
outils  d'administration  sont  disponibles  par  Internet  pour  permettre  d'y  accéder  de 
différentes manières, et le système d'authentification est alors un point critique de leur  
développement. Il se doit de définir de manière spécifique les différents droits d'accès des 
utilisateurs et de s'assurer d' empêcher l'accès aux zones sécurisées aux personnes non 
authentifiées.
Depuis longtemps il existe de nombreuses méthodes d'authentification, mais de nouvelles 
solutions sont également disponibles depuis peu, développées pour répondre à l'utilisation 
moderne d'Internet, depuis quelconque dispositif et depuis n'importe où.
L'objectif de ce Projet de Fin d'Études est de montrer la résolution des problèmes 
d'authentification à une application web au sein d'une entreprise. La démarche de choix 
d'un système d'authentification et la  mise en production de la méthode choisie seront  
expliquées.

Introducción
Este  proyecto  de  Fin  de  Carrera  se  ha  desarrollado  en  la  empresa  English 
Worldwide, que engloba las empresas ABA English y HomeTeacher. Estas empresas se 
dedican a ofrecer clases de ingles en Internet  a  alumnos de diferentes países,  están 
basadas en Travessera de les Corts, 55, Barcelona. Este proyecto ha podido desarrollarse 
gracias a la tutoría de Leonidas Williams director del equipo de Information Technology.
El  trabajo  consistía  a  incorporarse  durante  seis  meses  en  el  equipo  de  IT 
(Information  Technology)  para  ayudar  en  el  desarrollo  informático  de  la  empresa. 
Concretamente,  en  la  resolución  de  problemas dentro  del  sistema de  información,  el 
desarrollo del sitio web, y el desarrollo de aplicaciones y funcionalidades para el uso de 
los empleados de English Worldwide.
Esta  memoria  muestra  el  trabajo  realizado  para  implementar  una  solución  de 
seguridad en la aplicación de seguimiento de ventas de Home Teacher. La memoria tiene 
la siguiente estructura general. En primer lugar se presenta la aplicación, sus funciones y 
entorno tecnológico. Luego se presenta el problema de la autenticación y los requisitos de 
la aplicación.  Seguido se plantean y evalúan las diferentes alternativas posibles,  para 
acabar con la elección de una solución y la presentación de su desarrollo.
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 1.  La aplicación de seguimiento de ventas
En  este  capitulo  se  describe  la  aplicación  desarrollada  y  la  estructura  de  la 
plataforma de la empresa. Se definen los requisitos que debe cumplir el proyecto y el 
proceso general de su desarrollo.
 1.1.  Aplicación de seguimiento de ventas
La aplicación de seguimiento de ventas tiene dos objetivos: hacer un seguimiento 
de las ventas y crear las cuentas de los nuevos alumnos para que estos puedan acceder  
a la plataforma de e-learning. Los usuarios de la herramienta son los vendedores y los 
asesores de los clientes. 
 1.2.  Plataforma tecnológica
Como  se  muestra  en  la  figura  1,  la  aplicación  de  seguimiento  de  ventas  se 
incorpora en la estructura ya existente de la empresa. La plataforma de e-learning es el 
sitio web al cual los alumnos acceden para poder estudiar, esta desarrollada gracias al 
sistema de gestión de contenidos Joomla y a la herramienta Moodle. La aplicación de 
seguimiento de ventas por su parte permite a un empleado crear nuevos alumnos en la 
plataforma de e-learning.
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Figura 1: Integración de la aplicación dentro de la empresa
En  la  empresa  donde  se  ha  desarrollado  este  proyecto,  la  gestión  de  los 
empleados se hace gracias a Google Apps, es una aplicación web distribuida por Google 
que proporciona varios servicios web. Un dominio puede registrarse para obtener una 
cuenta de Google Apps y poder utilizar las tecnologías proporcionadas, tales como la 
gestión  de  direcciones  de  correos  electrónicos,  la  gestión  de  calendarios  y  el  uso 
compartido de documentos. El administrador de una cuenta Google Apps puede gestionar 
de manera sencilla los empleados de una empresa, creando, modificando o suprimiendo 
usuarios.
Existen  varias  versiones  de  este  servicio.  La  versión  gratis  se  llama  Standard 
Edition. Con esta versión, la empresa puede crear un numero limitado de usuarios y tiene 
menos posibilidades que las otras versiones.  Por ejemplo,  el  protocolo OAuth que se 
describe posteriormente en esta memoria no se puede utilizar con una cuenta Standard. 
Otra versión disponible para las empresas es la cuenta Premier Edition. Con este tipo de 
cuenta, la empresa tiene acceso a todas las posibilidades ofertas por Google Apps por un 
precio de 40$ por usuario por año.
La empresa en la cual se ha desarrollado este proyecto utiliza una cuenta Standard 
para gestionar todos los empleados y proporcionarles una dirección de correo electrónico. 
Este servicio es parte integral de la estructura de la empresa y tiene la lista actualizada de  
todos los empleados.
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 1.3.  Seguimiento de ventas
La  figura  2  muestra  las  diferentes  entidades que componen  el  seguimiento  de 
ventas y que definen el dominio del problema.
Un  alumno es  una  persona  que  tiene  acceso  a  algunos  cursos  dentro  de  la 
plataforma de e-learning.
Un  empleado,  que se  llama también  usuario,  es  la  persona que accede a  la 
herramienta  para  registrar  las  ventas,  para  dar  acceso  a  los  alumnos,  para  ver  las 
estadísticas de venta.
Un producto esta compuesto de varios  cursos. Por ejemplo, un producto puede 
ser un conjunto de los cursos de nivel 1 a nivel 3.
Una persona es un conjunto de datos personales como un nombre, unos apellidos 
- 14 -
Figura 2: Dominio del problema
y un numero de teléfono entre otros.
Un  cliente es una  persona quien compra un  producto. Cada venta implica la 
creación de un cliente diferente. Se le asigna un asesor para hacer el seguimiento de sus 
estudios y se le asigna también una matricula. Si una persona compra varios productos, 
esta considerada como clientes diferentes pero se utiliza el mismo registro de persona.
La  matricula relacionada con el  cliente permite definir los  alumnos que pueden 
acceder a los cursos. Con una matricula, pueden estudiar entre uno y tres alumnos.
 1.4.  El pliego de requisitos de la aplicación
La  herramienta  debe  cumplir  unas  funciones  para  responder  a  las 
necesidades de la empresa. Estas funciones son por una parte el seguimiento de ventas y 
de otra parte la gestión de los clientes y alumnos.
Dentro  de  estas  dos  gran  funciones  aparecen  diferentes  tareas  que  debe  cumplir  la  
herramienta.
 1.4.1.  Seguimiento de las ventas
Se debe poder registrar las nuevas ventas en las bases de datos y también ver 
estadísticas sobre estas ventas.
El guión de uso de la herramienta en el caso de creación de venta es el siguiente:
• El empleado que quiere registrar una venta se conecta a la pagina de inicio de 
manera segura permitiendo su autenticación.
• Quiere registrar en la aplicación una nueva venta.
• Rellena un formulario con los diferentes datos de la venta. Unos de estos datos son 
los  datos  personales  del  cliente  (nombre,  apellidos,  numero  de  teléfono),  la 
contraseña con la cual va a acceder a la plataforma de e-learning, el producto que 
ha comprado y la fecha del contrato.
• Valida los datos.
• Un mensaje aparece iniciándole si el proceso se ha ejecutado con éxito.
En el caso de que el empleado quiera ver las estadísticas de ventas, el guión es este:
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• El empleado se conecta a la pagina de inicio de la herramienta.
• Elige en la herramienta la parte dedicada a las estadísticas.
• Elige  un  filtro  para  seleccionar  las  ventas  que  les  interesa.  Este  filtro  puede 
seleccionar  los  clientes  que han comprado entre  unas fechas definidas,  puede 
buscar clientes por sus datos personales o puede también separar las ventas por  
productos.
• Valida los diferentes filtros.
• Los resultados aparecen en pantalla, con el numero de ventas, el dinero ganado 
con estas ventas y el detalle de todas las ventas siendo seleccionadas con el filtro  
definido.
 1.4.2.  La gestión de los alumnos
La  herramienta  debe  también permitir  gestionar  los  alumnos  una vez han  sido 
dados de alta. Para que los empleados puedan efectuar las tareas básicas o solucionar 
los  problemas  recurrentes  sin  necesitar  el  ayudad  del  equipo  de  IT,  las  siguientes 
funciones deben ser desarrolladas.
• Dar un alumno de baja
Si el cobro falla, o cuando el contrato caduca, el alumno no debe poder acceder 
más a la plataforma de e-learning.
• Cambiar el email de un alumno
El email del alumno sirve para recibir correos y es también el login con el cual 
se conecta a la plataforma. Puede ser que un alumno sea dado de alta con un 
correo electrónico erróneo. Entonces no recibe los correos que se le envían y 
por tanto es necesario poder cambiarlo de manera sencilla.
• Consultar y cambiar la contraseña de acceso de un alumno
Para conectarse a la plataforma, el alumno, además de su login, necesita una 
contraseña. Como en el caso del email se debe poder cambiar, pero además 
aquí se debe tener la posibilidad de ver la contraseña en caso de que el alumno 
la ha olvidado.
 
 1.5.  Interfaz de usuario
El  uso  de  una  nueva  herramienta  llega  muchas  veces  a  un  cambio  de  las 
costumbres de los empleados que deben entonces pasar por una fase de formación. En 
una empresa, esta fase de formación debe de ser la mas sencilla y corta posible para no  
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perder tiempo en la transición entre las herramientas y entonces no perder productividad. 
Con  una  interfaz  de  usuario  bien  diseñada,  los  empleados  pueden  entender  muy 
rápidamente la manera de funcionamiento de la herramienta y trabajar con ella en poco 
tiempo.
El diseño ha sido realizado con las tecnologías HTML y CSS definidas por el W3C 
(World Wide Web Consortium [4]), son las tecnologías estandartes del web y todos los 
navegadores gráficos permiten su utilización. Así la herramienta se puede acceder desde 
cualquier navegador, el usuario puede utilizar el que suele utilizar en su uso diario.
La aplicación web se define tal que una vez autentificado, el empleado debe ver la 
pagina principal de la herramienta con unos vínculos hacía las diferentes paginas. Cada 
pagina permitiendo tratar de un aspecto particular de todos objetivos del proyecto.
La pagina principal, también llamada índice, una vez diseñada es como en la figura 
3. La herramienta muestra por pantalla la lista de todas las acciones (Generar una nueva 
Venta, Anular una venta …) y también despliega arriba a la derecha el identificador del  
usuario con el cual se acaba  de autentificar. La manera de recuperar este identificador se  
describe en la parte de la memoria tratando de la autentificación de los empleados.
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Figura 3: Indice de la herramienta
Al  hacer  clic  en  el  primer  vínculo  “Activar  Alumno o  Generar  Nueva Venta”,  el 
usuario se ve redirigido a la pagina mostrada en la figura 4. Es una pagina compuesta de 
un formulario que se debe rellenar. Los campos pedidos en los objetivos están todos aquí. 
Cuando  el  empleado  hace  clic  en  “Validar  los  datos”,  el  programa  verifica  que  son 
correctos y notifica el usuario del éxito o del fallo de la creación de cuenta.
Un código PHP se encarga entonces de hacer los cambios en las bases de datos 
para permitir el acceso a la plataforma de e-learning al nuevo alumno.
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Figura 4: Pagina de registro de las nuevas ventas
Para  la  gestión  de  los  usuarios,  el  diseño  es  muy  parecido  para  guardar  una 
homogeneidad y una coherencia dentro de la herramienta.
La figura 5 es la pantalla que aparece cuando el empleado quiere dar de baja a un 
cliente.  La  pagina  es  mas  sencilla  que  la  precedente  pero  tiene  un  diseño  general 
parecido.
 1.6.  Herramientas de desarrollo
Los instrumentos que han servido al desarrollo de la aplicación son los fijados por 
el pliego de requisitos, y otros elegidos para mejorar la facilidad de uso de la herramienta.
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Figura 5: Pagina para dar de baja un cliente
• Apache [1]
Es el servidor HTTP, el programa que se dedica a responder al usuario que 
quiere acceder a una pagina a través de su navegador. Es el servidor el más 
popular, es estable, fácil de administrar y opensource.
• PHP [2]
Es un lenguaje de programación. En le caso de este proyecto, se ejecuta del 
lado del servidor por cada petición de pagina PHP. Permite crear paginas web 
dinámicas y también tratar los datos proporcionados en los formularios. Es el 
lenguaje el más utilizado en Internet, es sencillo, flexible, opensource y existen 
muchas librerías para expender sus posibilidades.
• MySQL [3]
Es un sistema de gestión  de base de datos.  Toda la  información sobre  las 
ventas y los clientes se encuentra en tablas de MySQL. Los sistemas de gestión 
de base de datos están diseñados para proceder los datos de manera muy 
rápida. Es un sistema popular, opensource, bien desempeño y que consume 
pocos recursos.
• Javascript
Es un lenguaje utilizado por el navegador Internet. Permite ejecutar código del 
lado del usuario y no del servidor. Con Javascript, se puede ayudar el empleado 
a utilizar la herramienta rellenando automáticamente campos de formularios o 
pintando texto de manera dinámica.
• Jquery
Es una librería de Javascript, código de Javascript que define funciones para 
permitir  el  uso rápido  y  sencillo  de  funciones avanzadas de Javascript.  Por 
ejemplo, permite fácilmente hacer aparecer / desaparecer partes de una pagina.
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 2.  Problemas de autenticación, autorización y contabilización
 2.1.  Definición
Las tres funciones principales de la seguridad son definidas por sus siglo en inglés 
como  AAA,  Authentication,  Autorization  and  Accounting  (Autenticación,  Autorización  y 
Contabilización).  El  Internet  Engineering  Task Force (IETF)  define  estas  funciones en 
varios documentos descritos en su web [5].
La autenticación o autentificación es el proceso de verificación de la identidad de 
una persona. La autenticación permite asegurar que un usuario es quien dice ser. Para 
autentificarse, una persona debe dar una prueba de su identidad. Por eso, debe proveer 
al sistema de autenticación algo que solamente ella puede proveer. Esta prueba puede 
ser:
• Algo que sabe: contraseña, código
• Algo que hace: firma
• Algo que tiene: tarjeta, llave
• Algo que es: huella digital
En el  caso de autenticación a una aplicación web, que puede realizarse desde 
cualquier dispositivo incluyendo dispositivos móviles, las diferentes pruebas se pueden 
usar con mas o menos facilidades. La manera la mas sencilla es preguntar a la persona 
algo que ella debe saber. En este caso, puede responder con el teclado y no es necesario 
utilizar otros aparatos como en el caso de las tomas de huellas. Es la manera que se  
utiliza en este proyecto, se pregunta al  usuario su identificador y una contraseña que 
solamente el sabe y permite autentificarle.
 
El  Single Sign-On (SSO) es el  hecho de identificarse una sola vez para poder 
acceder a todos los sitios web que utilizan la misma solución de autenticación. Con este 
sistema,  desaparece  la  necesidad  de  acordarse  de  varios  datos  de  acceso  y  de 
autentificarse nuevamente en cada sitio web.
La  autorización es  el  hecho  de  dejar  una  entidad  tener  acceso  o  no  a  una 
funcionalidad o un servicio. En el caso de una persona, se basa en la identidad de una 
persona  autenticada.  En  este  proyecto,  según  su  identidad,  una  persona  puede  ver 
algunas paginas de la herramienta y se le prohíbe el acceso a otras.
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La  contabilización se refiere al  hecho de saber lo que hacen o han hecho los 
usuarios de una herramienta. Un proceso de contabilización típico es la registro de la 
identidad de un usuario cuando se efectúa una acción como una venta o cancelación de 
una matricula.
 2.2.  Proceso de autenticación a lo largo del uso de la herramienta
La autentificación se divide en dos partes.
• La primera parte es la autentificación inicial, cuando el usuario debe mostrar quien 
es.
• La segunda parte es de recordarse si el usuario esta autentificado o no. Para no 
pedir  al  usuario de autentificarse cada pagina,  un sistema debe existir  para no 
volver a pedir autentificación en caso de que el primer paso se ha ejecutado con 
exito.
Una solución simplista  a este problema se muestra en la  figura 6.  Un usuario  quiere 
conectarse a la herramienta. Por eso va a la pagina de conexión. Una vez autentificado, 
esta redirigido hasta la pagina de indice de la herramienta,  diferente de la pagina de 
conexión.
Ahora  que  conoce  la  pagina  de  indice  de  la  herramienta,  no  necesita  conectarse  la 
próxima  vez  que  quiere  acceder  a  las  paginas  web,  puede  ir  directamente  hasta  la 
dirección www.ejemplo.es/auth.php
Figura 6: Idea de autenticación
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Esta solución no proporciona una autentificación segura. Para proporcionar un servicio de 
autenticación seguro, las dos etapas definidas previamente son necesarias.
El esquema para evitar el problema precedente y proveer seguridad de acceso es 
el presentado en la figura 7. Como antes, para conectarse el usuario accede a una url,  
aquí  www.ejemplo.es para identificarse, y una vez autenticado, esta redirigido hasta la 
pagina de indice la herramienta. Pero, lo que cambia es que “transmite” al mismo tiempo 
algo a la pagina de indice. Esta pagina ahora verifica que se ha bien “transmitido” la 
confirmación de autentificación, si es cierto el usuario puede acceder a la herramienta. 
Sino, esta redirigido hasta la pagina de conexión. 
Figura 7: Autenticación segura
Pero no solo la pagina de indice debe efectuar esta verificación, todas las paginas 
con acceso restringido deben hacer este proceso.
 2.3.  Requerimientos del proyecto
 Las  paginas  web  pueden  ser  vistas  desde  cualquier  ordenador  conectado  en 
Internet, por tanto es necesario considerar una solución de autenticación para dejar los 
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empleados acceder sin que las personas fuera de la empresa, es decir las personas no 
autorizadas,  puedan  acceder  a  esta  herramienta.  El  proyecto  ha  sido  definido  con 
requerimientos a propósito de la autenticación, de la autorización y de la contabilización  
de sus usuarios.
 2.3.1.  Requerimientos obligatorios
El requerimiento principal y obligatorio es sobre la administración de los diferentes 
usuarios con acceso a la herramienta. Se debe dar y prohibir acceso a nuevas personas 
de la manera mas transparente y simple posible, integrándose en la plataforma existente 
de la empresa.
Cuando una nueva persona llega en la  empresa,  se le  crea una dirección de correo 
electrónico en la cuenta de Google Apps de la empresa y unos datos de acceso a la 
plataforma de bug para hacer el seguimiento y resolver los problemas encontrados. Este 
proceso no debe ser mas complicado con el nuevo sistema de autenticación. Se debe 
encontrar una solución para compartir la lista de los usuarios entre la gestión ya existente 
de los empleados y el sistema de autenticación a la aplicación web.
 2.3.2.  Requerimientos opcionales
Un requerimiento opcional es de permitir el filtrado de los empleados. Por ejemplo 
poder creer grupos con derechos de acceso diferentes. La idea es de dividir las personas 
según sus departamentos, y proponer una herramienta especifica para cada grupo. Un 
miembro del equipo de IT debe poder acceder a paginas diferentes que un miembro del  
equipo de Marketing por ejemplo.
Otro requisito optativo es la posibilidad de saber quien a efectuado tal acción dentro 
de la herramienta. Conocer este parámetro permite cuando se registra una venta, escribir 
en la base de datos la identidad de la persona quien a efectuado este acción.
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 3.  Alternativas de implementación de la autenticación
En este capitulo, se describen diferentes opciones posibles a la realización efectiva 
de la autenticación dentro de la herramienta, considerando los requerimientos y el entorno 
tecnológico. El objetivo es identificar las opciones viables entre las cuales se escogerá 
aquellas que satisfacen otros criterios de selección técnica, como se verá en el capitulo 4.
 3.1.  La autenticación inicial
 3.1.1.  La contraseña en el código fuente 
Una solución sencilla es la de escribir la autenticación en el código fuente de la 
herramienta. Se crea un formulario con los campos necesarios para el usuario y la clave,  
como se muestra en la figura 8, y se verifica que coinciden con los valores puestos en el  
código fuente, como se muestra en el listado 1. 
La contraseña se puede guardar de dos maneras, de manera encriptada o como 
texto legible. Las dos maneras tienen sus ventajas e inconvenientes. En el caso del texto  
legible, si alguien se olvida la contraseña, puede mirar el código fuente donde esta escrita. 
Sin embargo, si una persona consigue ver el código fuente de la pagina, puede también 
ver la contraseña de acceso.
En  el  caso  de  que  se  cripta  la  contraseña,  se  utiliza  una  función  de  hash 
criptográfica como SHA-1 o MD5. Una función de hash es irreversible, permite a partir de  
una  palabra  tener  su  versión  transformada,  pero  con  la  versión  transformada  de  la 
palabra,  no  se  puede  conocer  la  palabra  inicial.  Una  vez  guardado  el  hash,  la 
comparación de contraseña se hace entre el hash guardado y el hash de la contraseña 
dada por el usuario. Por lo tanto, si alguien lee el código fuente no ve la contraseña y no  
tiene manera de conocerla a partir del hash, es un método mas seguro.
 
Figura 8: Formulario de acceso
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Login
Password
En el ejemplo del listado1, se compara el hash de la contraseña dada por el usuario 
con el hash de la palabra password_auth que es  4831479d0a1ccf1f2aa99cf1abcfd2e8
Para  tener  acceso,  el  usuario  debe  proporcionar  como  nombre  de  usuario 
login_auth y como contraseña password_auth. Se verifica sus datos con un código PHP, 
sirviéndose de la función md5() proporcionada por PHP.
if ($_POST['login'] == 'login_auth' && md5($_POST['password']) == 
'4831479d0a1ccf1f2aa99cf1abcfd2e8')
{
// éxito de la autenticación
// codigo para pasar la autenticacion
}
Listado 1: Autenticación en el código fuente
Utilizar los mismos login y password para todos los usuarios lleva a problemas 
cuando cambia la lista de los empleados con derecho de acceso. Si se quiere prohibir el 
acceso a una persona, hace falta cambiar los datos de autenticación. Y como todos los 
usuarios se conectan con los mismos datos, hay que decirlos todos los nuevos login y 
password.
Además, no proporciona un mecanismo para saber que usuario esta conectado, y 
tampoco para gestionar un acceso personalizado, pues todos los usuarios comparten el  
mismo identificador.
 3.1.2.  Crear los usuarios y grupos en una base de datos
Otra solución basada en un desarrollo en PHP es la de crear los usuarios y los 
grupos a los cuales pertenecen en unas tablas de MySQL.
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Por eso se crean 3 tablas: Usuario, Grupo, Miembros
Figura 9: Autenticación con tablas
En la figura 9, la persona usuario1 pertenece a los grupos de IT y Marketing pero la 
persona usuario2 pertenece solamente al grupo de Marketing.
De la misma manera que en el caso de guardar los datos en el código fuente de las  
paginas,  este  método  permite  también  elegir  entre  guardar  las  contraseñas  en  texto 
legible o guardar su hash, las ventajas y los inconvenientes entre los dos métodos son los  
mismos. El ejemplo siguiente presenta el  caso en el  cual se guardan las contraseñas 
como texto legible.
Para verificar el acceso a una persona, dentro del código PHP se debe conectar a  
la base de datos y ejecutar la petición MySQL del listado 2.
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SELECT  *  FROM  Persona  WHERE  Nombre  =  '$usuario'  AND  Cont  = 
'$password'
Listado 2: Petición MySQL para comprobar el acceso
Con $usuario y $password valores de acceso dados por el empleado a través del 
formulario.
Si  esta petición devuelve una linea,  significa que el  usuario existe en la tabla y tiene 
derecho de acceso, sino, no existe nadie con datos de acceso $usuario y $password, no 
se deja el acceso a la persona.
Y para verificar  si  una persona con los datos de acceso  $usuario y  $password 
pertenece a un grupo (Marketing por ejemplo),  solamente hace falta llamar la petición 
MySQL del listado 3.
SELECT * FROM Persona p
INNER JOIN Miembros m ON p.ID = m.ID_Persona
INNER JOIN Grupo g on g.ID = m.ID_Grupo
WHERE p.Nombre = '$usuario' AND p.Cont = '$password'
AND g.Nombre = 'Marketing'
Listado 3: Petición MySQL para comprobar el acceso y la pertenencia a un grupo
De la misma manera, si la petición devuelve una linea, la persona existe en la tabla 
de usuario y pertenece al grupo Marketing, tiene entonces acceso a la herramienta donde 
se necesita permisos del equipo de Marketing.
Con esta técnica la clasificación de los empleados dentro de grupos es posible, y  
también es posible conocer la identidad de la persona que se ha conectado. Sin embargo, 
la creación y gestión de los usuarios haciéndose  dentro de las tablas, su uso no es 
sencillo.  Se necesitaría  integrar  esta  solución  dentro  de  la  estructura  ya  existente  de 
gestión  de  los  empleados,  y  además,  para  proporcionar  una  gestión  simple  de  las 
contraseñas, de los grupos y de los usuarios en general, sería necesario desarrollar otra  
herramienta. Siendo la integración en la empresa y la sencillez de gestión los primeros 
requerimientos para el proyecto, esta solución no es aceptable.
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 3.1.3.  Autenticación en el servidor web
Los ficheros  .htaccess [6]  como parte  de  la  configuración  del  servidor  Apache, 
permiten la gestión de las paginas de error y la creación de URL amigables, pero permiten  
también restringir acceso a directorios y paginas. Para proveer autenticación, htaccess se 
basa en una estructura en arbol y permite o deniega acceso a los ficheros elegidos dentro  
de un cierto directorio. En este caso, el fichero .htaccess va conjuntamente con un fichero 
de password generalmente llamado htpasswd.
El listado 4 muestra un ejemplo de autenticación necesaria (2) para ver las paginas web 
dentro del directorio en el cual se encuentra el fichero. Los usuarios deben ser listados en 
el fichero htpasswd (3) y sus contraseñas deben corresponder (4).
1. AuthName "Datos de acceso correctos necesarios para conectarse"
2. AuthType Basic
3. AuthUserFile .htpasswd
4. Require valid-user
Listado 4: Fichero .htaccess para la autenticación en todas las paginas
El fichero htpasswd correspondiente se presenta en el listado 5.
usuario1:$apr1$f1I3E...$coCuH5.nDB4TE0yZGrvQN/
usuario2:$apr1$wMr7E...$.O7ua9GWImRYZ2MYBwmw0/
usuario3:$apr1$bMi9E...$ZqaQvzwZMVspMy9zNhg9S.
Listado 5: Fichero .htpasswd
Este fichero define las contraseñas de los usuarios usuario1, usuario2 y usuario3 que se 
guardan de manera  encriptada.  Las líneas del  fichero  pueden ser  creadas gracias  al 
comando htpasswd proporcionado con Apache.
Adicionalmente,  existen  filtros  que  se  especifican  dentro  del  fichero  htaccess 
llamados  Files y  FilesMatch que  permiten  seleccionar  los  ficheros  que  necesitan 
autenticación. Sin utilizarlos, todos los ficheros dentro del mismo directorio que el fichero 
htaccess son seleccionados. Con el  uso de FilesMatch y de un fichero de grupos, se 
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puede desarrollar una autenticación mas especifica.
El listado 6 es un ejemplo de fichero htaccess que pide autenticación en todas las paginas 
(9) y pide ademas de ser miembro del grupo admin (6) para acceder a las paginas con la  
URL empezando por “admin” (1).
1. <FilesMatch “^admin”>
2. AuthName  "Datos  de  acceso  correctos  necesarios  para 
conectarse"
3. AuthType Basic
4. AuthUserFile .htpasswd
5. AuthGroupFile .htgroup
6. Require group admin
7. </FilesMatch>
8.
9. <Files *>
10. AuthName  "Datos  de  acceso  correctos  necesarios  para 
conectarse"
11. AuthType Basic
12. AuthUserFile .htpasswd
13. Require valid-user
14. </Files>
Listado 6: Fichero .htaccess para la autenticación según los nombres de ficheros
En el listado 7, se muestra el código contenido en el fichero htgroup (linea 5 del listado 6) 
que gestiona la pertenencia a los grupos.
admin: usuario1 usuario2
guest: usuario3
Listado 7: Fichero .htgroup
En este ejemplo, para acceder a los ficheros que tienen un nombre empezando por 
admin,  además  de  tener  un  nombre  de  usuario  y  una  contraseña  dentro  del  fichero 
htpasswd, los usuarios deben pertenecer al grupo admin, es decir, deben ser  usuario1 o 
usuario2.
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htaccess permite también recuperar el nombre del usuario quien acaba de conectarse. Se 
accede desde PHP con la variable $_SERVER["REMOTE_USER"] .
Se  ve  que  el  htaccess  proporciona  los  dos  requisitos  opcionales.  Permite  el  acceso 
personalizado  de  las  personas  gracias  a  una  combinación  de  los  ficheros  htaccess, 
htpasswd y htgroup y se puede recuperar la identidad de la persona autenticada que se 
encuentra en la variable $_SERVER["REMOTE_USER"].
La ultima ventaja que tiene el htaccess es que la autenticación no se desarrolla 
dentro de la aplicación sino en la configuración del servidor, lo que quiere decir que una 
vez la solución de htaccess puesta en marcha, en la creación de las paginas web de la 
herramienta no se debe preocupar de la autenticación. Por tanto, es también el servidor 
que  se  ocupa  de  guardar  la  información  de  autenticación  a  lo  largo  del  uso  de  la 
herramienta.
A pesar de las ventajas al uso del htaccess, existen también inconvenientes. La 
gestión de los usuarios es bastante complicada. La autenticación funciona gracias a tres 
ficheros diferentes:  htaccess,  htpasswd,  htgroup , y su gestión se debe hacer editando 
estos ficheros de texto. Por ejemplo, para crear un nuevo usuario, se debe llamara al 
comando htpasswd para generar la versión encriptada de su contraseña, y también se 
debe definir su pertenencia a grupos insertandolo dentro del fichero htgroup. Y en este 
caso, no se puede incorporar al proceso de creación de usuarios de la empresa.
Un otro problema se presenta a la creación de nuevas paginas para la herramienta. 
Si se utiliza el htaccess como en el ejemplo del listado 6, se debe definir estándares en la 
creación de los nombre de ficheros como este: todas las paginas que son accesibles 
solamente por los administradores deben empezar por “admin” .  Y si  una persona no 
llama el fichero como definido en el estándar, la autenticación no actúa como previsto.
 3.1.4.  LDAP
LDAP,  acrónimo de Lightweight  Directory Access Protocol,  es un  protocolo que 
permite  la  gestión  de  servicios  de  directorio,  permite  tener  listas  de  personas,  de 
entidades y tiene también la capacidad de proporcionar un servicio de autenticación. Para 
funcionar, un servidor LDAP debe ser instalado en una maquina de la red de la empresa. 
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La solución la mas utilizada es el servidor de codigo abierto OpenLDAP. También existen 
soluciones comerciales como Windows Active Directory y Novell eDirectory que incluyen 
servicios de LDAP.
La estructura de un directorio  de LDAP, como puede verse en la  figura 10,  se 
presenta como un árbol y utiliza los niveles siguientes:
• dc: domain component , componente de dominio, no es unico
• ou: organizational unit , unidad de la organización
• cn: common name, nombre común (por ejemplo nombre de usuario)
Aquí, en este árbol, se han creado dos usuarios (usuario1, usuario2) y dos grupos (IT,  
Marketing) dentro del dominio example.com .
Cada entidad puede definirse con varios parámetros. El  atributo  member permite 
definir cuales son los usuarios que pertenecen a el. Por ejemplo se puede definir el grupo 
IT como en el listado 8. En este caso, solo el usuario2 (4) es miembro de este grupo.
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Figura 10: Ejemplo de directorio de LDAP
dc = com
dc = example
ou = groupos ou = personas
cn = IT cn = Marketing cn = usuario1 cn = usuario2
1. dn: cn=IT,ou=grupos,dc=example,dc=com
2. objectclass: accessGroup
3. cn: IT
4. member: cn=usuario2,ou=personas,dc=example,dc=com
Listado 8: Definción LDAP del grupo IT
Si se cuenta con un servidor LDAP es posible utilizando PHP autentificar los usuarios y 
verificar los grupos  a los cuales pertenecen como se muestra en el listado 9. Para poder 
utilizar LDAP con PHP, hace falta editar el fichero de configuración de PHP .Como en los  
otros ejemplos se suponen los valores del usuario y de la contraseña guardados en las 
variables $user y $password .
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1. $server = ldap_connect(“example.com”);
2. // la autenticación se hace a través de la función ldap_bind
3. if ( ldap_bind($server, $user , $password) )
4. {
5. // la autenticación ha funcionado
6. // se deja el acceso a la persona
7. ...
8. }
9.
10. // para verificar la pertenencia a un grupo, con $rootdn y 
$rootpw datos de acceso del admin
11.
12. $r=ldap_bind($server,$rootdn,$rootpw);
13. $dn = "dc=example, dc=com";
14. $filtre="(&(cn=IT)
(member=cn=$user,ou=personas,dc=example,dc=com))";
15. $restriction = array("cn");
16. $sr=ldap_search($ds, $dn, $filtre, $restriction);
17. $info = ldap_get_entries($ds, $sr);
18.
19. if ( $info["count"] != 0 )
20. {
21. // la persona es un miembro del grupo
22. }
Listado 9: Autenticación con PHP utilzando un servidor LDAP
Después de conectarse al servidor LDAP (1), la autenticación se hace a través de 
la  función  ldap_bind()  (3)  utilizando  como  parámetros  los  datos  de  acceso 
proporcionados por el usuario. La pertenencia a un grupo se verifica gracias a la función 
ldap_bind() utilizando como parámetros los datos acceso del  administrador (12) y se 
utiliza un filtro (14) para buscar si el grupo tiene el usuario listado como miembro. Si el  
filtro devuelve por lo menos un resultado (16) (17), el usuario pertenece bien al grupo.
Existen muchas herramientas para simplificar el uso de LDAP. Se han desarrollado 
varias  interfaces  gráficas  para  poder  editar,  crear  o  remover  usuarios utilizando 
aplicaciones. La gestión de los usuarios se hace entonces de manera sencilla.
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Otro punto importante para el proyecto, es la herramienta Google Apps Directory 
Sync que permite la sincronización unilateral de un servidor LDAP con una cuenta de 
Google  Apps  creando y  modificando  todos los  usuarios  dentro  de  Google  Apps para 
reflejar el estado del servidor de LDAP.
Este programa permite ver las diferencias entre los usuarios creados en el servidor de 
LDAP y los usuarios creados en la cuenta de Google Apps. Una vez encontradas las 
diferencias, puede actualizar, crear o eliminar usuarios en Google Apps. De esta manera,  
se evita una doble administración de los empleados, solamente hace falta poner al día los 
empleados dentro del servidor LDAP.
 3.1.5.  OpenID
 3.1.5.1.  Funcionamiento del estándar OpenID
OpenID  es  una  tecnología  de  autenticacíon  basada  en  una  identificacíon 
descentralizada. Con una cuenta de OpenID, es posible conectarse a todas las paginas 
web que suportan  el  estándar  OpenID.  Con esta  tecnología,  los  usuarios  de Internet 
pueden tener una sola identidad con la cual se conectan a todos los sitios web en vez de 
crear una nueva cuenta en cada uno de ellos.
Con el  uso de OpenID,  se puede poner  en marcha dentro de la  empresa una 
solución de Single Sign-On (SSO). Esto significa que el usuario se autentica una vez en 
su proveedor de identidad y tiene después acceso a todas las herramientas que soportan 
una autenticación con OpenID.
Para utilizar autenticación basada en OpenID, hace falta crearse una cuenta en un 
proveedor de identidad. Muchos proveedores gratuitos existen en Internet como Google,  
Yahoo, Verisign y otros.
Las especificaciones del estándar OpenID definen todo el proceso para llegar a una 
autenticación  con  este  protocolo  [7].  Para  explicar  el  funcionamiento  simplificado  del 
OpenID, se debe definir conceptos:
• El usuario es la persona que quiere acceder a la pagina web que proporciona un 
método de autenticación usando el OpenID
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• El identificador es una palabra o una URL que permite a OpenID de autenticar el 
usuario
• El  proveedor de identidad es el  proveedor  en el  cual  el  usuario  a creado su 
cuenta de OpenID
• La  parte  confidente (Relying  party)  es  el  sitio  web  que  pide  autenticación  al 
proveedor de identodad y que quiere verificar el identificador del usuario
El proceso de autenticación se describe en la figura 11.
1- El usuario quiere acceder a una pagina web con autenticación basada en OpenID. Por  
eso proporciona su identificador a la pagina, la parte confidente.
2- El sitio web redirige el usuario a su proveedor de servicio.
3- El usuario se identifica en la pagina web de su proveedor de servicio con los datos que 
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Figura 11: Funcionamiento de OpenID
ha proporcionado a la creación de su cuenta OpenID. 
4- El proveedor redirige el usuario hasta la pagina web a la cual el usuario quiere acceder.
5- El usuario puede entonces acceder a la pagina web de la parte confidente, sin haber 
dado su contraseña a la pagina web.
 3.1.5.2.  Google Apps como proveedor de identidad
Google Apps tiene la posibilidad de funcionar como proveedor de identidad. Esto 
significa que cada empresa que tiene una cuenta de Google Apps puede utilizarla para 
crear servicios con autenticación basada en OpenID. 
El guión es muy simple. Cuando un empleado llega al trabajo, se conecta a su 
cuenta de correo electrónico basada en Google Apps. A partir de este momento, nunca 
más va a tener que proporcionar su contraseña, como esta conectado en Google Apps, 
los pasos 2 a 5 del  diagrama anterior se hacen de manera transparente y el  usuario 
puede acceder a la herramienta sin dar otra vez su contraseña en la pagina del proveedor  
de servicio.
Esta  manera  es  ideal  para  la  gestión  de  los  usuarios  y  de  sus  accesos  a  la 
herramienta. Cuando un nuevo empleado llega a la empresa, se le crea un usuario en 
Google Apps para darle una dirección de correo. A partir de este tiempo, puede acceder a 
la  herramienta  sin  tener  que efectuar  ninguna otra  operación.  En el  caso de que un 
empleado  se  vaya  de  la  empresa,  se  desactiva  su  usuario  en  Google  Apps,  y 
inmediatamente, se le prohíbe el acceso a la herramienta.
 3.1.5.3.  El Attribute Exchange (AX)
OpenID permite  autenticarse  a  una pagina a partir  de  un identificador  OpenID. 
Pero, para la pagina web que se accede de manera segura, no hay manera de conocer la 
identidad del usuario. Solo se puede acceptar o prohibir el acceso.
Por eso, se ha definido la tecnología de Attribute Exchange que permite a la parte 
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confidente de preguntar acceso a algunos de los datos de la persona. Todos estos datos  
se  encuentran  en la  pagina  web  del  proyecto  de Attribute  Exchange [8]  .  El  atributo 
particularmente interesante es el email de la persona, con este valor se puede conocer la  
identidad de la persona conectada.
Dentro de Google Apps, se pueden crear grupos y asignar grupos a las personas. 
Sin embargo, no es posible recuperar los grupos a los cuales pertenece una persona con 
los atributos AX.
Si se comparan las posibilidades ofertas por el OpenID con los requisitos definidos 
inicialmente  para  la  autenticación  se  puede  verificar  que  esta  tecnología  parece 
adecuada. La gestión de los usuarios no puede ser más sencilla con la integración en la 
cuenta Google Apps de la empresa, y los AX permiten saber quien esta la persona que 
acaba de conectarse.
Sin embargo, OpenID solo no permite conocer los grupos que tiene asignados un 
empleado.  Pero  este  requisito  siendo  optativo  y  visto  la  facilidad  de  gestión  de  los 
usuarios, se guarda esta solución para estudiarla mas en detalle.
 3.1.6.  OAuth
OAuth es un protocolo que proporciona autorización de acceso, no es un protocolo 
de autenticación.  Es un protocolo que permite dejar acceso a recursos protegidos sin 
tener que dar  sus nombre de usuario y  contraseña.  El  sitio  web oficial  del  protocolo,  
http://oauth.net/ , dice que permite autorización segura de las funcionalidades expuestas 
por una aplicación.
Hoy en día hay mucho interés en OAuth, porque muchas de las grandes empresas de 
Internet como Google, Yahoo, Twitter y Facebook entre otros utilizan este protocolo.
Un ejemplo de uso de OAuth se muestra en la figura 12.
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Figura 12: Funcionamiento de OAuth
Fuente Wiki Opensocial
http://wiki.opensocial.org/index.php?title=OAuth_Use_Cases
1. Un usuario quiere dejar una aplicación web   (el cliente) acceder a sus datos 
protegidos guardados en un otro sitio web   (el servidor).
2. El cliente redirige el usuario hasta la pagina del servidor.
3. Si el usuario no esta autenticado en el servidor, se conecta. Una vez autenticado,  
se le  pide si  quiere dejar  o no acceso a los recursos protegidos por  parte  del  
cliente.
4. El usuario esta redirigido hasta la pagina del cliente.
5. El cliente puede acceder a los datos protegidos del usuario dentro del servidor.
Este caso puede parecer a lo del OpenID, pero hay diferencias mayores. OAuth 
permite un acceso a datos protegidos por parte de otras paginas web pero no proporciona 
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la autenticación del usuario, el identificador del usuario no se comparte entre el cliente y el 
servidor.  En el ejemplo de la figura 12, al  final del proceso de autorización, el  cliente 
puede acceder a los datos del usuario guardados en el servidor, pero de ninguna manera 
conoce el identificador del usuario dentro del servidor.
Con uso solo de OAuth no se pueden autenticar los usuarios. El  draft  OpenID 
OAuth Extension [9] define una manera de utilizar al mismo tiempo las tecnologías de 
OAuth y OpenID para permitir a la vez un proceso de autenticación y de autorización, pero 
el uso de OAuth dentro de Google Apps no es posible en este caso practico. Las cuentas 
de tipo Estándar no dejan acceso con OAuth, solamente las ediciones de tipo Premier y 
Education permiten hacerlo.
 3.2.  Pasar la autenticación entre paginas una vez autenticado
 3.2.1.  Formularios
Los  formularios  HTML utilizados  con  código  PHP  permiten  pasar  datos  entre 
diferentes  páginas.  El  estándar  HTML proporciona  el  uso  de  formularios  dentro  de 
paginas Web. Estos formularios tienen como objetivo principal de permitir al usuario de 
rellenar campos dentro de una pagina web, y de pasar estos datos a otra pagina donde 
van a ser tratados.
Un formulario se define de la manera siguiente:
1. <form method=”METHOD” action=”URL”>
2. <input type=”text” name=”campo1”>
3. <input type=”text” name=”campo2”>
4. <input type=”submit” value=”Validar”>
5. </form>
Listado 10: Formulario HTML
Con URL (1) que es la url de la pagina a la cual se va a enviar el formulario y METHOD 
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que puede ser o GET, o POST. Cada campo se define con diferentes parámetros que 
pueden ser un nombre, un tipo, un valor. Los tipos que se utilizan en el listado 10 son 
“text” para permitir al usuario de escribir sus datos de acceso y “submit” para crear un 
buton para enviar el formulario.
Los datos del formulario son enviados al servidor dependiendo del método elegido. 
Con GET, los valores de los parámetros se van a transmitir a través de la url. 
Si campo1 esta rellenado con el valor valor1, el campo2 con el valor valor2, y URL vale 
http://www.ejemplo/formulario.php, al validar el formulario se va a redirigir hasta la url  
http://www.ejemplo/formulario.php?campo1=valor1&campo2=valor2
Listado 11: URL accedida al validar el formulario
En este caso, se pueden recuperar los valores de campo1 y campo2 en PHP gracias a las 
variables $_GET['campo1'] y $_GET['campo2'].
Con POST, los valores del formulario no se muestran en la url, se envían en el 
cuerpo de una petición de tipo POST. Con el  mismo ejemplo que antes,  al  validar el 
formulario,  el  navegador  Internet  nos  redirige  hasta  la  pagina 
http://www.ejemplo/formulario.php ,  y  esta  vez,  los  valores  son accesibles  en  PHP 
gracias a las variables $_POST['campo1'] y $_POST['campo2'].
Una de las opciones disponibles de los formularios es de definir campos con el tipo 
“hidden”. De esta manera, el navegador no despliega espacio para poder poner el valor 
del campo, pero este valor esta transmitiendo a la pagina.
La utilidad de los campos “hidden” es de poder pasar valores a lo largo de la navegación  
en diferentes paginas con la utilización de PHP.
En el ejemplo de los listados 12 y 13 se explica como pasar un valor entre diferentes 
paginas. En la primera pagina, el código HTML esta compuesto de un formulario con un 
campo email de tipo “input”.
Pagina 1:
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<form method=”GET” action=”pagina2”>
<input type=”input” name=”email”>
<input type=”submit” value=”Validar”>
</form>
Listado 12: Formulario HTML para pasar datos
En la pagina 2, se recupere el valor del email con PHP, y se crea un nuevo formulario:
1. <form method=”GET” action=”pagina3”>
2. <input  type=”hidden”  name=”email”  value=”<?php  echo 
$_GET['email'] ?>”>
3. <input type=”submit” value=”Validar”>
4. </form>
Listado 13: Formulario con campo hidden
Lo que hace este código es:
• Crear un formulario (1)
• Crear un campo email de tipo “hidden” que no se va a pintar el navegador (2)
• Dar a este campo el valor que se acaba de recibir del formulario de la pagina 1 con 
$_GET['email'] (2)
De esta manera, se puede también pasar el valor de email a la pagina 3, que se puede 
recuperar  en  la  variable  $_GET['email'].  Procediendo  por  saltos  consecutivos,  se 
consigue pasar datos entre todas las paginas de una aplicación web.
Esta solución pudiera utilizarse en la herramienta pero presenta inconvenientes. 
Por una parte,  El método llega a un desarrollo importante: para cada salto,  se deben 
efectuar todas las acciones  explicadas previamente.
Por otra parte, un problema más importante aparece. HTML no permite el envío de 
varios formularios dentro de una misma pagina. Esto significa que si  la pagina actual  
contiene ya un formulario (como la pagina para genera ventas por ejemplo), no se puede 
enviar al mismo tiempo el formulario para validar las ventas y el formulario para pasar los 
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datos  de  autenticación.  Para  poder  enviar  los  datos  de las  ventas  y  los  datos  de  la 
autenticación, se deben agrupar todos los campos en un mismo formulario. Por tanto, no 
se puede definir una técnica genérica para todas las paginas y cada nueva pagina debe 
ser tratada de una manera diferente, lo que implica mucho trabajo.
 3.2.2.  Sesiones
PHP proporciona una tecnología de sesiones [10]. Esta tecnología permite guardar 
los datos a lo largo del tiempo pasado en un sitio web.
Una sesión persiste entre paginas de una misma aplicación. Y dentro de una sesión, se 
puede guardar un numero ilimitado de valores con un nombre clave.
Para  crear  una  variable  de  sesión,  solamente  hace  falta  definirla  de  tal  manera: 
$_SESSION['parametro'] = valor . Y después se puede acceder al valor con la variable 
$_SESSION['parametro'].
Una sesión se cierra normalmente de dos maneras:
• cerrando todas las ventanas o todas las pestañas del sitio web.
• después de un cierto tiempo de inactividad. Por defecto, este tiempo es de 1440 
segundos, es decir 24 minutos, pero se puede modificar manualmente cambiando 
el valor del parámetro session.gc_maxlifetime dentro del fichero de configuración 
de PHP php.ini .
 3.2.3.  Cookies
Las cookies son definidas dentro del estándar HTTP [11]. Son enviadas al servidor 
durante cada conexión a una pagina web. A diferencia de una sesión, a una cookie se 
puede definir un tiempo de expiración. Entonces se puede elegir de borrar la cookie al fin 
de la navegación en las paginas web, o elegir de guardarlo en el ordenador.
En PHP se define una cookie de esta manera: 
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setcookie("param", "valor", tiempo de expiración)
y se recupera de la manera siguiente
$_COOKIE["param"] 
Listado 14: Utilización de las cookies con PHP
 
Todos los navegadores recientes proponen como parámetro de prohibir el uso de 
las cookies. En este caso, no hay manera de utilizarlos sino que pedir al usuario de activar 
la opción.
Como las sesiones,  las cookies permiten de manera sencilla  pasar  datos entre 
paginas web. Además permiten guardar datos una vez la pagina cerrada o el navegador 
cerrado.  El  problema  que  surge  viene  del  hecho  de  la  posibilidad  de  desactivar  las 
cookies dentro del navegador Internet. Por eso se guarda esta solución para compararla 
en detalle con la solución utilizando las sesiones.
 3.3.  Conclusiones
El estudio de diferentes soluciones de autenticación y la posibilidad de utilizarlas 
dentro del proyecto para responder a los requisitos ha permitido eliminar tecnologías y 
destacar  otras.  En  el  caso  de  la  autenticación  inicial  son  las  soluciones  de  LDAP y 
OpenID  que  responden  de  la  mejor  manera  al  problema.  En  el  caso  del  hecho  de 
proporcionar una autenticación a lo largo de la utilización de la aplicación web, las dos 
soluciones de sesiones y de cookie parecen viables.
En  el  capitulo  siguiente  se  compara  los  métodos  elegidos  según  criterios 
específicos y relevantes para permitir diferenciar las diferentes soluciones y llegar a la 
resolución del problema de la mejor manera.
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 4.  Elección de los métodos
Después  de  haber  seleccionado  y  verificado  la  viabilidad  de  unas  tecnologías 
posibles  para  el  proyecto,  se  deben  comparar  entre  ellas  estas  tecnologías  para 
seleccionar las herramientas utilizadas en la solución.
 4.1.  Autenticación inicial
LDAP y OpenID son las dos tecnologías entre las que se debe elegir  la  mejor 
solución  para  el  desarrollo  de  la  solución  de  autenticación.  Las  dos  soluciones 
proporcionan de la  misma manera  el  requisito  inicial  de  poder  saber  la  identidad del  
usuario que acaba de conectarse. Sin embargo responden a los dos otros requisitos de 
manera diferente. Se compara entonces las dos tecnologías según los requisitos y según 
otros parámetros importantes que hay que tomar en cuenta a la hora del desarrollo de una 
solución
 4.1.1.  Gestión de los usuarios
Como se  ha  visto  en  la  segunda  parte  de  esta  memoria,  las  dos  tecnologías 
seleccionadas nos permiten una gestión sencilla de los usuarios.
Con el OpenID, todo se gestiona desde la área de administración de la cuenta de 
Google  Apps  de  la  empresa.  A partir  de  ahí,  se  pueden  crear,  eliminar  o  modificar  
usuarios,  y los cambios se hacen inmediatamente en la autenticación de los usuarios. La 
administración de los usuarios es entonces inmediata y la mas sencilla posible en el caso 
del uso del OpenID
Con LDAP,  la  utilización  del  programa Google  App Directory  Sync nos permite 
actualizar los cambios que se hacen en el servidor LDAP hasta la cuenta de Google Apps. 
La ejecución de este programa puede efectuarse manualmente después de cada cambio,  
o se puede definir para ocurrir cada cierto tiempo utilizando un planificador de procesos 
como el cron en entorno Unix. 
Se debe pasar por diferentes pasos, definidos en la figura 13, para poder utilizar LDAP 
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para gestionar los usuarios. Antes de todo, se debe rellenar el anuario del servidor LDAP 
con los empleados de la empresa, es decir los usuarios de Google Apps. Como no existe 
ninguna herramienta diseñada para esto, se debe hacer manualmente, creando uno por 
uno los usuarios. Después, se debe configurar el programa de Google App Directory Sync 
para sincronizar los usuarios entre LDAP y Google Apps de manera optima. Después de 
todo esto, es posible utilizar un software de gestión de anuario de LDAP.
A comparación con el caso del OpenID, son muchos pasos suplementarios y costosos en 
tiempo. Pero una vez todo el  proceso desarrollado,  la  gestión de los usuarios queda 
sencilla.
Se puede entonces concluir que al nivel de gestión de usuarios OpenID es mas 
adaptado que LDAP gracias a su sencillez extrema.
 4.1.2.  Gestión de los grupos
La comparación entre las dos tecnologías es fácil sobre el tema de la gestión de los 
grupos. LDAP proporciona la creación de los grupos y la pertenencia a grupos para los 
usuarios,  OpenID  no.  Pero  siendo  un  requisito  opcional,  no  se  elimina  latecnología 
OpenID de las posibles soluciones.
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Figura 13: Gestión de los usuarios con LDAP
 Google  Apps  permite  asignar  los  usuarios  a  diferentes  grupos.  Pero  por  el 
momento,  no  se  puede  recuperar  los  diferentes  grupos  a  los  cuales  pertenecen  los 
empleados con la tecnología del Attribute Exchange. No es cierto si será posible en el  
futuro pero al día de hoy es imposible.
 4.1.3.  Ciclo de vida
El ciclo de vida de una tecnología, un estándar o un protocolo es una característica 
primordial a la hora de elegir una solución. Como para un producto, las tecnologías pasan 
por varias fases a lo largo del tiempo, definidas en la figura 14.
Fuente Wikimedia Commons
http://commons.wikimedia.org/wiki/File:Ciclo_Producto.png
Las 4 fases del ciclo de vida de un producto se pueden encontrar en la tecnología 
también.
El protocolo LDAP fue creado en 1993, y deriva del protocolo X.500 descrito en 
1988. Desde su creación su uso se ha prodigado, y ahora muchas empresas y muchas 
soluciones técnicas utilizan LDAP. LDAP se utiliza por ejemplo en la tecnología de Active 
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Figura 14: Ciclo de vida de un producto
Directory desarrollada por Microsoft. Se puede situar este protocolo en la curva en la zona 
de Madurez. Es una solución estable, el protocolo no evoluciona de manera importante y  
su uso esta extendido.
Elegir una solución en su fase de Madurez es una garantía de su seguridad. La tecnología 
no va a ser obsoleta antes de mucho tiempo, y su implementación en varios ámbitos ya 
ha sido testada con éxito.
OpenID fue creado inicialmente en 2005, y el protocolo actual OpenID 2.0 ha sido 
definido el 5 de diciembre de 2007. La primera gran empresa a anunciar la compatibilidad 
de autenticación con OpenID fue Yahoo! en enero 2008. Desde esta fecha, muchas de las 
empresas mas importantes de Internet como Facebook, Google, Twitter,  MySpace o AOL 
han desarrollado soluciones de autenticación con OpenID. La mayoría de estas empresas 
permiten que un cuenta de su plataforma sea una cuenta de OpenID y también permiten 
conectarse  a  su  plataforma  con  cualquiera  cuenta  de  OpenID.  Se  puede  calificar  la 
solución de OpenID en la fase de crecimiento.
Elegir  una  solución  en  una  fase  de  Crecimiento  es  una  buen  idea  también,  porque 
significa  que  la  tecnología  interesa  las  personas.  Es  también  durante  esta  fase  que 
muchas veces se desarrolla la comunicación y la documentación sobre la solución. Pero 
esta fase significa también que el desarrollo al rededor de esta tecnología continua. Hay 
que verificar de vez en cuando que ninguna característica que podría interesarnos ha sido 
modificada y sobre todo verificar que no aparecen problemas de incompatibilidad entre 
diferentes versiones.
 4.1.4.  Flexibilidad
Cuando se quiere compara la flexibilidad de las dos tecnologías, se quiere evaluar 
sus diferentes utilizaciones probables, comparar las posibilidades de reutilización de las  
tecnologías en diferentes casos.
La reutilización de una solución basada en OpenID es sencilla. La autenticacíon 
siendo decentralizada, una solución desarrollada una vez puede modificarse fácilmente 
para responder a una otra problemática. Siguiendo explicando el caso del OpenID basado 
en Google Apps, se puede de manera casi inmediata dejar acceso a todos los usuarios de 
cuentas de Google Apps, o restringir el acceso a algunas o solo una empresa.
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En el caso de LDAP, la situación es diferente. Una vez que el servidor de LDAP 
esta bien configurado, se puede reutilizar dentro de la empresa para cualquier otro uso, 
como para definir una solución de autenticación para una otra herramienta. Sin embargo, 
LDAP no permite  de  manera  sencilla  autenticar  los  usuarios  de otras  empresas.  Las 
empresas no suelen dejar acceso a su cuenta de LDAP por parte de otra entidad, y eso 
por cuestiones razonables de seguridad. Un anuario LDAP puede contener información 
confidencial que no se deben comunicar.
Las dos soluciones proponen la misma flexibilidad para un uso interno como en el  
caso del proyecto, es decir, un uso donde la empresa gestiona ella misma los usuarios 
que tienen o no acceso a las partes protegidas. En el caso de dejar acceso a personas 
que no se gestionan por la empresa, no hay otra manera que utilizar el OpenID.
 4.1.5.  Popularidad / Comunidad
El uso masivo o restringido de unas tecnologías pueden ayudarnos a la hora de la 
elección entre ellas.
Un uso masivo o democratizado de una tecnología tiene varias ventajas. Significa 
muchas veces que la solución ha hecho sus pruebas y no se han encontrado problemas,  
o en este caso se han resuelto. Cuando mas personas la utilizan mas importante es la 
probabilidad de encontrar fallos de seguridad y de resolverlos. 
Otra ventaja en el caso de protocolos abiertos como OpenID y LDAP es la creación de 
soluciones  open  source  por  la  comunidad  de  Internet.  La  solución  de  LDAP la  más 
conocida y reconocida a la hora de hoy es OpenLDAP [12], que es una implementación 
open source del un servidor y del protocolo de LDAP. En el caso del OpenID muchas 
librerías han sido desarrolladas para utilizar el protocolo de manera sencilla, con varios 
lenguajes de programación y sin tener que desarrollar  su mismo todas las etapas del 
protocolo.
Por  ultimo,  otra  ventaja  al  uso  extendido  de  una  tecnología  es  la  documentación 
generada. La documentación que existe sobre un tema es proporcional  al  nombre de 
personas que le interesan este tema. Cuando muchas personas utilizan una tecnología, 
es a menudos sencillo encontrar solución a un problema que surge.
Las dos tecnologías que se comparan tienen un uso extendido. LDAP se utiliza 
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más que OpenID pero esta ultima solución esta aún en fase de crecimiento. LDAP y 
OpenID tienen los dos una comunidad grande que desarrolla librerías y software y que 
puede aportar soluciones a los problemas que se pueden encontrar.
 4.1.6.  Tiempo de puesta en marcha
Dentro de una empresa, este criterio es fundamental. En todos los proyectos que 
se desarrollan, el objetivo es de llegar a la mejor solución en el menor tiempo posible. Por 
eso, se evalúa el tiempo de desarrollo de las dos soluciones.
OpenID es un protocolo complicado, quien especifica que para funcionar se deben 
intercambiar varios datos entre los servidores. Pero se puede evitar de desarrollar todo el  
protocolo  en  un  lenguaje  de  programación  utilizando  una  de  las  varias  librerías  que 
existen. Estas librerías proporcionan muchas veces ejemplos de uso que nos permiten 
implementar una solución completa de autenticación con OpenID en muy poco tiempo.
Existen también librerías y funciones PHP para conectarnos a un servidor de LDAP 
fácilmente. Pero, la fase con el tiempo de implementación mas importante es la fase de 
puesta en marcha y de configuración del servidor LDAP. Esta fase no existe en el caso del  
OpenID, porque las conexiones se hacen a los servidores de Google Apps, y la lista de los 
usuarios que contienen es la lista actual. 
 4.1.7.  Conclusiones
Con  todas  estas  comparaciones  se  puede  ahora  elegir  la  solución  la  mas 
apropiada.  En  muchos  de  los  puntos,  LDAP  y  OpenID  presentan  características 
comparables. Son tecnologías seguras y maduras utilizadas por muchas empresas y con 
una comunidad importante.
Las diferencias se pueden resumir en que la solución de OpenID parece mucho 
más sencilla de desarrollar y de mantener en el  caso del  proyecto. La gestión de los 
usuarios después de la implementación de la autenticación quedará igual, y la puesta en 
marcha de la solución se hará rápidamente. LDAP nos permitiría la gestión de grupos de 
personas  pero al precio de un desarrollo mas largo y mas complicado.
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La ventaja de la posibilidad de crear grupos no es suficiente frente a la sencillez y a  
la rapidez de la solución de OpenID OpenID es la solución elegida para el desarrollo del 
proyecto.
 4.2.  Pasar la autenticación entre paginas
En la primera parte de la autenticación, se han guardado como soluciones posibles 
las tecnologías de sesiones y de cookies. Estas dos soluciones son parecidas en muchos 
puntos pero se pueden encontrar ventajas y inconvenientes para los dos.
 4.2.1.  Tiempo de vida
Una sesión tiene un tiempo de vida limitado. Se acaba al salir de la herramienta, o  
a partir de un cierto tiempo de inactividad. Es decir que si se deja el navegador Internet en  
una pagina con la variable $_SESSION['user'] = “usuario” , y que no se navega por la 
pagina web durante un cierto tiempo (24 minutos por defecto), la sesión es destruida y la  
variable $_SESSION['user'] no existe.
Al contrario, una cookie tiene un atributo “expire” que permite definir cuando esta 
caducada. De tal manera, se pueden guardar los valores a lo largo del tiempo. Cuando se  
cierra el navegador y se lo abre otra vez, se puede acceder a la herramienta dado que las 
variables $_COOKIE['ejemplo'] aún existen.
En esta primera confrontación se pueden ver  mas de ventajas  del  lado de las 
cookies  que  de  las  sesiones.  Las  cookies  permiten  hacer  lo  que  las  sesiones 
proporcionan, y aún mas.
 4.2.2.  Seguridad
En el caso de sesiones, los datos se guardan en el servidor. La sola información 
adicional que transita por la red es un identificador de sesión. Así que se pueden guardar 
valores como $_SESSION['user'] = “usuario” , la persona no tiene manera de cambiar 
este valor. Y si cambia el identificador de sesión, la probabilidad de que haya una sesión 
con el mismo identificador es casi nula. La persona no puede modificar como quiere los 
valores dentro de las variables de sesión.
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Inversamente, en el caso de las cookies, las variables se guardan en la maquina 
del  usuario y pasan por la red con cada transacción HTTP. Estas cookies se pueden 
modificar  de  manera  sencilla  con  un  navegador  de  Internet,  entonces  no  se  pueden 
guardar los valores no cifradas. Si se guarda el nombre del usuario en una cookie con el  
código  setcookie(“user”,”nombre_de_usuario”) ,  nada  puede  impedir  al  usuario  de 
cambiar la cookie user y ponerla el valor “falso_usuario” por ejemplo. Entonces, en el 
caso de un uso de los cookies hay que proporcionar un método de cifrado de los datos o 
guardar los valores del lado del servidor.
Esto es un inconveniente muy importante al uso de cookies, no se pueden guardar 
los valores de manera natural sin que un usuario pueda modificarlas.
 4.2.3.  Conclusiones
Las diferencias que se han encontrado entre las dos tecnologías dan una ventaja al 
uso de sesiones para gestionar el paso de autenticación a lo largo de la navigación en la  
herramienta.
El hecho de que las cookies pueden ser desactivadas por el navegador y sobre 
todo  la  imposibilidad  de  guardar  los  datos  sin  cifrarlos  nos  impulsa  a  utilizar  una 
autenticación sirviéndose de las sesiones.
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 5.  Implementación de la solución
Este capitulo describe las diferentes acciones a realizar para la realización de las 
soluciones elegidas. Se describe también el código escrito para proporcionar la solución 
de  autenticación.  En  este  ejemplo,  se  va  a  acceder  a  una  aplicación  web  que  se 
encuentra en la dirección web http://www.example.com .
 5.1.  Declaración de las variables
Los requisitos iniciales de la herramienta nos impiden de garantizar la autenticación 
de  las  personas  a  lo  largo  del  tiempo  de  navegación  dentro  de  la  herramienta  y  la 
posibilidad de conocer la identidad de la persona conectada.
Se puede entonces utilizar dos variables de sesiones, una para saber si un usuario 
esta  conectado,  y  otra  para guardar  su correo electrónico.  Se ha decidido  llamar  las 
variables login_email, y conexion , respectivamente.
 5.2.  La autenticación incial
 5.2.1.  Elección de la librería
Muchas librerías han sido desarrolladas en varios lenguajes de programación para 
implementar el protocolo OpenID. Con el PHP, se pueden encontrar mas de 10 librerías 
diferentes. Se puede también utilizar una solución completa como JanRain Engage [13].
- 53 -
JanRain  Engage  es  una  solución  que  permite  a  partir  de  algunas  líneas  pedir 
autenticación mediante OpenID. Esta desarrollada para funcionar con la mayoría de los 
proveedores de servicio. En el proyecto, no se quiere dejar acceso a todas las personas 
que poseen un OpenID,  se  quiere  restringir  el  acceso a  una o  varias  empresas con 
cuentas de Google Apps. Para llegar a un uso compatible con los requisitos se necesitaría 
configurar  y  modificar  las  características  de  JanRain  Engage,  así  que  es  más  fácil 
desarrollar una solución completamente a partir de una librería y controlar bien a quien se 
deja o no acceso.
Para elegir  la librería correcta, se tiene que tomar en cuenta que se quiere un 
código para desarrollar una solución de parte confidente (ver el esquema de OpenID), no 
se necesita el código de un proveedor de servicio, este siendo la cuenta de Google Apps. 
También se debe mirar la adaptabilidad de la librería a la solución con Google Apps. El  
mecanismo no es exactamente el mismo que con los otros proveedores de servicio a la 
hora de conocer la dirección del proveedor de servicio a partir del identificador del usuario.
Para este paso suplementario, se ha desarrollado una librería, “php-openid-apps-
discovery”  [14],  compatible  con una  otra,  “PHP OpenID Library”  [15]  desarrollada  por 
JanRain.  “PHP  OpenID  Library”  es  una  librería  muy  completa  y  con  una  buena 
documentación y varios ejemplos. Se puede también encontrar en varios foros de Internet 
casos exitosos de su uso conjunto a una autenticación con usuarios de Google Apps. La 
combinación “PHP OpenID Library” y “php-openid-apps-discovery” es la solución que se 
va a utilizar.
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Figura 15: Interfaz de JanRain 
Engage
 5.2.2.  Implementación de la autenticación inicial
 5.2.2.1.  PHP OpenID Library
La utilización básica de las librerías esta descrita en los ficheros README.
En la carpeta examples/consumer de la librería de PHP OpenID se encuentran ficheros 
para permitir la autenticación con cuentas de OpenID.
• common.php
• index.php
• try_auth.php
• finish_auth.php
El fichero common contiene código utilizado por los tres otros ficheros y, se incluye al  
principio de cada uno de los otros ficheros. El fichero  index define un formulario para 
rellenar datos de acceso y redirige el usuario hasta la pagina try_auth en la cual se hace 
la petición al proveedor de identidad. Por fin la respuesta del proveedor esta tratada por 
finish_auth que estipula del éxito o fallo de la autenticación.
Sin utilizar la librería para el uso de Google Apps, la autenticación funciona con cualquier  
otro tipo de cuenta de OpenID. Con un usuario normal de Google, la librería nos permite 
conectarnos.
El identificador OpenID de una cuenta de Google es el siguiente: 
http://openid-provider.appspot.com/nombre_cuenta
Listado 15: Identificador OpenID de una cuenta de Google
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Pero por el momento, sin incorporar la librería php-openid-apps-discovery, no funciona la 
autenticación con un usuario de una cuenta de Google Apps.
 5.2.2.2.  php-openid-apps-discovery
La instalación de php-openid-apps-discovery es muy simple, solamente hace falta 
añadir un fichero dentro del árbol de fichero de la librería OpenID, y añadir una linea en el  
código de autenticación:
Es decir, reemplazar  
$consumer = getConsumer() 
por
$consumer = getConsumer(); 
new GApps_OpenID_Discovery($consumer);
Listado 16: Cambios para la implementación de php-openid-apps-discovery
Una vez  las  modificaciones  hechas,  se  puede  autentificar  utilizando  el  nombre  de  la 
cuenta de Google Apps. En este caso, se quiere conectar con los usuarios de la cuenta de 
hometeacher.es . Por eso, se rellena el formulario con el identificador hometeacher.es y se 
redirige hasta una pagina de conexión.
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Figura 16: Éxito de la autenticación
Si se rellena bien el formulario de conexión en esta pagina se redirige a la pagina 
finish_auth, la autenticación ha funcionado.
 5.2.2.3.  Restricciones de acceso
Si se deja la autenticación en su estado actual, todas las personas con una cuenta 
de OpenID pueden identificarse en la plataforma, por eso, es necesario filtrar los valores 
que se consideran como valides.
La solución es la siguiente, la pagina de index se diseña para preguntar si la persona 
quiere conectarse con la cuenta de una empresa o de otra.
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Figura 17: Petición de conexión a la cuenta de Google Apps
Figura 18: Pagina de conexión
Al hacer clic en uno de los botones (5) o (11), se envia un formulario con la variable 
openid_identifier (3) y (10) igual al nombre de la cuenta de Google Apps y se le envía a 
la pagina try_auth definida en las lineas (1) y (8):
1.  <form method="get" action="try_auth.php" > 
2. <input type="hidden" name="action" value="verify" /> 
3. <input  type="hidden"  name="openid_identifier" 
value="abaenglish.com" /> 
4. <br> 
5. <input type="submit" value="ABA English" style="height:40px; 
width:300px;"/> 
6.  </form> 
7.  
8.  <form method="get" action="try_auth.php" > 
9. <input type="hidden" name="action" value="verify" /> 
10. <input  type="hidden"  name="openid_identifier" 
value="hometeacher.es" /> 
11. <input  type="submit"  value="Home  Teacher" 
style="height:40px; width:300px;"/> 
12.  </form>
Listado 17: Código HTML de la pagina de autenticación
Por fin, en el código de try_auth se verifica que la variable openid_identifier vale 
unas de las valores que se aceptan (14). En efecto, el código Javascript se ejecuta del  
lado del cliente y se puede modificar, una persona puede intentar acceder a la pagina 
try_auth enviando un valor de openid_identifier diferente de la que se ha puesto en el 
código.  El  ejemplo  del  uso  de  OpenID nos  proporciona  una  función  para  conocer  el  
identificador  de  OpenID,  getOpenIDURL(),  se  utiliza  para  verificar  el  valor  de 
openid_identifier enviado.
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13. function run() { 
14. if (getOpenIDURL() != "abaenglish.com" && getOpenIDURL() != 
"hometeacher.es" ){ 
15. echo "<h2>No tienes acceso a la herramienta</h2>"; 
16. include('index.php'); 
17. die(0); 
18. }
19. … // resto del código
Listado 18: Verificación del nombre de la empresa
Con este código, si la persona no es un usuario de las cuentas de Google Apps a  
las cuales se deja acceso, no ve el contenido protegido de la pagina pero el contenido de 
la pagina principal de la herramienta (16) y ve por pantalla un texto diciéndole que no 
puede acceder.
 5.2.2.4.  Inicialización de las variables de sesión
En la ultima parte de la autenticación, se rellenan los valores de las variables de 
sesión que se van a utilizar, conexion y login_email en caso de autenticación con éxito. 
20. $ax = new Auth_OpenID_AX_FetchResponse(); 
21. $obj = $ax->fromSuccessResponse($response); 
22.
23. $email = $obj->data['http://axschema.org/contact/email'][0]; 
24. $_SESSION["login_email"] = $email; 
25. $_SESSION["conexion"] = 1;
Listado 19: Final de la autenticación
Las  líneas  (20)  y  (21)  son  llamadas  de  la  librería  para  recuperar  los  valores  con  el  
Attribute Exchange. En la linea (23), se define que valor nos interesa recuperar, el email.  
Y finalmente se rellenan las variables de sesiones (24) (25).
Y se puede ahora redirigir  el usuario hasta la pagina de menú de la herramienta con 
código Javascript.
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<script type="text/javascript"> 
    window.location = "menu.php"; 
</script>
Listado 20: Redirección a la pagina principal de la herramienta
 5.3.  Verificar la autenticación en cada pagina
Para  activar  las  sesiones,  hace  falta  llamar  a  la  función  session_start() al 
principio  de  cada fichero  PHP.  Una vez activadas las  sesiones,  se  puede verificar  el 
estado de la autenticación.
Como visto antes, si $_SESSION['conexion'] vale 1, la persona esta autenticada, sino, no 
lo esta, se debe entonces redirigirla hasta la pagina de conexión.
26. <?php
27. session_start();
28. if  (  !  isset($_SESSION['conexion'])  ||  $_SESSION['conexion']  != 
1 )
29. {
30. ?>
31. <script language="javascript" type="text/javascript"> 
32. <!-- 
33. window.location.href = 'http://www.example.com'; 
34. --> 
35. </script>
36. <?php
37. die('Activar  el  Javascript  para  poder  utilizar  la 
herramienta');
38. }
39.
40. // Resto del código de la pagina
41. ?>
Listado 21: Verificación de las variables de sesión
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La explicación del código es la siguiente:
• Las sesiones se inician con session_start() (27)
• Se verifica que la variable de sesión  “conexion” existe con la función  isset, y si 
existe, se verifica su valor (28)
◦ Si la persona no esta autenticada
▪ Se utiliza una llamada a Javascript para redirigir el usuario hasta la pagina 
de autenticación de la herramienta (33)
▪ En  el  caso  de  que  el  navegador  tenga  el  Javascript  desactivado,  la 
redirección no funciona, entonces se llama a la función die de PHP para 
prohibir el  acceso a la pagina y se pinta un texto pidiendo al usuario de 
activar el Javascript. (37)
◦ Si la persona esta autenticada
▪ No entra en el bucle if (28)
▪ Se ejecuta el resto del código de la pagina (40)
Este código es el mismo en cada pagina protegida. Se puede entonces crear un 
fichero auth.php con el código y solamente hacer un require(“auth.php”) al principio de 
cada pagina de la aplicación web. Esta línea de código es imprescindible a la utilización 
de la autenticación segura en este proyecto, sin ella, la pagina se puede acceder desde 
Internet sin necesidad de identificarse. Por lo tanto, la documentación final del proyecto 
debe especificar claramente el uso obligatorio del código require(“auth.php”) al principio 
de cada pagina. 
Con todos estos pasos, la aplicación se puede ahora acceder de manera segura.
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 6.  Conclusiones
La realización  de este proyecto ha permitido estudiar el desarrollo completo de una 
aplicación web y la implementación de una solución de identificación de los empleados de 
una  empresa.  Se  ha  conseguido  diseñar  una  herramienta  que  responde  a  una 
problemática especifica y definida según unos pliegos de requerimientos. El tema de la 
seguridad  es  una  parte  importante  de  cada  solución  informática  que  no  se  puede 
minimizar. Parte de la fuerza y de la experiencia de una empresa se basa en los datos 
que ha cosechado, no se puede permitir su acceso a otras personas.
El  principal  problema  encontrado  ha  sido  a  la  hora  de  elegir  entre  las  varias 
tecnologías  disponibles.  No  existe  una  sola  solución  que  responde  a  todos  los 
requerimientos, cada una tiene ventajas y inconvenientes a comparación de las otras, y 
por eso, se debe elegir con atención los criterios para diferenciarlas.
Se ha elegido una solución basada en OpenID con proveedor de identidad Google 
Apps por su sencillez y su integración dentro de la plataforma de la empresa. Pero no 
significa  que  esta  tecnología  sea  la  solución  adecuada  para  cualquier  proyecto  de 
autenticación. Por lo tanto cada caso de problema de autenticación necesita ser evaluado 
previamente para encontrar la tecnología adaptada.
A nivel personal, desarrollar el proyecto en una empresa me ha permitido destacar 
las  diferencias  entre  el  mundo  de  la  universidad  y  el  mundo  laboral.  Este  proyecto 
responde a una necesidad de la parte de la empresa, y debía desarrollarse con éxito y  
obligaciones de tiempo.
Diseñar  la  aplicación  web  desde  el  inicio  hasta  su  puesta  en  marcha  en  los 
servidores me ha parecido muy importante. La parte de desarrollo de código, aunque sea 
la sola que se ve en el resultado final, no puede existir sin un trabajo previo. El estudio 
inicial permite elegir las mejores soluciones y permite trabajar de una manera mucho mas 
productiva y segura.
Por ultimo, este proyecto me ha permitido descubrir también la fase de integración 
de una nueva solución en una empresa. Como los empleados tienen que utilizar una 
nueva herramienta y cambiar sus costumbres se debe ayudarlos a utilizarla. No es porque 
el desarrollo de un producto se ha acabado que se puede olvidar, su seguimiento es muy 
importante.
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