Fig. 1. Two-level DC/AC voltage source converter with an induction motor
This topology of the inverter can take eight (2 3 ) different configurations depending on the transistors' control signals. Transistors' logic control signals must satisfy the following logic equation: S1 S4, S3 S6 and S5 S2 = = =
Proper switching of transistors let us to obtain phase current of the motor close to the sinusoidal shape.
Space vector modulation
Three-phase voltage vectors can be presented as one vector using Clark's transformation (Baszyński and Piróg, 2011; Baszyński and Stala, 2011; Chaurasiya Rohit et al., 2014; Liang et al., 2016; Rashidi and Sabahi, 2013) . Thereafter, different switching combinations of the transistors that are possible to obtain will be represented as active vectors. In αβ space, the following reference vector can be generate by possible inverter states, as active (100, 110, 010, 011, 001, 101) and zero vectors (111,000): where k is the sector number, U the DC link voltage and f the frequency of the supply voltage. All active vectors have length equal to two-third of capacitor voltage in DC link and are shifted by 60°. The αβ space is divided by vectors into six sectors as shown in Figure 2 . If we want to achieve the reference vector (presented in Figure 2 ), we have to switch on active vectors and zero vectors for proper time. Consulting switching time equation for reference vector, U ref can be described as U L and U K with turn on time:
To calculate T a and T b , trigonometric formulas or matrix equation (Baszyński and Piróg, 2011; Baszyński and Stala, 2011; Chaurasiya Rohit et al., 2014; Liang et al., 2016; Rashidi and Sabahi, 2013; Ying-Yu Tzou and Hau-Jean Hsu, 1997) can be used. Results will be similar and can be described as a matrix equation: 
where T is the period and ` is the angle. A method of matching auxiliary variables was presented in some scientific publications, which was used to simplify calculations (Chaurasiya Rohit et al., 2014; Liang et al., 2016; Rashidi and Sabahi, 2013) . By means of the auxiliary variables, it can easily specify the sector value and the duration of the active vectors. The solutions are highly recommended by leading microcontroller manufacturers such as Texas Instrument and Freescale. On the assumption that T a and T b with zeroes vectors are at the beginning and the end of period, the zero vector value can be defined by the following equation (Baszyński and Piróg, 2011; Baszyński and Stala, 2011; Liang et al., 2016; Rashidi and Sabahi, 2013; Ying-Yu Tzou and Hau-Jean Hsu, 1997) :
On the basis of Figure 2 , it can be presumed that the sectors will alter every 60°. The switching should be done only in one of the three control signals (S1, S3 and S5). The completed control is shown in Figure 3 . It must be stated that switching pattern in figure 3 use symmetric PWM signals. The pulse signal is always symmetric with respect to the center of each PWM period. 
SVPWM implementation -classical approach
The Intel FPGA unit was used to apply space vector modulation. The classic approach to implementation means that we need preparation of HDL code in the FPGA unit. The block diagram in Figure 4 depicts the idea of SVPWM realisation in the programmable logic device. To determine the times of active vectors and the development of the project, it was necessary to use the basic IEEE libraries. The product of the integer number with the real number was realised based on the number record in the Q format. An interesting way of implementation is described in Rohit et al. (2014) where the comparison of algorithm implementation by integer number and fixed-point realisation is made. The values of the frequency divider and the reference voltage (vector value) were provided from the outside by a user. Read only memory (ROM) was used in this project to store sine and cosine function values. After the development of the HDL code, the Signal Tap II Logic Analyzer file was added to debug and control the project in the Quartus II programme. The numerical waveforms obtained from Signal Tap II are included in Figure 5 . Figure 5 shows the durations of the active vector for the first six sectors. It can be observed that the duration of the active vector for all six sectors is identical. The implemented algorithm calculates the duration of vectors in the first sector. When the sector is changed, only active vectors are switched based on Table 1 and the time is counted in the same way. In the PWM duty factor value, the third harmonic of the signal is visible. The modulation index value (m ≈ 0.907) for SVPWM is identical to the third harmonic injection PWM values, which confirms the results obtained in Figure 5 . Table 2 summarises the percentage of used logic elements and random access memory (RAM) in the project. On the basis of the results, it can be found out that the available logic elements in this specific FPGA unit allow to implement space vector modulation and enable users to make addition components such as PID controller or interface. The only problem the users can face is the high price of the FPGA.
SVPWM implementation -based on softcore processor
Owing to the complexity of the HDL, the development of a user-friendly and easy to communicate interface with the SVPWM module is extremely complicated and requires experience. A processor defined in a programmable system can be helpful in order to implement an interface that only requires knowledge of the C programming language.
The softcore processor is a microprocessor core that can be fully implemented with logic synthesis. It can be implemented by means of various devices including programmable logic, e.g. FPGA chips. Nios II is a 32-bit reduced instruction set computing (RISC) architecture processor designed by Altera, which is available in the Quartus II programming environment (Altera Corporation, 2004 , 2015 Rashidi and Sabahi, 2013; Xu and Xiang, 2009 ). Any user-defined component can be added to the processor, e.g. SVPWM module. Components are usually the internal hardware module or an external module connected via the Avalon memory-mapped interface, which is a typical masterslave interface (Altera Corporation, 2015) . It is easy to use and enables easy communication with the component.
The method of implementing SVPWM based on the softcore processor with the HDL component is proposed. The softcore processor was already used together with the PWM module as presented in Xu and Xiang (2009) . The very high speed integrated circuits hardware description language (VHDL) code from the classic implementation method has been added using the Avalon memory-mapped interface to the executed processor. The Avalon interface should be configured with the HDL code according to Table 3 so that communication between the SVPWM modules and the processor can be correct. The writedata signal was used to send the length of a given vector and to change the frequency of calculations in order to regulate the voltage and frequency of the motor supply, respectively. The writedata signal was entered when the write signal had a variable logic status from zero to one. The read and readdata signals were not used in the project. The illustrative module generated by the programme is shown in Figure 6 . PWM signals (3-bit SVPWM_export signal) from the module were connected to a block that realised dead time and signal negations based on formula (1). The module and signals from the softcore processor are depicted in Figure 7 . After generating the softcore processor, a C code was developed. Using one function (Table 4) allows to send data to the component (Altera Corporation, 2004 Corporation, , 2015 . The first of the function arguments was defined in the processor development stage, the component base. This is a universal number written in the form of a hexadecimal code to specify the component. The second function argument is a 32-bit data vector that determines the values of the reference vector and the frequency divider. Figure 8 shows one period of PWM signals obtained during the test. The obtained results are consistent with Figure 3 (first sector). By using one function IOWR_ALTERA_AVALON_PIO_DATA, the user can communicate with the component from the processor level, which is big advantage. Tables 2 and 5 show a significant increase in the logical elements used to develop the softcore processor. In the case of FPGA chips with a small number of logical elements, there may be situations in which it would not be possible by the processor but it would be necessary to replace the programmable system with an element that has a larger number of logical elements and memory. Numerous benefits from the use of the processor such as the ease of developing the interface and easy component support from the C language level make the use of this proposed method attractive. It should also be noted that the SVPWM module is only controlled from the C language level, and all calculations are performed in parallel in the FPGA system. Figure 9 shows the drive system laboratory set-up. The DC link comprises four 100 mF/500 V capacitors and was supplied from an adjustable DC power supply. The inverter contains six IGBT transistors (SK8GD126) with drivers (IR2113) and the FPGA unit (EP3C16T144). The induction motor was designed for high-frequency operation. The maximum motor speed is equal to 40,000 rpm, and the motor power is 2 kW. Based on the current waveform in Figures 10 and 11 , the correctness of the space vector modulation implementation was confirmed. Results were obtained for the proposed method of implementation of SVPWM using the softcore processor. For high frequencies (Figure 11 ), effects of transistors' switching start to be visible in the current of the motor phase. A large strain on the motor current is to be expected with a further increase in frequency. In both methods, the results obtained in the laboratory are identical, but the second approach provides easier control over the SVPWM module. The presented method may be more beneficial in the implementation of large projects.
Practical control realisation

Conclusions
This article describes the implementation of the SVPWM control and implementations in the FPGA with Nios II processor. The theoretical considerations were confirmed, as evidenced by the obtained results. The use of the softcore processor allowed to improve the control and user-friendly interface development. The use of FPGAs makes the transfer of the simulation model to the real one significantly simplified. In addition, the processor with the component used to set the desired output values on the inverter simplifies communication and allows a simple way to control the inverter.
A user familiar with the HDL can decide for himself or herself whether to develop a control based on the classical method or to develop a softcore processor with a component and a control algorithm tailored to the needs of his or her project. The versatility of the HDL allows for easy transfer of the HDL code between FPGA systems from different manufacturers, which is an additional advantage and facilitation in case of the need to transfer the project.
