We present an approach to the computer enhancement of the "SMA 12/60" (Technicon Instruments Corp.).
tained from eight channels of the SMA using the system as described show that a sample analysis rate of 120 per hour is feasible. A desirable consequence of the increased analysis rate is a 60% decrease in the required sample volume. Before the system can be used in a clinical environment, further development will be necessary, including detection algorithms for hydraulic malfunction.
AddItIonal Keyphras.s:
continuous-flow analysis #{149} Implicit in the objectives were the reduction in sample volume because of a reduced aspiration period (the pump rate was unchanged), the reduction in consumption of reagents per sample, and the ability to expand the scale of the tests without losing resolution, because the constraints of a chart were eliminated.
Design Implementation
The need for reliability in a multichannel analyzer can be appreciated from the realization that in a 20- Figure 1 shows a block diagram of the hardware configuration.
The acquisition of high-quality absorbance data requires a knowledge of the frequency spectrum of the signal. With this knowledge the Nyquist criterion (32) can be applied to determine the minimum rate at which the colorimetric signal must be measured. Briefly, that criterion stipulates the minimum measurement rate whereby the signal could be reconstructed with adequate fidelity. Noise or random fluctuations in the photocell current give rise to a signal that also must be considered.
Noise has a very wide range of frequency components that could be aliased (32) as a result of violating the Nyquist criterion. The consequence would be decreased signal quality.
It was necessary, therefore, to limit the bandwidth of the colorimetric signal (including noise) by filtering. A 4.7-Ml resistor to ground paralleled by a 20 nF capacitor served as an RC filter as well as the load for the photocell. A FET voltage follower was used to isolate the photocell from perturbations resulting from the measurement process. Because the data were to be processed by a computer, only the minimum necessary signal conditioning as described above was performed by analog methods.
The incremental cost of additional digital processing is very small compared to analog processing and, moreover, the drift and alignment problems associated with analog processing are eliminated.
The principles of reliable hardware design are understood. However, the principles of reliable software design are less understood and not well developed. There does exist a growing body of literature (33, 34) on software engineering that stresses the importance of careful program design in order to improve reliability, flexibility, and understandability.
Such techniques as structured programming, top-down programming, and modular program organization are reported to contribute to these objectives as well as to reduce overall programming costs. In developing the software, therefore, top-down programming was used with an emphasis on modularity of program organization. The software is clearly more understandable and more easily modifiable that it would have been had these techniques not been used.
Even with the use of these techniques, software reliability is not assured. It is not possible to prove, for any nontrivial program, that there are no logical errors. Further, the program can behave unpredictably as a result of hardware malfunctions.
It is possible, however, to design fault-tolerant software. There are two aspects of fault tolerance to be considered. The first aspect is fault detection, including techniques for checking for self-consistency, which utilize independent and redundant control functions and checking for integrity of the data as well as of the program itself. The second aspect is fault handling. Unfortunately, fault-detection techniques are at present better understood than fault-handling techniques. In most cases a fault can be handled only by notifying the operator of the malfunction and then bringing the system to a halt. This was considered preferable, however, to allowing operation to continue with the production of possibly erroneous results.
The prototype system using the Texas Instruments 980A mini-computer could have been programmed in either assembly language or FORTRAN, a high-level language.
It was decided that assembly language would be used, with integer rather than floating- point arithmetic, for two reasons. First, it was thought that this would simplify the process of program translation onto the micro-processor, and second, the initial lack of a fast mass-storage device on the mini-computer made FORTRAN compilation rather time-consuming.
The software consisted of two parts: the data-reduction algorithms and the "housekeeping" functions. Data reduction required the development of three algorithms.
First, a search algorithm establishes the baseline absorbance and finds the first peak. Once a peak has been found, the second or peak handler algorithm provides the carryover algorithm with a weighted concentration.
The latter algorithm is required because the increase in sampling rate increases the carry-over from marginally acceptable values at 60/h to unacceptable values at 120/h. The carry-over could be substantially reduced by bubble-gating (17, 29) , but this would require hydraulic modifications that are not compatible with our objective of not interfering with normal operation.
The housekeeping functions receive results from the data-reduction algorithms and place them in a queue, to collate all the results for a particular sample cup. Finally, the results are printed on the teleprinter.
Additional housekeeping functions include fault detection and handling, as discussed above, and SMA malfunction detection.
Resufts
The principle design constraint, that the normal operation of the SMA 12/60 not be disrupted, was fulfilled.
It was possible to connect the interface, run a plate of samples, and resume normal operation within 1 h. Examination of Figure 2 illustrates three results: the short-term noise, over 10 s, is less than 1 milliabsorbance unit; the drift over 5 mm is less than 1 milliabsorbance unit; and the response to a bubble is relatively fast, returning to baseline in 3 s.
We compared computerized system sampling at 120 samples/h and the normal SMA 12/60. Reference sera were poured into successive cups with water cups occasionally interspersed. The same plate of cups was analyzed by both systems within 1 h. was made for baselitie setting of the apertiwe. The bubble that passed through the flow cell at 151-154 s, had a peak of 714 milllabsorbance units 1 presents comparison data for eight tests that do not require blanks. Cup 8 followed two cups of sera and illustrates the effect of carryover on sera, while cup 9 does the same for water. Cup 10 should agree closely with cup 1 (the calibration cup), because both were preceded by water cups.
Examination of Table 1 shows that both systems have similar performance.
Cup 9 shows that the computer system does not perfectly correct for carryover although the values are, in general, closer to zero than for the SMA 12/60.
Discussion
It is, of course, obvious that before the computerized system can be useful to a clinical lab, it will have to be applicable to all tests on the SMA 12/60, not just those without blanks. It is also expected that the precision can be improved over that thus far achieved. Improvements in hydraulics, electronics, and algorithms could improve the precision; however, the sampling rate, operator technique, and imperfections in flow dynamics will ultimately limit the precision in routine use. A much more difficult problem is the matter of hydraulic malfunction detection. Al-though the function monitor has been retained, not all hydraulic malfunctions are observed on it. Thus, algorithms are being developed to detect bubbles in the flow cell, clots in the sample lines, and inadequate sample volumes (short samples). Other potential malfunctions needful of detection include operator blunders such as misplaced standards and reagent mix-ups.
The fault-tolerant software, in addition to increasing the reliability of the software, has been helpful in program development by limiting the propagation of errors and halting before useful information has been obliterated.
Of significant benefit has been the ability to record the raw data onto a cassette for subsequent re-analysis. FORTRAN programs have been used to compare and evaluate algorithm performance on a common set of data. Some of the software has been translated into the Intel 8080 assembly language. The great tedium and low productivity of that task and the highlevel language investigations mentioned above suggest that high-level language programming is most appropriate to projects of this kind. In retrospect, the decision not to use FORTRAN appears to have been a mistake. It is intended that final implementation of the micro-processor software will be done with PLIM, a high-level language, so that translation into the Intel 8080 assembly language will not be necessary. Further, the reduction in coding and program testing time using FORTRAN would probably have offset the increased compilation time.
The direct costs of this project amount to about $25 000 thus far. If the labor costs were included, the costs would be very much larger. We thank Washington University School of Medicine for financial assistance.
