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Abstrakt
Tato práce se zabývá teoretickým a praktickým základem pro vytvoøení pøevadìèe mezi
platformou LaTeX a Microsoft PowerPoint. Postupnì rozebírá pou¾ití LaTeXu a tøídy
Beamer pro prezentace, programovou tvorbu PowerPoint dokumentù pomocí PowerPoint
Primary Interop Assemblies a PresentationML. Nastiòuje pou¾ití generátorù lexikálního
a syntaktického analyzátoru GPLEX a GPPG. Vìnuje se vlastnostem dne¹ních nástrojù
pro pøevod dokumentù. A nakonec se postupnì vìnuje jednotlivým úskalím návrhu, imple-
mentace a testování aplikace pro pøevod dokumentù mezi platformou LaTeX a Microsoft
PowerPoint.
Abstract
This work deals with theoretical and practical basis for the creation of converter between La-
TeX and Microsoft PowerPoint presentations. It discusses the use of LaTeX and the Beamer
class for presentations, programmatic creation of PowerPoint documents using PowerPoint
Primary Interop Assemblies and PresentationML. It outlines the use of the scanners and
parsers generators GPLEX and GPPG respectively. It deals with the characteristics of to-
day's tools for document conversion. And nally deals with the particular pitfalls of the
design, implementation and testing of the application for conversion of documents between
LaTeX platform and Microsoft PowerPoint.
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Kapitola 1
Úvod
V posledních letech stoupá poèet informací a dat ukládaných èlovìkem. S tím jde ruku
v ruce také nutnost øe¹it zpùsob ulo¾ení dat. Pokud chceme napøíklad ulo¾it formátovaný
textový dokument, tak se nám nabízí hned nìkolik rùzných typù formátù pro ulo¾ení daného
dokumentu. Tìchto formátù existuje, dovolím si øíct nespoèet, nìkteré z nich jsou otevøené
a ty ostatní bohu¾el proprietární. Ka¾dý si vìt¹inou vybere jeden z formátù, který je mu
pøíjemnìj¹í, a» u¾ proto, ¾e mu jeho oblíbený editor nabízí pouze jeden èi proto, ¾e mu
zvolený formát pøiná¹í rozsáhlé typogracké mo¾nosti. Problém v¹ak nastává v okam¾iku,
kdy potøebujeme napøíklad kolegovi pøedat upravitelnou verzi svého dokumentu, ale kolega
si s formátem, který pou¾íváme, nerozumí. Ve vìt¹inì pøípadù doká¾í editory exportovat
dokument i v jiném formátu a ná¹ problém tedy odpadá, ale jsou i pøípady kdy to prostì
nejde. V tuto chvíli nastupují na scénu pøekladaèe.
Pøekladaèe nám umo¾ní doslova pøelo¾it dokument z jednoho formátu do zcela jiného.
Takovýchto pøekladaèù je veliké mno¾ství, nìkteré z nich se specializují pouze na pøevod
mezi dvìma formáty, av¹ak jiné doká¾í pøevádìt celou paletu formátù. Dokonce ji¾ existují
pøekladaèe, které není tøeba stahovat ani instalovat, ale staèí pouze nahrát soubor pøes
internet a na email nám následnì pøijde jeho pøelo¾ená podoba. Jsou v¹ak i výjimky, tedy
formáty, pro které pøekladaèe nejsou, èi neumí vyprodukovat upravitelnou verzi pøekladu.
V mnoha pøípadech nemusí být potøeba, av¹ak najde se i nìkolik takových kdy by se
mohly hodit. Napøíklad v dobì psaní této práce není dostupný pøekladaè mezi roz¹íøením
platformy LATEX pro prezentace (napø. Beamer) a Microsoft PowerPoint. Mù¾e se zdát, ¾e
toto je zrovna jeden z pøíkladù, kdy pøekladaè není potøeba, ale na Internetu lze narazit na
dotazy rùzných lidí právì ohlednì mo¾nosti pøevodu mezi tìmito dvìma formáty. Na jejich
dotazy je nejèastìj¹í odpovìdí vìta typu \Ulo¾ si to jako obrázky a potom z toho udìlej
prezentaci.". Pokud budeme postupovat podle této rady tak jistì získáme dokument, který
bude vypadat stejnì, ov¹em naprosto ztratíme mo¾nost jakékoliv editace, co¾ rozhodnì
nevyva¾uje zisk daný vzhledem.
V této práci se budeme zabývat celým procesem tvorby právì pøekladaèe pro pøevod
mezi roz¹íøením Beamer platformy LATEX pro prezentace a Microsoft PowerPoint. Postupnì
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projdeme jednotlivé fáze od seznámení se s LATEXem, jeho roz¹íøením Beamer a Microsoft
PowerPoint API, pøes návrh, a¾ po implementaci a koneènì testování.
Druhá kapitola se zabývá syntaxí a pou¾itím balíèku LATEX a tøídy pro prezentace
Beamer. Postupnì si vysvìtlíme postup tvorby jednotlivých prvkù dokumentu, jako jsou
napøíklad výètová prostøedí a tabulky èi zmìnu øezu písma. Vysvìtlíme si pojem overlay
a nastíníme si jak vytvoøit jednoduchou prezentaci.
V tøetí kapitole si nastíníme dva rùzné zpùsoby jak programovì vytvoøit prezentaci ve
formátu pou¾ívaném aplikací PowerPoint.
Ve ètvrté kapitole si pøedstavíme nástroje pro generování lexikálního a syntaktického
analyzátoru, jejich¾ výstupem je kód v jazyce C#.
V páté kapitole si struènì rozebereme vlastnosti dne¹ních pøekladaèù dokumentù a sta-
novíme si po¾adavky na novì vytváøený pøekladaè. Následnì si popí¹eme jednotlivé èásti
návrhu aplikace.
©está kapitola se vìnuje samotné implementaci aplikace. Postupnì si projdeme zpùsob
realizace jednotlivých èástí a vysvìtlíme si, proè byl v urèitých situacích pou¾it zrovna daný
pøístup a ne jiný.
Sedmá kapitola poté struènì popisuje zpùsob testování výsledné aplikace. Také si zde
zmíníme rùzná omezení výsledné aplikace, a proè k nim dochází.
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Kapitola 2
LATEX a jeho roz¹íøení Beamer
LATEX je balíèek maker, vytvoøených Leslie Lamportem, usnadòujících tvorbu dokumentù
pro sázecí program TEX. Umo¾òuje tak mnohem pøíjemnìj¹í a jednodu¹¹í tvorbu doku-
mentù, ne¾ v samotném TEXu. Beamer je potom roz¹íøením samotného LATEXu pro tvorbu
profesionálních prezentací.
Beamer vytvoøil v roce 2003 Till Tantau pro prezentaci obhajoby své Ph.D. práce
a o mìsíc pozdìji jej na ¾ádost svých kolegù uvolnil na Internet. A právì to umo¾nilo
jeho rychlé roz¹íøení. Ov¹em v roce 2007 Till Tantau pøestal kód udr¾ovat a vývoj tøídy
Beamer tak uvázl na mrtvém bodì. Situace se ov¹em zmìnila, kdy¾ se v dubnu roku 2010
rozhodl pøedat jeho údr¾bu nìkomu jinému. Nyní se o údr¾bu, opravu chyb, pøidávání
novinek a pomoc u¾ivatelùm starají Joseph Wright a Vedran Miletic. Aktuální kompletní
kódy vèetnì kódù u¾ivatelské pøíruèky jsou dostupné ve veøejném mercurial repozitáøi na
adrese http://bitbucket.org/rivanvx/beamer.
Informace uvedené v této kapitole jsou èerpány z [4], [12] a [15].
2.1 Preambule
Preambulí nazýváme èást zdrojového dokumentu uvedenou mezi pøíkazy \documentclass
a \begin{document}. Jedná se o èást, která slou¾í k nastavení rùzných vlastností výstup-
ního dokumentu, vlo¾ení pomocných balíèkù, popøípadì tvorbì vlastních pøíkazù. Pro nás
nejzajímavìj¹ími informacemi získanými z preambule jsou:
1. pou¾itá znaková sada vstupního dokumentu (napø UTF-8, ISO 8859-2, CP-1250)
2. téma (gracký styl) prezentace tøídy Beamer
3. titulek prezentace, jméno autora a datum vytvoøení
Pou¾itou znakovou sadu lze zjistit z pøíkazu \usepackage[znaková sada]{inputenc},
kde napøíklad UTF-8 je zapsáno pomocí pomocí utf8, ISO 8859-2 pomocí latin2 a CP-1250
pomocí cp1250.
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Téma prezentace tøídy Beamer získáme z pøíkazu \usetheme{název tématu}. Kde název
tématu je nìkteré z pøedem denovaných témat dodávaných s tøídou Beamer.
Titulek prezentace, jméno autora a datum vytvoøení získáme z parametrù pøíkazù
\title, \author a \date v tomto poøadí.
2.2 Zápis pøíkazù
Jeliko¾ se LATEX sna¾í co nejvíc usnadnit práci u¾ivateli, je mo¾né u nìkterých pøíkazù dosáh-
nout stejného efektu pomocí nìkolika rùzných zápisù. Toto se mù¾e zprvu zdát spí¹ jako
zeslo¾itìní. Av¹ak vzhledem k tomu, ¾e dané zápisy dosáhnou stejného efektu, mù¾eme si
v podstatì vybrat, který z nich nám více vyhovuje, èi který z nich je vhodnìj¹í a umo¾ní nám
napsat pøehlednìj¹í zdrojový kód. Tìmito zápisy jsou klasický pøíkaz, skupina a prostøedí.
Klasický pøíkaz se zapisuje pomocí kombinace zpìtného lomítka a názvu { \prikaz,
kterou následují pøípadné slo¾ené, hranaté èi jednoduché závorky, které urèují jeho parame-
try. V¹eobecnì pou¾ívaná konvence je, ¾e ve slo¾ených závorkách jsou uvádìny parametry
povinné a v hranatých parametry, které mohou být vynechány (vèetnì samotných závorek).
Poøadí jednotlivých parametrù, jejich povinnost èi nepovinnost, stejnì tak jako pou¾itý typ
závorek je dán denicí daného pøíkazu. Existují také pøíkazy, které nemají parametry ¾ádné.
V tomto pøípadì je nutné, aby byl pøíkaz od okolního textu oddìlen prázdným znakem (napø.
mezera, nový øádek). V pøípadì, ¾e pou¾itým prázdným znakem je mezera, tak pøekladaè
v¹echny tyto odstraní a ty se potom neobjeví na výstupu.
Skupina se pou¾ívá k oznaèení bloku textu a pou¾ívá znaky { a }. Dùvodem k pou¾ití
skupin je fakt, ¾e nìkteré z klasických pøíkazù ovlivòují ve¹kerý text právì a¾ do konce
aktuální skupiny, èi prostøedí.
Prostøedí je vyznaèováno pomocí znaèek \begin{nazev} a \end{nazev}. Pou¾ívá se
podobnì jako skupina k oznaèení bloku, ale navíc urèuje, ¾e obsah tohoto prostøedí bude
zpracován jinak ne¾ jeho okolí (kde¾to samotná skupina slou¾í pouze k urèení hranic
bloku). Podobnì jako klasické pøíkazy, i prostøedí mù¾e mít denované parametry (na-
pøíklad prostøedí pro tvorbu tabulek tabular má jeden povinný parametr1).
Za zmínku rozhodnì stojí speciální pøíkaz pro uvedení komentáøe v kódu, který ne-
bude do výsledného dokumentu vysázen. Mimo mo¾nosti pou¾ití prostøedí comment pro
komentáøe mù¾eme pou¾ít øádkový komentáø uvozený znakem %. Pøi pou¾ití tohoto zápisu
je ignorován zbytek textu na daném øádku. Zároveò se následnì ignorují v¹echny mezery
a znaky na novém øádku, a¾ dokud se nenarazí na nebílý znak, teprve tehdy se opìt zaène
text normálnì zpracovávat.
1více o tabukách v kapitole 2.5
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2.3 Základy smí¹ené sazby
Smí¹ená sazba se pou¾ívá v pøípadì, kdy je potøebné nìjakým zpùsobem zvýraznit urèitou
èást textu. Obsahuje tedy písma s rùzným stupnìm a øezem.
Stupeò písma urèuje jeho velikost. LATEX denuje sadu pøíkazù, která zmìní stupeò
písma na urèitou velikost, jejich pøehled je v tabulce 2.1 (tabulka byla pøevzata z [12,
str. 42]). Uvedené pøíkazy jsou právì tím døíve zmiòovaným pøípadem, kdy pøíkaz ovlivní
ve¹kerý text a¾ do konce aktuální skupiny èi prostøedí. V tabulce jsou uvedené i údaje
o stupni písma, který daný pøíkaz nastaví. Ty v¹ak platí pouze pro dokument se základním
stupnìm písma 10pt, pokud je základní stupeò písma dokumentu jiný (11pt, 12pt), tak je
velikost proporcionálnì pøepoèítána.
Vzorek Velikost Pøíkaz Vzorek Velikost Pøíkaz
ABCdef 5pt \tiny ABCdef 12pt \large
ABCdef 7pt \scriptsize ABCdef 14,4pt \Large
ABCdef 8pt \footnotesize ABCdef 17,28pt \LARGE
ABCdef 9pt \small ABCdef 20,74pt \huge
ABCdef 10pt \normalsize ABCdef 24,88pt \Huge
Tabulka 2.1: Tabulka pøíkazù pro rùzné stupnì písma
Øez písma se pou¾ívá k vyznaèování a rozumíme jím napøíklad kurzívu, strojopisné
písmo, tuèné písmo a dal¹í. LATEX stejnì jako v pøípadì stupòù písma nabízí hned nìko-
lik pøeddenovaných øezù. Nìkteré z nejèastìji pou¾ívaných jsou vypsány v tabulce 2.2.
V prvním sloupci je uveden klasický zápis pomocí pøíkazu, kde parametrem je ovlivnìný
text. Ve druhém sloupci je zápis pomocí varianty, kdy je ovlivnìn ve¹kerý následující text
a¾ do konce skupiny èi prostøedí.
Pøíkaz Alternativní zápis Vzorek
\textbf{} \bfseries Polotuèný øez
\texttt{} \ttfamily Strojopisné písmo
\textit{} \itshape Kurzíva
\textsc{} \scshape Kapitálky
Tabulka 2.2: Tabulka nìkterých z nejèastìji pou¾ívaných pøíkazù pro rùzné øezy písma
2.4 Výètová prostøedí
LATEX nám mimo jiné nabízí 3 výètová prostøedí a to itemize, enumerate a description.
Prostøedí itemize slou¾í k vytvoøení neèíslovaných seznamù. Jednotlivé polo¾ky se-
znamu jsou pøidávány pomocí pøíkazu \item. Jako pøíklad se mù¾eme podívat na následující
seznam:
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• První polo¾ka
• Druhá polo¾ka
• Tøetí polo¾ka
Tento seznam je vytvoøen pomocí následujícího kódu:
\begin{itemize}
\item První polo¾ka
\item Druhá polo¾ka
\item Tøetí polo¾ka
\end{itemize}
Pro vytvoøení èíslovaných seznamù slou¾í prostøedí enumerate. Zápis je obdobný jako
v pøípadì neèíslovaného seznamu i zde jsou jednotlivé polo¾ky seznamu pøidávány pomocí
pøíkazu \item. Jediným rozdílem je, ¾e výsledkem bude seznam èíslovaný.
Posledním je prostøedí description, které slou¾í k vytvoøení seznamu denic. Syn-
taxe je obdobná s jedním rozdílem a tím je, ¾e pøíkaz \item nyní pøijímá jeden parametr
v hranatých závorkách a tím je název termínu (titulek). Opìt si uvedeme krátký pøíklad:
Termín Vysvìtlení termínu
Dal¹í termín Vysvìtlení dal¹ího termínu
Poslední termín Vysvìtlení posledního termínu
Tento seznam denic je vytvoøen pomocí následujícího kódu:
\begin{description}
\item[Termín] Vysvìtlení termínu
\item[Dal¹í termín] Vysvìtlení dal¹ího termínu
\item[Poslední termín] Vysvìtlení posledního termínu
\end{description}
Zajímavostí je, ¾e seznamy denic je mo¾né vytvoøit napøíklad v HTML2, ale moderní
kanceláøské WYSIWYG3 editory seznamy denic vìt¹inou vytváøet neumí a je nutné je
simulovat napøíklad pomocí dvousloupcové tabulky.
2.5 Základy tvorby tabulek
Tabulky jsou bezpochyby výborným zpùsobem pro pøehledné zobrazení dat. Mù¾eme i øíct,
¾e existují pøípady, kdy jedna tabulka je mnohem názornìj¹í ne¾ stránka textu. LATEX nám
2Hypertext Markup Language
3What You See Is What You Get
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pro tvorbu tabulek nabízí prostøedí tabular, které nám umo¾ní vytváøet i komplikované
tabulky. My se v¹ak zamìøíme pouze na základní práci s prostøedím tabular a nebudeme
zabíhat do pøíli¹ných detailù.
Prostøedí tabular má jeden povinný a jeden nepovinný parametr. Nepovinný parametr
urèuje vertikální zarovnání tabulky v textu, a pokud jej vynecháme, tabulka je automa-
ticky zarovnána na støed. Povinný parametr urèuje horizontální zarovnání v jednotlivých
sloupcích a èáry mezi nimi. Pevnì daným zpùsobem zápisu také v podstatì urèuje poèet
sloupcù tabulky. Obsahem tohoto parametru jsou tedy znaky urèující zarovnání v sloupci
oddìlené pomocí znaku |, který urèuje èáry mezi sloupci. Jednotlivé znaky pro nastavení
zarovnání jsou:
l { zarovnání vlevo
c { zarovnání na støed
r { zarovnání vpravo
p { zarovnání do bloku, kdy jako parametr ve slo¾ených závorkách je uvedena jeho ¹íøka
Jeliko¾ tento zpùsob zápisu mù¾e být pro ¹ir¹í tabulky ponìkud zdlouhavý, existuje
mo¾nost zkráceného zápisu pro opakující se sloupce ve formátu *{kolik}{co}.
Ukázali jsme si jak nastavit prostøedí tabular a nyní se podíváme na vytvoøení samotné
tabulky. Jednotlivé sloupce tabulky se oddìlují pomocí znaku &, øádky oproti tomu pomocí
kombinace znakù \\ nebo pomocí pøíkazu \cr. Dùle¾ité je, aby poèet polo¾ek v ka¾dém
øádku souhlasil s nadenovaným poètem polo¾ek v hlavièce prostøedí tabular. Teï pravdì-
podobnì vyvstává otázka jak, kdy¾ musí souhlasit poèty sloupcù, vytvoøit buòku tabulky
pøes dva a více sloupcù. Právì pro tyto situace existuje pøíkaz \multicolumn.
Pøíkaz \multicolumn pøijímá celkem tøi parametry. Prvním parametrem je poèet slou-
pcù, je¾ spojíme dohromady. Druhým parametrem je zarovnání ve vytvoøeném spojeném
sloupci. Tento se øídí v podstatì stejnými pravidly jako parametr prostøedí tabular, který
slou¾í k nastavení horizontálního zarovnání, s tím rozdílem, ¾e nyní nastavujeme pouze je-
den sloupec. Posledním parametrem je potom obsah novì vytvoøeného spojeného sloupce.
V pøedchozím textu jsme si uvedli, ¾e znak | v parametru prostøedí tabular urèuje
vertikální èáru mezi sloupci. Av¹ak jsme si ji¾ neuvedli jak vytvoøit horizontální èáru mezi
øádky. Ta se vytváøí pomocí pøíkazu \hline. Pøíkaz nemá ¾ádné parametry a umis»uje
se na nìkolik mo¾ných míst. V pøípadì, ¾e chceme ohranièení vrchního okraje tabulky,
tak musíme \hline umístit ihned za denici prostøedí tabular. Pro ohranièení mezi jed-
notlivými øádky tabulky se umís»uje za oddìlovaè øádkù (\\). A nakonec pro ohranièení
spodního okraje tabulky musí následovat za oddìlovaèem øádkù (\\) za posledním øádkem
tabulky (tedy za posledním øádkem uvedeme \\ a následnì \hline). Mimo tento pøípad by
se oddìlovaè øádkù za posledním øádkem tabulky uvádìt nemìl. Mù¾e v¹ak nastat situace,
kdy potøebujeme vytvoøit horizontální èáru mezi øádky, av¹ak ne pøes celou ¹íøku tabulky.
V tom pøípadì pou¾ijeme místo \hline pøíkaz \cline{x-y}, kde x znaèí poøadové èíslo
prvního sloupce a y poøadové èíslo posledního sloupce, pøes nì¾ má èára vést.
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2.6 Tvorba prezentace s tøídou Beamer
Aby jsme mohli vytvoøit prezentaci za pomocí tøídy Beamer, musíme uvést, ¾e pou¾itá tøída
dokumentu má být beamer pomocí pøíkazu \documentclass{beamer} na úplném zaèátku
zdrojového dokumentu. Tímto zajistíme, ¾e výstupem nebude napøíklad èlánek, ale opravdu
prezentace.
Dále mù¾eme v preambuli uvést název prezentace pomocí pøíkazu \title, jméno autora
pomocí pøíkazu \author a v neposlední øadì také datum vytvoøení prezentace pomocí
pøíkazu \date. Z tìchto údajù mù¾eme následnì nechat vygenerovat titulní stránku (více
v kapitole 2.6.1).
2.6.1 Snímky prezentace
Základním kamenem ka¾dé prezentace, pokud pomineme obsah, je nepochybnì mo¾nost
tvorby jednotlivých snímkù. Právì tvorba jednotlivých snímkù prezentace je pøi pou¾ití
tøídy Beamer opravdu jednoduchá. Nejprve si uveïme pøíklad a následnì si popí¹eme, co
který pøíkaz znamená:
\begin{frame}[c]
\frametitle{Titulek snímku}
Obsah snímku
\end{frame}
Jak mù¾eme na první pohled vidìt, tak celý snímek je obalený prostøedím frame. Beamer
nám místo prostøedí frame umo¾òuje pou¾ít zápis pomocí pøíkazu \frame, ale vzhledem
k pøehlednosti se tento v praxi pøíli¹ èasto nepou¾ívá. Nepovinný parametr prostøedí slou¾í
k nastavení vertikálního zarovnání obsahu snímku. Mo¾né hodnoty, kterých mù¾e nabývat,
jsou c pro vystøedìní (výchozí hodnota pokud není parametr uveden), t pro zarovnání
k vrchnímu okraji a b pro zarovnání k okraji spodnímu.
Pøíkaz \frametitle slou¾í, jak ji¾ jeho název napovídá, k nastavení titulku daného
snímku. Obsahem snímku je následnì text, který mù¾e obsahovat i pøípadné pøíkazy maker
LATEXu.
Ve vìt¹inì pøípadù, kdy vytváøíme prezentaci, chceme, aby mìla nìjakou titulní stránku.
Jeliko¾ se jedná o snímek, který je souèástí vìt¹iny prezentací a LATEX, pota¾mo Beamer
se sna¾í u¾ivateli co nejvíce usnadnit práci, vytvoøí tento snímek za nás. Jediné co musíme
udìlat je vlo¾it snímek, který bude obsahovat pouze pøíkaz \titlepage a ve¹keré údaje se
vyplní z údajù uvedených v preambuli (viz 2.6)
2.6.2 Overlay aneb pøekrývání snímkù
Èasto se pøi tvorbì prezentace dostaneme do situace, kdy by bylo vhodné jednotlivé èásti
snímku odkrýt èi zvýraznit postupnì. Tato technika se v Beameru nazývá overlay (volnì
pøelo¾eno jako pøekrývání snímkù).
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Nejjednodu¹¹ím zpùsobem jak docílit pøekrývání snímkù je pou¾itím pøíkazu \pause.
Pro vìt¹í názornost si uvedeme pøíklad:
\begin{frame}
\frametitle{Postupné zobrazení}
První èást textu.
\pause
Druhá èást textu, která se zobrazí od druhého snímku.
\pause
Tøetí èást textu, která se zobrazí od tøetího snímku.
\end{frame}
Mù¾eme si pøedstavit, ¾e pøi pou¾ití pøíkazu \pause pøekladaè v podstatì snímek v jeho
místì rozdìlí na dva \podsnímky", na první umístí v¹e z daného snímku, co se vyskytlo
pøed pøíkazem \pause a na druhý umístí nejen pouze to, co se vyskytlo za pøíkazem, nýbr¾
celý snímek.
Je tedy mo¾né tímto postupem docílit postupného zobrazování informací na snímku.
Av¹ak není mo¾né urèit, aby napøíklad pouze na druhém podsnímku byl text zobrazen
jiným øezem ne¾ na podsnímku prvním a tøetím. Pro tyto situace denuje Beamer doplòující
parametr (anglicky nazývaný overlay specication) uvedený mezi závorkami < a >. Obsahem
tohoto parametru je èíslo vytvoøeného podsnímku, na kterém se má daná polo¾ka zobrazit.
Jeliko¾ mo¾nost uvedení pouze jednoho èísla by byla dost limitující, je mo¾né uvést výèet.
Výèet mù¾e být zapsán buï jako <1,2,4,5>, nebo stejnì pomocí zkratek jako <-2,4-5>.
Tento doplòující parametr je mo¾né uvést u velkého mno¾ství pøíkazù LATEXu. Nìkteré z nich
jsou napøíklad \textbf{}, \item, \color{} a spousta dal¹ích. Seznam podporovaných
pøíkazù a prostøedí je mo¾né nalézt v [15, kapitoly 9.3 a 9.4]
2.7 Obrázky
Jak jsme si ji¾ zmínili u tabulek, tak obèas je názorná ukázka mnohem lep¹í ne¾ zdlouhavý
popis. Napøíklad pou¾ití grafu èi jiného obrázku je mnohdy velmi úèelné. Jak vlo¾it do
dokumentu obrázek si naznaèíme právì v této podkapitole.
Pro mo¾nost vkládání obrázkù do dokumentu musíme nejdøíve nastavit v preambuli
pøíkazem \usepackage{graphicx}, aby se pøi pøekladu pou¾il balíèek graphicx. Následnì
mù¾eme ji¾ vkládat obrázky pomocí pøíkazu \includegraphics. Tento pøíkaz má jeden
povinný a jeden nepovinný parametr.
Povinný parametr slou¾í k urèení názvu souboru s obrázkem, který se pou¾ije. Název
je mo¾né zadávat bez pøípony a pøekladaè se jej pokusí nalézt sám. Pro obrázek je mo¾né
pou¾ít nìkolik rùzných typù, av¹ak toto je silnì závislé na pou¾itém pøekladaèi. Pøi pou¾ití
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pøekladaèe latex mù¾eme pou¾ít pouze obrázky ve formátu EPS. Jestli¾e v¹ak pou¾ijeme
pøekladaè pdflatex, lze pou¾ít obrázky ve formátech JPEG, PNG nebo PDF, av¹ak EPS
ji¾ nelze4. Soubor s obrázkem je v¾dy hledán v aktuální slo¾ce, ve které je umístìn zdrojový
dokument. Toto chování je mo¾né upravit v preambuli pou¾itím pøíkazu \graphicspath,
jeho¾ parametrem je seznam cest, kde se budou obrázky hledat.
Nepovinný parametr oproti tomu nastavuje vlastnosti vkládaného obrázku. Jedná se
zejména o ¹íøku, vý¹ku èi mìøítko obrázku. Parametr se zapisuje jako seznam atributù
s pøiøazenými hodnotami oddìlenými èárkou ([attr1=value,attr2=value,...]). Pro úèely
této práce jsou podstatné zejména tyto atributy:
width { ¹íøka vlo¾eného obrázku
height { vý¹ka vlo¾eného obrázku
scale { mìøítko vlo¾eného obrázku
page { pokud je obrázek ve vícestránkovém PDF, tak page urèuje stranu
2.8 Shrnutí
V této kapitole jsme se seznámili se základy pou¾ívání LATEXu pro tvorbu dokumentù a tøídy
Beamer pro tvorbu prezentací. Postupnì jsme si nastínili, jak fungují a jak se zapisují
pøíkazy LATEXu, podívali jsme se na základní formátování textu, na tvorbu seznamù a ta-
bulek, práci s obrázky a v neposlední øadì vytvoøení prezentace. Co je ale dùle¾itìj¹í v rámci
této práce je, ¾e v¹echny popsané postupy a pøíkazy nyní budeme pova¾ovat za minimální
nutnou funkènost na¹eho vytváøeného pøekladaèe.
4Pro úèely této práce budeme uva¾ovat pou¾ití pøekladaèe pdflatex
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Kapitola 3
Programová tvorba PowerPoint
dokumentù
Microsoft PowerPoint je jednou z nejèastìji pou¾ívaných komerèních aplikací pro tvorbu
a zobrazení prezentací. Hlavní výhodou pro jeho roz¹íøení oproti LATEXu a Beameru je
pravdìpodobnì1 velice jednoduchá tvorba dokumentù pomocí WYSIWYG rozhraní.
Programová tvorba dokumentù (tedy tvorba dokumentu automaticky bez zásahu u¾i-
vatele) je od uvedení Microsoft PowerPoint 2007 mo¾ná pomocí dvou rùzných zpùsobù.
Prvním zpùsobem je takzvaná automatizace pomocí Primary Interop Assembly2, která
funguje na principu pøímého ovládání aplikace PowerPoint. Tedy nejdøíve se spustí instance
aplikace PowerPoint a následnì se v ní vytvoøí zvolený dokument. Výhodou je, ¾e tímto
zpùsobem lze vytvoøit jak dokumenty ve star¹ím formátu (*.ppt, pro verze 97 - 2003), tak
i dokumenty ve formátu pou¾ívaném od verze 2007 (*.pptx). Nevýhodou poté oèividnì
zùstává nutnost mít nainstalován PowerPoint a jeho spou¹tìní na pozadí pøi tvorbì doku-
mentu.
Druhým zpùsobem, který se nabízí. Je pou¾ití Open XML SDK a jeho èást pro práci
s prezentacemi PresentationML. Tento zpùsob pøímo upravuje soubor s prezentací, a tedy
nepotøebuje spou¹tìt PowerPoint. Jeho zásadní nevýhodou je ov¹em fakt, ¾e tímto zpù-
sobem lze vytváøet dokumenty pouze od verze 2007 (*.pptx). Vzhledem k tomu, ¾e Oce
Open XML byl koncem roku 2006 standardizován sdru¾ením ECMA a pozdìji také ISO/IEC
je práce s ním podstatnì lépe zdokumentována ne¾ pøístup pomocí automatizace.
Informace v této kapitole jsou èerpány z MSDN knihovny [7], [8], [10] a [9]. Dal¹í pod-
statné informace zejména týkající se PowerPoint PIA a jeho praktického pou¾ití z èlánku
a pøipojené aplikace [1].
V následujících dvou podkapitolách (3.1 a 3.2) si nastíníme postup tvorby krátké prezen-
tace obìma vý¹e zmínìnými zpùsoby v jazyce C#. Tato prezentace bude sestávat z celkem
ètyø snímkù, první bude obsahovat titulek a podtitulek prezentace, druhý snímek bude
1pokud neuva¾ujeme napø. obchodní model a jiné faktory
2dále jako PIA
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obsahovat ukázku práce s odrá¾kami, tøetí snímek obrázek a ukázku rùzných øezù písma
a poslední snímek jednoduchou tabulku.
3.1 Automatizace pomocí PowerPoint PIA
Primary Interop Assemblies jsou jakýmsi pomyslným mostem mezi na¹ím kódem a COM
(Component Object Model) aplikace PowerPoint. První verze tìchto knihoven byla vydána
pro Oce XP, tedy ji¾ celkem dávno. Jako u vìt¹iny produktù spoleènosti Microsoft si
nové verze udr¾ovaly zpìtnou kompatibilitu s verzemi star¹ími. Ov¹em toto se zmìnilo
s pøíchodem Oce 2007, kdy padlo rozhodnutí kompletnì pøepracovat objektový model.
Mo¾ná jedním z hlavních dùvodù bylo, ¾e verze pro Oce 2003 nebyla nejspí¹ plnì odladìna
a tak se pøi práci s ní objevovala spousta chyb [1].
Prvním dùle¾itým krokem, který musíme provést jestli¾e chceme vytvoøit aplikaci vyu¾í-
vající PowerPoint PIA je, ve vlastnostech projektu, pøidání referencí na knihovny Office
a Microsoft.Office.Interop.PowerPoint. Tím se nám k pou¾ití zpøístupní dva jmenné
prostory (Microsoft.Office.Core a Microsoft.Office.Interop.PowerPoint) obsahu-
jící tøídy a metody pro práci s objektovým modelem aplikace PowerPoint.
Jak ji¾ jsme si zmínili vý¹e, tak automatizace pomocí PowerPoint PIA je v podstatì
proces, kdy programovì spustíme a ovládáme instanci aplikace PowerPoint a pou¾íváme ji
ke tvorbì vlastního dokumentu. Dal¹ím krokem tedy bude spu¹tìní nové instance aplikace
PowerPoint (dále v této kapitole budeme pod termínem instance aplikace rozumìt instanci
aplikace PowerPoint), kterou pou¾ijeme k vytvoøení samotné prezentace. Následující kód
spustí minimalizovaný PowerPoint a vytvoøí v nìm novou prázdnou prezentaci.
// spust íme minimalizovaný PowerPoint
var application = new PowerPoint . Application ( ) ;
application . ShowWindowsInTaskbar = MsoTriState . msoFalse ;
application . Visible = MsoTriState . msoTrue ;
application . WindowState = PowerPoint . PpWindowState . ppWindowMinimized ;
// vytvoøíme novou p r e z en ta c i
var presentation = application . Presentations . Add ( MsoTriState . msoFalse ) ;
V kódu si mù¾eme v¹imnout, ¾e vlastnost Visible objektu application nastavujeme
na true, tedy nás mù¾e napadnout, ¾e nastavením této vlastnosti na false dosáhneme
skrytí okna aplikace. Není tomu tak. Jestli¾e tak uèiníme, doèkáme se pouze výjimky øíkající
\Invalid request. Hiding the application window is not allowed.". Existuje v¹ak zpùsob jak
toto chování obejít a pou¾ít PowerPoint bez toho, aby bì¾el na popøedí (vytvoøením objektu
application pomocí metody Activator.CreateInstance).
Tímto jsme si spustili instanci aplikace a vytvoøili prázdnou prezentaci. Ne¾ se v¹ak
pustíme do tvorby jednotlivých snímku, tak si nejdøíve nastíníme, jak je vlastnì pou¾itý
objektový model postaven. Na obrázku 3.1 (obrázek pøevzat z [13]) jsou struènì vyobrazeny
jednotlivé vrstvy objektového modelu pro práci s prezentací. Nejvý¹e polo¾enou vrstvou
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Obrázek 3.1: Objektový model architektury PowerPoint PIA
je objekt Application reprezentující samotnou instanci aplikace. Za ním následuje ob-
jekt Presentations, který je v podstatì kolekcí otevøených prezentací neboli objektù
Presentation (tìch lze otevøít nìkolik zároveò). S tìmito objekty jsme se setkali ji¾ v døíve
uvedené ukázce kódu. Nyní se v¹ak dostáváme k pro nás zajímavìj¹í èásti. Následuje kolekce
Slides, která obsahuje objekty Slide jednotlivých snímkù prezentace. Ka¾dý z tìchto
snímkù poté obsahuje jednotlivé tvary, které v podstatì urèují jeho obsah. Tìmito tvary
jsou mimo jiné napøíklad tabulka, textové pole, obrázky èi grafy a ka¾dý z nich je reprezen-
tován objektem Shape.
Nyní, kdy¾ jsme si ji¾ nastínili základní strukturu objektového modelu, se mù¾eme pustit
do tvorby jednotlivých snímkù prezentace. Následující kód pøidá do prezentace snímek
s indexem 1 (index urèuje pozici snímku v prezentaci) a pøi vytváøení snímku pou¾ije
rozlo¾ení s názvem \Úvodní snímek". Zároveò vyplní nadpis a podnadpis a provede úpravu
pou¾itého øezu písma.
// vytvoøíme první snímek
var slide = presentation . Slides . AddSlide (1 , presentation . SlideMaster .←↩
CustomLayouts [ 1 ] ) ;
var textFrame = slide . Shapes [ 1 ] . TextFrame2 ;
textFrame . TextRange . Text = "Ukázková prezentace " ;
// mù¾eme provés t zmìnu fontu
textFrame . TextRange . Font . Name = "Impact" ;
textFrame . TextRange . Font . Size = 48 ;
textFrame . TextRange . Font . Smallcaps = MsoTriState . msoTrue ;
textFrame = slide . Shapes [ 2 ] . TextFrame2 ;
textFrame . TextRange . Text = "Pomocí PowerPoint PIA" ;
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textFrame . TextRange . Font . Smallcaps = MsoTriState . msoTrue ;
Kolekce CustomLayouts obsahuje jednotlivá rozlo¾ení, která mù¾eme pou¾ít v prezentaci.
Tyto rozlo¾ení se, v pøípadì ¾e nezmìníme téma prezentace, aplikují z výchozího motivu
prezentace s názvem \Motiv sady Oce". Nejspí¹e by bylo vhodné poznamenat, ¾e indexy
v kolekcích jsou vìt¹inou èíslovány od jedné (na rozdíl napøíklad od jazyka C).
Vzhledem k tomu, ¾e jsme pøi vytváøení snímku urèili pou¾ití rozlo¾ení s názvem
\Úvodní snímek", tak snímek ji¾ obsahuje nìkolik tímto rozlo¾ením pøeddenovaných tvarù.
Jeliko¾ tyto tvary (Shapes) reprezentují textová pole, mù¾eme pou¾ít vlastnost TextRange,
která nám vrátí objekt reprezentující obsah tohoto textového pole. Následnì ji¾ není pro-
blém zmìnit text, který obsahuje (vlastnost Text) nebo upravit parametry pou¾itého fontu
(vlastnost Font) pro celé pole.
Druhý snímek bude obsahovat jednoduchou ukázku práce s odrá¾kami. Pro vytvoøení
tohoto snímku pou¾ijeme stejný postup jako u pøedchozího, pouze s tím rozdílem, ¾e pro
nový snímek pou¾ijeme v denici rozlo¾ení (kolekce CustomLayouts) index 2. To nám zajistí,
¾e se vytvoøí snímek s klasickým rozlo¾ením (\Nadpis a obsah") tedy tvarem pro titu-
lek a tvarem pro obsah. Výchozí nastavení tohoto rozlo¾ení navíc øíká, ¾e ka¾dý odstavec
v tvaru s obsahem bude uvozen neèíslovanou odrá¾kou. To nám práci znaènì usnadòuje.
Ov¹em nyní vyvstává otázka, co je my¹leno odstavcem v obsahu textového pole. Za odstavce
jsou pova¾ovány èásti textu oddìlené znakem CR (návrat vozíku). Ji¾ tedy víme, ¾e jeden
odstavec reprezentuje jednu odrá¾ku, ov¹em v¹echny takto vytvoøené odrá¾ky jsou pouze na
první úrovni a navíc jsou v¹echny neèíslované. Následující kód demonstruje zmìnu zanoøení
odrá¾ek a pøenastavení na èíslování.
// nastavíme pro t ø e t í odstavec úroveò odsazen í 2 a typ odrá¾ek na è í s l o v á n í
textFrame . TextRange . Paragraphs [ 3 , 1 ] . ParagraphFormat . IndentLevel = 2 ;
textFrame . TextRange . Paragraphs [ 3 , 1 ] . ParagraphFormat . Bullet . Type = ←↩
MsoBulletType . msoBulletNumbered ;
Pomocí vlastnosti Paragraphs mù¾eme zvolit, na jaké odstavce se budou zmìny apliko-
vat. Jak je vidìt vlastnosti se pøedávají dva indexy, prvním je èíslo odstavce, od kterého se
budou nastavené atributy aplikovat, a druhým je potom poèet odstavcù, na které se budou
aplikovat. Následnì pomocí vlastnosti ParagraphFormat u¾ mù¾eme nastavit po¾adované
atributy (v tomto pøípadì vìt¹í úroveò odsazení a typ odrá¾ek na èíslování).
Tøetí snímek bude obsahovat obrázek a ukázku rùzných øezù písma. Opìt budeme po-
stupovat obdobnì jako v pøípadì prvního a druhého snímku, av¹ak nyní zvolíme rozlo¾ení
s indexem 4 s názvem \Dva obsahy". Jak ji¾ název napovídá, jedná se o rozlo¾ení, kde
je titulek a dvì textová pole pro obsah. Co provedeme je, ¾e nahradíme levé textové pole
obrázkem. Následující kód vlo¾í do prezentace obrázek na specikovanou pozici a s danou
velikostí. Zároveò nahradí první tvar (mimo titulku), v na¹em pøípadì tedy textové pole
pro levý obsah.
// vlo¾ íme obrázek do prezentace
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slide . Shapes . AddPicture ( picture , MsoTriState . msoFalse , MsoTriState . msoTrue , ←↩
30 , 150 , 300 , 300) ;
Potom co do snímku vlo¾íme obrázek, tak nám ji¾ zbývá jen vlo¾it do textového pole pro
druhý obsah formátovaný text. Zmìnu øezu písma jsme si ji¾ ukázali (u prvního snímku),
av¹ak pouze pro celé textové pole. Jestli¾e chceme zmìnit øez pouze pro urèitou èást textu,
je tøeba pou¾ít mírnì odli¹ný zpùsob. Nejdøíve si opìt uveïme názorný pøíklad, který si
následnì vysvìtlíme.
// nastavíme kurz ívu tøet ímu s lovu
textFrame . TextRange . Words [ 3 , 1 ] . Font . Italic = MsoTriState . msoTrue ;
// nastavíme v e l i k o s t písma na 18 od 30 tého znaku po 6 znakù
textFrame . TextRange . Characters [ 3 0 , 6 ] . Font . Size = 18 ;
Co se provede, si mù¾eme pøedstavit jako to, ¾e v podstatì instanci aplikace øekneme
(pro první pøípad) \Oznaè tøetí slovo a aplikuj na nìj atributy". Tìchto vlastností pro
výbìr èásti textu je dostupných hned nìkolik, patøí mezi nì napøíkad i Paragraphs pro
výbìr odstavcù, Lines pro výbìr øádkù a Sentences pro výbìr vìt. Tímto jsme si pokryli
v¹echny dùle¾ité informace a postupy pro vytvoøení tøetího snímku.
Poslední snímek bude obsahovat titulek a jednoduchou tabulku, tedy stejnì jako u dru-
hého snímku zvolíme rozlo¾ení s názvem \Nadpis a obsah". Co provedeme je, ¾e podobnì
jako v pøípadì obrázku nahradíme textové pole tabulkou. Opìt zaènìme praktickou ukázkou.
// vytvoøíme tabulku 4x4
slide . Shapes . AddTable (4 , 4) ;
var table = slide . Shapes [ 2 ] . Table ;
// pøedvyplníme s i c e l ou tabulku pro i l u s t r a c i nìjakými daty
f o r ( i n t row = 1 ; row <= 4 ; row++)
f o r ( i n t cell = 1 ; cell <= 4 ; cell++) {
table . Rows [ row ] . Cells [ cell ] . Shape . TextFrame2 . TextRange . Text = "buòka" ←↩
+ cell + " , øádek " + row ;
// spoj íme dvì buòky nad sebou a zmìníme obsah t é to spo jené buòky
table . Cell (2 , 2) . Merge ( table . Cell (3 , 2) ) ;
table . Cell (2 , 2) . Shape . TextFrame2 . TextRange . Text = "Spojené buòky" ;
Z ukázkového kódu je dobøe vidìt, ¾e práce s tabulkami je opravdu velice jednoduchá.
Nejprve si vytvoøíme pomocí metody AddTable tabulku o rozmìrech 4×4, získáme objekt
tuto tabulku reprezentující a následnì s ní ji¾ mù¾eme pøímo manipulovat. Dále si mù¾eme
pov¹imnout, ¾e tabulka obsahuje kolekci øádkù a ka¾dý z nich poté obsahuje kolekci bunìk.
Tento pøístup se hodí zejména pro zpracování v cyklu. Av¹ak pro pøímý pøístup k buòce
lze pou¾ít i dal¹í zpùsob a tím je metoda Cell objektu table reprezentujícího tabulku.
Dùle¾itou informací mù¾e být i to, ¾e ka¾dá buòka obsahuje právì jeden textový tvar. Tedy
buòka nemù¾e obsahovat nic jiného ne¾ formátovaný text (napøíklad obrázky). Jednotlivé
buòky je mo¾né spojovat. K tomu slou¾í metoda Merge objektu reprezentujícího buòku,
jejím parametrem je objekt reprezentující jinou buòku. Tato metoda poté spojí v¹echny
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buòky umístìné v obdélníku, jeho¾ úhlopøíèka je dána právì tìmito dvìma buòkami (tedy
buòkou, na jejím¾ objektu jsme volali metodu Merge, a buòkou, její¾ objekt jsme této
metodì pøedali jako parametr).
Posledním krokem, který provedeme, je ulo¾ení novì vytvoøené prezentace, její uzavøe-
ní v instanci aplikace a nakonec ukonèení samotné aplikace. V¹echny tyto tøi kroky jsou
v podstatì triviální.
// ulo¾íme výstup prezentace
presentation . SaveAs ( outputFile ) ;
// uzavøeme p r e z en ta c i
presentation . Close ( ) ;
// ukonèíme PowerPoint
application . Quit ( ) ;
Co v pøedchozím pøíkladu není uvedeno, je ¾e metoda SaveAs pøijímá volitelný druhý
parametr, kterým je formát ukládané prezentace. Mezi formáty dostupnými pro ulo¾ení
jsou mimo klasických (.ppt, .pptx) také napøíklad mo¾nost ulo¾ení jako obrázkù èi HTML.
3.2 PresentationML - Open XML SDK
Open XML SDK obsahuje silnì typované tøídy obalující jednotlivé èásti Oce Open XML
a tím umo¾òuje práci (vytvoøení èi úpravu) s dokumenty na tomto standardu zalo¾enými.
V dobì psaní této práce, je pro operaèní systémy Microsoft Windows XP Service Pack 3
a novìj¹í, volnì dostupná ke sta¾ení, na stránkách Microsoft Download Center3, verze Open
XML SDK 2.0. Èást PresentationML tohoto standardu se poté týká samotných prezentací.
Jak ji¾ je z názvu standardu patrné, tak je postaven nad XML4. Tedy celý prezentaèní sou-
bor5 se v podstatì skládá z jednotlivých èástí popsaných pomocí XML, které jsou následnì
spojeny pomocí kompresního algoritmu ZIP do jednoho souboru. Co tento soubor obsahuje
si mù¾eme prohlédnout na obrázku 3.2 (obrázek pøevzat z [6]).
Koøenem dokumentu je èást Presentation, ta obsahuje jednu èí více èástí SlideMaster,
SlideLayout, Slide a Theme. Tyto èásti jsou zároveò nejmen¹í podmno¾inou Presenta-
tionML, která dohromady tvoøí validní dokument. Tedy pro vytvoøení validního doku-
mentu tento musí obsahovat v¹echny tyto èásti. Èást Presentation obsahuje souhrnné
informace o dokumentu, mezi nì¾ patøí napøíklad seznam snímkù, seznam vlo¾ených písem,
nebo také nastavení smìru textu zprava doleva èi zpùsob komprese obrázkù pøi ukládání.
SlideMaster urèuje pomyslný hlavní snímek (mù¾e jich být nìkolik), který denuje for-
mátování, text a objekty, které se objeví na ka¾dém snímku, který je od tohoto hlavního
snímku odvozen. Dal¹í èástí je SlideLayout, tato (opìt jich dokument mù¾e obsahovat
více ne¾ pouze jednu) obsahuje denice výchozího vzhledu a rozlo¾ení objektù na snímku
pro v¹echny snímky, které jsou od nìj odvozeny. Èást Slide, jak ji¾ její název napovídá,
3http://www.microsoft.com/downloads/en/default.aspx
4eXtensible Markup Language
5v rámci této podkapitoly uva¾ujeme soubor ulo¾ený ve formátu Oce Open XML
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Obrázek 3.2: Diagram PresentationML dokumentu
obsahuje denici právì jednoho snímku prezentace. Poslední èástí je Theme. Ta obsahuje
denici pou¾itého tématu prezentace (barevné schéma, apod.). Ostatní èásti jsou volitelné
a obsahují napøíklad poznámky k jednotlivým snímkùm èi denice stylù a rozlo¾ení pro
tisk.
Stejnì, jako v pøípadì automatizace pomocí PowerPoint PIA, si uká¾eme základní pos-
tupy pro vytvoøení jednoduché prezentace. Ov¹em s tím rozdílem, ¾e se zamìøíme pøede-
v¹ím na podstatné kroky a obecný popis tvorby jednotlivých elementù (snímek, textové
pole, tabulka, apod.). Je tak zejména proto, ¾e na rozdíl od automatizace, kdy ovládáme
instanci aplikace PowerPoint, pøi práci s PresentationML musíme celý výsledný dokument
vytvoøit sami. Tedy objem provádìných èinností je podstatnì vìt¹í. Praktické ukázky práce
s PresentationML dokumentem je mo¾né nalézt napøíklad na [11].
Pøi pou¾ití Open XML SDK musíme vytvoøit úplnì celý dokument sami, tedy i èásti
jako je SlideMaster èi SlideLayout. Jeliko¾ denice tìchto èástí bývá vìt¹inou znaènì
rozsáhlá, je èasto vhodné vydat se nejprve men¹í oklikou. Tou je vytvoøení prázdné prezen-
tace (neobsahující ¾ádné snímky) v aplikaci PowerPoint, její ulo¾ení a následné pou¾ití pro
vytvoøení prezentace nové pomocí Open XML SDK (z této prázdné prezentace si lze v kódu
v¾dy vytvoøit kopii, kterou budeme upravovat, a tedy ji lze pou¾ívat stále dokola). Tato
prázdná prezentace obsahuje ji¾ nadenované v¹echny potøebné èásti, a tedy se mù¾eme
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naplno vìnovat tvorbì samotných snímkù.
Stejnì jako v pøípadì automatizace je snímek tvoøen rùznými tvary. Tyto tvary jsou
v podstatì uzly, které jsou potomkem daného snímku. Ty poté obsahují dal¹í potomky,
kteøí urèují obsah daného tvaru. Tedy práce se samotným dokumentem se pøíli¹ neli¹í od
zpracování surového XML dokumentu pomocí pøístupu k jeho elementùm.
Postup tvorby nového snímku tedy sestává z vytvoøení snímku, nastavení jeho vlastností,
pøipojení tvarù a nakonec pøidání reference na pou¾itý SlideLayout a pøipojení snímku do
prezentace. Opìt si uveïme krátký pøíklad, který tyto èinnosti demonstruje.
// vytvoøíme èá s t S l i d e pro nový snímek
var slidePart = presentationPart . AddNewPart<SlidePart>(" r e l 2 57 " ) ;
// nastavíme a vygenerujeme obsah snímku ( Gene ra t eT i t l eS l i d e j e pomocná metoda←↩
v r a c e j í c í nový snímek )
GenerateTitleSlide ( ) . Save ( slidePart ) ;
// pøidáme r e f e r e n c i na pou¾ i tý Sl ideLayout
slidePart . AddPart<SlideLayoutPart>(slideLayoutTitle ) ;
// pøidáme odkaz na nový snímek do seznamu snímkù
var slideId = new SlideId ( ) ;
slideId . RelationshipId = " re l 2 57 " ;
slideId . Id = 257 ;
presentationPart . Presentation . SlideIdList . Append ( slideId ) ;
Dùle¾itou informací je, ¾e èíslování èástí Slide musí zaèínat èíslem vìt¹ím ne¾ 255
(a zároveò být men¹í ne¾ 2147483648). Toto èíslo v podstatì udává unikátní identikátor
ka¾dého snímku. Nastínili jsme si tedy, jak se pøidává nový snímek do prezentace. Nyní
pøeskoèíme dále a podíváme se na zmìnu øezu písma (formátování textu).
Abychom lépe pochopili zpùsob, jakým se provádí formátování textu, tak si nejdøíve
nastíníme, jak je vlastnì tento text v dokumentu ukládán a jakým zpùsobem se s ním
pracuje. Pøedstavme si, ¾e máme element textového pole, do kterého chceme vlo¾it po¾ado-
vaný text. Tento element (kromì potomkù pro nastavení jeho vlastností) obsahuje potomky
reprezentující jednotlivé odstavce. Ka¾dý z tìchto odstavcù poté obsahuje takzvané Run
elementy, jejich¾ potomci ji¾ koneènì denují samotný text a jeho formátování. Pro lep¹í
pochopení si opìt uveïme krátký pøíklad.
titleShape . TextBody = new TextBody (new Drawing . BodyProperties (new Drawing .←↩
NormalAutoFit ( ) ) ,
new Drawing . ListStyle ( ) ,
new Drawing . Paragraph (
new Drawing . Run (new Drawing . RunProperties (
new Drawing . LatinFont ( ) { Typeface = "Impact" }) { Language = "cs−CZ" ,←↩
Capital = Drawing . TextCapsValues . Small } ,
new Drawing . Text ( ) { Text = "Ukázková prezentace " }) ) ) ;
Ka¾dý odstavec (Paragraph) mù¾e obsahovat nìkolik Run èástí, co¾ umo¾òuje nastavit
øez písma podle potøeby i pouze pro urèitou èást textu a ne jen pro celý odstavec. Výètová
prostøedí, tedy text s odrá¾kami, jsou podobnì jako u automatizace øe¹ena odstavci, které
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mají nastaveno pou¾ití odrá¾ky.
Vlo¾ení obrázku do prezentace se øe¹í pøidáním speciálního tvaru (místo klasického
Shape pou¾ijeme tvar Picture) do po¾adovaného snímku, nakopírováním binární podoby
obrázku do výsledného dokumentu a ulo¾ením reference na nìj (pro spárování tvaru a binární
podoby). Vlastnosti jako ¹íøka, vý¹ka a umístìní vlo¾eného obrázku se specikují pøímo pøi
vytváøení tvaru Picture v jeho potomku ShapeProperties.
Poslední èástí, kterou se budeme zabývat, jsou tabulky. Podobnì jako pøi vkládání
obrázku pou¾ijeme místo klasického tvaru Shape tvar jiný, a tím je GraphicFrame. V nìm
je poté zanoøených nìkolik rùzných elementù urèujících jeho vlastnosti a a¾ pøibli¾nì kolem
tøetí úrovnì zanoøení najdeme element Table, který reprezentuje tabulku (nutno podot-
knout, ¾e v¹echny tyto elementy musíme vytvoøit a pøidat do tvaru GraphicFrame my).
Element Table obsahuje poté øadu potomkù. Jsou jimi nepovinný TableProperties, který
urèuje napøíklad styl tabulky, povinný TableGrid, který denuje poèet a ¹íøku sloupcù
tabulky. Poté následují elementy denující jednotlivé øádky tabulky (TableRow), které ob-
sahují jednotlivé buòky (TableCell). V následující ukázce je uvedeno jak vytvoøit øádek
tabulky obsahující jednu buòku.
var tableRow1 = new Drawing . TableRow (new Drawing . TableCell (
new Drawing . TextBody (new Drawing . BodyProperties ( ) ,
new Drawing . ListStyle ( ) ,
new Drawing . Paragraph (new Drawing . Run (new Drawing . RunProperties ( ) { ←↩
Language = "cs−CZ" , SmartTagClean = f a l s e } ,
new Drawing . Text ( ) { Text = "buòka1 , øádek 1" }) ) ) ,
new Drawing . TableCellProperties ( ) ) ) { Height = 370840L } ;
Spojování bunìk se poté provádí pomocí nastavení vlastnosti RowSpan (pro vertikální
slouèení) èi GridSpan (pro horizontální slouèení) první ze spojovaných bunìk, na poèet
bunìk, které budou spojeny. A následnì nastavení odpovídající vlastnosti VerticalMerge èi
HorizontalMerge na true v¹em následujícím buòkám, které budou spojeny s touto první.
Obsah takto spojených bunìk je umístìn pouze v první buòce a ostatní se ponechávají
prázdné.
3.3 Shrnutí
Nastínili jsme si postup tvorby jednoduché prezentace a zároveò také práci s nejèastìji
pou¾ívanými prvky prezentace (formátovaný text, obrázek, tabulka) dvìma rùznými zpù-
soby. Ka¾dý z nich má své klady i zápory a tedy je pouze na nás zhodnotit, který z tìchto
zpùsobù si zvolit. Jestli¾e chceme vytvoøit aplikaci, která je schopná prezentaci ulo¾it ne-
jenom v klasickém formátu, ale také napøíklad jako HTML a nevadí nám nutnost mít nain-
stalován PowerPoint, tak se nabízí automatizace. Jestli¾e v¹ak chceme vytvoøit aplikaci,
která nevy¾aduje pro tvorbu prezentací ¾ádný dodateèný software a spokojíme se pouze
s jedním výstupním formátem tak se pravdìpodobnì uchýlíme k Open XML SDK.
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Kapitola 4
GPLEX a GPPG
Dùle¾itými souèástmi pøekladaèe jsou nepochybnì lexikální a syntaktický analyzátor. Doba,
kdy bylo nutné, abychom si tyto analyzátory museli naprogramovat sami, je ji¾ dávno
minulostí. Dnes ji¾ existují spousty nástrojù, které automaticky vygenerují analyzátor na
základì námi udaných pravidel. Navíc díky tomu, ¾e je tìchto nástrojù dostupné velké
mno¾ství, je mo¾né najít si takový, jeho¾ výstup je v námi po¾adovaném programovacím
jazyce.
GPLEX je generátorem lexikálního a GPPG generátorem syntaktického analyzátoru.
Jejich výstupem jsou tøídy v jazyce C# implementující funkcionalitu tìchto analyzátorù.
Informace uvedené v této kapitole jsou èerpány z dokumentací k obìma uvedeným
generátorùm, tedy z [2] a [3].
4.1 The Gardens Point Scanner Generator (GPLEX)
GPLEX je generátor lexikálních analyzátorù zalo¾ených na koneèných automatech. Vyge-
nerovaný koneèný automat je reprezentován tabulkou a má minimalizovaný poèet stavù.
Generátor navíc umo¾òuje vybrat si z rùzných schémat komprese jeho tabulky. Výstupem
celého procesu je následnì jeden C# zdrojový soubor, který obsahuje tøídu Scanner imple-
mentující lexikální analyzátor. Podstatnou výhodou (zejména v na¹em národním prostøedí)
je podpora znakové sady Unicode.
Syntaxe denice lexikálního analyzátoru (tedy vstupu generátoru) je podobná té, kterou
pou¾ívá unixový generátor LEX (více informací o nástroji LEX v [5]). Tento soubor je
rozdìlen na tøi èásti následovnì:
// d e f i n i c e
%%
// prav id l a
%%
// u ¾ i v a t e l s k é metody
První èást obsahuje rùzné druhy denicí a deklarací, zde je napøíklad mo¾né pojmenovat
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si rùzné regulární výrazy, nadenovat startovací podmínky èi dokonce specikovat v jakém
jmenném prostoru se bude výsledný zdrojový kód lexikálního analyzátoru nacházet.
Druhá èást obsahuje denice pravidel pou¾itých pro rozpoznávání vzorù. Ka¾dé z tìchto
pravidel mù¾e obsahovat nìjakou sémantickou akci, která je provedena v pøípadì, ¾e vstup
odpovídá danému pravidlu. Podobnì jako v nástroji LEX jsou dostupné urèité promìnné,
které mù¾eme pøi denici sémantických akcí pou¾ít. Patøí mezi nì napøíklad yytext, která
obsahuje rozpoznaný vzor pravidla, jeho¾ sémantická akce je právì provádìna èi yypos
obsahující informace o aktuální pozici (dal¹í lze nalézt v dokumentaci [2, str. 85]).
Poslední èást je volitelná (tedy je mo¾né ji vynechat i s uvozujícími '%%'). Tato èást
obsahuje denice u¾ivatelských metod, které mù¾eme pou¾ít v rámci sémantických akcí. Kód
pou¾itý v této sekci je pøi generování lexikálního analyzátoru v podstatì pøímo zkopírován
do výsledné tøídy.
4.2 The Gardens Point Parser Generator (GPPG)
GPPG je generátor syntaktických analyzátorù pro LALR(1) jazyky. Jeho vstupem je speci-
kace podobná té, kterou pou¾ívá unixový generátor YACC (více informací o nástroji YACC
v [5]) a výstupem je podobnì jako u nástroje GPLEX zdrojový kód v jazyce C# obsahu-
jící tøídu Parser, která implementuje daný syntaktický analyzátor. Na rozdíl od nástroje
GPLEX v¹ak zdrojový kód neulo¾í do souboru, nýbr¾ jej vypí¹e na svùj standardní výstup.
Soubor obsahující specikaci dané gramatiky je opìt rozdìlen na tøi èásti (toto rozdìlení
v podstatì odpovídá tomu, které jsme si uvedli u nástroje GPLEX).
První èástí jsou u¾ivatelské denice jako napøíklad denice tokenù (terminálù), jejich
priorit a asociativity èi deklarace datových typù pro pøedávání hodnot z lexikálního ana-
lyzátoru. Zpùsob denice asociativity tokenù a jejich priorit je v podstatì obdobný s tím,
který pou¾ívá YACC, tedy pomocí klíèových slov %left, %right, %noassoc a %token
urèíme asociativitu daných tokenù a jejich priorita je dána poøadím jejich deklarace (pozdìji
deklarované tokeny mají vìt¹í prioritu).
Druhá èást obsahuje pravidla pou¾ité gramatiky a k nim pøiøazené sémantické akce.
Pøiøazené sémantické akce se provádìjí pøi redukci daného pravidla. V tìle tìchto akcí
je opìt dostupných nìkolik promìnných, s kterými mù¾eme pracovat. Mezi nejdùle¾itìj¹í
z nich patøí $$, do které ukládáme hodnotu na¹í sémantické akce, a $1. . . $N, které obsahují
sémantické hodnoty jednotlivých symbolù na pravé stranì pravidla. Seznam dostupných
metod a promìnných pro sémantické akce lze nalézt v dokumentaci [3, kapitola 8.2].
Tøetí a poslední èást je stejnì jako v pøípadì nástroje GPLEX volitelná a obsahuje
denice u¾ivatelských metod.
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4.3 Shrnutí
Seznámili jsme se s dvìma nástroji pro generování lexikálního a syntaktického analyzátoru.
Zároveò jsme si naznaèili i zpùsob jejich pou¾ití. Dùvodem, proè jsme si pøedstavili z nepøe-
berného mno¾ství generátorù právì GPLEX a GPPG, je skuteènost, ¾e ji¾ od poèátku se
jejich vývoj soustøedil na platformu .NET a jazyk C#. Jsou tedy implementovány tak, aby
kód, který produkují, vyu¾íval plnì vlastností a výhod tohoto jazyka (napøíklad partial
tøídy).
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Kapitola 5
Návrh
Návrh je nepochybnì jednou z podstatných etap vývoje jakéhokoliv software. Dobøe zpra-
covaný návrh doká¾e v mnoha pøípadech znaènì usnadnit a urychlit implementaci daného
produktu. Návrh sestává z nìkolika rùzných etap. Nejprve provedeme struèné zhodno-
cení existujících nástrojù, co¾ nám umo¾ní vytvoøit si obecný pohled na to, jak se tyto
nástroje ovládají a jak fungují, ale zejména jakým smìrem se pøi návrhu nového nástroje
vydat. Následnì si stanovíme po¾adavky na námi vytváøenou aplikaci. Navrhneme struk-
turu výsledné aplikace. Rozebereme si jednotlivé èásti pøevodu dokumentu mezi cílovými
platformami. A nakonec provedeme návrh jednotlivých èástí u¾ivatelského rozhraní.
5.1 Existující nástroje, jejich klady a zápory
Jak ji¾ jsme si uvedli v úvodu tak nástroj provádìjící pøevod mezi platformou LATEX
a Microsoft PowerPoint v dobì psaní této práce není dostupný. Tedy abychom získali
pøehled o tom, jak vypadají dne¹ní pøevadìèe dokumentù a díky tomu mohli navrhnout
konkurenceschopný nástroj, musíme se zamìøit alespoò na podobné nástroje. Vzhledem
k povaze vytváøeného nástroje se vyhneme tzv. online pøevadìèùm a také takovým, jejich¾
výstupem je spustitelný program (èi video) a ne dokument.
Prvním nástrojem, na který se zamìøíme je Convert PowerPoint od spoleènosti Softin-
terface, Inc.1 Tento nástroj provádí pøevod z PowerPoint dokumentu. Je mo¾né jej ovládat
jak pomocí u¾ivatelského rozhraní, tak i pøes pøíkazovou øádku. U¾ivatelské rozhraní pro-
gramu je na první pohled jednoduché a intuitivní. Mimo jiné také umo¾òuje dávkové zpra-
cování. Je mo¾né vybrat z mnoha výstupních formátù, mezi které patøí napøíklad HTML,
JPEG, GIF, RTF, ale dokonce i PDF. Nevýhodou v¹ak zùstává nutnost mít nainstalován
PowerPoint. Pøi pohledu na výstup tohoto nástroje lze snadno odhadnout, ¾e pou¾ívá
automatizaci. Tedy pøevod do HTML, RTF èi obrázkù je pravdìpodobnì øe¹en pouhým
otevøením dokumentu v instanci aplikace PowerPoint a ulo¾ením v po¾adovaném formátu
(viz popis zpùsobu ulo¾ení souboru v PowerPoint PIA v kapitole 3.1).
1Dostupný na: http://www.softinterface.com/Convert-PowerPoint%5CConvert-PowerPoint.htm
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Dal¹ím nástrojem je PowerPoint Converter od spoleènosti VeryDOC.com Company2.
Podobnì jako pøedchozí nástroj provádí pøevod z PowerPoint dokumentu a umo¾òuje
ovládání jak pomocí u¾ivatelského rozhraní, tak i pøes pøíkazovou øádku. V¹echna mo¾ná
nastavení jsou vidìt hned v hlavním oknu programu (formou za¹krtávacích políèek). Je
mo¾né vybrat si z mnoha výstupních formátù, opìt je mo¾ný export do HTML, obrázku,
PDF, ale dokonce i jako Flash. Stále v¹ak pøetrvává nutnost mít nainstalován PowerPoint
(a stejnì jako u pøedchozího nástroje pohledem na výstup zjistíme, ¾e pou¾ívá automati-
zaci).
Poslední nástroj, který si zmíníme, provádí opaèný pøevod a to z PDF na editovatelnou
prezentaci PowerPoint. Tímto nástrojem je Able2Extract PDF Converter od spoleènosti
Investintech.com Inc.3 Nástroj umo¾òuje konverzi PDF do rùzných formátù pou¾ívaných
Microsoft Oce, ale také Open Oce. U¾ivatelské rozhraní je pøíjemnì zpracováno, celým
procesem kongurace pøevodu nás provádí prùvodce, který zejména zaèáteèníkùm práci
s tímto nástrojem významnì ulehèí. Podporuje také dávkový pøevod dokumentù. Vyzkou-
¹íme-li si pøevést napøíklad PDF vytvoøené pomocí aplikace PowerPoint, dosáhneme u vý-
stupu dobrých výsledkù. Pokud vyzkou¹íme pøevést PDF s prezentací vytvoøenou za po-
mocí tøídy Beamer, dosáhneme pro styl default také dobrých výsledkù, av¹ak u jiných
barevnìj¹ích stylù nástroj vìt¹inou nezpracuje správnì obrázek umis»ovaný na pozadí.
Pokud si blí¾e prohlédneme zpùsob vytváøení výstupní prezentace, mù¾eme si v¹imnout, ¾e
nástroj rozdìluje text do rùzných tvarù, které následnì absolutnì umis»uje v rámci daného
snímku.
5.2 Stanovení po¾adavkù na vytváøenou aplikaci
Nyní si ji¾ mù¾eme stanovit po¾adavky na vytváøenou aplikaci. Pro vìt¹í pøehlednost si
je rozdìlíme do dvou rùzných kategorií. Tìmi jsou po¾adavky na pøeklad a po¾adavky na
funkcionalitu. U po¾adavkù na funkcionalitu budeme èásteènì vycházet z kladù dne¹ních
pøekladaèù dokumentù.
Po¾adavky na pøeklad se týkají smìru pøekladu èi implementovaných elementù doku-
mentu, v na¹em pøípadì jsou po¾adavky následující:
• Primárnì zamìøení na pøeklad z platformy LATEX na platformu Microsoft PowerPoint
• Implementace pøekladu elementù probraných v kapitole 2, jedná se zejména o
{ Smí¹enou sazbu
{ Výètová prostøedí
{ Tabulky
{ Obrázky
2Dostupný na: http://www.verypdf.com/ppt-converter/index.html
3Dostupný na: http://www.investintech.com/prod_a2e.htm
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{ Snímky prezentace
{ Overlay
Po¾adavky na funkcionalitu se týkají samotné aplikace, jejího chování, u¾ivatelského
rozhraní apod. V na¹em pøípadì se jedná o následující body:
• Mo¾nost budoucího roz¹iøování aplikace i pro ostatní formáty (tedy pøeklad doku-
mentu provádìt napøíklad pomocí vstupnì-výstupních ltrù)
• Mo¾nost pou¾ití jak pøes u¾ivatelské rozhraní, tak i jako konzolovou aplikaci
• Mo¾nost dávkového zpracování
Tyto uvedené po¾adavky jsou minimem, které budeme po¾adovat od námi vyvíjené
aplikace.
5.3 Struktura aplikace
Rozvr¾ení aplikace do logických celkù je, zejména v pøípadì modulárního pøístupu, nutností.
Toto rozdìlení nejen¾e zpøehlední vývoj, ale také nám zjednodu¹í pozdìj¹í údr¾bu aplikace.
V námi vytváøené aplikaci, je tìchto logických celkù nìkolik. Jejich pøehledné zobrazení
vèetnì vazeb mezi nimi, je pomocí UML diagramu balíèkù uvedeno na obrázku 5.1.
Obrázek 5.1: UML diagram balíèkù struktury aplikace.
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Prvním logickým celkem je u¾ivatelské rozhraní (SimpleConverter.UI). Ji¾ z názvu je
zøejmé, ¾e tento celek bude zaji¹»ovat obsluhu u¾ivatelského rozhraní hlavní aplikace.
Dal¹ím dùle¾itým celkem je takzvaný kontrakt (SimpleConverter.Contract). Tento
celek je dùle¾itý zejména z pohledu modularity námi vytváøené aplikace. Jedná se v pod-
statì o pomyslný balíèek rozhraní, které denují zpùsob, jakým jsou provázány jednotlivé
dynamicky naèítané pluginy s hlavní aplikací. Tedy je dùle¾ité, aby se tento celek co nejménì
mìnil.
Prostøedníkem mezi u¾ivatelským rozhraním a kontraktem je logický celek pojmenovaný
SimpleConverter.Factory. Tento se stará o dynamické naèítání jednotlivých pluginù de-
novaných za pomoci kontraktu a zprostøedkování komunikace mezi nimi a u¾ivatelským
rozhraním.
Posledním celkem jsou samotné realizace rozhraní denovaných v kontraktu, tedy jed-
notlivé pluginy. Ka¾dý z pluginù lze pova¾ovat za jeden logický celek (v UML diagramu
na obrázku 5.1 je uveden pouze jeden plugin a to SimpleConverter.Plugin.Beamer2PPT).
Jeden plugin se tedy stará o celý proces pøevodu dokumentu.
Pro návrh pluginù se nám nabízí dva hlavní zpùsoby. Prvním je oddìlení zpracování
vstupu a výstupu, tedy jeden plugin vstupní a druhý plugin výstupní. Druhým zpùsobem
je zpracování jak vstupu, tak i výstupu v jednom pluginu. V na¹em pøípadì jsme nakonec
zvolili variantu druhou. Dùvody pro tuto volbu jsou, ¾e v pøípadì první varianty v podstatì
u¾ivateli umo¾níme pøevod z jakéhokoli formátu do jakéhokoli jiného formátu a to i tehdy,
kdy jsou tyto formáty absolutnì nekompatibilní. Navíc by u¾ivatel musel nastavovat sepa-
rátnì parametry pøevodu jak vstupu, tak i výstupu, co¾ vede k dal¹ímu zeslo¾itìní práce
s aplikací. Tato varianta by zejména pro informaticky ménì vzdìlané u¾ivatele mohla být
odrazující. Oproti tomu varianta druhá umo¾òuje pøevod pouze mezi kompatibilními typy
dokumentù, je mo¾né nastavení jak pro vstup, tak i pro výstup slouèit do jednoho a je tedy
u¾ivatelsky pøívìtivìj¹í. Av¹ak za cenu nutnosti implementace rùzných dal¹ích kombinací
pøevodu, kterých se dalo v pøípadì varianty první dosáhnout pouze s minimálním úsilím.
Dal¹í výhodou druhé varianty je, zejména z pohledu programátora, ¾e øe¹ení mezikódu
pou¾itého pro pøevod mezi dvìma formáty je èistì v re¾ii samotného pluginu, tedy není
nutné specikovat univerzální mezikód na úrovni samotné aplikace.
Dal¹ím problémem, který nám vzniká z pohledu struktury aplikace, je ¾e ve vìt¹inì pøí-
padù budeme chtít pøevod dokumentu ovlivnit nìjakými dodateènými parametry. Av¹ak
o pøevod dokumentu se starají samotné pluginy, které nemají pøístup k u¾ivatelskému
rozhraní, kde by u¾ivatel mohl tyto parametry zadat. Øe¹ením je, aby ka¾dý plugin deno-
val urèitou oblast u¾ivatelského rozhraní, která bude následnì pøi zvolení daného pluginu
vlo¾ena do hlavního okna (více v kapitole 5.5).
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5.4 Pøevod dokumentu z tøídy Beamer na PowerPoint
Slo¾itost pøevodu dokumentu mezi tøídou Beamer a platformou PowerPoint tkví zejména
v tom, ¾e ka¾dý z tìchto formátù k dokumentu pøistupuje jiným zpùsobem. Zatímco tøída
Beamer je zalo¾ena na formátování textu, tak PowerPoint funguje na principu rozmístìní
netextových tvarù na snímku. Teprve obsahem tìchto tvarù je samotný text. Dal¹ím prob-
lémem je, ¾e LATEX (jeho¾ roz¹íøením Beamer je) není bezkontextový jazyk, tedy není
mo¾né jej zpracovat pomocí bezkontextové gramatiky. Ov¹em tento problém lze jednodu¹e
odstranit tím, ¾e povolíme pouze podmno¾inu pøíkazù, co¾ je v na¹em pøípadì dostaèující
øe¹ení (základ této podmno¾iny jsme si ji¾ urèili v kapitole 2).
5.4.1 Lexikální analýza
Prvním krokem pøevodu z tøídy Beamer je rozdìlení textu na tokeny, tedy lexikální analýza.
Abychom toto mohli provést, musíme si nejdøíve ujasnit, jaké èásti zdrojového textu jsou
pro nás významné z pohledu jeho zpracování.
Jako první se mù¾eme napøíklad zamìøit na speciální znaky (symboly):
# % $ ^ & _ { } ~ \
Jeliko¾ tyto znaky mají v LATEXu speciální význam, mù¾eme je pøímo oznaèit za tokeny.
Následují pøíkazy a prostøedí. Jak jsme si uvedli v kapitole 2.2, tak pøíkazù existují
dva rùzné typy. Pøi bli¾¹ím prozkoumání v¹ak zjistíme, ¾e co se týèe lexikální analýzy, ne-
musíme dìlat rozdíly mezi pøíkazy ovlivòujícími jejich parametr, èi pøíkazy ovlivòujícími
zbytek aktuálního bloku. Lze je tedy obecnì popsat regulárním výrazem \[a-zA-Z]+. Je-
liko¾ v¹ak zpracováváme pouze podmno¾inu pøíkazù LATEXu a tøídy Beamer a zároveò potøe-
bujeme rozli¹it pou¾ité pøíkazy, mù¾eme si dovolit oznaèit rùzné pøíkazy za rùzné tokeny.
U prostøedí je situace ponìkud odli¹ná. Zaèátek a konec prostøedí jsou v podstatì pøíkazy
s (nejménì) jedním povinným parametrem, který udává typ prostøedí. Pøíkazy pro poèátek
a konec prostøedí lze popsat regulárními výrazy \begin[ \t]*\r?\n?[ \t]*{[a-zA-Z]+}
a \end[ \t]*\r?\n?[ \t]*{[a-zA-Z]+}. Stejnì jako v pøípadì klasických pøíkazù si pro
lep¹í zpracování oznaèíme rùzná prostøedí rùznými tokeny.
Pøíkazù a prostøedí se spoleènì týkají i specikace overlay a volitelných parametrù.
Jak ji¾ jsme si døíve zmínili, tak parametry overlay jsou ohranièeny znaky < a >, zatímco
volitelné parametry pomocí znakù [ a ]. Jeliko¾ tyto znaky nejsou souèástí speciálních
znakù pou¾ívaných LATEXem a zvlá¹tní význam mají pouze v situaci, kdy jsou pou¾ity
ihned za pøíkazem, musíme tuto situaci zohlednit. Tuto situaci lze øe¹it napøíklad vstupem
do speciálního stavu po detekci pøíkazu a kontrolou právì volitelných parametrù a overlay
specikace v tomto stavu. U tohoto øe¹ení je v¹ak nutné dbát na poøadí tìchto parametrù,
co¾ v¹ak není pøíli¹ velkým problémem. Dokumentace tøídy Beamer toti¾ stanovuje ([15,
kap. 9.3]), ¾e overlay specikace by mìla, a¾ na pár výjimek, v¾dy pøedcházet denici
volitelného parametru.
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Poslední z hlavních èástí, které nás zajímají je obyèejný text (plaintext). Pøi jeho
zpracování je tøeba vìnovat pozornost zejména zpùsobu zpracování bílých znakù a escape
sekvencím speciálních symbolù. Zpracování bílých znakù zjednodu¹enì spoèívá v ignorování
více mezer (èi tabulátorù) za sebou a vlo¾ení nového odstavce po nara¾ení na prázdný
øádek. Právì zpracování obyèejného textu je dal¹ím pøípadem, kdy pou¾ití speciálního (a» ji¾
inkluzivního èi exkluzivního) stavu nám umo¾ní upravit vstupní øetìzec zpùsobem, jakým
potøebujeme.
Za zmínku stojí i komentáøe do konce øádku, které je nutné pøi zpracování ignorovat.
Ty je mo¾né popsat jednoduchým regulárním výrazem: %.*\n?[ \t]*.
Výsledný seznam regulárních výrazù pou¾itých pro lexikální analýzu s pøiøazením jed-
notlivých tokenù je uveden v pøíloze C.
5.4.2 Generování abstraktního syntaktického stromu
Dal¹ím krokem po rozdìlení vstupního dokumentu na tokeny je sestavení stromu, který
bude tento dokument reprezentovat, a s kterým ji¾ mù¾eme dále pracovat v rámci pøevodu.
Pro syntaktickou analýzu pøedpokládejme validní dokument na vstupu.
Musíme tedy analyzovat pou¾ití jednotlivých pøíkazù, kde se v rámci dokumentu mo-
hou vyskytovat, jakým zpùsobem se zapisují, zdali mají povinný parametr, zda je mo¾né
je zanoøovat a dal¹í. Na základì tìchto zji¹tìní ji¾ mù¾eme sestavit bezkontextovou gra-
matiku, kterou pou¾ijeme k sestavení abstraktního syntaktického stromu zpracovávaného
dokumentu. Zde si pouze struènì rozebereme jednotlivé èásti dokumentu.
Zaèneme tedy s analýzou dokumentu pro sestavení bezkontextové gramatiky, a to po-
stupnì smìrem shora dolù, jeliko¾ tento je pro èlovìka pro daný typ dokumentu pøirozenìj¹í
a tím pádem i pøehlednìj¹í.
Prvním pøíkazem, na který narazíme, je specikace tøídy dokumentu. Ta je násle-
dována dvìma pomyslnými bloky. Prvním je preambule, která mù¾e obsahovat pøíkazy pro
pou¾ití dodateèných balíèkù, nastavení pro titulní stranu a dal¹í pøíkazy, které, mù¾eme
øíci, neovlivòují obsah dokumentu pøímo.
Druhým blokem je blok denující dokument a jeho obsah. Tento blok mù¾e obsaho-
vat denice jednotlivých snímkù, ale také napøíklad opìt nastavení pro titulní stranu èi
nastavení sekcí a podsekcí. Ka¾dý snímek mù¾e mít jak titulek, tak i podtitulek. Podle
pou¾itého pøíkazu pro zápis snímku je titulek (èi podtitulek) buï parametrem, nebo je uve-
den pøíkazem kdekoli v tìle snímku. Tìlo snímku dále mù¾e obsahovat napø. formátovaný
text, tabulky, výètová prostøedí a obrázky4, které se mohou dále zanoøovat.
Tabulky mají parametrem stanovený poèet sloupcù, které jsou oddìlovány znakem &
a poté jednotlivé øádky oddìlovány pøíkazem pro nový odstavec. Ka¾dá z bunìk tabulky
mù¾e obsahovat jak formátovaný text, tak dal¹í blokové prvky (tedy i tabulku).
Výètová prostøedí mají spoleènou vlastnost, a to, ¾e obsahují seznam polo¾ek. Tyto
4tabulky, výètová prostøedí a obrázky budeme dále oznaèovat jako blokové prvky
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polo¾ky následnì mohou obsahovat stejnì jako buòky tabulky formátovaný text a blokové
prvky.
Dùle¾itou informací je také, ¾e nìkteré z pøíkazù pøijímají pouze formátovaný text a ne
blokové prvky. Mezi tyto patøí ji¾ zmínìné nastavení titulní strany èi titulku a podtitulku
snímku.
Struènì jsme si naznaèili postup pro vytvoøení bezkontextové gramatiky popisující námi
zvolenou podmno¾inu pøíkazù. Její výslednou podobu je mo¾né nalézt v pøíloze D.
5.4.3 Pøevod
Posledním a pravdìpodobnì i nejslo¾itìj¹ím krokem je pøevod získaného stromu dokumentu
do po¾adovaného výstupního formátu. V rámci jeho návrhu je nutné vyøe¹it nìkolik bodù
týkajících se napøíklad pou¾itých postupù, technologií èi øe¹ení rozdílnosti obou platforem.
Prvním bodem je, zda vytváøet výsledný dokument pomocí automatizace nebo pomocí
Open XML SDK. Výhody i nevýhody obou pøístupù jsme si ji¾ dostateènì popsali v kapi-
tole 3. My si zvolíme pøístup pomocí automatizace, a to hned z nìkolika dùvodù. Jednak
tvorba dokumentu je podstatnì jednodu¹¹í, ale hlavnì je v podstatì nemo¾né, aby se nám
podaøilo vytvoøit nevalidní dokument, který nepùjde otevøít. Navíc jeliko¾ po¾adovaným
výstupním formátem je PowerPoint dokument, mù¾eme pøedpokládat, ¾e u¾ivatel má nain-
stalován Microsoft Oce. Malým plus pro tento pøístup je mo¾nost ulo¾it výstupní doku-
ment nejen jako prezentaci ve formátu pro PowerPoint, ale také napøíklad jako PDF doku-
ment èi obrázky.
Dal¹ím bodem k øe¹ení je, kdy budeme vytváøet jednotlivé snímky prezentace. Nabízí
se nám dvì rùzné mo¾nosti. Buï mù¾eme jednotlivé snímky vytváøet ji¾ bìhem generovaní
stromu dokumentu, nebo si nejdøíve vygenerujeme celý strom a snímky budeme vytváøet
a¾ poté. První pøístup není pøíli¹ výhodný a» ji¾ kvùli pøehlednosti implementace, tak
i z dùvodu efektivity. Srovnáme-li èas potøebný k vygenerování stromu ze vstupního doku-
mentu s èasem potøebným pro vytvoøení dokumentu výstupního, zjistíme, ¾e vytvoøení
výstupního dokumentu je podstatnì èasovì nároènìj¹í, ne¾ zpracování dokumentu vstup-
ního. Tedy je výhodnìj¹í nejdøíve vygenerovat celý strom a v pøípadì, ¾e narazíme na chybu
skonèit ihned, ne¾ provádìt obì èinnosti zároveò a v pøípadì chyby skonèit s èásteènì vyge-
nerovanou prezentací, která je v podstatì nepou¾itelná. Proto tedy zvolíme pøístup druhý.
V neposlední øadì je také nutné øe¹it rozdílnost obou platforem. Napøíklad pokud
v prezentaci vytváøené za pomoci tøídy Beamer vlo¾íme do textu malý obrázek, vysází
se do textu a text poté pokraèuje za ním (za pøedpokladu, ¾e je za ním dostateèný prostor),
tedy obrázek se nám vlo¾í takzvanì inline. Stejná situace platí i pro malé tabulky, které
nejsou oddìleny odstavcem. Tohoto v¹ak v aplikaci PowerPoint pøímo dosáhnout nelze. Je
to proto, ¾e v prezentaci aplikace PowerPoint jsou snímky tvoøeny jednotlivými tvary. Ty
mohou být pro text, tabulku èi obrázek (pomiòme teï ostatní tvary) a mohou obsaho-
vat pouze to, pro co jsou urèeny. Tedy situaci, kdy potøebujeme obrázek èi tabulku vlo¾it
inline budeme nuceni øe¹it napøíklad postupným dìlením tvaru pro text a následným pøe-
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souváním tvarù. S nemo¾ností zanoøování rùzných tvarù souvisí dal¹í problém. Tím je, ¾e
je v prezentaci tvoøené pomocí tøídy Beamer mo¾né zanoøovat blokové elementy. Jeliko¾,
tohoto opìt není mo¾né dosáhnout, musíme se rozhodnout, jak tuto situaci øe¹it. Nabízí se
dvì mo¾nosti realizace. První mo¾ností je, ¾e z vnoøených elementù budeme zpracovávat
pouze formátovaný text. Druhou mo¾ností je, ¾e vnoøené elementy vygenerujeme napøíklad
na konci snímku a necháme u¾ivatele, aby si je sám pøeorganizoval. V tomto pøípadì je
nejlep¹ím øe¹ením realizovat obì varianty a u¾ivateli dát mo¾nost zvolit si tu, která mu více
vyhovuje.
Rozdílnosti obou platforem se týká také velikost výsledného snímku. Zatímco u prezen-
tací vytváøených za pomocí tøídy Beamer je výchozí velikost snímku 12, 8 cm na ¹íøku
a 9, 6 cm na vý¹ku (tedy cca 362×272 bodù pøi 72 bodech na palec), tak prezentace tvoøené
v aplikaci PowerPoint mají výchozí rozli¹ení 720 × 540 bodù, tedy pøibli¾nì dvojnásobek.
Zde je nejvhodnìj¹ím øe¹ením automaticky upravit velikost textu a v pøípadì obrázkù a de-
nované ¹íøky sloupcù tabulek se u¾ivatele zeptat, zda si pøeje velikost upravit, èi nikoliv
(s tím, ¾e výchozí chování bude úprava).
5.5 U¾ivatelské rozhraní
Pøi návrhu u¾ivatelského rozhraní musíme dbát zejména na jeho pøehlednost a celkovou
pøívìtivost. Nepøehledné a zbyteènì slo¾ité u¾ivatelské rozhraní mù¾e u¾ivatele odradit od
pou¾ívání aplikace a to i v pøípadì, ¾e její funkènost je lep¹í ne¾ u jejích alternativ.
Pøed samotným návrhem dialogù si musíme ujasnit, jaké informace potøebujeme od
u¾ivatele získat a jaké máme v úmyslu mu sdìlit. Jakmile si toto ujasníme, staèí ji¾ zvolit
správné prvky pro získání èi pøedání dané informace a poté se ji¾ mù¾eme pustit do návrhu.
5.5.1 Hlavní dialog aplikace
V pøípadì námi vytváøené aplikace potøebujeme od u¾ivatele získat následující informace
(uvedeno i s rozborem jaký prvek pou¾ít):
• seznam souborù, které budeme pøevádìt - jeliko¾ se jedná o seznam, tak nej-
vhodnìj¹ím øe¹ením je prvek typu ListBox èi ListView. Dále také dvì tlaèítka pro
pøidání a odebrání souboru z tohoto seznamu.
• výstupní adresáø - zde je vhodné klasické øe¹ení pomocí jednoho prvku typu TextBox
a jednoho tlaèítka pro otevøení dialogu pro výbìr slo¾ky.
• pokyn k zaèátku pøevodu èi ukonèení probíhajícího - naprosto zøejmé pou¾ití
tlaèítek
• výbìr pluginu pro pøevod - pluginù mù¾e být v aplikaci naèteno vìt¹í mno¾ství,
av¹ak v¾dy mù¾e být zvolen pouze jeden. Navíc ve chvíli, kdy je zvolen, ji¾ není potøeba
zobrazovat ostatní. Tedy nejvhodnìj¹ím typem pou¾itého prvku je ComboBox.
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• nastavení parametrù pøevodu - rozbor øe¹ení v kapitole 5.5.2
Informace pøedávané u¾ivateli se v na¹em pøípadì týkají v podstatì pouze procesu
pøekladu, jejich rozbor je následující:
• informace o prùbìhu pøevodu (textová) - bìhem probíhajícího pøevodu doku-
mentù je vhodné u¾ivatele, alespoò v omezené míøe, informovat o provádìné èin-
nosti, ale hlavnì zobrazit pøípadná varování èi chyby. Máme tedy tøi typy informace,
kdy oznámení a varování se mù¾e vyskytovat ve vìt¹ím mno¾ství (u nezotavitelné
chyby pøedpokládejme ukonèení pøekladu). Tedy jedná se o seznam textových zpráv.
Av¹ak pro jejich odli¹ení je vhodné pøidání napøíklad ikonky podle typu zprávy, tedy
pou¾itým prvkem je prvek typu ListView.
• informace o prùbìhu pøevodu (gracká) - jeliko¾ aplikace umo¾ní pøevod více
ne¾ pouze jednoho dokumentu, je vhodné gracky zobrazit prùbìh pøevodu tìchto
dokumentù (kolik je ji¾ zpracováno × kolik jich zbývá zpracovat). K tomuto se nejlépe
hodí prvek typu ProgressBar.
V tuto chvíli ji¾ víme, jaké prvky u¾ivatelského rozhraní pou¾ijeme. Dal¹ím krokem tedy
je rozvr¾ení tìchto prvkù v rámci okna aplikace. Návrh základního rozlo¾ení ovládacích
prvkù si mù¾eme prohlédnout na obrázku 5.2 (jedná se o návrh pouze rozlo¾ení ovládacích
a informaèních prvkù, tedy neobsahuje popisky, které budou pøidány pro lep¹í orientaci).
Dialog si lze pomyslnì rozdìlit do dvou oblastí. Horní èást obsahuje prvky pro získání
informací od u¾ivatele, zatímco spodní èást obsahuje prvky pro pøedání informace u¾i-
vateli. Toto èlenìní nám umo¾ní dosa¾ení vìt¹í pøehlednosti. Dále si mù¾eme pov¹imnout,
¾e byl pou¾itý prvek TabControl pro rozdìlení spodní èásti do dvou zálo¾ek. To opìt slou¾í
k zjednodu¹ení a zvý¹ení pøehlednosti u¾ivatelského rozhraní. První zálo¾ka slou¾í k na-
stavení parametrù pøekladu, zatímco druhá zálo¾ka slou¾í k zobrazení prùbìhu pøevodu
dokumentù. Dùvodem pro rozdìlení do dvou zálo¾ek je, ¾e bìhem pøevodu dokumentù
nelze mìnit parametry pøevodu a zároveò bìhem úpravy parametrù pøevodu je zbyteèné
mít zobrazeny informace o neprobíhajícím pøevodu.
Kromì rozvr¾ení je vhodné zvá¾it i dal¹í mo¾nosti zvý¹ení u¾ivatelské pøívìtivosti. Na-
pøíklad zobrazení popiskù pøi pøejetí my¹í nad ovládacím prvkem, umo¾nìní pøidání dal¹ího
souboru do seznamu pøeta¾ením my¹í (událost drop).
5.5.2 Nastavení parametrù pøevodu
Jak ji¾ jsme si naznaèili v kapitole 5.3, tak èást u¾ivatelského rozhraní zaji¹»ující nastavení
parametrù pøevodu se vkládá z naèteného pluginu. Toto vkládání je mo¾né øe¹it tak, ¾e
v hlavním oknì aplikace budeme mít denovanou urèitou oblast, do které následnì pøipo-
jíme prvek typu UserControl denovaný v naèteném pluginu. Tímto zpùsobem zpracová-
ní informací z tohoto prvku zùstává na samotném pluginu a jediná èinnost, kterou musí
provádìt hlavní aplikace je naètení a pøipojení tohoto prvku.
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Obrázek 5.2: Návrh rozlo¾ení ovládacích prvkù hlavního okna aplikace
Opìt si proveïme rozbor, jaké informace chceme od u¾ivatele získat a jaké prvky u¾i-
vatelského rozhraní pro to vyu¾ít. Z velké èásti budeme vycházet z informací uvedených
v kapitole 5.4.3.
• Formát výstupního souboru - jeliko¾ tvorba prezentace pomocí automatizace nám
umo¾òuje výsledný dokument ulo¾it v mnoha rùzných formátech, byla by ¹koda této
mo¾nosti nevyu¾ít. Tedy dáme u¾ivateli mo¾nost výbìru z nìkolika rùzných formátù.
K tomuto se nejvíce hodí prvek typu ComboBox, kde bude pøedvolený výchozí formát
(.pptx).
• Zpùsob práce se zanoøenými blokovými elementy - zde máme dvì mo¾nosti,
ze kterých si u¾ivatel mù¾e jednu zvolit. Nejvhodnìj¹ím prvkem pro realizaci tohoto
výbìru je prvek typu RadioList.
• Úprava velikosti obrázkù a ¹íøky sloupcù tabulek - v tomto pøípadì jde o kla-
sickou volbu typu Ano/Ne, proto je vhodné zvolit prvek typu CheckBox.
Informace pøedávané u¾ivateli jsou, v pøípadì pluginu, v podstatì pouze statické. Dy-
namicky zobrazované informace se pøedávají hlavní aplikaci, která je zobrazuje v seznamu
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s informacemi o prùbìhu pøevodu.
Obrázek 5.3: Návrh rozlo¾ení ovládacích prvkù pluginu
Na obrázku 5.3 si mù¾eme prohlédnout výsledné rozlo¾ení jednotlivých ovládacích prvkù.
Jak si mù¾eme v¹imnout, jsou ovládací prvky doplnìny vcelku obsáhlými popisky. Je to ze-
jména z dùvodu, aby mìly nejen popisný, ale èásteènì i vysvìtlující charakter, jak jejich
volba aktivnì ovlivní výstup.
5.5.3 Rozhraní pro konzolový pøístup
Jeliko¾ jedním z po¾adavkù na aplikaci, které jsme si stanovili, je mo¾nost jejího pou¾ití jako
konzolové aplikace, musíme si stanovit rozhraní, pøes které se aplikace bude ovládat. Musíme
vyøe¹it zejména, jakým zpùsobem bude probíhat výbìr pou¾itého pluginu, nastavení vý-
stupního adresáøe, parametrù pøevodu a nastavení vstupního souboru èi dokonce seznamu
souborù. Také je vhodné, aby bylo mo¾né pøepínaèe zadávat nìkolika ji¾ obecnì za¾itými
zpùsoby, tedy aby napøíklad pou¾ití pøepínaèe -h, /h èi --help provedlo stejnou akci.
Podívejme se tedy na výsledný seznam pøepínaèù (pro zápis alternativ je pou¾it znak |).
• h|?|help - vypí¹e nápovìdu pro pou¾ití aplikace a skonèí. V pøípadì, ¾e je denován
pomocí pøíslu¹ného pøepínaèe pou¾itý plugin, tak vypí¹e nápovìdu pro nìj.
• l|list - vypí¹e seznam dostupných pluginù vèetnì jejich klíèù a skonèí.
• o|output - má jeden parametr a nastaví výstupní adresáø. Tento pøepínaè je nepovinný,
a pokud není uveden pou¾ije se podadresáø output v aktuálním pracovním adresáøi.
• p|plugin - má jeden parametr, který specikuje pou¾itý plugin pomocí jeho klíèe.
V omezené míøe také budeme moci nastavit parametry pøevodu, a to pomocí následu-
jících pøepínaèù:
• n|nadjust - slou¾í k zakázání úpravy velikosti obrázkù a tabulek (potlaèuje výchozí
chování)
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• e|extract - slou¾í k zvolení extrakce zanoøených blokových elementù (potlaèuje vý-
chozí chování)
Jako poslední budeme zadávat seznam souborù, které budou pøevádìny.
5.6 Shrnutí
V této kapitole jsme se seznámili s nástroji, které plní podobnou funkci a zároveò si stanovili
po¾adavky na námi vytváøenou aplikaci. Po analýze mo¾ností vstupních dokumentù jsme
si denovali základ pro lexikální a syntaktickou analýzu. Zbì¾nì jsme si probrali úskalí
pøevodu mezi cílovými platformami a mo¾né zpùsoby jejich øe¹ení. A v neposlední øadì
jsme si denovali u¾ivatelské rozhraní a rozhraní pro ovládání aplikace z konzole operaèního
systému. Máme tedy ji¾ kompletní návrh potøebný pro implementaci samotné aplikace.
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Kapitola 6
Implementace
Bìhem implementace pøevádíme my¹lenky, znalosti a postupy získané v rámci návrhu na
pou¾itelný produkt. V rámci této kapitoly si popí¹eme, jaké technologie byly pou¾ity a proè.
Rozebereme si zpùsob implementace jednotlivých èástí aplikace a vysvìtlíme si, proè byl
zvolen daný zpùsob a ne jiný. Tato kapitola tedy slou¾í jako vodítko k pochopení nejen
stavby celé aplikace, ale i fungování jejích èástí.
6.1 Struktura aplikace a pou¾ité technologie
Zamìøme se nejdøíve na pou¾ité technologie. Aplikace je implementována v jazyce C#
a pro bìh vy¾aduje nainstalovaný Microsoft .NET Framework 4 (staèí pouze Client Pro-
le). Vyu¾ívá nìkolik knihoven tøetích stran, které jsou dostupné pod rùznými variantami
otevøených licencí. Jedná se o Managed Extensibility Framework1 pou¾itý pro implementaci
po¾adované modularity aplikace. Knihovnu NDesk.Options2 pou¾itou pro zpracování para-
metrù pøíkazové øádky. A nakonec ji¾ v kapitole 4 zmiòované nástroje GPLEX a GPPG
pro implementaci lexikálního a syntaktického analyzátoru. Pro vývoj bylo pou¾ito vývojové
prostøedí Microsoft Visual Studio 2010.
Celá aplikace je rozdìlena do nìkolika rùzných projektù, které v podstatì odpovídají
diagramu 5.1, který jsme si pøipravili v rámci návrhu. Jednotlivé projekty pou¾ívají vlastní
jmenné prostory, které takté¾ odpovídají stanovenému rozdìlení. Jedinou výjimkou jsou
projekty obsahující u¾ivatelské rozhraní a konzolový pøístup. Kdy projekt s grackým u¾i-
vatelským rozhraním je umístìn ve jmenném prostoru SimpleConverter, zatímco projekt
pro konzolový pøístup je umístìn ve jmenném prostoru SimpleConverter.Console.
Popi¹me si nyní zpùsob implementace a fungování pluginù. Pluginy jsou implementovány
jako samostatné dynamicky linkované knihovny (.dll). Aby bylo mo¾né je aplikaènì naèítat
musí denovat urèité rozhraní, které je souèástí balíèku Contract. Ten slou¾í jako jediná
vazba mezi pluginy a samotnou aplikací. Pøi spu¹tìní aplikace poté objekt tøídy Loader,
1Dostupný na: http://mef.codeplex.com/
2Dostupná na: http://www.ndesk.org/Options
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umístìné v balíèku Factory, prohledá slo¾ku /plugins, kde najde v¹echny pluginy de-
nující dané rozhraní a poté je naète (pøesnìji vytvoøí instance tøíd implementujících dané
rozhraní v dané dynamicky linkované knihovnì). Následnì ji¾ mù¾e aplikace s tìmito pluginy
pracovat.
6.2 Lexikální analýza a generování stromu dokumentu
Základ pro implementaci lexikální a syntaktické analýzy jsme si polo¾ili ji¾ v minulé ka-
pitole. Dal¹ím krokem tedy bylo doplnit sémantická pravidla pro generování samotného
stromu dokumentu. Ne¾ si v¹ak popí¹eme pou¾ité struktury pro uchovávání tohoto stromu,
je vhodné zmínit, ¾e oproti návrhu bylo provedeno nìkolik men¹ích zmìn.
Z dùvodu co nejlep¹í pou¾itelnosti v praxi a toho, ¾e aplikace implementuje pouze
podmno¾inu pøíkazù (maker) balíèku LATEX, bylo nutné brát v úvahu situace, kdy apli-
kace narazí na neznámý pøíkaz. Tyto situace jsou øe¹eny èásteènì jak bìhem lexikální,
tak syntaktické analýzy vstupního dokumentu. V rámci lexikální analýzy odstraòujeme
u neznámých pøíkazù samotný pøíkaz a jeho pøípadné volitelné parametry a overlay speci-
kaci. Pøípadný povinný parametr i s uvozujícími slo¾enými závorkami je ponechán. Tedy
v pøípadì zápisu neznámého pøíkazu \prikaz<3>[par]{text text} dojde k odstranìní
èervené èásti. Dùvodem pro toto chování je, ¾e povinný parametr ve vìt¹inì pøípadù udává
èást obsahu snímku, tedy jeho odstranìní by bylo nevhodné. Stejný postup se aplikuje
i na neznámá prostøedí, u nich¾ je ponechán pouze jejich obsah. Tento pøístup v¹ak øe¹í
pouze situace, kdy je daný pøíkaz èi prostøedí uvnitø vykreslovaného snímku. Není v¹ak
schopný vyøe¹it situaci, kdy napøíklad v preambuli denujeme nový pøíkaz pomocí pøíkazu
\newcommand. V tuto chvíli vstupuje na scénu pou¾ití zotavení z chyb v rámci syntaktické
analýzy. Zotavení z chyb je realizováno Hartmannovou metodou (Panic-Mode recovery).
K zotavení mù¾e docházet celkem na dvou místech, a to v preambuli a mezi jednotlivými
snímky. V pøípadì, ¾e se narazí na chybu uvnitø snímku, je zpracování ukonèeno a o zotavení
se syntaktický analyzátor nepokou¹í (jeliko¾ po vykonání pøedchozích operací mezi mo¾né
syntaktické chyby patøí vìt¹inou pouze chybìjící slo¾ená závorka). Díky tomuto chování je
aplikace schopná pøevádìt i prezentace obsahující neimplementované pøíkazy.
Zamìøme se nyní na realizaci samotného stromu dokumentu. Jak uzly, tak i listy jsou
objekty denované stejnou tøídou (tøída Node). Tato tøída denuje vlastnosti pro typ uzlu
(tuèné písmo, neèíslovaný seznam, prostý text atd.), volitelný parametr, overlay specikaci,
potomky uzlu, èi pøímo obsah uzlu (napø. prostý text nemá potomky, ale má obsah). Dle
typu uzlu zùstávají nìkteré z tìchto vlastností nevyu¾ité. Zároveò se v rámci této tøídy
provádí pøevedení pøípadné textové reprezentace overlay specikace na úplný seznam èísel
snímkù, na kterých se daný uzel zpracuje.
Ne v¹ak v¹echny informace jsou ukládány pøímo do stromu dokumentu. Jedná se zejména
o titulek a podtitulek snímku. Ty jsou ukládány do samostatné tabulky. Dùvodem pro to
je, ¾e je mo¾né titulek èi podtitulek snímku zapsat kdekoliv v rámci samotného snímku,
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tedy i na jeho konci. Jeliko¾ v¹ak pro zpracování potøebujeme informaci o pou¾ití titulku
znát je¹tì pøed samotným vytvoøením snímku, je vhodné si tuto informaci ulo¾it. Pokud
bychom titulek a podtitulek zanesli do stromu dokumentu, nevyhnuli bychom se nutnosti
nìkolikanásobného prùchodu snímkem pøed jeho samotným zpracováním.
6.3 Pøevod
Samotný pøevod dokumentu do výstupního formátu po získání syntaktického stromu je
jedna z obtí¾nìj¹ích èástí vývoje aplikace. Je toti¾ potøeba øe¹it rozdílnosti mezi jednotlivými
platformami, zejména omezení platformy výstupní.
Prvním krokem je extrakce preambule a tìla dokumentu ze získaného stromu. Tyto
èásti jsou poté zpracovávány separátnì. Nejdøíve se provede zpracování preambule, dle
které se nastaví vnitøní stav pro pøevod daného dokumentu (velikost pou¾itého písma,
nastavení údajù pro generování titulní strany, nastavení cest pro hledání obrázkù atd.).
V rámci tohoto zpracování také provádíme kontrolu pou¾ité znakové sady. Aplikace doká¾e
správnì zpracovat znaky národních abeced pouze pøi pou¾ití kódování UTF-8. Pokud je
tedy vstupní dokument v jiné znakové sadì, oznámíme u¾ivateli, ¾e nìkteré znaky národních
abeced nemusí být zobrazeny správnì. Po zpracování preambule se provádí zpracování tìla
dokumentu. Omezme se nyní na to, ¾e tìlo dokumentu je tvoøeno pouze kolekcí snímkù
(reálnì mù¾e obsahovat také nastavení titulní strany, sekce, podsekce apod.).
Tìlo dokumentu se postupnì zpracovává po jednotlivých snímcích. Pøed samotným zpra-
cováním snímku se nahlédne do tabulky s titulky (a podtitulky), zda daný snímek bude mít
titulek. Pokud ano, vygenerujeme snímek s pøedpøipraveným tvarem pro titulek, pokud ne,
vygenerujeme prázdný snímek. Následné zpracování titulku a obsahu snímku probíhá opìt
separátnì (jeliko¾ titulek mù¾e obsahovat pouze formátovaný text, kde¾to obsah snímku
mù¾e být podstatnì komplexnìj¹í).
Jak obsah titulku, tak i obsah snímku jsou denovány podstromem. Tedy abychommohli
vytváøet výsledný dokument, musíme implementovat patøièný prùchod tímto stromem. Pro
tento prùchod je pou¾ívána iterativní varianta prùchodu preorder pro n-ární strom.
Tvorba obsahu snímku je rozdìlena, jak ji¾ princip tvarù v dokumentu aplikace Power-
Point napovídá, na zpracování formátovaného textu a oddìlené zpracování jednotlivých
blokových elementù. Podívejme se tedy, jak jsou realizovány jednotlivé èásti tvorby snímku
prezentace.
6.3.1 Formátování textu
Základním problémem formátování textu je, ¾e se musí ve¹keré formátování provádìt zpìtnì.
Tedy nejdøíve musíme do daného tvaru vlo¾it text a ten mù¾eme následnì naformátovat,
jak potøebujeme. Z toho dùvodu je implementována tøída TextFormat, nabízející rozhraní,
díky kterému je tato èinnost z hlediska programátora ponìkud pøirozenìj¹í. Tedy nejdøíve
nastavíme formát a a¾ následnì vkládáme text. Tato tøída si po nastavení nového formátu
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(øezu èi stupnì) písma ulo¾í aktuální stav na zásobník a umo¾òuje tak se k nìmu po vynoøení
ze zpracovávaného podstromu vrátit. Zároveò pro pøíkazy, které mìní stupeò písma (napø.
\footnotesize, \Large), pøepoèítává velikost v závislosti na nastavené velikosti základní-
ho písma. Objekt této tøídy je pou¾it k formátování textu nejen v textových tvarech, ale
také uvnitø tabulek èi výètových typù.
Dal¹ím bodem, na který musel být pøi implementaci brán zøetel je, ¾e text musí být
uvnitø textového tvaru. Pøedstavme si situaci, kdy máme na snímku nìjaký text, násle-
dovaný tabulkou, po které opìt následuje text. Tyto situace jsou øe¹eny v podstatì nej-
triviálnìj¹ím mo¾ným zpùsobem. A to tak, ¾e pokud poslední pou¾itý tvar není textový
a narazíme na text (a zároveò neprovádíme zpracování nìkterého z blokových elementù),
tak automaticky vytvoøíme nový textový tvar pro tento text. Je v¹ak nutné poznamenat, ¾e
i kdy¾ jsou výètové typy realizovány pomocí textových tvarù (blí¾e si vysvìtlíme v kapitole
6.3.3), tak je pova¾ujeme za netextové.
6.3.2 Tabulky
Pro vytvoøení obyèejné tabulky je zapotøebí postupnì provést nìkolik krokù. Prvním krokem
je zpracování parametru prostøedí \tabular udávajícího poèet, zarovnání a ohranièení jed-
notlivých sloupcù. Kvùli mo¾nosti pou¾ití zkráceného zápisu sloupcù a nutnosti tento zápis
rozgenerovat do pou¾itelné formy, je tento parametr zpracováván pomocí jednoduchého
koneèného automatu. Ten bìhem zpracování postupnì do jedné struktury ukládá zarovnání
a ¹íøku daného sloupce a do druhé jeho ohranièení.
Poté, co ji¾ máme zpracovaný daný parametr prostøedí \tabular, máme dostatek infor-
mací pro vytvoøení nové tabulky (pro vytvoøení je toti¾ potøeba znát poèet sloupcù). První
èinnost, kterou musíme po vytvoøení nové tabulky provést, je nastavení jejího stylu. Je to
nutné z toho dùvodu, ¾e výchozí styl tabulky obsahuje podbarvení jednotlivých øádkù a také
nastavení okrajù bunìk. Po tomto nastavení ji¾ postupnì pøidáváme øádky a naplòujeme je
daným obsahem. V rámci zpracování ka¾dého øádku také provádíme nastavení horního èi
dolního okraje bunìk v závislosti na pou¾ití, èi nepou¾ití pøíkazù \hline èi \cline. V pøí-
padì spojování bunìk provedeme jejich spojení a pøeskoèíme zpracování v¹ech sloupcù, pøes
které byla buòka spojena.
Jako velký problém se ukázala èinnost, je¾ je v aplikaci PowerPoint øe¹ena pomocí pár
kliknutí. Touto èinností je automatické pøizpùsobení ¹íøky sloupce tabulky velikosti jeho ob-
sahu. I kdy¾ po prostudování API nalezneme nìkolik rùzných metod a vlastností (napøíklad
vlastnost AutoSize objektu TextRange2), které mají podobnou èinnost realizovat, velice
rychle narazíme. Polovina z nich skonèí s výjimkou øíkající, ¾e daný argument nepøijímají
a druhá polovina pro zmìnu s NotImplementedException. Bylo tedy nutné tuto situaci
øe¹it jinak. Prvním pokusem o øe¹ení bylo vytvoøit tabulku s velice úzkými sloupci, které
se následnì postupnì roz¹iøují, a¾ do chvíle, kdy jsou dostateènì velké pro pojmutí celého
textu. Základní koncept byl takový, ¾e se postupnì zji¹»oval poèet øádkù, na které byl text
vysázen (pomocí kolekce Lines je mo¾né pøistupovat k jednotlivým vysázeným øádkùm
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textu, kdy se jako øádek poèítá i zalomení) a porovnával se s poètem øádkù, které vstupní
text mìl fyzicky obsahovat (tedy poèet znakù nového øádku). Tento pøístup v¹ak ztrosko-
tal na tom, ¾e poèet prvkù kolekce Lines poètu vysázených øádkù neodpovídal. Bylo tedy
nutné zvolit pøístup jiný a to doslova opaèný. Místo postupného zvìt¹ování se provádí nára-
zové zmen¹ení. Pøi vytváøení tabulky ji tedy vytvoøíme s ¹íøkou ka¾dého sloupce pøibli¾nì
1000 obrazových bodù (pro srovnání, ¹íøka snímku je 720 bodù), následnì pro ka¾dý øádek
v ka¾dém sloupci zjistíme a pøepoèítáme velikost takzvaného ohranièujícího obdélníku textu
(anglicky bounding box ). Tento ohranièující obdélník je vlastnì oblast, kterou text skuteènì
zabírá. Poté zmen¹íme ¹íøku ka¾dého sloupce na ¹íøku nejvìt¹ího ohranièujícího obdélníku
v tomto sloupci se vyskytujícím. Bohu¾el i tento pøístup v nìkterých pøípadech selhává,
jeliko¾ PowerPoint z neznámého dùvodu nedoká¾e správnì urèit velikost ohranièujícího ob-
délníku.
6.3.3 Výètové typy
Výètové typy3 jsou jediné z blokových prvkù, u kterých umo¾òujeme jejich zanoøení (vý-
jimkou je seznam denic, uvedeme si pozdìji proè). Opìt je nutné vìnovat se nìkolika
záludnostem. Vytváøení odrá¾ek trpí stejným neduhem jako formátování textu. A to, ¾e je
nejprve nutné vlo¾it samotný text a a¾ následnì z nìj vytvoøit odrá¾ku. Dal¹ím øe¹eným
problémem je, ¾e v pøípadì prezentací vytváøených za pomoci tøídy Beamer, mohou jednot-
livé odrá¾ky výètu obsahovat i více ne¾ pouze jeden odstavec. Kde¾to u prezentací v aplikaci
PowerPoint je situace ponìkud slo¾itìj¹í.
Podívejme se tedy na samotnou realizaci. Èíslované a neèíslované seznamy jsou de-
novány pomocí textového tvaru. Jejich zanoøování je poté øe¹eno pomocí rekurze. Ov¹em se
zanoøováním souvisí i zmínìný problém nìkolika odstavcù v rámci jedné odrá¾ky. Uveïme
si praktický pøíklad:
• Odstavec.
Dal¹í odstavec.
1. Odrá¾ka
2. Odrá¾ka s dvìma
odstavci.
Pokraèování první odrá¾ky.
• Odstavec v dal¹í odrá¾ce.
Toto je naprosto normální seznam, dokonce i v dokumentu aplikace PowerPoint je mo¾né
ho vytvoøit ruènì (pro vytvoøení dal¹ího odstavce, místo dal¹í èíslované polo¾ky, pou¾ijeme
klávesovou zkratku Shift+Enter). Problém nastává pøi automatizaci, kdy simulovat chování
3neboli seznamy
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stisku kláves Shift+Enter není mo¾né (nebo alespoò v ¾ádné z dostupných dokumentací není
popsáno, jak po¾adovaného efektu dosáhnout). Bylo tedy nutné opìt pøijít s øe¹ením, které
poskytuje co nejpou¾itelnìj¹í výsledek.
První z mo¾ných situací je, ¾e odrá¾ka obsahuje nìkolik odstavcù, ale neobsahuje ¾ádný
seznam. V tomto pøípadì se pøi pøidávání textu poèítá celkový poèet odstavcù. Následnì
se pøi nastavování odrá¾ek nastaví daná odrá¾ka pouze prvnímu odstavci, kde¾to dal¹ím
se nastaví pouze odsazení. Je nutné podotknout, ¾e díky tomuto pøístupu si sami musíme
udr¾ovat èíslování odrá¾ek. Dùvodem je právì to, ¾e máme za sebou nìkolik odrá¾ek, které
nejsou èíslované, a tím pádem dojde k resetování èíslování.
Druhá situace je roz¹íøením první, tedy odrá¾ka navíc obsahuje seznam (èi seznamy).
V takovém pøípadì, jeliko¾ je zpracování podseznamù øe¹eno rekurzí, se zpracování odrá¾ky
rozdìlí na nìkolik èástí. Nejprve se zpracuje text, který je pøed zanoøeným seznamem, a to
stejným zpùsobem jako v situaci první. Následnì se rekurzivnì vytvoøí podseznam. Nyní
je nutné do vytvoøeného podseznamu nezasahovat, jeliko¾ ten ji¾ je formátovaný tak, jak
je nutné. A pøidat blok textu následující zanoøený seznam, kterému se nastaví pøíslu¹né
odsazení bez pou¾ití odrá¾ek. Tímto zpùsobem je mo¾né vytvoøit seznam vizuálnì odpoví-
dající tomu v na¹í ukázce.
Zatím jsme si popsali zpùsob, jakým jsou vytváøeny èíslované a neèíslované seznamy.
Podívejme se tedy nyní na øe¹ení seznamu denic. Seznam denic je tak trochu speciálním
pøípadem. Dùvodem je, ¾e seznam denic nepatøí mezi podporované prvky vìt¹iny dne¹ních
WYSIWYG editorù a PowerPoint není výjimkou. Jeliko¾ není mo¾né nastavit jako typ
odrá¾ky text, bylo nutné zvolit jiný pøístup. Nakonec bylo zvoleno øe¹ení tabulkou s dvìma
sloupci. V prvním sloupci je umístìn denovaný termín a v druhém jeho denice. Právì
z dùvodu pou¾ití tabulky není mo¾né zanoøování.
6.3.4 Obrázky
Zpracování obrázkù patøí mezi jednodu¹¹í èásti celé implementace. Za zmínku tak stojí snad
pouze zpùsob vyhledávání daných obrázkù.
Jak ji¾ jsme si uvedli v kapitole 2.7, tak obrázky lze zadávat bez pøípony a jsou hledány
v adresáøi, kde je zdrojový dokument umístìn. Také je mo¾né specikovat pøípadné dal¹í
adresáøe, kde obrázek hledat. Samotné vyhledávání je øe¹eno v cyklu, kdy se testují na
existenci soubory pro jednotlivé pøípony postupnì ve v¹ech daných adresáøích. Jakmile
najdeme po¾adovaný obrázek, cyklus ukonèíme (tedy nehledáme mo¾né dal¹í). Kvùli pou¾ití
tohoto pøístupu je také pevnì dána priorita jednotlivých pøípon, která je následující: jpg,
jpeg, png a gif. Bohu¾el, z dùvodu nedostupnosti kvalitní volnì dostupné knihovny pro
extrakci obrázkù z PDF, nejsou PDF obrázky podporovány.
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6.3.5 Overlay a \pause
Aplikace overlay specikací a zpracování pøíkazu \pause zasahuje do v¹ech èástí zpracování
snímku. Zejména zpùsob zpracování pøíkazu \pause se mù¾e na první pohled jevit jako ne
pøíli¹ prùhledný. Je tedy vhodné jim vìnovat zvý¹enou pozornost.
Pro øe¹ení byl pou¾it obdobný pøístup, jaký je pou¾íván tøídou Beamer. Tedy jeden
snímek rozgenerujeme na nìkolik podsnímkù4, v závislosti na pou¾itých overlay parametrech
èi pou¾ití pøíkazu \pause. Pøístup, kdy by se pro realizaci pou¾ívaly animace v aplikaci
PowerPoint, byl zavr¾en hned na zaèátku. Animaci lze toti¾ nastavit pouze celému tvaru,
a to by v na¹em pøípadì, kdy overlay specikací mù¾eme napøíklad zmìnit barvu pouze
jednoho slova uprostøed textu, bylo v podstatì nepou¾itelné.
Podívejme se tedy na samotný zpùsob realizace. Abychom mohli jeden snímek rozgene-
rovat postupnì na nìkolik podsnímkù, musíme tuto èinnost provádìt v cyklu, dokud nejsou
splnìny urèité podmínky. Tìmito podmínkami jsou, ¾e v daném podstromu reprezentujícím
zpracovávaný snímek se nesmí vyskytovat nezpracovaný pøíkaz \pause a zároveò v rámci
v¹ech overlay specikací v daném podstromu se nesmí vyskytovat vìt¹í, ne¾ je èíslo aktuál-
ního prùchodu (tedy èíslo aktuálního podsnímku).
Zpracování overlay specikace se provádí pomocí jednoduchého zji¹tìní, zda pou¾itá
specikace obsahuje èíslo aktuálního prùchodu. Jestli¾e ano, pøíkaz se aplikuje, pokud ne,
tak se ignoruje. Zvlá¹tním pøípadem jsou pøíkazy, u kterých overlay specikace potlaèuje
i vykreslení jejich obsahu (napøíklad overlay u pøíkazu \textbf zpùsobí pouze potlaèení
formátování, kde¾to u pøíkazu \item potlaèí vykreslení celé odrá¾ky). V na¹em pøípadì se
tato situace týká titulku a podtitulku snímku a také polo¾ek seznamù. V pøípadì titulku
a podtitulku je situace jednoduchá, v podstatì pouze ignorujeme výpis. Ov¹em v pøípadì
polo¾ek seznamu potøebujeme, aby daný prostor byl zabraný, i kdy¾ se obsah odrá¾ky
nevykresluje. Toto je øe¹eno tak, ¾e danou odrá¾ku fyzicky vykreslíme, ov¹em následnì jí
nastavíme, v rámci formátování textu, atribut Visible na false.
Pøíkaz \pause na rozdíl od overlay specikace pøímo vynucuje pøechod na dal¹í pod-
snímek. Zajímavostí je, ¾e i kdy¾ se to mù¾e zdát nesmyslné, je mo¾né pou¾ívat pøíkaz
\pause i v rámci titulku snímku. Proto je, z dùvodu oddìleného zpracování titulku a ob-
sahu snímku, nutné udr¾ovat si pro daný snímek poèítadlo zpracovaných \pause. Kromì
tohoto \globálního" poèítadla pro daný snímek potøebujeme je¹tì \lokální" poèítadlo pro
daný prùchod. Poté jakmile pøi zpracování snímku narazíme na \pause inkrementujeme
lokální poèítadlo a pokud je jeho hodnota vìt¹í, ne¾ hodnota globálního, tak inkremen-
tujeme také globální poèítadlo, ukonèíme aktuální prùchod a vynutíme si prùchod dal¹í.
Ukonèení aktuálního prùchodu se provádí vìt¹inou okam¾itì, jedinou výjimkou je pøípad,
kdy je daný \pause v tabulce. U tabulek je toti¾ nutné øe¹it zmìnu velikosti podle jejich
obsahu a ¹íøka jednotlivých sloupcù musí odpovídat i textu z nevykreslených øádkù. Proto
se tabulka vytvoøí celá, zmìní se její velikost, poté se odstraní øádky, které na výstupu ji¾
4jako podsnímek uva¾ujeme jednu z mo¾ných reprezentací podstromu denujícího daný snímek
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být nemají, a teprve tehdy se provede ukonèení aktuálního prùchodu.
6.3.6 Pøerovnání tvarù
Jak ji¾ jsme si osvìtlili v rámci návrhu, tak PowerPoint neumí pracovat s elementy (obrázky,
tabulky) vlo¾enými doprostøed textu. Bylo tedy nutné toto základní5 obtékání textem im-
plementovat. Øe¹ení v¹ak není tak jednoduché, jak by se mohlo na první pohled zdát.
Abychom mohli vytvoøit toto jednoduché obtékání, musíme v mnoha pøípadech pøistoupit
k dìlení pøíslu¹ných textových tvarù a zároveò také k pøesouvání jednotlivých tvarù v rámci
snímku.
Generování jednotlivých tvarù v rámci snímku je implementováno tak, ¾e nový tvar, a»
ji¾ se jedná o obrázek, text, tabulku èi seznam, se vlo¾í v¾dy pod nejspodnìj¹í tvar (tedy
pod poslední vlo¾ený). Pøíklad si mù¾eme prohlédnout na obrázku 6.1 a). Toto chování
mù¾eme s jistotou oznaèit za velmi vzdálené od po¾adovaného. Byla proto implementována
metoda, pojmenovaná Reshaper, která se stará o rekonguraci6 jednotlivých tvarù v rámci
snímku.
Obrázek 6.1: Ukázka èinnosti metody Reshaper; a) rozlo¾ení pøed, b) rozlo¾ení po
Metoda Reshaper je volána v¾dy, kdy¾ je potøebné provést rekonguraci tvarù na
snímku. Jeliko¾ v¹ak umí zpracovat pouze dva tvary zároveò, je vìt¹inou volána v pøí-
padì vlo¾ení nového tvaru do snímku. Tedy tvary na snímku rekongurujeme postupnì
bìhem tvorby snímku, místo jedné velké rekongurace a¾ po jeho vytvoøení.
Podívejme se tedy nyní na zpùsob její èinnosti. Jeliko¾ toto základní obtékání se týká
pouze textových tvarù, obrázkù a tabulek (netextových tvarù), mohou nastat celkem tøi
rùzné situace pro pøerovnání.
Prvním pøípadem je situace, kdy první tvar je textový a druhý tvar je netextový. V tomto
pøípadì nejdøíve zjistíme, zda se netextový tvar vejde za poslední øádek tvaru textového.
5základní proto, ¾e text je obtékán v podstatì pouze jedním øádkem
6rozdìlení, pøesunutí, atd.
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Ke zji¹tìní této informace se vyu¾ívá velikost ohranièujícího obdélníku posledního øádku
textového tvaru a velikost netextového tvaru. Jestli¾e se netextový tvar na dané místo
nevejde, tak ji¾ rekonguraci neprovádíme. Pokud v¹ak zjistíme, ¾e se netextový tvar na
dané místo vejde, musíme provést postupnì nìkolik krokù. Nejdøíve extrahujeme poslední
øádek z textového tvaru a umístíme jej do nového textového tvaru na stejnou pozici, kde
se pùvodnì nacházel originální øádek. Poté tento nový tvar musíme zmen¹it na ¹íøku textu,
který obsahuje. A jako poslední krok ji¾ pøesuneme netextový tvar vedle novì vytvoøeného
textového.
Dal¹ím pøípadem je situace, kdy jak první, tak i druhý tvar je netextový. Tento pøípad
je nejjednodu¹¹í ze v¹ech realizovaných. V podstatì pouze zkontrolujeme, zda se druhý tvar
vejde vedle tvaru prvního a v pøípadì, ¾e ano, tak jej pøesuneme. Není tedy nutné poèítat
ohranièující obdélníky, èi dìlit tvary.
Tøetí pøípad je variací pøípadu prvního, tedy první tvar je netextový, zatímco druhý
je textový. V tomto pøípadì nejprve zjistíme, zda se první slovo z textového tvaru vejde
za tvar netextový. Pokud nevejde, tak rekonguraci ji¾ neprovádíme. Pokud se v¹ak vejde,
musíme opìt provést nìkolik krokù. Jako první krok provedeme pøesunutí textového tvaru
vedle netextového a upravení jeho ¹íøky, tak aby zabíral pouze po¾adovanou èást snímku
(aby snímek nepøesahoval). Po tomto pøesunutí PowerPoint automaticky upraví i rozlo¾ení
textu do jednotlivých øádkù. Díky tomu, mù¾eme vyjmout v¹echny øádky, kromì prvního
a umístit je do nového tvaru, který je umístìn, jak pod netextovým, tak i pod textovým
tvarem, který nyní obsahuje pouze jeden øádek textu.
Ètvrtým pøípadem je situace, kdy potøebujeme pøerovnat dva textové tvary umístìné za
sebou. Av¹ak døíve jsme si uvedli, ¾e mohou nastat pouze tøi situace. Tento ètvrtý pøípad,
který se logicky nabízí, nemù¾e kvùli principu implementace ve skuteènosti nastat, tedy jej
vùbec neuva¾ujeme.
Pokud se nyní vrátíme k obrázku 6.1 b), mù¾eme si v¹imnout, ¾e do¹lo celkem ke dvìma
rekonguracím tvarù. Jako první byla provedena rekongurace popsaná prvním pøípadem.
Jak vidíme, tak z textového tvaru (ohranièen èervenou barvou) byl odøíznut poslední øádek
a vlo¾en do tvaru nového (ohranièen zelenou barvou). A následnì byl pøesunut obrázek za
tento nový tvar. Poté byla provedena rekongurace popsaná tøetím pøípadem. Kdy z tex-
tového tvaru (ohranièen modrou barvou) byla pøesunuta èást prvního øádku do samostat-
ného tvaru (ohranièen ¹edou barvou).
6.3.7 Øe¹ení extrakce vnoøených blokových prvkù
Døíve jsme si uvedli, ¾e z dùvodu øe¹ení rozdílnosti obou platforem, dovolíme u¾ivateli
vybrat si zpùsob zacházení s vnoøenými blokovými prvky. Jeden z tìchto zpùsobù je jejich
extrakce a následné vlo¾ení na konec aktuálního snímku. Tato varianta je nabízena zejména
u¾ivatelùm, kteøí si plánují výslednou prezentaci ruènì upravit. Popi¹me si tedy nyní, jak
je øe¹ena realizace této èinnosti.
Provedení extrakce vnoøených blokových prvkù, je provádìno tak, ¾e daný podstrom
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nezpracujeme (tedy ani si nerozgenerujeme potomky na zásobník), ale místo toho jej ulo¾íme
do globálnì udr¾ované fronty. V této frontì jsou umístìny v¹echny extrahované blokové
prvky. Poté ji¾ staèí pouze na konci zpracování snímku zpracovat prvky v této frontì
umístìné. Dùvodem pro pou¾ití fronty a ne jiné datové struktury pro udr¾ení seznamu
extrahovaných prvkù, je zejména alespoò èásteèná snaha o zachování jejich poøadí. Mù¾e
v¹ak nastat situace, kdy pøi zpracovávání extrahovaného prvku narazíme na dal¹í vnoøený
prvek (tedy prvek vnoøený ve vnoøeném prvku). V tomto pøípadì tento vnoøený prvek
vlo¾íme na konec fronty. Tedy ji¾ neøe¹íme poøadí (je velmi pravdìpodobné, ¾e u¾ivatel si
jednotlivé tvary sám pøeorganizuje, tedy na jejich poøadí opravdu pøíli¹ nezále¾í).
V rámci extrakce musíme øe¹it situace, kdy extrahovaný prvek obsahuje pøíkaz \pause.
Tyto situace øe¹íme tak, ¾e v rámci zpracování extrahovaných prvkù pøíkazy \pause igno-
rujeme. Opìt je brán zøetel na to, ¾e pro u¾ivatele je snadnìj¹í obsah odstranit, ne¾ jej
pøidávat.
6.4 U¾ivatelské rozhraní
Vzhled a rozlo¾ení ovládacích prvkù u¾ivatelského rozhraní jsme si ji¾ podrobnì denovali
v rámci návrhu. Av¹ak bìhem implementace bylo uèinìno dodateèné rozhodnutí o pøidání
dal¹ího prvku. Oproti návrhu, kdy jsme uva¾ovali pou¾ití pouze jednoho ukazatele prùbìhu,
v rámci implementace pøibyl dal¹í. Ve výsledku jsou tedy pou¾ity dva, jeden pro zobrazení
prùbìhu pøevodu aktuálnì zpracovávaného dokumentu a druhý pro zobrazení celkového
prùbìhu (v rámci v¹ech zpracovávaných dokumentù). Ostatní zmìny byly pøevá¾nì ko-
smetického charakteru (pøidání popiskù). Zamìøme se tedy více na pou¾ité technologie
a postupy.
U¾ivatelské rozhraní je realizováno pomocí Windows Presentation Foundation (WPF).
Dùvodem pro zvolení WPF, namísto Windows Forms, je zejména skuteènost, ¾e umo¾òuje
mnohem lep¹í oddìlení prezentaèní vrstvy od aplikaèní. Jako malé plus také mù¾eme oznaèit
mo¾nost mìnit vzhled jednotlivých prvkù u¾ivatelského rozhraní pomocí rùzných témat.
Abychom dosáhli opravdu co nejlep¹ího oddìlení jednotlivých vrstev byl pro imple-
mentaci zvolen návrhový vzor Model-View-ViewModel (MVVM). Jeliko¾ se jedná o vcelku
nový návrhový vzor a nemusí být pøíli¹ známý, popi¹me si struènì jeho princip (infor-
mace o MVVM byly èerpány z [14]). Podobnì jako návrhový vzor MVC i MVVM dìlí
implementaci do tøí pomyslných vrstev. První vrstvou je Model, ta se stará o práci s daty,
popøípadì vykonává jiné nízko-úrovòové èinnosti (v na¹em pøípadì do této vrstvy patøí
naèítání a práce s jednotlivými pluginy). Dal¹í vrstvou je View. Ta se stará o komunikaci
s u¾ivatelem. Poslední vrstvou je ViewModel, tato vrstva zprostøedkovává komunikaci mezi
ostatními vrstvami (Model, View). Tento pøístup se na první pohled pøíli¹ neli¹í od toho
pou¾ívajícího MVC, ov¹em je zde podstatný rozdíl. U návrhového vzoru MVVM Model
ani ViewModel vùbec nepotøebují informaci, ¾e nìjaký View existuje. Místo toho se View
navá¾e na veøejné vlastnosti, které poskytuje ViewModel. A následnì se pøes tyto vlast-
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nosti automaticky synchronizují. Tímto zpùsobem je dosa¾eno velmi volné vazby mezi jed-
notlivými vrstvami, co¾ pøiná¹í mnoho výhod.
Vra»me se nyní k implementovaným vlastnostem a schopnostem u¾ivatelského rozhraní.
V rámci návrhu jsme si naznaèili, ¾e by bylo vhodné implementovat i rùzná men¹í vylep¹ení
pro zvý¹ení u¾ivatelské pøívìtivosti. V aplikaci se tedy po pozdr¾ení ukazatele my¹i nad nìk-
terým z ovládacích prvkù zobrazují jednoduché popisky s jeho èinností (angl. tooltip). Byla
také implementována funkcionalita drag and drop pro pøeta¾ení souborù do seznamu ke
zpracování. V rámci zvý¹ené pou¾itelnosti se jednotlivé soubory vlo¾ené do seznamu ke
zpracování validují, zda je daný plugin doká¾e zpracovat, a podle výsledku validace se pod-
barví buï èervenou, èi zelenou barvou (èervená - nepodporuje, zelená - podporuje). Vcelku
významná èást chování u¾ivatelského rozhraní je, ¾e v pøípadì, kdy u¾ivatel spustí pøevod
daných dokumentù, se u¾ivatelské rozhraní automaticky pøepne na zálo¾ku zobrazující
prùbìh pøevodu. Zároveò se také zablokují ve¹keré ovládací prvky, které souvisí s nastavením
parametrù pøevodu, pøidání dokumentu do seznamu ke zpracování èi spu¹tìní pøevodu.
Toto chování je implementováno z dùvodu, aby u¾ivatel nemìnil chování zvoleného pluginu
bìhem probíhajícího pøevodu. Jediným funkèním ovládacím prvkem bìhem probíhajícího
pøevodu, je pouze tlaèítko pro ukonèení aktuálnì provádìné dávky.
Prozatím se v¹echny informace, které jsme si v této podkapitole uvedli, týkaly pouze
grackého u¾ivatelského rozhraní. Podívejme se tedy na realizaci konzolového pøístupu. Nej-
spí¹ první zásadní vlastností, které si pøi pohledu na zpùsob realizace v¹imneme, je, ¾e celý
konzolový pøístup je naprosto oddìlen od grackého u¾ivatelského rozhraní a je pøesunut do
samostatného spustitelného souboru. Dùvodem pro toto oddìlení je, ¾e se ukázalo ponìkud
slo¾ité ve WPF aplikaci potlaèit zobrazení u¾ivatelského rozhraní. Ov¹em pøiná¹í to i pár
výhod. Napøíklad bylo mo¾né zvolit krátké jméno spustitelného souboru a navíc se pøi
spu¹tìní nemusí naèítat spousty knihoven zaji¹»ujících u¾ivatelské rozhraní.
Jak jsme si ji¾ uvedli v kapitole 6.1, byla pro zpracování parametrù pøíkazové øádky
pou¾ita knihovna NDesk.Options. Díky tomu je mo¾né parametry zadávat mnoha rùznými,
ji¾ dobøe za¾itými zpùsoby. Jedná se zejména o uvození parametru pomocí jednoho z kom-
binace znakù ?, /, - èi --. Dále je napøíklad podporováno pøepínání voleb pøipojením znaku
+ èi - a spousty dal¹ích konvencí zápisu parametrù.
I v pøípadì implementace konzolového pøístupu bylo potøeba vyøe¹it pár nepøíjemností.
Jde o zpùsob výbìru pluginu a nastavení parametrù pøevodu.
Zpùsob výbìru pluginu jsme si ji¾ èásteènì vyøe¹ili v rámci návrhu. Jediné co zbývalo
vyøe¹it, je zpùsob generování klíèe. Právì na klíè pluginu je kladeno nìkolik po¾adavkù:
1. klíè pro daný plugin musí být stejný i po opìtovném spu¹tìní aplikace
2. ka¾dý plugin musí mít unikátní klíè
3. klíè by mìl být generován automaticky
4. klíè musí být relativnì krátký, z dùvodu zadávání u¾ivatelem
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Nakonec je tedy generování klíèe øe¹eno tak, ¾e se nejdøíve vygeneruje MD5 hash pro
název a verzi pluginu. Tento hash se následnì rozdìlí na ètyøi 32 bitù dlouhé èásti, z nich¾
se za pomoci operace XOR, vypoèítá jedno 32 bitù dlouhé èíslo. Jeliko¾ v¹ak i toto èíslo
je pro u¾ivatele pøíli¹ dlouhé, provede se nakonec pøevod do èíselné soustavy o základu 36
(tedy výstup obsahuje znaky 0-9 a a-z). Díky tomu získáme klíè, jeho¾ maximální délka
je pøibli¾nì ¹est a¾ sedm znakù, co¾ ji¾ lze oznaèit za pøijatelné. Celý tento proces probíhá
automaticky a programátoøi pluginù tedy tuto èinnost nemusí øe¹it.
V rámci nastavení parametrù pøevodu je nutné øe¹it zpùsob, jakým tyto parametry pøe-
dat samotnému pluginu. V pøípadì grackého u¾ivatelského rozhraní byla situace jednodu-
chá, proto¾e si ve¹keré nastavení obstarával plugin sám. Jeliko¾ aplikace nemá a ani nemù¾e
mít znalosti jaké parametry plugin pøijímá, je øe¹ení realizováno následujícím zpùsobem.
V samotné aplikaci zpracujeme v¹echny známé parametry, následnì, pokud je v rámci
známých parametrù zvolen pøíslu¹ný plugin, se v¹echny neznámé parametry pøedají pro
zpracování pluginu. Ten z této mno¾iny parametrù zpracuje jemu známé a v¹echny pøe-
byteèné vrátí zpìt hlavní aplikaci. Dùvod pro vracení pøebyteèných parametrù zpìt hlavní
aplikaci je ten, ¾e mezi tìmito pøebyteènými parametry se vyskytují i názvy jednotlivých
dokumentù urèených k pøevodu (seznam souborù se uvádí jako poslední z parametrù, ale
bez jakéhokoli uvození, tedy není jej mo¾né zpracovat jako parametr).
6.5 Shrnutí
Postupnì jsme si uvedli, jaké technologie a nástroje jsou pou¾ity pro implementaci. Vysvìtlili
jsme si, jakým zpùsobem je øe¹ena lexikální a syntaktická analýza dokumentu. Osvìtlili jsme
si zpùsob pøevodu jednotlivých prvkù dokumentu. Díky tomu bychom se nyní mìli mno-
hem lépe orientovat ve zdrojových kódech celé aplikace a zároveò chápat zpùsob fungování
jednotlivých jejich èástí.
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Kapitola 7
Testování
Testování je bezesporu jednou z dùle¾itých oblastí ¾ivotního cyklu software. Hlavnì pøi
vývoji vìt¹ích aplikací jeho význam dále stoupá. V rámci vývoje námi vytváøeného pøekla-
daèe tedy bylo nutné se testování vìnovat.
Celá aplikace a zejména pøevod dokumentù byl testován manuálnì. K pou¾ití jed-
notkových testù se z dùvodu samotné èinnosti aplikace nepøistoupilo (výstup bylo nutné
vizuálnì kontrolovat, tedy pou¾ití jednotkových testù je k tomuto úèelu ne pøíli¹ vhodné).
Samotné testování probíhalo zároveò s vývojem aplikace, kdy po pøidání nové funkciona-
lity byla tato otestována. Tedy provádìly se testy na zpracování jednotlivých prvkù doku-
mentu, a zda novì pøidaná funkcionalita nekoliduje s ji¾ implementovanými èástmi. Pro
testování byla pou¾ita metoda èerné skøíòky (i kdy¾ v nìkterých pøípadech by se dalo øíct,
¾e probíhalo testování i formou ¹edé skøíòky). Nakonec bylo provedeno nìkolik jednoduchých
testù na zpracování jednotlivých prvkù (tyto testy jsou pøilo¾eny na CD).
Bìhem testování se podaøilo odhalit nìkolik více i ménì záva¾ných problémù. Ze zá-
va¾nìj¹ích si mù¾eme uvést napøíklad pád aplikace pøi pokusu o spojení pouze jednoho
sloupce tabulky (tedy v podstatì ¾ádné spojení), èi nesprávné prohledávání cest k obrázkùm.
Z ménì záva¾ných, napøíklad neignorování mezery po uvedení pøíkazù pro zmìnu stupnì
písma (\Large, \huge, \tiny atd.).
Kromì odhalování chyb se v rámci testování pøistoupilo také k refaktorizaci. Díky tomu,
je výsledný kód aplikace pøehlednìj¹í a lépe se v nìm hledají chyby.
Bohu¾el, i pøes dùkladné testování jsou do výsledné aplikace zaneseny problémy, které
jsou dané chováním aplikace PowerPoint a tak i pøes ve¹kerou snahu, je nebylo mo¾né
eliminovat. Èást tìchto problémù se sna¾í aplikace odstranit rùznými oklikami, ov¹em ani
tato øe¹ení bohu¾el nejsou úèinná v¾dy.
7.1 Omezení výsledné aplikace
Výsledná aplikace má nìkolik omezení, které plynou a» ji¾ z implementace pouze podmno-
¾iny vstupního jazyka, pou¾ití LALR(1) syntaktického analyzátoru pro analýzu vstupního
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dokumentu, nedostupnosti prostøedkù pro realizaci, èi z problémù zanesených samotnou
aplikací PowerPoint. Popi¹me si tedy jednotlivá omezení.
Omezení plynoucí z implementace podmno¾iny vstupního jazyka a pou¾ití LALR(1)
syntaktického analyzátoru:
• není podporován pøíkaz \newcommand|mo¾ným øe¹ením by napøíklad mohlo být pøe-
sunutí vìt¹í èásti zpracování do sémantických akcí. Toto øe¹ení by zároveò vy¾adovalo
úpravu lexikální analýzy tak, aby neprovádìla ltraci neznámých pøíkazù.
• v tabulce obsahující horní ohranièení musí být pøípadný pøíkaz \pause umístìn a¾ za
denici tohoto ohranièení (tedy za pøíkaz \hline)
• není podporováno prostøedí math | v pøípadì, ¾e se narazí na prostøedí math, tak se
celý jeho obsah zpracuje jako neformátovaný text. Tedy nezpracovávají se jednotlivé
pøíkazy. Díky tomu je mo¾né pomocí doplòkù1 pro PowerPoint dosáhnout pøelo¾ení na
rovnice (ov¹em tuto èinnost je potøeba provádìt manuálnì ve výsledném dokumentu).
Omezení plynoucí z nedostupnosti prostøedkù pro realizaci:
• nejsou podporovány obrázky umístìné v PDF | dùvodem je nedostupnost kvalitní
a zejména udr¾ované knihovny pro extrakci obrázkù z PDF. Vìt¹ina kvalitnìj¹ích
knihoven je dostupná pouze za poplatek.
Omezení a problémy zanesené aplikací PowerPoint:
• jestli¾e otevøeme PowerPoint pøíli¹ brzo po skonèení (èi bìhem) pøevodu, mù¾e dojít
k tomu, ¾e se po nìkolika vteøinách sám ukonèí. Toto je zpùsobeno tím, ¾e aplikace
spou¹tí PowerPoint pro tvorbu výstupního dokumentu a po ukonèení pøekladu jej opìt
vypíná. Av¹ak samotné vypnutí mù¾e být èasovì nároènìj¹í, a tedy tento proces, kdy
se PowerPoint vypíná, mù¾e dobíhat i po skonèení pøevodu. V závislosti na výkonnosti
poèítaèe by mìlo dojít k vypnutí aplikace PowerPoint nejpozdìji pøibli¾nì do 30 vteøin
od ukonèení posledního pøevodu.
• jak ji¾ bylo uvedeno v kapitole 6.3.2, mù¾e dojít k situaci, kdy jsou tabulky ne-
správnì zmen¹eny. Bohu¾el je implementované øe¹ení jediné, které alespoò z èásti
funguje. Chyba se v tomto pøípadì projevuje v samotné aplikaci PowerPoint, kdy
vrácená velikost ohranièujícího obdélníku neodpovídá skuteèné (dùvod, proè k to-
muto chování dochází, se bohu¾el nepodaøilo zjistit). Situaci, kdy k tomuto dojde, je
mo¾né øe¹it napøíklad nastavením zarovnání do bloku s uvedením velikosti pro daný
sloupec a následným ruèním upravením zarovnání ve výsledném dokumentu.
Toto jsou známé problémy a omezení.
1napøíklad TexPoint: http://texpoint.necula.org/
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7.2 Distribuce aplikace
Po ukonèení testování bylo nutné se zamyslet nad mo¾nostmi distribuce výsledné aplikace.
Jeliko¾ primární platformou, pro kterou je aplikace urèena, je Microsoft Windows. Bylo
vhodné zvolit zpùsob distribuce, který je pro u¾ivatele této platformy pøirozený. Zvoleny
byly zpùsoby dva. Prvním je klasický instalaèní balíèek a druhým je distribuce pomocí
archivu ZIP (tedy bez nutnosti instalace).
Instalaèní balíèek je vytváøen v rámci samotného projektu pomocí Visual Studio In-
staller. Tato varianta zahrnuje i pøidání zástupce na aplikaci do nabídky Start a na plochu
u¾ivatele.
Distribuce pomocí archivu ZIP, byla zvolena zejména pro u¾ivatele, kteøí chtìjí aplikaci
pou¾ívat, av¹ak nemají potøebu si ji nainstalovat. Tento distribuèní balíèek je vytváøen
automaticky pøi sestavení Release verze aplikace. Pro jeho sestavení se pou¾ívá post-build
událost v rámci hlavního projektu. Pro vytváøení archivu je pou¾íván nástroj 7zip2.
7.3 Shrnutí
V rámci této kapitoly jsme si popsali, jaké techniky testování byly pou¾ity a v jakých
fázích vývoje se testování provádìlo. Vyjmenovali jsme si známé problémy a omezení, které
jsou dùsledkem implementace pouze podmno¾iny vstupního jazyka, èi dokonce problémù se
samotnou aplikací PowerPoint. A nakonec jsme si zvolili zpùsob distribuce nální aplikace.
Mnohé mù¾e nyní napadnout, ¾e tímto vývoj aplikace a testování konèí. Av¹ak pokud
vytváøíme aplikaci, kterou mají lidé opravdu pou¾ívat, pravdìpodobnì neukonèíme vývoj
po vydání první verze, ale budeme v nìm pokraèovat, dokud bude o ni ze strany u¾ivatelù
zájem.
2dostupný na: http://www.7-zip.org
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Kapitola 8
Závìr
Vývoj kvalitního pøekladaèe, a» ji¾ se jedná o pøekladaè dokumentù èi zdrojových kódù, si
¾ádá nejen znalosti v oblasti samotných pøekladaèù, ale zejména také dobrou znalost jak
vstupní, tak i výstupní platformy.
V rámci této práce jsme si postupnì pøedstavili obì platformy, mezi kterými bude
pøeklad probíhat. Naznaèili jsme si rùzné postupy a pøíkazy, pomocí nich¾ lze vytvoøit
nejrùznìj¹í prezentace vyu¾ívající tøídu Beamer platformy LATEX. Nastínili jsme si postup
tvorby prezentace platformy Microsoft PowerPoint pomocí dvou rùzných technik, a to au-
tomatizace pomocí PowerPoint PIA a vytvoøení dokumentu pomocí Open XML SDK obalu-
jící (nejen) PresentationML.
Také jsme si uvedli dva nástroje usnadòující vytvoøení pøední èásti pøekladaèe (tedy
lexikální a syntaktickou analýzu), jejich¾ výstupem je kód v jazyce C#. Jsou jimi generátor
kódu lexikálního analyzátoru GPLEX a generátor kódu syntaktického analyzátoru GPPG.
Pøedstavili jsme si nìkolik nástrojù, provádìjících podobnou èinnost. A na základì po¾a-
davkù, které jsme si stanovili po zvá¾ení kladù a záporù existujících aplikací, jsme postupnì
provedli návrh, kde jsme si rozebrali rùzné problémy a jejich mo¾ná øe¹ení. Popsali jsme
implementaci, kde jsme se vìnovali zpùsobu øe¹ení jednotlivých èástí aplikace. Nakonec bylo
diskutováno testování výsledné aplikace, kde jsme si uvedli známá omezení a problémy.
V rámci návrhu a implementace mù¾e být velkým usnadnìním vyu¾ití znalostí ze-
jména ze dvou pøedmìtù magisterského studia. Jedná se o pøedmìt Teoretická informatika,
z kterého vyu¾ijeme pøedev¹ím znalosti z oblasti regulárních a bezkontextových gramatik
a jazykù. A pøedmìt Výstavba pøekladaèù, který tyto znalosti pøená¹í do praktické roviny
jako je návrh lexikálního a syntaktického analyzátoru, ale také nás seznámí se základem
práce s nástroji typu LEX a YACC.
Výstupem této práce je funkèní aplikace umo¾òující pøevod prezentací vytvoøených po-
mocí tøídy Beamer platformy LATEX do formátu pou¾ívaného aplikací Microsoft PowerPoint.
Díky modularitì aplikace je nepøeberné mno¾ství mo¾ností dal¹ího vývoje, napøíklad vy-
tvoøení nových pluginù pro pøevod mezi dal¹ími formáty. Budoucí vývoj je v¹ak mo¾né
smìøovat i na samotný plugin pro pøevod mezi tøídou Beamer platformy LATEX a Microsoft
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PowerPoint. Vzhledem k rozsahu vstupní platformy se nabízí nepøeberné mno¾ství rùzných
roz¹íøení, jako jsou napøíklad podpora sazby matematických rovnic, prostøedí picture èi
dokonce prostøedí tikz.
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Pøíloha A
Obsah CD
• Text této práce, vèetnì zdrojových kódù pro LATEX
• Kompletní zdrojové kódy pro pøíklady uvedené v kapitole 3
• Zdrojové kódy nìkolika ukázkových prezentací
• Zdrojové kódy aplikace
• Generovaná programová dokumentace ke zdrojovým kódùm aplikace
• Generované diagramy tøíd pro jednotlivé balíèky (projekty)
• Spustitelná aplikace
• Distribuèní balíèky (instalátor a ZIP archiv)
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Pøíloha B
Manuál
V rámci této u¾ivatelské pøíruèky se zamìøíme pøedev¹ím na ovládání samotné aplikace
a mo¾nosti nastavení parametrù pøevodu pluginu pro pøevod dokumentù mezi tøídou Beamer
a platformou Microsoft PowerPoint.
B.1 Instalace
Zpùsob instalace aplikace závisí na tom, jaký distribuèní balíèek jsme si zvolili. V pøípadì,
¾e jsme si zvolili klasický instalátor, tak nás celým procesem instalace provede jednoduchý
prùvodce. Pokud jsme si zvolili ZIP archiv, tak staèí program pouze extrahovat do zvolené
lokace a je ihned pøipraven k pou¾ití.
B.1.1 Závislosti
Samotná aplikace i její pluginy potøebují k fungování na poèítaèi nainstalované urèité kni-
hovny, èi aplikace.
Pro spu¹tìní aplikace je nutné mít nainstalován .NET 4.0 Client Prole. V pøípade, ¾e
jsme aplikaci instalovali pomocí instalátoru, tak ten kontroluje zda je na poèítaèi .NET
4.0 Client Prole instalovaný. Pokud není, nabídne jeho instalaci. Jestli¾e jsme aplikaci
extrahovali ze ZIP archivu, tak si jej musíme pøípadnì doinstalovat sami.
Pro umo¾nìní pøevodu dokumentù pomocí pluginu pro pøevod z tøídy Beamer na Power-
Point je nutné mít na poèítaèi nainstalován kanceláøský balík Microsoft Oce 2007 èi
novìj¹í.
B.2 Ovládání aplikace
Podívejme se nyní na ovládání a práci se samotnou aplikací.
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B.2.1 Výbìr pluginu
Výbìr pluginu se provádí jednoduchým výbìrem ze seznamu dostupných pluginù. Seznam
dostupných pluginù je zobrazen na obrázku B.1.
Obrázek B.1: Seznam dostupných pluginù
B.2.2 Seznam souborù k pøevodu
V seznamu souborù k pøevodu jsou umístìny soubory, které chceme pøevádìt. Seznam
souborù je zobrazen na obrázku B.2. Pøidat soubor do seznamu mù¾eme buï pomocí
tlaèítka Add le, nebo jednoduchým pøeta¾ením souboru (popø. souborù). Soubor ze se-
znamu odstraníme tak, ¾e jej oznaèíme a buï pou¾ijeme tlaèítko X, nebo stiskneme klávesu
Del.
Obrázek B.2: Seznam souborù k pøevodu
Pøi pøidání souboru do seznamu automaticky probìhne validace, zda aktuálnì zvolený
plugin doká¾e daný soubor zpracovat. Jestli¾e ano, tak je soubor podbarven zelenou barvou,
v pøípadì ¾e ne, je podbarven barvou èervenou.
B.2.3 Výstupní adresáø
Výstupní dokumenty pøevodu se ukládají do výstupního adresáøe, jejich název je vytvoøen
automaticky z názvu vstupního dokumentu a pøípony výstupního formátu. Pozor, jestli¾e
dokument s daným jménem ji¾ existuje, tak je pøepsán.
Nastavení výstupního adresáøe je mo¾né provést manuálním zapsáním cesty, èi pou¾itím
dialogu Procházet spu¹tìného tlaèítkem Browse. Nastavení výstupního adresáøe je zobrazeno
na obrázku B.3.
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Obrázek B.3: Nastavení výstupního adresáøe
B.2.4 Spu¹tìní, prùbìh a zastavení pøevodu
Spu¹tìní pøevodu dokumentù se provádí pomocí tlaèítka Convert. Jakmile se spustí pøevod,
tak se aplikace automaticky pøepne na zálo¾ku zobrazující prùbìh pøevodu. Kromì ukaza-
telù prùbìhu aplikace také informuje o prùbìhu pøevodu textovì, a to pomocí krátkých
zpráv (obrázek B.4).
Obrázek B.4: Seznam zpráv o prùbìhu pøevodu
Jednotlivé typy zpráv jsou rozli¹eny pou¾itou ikonou:
popisuje informaci o spu¹tìní, èi dokonèení urèité fáze pøevodu a podobné zprávy in-
formaèního charakteru.
popisuje varování napø. o neznámém pøíkazu ve zdrojovém dokumentu
popisuje chybu v rámci pøevodu dokumentu. V nìkterých pøípadech (viz obrázek B.4)
se podaøí provést zotavení z dané chyby a pøevod pokraèuje dále.
Aplikace umo¾òuje ukonèení provádìní aktuální dávky. To se provádí kliknutím na
tlaèítko Stop batch. Po kliknutí na toto tlaèítko, se po dokonèení aktuálnì probíhajícího
pøevodu, ji¾ nebude provádìt pøevod dal¹ích dokumentù ze seznamu.
B.2.5 Konzolové rozhraní
Aplikace takté¾ umo¾òuje práci pouze v konzolovém re¾imu. Na rozdíl od klasického u¾iva-
telského rozhraní se konzolová verze spou¹tí pomocí souboru sc.exe. Je mo¾né zvolit hned
nìkolik rùzných pøepínaèù, které se zadávají klasickým zpùsobem, tedy uvozené znakem -
èi /. Jejich seznam je následující (znak | oddìluje mo¾né varianty pøepínaèe):
• h|?|help - vypí¹e nápovìdu pro pou¾ití aplikace a skonèí. V pøípadì, ¾e je denován
pomocí pøíslu¹ného pøepínaèe pou¾itý plugin, tak vypí¹e nápovìdu pro nìj.
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• l|list - vypí¹e seznam dostupných pluginù vèetnì jejich klíèù a skonèí.
• o|output - má jeden parametr a nastaví výstupní adresáø. Tento pøepínaè je nepovinný,
a pokud není uveden pou¾ije se podadresáø output v aktuálním pracovním adresáøi.
• p|plugin - má jeden parametr, který specikuje pou¾itý plugin (klíè).
B.3 Plugin pro pøevod z tøídy Beamer na PowerPoint
Zamìøme se nyní na práci s pluginem pro pøevod dokumentù mezi tøídou Beamer a plat-
formou Microsoft PowerPoint.
B.3.1 Nastavení parametrù pøevodu
Plugin umo¾òuje èásteènì ovlivnit podobu a formát výstupního dokumentu. Jak si mù¾eme
na obrázku B.5 v¹imnout, tak lze vybrat formát výstupního souboru (prezentace, obrázky,
HTML, PDF).
Obrázek B.5: Mo¾nosti nastavení parametrù pøevodu
Dal¹ím parametrem, který je mo¾né zvolit (Adjust size . . . ), je zda má plugin pøepoèítá-
vat velikosti zadávaných rozmìrù tak, aby výsledek pøibli¾nì visuálnì odpovídal prezentaci
generované tøídou Beamer. Dùvodem pro toto pøepoèítávání je rozdílná velikost snímku
pou¾ívaná tøídou Beamer a prezentací pro PowerPoint.
Posledním parametrem, je zpùsob zpracování vnoøených elementù. PowerPoint nedoká¾e
vnoøené elementy zpracovat a plugin se tedy tuto situaci sna¾í øe¹it rùznými zpùsoby.
Mù¾eme si tedy vybrat buï, ¾e se vnoøené elementy zpracují jako obyèejný formátovaný
text, nebo se vyextrahují a umístí se na konec snímku.
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B.3.2 Konzolové rozhraní
Plugin akceptuje nìkteré parametry pøevodu pøi pou¾ití konzolového rozhraní. Jedná se
o následující pøepínaèe (opìt znak | oddìluje mo¾né varianty):
• n|nadjust - slou¾í k zakázání úpravy velikosti obrázkù a tabulek (potlaèuje výchozí
chování)
• e|extract - slou¾í k zvolení extrakce zanoøených blokových elementù (potlaèuje vý-
chozí chování)
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Pøíloha C
Regulární výrazy pou¾ité pro
lexikální analýzu
// Zkratky , výraz uvedený vlevo s l o u ¾ í jako zkratka pro r e gu l á r n í výraz vpravo
// zkratka se poté uvádí ve s lo¾ených závorkách
// −−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−
ws [ \t ]∗
wsp [ \t ]+
wsl {ws}\r?\n?{ws}
envBegin \\begin{wsl}
envEnd \\end{wsl}
// Preambule
// −−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−
\\ documentclass { BEGIN ( pre_optional ) ; r e turn DOCUMENTCLASS ; }
\\ usepackage { BEGIN ( pre_optional ) ; r e turn USEPACKAGE ; }
\\title { r e turn TITLE ; }
\\ author { BEGIN ( pre_optional ) ; r e turn AUTHOR ; }
\\ institute { BEGIN ( pre_optional ) ; r e turn INSTITUTE ; }
\\today { r e turn TODAY ; }
\\date { r e turn DATE ; }
// Pro s t ø ed í ( + pø íkazy s p e c i f i c k é pro p r o s t ø e d í )
// −−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−
{envBegin }\{ document \} inBody = true ; BEGIN ( body ) ; r e turn BEGIN_DOCUMENT ;
{envEnd }\{ document \} inBody = f a l s e ; BEGIN ( INITIAL ) ; r e turn END_DOCUMENT ;
{envBegin }\{ frame\} r e turn BEGIN_FRAME ;
{envEnd }\{ frame\} r e turn END_FRAME ;
{envBegin }\{ itemize \} BEGIN ( pre_optional ) ; r e turn BEGIN_ITEMIZE ;
{envEnd }\{ itemize \} r e turn END_ITEMIZE ;
{envBegin }\{ enumerate \} BEGIN ( pre_optional ) ; r e turn BEGIN_ENUMERATE ;
{envEnd }\{ enumerate \} r e turn END_ENUMERATE ;
{envBegin }\{ description \} BEGIN ( pre_optional ) ; r e turn BEGIN_DESCRIPTION ;
{envEnd }\{ description \} r e turn END_DESCRIPTION ;
{envBegin }\{ tabular \}\{ tabular = true ; tbl = 0 ; BEGIN ( tabular_arg ) ; r e turn ←↩
BEGIN_TABULAR ;
{envEnd }\{ tabular \} tabular = f a l s e ; r e turn END_TABULAR ;
\\item BEGIN ( pre_overlay ) ; r e turn ITEM ;
\\ multicolumn r e turn MULTICOLUMN ;
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// Sp e c i f i c k é pø íkazy t ø í dy Beamer
// −−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−
\\frame { BEGIN ( pre_optional ) ; r e turn FRAME ; }
\\ frametitle { BEGIN ( pre_overlay ) ; r e turn FRAMETITLE ; }
\\ framesubtitle { BEGIN ( pre_overlay ) ; r e turn FRAMESUBTITLE ; }
\\pause { r e turn PAUSE ; }
\\ usetheme { r e turn USETHEME ; }
// Formátování textu ( smí¹ená sazba )
// −−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−
\\ textbf { BEGIN ( pre_overlay ) ; r e turn TEXTBF ; }
\\ texttt { BEGIN ( pre_overlay ) ; r e turn TEXTTT ; }
\\ textit { BEGIN ( pre_overlay ) ; r e turn TEXTIT ; }
\\ textsc { BEGIN ( pre_overlay ) ; r e turn TEXTSC ; }
\\ bfseries { r e turn BFSERIES ; }
\\ ttfamily { r e turn TTFAMILY ; }
\\ itshape { r e turn ITSHAPE ; }
\\ scshape { r e turn SCSHAPE ; }
\\tiny { r e turn TINY ; }
\\ scriptsize { r e turn SCRIPTSIZE ; }
\\ footnotesize { r e turn FOOTNOTESIZE ; }
\\small { r e turn SMALL ; }
\\ normalsize { r e turn NORMALSIZE ; }
\\large { r e turn LARGE ; }
\\Large { r e turn LARGE2 ; }
\\LARGE { r e turn LARGE3 ; }
\\huge { r e turn HUGE ; }
\\Huge { r e turn HUGE2 ; }
\\color { BEGIN ( pre_overlay ) ; r e turn COLOR ; }
\\ textcolor { BEGIN ( pre_overlay ) ; r e turn TEXTCOLOR ; }
\\ underline { BEGIN ( pre_overlay ) ; r e turn UNDERLINE ; }
\\and { r e turn AND ; }
// Obrázky
// −−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−
\\ includegraphics { BEGIN ( pre_optional ) ; r e turn INCLUDEGRAPHICS ; }
\\ graphicspath { r e turn GRAPHICSPATH ; }
// Ostatní
// −−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−
\\ titlepage { r e turn TITLEPAGE ; }
\\hline { r e turn HLINE ; }
\\cline { r e turn CLINE ; }
\\ section { r e turn SECTION ; }
\\ subsection { r e turn SUBSECTION ; }
\\ subsubsection { r e turn SUBSUBSECTION ; }
\\LaTeX [ ] ? { BEGIN ( str ) ; /∗ . . Zpracování textu ∗/ }
// Nový odstavec
\\\\|\\ cr { BEGIN ( pre_optional ) ; i f ( tabular ) r e turn ENDROW ; e l s e re turn NL ; }
// Escapované s p e c i á l n í znaky
\\# BEGIN ( str ) ; /∗ . . Zpracování textu ∗/
\\\$ BEGIN ( str ) ; /∗ . . Zpracování textu ∗/
\\% BEGIN ( str ) ; /∗ . . Zpracování textu ∗/
\\ textasciicircum \{\} BEGIN ( str ) ; /∗ . . Zpracování textu ∗/
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\\& BEGIN ( str ) ; /∗ . . Zpracování textu ∗/
\\_ BEGIN ( str ) ; /∗ . . Zpracování textu ∗/
\\\{ BEGIN ( str ) ; /∗ . . Zpracování textu ∗/
\\\} BEGIN ( str ) ; /∗ . . Zpracování textu ∗/
\\~\{\} BEGIN ( str ) ; /∗ . . Zpracování textu ∗/
\\ textbackslash \{\} BEGIN ( str ) ; /∗ . . Zpracování textu ∗/
\\ textpipe (\{\} ) ? BEGIN ( str ) ; /∗ . . Zpracování textu ∗/
// Zaèátek a konec bloku
\{ { r e turn ' { ' ; }
\} { r e turn ' } ' ; }
& { r e turn '& ' ; }
// Komentáøe
%.∗\r?\n?{ws} // i gno ru j
// Overlay s p e c i f i k a c e
// −−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−
<pre_overlay> {
{wsl}< BEGIN ( overlay ) ; /∗ . . Zpracování textu ∗/
{wsl } [^< ] BEGIN ( pre_optional ) ;
}
<overlay> {
[^> ]∗ /∗ . . Zpracování textu ∗/
> BEGIN ( pre_optional ) ; r e turn OVERLAY ;
}
// Vo l i t e l n é parametry
// −−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−
<pre_optional> {
{wsl }\ [ BEGIN ( optional ) ; /∗ . . Zpracování textu ∗/
{wsl } [ ^ [ ] i f ( inBody ) BEGIN ( body ) ; e l s e BEGIN ( INITIAL ) ;
}
<optional> {
[ ^ \ ] ] ∗ /∗ . . Zpracování textu ∗/
\ ] i f ( inBody ) BEGIN ( body ) ; e l s e BEGIN ( INITIAL ) ; ←↩
r e turn OPTIONAL ;
}
// Nastavení s loupcù p r o s t ø e d í tabu la r
// −−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−
<tabular_arg> {
\{ tbl++; /∗ . . Zpracování textu ∗/
\} {
tbl−−;
i f ( tbl < 0) {
BEGIN ( INITIAL ) ;
r e turn STRING;
}
}
[ ^{} ]∗ /∗ . . Zpracování textu ∗/
}
// Obyèejný text
// −−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−
<body> [^#\$%\^&_ \{\}\\ ] BEGIN ( str ) ; /∗ . . Zpracování textu ∗/
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[^#\$%\^&_ \{\}\\ [ : IsWhiteSpace : ] ] BEGIN ( str ) ; /∗ . . Zpracování textu ∗/
<str> {
[^#\$%\^&_\{\}~\\ \n\t\r ]∗ /∗ . . Zpracování textu ∗/
" " | \ t /∗ . . Zpracování textu ∗/
\r // i gno ru j
~ /∗ . . Zpracování textu ∗/
\n /∗ . . Zpracování textu ∗/
// Escapované s p e c i á l n í znaky
\\# /∗ . . Zpracování textu ∗/
\\\$ /∗ . . Zpracování textu ∗/
\\% /∗ . . Zpracování textu ∗/
\\ textasciicircum \{\} /∗ . . Zpracování textu ∗/
\\& /∗ . . Zpracování textu ∗/
\\_ /∗ . . Zpracování textu ∗/
\\\{ /∗ . . Zpracování textu ∗/
\\\} /∗ . . Zpracování textu ∗/
\\~\{\} /∗ . . Zpracování textu ∗/
\\ textbackslash \{\} /∗ . . Zpracování textu ∗/
\\ textpipe (\{\} ) ? /∗ . . Zpracování textu ∗/
\\LaTeX [ ] ? /∗ . . Zpracování textu ∗/
%.∗\n?{ws} // i gno ru j komentáø
// Konec obyèejného textu
[#\$\^&_ \{\}\\ ] {
i f ( inBody )
BEGIN ( body ) ;
e l s e
BEGIN ( INITIAL ) ;
r e turn STRING;
}
}
Jak si v denici regulárních výrazù pou¾itých pro lexikální analýzu dokumentu mù¾eme
v¹imnout, tak je pou¾ito nìkolik rùzných stavù. V¹echny stavy, kromì stavu body jsou
exkluzivní, tedy jakmile do tohoto stavu pøejdeme, zpracováváme pouze regulární výrazy
v nìm denované. Stav body je naopak inkluzivní a tedy zpracovává i regulární výrazy
urèené pro stav INITIAL. Je v podstatì startovací podmínkou pro zpracování øetìzce textu
a pou¾ívá se ke zpracování bílých znakù v rámci tìla dokumentu (jeliko¾ bílé znaky mimo
hlavní tìlo dokumentu potøebujeme ignorovat, kde¾to ty uvnitø potøebujeme zpracovat).
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Pøíloha D
Bezkontextová gramatika pro
zpracování dokumentu
〈document〉→ 〈documentclass〉〈preambule〉〈body〉
〈documentclass〉→ DOCUMENTCLASS〈optional〉{STRING}
〈preambule〉→ 
| 〈preambule〉USEPACKAGE〈optional〉{STRING}
| 〈preambule〉〈optional〉USETHEME{STRING}
| 〈preambule〉〈titlesettings〉
| 〈preambule〉GRAPHICSPATH{〈pathlist〉}
〈pathlist〉→ {STRING} | 〈pathlist〉{STRING}
〈titlesettings〉→ TITLE{〈simpleformtext〉}
| AUTHOR〈optional〉{〈simpleformtext〉}
| INSTITUTE〈optional〉{〈simpleformtext〉}
| DATE{〈simpleformtext〉}
〈sectionsettings〉→ SECTION{〈simpleformtext〉}
| SUBSECTION{〈simpleformtext〉}
| SUBSUBSECTION{〈simpleformtext〉}
〈body〉→BEGIN DOCUMENT〈bodycontent〉END DOCUMENT
〈bodycontent〉 →  | 〈bodycontent〉〈titlesettings〉
| 〈bodycontent〉〈sectionsettings〉
| 〈bodycontent〉〈slide〉
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〈slide〉 → BEGIN FRAME〈slidecontent〉END FRAME
| BEGIN FRAME{〈simpleformtext〉}〈slidecontent〉END FRAME
| BEGIN FRAME{〈simpleformtext〉} {〈simpleformtext〉}
〈slidecontent〉END FRAME
| FRAME〈optional〉{〈slidecontent〉}
〈slidecontent〉 → 
| 〈slidecontent〉{〈slidecontent〉}
| 〈slidecontent〉STRING
| 〈slidecontent〉〈sectionsettings〉
| 〈slidecontent〉〈environment〉
| 〈slidecontent〉〈commands〉
| 〈slidecontent〉〈image〉
| 〈slidecontent〉TITLEPAGE
〈image〉 → INCLUDEGRAPHICS〈optional〉{STRING}
〈environment〉 → BEGIN ITEMIZE〈optional〉〈itemslist〉END ITEMIZE
| BEGIN ENUMERATE〈optional〉〈itemslist〉END ENUMERATE
| BEGIN DESCRIPTION〈optional〉〈itemslist〉END DESCRIPTION
| BEGIN TABULAR STRING〈tablerows〉END TABULAR
〈itemslist〉 → ITEM〈overlay〉〈optional〉〈slidecontent〉
| 〈itemslist〉ITEM〈overlay〉〈optional〉〈slidecontent〉
〈tablerows〉 → 〈tablecols〉
| 〈tableline〉〈tablecols〉
| 〈tablerows〉ENDROW〈tablecols〉
| 〈tablerows〉ENDROW〈tableline〉〈tablecols〉
〈tableline〉 → HLINE
| CLINE{STRING}
| 〈tableline〉HLINE
| 〈tableline〉CLINE{STRING}
〈tablecols〉 → 〈slidecontent〉
| MULTICOLUMN{STRING} {STRING}{〈slidecontent〉}
| 〈tablecols〉&〈slidecontent〉
| 〈tablecols〉&MULTICOLUMN{STRING}{STRING}{〈slidecontent〉}
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〈commands〉 → 〈command〉〈overlay〉〈optional〉{〈slidecontent〉}
| 〈groupcommand〉〈slidecontent〉
| 〈standalonecommand〉
〈command〉 → TEXTBF | TEXTIT | TEXTTT | TEXTSC
| UNDERLINE | TEXTCOLOR
〈groupcommand〉 → BFSERIES | TTFAMILY | ITSHAPE | SCSHAPE
| TINY | SCRIPTSIZE | FOOTNOTESIZE | SMALL |NORMALSIZE
| LARGE | LARGE2 | LARGE3 | HUGE | HUGE2
| COLOR〈overlay〉〈optional〉{STRING}
〈standalonecommand〉 → TODAY | PAUSE
| FRAMETITLE〈overlay〉〈optional〉{〈simpleformtext〉}
| FRAMESUBTITLE〈overlay〉〈optional〉{〈simpleformtext〉}
| NL
〈optional〉 →  | OPTIONAL
〈overlay〉 →  | OVERLAY
〈simpleformtext〉 → 
| 〈simpleformtext〉〈command〉〈overlay〉〈optional〉{〈simpleformtext〉}
| 〈simpleformtext〉〈groupcommand〉〈simpleformtext〉
| 〈simpleformtext〉STRING
| 〈simpleformtext〉NL
| 〈simpleformtext〉{〈simpleformtext〉}
| 〈simpleformtext〉TODAY
| 〈simpleformtext〉PAUSE
| 〈simpleformtext〉AND
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