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1 INLEDNING 
Detta examensarbete handlar om att beskriva uppbyggandet av en Android-applikation 
som kan hjälpa människor att hålla koll på och visa påminnelser om viktiga saker i de-
ras vardagsliv. I applikationen kan en registrerad användare manuellt skapa påminnelser 
och koppla dem till olika datum och tidpunkter då de visas upp för apparatens anvä-
ndare oberoende av om applikationen är igång eller inte. 
 
Som bakgrund för projektet ligger problem med människor som har en medicinering 
och de riskerar glömma att ta sin medicin på utsatt tid. Problemet betonas särskilt med 
äldre människor som ofta kan lida av minnesförlust, men som samtidigt absolut inte får 
glömma att ta sina mediciner. Uppdragsgivaren för arbetet är Institutionen för hälsa och 
välfärd, Arcada. Man anser det finnas en brist på så kallade digitala dosettlådor på 
marknaden, och därmed ett behov för att planera och utveckla en som inte har samma 
brister som existerande produkter har. 
 
En digital dosettlåda är i all sin enkelhet en fysisk apparat som automatiskt vid 
bestämda tidpunkter kan mata ut en viss dos av medicin för sin användare. Sättet appa-
raten matar ut medicin kan variera från t.ex. öppnade luckor till påsar fästa i varandra 
likt en rulle toalettpapper. 
 
För liknande ändamål finns redan ett antal produkter som till exempel Pill Organizer 
och Alarmedic, men de kan ofta lida av brister i form av att endast kommunicera internt, 
inte ha någon låsfunktionalitet eller helt enkelt en alltför hög prislapp (Pill Organizer) 
(Malmö Högskola 2013). Visionen är att projektets slutprodukt ska åtgärda dessa prob-
lem, ha en användarvänlig design och dessutom vara tillgänglig för ett rimligt pris. In-
om ramen för detta examensarbete skapas en mellanversion av den slutliga produkten i 
form av en Android-applikation med påminnelsehantering som i framtiden kan vidare-
utvecklas och överföras till den fysiska lådan så att användargränssnittet lämnas kvar, 
medan påminnselsefunktionaliteten flyttas över till lådan. 
 
Syftet med arbetet är att skapa en tydlig och lättanvänd Android-applikation som sär-
skilt är inriktad på att hjälpa äldre människor och deras vårdare med att hålla koll på 
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medicineringar, men som även kan användas av övriga människor för att helt enkelt inte 
glömma något viktigt. I grund och botten skall applikationen fungera som en väck-
arklocka kombinerad med inmatade påminnelser i form av text, bild och ljud, men även 
ge goda och klara grunder för vidareutveckling av den grundläggande idén om en digital 
dosettlåda i framtiden. 
 
I kapitel 2 beskrivs de designkrav på applikationen som ställts av uppdragsgivaren. Ut-
vecklingsplattformen på vilken applikationen körs och de verktyg som använts för pro-
gramutvecklingen presenteras i kapitel 3. Kapitel 4 ger en översikt över det grafiska 
användargränssnittet i form av vyernas utseende och funktionalitet, medan kapitel 5 
beskriver val som gjordes under utvecklingen och hur applikationen ser ut från en 
teknisk synvinkel. Avslutningsvis summeras arbetet i form av en slutledning i kapitel 7. 
 
2 DESIGNKRAV 
I detta kapitel diskuteras huvudsakligen applikationens designkrav och visionerna för 
den framtida slutprodukten. En marknadsöversikt över existerande digitala dosettlådor 
ges och behovet för vidare utveckling utvärderas. 
2.1 Existerande produkter 
Marknaden för digitala dosettlådor och liknande hjälpmedel är i dagens läge ganska 
klen. Eftersom produkterna ofta har sina brister finns en efterfrågan på nya, förbättrade 
alternativ. 
 
Ett exempel på en existerande produkt är Pill Organizer (Pill Organizer). Det är en gra-
tis applikation för Android som kan laddas ner från Google Play, men har även en pro 
version tillgänglig för ett litet pris. Gratisversionen låter användaren skapa sina egna 
tidtabeller för medicinkurer. Då tiden är inne, använder applikationen sig av ett larmljud 
för att leda användarens uppmärksamhet mot den mobila enhetens skärm, där namnet på 
medicinen visas tillsammans med ett par knappar med vilka användaren antingen 
bekräftar att medicinen är tagen, ber applikationen påminna igen efter 10 minuter eller 
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helt enkelt avvisar den. Eftersom Pill Organizer även sparar historia om tagna medi-
ciner, finns det en klar skillnad mellan den accepterande och avvisande knappen. Föru-
tom den ovannämnda funktionaliteten, innehåller pro versionen av applikationen en del 
mindre bekvämligheter som mera sällan är kritiska för användningen. Sådan funktional-
itet är exempelvis att skriva anteckningar för mediciner, att ha större kontroll över vi-
lolägestiden, att ändra på applikationens utseende eller att gradvis öka volymen av lar-
met. (Pill Organizer Pro) 
 
En produkt som närmare påminner om visionen för en användarvänlig digital dosettlåda 
är Alarmedic; en digital dosett som utvecklades av studenter vid Fakulteten för teknik 
och samhälle i Malmö högskola. Trots att den enbart är en prototyp, består Alarmedic 
av en smarttelefon kopplad till en dosettlåda och är fullt fungerande tekniskt sett. Anvä-
ndningen sker helt enkelt genom att mata in medicin i dosettens luckor med hjälp av 
applikationen, ställa in öppningstiden för dem och ta innehållet då applikationen ger en 
signal. För att undvika misstag hålls luckorna låsta och öppnas endast då det är dags att 
ta medicinen inuti. Som bonus kan man också göra förändringar i applikationen på dis-
tans från en mobil enhet eller dator. (Malmö Högskola 2013) 
 
Den stora bristen med Pill Organizer är att det enbart är frågan om en applikation som 
påminner en om att ta sina mediciner, men inte på något sätt är kopplad till en behållare 
med medicinerna i fråga. Beroende på patientens handikapp kan det ha en stor betydelse 
att medicinen matas ut vid samma ställe där larmet ringer och dessutom i en passlig dos, 
istället för att han/hon måste hitta rätt burk, få ut medicinen och dessutom ta rätt mängd. 
Alarmedic är ett bra exempel på en produkt utan denna brist, men den är dock enbart en 
prototyp. Ett annat problem Pill Organizer och liknande produkter ofta har är bristen på 
möjlighet för säker kommunikation med applikationen från en extern enhet i en kontrol-
lerad miljö. Vikten för denna funktionalitet ligger i att vid behov kunna ge en läkare 
eller vårdare möjlighet att på distans hjälpa med hantering av data för patientens 
medicinkur, samt i att kunna övervaka intagandet av medicinerna. Applikationens 
kontrollerade miljö kan också användas för att låsa ut patienten från viss funktionalitet 
om det finns en risk att han/hon i misstag kan förstöra viktig data. Alarmedic kan kom-
municera med externa enheter, men erbjuder inte varierande rättigheter för användarna, 
som till exempel ett system med gäster som endast ser påminnelser, registrerade vårdare 
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som kan hantera påminnelser, inställningar och användare, plus en administrator som 
alltid kan återta kontroll av en låst applikation. 
 
2.2 Visioner för den slutliga produkten 
Visionen för slutprodukten är en medelstor rätblocksformad fysisk apparat med mått 
som knappast överskrider en halv meter i varken längd, bredd eller höjd, i vilken en 
administrator kan mata in mediciner i dosetter, samt koppla instruktioner till dosetterna 
som bestämmer tidpunkterna då deras innehåll matas ut för patienten i fråga. Produkten 
består i sin helhet av två större delar; en fysisk dosettlåda där läkemedlen lagras och en 
applikation som lokalt och potentiellt även på distans kan manipulera lådans beteende 
och påminna patienten om hans/hennes mediciner. Inmatningen av mediciner och kurer 
länkade till dem sköts med hjälp av applikationens administratorgränssnitt som sam-
tidigt ser till att utomstående personer inte kommer åt viktig data. Vid behov kan förstås 
också patienten låsas ut om det t.ex. finns en risk att han/hon i misstag kan förstöra 
något. Tanken är också att en administrator på distans kan koppla sig in och utföra än-
dringar i applikationen. Detta system hjälper huvudsakligen läkare som normalt inte be-
finner sig i direkt kontakt med patienten eller dosettlådan. En annan idé inom samma 
område som diskuterades är att applikationen alternativt kunde använda sig av en extern 
databas där användardata och info om deras läkemedel sparas. 
 
Förutom felfri funktionalitet, ligger ett stort fokus för projektet i användarvänlighet. Då 
målgruppen av en produkt till en stor del består av åldringar och handikappade männis-
kor, är det skäl att satsa rejält med resurser för utvecklingen av en simpel och lättanvänd 
helhet som dessutom har tillräckligt stora knappar, text och dylikt. 
 
2.3 Slutarbetets andel 
Detta slutarbete behandlar endast applikationens del av hela projektet. Tillverkningen av 
en dosettlåda och ihopkopplandet av den med applikationens slutliga version utförs in-
om ramen för framtida utvecklingsprojekt. 
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Med tanke på att dosettlådan inte ännu existerar fysiskt eller i form av en detaljerad 
plan, är det till en stor del onödigt att försöka skapa en applikation som uppfyller alla 
framtida krav. Istället blev planen att utveckla en fristående applikation där påminnelser 
kan sparas och kopplas ihop med valfria tidpunkter då de aktiverar applikationens larm-
funktion. I stort sett går funktionaliteten av den redan hand i hand med planerna för den 
slutliga applikationen och därmed bildar den goda grunder för framtida utveckling. Den 
största skillnaden är att den nuvarande versionen av applikationen inte behandlar extern 
data på något sätt, vilket betyder att all data sparas i en intern databas och att 
möjligheten för utomstående anslutningar inte existerar. 
 
 
3 UTVECKLINGSPLATFORMER OCH VERKTYG 
Detta kapitel ger en översikt över de utvecklingsplattformer och verktyg som användes 
under applikationens utveckling. 
 
3.1 Android 
Android är i grund och botten ett operativsystem som används för mobila enheter. Det 
ägdes ursprungligen av Android Inc. men attraherade vid ett tidigt skede Google Inc., 
som senare köpte det år 2005. Fast Android till en början fick en hel del kritik då den 
första Android telefonen kom ut 2008, har marknaden vuxit enormt under de senaste 
åren. (Kar 2013) I dagens läge kör nästan hälften av alla mobila enheter och tabletter 
Android (~48%), medan den enda nämndvärda motståndaren Apple utgör circa 42% av 
marknaden med sin iOS (Netmarketshare 2015). Androids höga marknadsandel spelade 
en stor roll då den valdes som utvecklingsplatform för applikationen. 
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3.1.1 Java 
Java är ett programmeringsspråk som kom ut 1995 av Sun Microsystems och ägs idag 
av Oracle som 2009 köpte Sun och därmed tog kontroll över dess upprätthåll och ut-
veckling. (Oracle 2009a) (Oracle 2009b) 
 
De flesta Android-applikationer är programmerade med hjälp av Java på grund av An-
droids eget starka stöd för språket, men det är inte omöjligt att använda sig av andra 
språk som t.ex. C++ med hjälp av Android NDK (Turner 2009). Java har en lång histo-
ria av att hålla positionen som en av de mest populära programmeringsspråkena i 
världen och utgör än idag ungefär 20% av marknaden, till en stor del tack vare Androids 
höga popularitet gällande mobila enheter (TIOBE 2016). 
 
3.2 JSON 
JSON står för JavaScript Object Notation och är ett format för utbyte av data. Det är 
designat att vara lätt hanterbart. I människornas fall från läsandets och skrivandets 
synvinkel, i maskinernas fall från tolkandets och genererandets. Tack vare användarvä-
nligheten har JSON snabbt blivit ett populärt alternativ till XML och stöds av så gott 
som alla kända programmeringsspråk. (Introducing JSON) 
 
JSON är baserat på JavaScript och använder i sitt textformat bekanta regler från pro-
grammeringsspråket C och andra språk som är baserade på den (t.ex. C++, Java eller 
Python), men är ändå oberoende av dem alla. JSON kan byggas antingen som en sam-
ling av par i form av namn/värde (objekt) eller som en ordnad lista av värden (räcka). 
JSON-objekt och räckor kan innehålla teckensträngar, tal, boolean-variabler och null, 
men även andra JSON-objekt och räckor, vilket öppnar möjligheten för en pyramidlik 
struktur. Ett enkelt JSON-objekt med en JSON-räcka som ett av värdena kunde se ut 
enligt följande exempel: {“Namn1”: “Värde1”, “Namn2”: 606, “Namn3”, 
[“RäckaVärde1”, “RäckaVärde2”]}. (Introducing JSON) 
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Data i ett antal av kolumnerna från applikationens databas representerar klassobjekt och 
sparas som teckensträngar i JSON format. Tack vare det kan en kolumn innehålla datat 
av fler än ett värde inom samma kategori, istället för att göra det oorganiserat och skapa 
en enskild kolumn för varje värde. 
 
3.2.1 GSON 
Gson (eller Google Gson) är ett Java bibliotek med öppen källkod för konvertering av 
Java-objekt till deras motsvarigheter i JSON format och tvärtom. Konverteringen sker 
med två simpla metoder; toJson() och fromJson(). (google-gson) 
 
Applikationen för examensarbetet i fråga använder Gson för all hantering av teck-
ensträngar i JSON format. 
 
3.3 SQL 
Att spara och hantera data digitalt med relationsdatabaser har blivit allt vanligare under 
de senaste åren. SQL (Structured Query Language) är standardspråket för att kom-
municera med en sådan databas. Prototypen för den utvecklades ursprungligen av IBM 
(International Business Machines Corporation), vilket snabbt ledde till publiceringen av 
den första SQL-produkten av Relational Software, Incorporated (Oracle Corporation 
nuförtiden) år 1979. (NTC Hosting) 
 
SQL används av applikationen i form av att kommunicera med en SQLite databas, där 
metoderna oftast tar in varierande parametrar istället för fulla SQL-frågor. SQLite är ett 
bibliotek som implementerar en serverlös SQL-databasmotor (About SQLite). Hela da-
tabasen sparas i en enda fil i den användande enhetens egna filsystem, vilket uppfyller 
behovet av en intern databas (About SQLite). 
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3.4 Joda Time 
Under applikationens utveckling var det bara en tidsfråga när jag skulle stöta på 
problemet av kalkylering med datum, tidpunkter och tidsintervall. Någon kanske vill 
skapa en påminnelse som aktiveras den 28 februari och upprepas varje dag därefter, vil-
ket blir problematiskt om året i fråga råkar vara ett skottår och applikationen är pro-
grammerad att tolka den 28 som sista dagen i februari. I denna situation skulle påmin-
nelsen inte aktiveras under skottdagen, utan först under den 1 mars. 
 
Det finns massvis av liknande små problem med kalkylering av tider och datum. Jag 
började med att söka svar från Javas egna klasser för tidshantering, men de visade sig 
vara alltför bristfälliga och verkade inte ha det jag behövde i en enkel och användbar 
form. Att programmera ett eget bibliotek för tidshanteringen skulle i sin tur ta längre än 
resten av hela arbetet sammanlagt och var därmed uteslutet. Efter att ha sökt en stund 
hittade jag utvägen i form av Joda Time; ett användarskapat bibliotek för tidshantering 
inom Java (Joda). 
 
3.5 Android Studio 
Inom programmering kan man använda sig av så kallade utvecklingsmiljöer. En utveck-
lingsmiljö är ett program som är designat att underlätta programmeringen för ett eller 
flera språk, med andra ord ett slags verktyg för programmerare. Den kan ofta hjälpa 
med t.ex. feldetektering och korrigeringen av dem, samt erbjuda en allmänt ledande 
hand som varnar över potentiella problem i koden och snabbt kan implementera ett antal 
vanliga kodsnuttar. 
 
Android Studio är den officiella integrerade utvecklingsmiljön för utvecklingen av An-
droid-applikationer (Android Developers a). Med tanke på att ha en jätte som Google 
ansvarig för utvecklingen och stödet av en utvecklingsmiljö för deras egna produkt, är 
det inte underligt att Android Studio erbjuder ett mycket användarvänligt alternativ för 
Android programmering. Tack vare den stora insatsen på användarvänlighet, är Android 
Studio utvecklingsmiljön jag valde att använda för programmeringen av detta projekt. 
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4 ANVÄNDARGRÄNSSNITT 
Detta examensarbete uppfyller endast en del av de designkrav som beskrevs i kapitel 2. 
All funktionalitet för applikationen slutförs, varav en del senare flyttas över till den 
fysiska lådan. 
 
Användargränssnittet i denna applikation kommer huvudsakligen att användas av 
vårdare för äldre personer. Patienten behöver normalt inte göra något annat än att trycka 
på en knapp då en påminnelse visas på skärmen för honom/henne. Det betyder förstås 
inte att det skulle vara omöjligt för en patient att ta hand om sina egna påminnelser utan 
en vårdare, vilket i högsta grad är en orsak att försöka hålla användargränssnittet så en-
kelt och lättanvänt som möjligt. Nedan i figur 1 visas en karta över applikationens olika 
vyer och hur de hänger ihop med varandra. 
 
 
Figur 1. Karta över applikationens användargränssnitt. 
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4.1 Allmänna vyer 
På grund av säkerhetsskäl har en person utan användarkonto endast begränsad åtkomst 
till applikationens vyer och funktionalitet. Om alla hade fulla rättigheter till applika-
tionen, kunde en utomstående person ändra på eller radera potentiellt viktig information 
om exempelvis en medicinering. Beroende på situationen kan det också finnas skäl att 
hålla patientens rättigheter mycket låga, så att han/hon inte i misstag kan gå och förstöra 
data eller ändra på inställningar. 
 
4.1.1 Huvudmeny 
Huvudmenyn är den första av applikationens vyer vilken naturligtvis vem som helst kan 
komma åt. Därifrån kan man navigera enligt kartan i figur 1 till antingen anvä-
ndarskapande, användarborttagande, inloggning eller allmänna inställningar. applika-
tionen har också en knapp i varje vy som alternativt kan användas för att gå tillbaka till 
den föregående vyn, som i huvudmenyns fall betyder att applikationen stängs av. Hu-
vudmenyn visas i figur 2. 
 
 
Figur 2. Huvudmeny. 
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4.1.2 Visa påminnelse 
Den huvudsakliga vyn för patienten är “Visa påminnelse”. Om det finns en påminnelse i 
någon form att visa, kommer vyn i fråga fram oberoende av vad användaren av An-
droid-enheten håller på med. Här kan användaren antingen trycka på “OK” för att 
fortsätta med det han/hon höll på med, eller “+10 MIN” för att se påminnelsen igen om 
tio minuter (tiden kan ändras). Alarmvyn har en delvis genomskinlig svart bakgrund för 
att förtydliga vad som just hände för användaren, vilket visas i figur 3. 
 
 
Figur 3. Påminnelse om en medicin med exempelbild visas utanför programmet. 
 
4.1.3 Allmänna inställningar 
Denna vy finns till för att huvudsakligen ändra på applikationens språk. applikationen 
stöder svenska, finska och engelska. Förutom språket, kan också vilolägets tid för 
påminnelser ändras (påverkar knappen “+10 MIN.” i figur 3). Om tillåtelse har givits 
från “Användarens inställningar” av en registrerad användare, kan man här också ändra 
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på inställningarna gällande synligheten av mediciner och notiser, eller välja om pro-
grammet överhuvudtaget skall utföra regelbundna kontroller i bakgrunden till databasen 
för påminnelser att visa upp. 
 
 
Figur 4. Allmänna inställningar. 
 
4.2 Användarens/vårdarens vyer 
Dessa vyer berör användar- och påminnelsehantering samt användarens inställningar. 
4.2.1 Användarhantering 
Alla vyer inom användarhantering kan öppnas utan att vara inloggad, men endast i 
“skapa användare” kan även utomstående åstadkomma något. 
 
“Skapa användare” är den första vyn av intresse då man öppnar programmet för första 
gången. Som namnet redan säger, kan man skapa en ny användare som sedan sparas i 
databasen och kan användas för att komma åt alla vyer genom inloggning. Denna vy 
kan låsas av tidigare registrerade användare så att inte andra kan skapa nya användare. 
19 
 
Låset öppnas automatiskt om databasen inte har en enda sparad användare för att 
förhindra situationer där man låser sig ut ur applikationen. 
 
Från “inloggning” kan en registrerad användare helt enkelt logga in med sitt användar-
namn och lösenord. 
 
En användare kan avlägsnas från databasen från vyn “ta bort användare”. Genom att 
skriva in sitt användarnamn och lösenord och trycka på “Ta bort användare” får man ett 
nytt fönster framför sig som ber om bekräftelse, efter vilken användaren raderas ur da-
tabasen. Härifrån kan man också navigera vidare till “ta bort alla användare” om ap-
plikationens säkerhetsfråga är aktiverad. 
 
Till sist finns vyn “ta bort alla användare” med för en situation där en superanvändare 
antingen har glömt sitt lösenord, eller för en eller annan orsak vill försäkra sig om att 
det inte längre finns några ovälkomna användare i systemet genom att radera alla ur da-
tabasen och börja om från början. För att kunna göra det måste användaren i förväg ha 
sparat och aktiverat en säkerhetsfråga inom programmet och komma ihåg den. Förutom 
säkerhetsfrågan finns inga andra sätt att via användargränssnittet ta tillbaka kontrollen 
av applikationen om något går snett, eller att ändra på en tidigare säkerhetsfråga man 
har glömt svaret till. Med tanke på detta är den ytterst viktig att alltid komma ihåg. 
 
 
Figur 5. Skapa användare, inloggning, ta bort användare och ta bort alla användare. 
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4.2.2 Påminnelsehantering 
Vårdarens huvudsakliga vyer. Här sker allt från skapandet av mediciner/notiser till deras 
redigering och radering. 
 
För att skapa en ny medicin eller notis gäller det att navigera till “Påminnelser”. Efter att 
ha valt rätt kombination av “Typ” och “Läge” ger man i båda fallen ett namn och en 
tidpunkt för det man skapar. Tidpunkten står för när systemet skall påminna användaren 
om medicinen/notisen. Vårdaren kan också ge en valfri längre textsnutt som förklarar 
något i sammanhang med påminnelsen. En medicin har jämfört med notisen dessutom 
ett extra fält för att ge in en plats. Platsen har än så länge ingen användning, men finns 
med färdigt med tanke på att en medicin troligen i framtiden kommer att kopplas med 
t.ex. en fysisk lucka bakom vilken den fysiska medicinen väntar. Till sist kan vårdaren 
valfritt välja att koppla ihop medicinen/notisen till en bild, ett ljud eller en upprepning-
stidtabell. 
 
I “Lägg till bild” finns en låda man skall kryssa för för att medicinen eller notisen över-
huvudtaget skall kopplas till en bild. En liknande låda finns också i de två andra vyerna. 
Efter att aktiverat bildvyn, kan vårdaren skriva in ett filnamn och trycka på “Ta bild” för 
att öppna apparatens kamera (ifall den har en) och sedan ta en bild och acceptera den. 
Efteråt finns bilden sparad i en mapp som programmet använder och kan nu väljas från 
listan. Användaren får en förhandsvisning på den valda bilden före han/hon antingen 
kan trycka “Använd” för att koppla ihop de nuvarande valen med det som skapas, “Ta 
bort” för att radera bilden från minnet eller “Tillbaka” för att gå tillbaka till föregående 
vy utan att spara några val (skapandet/raderandet av bilder sparas alltid). 
 
“Lägg till ljud” är annars likadan som “Lägg till bild”, men har istället för en knapp som 
öppnar kameran en som börjar banda/slutar banda beroende på vilket läge som är på. 
Dessutom finns det en volymkontroll, med vilken vårdaren bestämmer hur högt ljudet 
skall spelas upp och en knapp för att provlyssna sina val. 
 
Om användaren vill visa en påminnelse fler än en gång är “Lägg till upprepning” rätt vy 
att gå till. Här kan man välja mellan periodisk eller anpassad upprepning. Med peri-
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odiska alternativet kombineras en siffra med en tidsperiod som varierar från minuter till 
år. Om siffran exempelvis är två och tidsperioden år, visas medicinen eller notisen 
varannat år efter aktiveringstidpunkten. Om den anpassade upprepningen är vald kan 
användaren i sin tur själv bygga upp en lista på tidpunkter då han/hon vill att påminnel-
sen skall visas igen. 
 
“Lägg till bild”, “Lägg till ljud” och “Lägg till upprepning” är alla ihopkopplade med 
både skapandet och redigerandet av mediciner/notiser. Redigerandet av existerande 
påminnelser sker med samma logik som skapandet. Efter att man har ändrat “Läge” från 
“Ny” till “Redigera” fylls en lista med namnen på alla mediciner/notiser som redan är 
skapade beroende på vilken “Typ” som är aktiv, varifrån användaren sedan kan välja en 
för redigering. 
 
 
Figur 6. Påminnelser. Till vänster vyns övre del, till höger vyns nedre del. 
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Figur 7. Uppe lägg till bild och lägg till ljud, nere lägg till upprepning i två delar. 
 
4.2.3 Användarens inställningar 
“Användarens inställningar” innehåller inställningar som inte av säkerhetsskäl passer in 
till “Allmänna inställningar”. För det första kan man härifrån alltid ändra på synligheten 
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av existerande mediciner och notiser samt bestämma om alla andra också får samma 
rättighet från “Allmänna inställningar”. För det andra finns här möjlighet att låsa vyn 
“Skapa användare”, så att inte vem som helst kan logga in. Till sist finns en knapp för 
att navigera vidare till “Säkerhetsfråga”. 
 
“Säkerhetsfråga” är en fortsättning på “Användarens inställningar” där någon kan ta rol-
len av en superanvändare inom systemet genom att spara en fråga som bara han/hon vet 
svaret på. Frågan kan senare användas för att radera alla användare från databasen om 
det skulle finnas behov. 
 
 
Figur 8. Användarens inställningar och säkerhetsfråga. 
 
5 UTVECKLING 
Detta kapitel ger en översikt av programkodens och databasens struktur, samt förklarar 
tekniskt hur applikationen hanterar data gällande exempelvis bilder, och hur verktyg 
som är anslutna till lösningarna används i koden. 
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5.1 Applikationens struktur 
Alla klasser som programkoden för applikationen består av visas nedan i figur 9. 
 
 
Figur 9. Applikationens klassdiagram. 
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Nedan följer en beskrivning på alla klasser som programkoden består av. 
 
ActivationData 
Klass som representerar ett aktiveringstillfälle (datum, tidpunkt osv.) och är kopplade 
ihop som variabler med påminnelser (Reminder). 
 
ActivationManagement 
Här finns metoder för att kontrollera vilka påminnelser som skall visas vid nuvarande 
datum/tid. Metoderna använder objekt av ActivationData för jämförelserna. 
 
AddImage 
Klass för vyn där bilddata kan kopplas ihop med en påminnelse. 
 
AddRepeat 
Klass för vyn där upprepningsdata kan kopplas ihop med en påminnelse. 
 
AddSound 
Klass för vyn där ljuddata kan kopplas ihop med en påminnelse. 
 
AlarmManagerActivity 
Klass för vyn som visas då en eller flera påminnelser är redo för uppvisning. Klassen 
aktiveras en gång per minut om påminnelsernas aktivering är på (växlas från PublicSet-
tings eller UserSettings) och använder då ActivationManagement för att bestämma om 
en eller flera påminnelser skall visas, eller om klassen helt enkelt kan stängas utan att 
öppna vyn för användaren som om ingenting hade hänt. 
 
AlarmManagerControls 
Klass som kan aktivera eller stoppa AlarmManagerActivity från att utföra kontroller 
varje minut till databasen med ActivationManagement. 
 
AlertDialogFragment 
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Klass som hjälper med visandet av popup dialoger i en vy. I applikationen används den 
för bestyrkandet av val då en användare försöker ta bort en eller alla användare från da-
tabasen, men kan fritt användas för andra val också. 
 
DatabaseHelper 
Klass som ärver SQLiteOpenHelper och hjälper med skapandet eller ändrandet av data-
basen då den används av DatabaseQuery. 
 
DatabaseQuery 
Här finns ett antal metoder med hjälp av vilka applikationen kan utföra varje data-
basförfrågan den behöver för att fungera (t.ex. att skapa/ta bort användare/påminnelser). 
För att utföra en förfrågan behövs SQLiteOpenHelper som hittas i DatabaseHelper. 
 
DeleteAllUsers 
Klass för vyn där man kan ta bort alla användare från databasen. 
 
DeleteUser 
Klass för vyn där man kan ta bort en användare från databasen. 
 
FieldLimitation 
Klass som används för att kontrollera att olika fält inte har dåliga värden då en anvä-
ndare försöker spara data från dem till databasen (t.ex. försöka spara 50.13.2015 25:-30 
som ett aktiveringstillfälle för en påminnelse). 
 
GV 
Här finns ett antal globala variabler (exempelvis namnen på bildmappen och ljudmap-
pen programmet skapar till den användande enhetens minne) som kan nås via GV.namn 
utan att skapa objekt av klassen. Variablerna här kan inte ändras medan applikationen 
körs. 
  
ImageData 
Klass som representerar bilddatat en påminnelse har. 
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Language 
Language har alla variabler som bygger upp språken applikationen stöder; engelska, 
finska och svenska. Då ett objekt av klassen skapas måste den användande klassen välja 
ett av dessa språk som objektet sedan använder. 
 
Login 
Klass för vyn där en användare kan logga in. En lyckad inloggning leder till vyn Us-
erMenu. 
 
MainActivity 
Klass för startvyn. 
 
Moment 
Klass som representerar en kombination av datum och tidpunkt. ActivationData anvä-
nder objekt av Moment för att spara information om datum och tid. 
 
NewUser 
Klass för vyn där nya användare skapas. 
 
PublicSettings 
Klass för vyn där allmänna inställningar kan ändras. Vem som helst kan nå denna vy för 
att göra de ändringar den tillåter. 
 
Reminder 
Klass som används för att representera en påminnelse i sin helhet. 
 
ReminderActivity 
Klass för vyn där påminnelser antingen skapas eller editeras. 
 
RepeatData 
Klass som representerar upprepningsdatat en påminnelse har. 
 
SafetyQuestion 
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Klass för vyn där en användare kan spara en säkerhetsfråga som används för att ta bort 
alla användare. Säkerhetsfrågan kan bara ändras om det antingen inte finns en tidigare 
fråga eller om det tidigare svaret ges, vilket med andra ord betyder att en användare med 
svaret till frågan fungerar som en superanvändare och när som helst kan ta full kontroll 
av applikationens användning. 
 
SoundData 
Klass som representerar ljuddatat en påminnelse har. 
 
Support 
Klass med några slumpmässiga hjälpmetoder. Ett exempel är en metod som hjälper 
rotera kamerans tagna bilder så att de inte sparas sidlänges eller upp och ner, medan en 
annan plockar ut alla filnamn i en mapp. 
 
UserMenu 
Klass för vyn där en användare kan navigera vidare till antingen vyn ReminderActivity 
eller UserSettings. Vyn fungerar som huvudmeny för en användare som just har loggat 
in. 
 
UserSettings 
Klass för vyn där användarens privata inställningar kan ändras. Här finns även en knapp 
för att navigera vidare till vyn SafetyQuestion. 
 
5.2 Databas 
För att spara viktig data använder programmet sig av en databas. Databasen är intern, 
vilket innebär att all data i den existerar på samma enhet som kör applikationen istället 
för att den skulle finnas i en extern databas på en server. applikationen fungerar med 
andra ord utan att vara ansluten till Internet. 
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5.2.1 Struktur 
Databasen bör kunna hantera data gällande de påminnelser en registrerad användare 
skapar. Eftersom man måste registrera sig för att överhuvudtaget kunna skapa påmin-
nelser har databasen också ett behov av att hantera användardata. Dessa behov fylls av 
två tabeller som illustreras nedan i figur 10. 
 
 
Figur 10. Databasens tabeller. 
 
Båda tabellerna använder sig av en kolumn som heter “ID” som är ett unikt heltal. Kol-
umner av detta slag kallas för en tabells primära nyckel och är mycket viktiga att ha då 
man utför förfrågningar till databasen, eftersom det annars inte är garanterat att varje rad 
av data är unik. Talet för en primär nyckel skapas automatiskt då man skapar en ny rad 
av data till en tabell. 
 
Förutom den primära nyckeln är de två övriga kolumnerna för en användare relativt 
självklara. Både “Användarnamn” och “Lösenord” tar in en teckensträng, varav första 
beskriver namnet och andra lösenordet personen vill logga in med. 
 
En påminnelse börjar i sin tur med ett heltal som beskriver vilken typ av påminnelse det 
är frågan om. Tack vare den kan både mediciner och notiser, som annars skulle bestå av 
två nästan identiska tabeller, smältas ihop till en enda tabell. Om talet är 1, tolkar pro-
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grammet den som en medicin, medan 2 tolkas som en simpel notis. Att kunna skilja åt 
en medicin från en notis är vid detta skede endast en liten extra bekvämlighet för att 
sortera påminnelserna, men kan spela en viktig roll i framtida utveckling om program-
met kopplas till en dosettlåda där en medicin skall öppna t.ex. en lucka. 
 
“Namn” och “Notera” är de huvudsakliga kolumnerna som syns för användaren då en 
påminnelse visas på skärmen. Namnet är likt användarnamnet och lösenordet självklart, 
medan noteringen huvudsakligen är menad att användas som instruktioner för hur en 
medicin skall användas/tas, t.ex. “Ta ej på tom mage” eller “Tas i samband med X”. 
Den sista kolumnen som inte använder Gson för konvertering av klassdata är “Mängden 
uppvisningar”, som sparar den totala mängden uppvisningar av en påminnelse (med an-
dra ord upprepningar medräknade) som ett heltal. 
 
“Första uppvisningstiden” och “Senaste uppvisningstiden” går hand i hand genom att 
sparas som instanser av samma klass i form av teckensträngar. Klassen i fråga 
innehåller data om ett uppvisningstillfälle och sparar därmed logiskt tre heltal för ett 
datum (dag, månad, år) och två för en tidpunkt (minuter, timmar). Utöver dessa finns 
också heltalsinformation om hur många gånger en enstaka instans av klassen har akti-
verat visandet av påminnelsen på skärmen och vilken lucka/plats den är kopplad till 
med tanke på framtida utveckling (sparas som 0 för notiser, eftersom de inte kan vara 
ihopkopplade med luckor som innehåller medicindoseringar). 
 
Slutligen är “Bilddata”, “Ljuddata” och “Upprepningsdata” teckensträngrepresentation-
er av var sin egna klass med data som reflekterar alla val en användare kan göra i de tre 
motsvarande vyerna. 
 
5.2.2 Hantering av data 
I detta underkapitel diskuteras hur en SQLite databas kan användas från en teknisk 
synvinkel genom bilder med kommenterad exempelkod från applikationen. 
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För att använda SQLite krävs först och främst en klass som stöder det hela genom att 
ärva klassen SQLiteOpenHelper. Efter att ha implementerat ett par metoder med 
@override från SQLiteOpenHelper och redogjort dem för användning gäller det att ska-
pa ett objekt av klassen från en annan klass, som sedan kan användas för utförandet av 
databasoperationer. Exempelkod för detta finns i bilaga 1. 
 
5.3 Hantering av övrig sparad data 
Här beskrivs hur data för bilder, ljud och inställningar hanteras. 
 
5.3.1 Bilder 
Eftersom bilder kan kopplas ihop med påminnelser måste applikationen kunna skapa, 
spara och hantera dem. 
 
En Android-applikation kan som standard inte använda kameran av en apparat. Till att 
börja med gäller det alltså att ge tillgång till den genom att skapa raden <uses-
permission android:name="android.permission.CAMERA" /> till AndroidManifest.xml 
för projektet. 
 
Skapandet av bilder går enkelt genom att starta apparatens kamera (om den har en) med 
färdigt existerande kod och sedan skapa en metod som heter onActivityResult() i samma 
klass, som programmet automatiskt fortsätter från när kameran stängs. Från denna 
metod kan man t.ex. ändra på vilken mapp bildfilen befinner sig i om inte standardmap-
pen tillfredsställer en. Se bilaga 2 för exempel. 
 
Under utvecklingen bestämde jag mig att hantera all bilddata en påminnelse är länkad 
till som ett enda paket, eller med andra ord som en enda kolumn i tabellen. För att 
åstadkomma det, skapade jag en klass som klarar av representationen genom att spara 
flera variabler (i bildernas fall endast två). Den första är en boolean-variabel som 
bestämmer om påminnelsen i fråga skall visa en bild då resten av den visas, och styrs 
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med checkboxen “Bild på” i vyn “Lägg till bild”. Den andra är en teckensträng som 
håller information om bildens namn så att programmet vid uppvisning hittar rätt bild 
från applikationens bildmapp. Genom att skapa olika objekt av klassen och ge dem 
värden från databasens påminnelser kan man lätt hålla reda på och använda datan. Klas-
sen heter ImageData och visas som helhet i bilaga 3. 
 
Då applikationen skall spara ett objekt av ImageData till databasen kommer Gson in i 
bilden. Med ett par rader kod, som demonstreras i bilaga 4, kan objekten konverteras till 
teckensträngar i JSON format, som sedan kan konverteras tillbaka till objekt av klassen 
i fråga. Utseendet av en sådan teckensträngsrepresentation för klassen ImageData visas 
också i bilaga 4. 
 
5.3.2 Ljud 
Som med bilder, behövs ett tillstånd för bandandet av ljud. Koden för det ser annars 
identisk ut, men kännetecknas av RECORD_AUDIO istället för CAMERA. Om man 
även vill ändra på ljudinställningar (som volym), krävs ett tillstånd med namnet MODI-
FY_AUDIO_SETTINGS. 
 
Att banda och spara ljud till en vald mapp går till på ett lite annorlunda sätt jämfört med 
bilder. Istället för att starta kameran med en Intent och fånga upp resultatet av den, 
handlar det om att använda MediaRecorder med en metod för att börja banda och en för 
att sluta. Exempel på hur det kan se ut finns i bilaga 5. 
 
Likt bilddata, behandlar applikationen även ljuddata som klassrepresentationer som 
konverteras till och från teckensträngar med Gson. Klassen heter SoundData och är 
nästan identisk jämfört med bildernas motsvarande klass, vilket illustreras i bilaga 6. 
Den enda skillnaden förutom klassens namn är att SoundData även sparar information 
om vilken volym ljudet skall spelas upp med då den länkade påminnelsen visas. 
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5.3.3 Inställningar 
Då en applikation stängs av är det normalt att gå miste om temporär data den behand-
lade under sessionen. Det användarnamn man exempelvis skrev i ett fält för inloggning 
kommer antagligen inte att finnas kvar då man startar applikationen igen. 
 
Att alltid starta upp en applikation från ett tomt bord kan vara problematiskt. I mitt fall 
kan användaren göra en del inställningar inom applikationen som han/hon knappast 
skulle vara förtjust i att slänga bort nästa gång den startas om. Hit hör bland annat 
låsandet av användarskapande, fälten gällande säkerhetsfrågan samt valet av typ 
(medicin/notis) och läge (ny/editera) i vyn för skapandet av påminnelser. Man märker 
snabbt att sparandet av typ och läge endast är en liten bekvämlighet och inte kan leda till 
allvarliga problem, vilket däremot inte är fallet för de andra exemplen. Om t.ex. anvä-
ndarskapandet alltid startar som låst kan ingen skapa den första användaren för att över-
huvudtaget försöka låsa upp den och om den alternativt alltid är olåst är det ingen idé att 
låsa den då valet försvinner om någon startar om applikationen. 
 
Klassen som löser de ovannämnda problemen i Android, och också används av denna 
app, heter SharedPreferences. SharedPreferences skapar en fil lokalt i Android appa-
raten, dit olika variabler kan sparas under egna namn/taggar. applikationen sparar alltså 
inte egentligen någon data inom sig, utan tar vid behov kontakt med filen som 
SharedPreferences skapade och därifrån plockar ut värden av de variabler den behöver 
för att ersätta standardvärden i applikationen. 
 
Ett exempel på användning av SharedPreferences visas i bilaga 7. 
 
6 TESTNING 
Det här kapitlet ger en helhetsbild över programvarutestning och ett antal metoder inom 
området. Här beskrivs också kort metodvalen för applikationens testning. 
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Programvarutestning är ett brett område med många metoder. Det största målet med 
testningen är att kunna garantera att en produkt fungerar felfritt och är av hög kvalitet 
vid utsläppningsdagen (Zafar 2012). Eftersom ett större program potentiellt kan befinna 
sig i ett nästan oändligt antal olika tillstånd, blir detta mål ofta praktiskt taget omöjligt 
att nå. Fast det perfekta resultatet inte skulle nås, är det ändå viktigt att ta pro-
gramvarutestningen på allvar och sträva efter en produkt med minimalt antal buggar. 
Slutresultaten för projekt där man inte satsar tillräckligt med resurser för testning brukar 
vara svaga. 
 
6.1 Metoder 
Här listas ett antal olika metoder inom programvarutestning och vad de innebär. 
6.1.1 White box & black box 
Programvarutestning delas traditionellt in i två huvudkategorier; white-box testning och 
black-box testning. 
 
White-box testning har en intern riktning, vilket innebär att källkoden beaktas i 
utförandet av tester som riktas på funktionaliteten av programmets mindre interna delar 
som tillsammans utgör en större fungerande helhet vid exekvering. White-box testning 
utförs normalt av medlemmar inom programmeringsgruppen och kan t.ex. bestå av att 
testa att returvärdet X från en metod motsvarar förväntningarna då värdet Y används 
som parameter. (Zafar 2012) 
 
Black-box testning har i sin tur en extern riktning. Testpersonalen ignorerar helt 
källkoden och testar större helheter av programmets funktionalitet genom normal ex-
ekvering. Black box testning är mycket lättare att utföras av utomstående personer jä-
mfört med white box testning. Som exempel kan man tänka sig starta ett spel, navigera 
från huvudmeny till inställningar och testa deras funktionalitet. (Zafar 2012) 
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Programvarutestningsmetoderna kan alla kategoriseras under en av dessa huvudkate-
gorier, ibland till och med under båda. 
 
6.1.2 Statisk testning 
Statisk testning handlar om att analysera källkoden för ett program utan att exekvera 
den. Idén är att i ett tidigt skede kunna hitta och fixa kod med potential att orsaka prob-
lem senare i projektet. Analysen kan antingen ske manuellt av människor eller automa-
tiskt av program. (Guru99) 
 
6.1.3 Dynamisk testning 
Dynamisk testning är motsatsen till statisk testning, vilket betyder att testerna utförs på 
ett exekverat program. Här är det normalt att till exempel kontrollera hur mycket pro-
grammet använder minne och processorkraft, samt prestandan som helhet. Det vikti-
gaste är ändå att försäkra sig om att produkten uppfyller alla givna krav. (Guru99) 
 
6.1.4 Ad hoc-testning 
Ad hoc-testning utförs utan specifik planering eller anteckningar. Testpersonen utför 
blint tester som just då känns passliga i hoppet om att hitta fel i funktionaliteten på 
måfå. Denna stil av fritt testande utanför normala gränser leder ibland till upphittandet 
av ovanliga fel. Nackdelen är att rätta omständigheter för felets återskapande kan vara 
svåra att hitta. (Bach) 
 
6.1.5 Betatestning 
Betatestning är ett välkänt begrepp exempelvis inom spelindustrin, där den färdiga 
produkten ibland förväntas nå flera miljoner människor. Begreppet består av en (oftast 
ganska kort) tidsperiod strax före produkten officiellt kommer ut på marknaden, då den 
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delas ut i en bestämd mängd bland normala användare. Målet är att genom en dramatisk 
ökning av mängden testpersoner försöka hitta små fel i en potentiellt färdig produkt före 
de stör användningen av den slutliga versionen. För produkter som hanterar data via 
nätet, kan ett betatest också fungera som stresstest för servrarna i fråga. (Freiler 2011) 
 
Gällande samma område finns också det mindre kända begreppet alfatestning, som i sin 
tur handlar om en testperiod strax före betatestningen, där en nästan användbar produkt 
finslipas före den delas ut till normala användare. Alfatestningen är ofta tidsmässigt 
flera gånger längre än betatestningen. (Freiler 2011) 
 
6.2 Val av testmetoder 
För testning av medicin-applikationen applicerades främst ad hoc testning. Dessa tester 
utfördes ofta på grund av nyfikenhet då en funktionalitetsmilstolpe hade uppnåtts. 
 
Statisk testning inkluderades i applikationens uppbyggnad för att minimera risken att i 
ett tidigt skede skriva kod enligt dålig praxis, som senare kan vara tidskrävande att 
förbättra. Ett exempel på dålig praxis är att använda sig av en massa hårdkodade värden, 
som gör applikationen mindre flexibel och ändrandet av dem extra tidskrävande jämfört 
med en applikation där värdena enbart ges av variabler. För detta användes Lint i An-
droid Studio, som till en stor del hjälpte utförandet av denna typ av tester. Lint är ett 
verktyg som underlättar skrivandet av fungerande och välstrukturerad kod genom att 
analysera den och varna användaren för potentiella problem och onödig kod (Android 
Developers b). Varningar kan uppkomma t.ex. som resultat av division med 0, en if-sats 
som alltid returnerar “true” eller importerade klasser man aldrig använder. 
 
För att till slut nå en fungerande helhet med en minimal mängd problem var det ytterst 
viktigt att även utföra strukturerade tester där källkoden exekveras, med andra ord dy-
namiska tester. Testningen utfördes till en stor del på applikationens kritiska funktional-
iteter, vilket inkluderar att skapa/radera påminnelser, att skapa/radera användare, att visa 
skapade påminnelser vid rätta tidpunkter och att logga in som en existerande användare. 
Till en början utfördes tester på enstaka metoder som är mindre delar av en funktional-
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itet som helhet. Målet är att verifiera att metoden i fråga ger förväntade returvärden då 
bestämda parametrar matas in i den. Denna typ av tester kallas enhetstester. Då alla 
mindre enhetstester för en viss funktionalitet gav goda resultat slogs de samman så att 
den större helheten kunde testas. Här är det frågan om integrationstester. Det sista steget 
var att utföra så kallad systemtestning, där hela programmets funktionalitet tas i beak-
tande och testas som helhet. 
 
7 SLUTSATSER 
Motivationen och intresset för utförandet av detta projekt uppkom som en konsekvens 
av en alltför liten och bristfällig marknad för produkter som kan hjälpa framför allt per-
soner med minnessvårigheter med att hålla reda på och ta sina mediciner. Projektets mål 
var att skapa en användarvänlig digital dosettlåda med åldringar som huvudsaklig 
målgrupp, men också inkludera funktionalitet som möjliggör extern kommunikation för 
en vårdare eller läkare. Detta arbete tog itu med projektets behov av en applikation, med 
vilken hanteringen av medicindata sker, genom att utveckla en fristående Android-
applikation med liknande funktionalitet för påminnelser gällande mediciner eller något 
annat valfritt. I och med att målet med arbetets applikation enbart är att ge goda grunder 
för vidareutveckling inom ramen av projektet, uppfyller den inte alla de krav som ställ-
des för den slutliga applikationen med koppling till dosettlådan. Den utvecklade ap-
plikationen, inklusive databasen, fungerar helt och hållet internt, vilket utgör den största 
skillnaden jämfört med slutproduktens krav av kommunikation med externa enheter och 
potential för användning av externa databaser. För övrigt har utvecklingen av applika-
tionen i stora drag lyckats gå hand i hand med visionerna för slutprodukten. Slutre-
sultatet av examensarbetet är en app med funktionalitet för skapandet och aktiverandet 
av påminnelser, skapandet av bilder och ljud som kan länkas ihop med påminnelser, 
användarhantering, inloggning för vissa områden, lås för utomstående, en superadminis-
trator som alltid kan låsa upp applikationen och inställningar med bland annat olika 
språkval. Några saker som ännu kunde ha utvecklats vidare är inmatningen av datum, 
där användaren helst också borde kunna välja datumet från en visuell kalender och ska-
pandet av upprepningstillfällen för påminnelser, som i sitt nuvarande läge har en ganska 
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simpel och begränsad design. Förutom det och någon möjlig liten enstaka bug, kan det 
konstateras att appen uppfyller de krav som ställdes. 
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BILAGOR 
Bilaga 1 Databashantering med SQLite 
Klass som hjälper med skapandet av databserna applikationen använder sig av. Genom 
att ärva SQLiteOpenHelper får man tillgång till metoder som returnerar läs- och 
skrivbara objekt av databasen. 
 
  
 
  
  
Klass med metoder programmet kallar på då den skall köra SQL-satser för olika 
ändamål, t.ex. för att skapa en användare eller påminnelse till databasen. Klassen anvä-
nder ett objekt av DatabaseHelper (se ovan) för att skapa objekt av databasen med ant-
ingen metoden ‘getWritableDatabase()’ eller ‘getReadableDatabase()’, som sedan kan 
användas för att skriva till eller läsa från den. 
 
  
 
  
  
Bilaga 2 Skapande och sparande av bilder 
Metoden nedan öppnar kameran. 
 
  
  
Denna metod körs då kameran stängs igen och sparar den nya bilden till rätt ställe. 
 
 
  
  
Bilaga 3 Klassen ImageData 
Objekt av denna klass skapas av andra klasser för att representera bilddata. 
 
  
  
Bilaga 4 Användning av Gson 
Här skapas objektrepresentationer från teckensträngar i JSON format med “fromJson()”. 
 
 
Här skapas teckensträngar i JSON format från objektdata med “toJson()”. 
 
 
Exempel av imageDataString i JSON format. Klassen som representerar denna teck-
ensträng måste ha variabler med motsvarande namn (se bilaga 3). 
  
  
Bilaga 5 Bandande och sparande av ljud 
Klass med metoder för att banda ljud och spara det till rätt ställe. 
 
 
  
  
Bilaga 6 Klassen SoundData 
Objekt av denna klass skapas av andra klasser för att representera datat av ljud. 
 
  
  
Bilaga 7 Användning av SharedPreferences 
Första metoden visar hur man sparar data till SharedPreserences medan andra metoden 
visar hur man hämtar data från den. 
 
 
 
  
  
Bilaga 8 Klassernas variabler och metoder 
ActivationData 
- activationMoment : Moment 
- snoozeActivationMoment : Moment 
- snoozeActivityState : Boolean 
- location : Integer 
- amountOfTimesDisplayed : Integer 
+ getActivationMoment() : Moment 
+ setActivationMoment(Moment) : void 
+ getSnoozeActivationMoment() : Moment 
+ setSnoozeActivationMoment(Moment) : void 
+ getSnoozeActivityState() : Boolean 
+ setSnoozeActivityState(Boolean) : void 
+ getLocation() : Integer 
+ setLocation(Integer) : void 
+ getAmountOfTimesDisplayed() : Integer 
+ setAmountOfTimesDisplayed(Integer) : void 
+ getClassData() : String 
 
ActivationManagement 
- ctx : Context 
+ getRemindersToDisplay(Integer) : ArrayList<Reminder> 
- checkSpecificReminder(Reminder, DateTime) : Boolean 
- checkReminderCustomList(Reminder, DateTime) : Boolean 
- reminderRepeatTimerHasExpired(Reminder, DateTime) : Boolean 
- hasDateArrived(DateTime, DateTime) : Boolean 
- getSnooze(Integer) : Moment 
 
AddImage 
- lang : Language 
- imageData : ImageData 
- B : Bitmap 
  
- setLanguage() : void 
- createFieldsWithCurrentLanguage() : void 
- setFieldAccess() : void 
- updateImageDataWithReceivedData() : void 
- initializeFields() : void 
- setSpinnerListener() : void 
- updateSpinner() : void 
- getScaledBitmapForImageViewWithFixedBitmapRotation(String, ImageView) : Bit-
map 
protected onActivityResult(Integer, Integer, Intent) : void  checka hur man markerar 
protected 
- checkCameraHardware(Context) : Boolean 
- imageCheckBox(View) : void 
- takeImageButton(View) : void 
- importImageButton(View) : void 
- useButton(View) : void 
- deleteButton(View) : void 
- backButton(View) : void 
 
AddRepeat 
- lang : Language 
- customRepeatArrayList : ArrayList<ActivationData> 
- repeatData : RepeatData 
- isTypeMedicine : Boolean 
- setLanguage() : void 
- createFieldsWithCurrentLanguage() : void 
- setFieldAccess() : void 
- checkFieldsForAdd : Boolean 
- updateDataWithReceivedData() : void 
- fillRepeatSpinner() : void 
- initializeFields() : void 
- updateCustomRepeatSpinner() : void 
- getIntValueOfEditText(EditText) : Integer 
  
- repeatCheckBox(View) : void 
- periodicalRadioButton(View) : void 
- customRadioButton(View) : void 
- addButton(View) : void 
- removeButton(View) : void 
- useButton(View) : void 
- backButton(View) : void 
 
AddSound 
- lang : Language 
- mRecorder : MediaRecorder 
- mPlayer : MediaPlayer 
- soundData : SoundData 
- recordingState : Boolean 
- setLanguage() : void 
- createFieldsWithCurrentLanguage() : void 
- setFieldAccess() : void 
- updateSoundDataWithReceivedData() : void 
- initializeFields() : void 
- updateSpinner() : void 
- setMaxVolume(Integer) : void 
protected onActivityResult(Integer, Integer, Intent) : void 
- startRecording() : void 
- stopRecording() : void 
- startListening() : void 
- stopListening() : void 
- soundCheckBox(View) : void 
- recordButton(View) : void 
- importSoundButton(View) : void 
- listenButton(View) : void 
- useButton(View) : void 
- deleteButton(View) : void 
- backButton(View) : void 
  
 
AlarmManagerActivity 
- lang : Language 
- PMWakeLock : PowerManager.WakeLock 
- remindersWaitingToBeShown : ArrayList<Reminder> 
- mPlayer : MediaPlayer 
- setLanguage() : void 
- createFieldsWithCurrentLanguage() : void 
- checkDatabase() : void 
- initializeView() : void 
- showNext() : void 
- showReminderWrittenInformation(Integer, String) 
- showReminderImage(String) : void 
- emptyImageView() : void 
- playReminderSound(String, Integer) : void 
- stopListening() : void 
- releaseWakeLock() : void 
- confirmButton() : void 
- remindLaterButton() : void 
 
AlarmManagerControls 
- ctx : Context 
- frequency : Integer 
+ setFrequency(Integer) : void 
+ setRepeatingAlarmState(Boolean) : void 
 
AlertDialogFragment 
- text : String 
- positive : String 
- negative : String 
+ AlertDialogListener : Interface  ? Checka om man beskriver en interface så 
- ADListener : AlertDialogListener 
 
  
DatabaseHelper 
+ DATABASE_VERSION : Integer 
+ DATABASE_NAME : String 
+ TABLE_USER : String 
+ TABLE_REMINDER : String 
+ COLUMN_USER_ID : String 
+ COLUMN_USER_USERNAME : String 
+ COLUMN_USER_PASSWORD : String 
+ COLUMN_REMINDER_ID : String 
+ COLUMN_REMINDER_TYPE : String 
+ COLUMN_REMINDER_NAME : String 
+ COLUMN_REMINDER_NOTE : String 
+ COLUMN_REMINDER_INITIAL_ACTIVATION : String 
+ COLUMN_REMINDER_IMAGE_DATA : String 
+ COLUMN_REMINDER_SOUND_DATA : String 
+ COLUMN_REMINDER_REPEAT_DATA : String 
+ COLUMN_REMINDER_LATEST_ACTIVATION : String 
+ COLUMN_REMINDER_RUN_AMOUNT : String 
+ CREATE_TABLE_USER : String 
+ CREATE_TABLE_REMINDER : String 
 
DatabaseQuery 
- SQLiteDB : SQliteDatabase 
- DBH : DatabaseHelper 
+ closeDatabaseHelper() : void 
+ upgradeDatabase() : void 
+ createUser(String, String) : void 
+ deleteUser(String) : void 
+ getPasswordForUsername(String) : Cursor 
+ deleteAllUsers() : void 
+ userExists(String) : Boolean 
+ getTableAmountOfRows(String) : Integer 
+ createReminder(Reminder) : void 
  
+ updateReminder(Reminder) : void 
+ deleteReminder(Integer) : void 
+ getReminderInformation(Integer) : Cursor 
 
DeleteAllUsers 
- lang : Language 
- setLanguage() : void 
- createFieldsWithCurrentLanguage : void 
- setFieldValues() : void 
+ deleteButton(View) : void 
+ backButton(View) : void 
 
DeleteUser 
- lang : Language 
- setLanguage() : void 
- createFieldsWithCurrentLanguage : void 
- setFieldAccess() : void 
- checkFields() : Boolean 
+ deleteButton(View) : void 
+ deleteAllUsersButton(View) : void 
+ backButton(View) : void 
 
FieldLimitation 
+ checkName(String) : Boolean 
+ checkNote(String) : Boolean 
+ checkMoment(Moment) : Boolean 
+ checkLocation(String) : Boolean 
+ checkPeriodicalFrequency(String) : Boolean 
+ checkUsername(String) : Boolean 
+ checkPassword(String) : Boolean 
 
GV 
+ IMAGE_FOLDER_NAME : String 
  
+ PREFS_NAME : String 
+ PROGRAM_NAME : String 
+ SOUND_FOLDER_NAME : String 
+ ADD_IMAGE_REQUEST_CODE : Integer 
+ ADD_REPEAT_REQUEST_CODE : Integer 
+ ADD_SOUND_REQUEST_CODE : Integer 
+ CAPTURE_IMAGE_ACTIVITY_REQUEST_CODE : Integer 
+ LANGUAGE_ENGLISH : Integer 
+ LANGUAGE_FINNISH : Integer 
+ LANGUAGE_SWEDISH : Integer 
+ PICK_FILE_REQUEST_CODE : Integer 
+ TYPE_ALL : Integer 
+ TYPE_MEDICINE : Integer 
+ TYPE_NOTIFICATION : Integer 
 
ImageData 
- active : Boolean 
- name : String 
+ getActive() : Boolean 
+ setActive(Boolean) : void 
+ getName() : String 
+ setName(String) : void 
+ getClassData() : String 
 
Language 
+ LANGUAGE : Integer 
Förutom LANGUAGE, innehåller klassen alla teckensträngar applikationen använder i 
fält, knappar och meddelanden (onödigt många för att listas, särskilt med tanke på att 
programmet stöder tre språk). 
 
Login 
- lang : Language 
- setLanguage() : void 
  
- createFieldsWithCurrentLanguage() : void 
- checkFields() : Boolean 
+ logInButton(View) : void 
+ backButton(View) : void 
 
MainActivity 
- lang : Language 
- setLanguage() : void 
- createFieldsWithCurrentLanguage() : void 
- setFieldAccess() : void 
- recreateDatabase() : void 
- recreateSharedPreferences() : void 
- checkSharedPreferences() : void 
- updateRepeatingAlarmState() : void 
+ newUserButton(View) : void 
+ deleteUserButton(View) : void 
+ loginButton(View) : void 
+ settingsButton(View) : void 
+ exitButton(View) : void 
 
Moment 
- day : Integer 
- month : Integer 
- year : Integer 
- hour : Integer 
- minute : Integer 
-Get/set metoder för day, month, year, hour och minute likt metoderna i ImageData. 
- getClassData() : String 
 
NewUser 
- lang : Language 
- setLanguage() : void 
- createFieldsWithCurrentLanguage() : void 
  
- checkFields() : Boolean 
+ createButton(View) : void 
+ backButton(View) : void 
 
PublicSettings 
- lang : Language 
- setLanguage(): void 
- createFieldsWithCurrentLanguage(): void 
- setFieldValues(): void 
- setFieldAccess(): void 
- updateRepeatingAlarm(): void 
+ checkForRemindersCheckBox(View): void 
+ showMedicinesCheckBox(View): void 
+ showNotificationsCheckBox(View): void 
+ saveButton(View): void 
+ backButton(View): void 
 
Reminder 
- id : Integer 
- type : Integer 
- name : String 
- note : String 
- initialActivation : ActivationData 
- imageData : ImageData 
- soundData : SoundData 
- repeatData : Repeatdata 
- latestActivation : ActivationData 
- amountOfTimesDisplayed : Integer 
-Get/set metoder för id, type, name, note, initialActivation, imageData, soundData, re-
peatData, latestActivation och amountOfTimesDisplayed likt metoderna i ImageData. 
- getClassData() : String 
 
ReminderActivity 
  
- lang : language 
- imageData : ImageData 
- soundData : SoundData 
- repeatData : Repeatdata 
- setLanguage() : void 
- createFieldsWithCurrentLanguage() : void 
- setTypeAndMode() : void 
- updateSP() : void 
- typeMedicine() : Boolean 
- typeNotification() : Boolean 
- modeNew() : Boolean 
- modeEdit() : Boolean 
- updateFields() : void 
- updateReminderSpinnerContent() : void 
- setReminderSpinnerListener() : void 
- setFieldAccess() : void 
- checkFields() : Boolean 
- getIntValueOfEditText(EditText) : Integer 
protected onActivityResult(Integer, Integer, Intent) : void 
+ typeOrModeRadioButton(View) : void 
+ addImageButton(View) : void 
+ addSoundButton(View) : void 
+ addRepeatButton(View) : void 
+ saveButton(View) : void 
+ deleteButton(View) : void 
+ backButton(View) : void 
 
RepeatData 
- active : Boolean 
- mode : Integer 
- periodicalFrequency : Integer 
- periodicalSpinnerPosition : Integer 
- periodicalActiveUntil : ActivationData 
  
- customActivationDataList : ArrayList<ActivationData> 
-Get/set metoder för active, mode, periodicalFrequency, periodicalSpinnerPosition, pe-
riodicalActiveUntil och customActivationDataList likt metoderna i ImageData. 
- getClassData() : String 
 
SafetyQuestion 
- lang : Language 
- setLanguage() : void 
- createFieldsWithCurrentLanguage() : void 
- setFieldValues() : void 
- setFieldAccess() : void 
- useSafetyQuestionCheckBox(View) : void 
- saveButton(View) : void 
- backButton(View) : void 
 
SoundData 
- active : Boolean 
- name : String 
- volume : Integer 
-Get/set metoder för active, name och volume likt metoderna i ImageData. 
- getClassData() : String 
 
Support 
- ctx : Context 
+ getLanguage() : Language 
+ getFiles(String) : File[] 
+ getFileNames(File[]) : ArrayList<String> 
+ getCorrectedBitmapRotationMatrix(String) : Matrix 
+ getScaledBitmap(String, Integer, Integer, Matrix) : Bitmap 
 
UserMenu 
- lang : Language 
- setLanguage() : void 
  
- createFieldsWithCurrentLanguage() : void 
+ remindersButton(View) : void 
+ userSettingsButton(View) : void 
+ logOutButton(View) : void 
 
UserSettings 
- lang : Language 
- setLanguage() : void 
- createFieldsWithCurrentLanguage() : void 
- setFieldValues() : void 
- updateRepeatingAlarm() : void 
+ checkForRemindersCheckBox(View) : void 
+ showMedicinesCheckBox(View) : void 
+ showNotificationsCheckBox(View) : void 
+ allowAlertChangesInSettingsCheckBox(View) : void 
+ lockAccountCreationCheckBox(View) : void 
+ safetyQuestionButton(View) : void 
+ saveButton(View) : void 
+ backButton(View) : void 
