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Käytetyt termit ja lyhenteet 
API Application Programming Interface eli ohjelmointirajapinta, 
joka määrittää kuinka ohjelmistot keskustelevat. 
Asiakas (Eng. client) Osa asiakas-palvelin-arkkitehtuuria, asiak-
kaan tehtävänä on lähettää pyyntöjä palvelimelle. 
IP Internet Protocol on verkkokerroksen protokolla, joka huo-
lehtii verkkopakettien toimittamisesta perille. 
JVM Java Virtual Machine on virtuaalikone, joka suorittaa Java-
kielellä tehtyjen ohjelmien sille käännettyä tavukoodia. 
Konstruktori (Eng. constructor) Luokan erikoismetodi, joka luo olion. 
Luokka (Eng. class) Määrittelee olion rakenteen. 
Metodi (Eng. method) Olioon liittyvä toiminnallisuus. 
Olio (Eng. object) Luokan ilmentymä, joka sisältää joukon yh-
teenkuuluvaa tietoa ja toiminnallisuutta. 
OPC UA Open Platform Communications Unified Architecture, te-
ollisuusautomaation tiedonsiirtostandardi. 
Palvelin (Eng. server) Osa asiakas-palvelin-arkkitehtuuria, palveli-
men tehtävänä on vastata asiakkaan pyyntöihin. 
Pistoke (Eng. socket) Rajapinta tiedon lähettämiseen ja vastaanot-
tamiseen päätepisteiden välillä joko verkossa tai proses-
sien välillä. 
PLC Programmable Logic Controller eli ohjelmoitava logiikka on 
pieni uudelleen ohjelmoitava tietokone, jolla voidaan ohjata 
siihen kytkettyjä laitteita. 
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Säie (Eng. thread) Pienin itsenäisesti hallittu yksikkö, jota yksi 
tai useampi prosessori voi ajaa useasta paikasta samanai-
kaisesti. 
TCP Transmission Control Protocol, yhteydellinen tiedonsiirto-
protokolla. 
WMS Pesmel Oy:n automatisoitu varastonhallintajärjestelmä. 
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1 JOHDANTO 
1.1 Työn tausta 
Yrityksen WMS-varastonhallintajärjestelmän laitekommunikointi on nykyisin toteu-
tettu OPC UA -yhteydellä. Tämän opinnäytetyön aiheena on selvittää, onnistuuko 
yrityksen laitekommunikoinnin toteutus TCP-pistokkeilla ja parantaako se järjestel-
män suorituskykyä.  
OPC UA -yhteydellä on aiemmin yritetty käyttää tilaajaa, joka päivystää luettavia 
data tageja. Kaikki viestit eivät kuitenkaan ole tulleet perille, joten tilaaja on korvattu 
data tagien syklisellä lukemisella. Tagien jatkuva lukeminen kuitenkin laskee järjes-
telmän suorituskykyä. Tältä voitaisiin kuitenkin välttyä käyttämällä TCP-pistokkeita. 
1.2 Työn tavoite 
Tavoitteena on tehdä TCP-pistokkeilla toteutettu testiympäristö WMS-järjestelmän 
ja useiden ohjelmoitavien logiikoiden väliseen kommunikointiin. Ympäristöllä testa-
taan datan lukeminen ja kirjoittaminen yhteyden molemmissa päissä. Lisäksi on 
huolehdittava siitä, että kaikki data menee perille. Ohjelman tulisi siis toteuttaa vies-
tin uudelleenlähetys, jos vastapuoli ei kuittaa viestiä tai yhteys katkeaa. 
Rakennetun testiympäristön avulla voidaan arvioida, että kannattaako TCP-pistoke-
yhteys ottaa käyttöön uusissa projekteissa. 
1.3 Työn rakenne 
Luku kaksi on työn teoriaosuus, jossa käsitellään TCP/IP-protokollapinoa.  
Luvussa kolme käydään läpi työssä käytetyt laitteet, ohjelmistot ja ohjelmointikielet. 
Luvussa neljä käsitellään työn testisovelluksen suunnittelua. Luvussa kerrotaan, 
mitä ominaisuuksia sovellukselta vaaditaan ja kuvaillaan sovelluksen toimintaa. 
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Luvuissa viisi ja kuusi esitellään testisovelluksen WMS- ja PLC-ohjelmien käytän-
nön toteutus. 
Luvussa seitsemän käydään läpi työn tulokset. 
Luku kahdeksan on työn yhteenveto, jossa selvitetään työn vaiheet, pohditaan työn 
tuloksia sekä mietitään jatkokehitystä. 
1.4 Pesmel Oy 
Tutkimuksen toimeksiantaja on Pesmel Oy. Pesmel on suomalainen automatisoitu-
jen materiaalinkäsittely-, lastaus- ja pakkausjärjestelmien toimittaja metalli-, paperi- 
ja rengasteollisuudelle. Pesmel toimittaa järjestelmiä maailmanlaajuisesti ja noin 
puolet toimituksista menee Aasian maihin. (Pesmel 2018.) 
1.5 Pesmel WMS-varastonhallintajärjestelmä 
WMS on Pesmel Oy:n automatisoitu varastonhallintajärjestelmä. Järjestelmä pitää 
yllä tietokantaa käsiteltävistä materiaaleista ja optimoi varastoon tulevat ja sieltä 
lähtevät materiaalivirrat. Järjestelmä muokataan asiakaskohtaisesti asiakkaan ma-
teriaaleihin, varastoihin, tuotantolinjoihin ja rajapintoihin sopivaksi. 
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2 TCP/IP-PROTOKOLLAPINO 
2.1 Historia 
Internet on toteutettu TCP/IP-protokollapinon avulla. Protokollat kehitettiin alun pe-
rin osana Yhdysvaltain puolustusministeriön DARPA-osaston (Defence Advanced 
Research Projects Agency) tutkimushanketta 1970-luvulla korvaamaan ARPANET-
verkon Network Core Protocol -tekniikka, joka ei vastannut kasvavan verkon tar-
peita. (Anttila 2001, 13-15.) 
2.2 TCP/IP yleisesti 
TCP/IP koostuu useista eri protokollista, joista tärkeimmät ovat TCP-protokolla ja 
IP-protokolla. TCP/IP-pino on nelikerroksinen, ja se vastaa osittain OSI-kerrosmal-
lia. Sovelluskerros käsittää OSI-mallin sovellus-, esitystapa- ja yhteysjaksokerrok-
set. TCP-protokolla toteuttaa kuljetuskerroksen, ja IP-protokolla toteuttaa verkko-
kerroksen. Fyysinen kerros käsittää OSI-mallin kaksi alinta kerrosta. (Anttila 2001, 
33-36.) 
2.3 OSI-malli 
OSI-malli on kansainvälisen standardointiorganisaation ISO:n 1980-luvulla kehit-
tämä tiedonsiirtoprotokollien referenssimalli, jonka avulla voidaan mallintaa eri verk-
koteknologioita. Malli kehitettiin ratkaisemaan eri verkkotekniikoiden yhteensopi-
vuusongelmat sekä mahdollistamaan kaikkien maailman laitteiden yhdistämisen toi-
siinsa. (Anttila 2001, 33-36.) 
OSI-kerrosmalli koostuu seitsemästä itsenäisestä kerroksesta, joilla kaikilla on oma 
tehtävänsä. Taulukossa 1 on esitelty kerrokset ja niiden tehtävät.  
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Taulukko 1. OSI-kerrosmalli (mukaillen Anttila 2001, 35.) 
Kerroksen nimi Kerroksen tehtävä 
Sovelluskerros Rajapinta, joka tarjoaa verkkopalveluja 
sovelluksille 
Esitystapakerros Määrittelee, millaisessa muodossa vä-
litettävä data esitetään 
Yhteysjaksokerros Sovellusten toimintojen koordinointi 
laitteiden välillä 
Kuljetuskerros Vastaa ylemmiltä kerroksilta tulevan 
datan pilkkomisesta ja palasten välittä-
misestä vastaanottajalle 
Verkkokerros Pakkaa kuljetuskerrokselta saadun da-
tan ja välittää sen vastaanottajalle 
Siirtoyhteyskerros Rakentaa kehyksen, johon pakataan 
verkkokerrokselta saatu data 
Fyysinen kerros Määrittelee verkkotekniikan fyysisen 
toteutuksen, esim. kaapelit ja liittimet 
 
2.4 IP-protokolla 
IP-protokollan tehtävä on siirtää tietosähkeitä yhdistettyjen verkkojen välillä. Tämä 
tapahtuu kuljettamalla tietosähkeitä yhdestä internetmoduulista toiseen, kunnes 
määränpää on saavutettu. Internetmoduulit sijaitsevat isäntäkoneessa ja yhdyskäy-
tävät internetjärjestelmässä. (Postel 1981, 7.) 
Tietosähkeet reititetään yhdestä internetmoduulista toiseen internetosoitteen avulla. 
Kun viestejä reititetään internetmoduulista toiseen, tietosähkeet voivat joutua kulke-
maan verkon läpi, jonka paketin enimmäiskoko on pienempi kuin tietosähkeen koko. 
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Tämän ongelman ratkaisuun protokolla sisältää ominaisuuden sähkeiden paloitte-
lemiseen. Tietosähkeen otsikon rakenne on esitelty kuviossa 1. (Postel 1981, 7.) 
 
Kuvio 1. Tietosähkeen otsikon rakenne (mukaillen Postel 1981, 11.) 
IP-protokollan lähetysjärjestelmä on epäluotettava, koska vastaanottajaan ei muo-
dosteta yhteyttä. Tämän takia esimerkiksi monistettujen, kadonneiden tai väärässä 
järjestyksessä saapuvien tietosähkeiden virheenkorjaus ei onnistu. Nämä toiminnot 
voidaan kuitenkin toteuttaa muiden protokollien avulla. (Frystyk 1994.) 
2.5 TCP-protokolla 
TCP on yhteydellinen protokolla, eli lähetysjärjestelmä on luotettava. TCP muodos-
taa yhteyden kahden isäntäkoneen välille ennen kuin yhtään viestipakettia on lähe-
tetty. Koska yhteys on muodostettu ennen viestipakettien lähetystä, voidaan var-
mistaa viestipakettien pääsy perille ja uudelleen lähettää matkalla kadonneet vies-
tipaketit. TCP-protokollan ominaisuudet lisäävät viestijärjestelmän kuormitusta otsi-
kon koon ja suuremman käsittelyajan takia. (Reynders & Wright 2003, 123.) 
TCP-protokolla sisältää seuraavat toiminnot: 
– Suurien viestilohkojen paloittelu pienempiin segmentteihin 
– Datan uudelleenkokoaminen vastaanotetuista viestipaketeista 
– Saapuvan viestin kuittaus 
– Useiden yhteyksien muodostaminen etäkoneiden portteihin TCP-pistoke-
palveluilla 
– Viestipakettien varmistus ja virheenhallinta 
– Viestipakettien lähetyksen hallinta 
– Viestipakettien jaksottelu ja uudelleenjärjestely. (Reynders & Wright 2003, 
123.) 
0 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 21 22 23 24 25 26 27 28 29 30 31
Elinaika Protokolla Otsikon tarkistussumma
Lähdeosoite
Kohdeosoite
Optiot Täyte
Versio IHL Palvelun tyypi Kokonaispituus
Tunnistus Liput Osion sijainti
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2.5.1 Portti 
Siinä missä IP-osoite riittää viestin reitittämiseen tietylle koneelle internetissä, TCP-
protokollan täytyy tietää, mille prosessille (eli ohjelmalle) kyseisellä koneella viesti 
on tarkoitettu. Kohdeprosessi määritellään porttinumeroilla 1–65535. (Reynders & 
Wright 2003, 124.) 
2.5.2 Pistoke 
Jotta voidaan määritellä sekä sijainti ja ohjelma, jolle tietty paketti kuuluu lähettää 
IP-osoite (sijainti) ja porttinumero (prosessi) yhdistetään pistokkeen osoitteeksi. IP-
osoite sisältyy IP-otsikkoon ja porttinumero TCP-otsikkoon. Viestien kuljetus TCP-
protokollan avulla onnistuu vain, jos pistoke löytyy sekä viestin lähteestä ja koh-
teesta. TCP myös mahdollistaa useiden pistokkeiden luomisen samaan porttiin. 
(Reynders & Wright 2003, 124.) 
2.5.3 Sekvenssinumero 
TCP-protokollan ytimeen kuuluu, että jokainen tavu TCP-yhteyden yli lähetettävää 
dataa sisältää uniikin 32-bittisen sekvenssinumeron. Jokaisen segmentin ensimmäi-
sen tavun sekvenssinumero sisältyy viestin TCP-otsikkoon ja jokaiseen seuraavaan 
tavuun sekvenssinumeroa kasvatetaan, jotta vastaanottaja pystyy järjestelemään 
tavut. (Reynders & Wright 2003, 124.) 
2.5.4 Kuittausnumero 
TCP kuittaa vastaanotetun datan segmenteittäin, kuitenkin useita peräkkäisiä seg-
menttejä voidaan kuitata yhtä aikaa. Lähettäjälle palautunut kuittausnumero muo-
dostuu viimeisen tavun numerosta, johon lisätään +1. Tällöin kuittausnumero osoit-
taa seuraavaan odotettuun sekvenssinumeroon. Jos jokin segmentti sisältää vir-
heitä, kuittausnumero osoittaa virheellisen segmentin ensimmäiseen tavuun, jolloin 
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koko segmentti ja sitä seuraavat segmentit on lähetettävä uudelleen. (Reynders & 
Wright 2003, 125.) 
2.5.5 Liukuva ikkuna 
Segmentin perille pääsyn varmistamiseksi tarvitaan kuittausjärjestelmä. TCP-proto-
kollan kuittausjärjestelmässä vastaanottaja lähettää kuittausviestin onnistuneesti 
saapuneista segmenteistä. Lähettäjä käynnistää ajastimen ja odottaa vastaanotta-
jan kuittausviestiä tietyn ajan. Jos vastaanottaja ei vastaa tietyn ajan kuluttua, viestin 
kopio lähetetään vastaanottajalle. Kuittauksen toimintaperiaate näkyy kuviossa 2. 
(Reynders & Wright 2003 125.) 
 
Kuvio 2. Kuittauksen toimintaperiaate (mukaillen Reynders & Wright 2003, 126.) 
TCP käyttää positiiviseen kuittaukseen liukuvaa ikkunaa, koska yksittäisten kuit-
tausten odottaminen jokaiselta lähetetyltä paketilta kuluttaisi paljon aikaa. Ideana 
on lähettää niin monta pakettia (tavua) kuin ikkunaan mahtuu, ennen kuin lähettäjä 
saa kuittauksen ensimmäiseen viestiin. Sitä mukaa kun kuittaukset saapuvat, ik-
kuna liukuu eteenpäin ja seuraava paketti voidaan lähettää. (Reynders & Wright 
2003, 126.) 
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2.5.6 Yhteyden muodostaminen 
Kaksisuuntaisen TCP-yhteyden muodostaminen tapahtuu kolmiosaisena SYN -> 
ACK/SYN -> ACK -kättelynä. Tämä prosessi näkyy kuviossa 3. 
 
Kuvio 3. TCP-yhteyden muodostaminen (mukaillen Reynders & Wright 2003, 127.) 
Yhteyden muodostava kone (asiakas) asettaa generoidun sekvenssinumeron ky-
seiseen kenttään TCP-kehyksessä ja asettaa SYN-lipun arvoon 1. Jos sekvenssi-
numero oli esimerkiksi 132, lähetetään viesti SYN 132 vastaanottajalle. (Reynders 
& Wright 2003, 127.) 
Vastapuolen kone (palvelin) kuittaa yhteyden muodostuspyynnön kasvattamalla 
vastaanotettua sekvenssinumeroa yhdellä, asettamalla ACK-lipun arvoon 1 ja lä-
hettämällä sen takaisin kuittausnumerona. Tässä tapauksessa kuittausviesti olisi 
ACK 133. Samaan aikaan palvelin asettaa oman sekvenssinumeronsa kehykseen 
ja asettaa SYN-lipun arvoon 1. Asiakkaalle lähetettävä viesti olisi esimerkiksi SYN 
567. (Reynders & Wright 2003, 127.) 
17 
 
Yhteyden muodostava kone vastaanottaa viestin ja toteaa oman pyynnön kuitatuksi 
ja lähettää kuittauksen vastapuolen pyyntöön, tässä tapauksessa ACK 568. Näin 
kaksisuuntainen yhteys on muodostettu. (Reynders & Wright 2003, 127.) 
2.5.7 Yhteyden sulkeminen 
TCP-yhteyden sulkemiseen on eri tapoja. Yksi tapa on, että toinen osapuolista pyy-
tää yhteyden sulkemista asettamalla otsikon FIN-lipun arvoon 1. Vastapuoli kuittaa 
tämän, mutta sen ei tarvitse katkaista yhteyttä heti, vaan se voi tarvittaessa lähettää 
lisää dataa (puolikatkaisu). Kun vastapuoli on valmis sulkemaan yhteyden, se lähet-
tää sulkupyynnön, johon toinen osapuoli vastaa kuittausviestillä, ja yhteys on kat-
kaistu (täysikatkaisu). Toinen tapa on, että toinen osapuolista katkaisee yhteyden 
yksipuolisesti asettamalla otsikon RST-lipun arvoon 1. Vastapuoli lähettää kuittauk-
sen vaihtoehtoisesti ja katkaisee yhteyden. Esimerkit molemmista näkyy kuviossa 
4. (Reynders & Wright 2003, 128.) 
 
Kuvio 4. TCP-yhteyden katkaisu (mukaillen Reynders & Wright 2003, 128.) 
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2.5.8 TCP-kehys 
TCP-kehys koostuu otsikosta ja datasta. Kehyksen rakenne näkyy kuviossa 5 ja 
otsikon rakenne taulukossa 2. 
 
Kuvio 5. TCP-kehyksen rakenne (mukaillen Reynders & Wright 2003, 129.) 
 
Taulukko 2. TCP-otsikon rakenne (mukaillen Reynders & Wright 2003, 129-130.) 
Kentän nimi Bittien lu-
kumäärä 
Kentän kuvaus 
Lähdeportti 
(source port) 
16 Lähdeportin numero. 
Kohdeportti (des-
tination port) 
16 Kohdeportin numero. 
Sekvenssinumero 
(sequence num-
ber) 
32 Datan ensimmäisen tavun sekvenssinumero. 
Yhteyttä muodostettaessa käytetään alkupe-
räistä sekvenssinumeroa (ISN), jolloin seuraa-
van datan sekvenssinumero on ISN+1. 
Kuittausnumero 
(acknowledge-
ment number) 
32 Jos ACK-lippu on 1, tämä kenttä sisältää sek-
venssinumeron, jota tämän viestin lähettäjä 
odottaa seuraavaksi. Kun yhteys on muodos-
tettu, kehys sisältää aina tämän kentän. 
0 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 21 22 23 24 25 26 27 28 29 30 31
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Ikkuna
Data
Optiot ja täyte
Kuittausnumero
Datan pituus Varattu
KohdeporttiLähdeportti
Sekvenssinumero
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Datan pituus 
(data offset) 
4 Kehyksen 32 bittisten sanojen lukumäärä. 
Tämä luku kertoo, mistä kehyksen data alkaa. 
Varattu (reser-
ved) 
6 Varattu tulevaa käyttöä varten. Kentän bittien 
on oltava 0. 
Liput (control 
bits/flags) 
6 URG: Kiireellisen datan osoitin käytössä.  
ACK: Kuittausnumero käytössä.  
PSH: Datan välityksen pakotus käytössä.  
RST: Yhteyden katkaisu.  
SYN: Yhteyden muodostus.  
FIN: Yhteyden katkaisupyyntö. 
Tarkistussumma 
(checksum) 
16 Kenttä sisältää kehyksen ja pseudo-otsikon pe-
rusteella lasketun tarkistussumman. 
Ikkuna (window) 16 Kenttä kertoo vastaanottajalle, kuinka paljon 
dataa lähettäjä pystyy vastaanottamaan. 
Kiireellisen datan 
osoitin (urgent 
pointer) 
16 Kiireellinen data on asetettu kehyksen alkuun 
ja tämä osoitin kertoo, mikä on viimeinen tavu 
kiireellistä dataa. Tätä kenttää tulkitaan vain, 
jos URG-lippu on 1. 
Optiot ja täyte 
(options and pad-
ding) 
0-320 Optiot voivat viedä tilaa otsikon lopusta, ja yh-
den option pituus on 8 bittiä. Jos käytettyjen 
optioiden bittien lukumäärä ei ole jaollinen 
32:lla, lisätään perään 0-täytebittejä. 
 
20 
 
3 KÄYTETYT TYÖKALUT 
3.1 Siemens SIMATIC S7-1500 ohjelmoitava logiikka 
SIMATIC S7-1500 -sarjan ohjelmoitavat logiikat kuuluvat Siemensin teollisen auto-
maation tuotteisiin. Logiikan suorittimet skaalautuvat tehon, muistin ja määrän ra-
kenteen suhteen, ne tarjoavat tiedonsiirron OPC UA- ja PROFINET-protokollan  
avulla sekä perustoiminnot liikkeenhallinnalle. Logiikan ominaisuuksia voidaan 
myös laajentaa erilaisilla moduuleilla. Kuviossa 6 on esitelty S7-1500-sarjan logii-
koita. (Siemens 2020a.) 
 
Kuvio 6. Siemens SIMATIC S7-1500 -sarjan PLC (Siemens 2020a.) 
3.2 Siemens TIA Portal -suunnitteluohjelmisto 
TIA Portal -suunnitteluohjelmisto kokoaa yhteen ohjelmistoon Siemensin perinteiset 
automaatio-ohjelmistot (STEP 7, WinCC, SINAMICS Startdrive, SIMOCODE ES ja 
SIMOTION SCOUT TIA). STEP 7 -ohjelmiston projektinäkymä löytyy kuviosta 7. 
(Siemens 2020b.) 
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Kuvio 7. Siemens STEP 7 -ohjelmisto 
Logiikan ohjelmointiin käytetty STEP 7 -ohjelmisto tarjoaa tuen seuraaville IEC-oh-
jelmointikielille: 
– LAD (tikapuukaavio)  
– FBD (toimintalohkokaavio)  
– SCL (käskylista). (Siemens 2020b.) 
3.3 Siemens LOpenUserComm-kirjasto 
S7-1500-sarjan logiikoilla avoimen rajapinnan kommunikointi onnistuu käyttämällä 
TCON-, TSEND-, TRCV- ja TDISCON-funktioita. Funktioita käytettäessä on ohjel-
moijan kuitenkin kirjoitettava niille oikeat parametrit ja huolehdittava virheenkäsitte-
lystä. Siemensin sivuilta voi kuitenkin ladata LOpenUserComm-kirjaston, joka sisäl-
tää valmiit funktiolohkot. Kirjasto tukee TCP-, UDP- ja ISO-on-TCP-protokollia. Kir-
jaston tuetut kommunikointiprotokollat näkyvät kuviossa 8. (Siemens 2020c.) 
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Kuvio 8. Avoimen rajapinnan kommunikointi (Siemens 2020c.) 
Kirjaston kommunikoinnin funktiolohkot sisältävät seuraavat toiminnallisuudet: 
– Yhteyden hallinta 
– Datan lähetys toiselle laitteelle 
– Datan vastaanottaminen toiselta laitteelta. (Siemens 2020c.) 
Kirjastossa kommunikoinnin hallinta on toteutettu tilakoneena. Tilakoneen tilaa aje-
taan syklisesti, kunnes siirtymisehto täyttyy. Tämä toteutus selkeyttää ohjelman lo-
giikkaa ja helpottaa vianetsintää. Tilakoneen toimintaperiaate esitellään kuviossa 9 
ja tilat taulukossa 3. (Siemens 2020d.) 
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Kuvio 9. Kommunikoinnin hallinnan tilakone (Siemens 2020d.) 
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Taulukko 3. Tilakoneen tilat (mukaillen Siemens 2020d.) 
Tila Kuvaus Siirtymisehto 
STATE_IDLE 
(1) 
Yhteyksiä ei ole aktiivi-
sena. Tilamuuttujat on 
resetoitu. 
Jos yhdistä-parametri on 
aktivoitu, siirrytään seu-
raavaan tilaan. 
STATE_PARAM 
(2) 
Yhteyden parametrit lue-
taan ja aktivoidaan 
TCON-käsky. 
Siirrytään suoraan seu-
raavaan tilaan ilman eh-
toa. 
STATE_CONNECT 
(3) 
Yritetään muodostaa yh-
teys. 
Jos yhteys ei ole muo-
dostettu 180 sekunnissa, 
siirrytään tilaan 
STATE_ERROR. 
Jos yhteys on muodos-
tettu, siirrytään tilaan 
STATE_CONNECTED. 
STATE_DISCONNECT 
(4) 
Tila sulkee yhteyden, jos 
katkaise yhteys -para-
metri on aktivoitu tai yh-
teyden sulkemista pyyde-
tään uudelleenyhdistyk-
sen tai virheen seurauk-
sena. 
Jos yhteys katkaistaan il-
man virhettä, siirrytään ti-
laan STATE_IDLE. 
Jos yhteyden katkai-
sussa tapahtuu virhe, 
siirrytään tilaan 
STATE_ERROR. 
STATE_SEND  
(5) 
Aktivoi TSEND-käskyn 
parametrit.  
Ottaa TRCV-käskyn pois 
käytöstä.  
Odottaa, kunnes 
TSEND-käsky on valmis. 
Jos lähetys onnistuu, siir-
rytään tilaan 
STATE_CONNECTED. 
Jos lähetyksen aikana ta-
pahtuu virhe, siirrytään ti-
laan STATE_ERROR. 
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STATE_RECEIVE  
(6) 
Tila prosessoi saapuvan 
datan. Voidaan määri-
tellä määrämittaisille tai 
dynaamisille viesteille. 
Kun saapunut data on 
prosessoitu, siirrytään ti-
laan STATE_CONNEC-
TED. 
 
STATE_CONNECTED 
(7) 
Odottaa liipaisua lähetys-
tilalta datan lähettämi-
seen.  
Varmistaa, onko vasta-
puoli vastaanottanut 
viestin.  
Valvoo yhteyden tilaa. 
Jos datan vastaanottami-
sen aikana tapahtuu 
virhe, siirrytään tilaan 
STATE_ERROR. 
Jos yhteyden katkaisu-
pyyntö on aktiivinen, siir-
rytään tilaan 
STATE_DISCONNECT. 
Jos datan lähetyspyyntö 
on aktiivinen, siirrytään ti-
laan STATE_SEND. 
STATE_ERROR  
(8) 
Tila päättää autonomi-
sesti yritetäänkö virhe 
korjata siirtymällä muihin 
tiloihin. 
Toimittaa virheen tiedot 
lähtöparametreihin. 
Jos yhteys pitää muo-
dostaa uudelleen tai ta-
pahtuu virhe, jota ei pys-
tytä korjaamaan, siirry-
tään tilaan STATE_IDLE. 
Jos vastapuoli katkaisee 
yhteyden, siirrytään ti-
laan STATE_CONNEC-
TED. 
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3.4 Java-ohjelmointikieli 
Java on Sun Microsystemsin vuonna 1995 julkaisema yleiskäyttöinen ja alustariip-
pumaton oliopohjainen ohjelmointikieli ja alusta. Alusta koostuu Java-virtuaaliko-
neesta (JVM) ja Javan ohjelmointirajapinnasta (API). Kuviossa 10 näkyy klassisen 
”Hello World” -esimerkkiohjelman lähdekoodi Java-kielellä. (Greanier 2004, 3.) 
 
Kuvio 10. ”Hello World” -esimerkkiohjelman lähdekoodi Java-kielellä 
 
 
Kuvio 11. ”Hello World” -esimerkkiohjelman purettu tavukoodi 
Java-lähdekoodi välitetään kääntäjälle, joka generoi tavukoodin. Tavukoodia ei ole 
kohdistettu mihinkään tiettyyn alustaan. Sen sijaan JVM tulkitsee tavukoodin suori-
tuksen aikana ja suorittaa sen. Tämä tarkoittaa, että vain JVM itse on alustasta riip-
puvainen, jolloin Java-ohjelmien tavukoodi pysyy alustasta riippumattomana. 
(Greanier 2004, 5.) 
Kuviossa 11 näkyy ”javap -c”-komennolla esimerkkiohjelmasta purettu tavukoodi ja 
kuviossa 12 näkyy eri vaiheet lähdekoodista käyttöjärjestelmässä ajettavaksi ohjel-
maksi.   
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Kuvio 12. Prosessikaavio lähdekoodista ajettavaksi ohjelmaksi (mukaillen Gosling 
& McGilton 1995, 58.) 
3.5 IntelliJ IDEA -ohjelmointiympäristö 
IntelliJ IDEA on JetBrainsin kehittämä ohjelmointiympäristö (IDE) Java-kielisien oh-
jelmien kehittämiseen. Ohjelmointiympäristö analysoi lähdekoodin etsimällä yhteyk-
siä symbolien välillä kaikkien projektitiedostojen ja kielten välillä. Näiden tietojen 
avulla se mahdollistaa nopean navigoinnin, lähdekoodin virheanalyysin ja sen käte-
vän korjaamisen. (JetBrains [Viitattu 13.4.2020].) 
Ympäristö sisältää myös useita kehittäjätyökaluja, kuten tuen useimmille version-
hallintajärjestelmille, käännössovelluksille, testikehyksille, komentorivipäätteille ja 
sovelluspalvelimille. Ohjelmointiympäristön yleisnäkymä löytyy kuviosta 13. (Jet-
Brains [Viitattu 13.4.2020].) 
Java lähdekoodi (.java)
Kääntäjä (javac)
Tavukoodi (.class)
Tulkki (JVM)
Käyttöjärjestelmä (Windows, Linux, Mac)
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Kuvio 13. IntelliJ IDEA -ohjelmointiympäristö 
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4 TESTISOVELLUKSEN SUUNNITTELU 
4.1 Sovelluksen vaatimukset 
Testisovellukselle asetettiin seuraavat vaatimukset: 
– WMS-varastonhallintajärjestelmän täytyy kommunikoida useiden PLC-lo-
giikoihin yhdistettyjen laitteiden kanssa, esim. vaunujen ja kuljettimien. 
– WMS:n ja PLC:n välinen yhteys toteutetaan TCP-pistokkeilla. 
– Laitekommunikointi tapahtuu viesteillä, joilla on ennalta määritelty ra-
kenne.  
– Viestin vastaanottajan täytyy lähettää kuittaus viestin saapumisen vahvis-
tamiseksi. 
– Viestiä lähetetään uudelleen, kunnes saadaan kuittaus. 
– Kommunikoinnin tulee olla mahdollisimman nopea ja luotettava suurella 
määrällä liitettyjä laitteita. 
4.2 Sovelluksen kuvaus 
Testisovellus koostuu PC:llä ajettavasta WMS-ohjelmasta sekä PLC-ohjelmasta. 
WMS- ja PLC-ohjelmat sisältävät asiakas- ja palvelintoteutuksen viestien lähettämi-
seen sekä vastaanottamiseen. Sovelluksen kuvaus näkyy kuviossa 14. 
WMS-ohjelma lähettää sen tietokannasta löytyviä tehtäviä laitteille, jotka on kytketty 
PLC:hen. PLC-ohjelma lähettää sen viestipuskuriin kerättyjä viestejä WMS-järjes-
telmälle. Vastapuoli vastaa viestiin aina omalla kuittausviestillä.  Yhteen WMS-oh-
jelmaan voi olla kytketty monta PLC-ohjelmaa. 
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Kuvio 14. Testisovelluksen kuvaus 
4.3 Viestien rakenne 
Laitekommunikoinnissa käytetyillä viesteillä on oltava ennalta määritelty rakenne, 
jotta viestin lukeminen PLC:n tietorakenteen muuttujiin tai sen sarjallistaminen Java-
objekteiksi WMS-ohjelmassa onnistuisi. Oikeassa toteutuksessa näitä viestiraken-
teita olisi useita, mutta tässä testisovelluksessa käytetään vain kolmea. Viestien 
kentät esitellään taulukoissa 4, 5 ja 6. 
4.3.1 ModularDeviceTaskWmsToPlc-viesti 
ModularDeviceTaskWmsToPlc-viesti sisältää laitteelle annetun tehtävän paramet-
reineen. Viestin lähetyssuunta on WMS → PLC.  
Taulukko 4. Laitteelle lähetettävän tehtävän viestin kentät 
Kenttä Tyyppi Sijainti tavu-
taulukossa 
Tavujen lu-
kumäärä 
TCP-viestin pituus Kokonaisluku 0 4 
TCP-viestin tyyppi Kokonaisluku 4 4 
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Laitteen tunnus Merkkijono 8 30 
Viestin numero Kokonaisluku 38 4 
Tehtävän numero Kokonaisluku 42 4 
Operaatiotyyppi Kokonaisluku 46 4 
Kohde Kokonaisluku 50 4 
Käsiteltävien kappaleiden 
määrä 
Kokonaisluku 54 4 
Kappaleen leveys 1…10 Kokonaisluku 58–94 4 
Kappaleen korkeus 1…10 Kokonaisluku 98–134 4 
 
4.3.2 ModularDeviceTaskPlcToWms-viesti 
ModularDeviceTaskPlcToWms-viesti sisältää laitteelle annetun tehtävän tämänhet-
kisen tilan. Viestin lähetyssuunta on PLC → WMS. 
Taulukko 5. Laitteelta lähetettävän tehtävän tilan viestin kentät 
Kenttä Tyyppi Sijainti tavutau-
lukossa 
Tavujen luku-
määrä 
TCP-viestin pituus Kokonaisluku 0 4 
TCP-viestin tyyppi Kokonaisluku 4 4 
Laitteen tunnus Merkkijono 8 30 
Viestin numero Kokonaisluku 38 4 
Tehtävän numero Kokonaisluku 42 4 
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Viestin tyyppi Kokonaisluku 46 4 
Kohde Kokonaisluku 50 4 
Käsiteltävien kap-
paleiden määrä 
Kokonaisluku 54 4 
Virhekoodi Kokonaisluku 58 4 
 
4.3.3 AckMessage-viesti 
AckMessage-viestiä käytetään vastaanotetun viestin kuittaamiseen ja se sisältää 
laitteen tunnuksen ja kuitattavan viestin numeron. 
Taulukko 6. Kuittausviestin kentät 
Kenttä Tyyppi Sijainti tavutaulu-
kossa 
Tavujen luku-
määrä 
TCP-viestin pituus Kokonaisluku 0 4 
TCP-viestin tyyppi Kokonaisluku 4 4 
Laitteen tunnus Merkkijono 8 30 
Kuitattavan viestin 
numero 
Kokonaisluku 38 
 
4 
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5 TESTISOVELLUKSEN WMS-OHJELMA 
5.1 Yhteyden muodostaminen PLC-ohjelmaan 
WMS-ohjelman palvelin on toteutettu Javan ServerSocket-luokan oliolla, joka sisäl-
tää palvelinpistokkeen toiminnot. ServerSocket-luokan konstruktori ottaa paramet-
rina portin numeron, josta palvelin kuuntelee yhteyspyyntöjä. WMS-palvelinluokka 
toteuttaa Runnable-rajapinnan ja sen run-metodin, jota kutsumalla voidaan ajaa me-
todin sisältämää työtä omassa säikeessä. 
 
Kuvio 15. WmsServer-luokka 
Kuviossa 15 näkyy WMS-palvelinluokka, jonka run-metodin työkierto on seuraavan-
lainen:  
Ensiksi yritetään käynnistää palvelinpistoke kuuntelija parametrina saatuun porttiin. 
Jos tapahtuu virhe, se tulostetaan konsoliin ja yritetään uudelleen seuraavalla työ-
kierrolla.  
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Sen jälkeen siirrytään kuuntelusilmukkaan, joka odottaa saapuvaa yhteyspyyntöä. 
Kun yhteyspyyntö saapuu, palauttaa accept-metodi Socket-luokan olion, joka sisäl-
tää pistokeyhteyden asiakkaaseen.  
Seuraavaksi kutsutaan PlcConnection-luokan startServerHandler-metodia antaen 
sille parametreina Socket- ja PlcConnection-oliot. Metodi käynnistää asiakasyhtey-
delle käsittelijän omaan säikeeseen. Sitten siirrytään takaisin silmukan alkuun odot-
tamaan uutta yhteyspyyntöä. StartServerHandler-metodi näkyy kuviossa 16. 
 
Kuvio 16. PlcConnection-luokan startServerHandler-metodi 
WMS-ohjelman asiakassäikeen käynnistäminen tapahtuu kutsumalla PlcConnec-
tion-luokan startClients-metodia. Metodi kutsuu WmsClient-luokan konstruktoria ja 
antaa sille parametreina PLC:n IP-osoitteen, porttinumeron, viiveen yhteyden uu-
delleen muodostamiseen sekä PlcConnection-luokan olion. Tämä näkyy kuviossa 
17. 
 
Kuvio 17. PlcConnection-luokan startClients-metodi 
5.2 Viestin vastaanottaminen 
Viestin vastaanottaminen on toteutettu WMS-ohjelmassa Javan Socket-luokan oli-
olla. Socket-luokka sisältää getInputStream- ja getOutputStream-metodit, joiden 
avulla voidaan lähettää ja vastaanottaa dataa pistokeyhteyden yli. 
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Kuvio 18. WmsServerHandler-luokan konstruktori ja run-metodi 
Kuviosta 18 löytyy luokka, joka on palvelimen asiakasyhteyden käsittelijä. Kaikki 
työkierron vaiheet ovat try/catch-lohkon sisällä, joka ottaa kiinni ajon aikana tapah-
tuvat virheet ja tulostaa ne konsoliin.  
Ensiksi luodaan DataInputStream- ja DataOutputStream-oliot TCP-viestien vas-
taanottamista ja lähettämistä varten pistokkeen getInputStream- ja getOutput-
Stream-metodien avulla. Sen jälkeen tulostetaan konsoliin asiakkaan IP-osoite yh-
teyden testaamisen avuksi. 
Seuraavaksi siirrytään viestien vastaanotto- ja kuittaussilmukkaan. Tavuvirtana saa-
puvasta TCP-viestistä muodostetaan viestiä vastaava Java-olio kuviossa 19 näky-
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vällä readBytes-metodilla, joka saa parametrina pistokkeen vastaanotto-olion. Me-
todi kerää saapuvan tavuvirran tavutaulukkoihin, joista parsitaan viestin pituus, 
tyyppi ja data. Oikeassa sovelluksessa saapunut viesti lisättäisiin joko tietokantaan 
tai puskurijonoon käsittelyä varten.  
 
Kuvio 19. WmsServerHandler-luokan readBytes-metodi 
Kun viesti on luettu, lähetetään kuittausviesti kuviosta 20 löytyvällä ackMessage-
metodilla, joka saa parametreina pistokkeen lähetysolion ja kuitattavan viestin. Me-
todi poimii vastaanotetusta viestistä laitetunnuksen, viestinumeron sekä viestityypin 
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ja kutsuu niillä AckMessage-luokan konstruktoria, joka palauttaa kuittausviestiä mal-
lintavan olion. Olio muutetaan tavutaulukoksi sen toBytes-metodilla ja lähetetään 
asiakkaalle. Konsoliin tulostetaan lähetty kuittausviesti. 
 
Kuvio 20. WmsServerHandler-luokan ackMessage-metodi 
Kuvion 18 silmukan lopussa on testaamista varten tehty laskuri ja ajastin, joka teh-
tävä on tulostaa konsoliin, kuinka kauan 50 viestin vastaanottaminen asiakkaalta 
kestää. Tämän perusteella tehtiin arvio TCP-toteutuksen suorituskyvystä. Silmukan 
viimeisen rivin 50 ms viive ”Thread.sleep”-käskyllä lisättiin, koska ilman sitä viestien 
lukeminen ei toiminut oikein. 
5.3 Viestin lähettäminen 
Viestin lähettämiseen käytetään pistokkeen samoja metodeja kuin niiden vastaan-
ottamiseen. Tämän toiminnon WmsClient-luokka ja sen run-metodin lähdekoodi on 
kuviossa 21.  
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Kuvio 21. WmsClient-luokka ja run-metodi 
Run-metodin yhteyden muodostaminen PLC:n palvelinohjelmaan tapahtuu silmu-
kan sisällä, eli jos yhteyden muodostaminen ei onnistu, ohjelma tulostaa konsoliin 
virheilmoituksen ja yrittää uudelleen sille määritellyn ajan kuluttua. 
Kun yhteyden muodostaminen onnistuu, siirrytään silmukkaan, jossa joko lähete-
tään viesti, odotetaan kuittausta tai pidetään säie odottavassa tilassa. 
Tehtäväviestin lähettäminen PLC:hen kytketylle laitteelle tapahtuu kuviossa 22 ole-
valla sendTask-metodilla. 
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Kuvio 22. WmsClient-luokan sendTask-metodi 
SendTask-metodi tarkistaa, löytyykö lähetysjonosta viestejä. Jos ei löydy, palataan 
takaisin silmukkaan. Jos jonossa on viestejä, käydään lukemassa viestijono peek-
metodilla, joka palauttaa jonon ensimmäisen viestin, mutta ei poista sitä jonosta. 
Viesti muutetaan tavutaulukoksi toBytes-metodilla ja sen jälkeen se lähetetään 
PLC:n palvelimelle pistokkeen write-metodilla. Viestiä lähetetään uudelleen, kunnes 
kuittaus on saatu. 
PLC:ltä saapuva kuittausviesti luetaan WmsClient-luokan readBytes-metodilla, joka 
näkyy kuviossa 23. Metodin toiminta on samankaltainen kuin WmsServerHandler-
luokan readBytes-metodilla. Kun kuittausviesti on luettu, poistetaan lähetysjonon 
ensimmäinen viesti jonosta jonon take-metodilla. 
 
Kuvio 23. WmsClient-luokan readBytes-metodi 
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6 TESTISOVELLUKSEN PLC-OHJELMA 
6.1 Yhteyden muodostaminen WMS-ohjelmaan 
PLC:n asiakas- sekä palvelinohjelmat on toteutettu Siemensin LOpenUs-
erComm_Tcp-kirjaston avulla. Kirjaston funktiolohko tarvitsee yhteysparametrit sen 
tcpConnParam-tuloon. Asiakasohjelman funktiolohko näkyy kuviossa 24. Palvelin-
ohjelma on toteutettu samalla funktiolohkolla, paitsi parametrit ovat erilaiset. Asia-
kasohjelman parametrien asetukset ovat kuviossa 25 ja palvelimen kuviossa 26. 
 
Kuvio 24. PLC:n asiakasohjelman funktiolohko 
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Asiakasohjelma yrittää muodostaa yhteyden parametreissa määritettyyn palveli-
meen, kun sen enable-tulo on asetettu arvoon 1.  
Palvelinohjelma kuuntelee yhteyspyyntöjä parametreissa määritellystä portista, kun 
sen enable-tulo on asetettu arvoon 1. 
 
Kuvio 25. PLC:n asiakasohjelman parametrit 
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Kuvio 26. PLC:n palvelinohjelman parametrit 
 
Kuvioissa 24 esitelty funktiolohko sisältää seuraavat tulot ja lähdöt: 
– enable: Signaali yhteyden muodostamiseen ja datan vaihtoon. 
– sendRequest: Liipaisu lähetystehtävälle. 
– rcvLen: Vastaanotettavan data pituus. Ei ole käytössä, jos adhoc-tila on      
päällä. 
– sendLen: Lähetystehtävän tavujen lukumäärä. Jos adhoc-tila on päällä, 
tavujen lukumäärä pitää lähettää neljässä ensimmäisessä tavussa. 
– adhocMode: Jos tila on päällä, voidaan vastaanottaa eripituisia viestejä. 
– tcpConnParam: Yhteysparametrit. 
– InterfaceId: Rajapinnan laitetunnus. 
– ID: Yhteyden tunnistenumero. 
– ConnectionType: Yhteystyyppi, 11 = TCP. 
– ActiveEstablished: Yhteyden muodostustyyppi. 0 = palvelin, 1 = asia-
kas. 
– RemoteAddress: Vastapuolen IP-osoite. 
– RemotePort: Vastapuolen porttinumero. 
– LocalPort: Oma porttinumero. 
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– connectionEstablished: Yhteyden tila. 
– ndr: Vastaanotetaan uutta dataa. 
– done: Lähetystehtävä valmis. 
– busy: Funktiolohko käynnissä. 
– error: Virheen tila. 
– rcvdLen: Vastaanotetun datan tavujen lukumäärä. 
– statusID: Virheen tunniste. 
– status: Funktiolohkon tila. 
– sendData: Lähetettävän datan alue. 
– rcvData: Vastaanotettavan datan alue. (Siemens 2020d.) 
6.2 Viestin vastaanottaminen 
Palvelimen funktiolohko asettaa vastaanotetun viestin rcvData-alueelle tavutauluk-
komuodossa. Viestin tyypin perusteella se siirretään sopivaan tietorakenteeseen 
Deserialize-funktion avulla. Tämä esitellään kuviossa 27. Deserialize-funktio tarvit-
see kolme parametria. SRC_ARRAY on lähdetaulukko, josta data kopioidaan tavu 
kerrallaan POS-parametrin osoittamasta paikasta kohteeseen DEST_VARIABLE.  
 
Kuvio 27. Tavutaulukon muuttaminen tietorakenteeksi Deserialize-funktiolla 
Vastaanotetusta viestistä kerätään tarvittavat arvot tavutaulukkoon, joka lähetetään 
kuittausviestinä. Kuittausviestin tavutaulukko asetetaan palvelimen funktiolohkon 
sendData-alueelle, josta se lähetetään asiakkaalle, kun sendRequest-tuloa on lii-
paistu. 
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6.3 Viestin lähettäminen 
Viestit, joita halutaan lähettää PLC:ltä WMS-ohjelmalle kerätään viestipuskuriin ta-
vutaulukkomuodossa. Viestin muuttaminen tavutaulukoksi tapahtuu Serialize-funk-
tion avulla, joka toimii kuten Deserialize-funktio, paitsi tämä kopioi tietorakenteen 
tavu kerrallaan taulukkoon. Viestin muuttaminen tavutaulukoksi näkyy kuviossa 28. 
 
Kuvio 28. Tietorakenteen muuttaminen tavutaulukoksi Serialize-funktiolla 
Lähetettävä data kerätään viestipuskuriin, josta asiakasohjelman funktiolohko käy 
määritellyn ajan välein tarkistamassa, onko lähetettäviä viestejä. Jos puskurissa on 
viestejä, asetetaan puskurin ensimmäinen viesti tavutaulukkomuodossa funktioloh-
kon sendData-alueelle ja liipaistaan sendRequest-tuloa. Viestiä lähetetään uudel-
leen, kunnes kuittaus on saatu. Kuittauksen saapuessa puskurin ensimmäinen 
viesti todetaan kuitatuksi ja siirrytään seuraavaan. 
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7 TULOKSET 
Testisovelluksella ajettujen testien perusteella yhden viestin lähettäminen ja kuit-
tauksen vastaanottaminen kestää noin 100 ms, eli lähetysnopeus on noin 50 ms per 
viesti. Testisovelluksella lähetettiin vain pelkkiä testiviestejä simuloiden kymmentä 
laitetta, eli se ei vastaa täysin varastohallintaohjelmiston tuotantoajoa, jossa WMS- 
ja PLC-ohjelmat suorittavat paljon muitakin raskaita toimintoja, ja käskytettäviä lait-
teita voi olla useita kymmeniä tai jopa satoja. 
Jos kommunikointi toteutetaan tällä tavalla, ongelmaksi muodostuu se, että viestejä 
lähetetään vain yksi kerrallaan. Viestin lähetysnopeutta ei juurikaan pysty paranta-
maan, eli ainoaksi vaihtoehdoksi jää usean viestin kerääminen yhdeksi lähetettä-
väksi viestiksi. Tämä vaatisi suuria muutoksia viestien käsittelyyn, sekä se voisi hei-
kentää PLC-ohjelman suorituskykyä. 
Näiden havaintojen perusteella voidaan todeta, että TCP-pistokeyhteydellä toteu-
tettu kommunikointi ei tuo haluttua suorituskykyparannusta nykyiseen varastonhal-
lintajärjestelmän toteutukseen. TCP-pistokkeilla toteutettu yhteys voi kuitenkin sopia 
käyttötarkoitukseen, joka ei vaadi useita rinnakkain lähetettäviä viestejä.  
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8 YHTEENVETO JA POHDINTA 
Tämän opinnäytetyön tavoitteena oli tutkia, onnistuuko Pesmelin WMS-varaston-
hallintajärjestelmän laitekommunikoinnin toteutus TCP-pistokkeilla. Työssä raken-
nettiin testisovellus, jolla testattiin toteutuksen toimivuutta ja suorituskykyä. 
Työn testisovellus koostui kahdesta osasta: WMS- ja PLC-ohjelmasta. WMS-oh-
jelma oli Java-ohjelmointikielellä kirjoitettu palvelin- ja asiakasohjelma, joka lähetti 
ja vastaanotti tavuvirtaviestejä TCP-pistokeyhteyden yli. PLC-ohjelma oli vastaava 
ohjelma toteutettuna Siemens S7-1500 -sarjan PLC:lle laitteen omalla ohjelmointi-
kielellä. 
Haastetta työssä aiheutti oma vähäinen kokemus PLC-ohjelmoinnista. Työssä esi-
tellyt ohjelmat eivät ole loppuun asti hiottuja ja testattuja, vaan niiden toteutuksessa 
olisi vielä paljon parantamisen varaa.  
Jos tehtäisiin uusi, vastaavanlainen sovellus kannattaisi rakennetta yksinkertaistaa 
niin, että WMS-ohjelmassa olisi vain yksi palvelinohjelma ja jokaisella PLC:llä olisi 
vain yksi asiakasohjelma. Palvelin odottaisi yhteydenottoja ja käynnistäisi jokaiselle 
PLC:lle oman säikeen kommunikointia varten. 
Vaikka tässä työssä tämä toteutus todettiin sellaisenaan sopimattomaksi yleiseen 
laitekommunikointiin WMS-varastonhallintajärjestelmässä, sitä olisi kuitenkin tarkoi-
tus kokeilla tulevassa projektissa pelkkään hälytysviestikommunikointiin PLC:n ja 
WMS:n välillä. 
Koin itse oppineeni paljon PC:n ja PLC:n välisestä viestikommunikoinnista, kuten 
mitkä asiat onnistuvat helposti, ja missä erilaiset rajoitteet tekevät työn haastavaksi. 
Nämä opit tulevat varmasti pian tarpeeseen. 
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