

















35 sivua + 16 liitettä 
1.5.2018 
Tutkinto Insinööri (AMK) 
Tutkinto-ohjelma Tietotekniikka 
Ammatillinen pääaine Ohjelmistotekniikka 
Ohjaajat 
 
Yliopettaja Erja Nikunen 
 
Tämän insinöörityön tavoitteena oli tutkia Salesforce-pilvipalvelun Lightning-komponenttien 
uudelleenkäytettävyyttä. Uudelleenkäytettävyyden tutkimuksen yhteydessä tavoitteena oli 
käynnistää Fluido Oy:ssä uudelleenkäytettävyyden prosessi. Tarkoituksena oli, että kom-
ponentteja pystyisi asentamaan mihin tahansa Salesforce-ympäristöön helposti. 
 
Työssä kehitettiin useampi eri Lightning-komponentti, joilla oli erilainen käyttötarkoitus. 
Komponentit tehtiin täysin dynaamisiksi siten, etteivät ne ole riippuvaisia muista konfigu-
raatioista tai komponenteista. Kehityksen jälkeen komponentit paketoitiin Salesforcessa ja 
ne laitettiin Fluidossa yleiseen jakoon komponenttikirjastoon. 
 
Työn tavoitteet täyttyivät ja komponentteja käytettiin uudelleen useissa eri projekteissa. 
Komponentteja asennettiin eri Salesforce-ympäristöihin komponenttikirjaston kautta. Uu-
delleenkäytettävyyden ansiosta komponenttien kehitykseen menevää aikaa pystyttiin vä-
hentämään. 






Number of Pages 
Date 
Gabriel Takei 
Reusability of Lightning Components 
35 pages + 16 appendices  
1 May 2018 
Degree Bachelor of Engineering 
Degree Programme Information Technology 
Professional Major Software Engineering 
Instructors 
 
Erja Nikunen, Principal Lecturer 
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Due to the reusability of the Lightning components, time used for development was saved. 
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Lyhenteet 
CRM Customer Relationship Management – Asiakkuudenhallinta. Tällä usein vii-
tataan tietojärjestelmiin, joilla hallinnoidaan asiakastietoja ja erilaisia asioita 
asiakkaisiin liittyen kuten tilauksia. 
DML Data manipulation language. Salesforce.com:in käyttämä datamanipulaa-
tiokieli, jolla voidaan Apex-koodissa lisätä, päivittää tai poistaa tietueita tie-
tokannasta. 
MVC Model-View-Controller. Termi jota käytetään ohjelmoinnissa. Se kuvaa so-
velluksen arkkitehtuuria, jossa Model vastaa tietomallia, View-käyttöliitty-
mää ja Controller-kontrolleria, joka toimii mallin ja käyttöliittymän välillä. 
SLDS Salesforce Lightning Design System. Viitekehys, jonka avulla voi tehdä 
CSS-tyyliin pohjautuvista järjestelmistä Salesforce Lightning -tyylin mukai-
sia. 
SOQL Salesforce Object Query Language. Salesforce.com:in tietokantakysely-
kieli, joka palauttaa listan tietueita. 
SOSL Salesforce Object Search Language. Salesforce.com:in tietokantaetsintä-
kieli, joka palauttaa listan objektien tietuelistoista. 
SVG Skaalautuva vektorigrafiikka (Scalable Vector Graphic) on moderni grafiik-





Sovelluksien kehityksessä puhutaan usein uudelleenkäytettävyydestä. Uudelleenkäytet-
tävyydellä pyritään yleensä säästämään aikaa, rahaa tai resursseja. Terminä uudelleen-
käytettävyys on hyvin laaja käsite, ja se voi tarkoittaa eri ihmisille eri asioita. Tuote- ja 
sovelluskehityksessä uudelleenkäytettävyys olisi aina hyvä määritellä. Tärkeätä on tie-
tää, mikä on uudelleenkäytettävää ja miten sitä käytetään uudelleen. Uudelleenkäytettä-
vyyden tueksi ja edistämiseksi sille olisi näin ollen hyvä perustaa oma prosessi. 
Salesforce on yksi maailman johtavimmista pilvipalvelutuottajista. Jokaisella Salesforcen 
asiakkaalla on oma ympäristö. Asiakkaat voivat tehdä erilaisia asetuksia ja muutoksia 
omaan ympäristöön. Ympäristöön on myös mahdollista kehittää omia sivuja ja applikaa-
tioita. Salesforce on kehittänyt viitekehyksen nimeltä Lightning. Se pyrkii vastaamaan 
moderneja viitekehyksiä kuten Angularia tai Reactia. Lightning-viitekehyksessä asiak-
kaat voivat luoda omia sovelluksen osia, joita kutsutaan komponenteiksi. Komponen-
teista voidaan kasata isompia sovelluksia. Lightning-komponenttien yksi päätarkoitus on, 
että ne ovat uudelleenkäytettäviä.  
Tämän insinöörityön tavoitteena oli kehittää Lightning-komponenttien uudelleenkäytettä-
vyyttä. Kehitykseen valittiin useampi erilainen komponentti, joiden käyttötarkoitus ja koh-
deryhmä ovat toisistaan poikkeavia. 
Tämä insinöörityö on toiminut perustana Fluidon uudelleenkäytettävyyden prosessille. 
Työn tuloksena ja tekijän aktiivisuudesta Fluidoon perustettiin uudelleenkäytettävyyden 
kirjasto. Kirjastoon voi jokainen kehittäjä tallentaa lähdekoodit ja asennuslinkit teke-
miinsä komponentteihin. Näin valmiita tai muokattavissa olevia komponentteja voidaan 




Lombard Hill Group määrittelee, että sovelluksen uudelleenkäytettävyys on sitä, kun käy-
tetään olemassa olevia resursseja. Resursseja voivat olla muun muassa tuotteet ja si-
vutuotteet, jotka sisältävät sovellusosia, testejä, suunnitelmia ja dokumentaatioita. Uu-
delleenkäytettävyys on tehokkainta silloin, kun se on systemaattista. Uudelleenkäyttö on 
systemaattista silloin, kun uudelleenkäytettävyyden prosessi on hyvin suunniteltu ja elin-
kaari määritelty ja sitä tuetaan, resursoidaan ja sen käyttöä kannustetaan. (Lombard Hill 
Group 2017.) 
Douglas C. Schmidt määrittelee systemaattisen uudelleenkäytettävyyden lisäksi oppor-
tunistisen uudelleenkäytettävyyden. Opportunistisella uudelleenkäytettävyydellä tarkoi-
tetaan muun muassa sitä, kun kehittäjä kopioi olemassa olevasta koodista osia uuteen 
koodiin. Opportunistinen uudelleenkäytettävyys toimii rajoitetusti yksittäiselle kehittäjälle 
tai pienelle ryhmälle, mutta se ei ole tarpeeksi toimiva tapa isoille organisaatioille tai 
useille ryhmille. (Douglas C. Schmidt 2017.) 
Uudelleenkäytettävyyttä voidaan tehdä eri tavoilla. Koostuvalla tavalla uusia sovelluksia 
luodaan käyttämällä uudelleen olemassa olevia resursseja. Kun taas tuottavalla tavalla 
uusia sovelluksia luodaan korkean tason määritelmistä hyödyntämällä sovelluskehitti-
miä. (Lombard Hill Group 2017.) 
Hyödyntäminen on sitä, kun käytetään olemassa olevia resursseja ja niitä muokataan 
uusien tarpeiden mukaan. Mikäli hyödyntäminen on hallittu hyvin, se voi olla edullisem-
paa kuin sovelluksen tekeminen tyhjältä pöydältä säästäen aikaa ja vaivaa. Hyödyntä-
minen voi myös johtaa huonompaan sovelluksen laatuun riippuen tarvittavista muutok-
sista, joita voi olla vaikeata istuttaa jo olemassa olevaan uudelleenkäytettävään sovel-
lukseen. Pahimmassa tapauksessa sovelluksesta tulee monta eri versiota, jotka lisäävät 
ylläpitoa. (Lombard Hill Group 2017.) 
2.1 Hyödyt ja edut 
Yrityksillä on nykyisin enemmän paineita saada tuotteet nopeammin markkinoille sa-
malla vähentäen sovellusten kehitykseen meneviä kustannuksia ja aikaa ja parantaen 
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niiden laatua. Monien yritysten tuotteet perustuvatkin uudelleenkäytettävyyteen saavut-
taakseen strategiset tavoitteet. (Lombard Hill Group 2017.) 
Uudelleenkäytettävyys voi parantaa yrityksen tuottavuutta. Ensimmäisen investoinnin 
jälkeen sovellusten kehitykseen ja ylläpitoon käytetty aika vähenee. Uudelleenkäytettä-
vän resurssin käytettävyyden arviointi vie kuitenkin aikaa, mutta se on yleensä paljon 
vähemmän kuin kehitykseen menevä aika. (Journal of Theoretical and Applied Informa-
tion Technology 2018.) Hewlett-Packard on raportoinut, että heidän tuottavuutensa on 
kasvanut kuuden ja 40 prosentin välillä, kun projekteja on uudelleenkäytetty. Myös tuot-
teiden saaminen markkinoille nopeutuu. (Lombard Hill Group 2017.) 
Uudelleenkäytettävyyden avulla projekteja voidaan aikatauluttaa tarkemmin. Mikäli uu-
delleenkäytettäviä resursseja on hyödynnetty aikaisemmissa projekteissa, projektipääl-
liköt voivat katsoa edellisten projektien dokumenteista uudelleenkäytettävän resurssin 
käyttöönottoon menneen ajan ja työmäärän. Uudelleenkäytettävien resurssien jatkuvan 
uudelleenkäytön avulla käyttöönottoon menevä aika standardoituu ja samalla työmäärä-
arviot tarkentuvat. (Journal of Theoretical and Applied Information Technology 2018.) 
Sovellusten laatu paranee uudelleenkäytön myötä. Uudelleenkäytetyt sovellukset sisäl-
tävät yleensä vähemmän virheitä kuin täysin uudelleen kirjoitetut koodit. Hewlett-Packar-
dilla huomattiin, että uudelleen käytetyissä koodeissa virheitä ilmeni kymmenen kertaan 
vähemmän kuin uudessa koodissa. Lisäksi HP:n laatu on parantunut 24 ja 76 prosentin 
välillä. (Lombard Hill Group 2017.) 
Jokainen peräkkäinen uudelleenkäyttö testaa uudelleenkäytettävän resurssin uudelleen 
ja näin ollen virheitä esiintyy harvemmin. Peräkkäiset uudelleenkäytöt lisäävät uudel-
leenkäytettävän resurssin luotettavuutta ja hyödyllisyyttä ja samalla pienentäen riskejä. 
(Journal of Theoretical and Applied Information Technology 2018.) 
Sovellusten, joissa uudelleen käytetään samoja komponentteja, voidaan olettaa toimivan 
ja käyttäytyvän yhdenmukaisesti. Esimerkiksi käyttöliittymän toiminallisuudet kaikissa 
sovelluksissa käyttäytyvät samantapaisesti. Näin esimerkiksi käyttäjät muistavat parem-
min, miten sovelluksen osat toimivat. (Lombard Hill Group 2017.) 
Uusien sovellusten prototyyppien testaus on nopeampaa, sekä käyttäjävaatimukset voi-
vat tulla helpommin esille, kun sovelluksen komponentit ovat valmiiksi saatavilla. Tämä 
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testaus tuo myös sovelluksessa olevat ongelmat sen kehityksen elinkaaren aikana no-
peammin esille. Näin ongelmiin voidaan vaikuttaa varhaisemmassa vaiheessa välttäen 
suuret korjauskulut. (Lombard Hill Group 2017.) 
Jos jokin sovellus sisältää jo tarvittavat toiminallisuudet, niin sitä uudelleenkäyttämällä 
riskit pienenevät. Tämä yleensä vaatii sen, että sovelluksella on jo valmis rajapinta in-
tegraatioita varten. Uudelleenkäytön ansiosta aikaa jää myös enemmän uudelleen-
käytettävän osan parantamiseen. (Lombard Hill Group 2017.) 
2.2 Uudelleenkäytettävyyden haitat 
Uudelleenkäyttö ei ole kaikkialla tuonut mitään suuria parannuksia laadussa tai tuotta-
vuudessa. Monissa hienostuneissa viitekehyksissä on osoitettu, että uudelleenkäytettä-
vyys on hyödyllistä. Näissä tapauksissa kyseessä on kuitenkin yleensä pieni aihealue, 
kuten jokin koodikirjasto tai graafiset käyttöliittymät. Teoriassa yritykset tunnistavat uu-
delleenkäytettävyyden tuomat hyödyt ja sen käytön palkitsemisen. Käytännössä sen to-
teuttaminen on kuitenkin erittäin haastavaa monista eri tekijöistä johtuen. Usein yrityk-
sillä, joilla on paljon vanhoja järjestelmiä ja niiden kehittäjiä, on haasteita uudelleen-
käytettävyyden hyödyntämisessä. Suurimmat syyt eivät yleensä ole teknisiä, kuten or-
ganisaatiosta, taloudellisista tai hallinnollisista johtuvat esteet. (Journal of Theoretical 
and Applied Information Technology 2018.) 
Kehitys, käyttöönotto ja uudelleenkäytettävyyden tukeminen vaativat syvää ymmärrystä 
kehittäjien tarpeista ja liiketoiminnan vaatimuksista. Organisaatiosta johtuvat esteet tule-
vat esille, kun kehittäjien ja uudelleenkäytettävien resurssien hyödyntävien projektien 
määrä kasvaa. Näissä tapauksissa on vaikeaa muodostaa organisaatio, joka tukisi te-
hokkaasti uudelleenkäytettävyyttä antamalla palautetta sen hyödyntämisestä. (Journal 
of Theoretical and Applied Information Technology 2018.) 
Uudelleenkäytettävyyden hyödyntäminen tehokkaasti vaatii usein taloudellista investoin-
tia. Alussa investointi on yleensä suuri, koska uudelleenkäytettävyys täytyy määritellä ja 
mahdollisesti pitää palkata lisää työntekijöitä. Yksi rajoittava tekijä saattaa olla myös se, 
jos uudelleenkäytettävyyttä tukeva organisaatio on omana kustannuspaikkanaan. Tällöin 
veloituksien ja takaisinmaksujen perustaminen saattaa olla vaikeaa. (Journal of Theore-
tical and Applied Information Technology 2018.) 
5 
  
Hallinnollisista esteistä johtuen suurien organisaatioiden useiden liiketoimintayksiköiden 
välillä on vaikeaa luetteloida, arkistoida ja hakea uudelleenkäytettäviä resursseja. Vaikka 
on yleistä, että kehittäjät kaivaa muista sovelluksista uudelleenkäytettäviä koodia, niin 
kehittäjien on kuitenkin vaikeaa löytää sopivia uudelleenkäytettäviä resursseja heidän 
työskentely-ympäristön ulkopuolelta. (Journal of Theoretical and Applied Information 
Technology 2018.) 
Usein on myös mahdollista, että uudelleenkäytettävyydestä ei ole hyötyä, mikäli kehittä-
jällä ei ole tarpeeksi teknisiä taitoa hyödyntää tai luoda uudelleenkäytettäviä resursseja. 
Usein kehittäjillä ei ole kykyä tai kokemusta oman aihealueen perussuunnittelumalleista, 
jonka takia heidän on vaikea luoda tai käyttää uudelleenkäytettäviä resursseja tehok-
kaasti. (Journal of Theoretical and Applied Information Technology 2018.) 
2.3 Uudelleenkäytön prosessi 
Uudelleenkäyttö ei ole ainoastaan sitä, että luodaan varasto, johon sovelluksia tallenne-
taan ja josta niitä hyödynnetään. Uudelleenkäyttö on toteutettu parhaiten silloin, kun sitä 
tukee prosessi. Uudelleenkäytön prosessi voi yksinkertaisimmillaan olla sellainen, joka 
sisältään vain neljä aktiviteettia. Nämä aktiviteetit ovat uudelleenkäytön infrastruktuurin 
hallinnointi sekä uudelleenkäytettävien resurssien luominen, välitys ja käyttö (kuva 1). 




Kuva 1. Uudelleenkäytön prosessin aktiviteetit (Lombard Hill Group 2017) 
Infrastruktuurin hallinnoinnin tarkoituksena on asettaa uudelleenkäytön säännöt ja tavoit-
teet, jotka tukevat uudelleenkäyttöä. Infrastruktuurin hallinnointi on koko prosessin kes-
keisin aktiviteetti. Siinä asetetaan standardit, joiden mukaan hyväksytään uudelleen-
käytettävien resurssien lisäys, muokkaus ja poisto kirjastosta. Hallinnoinnissa resursoi-
daan ja aikataulutetaan uudelleenkäyttöön menevien komponenttien käyttöönotto ja sa-
malla komponenttien tavoitteet asetetaan vastaamaan liiketoiminnan tavoitteita. Hallin-
nointi myös asettaa uudelleenkäytön kannustimet ja uudelleenkäytön taloudelliset mallit. 
(Lombard Hill Group 2017.) 
Uudelleenkäytettävien resurssien luomisessa kehitetään, luodaan ja uudelleen suunni-
tellaan resursseja tavoitteiden mukaisesti. Tähän aktiviteettiin kuuluu myös prosessi, 
jolla tunnistetaan ja analysoidaan eri järjestelmien samanlaisuuksia ja eroavaisuuksia. 
Näiden tulosten perusteella aktiviteetissa voidaan luoda erilaisia komponentteja uudel-
leenkäyttöä varten. (Lombard Hill Group 2017.) 
Välitysaktiviteetilla autetaan uudelleenkäyttöä sertifioimalla, säätämällä, ylläpitämällä, 
tukemalla, mainostamalla ja välittämällä uudelleenkäytettäviä resursseja. Tämä aktivi-
teetti sisältää myös luokittelun ja haun resursseihin uudelleenkäyttökirjastossa. (Lom-
bard Hill Group 2017.) 
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Uudelleenkäytettävien resurssien käyttö tapahtuu silloin, kun järjestelmä muodostuu uu-
delleen käytettävistä resursseista. Käyttäjät hyödyntävät heille saatavilla olevia resurs-
seja kirjastosta ja integroivat niitä järjestelmiinsä samalla antaen palautetta olemassa 




3 Fluido Oy 
Fluido Oy on vuonna 2009 perustettu yritys, jonka koko liiketoiminta perustuu Sales-
force.com-järjestelmän ympärille. Keskeisin asia Fluidolle on kuitenkin aina asiakas, ku-
ten Salesforcelle. Fluido toteuttaa monia erilaisia Salesforce-projekteja asiakkailleen, ku-
ten käyttöönottoja, kustomointeja, migraatioita, integraatioita, koulutuksia jne. Fluido on 
kasvanut lyhyessä ajassa Pohjoismaiden johtavimmaksi Salesforce-partneriksi, ja se 
työllistää reilu 200 henkeä yhteensä viidessä maassa. Fluidolla on myös Pohjoismaiden 
ainoat sertifioidut kouluttajat. 
Fluido tekee pääsääntöisesti asiakasprojekteja. Tämä tarkoittaa sitä, että lähes kaikki, 
mitä asiakkaille tehdään, on heille räätälöityjä ratkaisuja. Tämän työn aikana Fluidon lii-
ketoimintaan ei kuulunut tuotekehitystä. Räätälöityjen ratkaisujen uudelleen hyödyntä-
minen muihin projekteihin on usein hankalaa, koska ne on tehty aina asiakkaan vaati-
musten mukaisesti. Tästä johtuen Fluidolla ei myöskään ole ollut prosesseja uudelleen-
käytettävyydelle. 
Ilman uudelleenkäytön prosessia monia samantapaisia komponentteja tehdään usein 
uudelleen. Haasteena on se, kun kehittäjät eivät välttämättä tiedä, että sama kompo-
nentti on jo olemassa toisen tekemänä. Toisena haasteena on se, että monet komponen-
tit tehdään asiakkaiden ympäristöön, johon kaikilla kehittäjillä ei ole pääsyä. Asiakkaiden 
ympäristöjä on satoja, ja niiden kaikkien läpikäynti komponenttien etsimiseksi vie aikaa. 
Usein uuden projektin yhteydessä konsultit eivät välttämättä ole myöskään tietoisia siitä, 
että toiseen projektiin tehty komponentti voisi olla uudelleenkäytettävissä ilman tarvetta 
sille, että kehittäjät ohjelmoisivat komponentin uudelleen. 
Lightning-komponenttien tultua on kuitenkin mahdollista tehdä niinkin pieniä komponent-
teja, joita voidaan uudelleen käyttää lähes jokaisessa projektissa. Lightning-komponen-




Tässä työssä tehdyt sovelluskomponentit ovat nettiselainkäyttöön pohjautuva. Sovelluk-
set on tehty Salesforce.com-ympäristössä, ja ne koostuvat muun muassa HTML5-, 
CSS3- ja JavaScript-ohjelmointikielistä. 
4.1 HTML5 & CSS3 
Verkkosivut koostuvat yleensä sivuista, joiden taustalla on merkintäkieli. HTML eli hy-
pertekstin merkintäkieli (Hypertext Markup Language) on eräänlainen ohjelmointikieli, 
jonka avulla voidaan kehittää erilaisia verkkosivuja ja sovelluksia. Sivut koostuvat useista 
eri elementeistä, jotka toimivat sivujen rakennusosina. Elementit ovat merkintäkielessä 
kirjoitettu HTML-tunnisteilla. Tunnisteet pitävät sisällään sivulla olevaa sisältöä, esimer-
kiksi otsikko tai tekstikappale. Käyttäjä ei suoraan näe HTML-tunnisteita sivun piirtyessä 
selaimeen, vaan selain käyttää tunnisteita piirtääkseen sivun. (w3schools 2017.) 
HTML on kehittynyt vuosien aikana ja uusin versio on HTML5. Sen edut aikaisempiin 
versioihin on se, että sen kanssa voidaan käyttää moderneja SVG-grafiikkaelementtejä 
sekä erilaista multimediaa kuten videoita ja ääniä. (w3schools 2017.) 
CSS (Cascading Style Sheets) on ohjelmointikieli, joka määrittelee HTML-dokumentin 
tyylin. Se määrittelee miltä HTML-sivu tulisi näyttää. CSS voi määritellä muun muassa 
erilaisten elementtien värejä, kokoja, näkyvyyttä ja animaatioita. CSS:n uusin versio on 
nimeltään CSS3. (w3schools 2018.) 
4.2 JavaScript 
JavaScript esitettiin ensimmäistä kertaa vuonna 1995 tapana lisätä sovelluksia nettisi-
vuille Netscape Navigator -nettiselaimella. JavaScript on vuosien aikana kehittynyt, ja 
nykyään kaikki graafiset nettiselaimet tukevat sitä. Se mahdollistaa modernien nettisivu-
jen ja websovellusten luomisen, joiden käyttö on sulavaa eikä sivun tarvitse lataantua 
uudelleen jokaisesta toiminnasta. Sen avulla voidaan luoda monenlaisia interaktiivisia 
sivuja, ja se mahdollistaa erinomaisen käyttökokemuksen luomisen. (Haverbeke 2017.) 
10 
  
JavaScriptistä on useita versioita, joista uusin on ECMAScript 2018. Nimi tuli Ecma In-
ternational -organisaatiosta, joka teki standardoinnin. Pisimpään käytössä ollut versio oli 
ECMAScript 3, jota käytettiin laajalti vuosien 2000 – 2010 aikana. Uudemmat versiot ovat 
tulleet tämän jälkeen lähes vuosien välein, ja ne ovat sisältäneet paljon uusia ominai-
suuksia. (Haverbeke 2017.) 
4.3 Salesforce 
Salesforce on amerikkalainen ohjelmistoyritys, jonka Marc Benioff perusti kehittäjien 
Parker Harrisin, Dave Moellenhoffin ja Frank Dominguezin kanssa vuonna 1999. Yrityk-
sen tarkoituksen oli uudistaa tapaa, jolla yritykset hoitavat päivittäisiä tapahtumia asiak-
kaidensa kanssa. Salesforce kehitti pilvipalveluna asiakkuudenhallintajärjestelmän, joka 
on vuosien aikana kehittynyt valtavaksi sovellusalustaksi. Järjestelmän kehityksen yh-
teydessä Salesforce pyrkii aina hyödyntämään uusimpia teknologioita. Fokuksena on 
kuitenkin aina asiakas, ja siksi järjestelmää pyritään kehittämään siten, että yritykset pys-
tyvät paremmin lähestymään asiakkaitaan. (Salesforce.com 2017.) 
Sovellusalustana Salesforce muodostuu useasta eri sovelluksesta, joita ovat Sales 
Cloud, Service Cloud, Marketing Cloud, Analytics Cloud, Community Cloud, App Cloud 
ja IoT Cloud (kuva 2). Jokaisella sovelluksella on eri käyttötarkoitus sekä lisenssit, mutta 
niitä kuitenkin käytetään ja hallinnoidaan saman alustan kautta ja yhdessä ne muodos-
tavat koko Salesforcen pilvipalvelun. (Salesforce.com 2017.) 
 
Kuva 2. Salesforce-pilvialustan sovellukset 
Salesforcessa on vakiona tietomalli, jossa puhutaan objekteista (object) ja tietueista (re-
cord). Objektit ovat tietokantatauluja, joilla on useita kenttiä (field), ja tietueet ovat yhden 
objektin ilmentymiä. Vakiona Salesforcessa on yli 600 objektia ja jokaisella objektilla on 
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myös omat vakiokentät. Järjestelmävalvojat pystyvät luomaan Salesforceen myös omia 
objekteja ja kenttiä. Omia kenttiä voi lisätä myös vakio-objekteihin. Tietomallissa esimer-
kiksi asiakastiedoille hyödynnetään vakio-objektia nimeltä Account. Jokaisen asiakkaan 
tiedot tallennetaan kyseiseen objektiin tietueina. Vakiokenttinä asiakasobjektilla ovat 
mm. nimi, osoite ja yhteyshenkilö. (Salesforce.com 2017.) 
Järjestelmää käytetään nettiselaimella joko tietokoneella, tabletilla tai puhelimella. Si-
säänkirjautuneet käyttäjät näkevät Salesforcessa objektit välilehtinä (tab), joita klikkaa-
malla käyttäjä pääsee kyseisen välilehden sivulle (kuva 3). Välilehden sivun ei tarvitse 
välttämättä olla objektin sivu. Se voi olla myös täysin objektista riippumaton oma sivu. 
(Salesforce.com 2017.) 
 
Kuva 3. Salesforcen perusnäkymä 
Salesforcen käyttöliittymä ja sivut perustuvat Visualforce-sivuihin, jotka ovat verratta-
vissa HTML-sivuihin. Visualforce-sivut ovat MVC-mallin mukaisia ja niillä voi olla vakio-
kontrolleri tai täysin oma kontrolleri. Kontrollerit ovat oliomallin mukaisia Apex-ohjelmoin-
tikielellä toteutettuja luokkia. Visualforcen kontrollerit ovat tilallisia ja niiden käytönaikai-




Kuva 4. Visualforce-arkkitehtuuri (Salesforce.com 2017) 
Salesforce julkisti uuden käyttöliittymäteknologian vuonna 2014 (kuva 5). Uusi teknolo-
gia on nimeltään Lightning. Lightning-viitekehys on komponenttipohjainen ratkaisu, jossa 
Visualforce-sivujen sijasta on Lightning-sivuja. Lightning-sivuja pystyy muokkaamaan 
työkalulla nimeltä Lightning App Builder. Lightning-sivut koostuvat Lightning-komponen-
teista, joita kehittäjät voivat ohjelmoida ja järjestelmänvalvojat voivat uudelleen käyttää 
App Builderissa. Uuden käyttöliittymän tyyli on nimeltään Lightning Design System 
(SLDS), jota voi myös käyttää Visualforce-sivuilla. Nämä kaikki muodostavat yhdessä 





Kuva 5. Lightning-käyttöliittymä 
Visualforce sekä Lightning pystyvät hyödyntämään Apex-kielellä ohjelmoituja kontrolle-
reita kommunikoitaessa palvelimen kanssa. Visualforcella erillisen kontrollerin luominen 
ei ole tarpeen, mikäli Salesforcen omia vakiokontrollereita voidaan hyödyntää. Tämä on 
yleensä Visualforcessa tapauskohtainen riippuen sivun vaatimuksista. Lightning-kom-
ponentit vaativat erillisen Apex-kontrollerin, mikäli niiden tarvitsee saada tai muokata 
useamman kuin yhden tietueen dataa Salesforcesta. (Salesforce.com 2017.) 
4.3.1 Apex 
Apex on olio-ohjelmointikieli, jonka syntaksi näyttää Javalta. Se toimii kuin tietokannan 
toiminnot. Apex mahdollistaa ohjelmoijien lisätä business-logiikkaa moniin eri järjestel-
män tapahtumiin, esimerkiksi napin painalluksiin. Apexia voidaan myös kutsua Web-pal-
veluilla ja objektikohtaisista laukaisimista. Laukaisimet ovat Apex-koodia, jotka käynnis-
tyvät automaattisesti riippuen, miten ne on määritelty. Laukaisimet voivat laueta ennen 
tai jälkeen, kun tietuetta luodaan, päivitetään tai poistetaan. (Salesforce.com 2017.) 
Apex sisältää sisäänrakennettuja toimintoja ja sillä voidaan muun muassa tehdä seuraa-
vat toimenpiteet: 




 Tietokantakyselyt ja -haut SOQL (Salesforce Object Query Language) ja 
SOSL (Salesforce Object Search Language) auttavat palauttamaan listan 
tietueista. 
 Silmukoiden (loop) ja toistorakenteiden avulla voidaan prosessoida useita 
tietueita kerralla. 
 Lukitussyntaksin avulla voidaan estää tietueiden päivityskonfliktit silloin 
kun kaksi tai useampi käyttäjä yrittää muokata tietuetta samaan aikaan. 
 Voidaan tehdä API-kutsuja metodeista, jotka on tallennettu toisiin Apex-
luokkiin. 
 Voidaan tehdä varoituksia ja virheilmoituksia, kun käyttäjä yrittää muuttaa 
tai poistaa objektia tai kenttää, joihin viitataan Apex-koodissa. 
Näiden lisäksi Apexia on helppo käyttää, koska se perustuu samankaltaiseen syntaksiin 
kuin Java. Sen muuttujat ja ilmaisut, lohkot ja ehdolliset lausunnot, toistorakenteet, oliot 
ja taulut ovat lähes identtiset kuin Javassa. (Salesforce.com 2017.) 
Apex on dataan kohdistunut kieli. Se on suunniteltu suorittamaan useita tietokantakut-
suja ja DML-toimintoja yhdellä kerralla. Se on voimakkaasti kirjoitettu kieli, joka käyttää 
suoria viittauksia objekteihin ja kenttiin. Apex epäonnistuu koodin koonnissa, mikäli yk-
sikin viittaus on virheellinen. Apex on täysin tulkittu, suoritettu ja kontrolloitu Sales-
force.com-pilvialustassa. Apexin suoritin on suunniteltu siten, että se suojelee alustaa 
muun muassa muistivuodoilta kuten ikuisilta silmukoilta. Jokaisella palvelimella saattaa 
olla useamman eri asiakkaan ympäristöjä. Joten on erittäin tärkeätä, ettei toisen asiak-
kaan virheellinen Apex-koodi aiheuta muistivuotoja, jotka saattaisivat vaikuttaa palveli-
men suorituskykyyn hidastaen muiden ympäristöjä. (Salesforce.com 2017.) 
Jokaista Apex-luokkaa varten tulisi olla sitä vastaava testiluokka, joka pitää sisällään yk-
sikkötestit. Salesforcen tuotantoympäristöön ei voi siirtää Apex-koodia kehitysympäris-
töistä ellei niitä varten ole tehty yksikkötestejä. Yksikkötestien tulee kattaa vähintään 75 
% Apex-koodista, mikäli se halutaan viedä tuotantoympäristöön. (Salesforce.com 2017.) 
4.3.2 Lightning-komponentit 
Komponentit ovat itsenäisiä kokonaisuuksia, jotka edustavat uudelleenkäytettäviä käyt-
töliittymän osia. Ne voivat olla pieniä sisältäen esimerkiksi ainoastaan yhden painikkeen, 
tai ne voivat olla isoja kokonaisia sovelluksia. Lightning-viitekehys sisältää valmiiksi luo-
tuja vakiokomponentteja, joita järjestelmänvalvojat voivat suoraan käyttää luodessaan 
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omia Lightning-sivuja. Kehittäjät voivat ohjelmoida myös omia komponentteja, joita voi-
daan käyttää Lightning-sivuilla ja myös muissa komponenteissa. (Salesforce.com 2017.) 
Lightning-komponentit pohjautuvat avoimen lähdekoodin Aura-viitekehykseen, joka on 
tarkoitettu dynaamisten sovellusten luontiin laitteesta riippumatta. Lightning-komponentit 
piirtyvät nettiselaimeen HTML DOM -elementteinä, ja ne tukevat muun muassa HTML5-
, CSS3- sekä JavaScript-kieliä. Lightning-komponentit ovat moderneja käyttäjäpohjaisia 
ratkaisuja, ja niiden istunnon aikainen yhteys palvelimeen on tilaton ja käyttäjän puoli 
tilallinen. Näin logiikkaa ja laskentaa on siirretty palvelimelta käyttäjän puolelle. (Sales-
force.com 2017.) 
Lightning-komponentit ovat tapahtumaohjattuja, ja ne pystyvät kommunikoimaan tois-
tensa kanssa tapahtumien avulla. Komponentteihin pystyy määrittelemään, mikä käyttö-
liittymässä tapahtuva vuorovaikutus laukaisee tapahtuman. Vastaavasti komponenttiin 
pystyy määrittelemään, mitä tapahtumaa se käsittelee ja mitä tapahtuu, kun tapahtuma 
vastaanotetaan. Lightning-viitekehyksessä voi tehdä kahdenlaisia tapahtumia: kompo-
nentti -ja applikaatiotapahtumia. Komponenttitapahtumia pystyvät käsittelemään ainoas-
taan komponentit, jotka laukaisivat tapahtuman tai komponentit, joiden sisäiset kom-
ponentit laukaisivat tapahtuman. Applikaatiotapahtumia pystyvät käsittelemään kaikki 
samalla sivulla olevat komponentit. Tapahtumat pystyvät myös kuljettamaan erilaisia ar-
voja sen laukaisijalta sen kuuntelijalle. Esimerkiksi jos käyttäjä valitsee valintalistalta ar-
von, ja siitä laukaistaan tapahtuma. Käyttäjän valitsema arvo voidaan kuljettaa tapahtu-
malla sen kuuntelijalle. (Salesforce.com 2017.) 
4.3.3 Lightning-komponenttien käyttö 
Lightning-komponentteja voidaan käyttää Salesforcessa muun muassa Lightning-si-
vuilla, Community-sivuilla, Visualforce-sivuilla sekä ulkoisilla verkkosivuilla. Näiden li-
säksi komponentteja voidaan käyttää toisten komponenttien koodissa. Tällöin puhutaan 
sisäkkäisistä komponenteista. (Salesforce.com 2017.) 
Lightning-sivuja tehdessä ja muokatessa järjestelmänvalvojat voivat käyttää Lightning 
App Builderiä. App Builder on graafinen käyttöliittymä, jossa komponentteja voidaan raa-
hata haluamiin paikkoihin (kuva 6). Tämän lisäksi joillakin komponenteilla voi olla erilai-
sia arvoja, joita järjestelmänvalvojat voivat syöttää ja niillä vaikuttaa esimerkiksi kom-




Kuva 6. Näkymä Lightning App Builderistä, jossa komponentteja voidaan raahata sivulle. 
Salesforce Community on yhteisösivusto, jonka järjestelmänvalvojat voivat luoda orga-
nisaationsa ympäristöön. Community-sivustot on tarkoitettu organisaation ulkopuolisille 
käyttäjille, kuten asiakkaille tai partnereille. Kuten Lightning-sivuilla, myös Communityllä 
on oma graafinen työkalu sivujen luomista varten. Työkalun nimi on Community Builder, 
joka on lähes identtinen Lightning App Builderin kanssa komponenttien osalta. (Sales-
force.com 2017.) 
Mikäli Lightning-komponentteja halutaan käyttää Visualforce-sivuilla tai ulkoisilla verkko-
sivuilla, niin sitä varten Salesforce on kehittänyt tekniikan nimeltä LightningOut. Käytän-
nössä tarvittavaa komponenttia varten täytyy luoda erillinen Lightning-applikaatio, jonka 
kautta avataan rajapinta komponentille. Visualforce-sivulle tai ulkoiselle verkkosivulle 
upotetaan JavaScript-koodi, jossa kutsutaan tätä kyseistä applikaatiota LightningOut-kir-
jaston avulla. Näin Lightning-komponentin saa vaikka yrityksen omille kotisivuille. (Sa-
lesforce.com 2017.) 
Lightning-komponentteja voi myös myydä ja jakaa muille Salesforcen asiakkaille Sales-
forcesta löytyvästä palvelusta nimeltä AppExchange. Viedäkseen komponentin AppEx-
changeen, tulee komponentin läpäistä Salesforcen turvatarkastukset. Yleensä tämä ei 
ole nopea tai helppo prosessi. (Salesforce.com 2017.) 
4.3.4 Lightning-komponentin kokoelma 
Yksittäinen Lightning-komponentti on kokoelma resursseja, jotka yhdessä muodostavat 
komponentin (taulukko 1). 
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Taulukko 1. Lightning-komponenttikokoelman resurssit ja tiedostonimet 
Resurssi  Resurssinnimi Käyttö 
Komponentti tai applikaatio esimerkki.cmp tai 
esimerkki.app 
Kokoelman ainoa vaadittu resurssi, 
joka sisältää komponentin merkin-
täkielen. Kokoelmassa voi olla vain 
yksi komponentti tai applikaatio re-
surssi. 
CSS-tyyli esimerkki.css Sisältää komponentin tyylin. 
Kontrolleri esimerkkiController.js Sisältää käyttäjä puolen kontrolle-
rin metodit ja tapahtumien käsitte-
lyn. 
Design esimerkki.design Tarvittava tiedosto, jos komponent-
tia käytetään App Builderilla, Light-
ning-sivuilla tai Community Builde-
rilla. 
Dokumentaatio esimerkki.auradoc Sisältää kuvauksen, esimerkkikoo-
dia ja viittauksia esimerkkikom-
ponentteihin. 
Piirtäjä (Renderer) esimerkkiRenderer.js Käytetään kun halutaan käyttää 
muuta kuin komponentin vakiopiir-
täjää. 
Avustaja (Helper) esimerkkiHelper.js Sisältää JavaScript-funktioita joita 
kaikki komponentissa oleva Ja-
vaScript -koodit voivat kutsua. 
SVG-tiedosto esimerkki.svg Oma svg-ikoni komponenteille, 
joita käytetään App Builderissa tai 
Community Builderilla. 
Komponentin ainoa vaadittu resurssi on komponentti- tai applikaatioresurssi. Kyseinen 
resurssi on tiedosto, joka sisältää komponentin merkintäkielen. Merkintäkielessä maini-
taan kaikki komponentin muuttujat ja tapahtumat, joita se käsittelee tai laukaisee. Nämä 
on yleensä mainittu merkintäkielessä ennen varsinaisia käyttöliittymän osia. Käyttöliitty-
män elementit voi merkintäkielessä kirjoittaa usealla eri tavalla. Kielinä voi käyttää pe-
ruskomponentteja, HTML5-kieltä tai muita Lightning-komponentteja. (Salesforce.com 
2017.) 
Lightning-komponentin käyttäjän puolen logiikka kirjoitetaan komponentin kontrolleriin ja 
avustajaan. Kontrolleri ja avustaja ovat JavaScript-tiedostoja, ja ne sisältävät funktioita. 
Kontrolleriin kirjoitetaan funktiot, joita käyttöliittymä kutsuu suoraan, ja avustajaan kirjoi-
tetaan muita funktioita, joita kontrolleri kutsuu. Kontrollerissa käsitellään tapahtumat, 
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joita komponentin on määritelty kuuntelemaan. Kontrollerissa määritellään myös, mitä 
komponentti tekee, ennen kuin se piirtyy selaimeen. (Salesforce.com 2017.) 
Jokaiselle Lightning-komponentille voi myös määritellä Apex-kontrollerin. Apex-kontrol-
leri on tarpeen, mikäli Lightning-komponentin tarvitsee saada tai viedä dataa tietokan-
taan. Apex-metodeja pystyy kutsumaan Lightning-komponentin kontrollerista tai avusta-
jasta. Lightning-komponentin ollessaan tilaton palvelimeen nähden kaikki komponentin 
kutsumat Apex-metodit tulee olla staattisia. Apex ei ole kuitenkaan osa komponentin ko-
koelmaa, eli jos komponentin esimerkiksi poistaa, niin Apex jää silti vielä järjestelmään. 
Komponenteilla voi olla vain yksi Apex-kontrolleri määriteltynä, mutta jokaisella sisäkkäi-
sellä komponentilla voi olla myös oma Apex-kontrolleri. Lightning-komponentilla ei vält-
tämättä tarvitse olla mitään käyttöliittymässä näkyvää elementtiä. Se voi esimerkiksi si-
sältää vain metodikutsuja. Tällaisia komponentteja kutsutaan palvelukomponenteiksi. Ne 
käytännössä mahdollistavat ylemmän tason komponentille useamman Apex-kontrolle-
rin. (Salesforce.com 2017.) 
Design-tiedosto on erittäin olennainen osa komponentin kokoelmaa, kun puhutaan kom-
ponentin uudelleenkäytettävyydestä. Design-tiedostossa määritellään, mitä muuttujien 
arvoja Salesforce-järjestelmänvalvojat voivat komponentille antaa, kun he käyttävät 
komponenttia Lightning App Builderissä tai Community Builderissä. Näiden avulla voi-
daan mahdollistaa dynaamisia komponentteja, jotka toimivat eritavoin riippuen, mitä ar-
voja komponentille annetaan. (Salesforce.com 2017.) 
4.3.5 Peruskomponentit 
Peruskomponentit ovat Salesforcen kehittämiä komponentteja, joita muut kehittäjät voi-
vat käyttää omien komponenttien merkintäkielessä. Peruskomponentteja ei voi muokata, 
sillä ne ovat Salesforcen hallinnoimia eikä niitä näe esimerkiksi järjestelmän konfiguraa-
tiossa. (Salesforce.com 2018.) 
Peruskomponentteja on monenlaisia ja niiden olennaisin asia on se, että ne helpottavat 
ja nopeuttavat omien komponenttien kehitystä. Salesforce on kehittänyt jo yli 90 perus-
komponenttia. Peruskomponentit voivat olla esimerkiksi DOM-elementtejä, kuten nappi. 
Kehittäjä voi siis itse valita, haluaako hän käyttää peruskomponenttia vai HTML-nappia 




Kuva 7. Esimerkki peruskomponenttinapin ja HTML-napin erosta. 
Peruskomponentit, jotka piirtyvät DOM-elementteinä sisältävät automaattisesti Sales-
force Lightning -tyylin. Tyyli päivittyy dynaamisesti, mikäli Salesforce tekee tyyleihin muu-
toksia. Peruskomponentit myös lataantuvat paljon nopeammin, sillä ne ovat jo valmiiksi 
ladattu käyttäjälle, eivätkä ne vaadi ylimääräistä prosessointia. (Salesforce.com 2018.) 
Osa peruskomponenteista mahdollistaa datan näyttämisen ja muokkaamisen ilman 
Apex-kontrolleria. Apex-luokkien kirjoittamisen pois jättäminen nopeuttaa huomattavasti 
komponenttien kehittämistä. Se myös nopeuttaa niiden viemistä tuotantoon, sillä pakol-





5 Uudelleenkäytettävien Lightning-komponenttien kehitys 
Yleisesti uudelleenkäyttö moderneissa sovelluksissa on erittäin haastavaa. Kokonaisten 
sovellusten arkkitehtuuri saattaa muuttua asiakkaiden vaatimusten johdosta. Joissakin 
tapauksissa uuden sovelluksen luominen olisi vähemmän työlästä kuin uudelleenkäytet-
tävän sovelluksen muuttaminen. Isojen yhden sivun sovelluksien sijaan komponentti-
suuntautuneisuus tekee uudelleenkäytettävyydestä helpompaa, koska sovelluksia voi-
daan pilkkoa pienempiin komponentteihin ja niitä voi uudelleen käyttää eri tavoin.  
Tämän työn aikana on toteutettu useampi uudelleenkäytettävä Lightning-komponentti: 
 kasaantuva korttielementti 
 taulun ja listan sivunumerointi 
 dynaaminen datataulu. 
Kaikki tehdyt komponentit ovat Fluidon kirjastossa jaossa sisäisesti. Kirjastosta kom-
ponentin voi asentaa asiakkaan ympäristöön. Tämän jälkeen niitä voi käyttää sellaisi-
naan tai muokata niitä tarvittaessa asiakkaan tarpeen mukaan. 
5.1 Kasaantuva korttielementti 
Salesforcen Lightning-käyttöliittymässä on visuaalinen määrite nimeltä kortti (Card). 
Kortti on käytännössä tila, jota ympäröi kehys. Salesforce on kehittänyt kortille myös 
oman peruskomponentin. Kortti vie kuitenkin näytöltä sen sisällön verran tilaa, ja joissa-
kin tapauksissa käyttäjät voivat haluta piilottaa kortin sisällön. Tätä varten työssä on tehty 
pieni komponentti, joka käytännössä laajentaa Salesforcen peruskomponenttia lisää-




Kuva 8. Esimerkki kasaantuvasta korttikomponentista. 
Kasaantuva korttielementti on hyvin yksinkertainen komponentti, ja se koostuu vain kol-
mesta tiedosta. Komponentin resurssissa merkintäkieli pitää sisällään Salesforcen kortti 
peruskomponentin, jolle asetetaan otsikko ja ikoni sekä sen sisällön paikka (koodi 1). 
Merkintäkieli pitää myös sisällään logiikan, joka näyttää erilaisen kuvakkeen riippuen, 
onko kortti laajennettu vai kasattu. 
<aura:component> 
  <aura:attribute type="String" name="header" /> 
  <aura:attribute type="Boolean" name="isOpen" /> 
  <aura:attribute type="String" name="iconName" /> 
  <aura:handler name="init" action="{!c.doInit}" value="{!this}" /> 
  <lightning:card > 
    <aura:set attribute="title"> 
      <lightning:layout horizontalAlign="spread"> 
        <div> 
          <aura:if isTrue="{!!empty(v.iconName)}"> 
            <lightning:icon iconName="{!v.iconName}" size="small" 
                            class="slds-p-right_small catIcon"/> 
          </aura:if> 
          {#v.header} 
        </div> 
        <div class="collapseButton" onclick="{!c.handleClick}"> 
          <aura:if isTrue="{!v.isOpen}"> 
            <lightning:icon iconName="utility:chevronup" size="small" 
                            class="catIcon"/> 
            <aura:set attribute="else"> 
              <lightning:icon iconName="utility:chevrondown" size="small"  
                              class="catIcon"/> 
            </aura:set> 
          </aura:if> 
        </div> 
      </lightning:layout> 
    </aura:set> 
    <div aura:id="catBox" class="slds-p-horizontal_medium"> 
      {!v.body} 
    </div> 




Koodi 1. Kasaantuvan korttikomponentin merkintäkielen resurssi. 
Komponentin kontrollerissa on vain kaksi funktiota. Toisella funktiolla alustetaan halutut 
tyyliluokat ja toista puolestaan kutsutaan silloin, kun kortin pienennys tai laajennus ku-
vaketta painetaan ja se vaihtaa samalla kortin tilaa (koodi 2). 
({ 
  doInit : function(cmp, evt, helper){ 
    var el = cmp.find("catBox"); 
    if(cmp.get("v.isOpen")){ 
      $A.util.removeClass(el, "slds-is-collapsed"); 
      $A.util.addClass(el, "slds-is-expanded"); 
    } else{ 
      $A.util.addClass(el, "slds-is-collapsed"); 
      $A.util.removeClass(el, "slds-is-expanded"); 
    } 
  }, 
  handleClick : function(cmp, evt, helper){ 
    var el = cmp.find("catBox"); 
    cmp.set("v.isOpen", !cmp.get("v.isOpen")); 
    $A.util.toggleClass(el, "slds-is-collapsed"); 
    $A.util.toggleClass(el, "slds-is-expanded"); 
  }, 
}) 
Koodi 2. Kasaantuvan korttikomponentin JavaScript-kontrolleri. 
Lisäksi komponentti sisältää tyylitiedoston, jossa asetetaan värit kortin otsikolle ja kuvak-
keelle. 
Kasaantuvan korttikomponentin uudelleenkäytettävyys on rajattu siten, että sitä voi käyt-
tää muiden komponenttien merkintäkielessä. Sitä ei voi sellaisenaan käyttää esimerkiksi 
App Builderissa, koska komponentille pitää jotenkin määritellä sisältö. Kortille voi määri-
tellä attribuutteina otsikon, ikonin sekä sen, onko kortti alustuksessa laajennettu vai ka-
sattuna. Kortin sisältö laitetaan merkintäkielessä kortin aloitus ja lopetus merkkien väliin 
(koodi 3). 
<c:SCatFiltBox header="Categories" isOpen="true" iconName="utility:overflow"> 
  <c:SCategoryItem isOpen="true"/> 
  <c:SCategoryItem isOpen="false"/> 
  <c:SCategoryItem isOpen="false"/> 
  <c:SCategoryItem isOpen="false"/> 
</c:SCatFiltBox> 
Koodi 3. Kasaantuvan korttikomponentin käyttö merkintäkielessä. 
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5.2 Taulun ja listan sivunumerointi 
Tauluihin ja listoihin yleensä liittyy jokin tapa, millä niiden datan lataamiseen ei mene 
paljoa aikaa. Tämä toiminallisuus on usein tehty sivunumeroinnilla. Sivunumeroinnissa 
on yleensä painikkeet seuraavalle ja edelliselle sivulle. Joissakin sivunumeroinneissa on 
myös numeropainikkeet, joilla voi suoraan valita jonkin sivun. 
Tämän työn yhteydessä on tehty sivunumerointikomponentti, joka tarjoaa kehittäjille vi-
suaalisen elementin sivunumerointiin. Komponentti itsessään ei vaihda dataa tai sivua, 
mutta se vaihtaa näytettävän sivun numeroa, jota ylemmän tason komponentti puoles-
taan voi käyttää oikean datan näyttämiseen. 
Työssä tehty sivunumerointikomponentti näyttää painikkeet edelliselle ja seuraavalle si-
vulle. Lisäksi komponentti näyttää aina maksimissaan 5 numeroa keskitetysti. Valittu 
sivu on aina keskellä, ellei se ole ensimmäinen, toinen, toiseksi viimeinen tai viimeinen 
sivu (kuva 9). 
 
Kuva 9. Sivunumerointikomponentti 
Sivunumerointikomponenttia käytetään muiden komponenttien merkintäkielessä. Se ei 
ole tietoinen datasta, jota on tarkoitus sivuttaa. Komponentille annetaan parametreina 
arvot sivujen määrästä ja sivusta, jota halutaan näyttää (koodi 4). Sivua vaihtaessa kom-
ponentti päivittää näytettävän sivun numeroa. 
<c:Pagination totalPages="20" currentPage="{!v.pageToShow}" /> 
Koodi 4. Sivunumeroinnin käyttö merkintäkielessä. 
Sivunumerointi koostuu neljästä tiedostosta. Sen merkintäkieli on yksinkertainen ja pitää 






  <aura:attribute type="Integer" name="currentPage" default="1" /> 
  <aura:attribute type="Integer" name="totalPages" default="20" /> 
  <aura:attribute type="Integer[]" name="pageButtons" /> 
  <aura:handler name="init" value="{!this}" action="{!c.doInit}" /> 
  <lightning:buttonGroup > 
    <aura:if isTrue="{!v.currentPage != 1}"> 
      <lightning:button onclick="{!c.previous}"> 
        <lightning:icon iconName="utility:chevronleft" size="x-small"/> 
      </lightning:button> 
    </aura:if> 
    <aura:iteration items="{!v.pageButtons}" var="page"> 
    <lightning:button label="{!page}" onclick="{!c.changePage}" 
                      class="{!if(v.currentPage == page, 
                                 'pageButton currentPage','pageButton')}"/> 
    </aura:iteration> 
    <aura:if isTrue="{! v.currentPage != v.totalPages}"> 
      <lightning:button onclick="{!c.next}"> 
        <lightning:icon iconName="utility:chevronright" size="x-small"/> 
      </lightning:button> 
    </aura:if> 
  </lightning:buttonGroup> 
</aura:component> 
Koodi 5. Sivunumeroinnin merkintäkieli 
Komponentin kontrolleri sisältää vain neljä funktiota. Alustava funktio asettaa komponen-
tin numeropainikkeet, ja loput funktiot ovat sivun vaihtamista varten edelliselle, seuraa-
valle tai valitulle sivulle (koodi 6). 
({ 
  doInit : function(cmp, evt, helper){ 
    helper.calculatePageButtons(cmp); 
  }, 
  previous : function(cmp, evt, helper){ 
    cmp.set("v.currentPage",cmp.get("v.currentPage")-1); 
    helper.calculatePageButtons(cmp); 
  }, 
  changePage : function(cmp, evt, helper){ 
    var newPage = evt.getSource().get("v.label"); 
    if(newPage !== cmp.get("v.currentPage")){ 
      cmp.set("v.currentPage", newPage); 
      helper.calculatePageButtons(cmp); 
    } 
  }, 
  next : function(cmp, evt, helper){ 
    cmp.set("v.currentPage",cmp.get("v.currentPage")+1); 
    helper.calculatePageButtons(cmp); 
  }, 
}) 
Koodi 6. Sivunumeroinnin kontrolleri. 
Avustajatiedosto pitää sisällään yhden funktion, joka laskee sivun vaihtojen yhteydessä 
uudet numerot numeropainikkeille. Funktiota kutsutaan kontrollerista (koodi 7). Kom-





  calculatePageButtons : function(cmp){ 
    var pages = cmp.get("v.totalPages"); 
    var currentPage = cmp.get("v.currentPage"); 
    var pageButtons = []; 
    if(currentPage <= 3){ 
      for(var i = 0; i < 5; i++){ 
        if((i+1)<=pages){ 
          pageButtons.push(i+1); 
        } 
      } 
    } else{ 
      if(currentPage === 4 && currentPage === pages){ 
        pageButtons.push(currentPage-3); 
      } else if(currentPage === pages){ 
        pageButtons.push(currentPage-4); 
        pageButtons.push(currentPage-3); 
      } else if((currentPage+1)===pages){ 
        pageButtons.push(currentPage-3); 
      } 
      pageButtons.push(currentPage-2); 
      pageButtons.push(currentPage-1); 
      pageButtons.push(currentPage); 
      if((currentPage+1)<=pages){ 
        pageButtons.push(currentPage+1); 
      } 
      if((currentPage+2)<=pages){ 
        pageButtons.push(currentPage+2); 
      } 
    } 
    cmp.set("v.pageButtons", pageButtons); 
  } 
}) 
Koodi 7. Sivunumeroinnin avustaja. 
5.3 Dynaaminen datataulu 
Ideoita siitä, millaisia uudelleen käytettäviä komponentteja Lightning-teknologialla voisi 
tehdä, on lähes rajaton määrä. Tähän työhön työläimmäksi komponentiksi pyrittiin valit-
semaan sellainen, jota käytetään lähes jokaisessa projektissa, joissakin jopa useaan 
kertaan. Datataulu osoittautui tekijän omasta kokemuksesta sellaiseksi komponentiksi, 
jota käytetään lähes jokaisessa projektissa. Lisäksi tämän työn aikana Salesforce ei ollut 
vielä julkaissut omaa dynaamista komponenttia datataulua varten. 
Järjestelmänvalvojat voivat App tai Community Builderissä käyttää komponenttia raaha-
ten sen haluamalleen sivun osalle. Kun järjestelmävalvoja on raahannut komponentin 
haluamaansa paikkaan, hän voi sen jälkeen asettaa datataululle erilaisia arvoja (kuva 
10). Kyseiset arvot on määritelty koodissa komponentin Design-tiedostossa (liite 4) ja ne 
ovat riippuvaisia komponentin vastaavista attribuuteista komponenttitiedostossa (liite 1). 
Insinöörityön teon aikana komponentille voi antaa seuraavia arvoja: 
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 Title – Otsikko, joka tulee taulun yläpuolelle. 
 sObject – objekti (tietokannan taulu), josta data halutaan. 
 fields – Kentät joita tauluun halutaan sarakkeiksi. 
 clause – ehtolauseke joka on käytännössä SOQL -lauseke. 
 initial sort by – sarake, jonka mukaan taulukko on alustavasti järjestetty. 
 records per page – määrä kuinka monta riviä näytetään per sivu. 
 show records per page picklist – valinta siitä, näytetäänkö käyttäjälle valintalista, 
jolla voidaan vaihtaa rivien määrää per sivu. 
 records per page picklist values – lista arvoista, jotka tulevat rivien määrä valin-
talistaan. 
 display icon/link to records – valinta siitä, näytetäänkö ensimmäisellä sarakkeella 
ikoni, joka toimii myös linkkinä kyseisen tietueen sivulle. 
 related object – mikäli komponenttia halutaan käyttää toiseen objektiin liittyvän 
datan näyttöön, voidaan tähän laittaa sen objektin nimi. Esimerkiksi jos datataulu 
komponenttia käytetään Account tyyppisen tietueen sivulla ja taululla näytetään 





Kuva 10. Attribuuttien syöttö Lightning-komponenttiin Lightning App ja Community Builderissä 
Tulevaisuudessa arvoja voi olla enemmän, jotka lisäävät komponentin muokattavuutta 
ja monimutkaisuutta. Arvojen syötön jälkeen sivu tallennetaan ja käyttäjät voivat käyttää 




Kuva 11. Datatauluesimerkki 
Datataulua voidaan käyttää uudelleen useaan kertaan samalla tai eri sivuilla. Taulun 
data näyttää erilaiselta riippuen Builderissä syötetyistä arvoista. Taulun avulla voidaan 





Kuva 12. Esimerkki sivusta, jossa datataulu komponenttia käytetään useaan kertaan 
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5.4 Datataulukomponentin rakenne ja toiminnallisuus 
Datataulukomponentti kokonaisuudessaan sisältää useamman muun komponentin, 
sekä muutaman tapahtuman (kuva 13): 
 dataTable – päätason komponentti, joka sisältää muut komponentit. 
 dataTableHeader – otsikkokomponentti, joka sisältää sarakkeiden otsikot ja joka 
laukaisee taulukon lajittelu tapahtumia. 
 dataTableRow – rivikomponentti, joka pitää sisällään yhden tietueen datan ja yh-
den tai useamman solukomponentin. 
 dataTableCell – solukomponentti, joka sisältää yhden tietueen yhden kentän da-
tan. 
 dataTablePaginate – sivunvaihtokomponentti, joka laukaisee sivunvaihtotapah-
tumia. 
 




Rakenteeltaan datataulu on hyvin yksinkertainen kokonaisuus, sillä tapahtumien määrä 
on pieni. Tapahtumia käytetään ainoastaan datan lajittelun vaihtamiseen ja näytettävän 
sivun vaihtamiseen. 
Datataulun alustuksen yhteydessä data haetaan datataululle syötettyjen arvojen mukai-
sesti palvelimelta. Komponentin Apex-luokka on kirjoitettu dynaamiseksi, eikä se sisällä 
suoria viittauksia mihinkään erityiseen objektiin tai kenttään (liite 15). Apex-luokka saa 
parametreina hakuun tarvittavat tiedot suoraan komponentille Builderissa asetetuista ar-
voista. Apex käsittelee datan ja tekee siitä listan String-tyyppisiä merkkijonoja. Lista pa-
lautuu dataTable-komponentille, joka käsittelee merkkijonot ja asettaa taulun otsikot ja 
datat sen sisäisille komponenteille. 
5.5 Testaus 
Salesforce havaitsee yleensä koodeissa tapahtuvat virheet ja antaa niistä käyttöliitty-
mässä virheilmoituksen. Tässä insinöörityössä tehdyille komponenteille ei tehty varsi-
naista testaussuunnitelmaa. Kehitysvaiheessa komponentteja testattiin jatkuvasti niiden 
kehityksen aikana kehittäjän toimesta. Kehityksen aikana tapahtuneella testauksella var-
mistettiin, että komponentit toimivat oikealla tavalla eivätkä ne aiheuta virheitä. 
Salesforce ei aina välttämättä kuitenkaan havaitse kaikkea, esimerkiksi jos kyseessä ei 
ole virhe koodissa vaan logiikassa. Tällöin virhe tulee esille komponenttia käyttämällä. 
Korttielementti ja sivunumerointi komponenttien osalta virheitä ei ilmentynyt. Datataulu 
komponentin osalta muutama pieni virhe ilmeni komponentin käytön aikana. Virheet kor-
jattiin nopeasti ja komponentti uudelleen paketoitiin komponenttikirjastoon.  
Datataulukomponentti oli työn ainoa komponentti, jolla oli Apex-kontrolleri. Apex-kontrol-
lereille täytyy tehdä yksikkötestit, mikäli se halutaan tuotantoympäristöön. Yksikkötestien 
tulee kattaa vähintään 75 % Apex-luokan koodista. Datataulun yksikkötestiluokka (liite 




6 Uudelleenkäytettävyyden tuomat hyödyt Fluidossa 
Komponenttien valmistumisen jälkeen ne on paketoitu Salesforcessa niin sanotuksi hal-
litsemattomaksi paketiksi. Komponentin pystyy asentamaan mihin tahansa Salesforce-
ympäristöön linkin ja salasanan avulla. Hallitsemattoman paketin ansiosta komponent-
teja voidaan muokata jokaisessa ympäristössä siten, kuten halutaan. Asentaminen ei 
kestä muutamaa minuuttia kauempaa, ja ne voidaan myös siirtää suoraan tuotantoym-
päristöihin. 
Tämän työn aikana datataulukomponenttia on hyödynnetty useammassa projektissa, ja 
sen käyttö on todettu helpoksi ja tehokkaaksi järjestelmävalvojien toimesta. Komponen-
tin avulla on säästetty useampi sata työtuntia, koska se on täysin dynaaminen eikä da-
tataulua tarvitse rakentaa alusta asti, mikäli siihen halutaan lisää ominaisuuksia. 
Sivunumerointi- ja korttielementtikomponentteja on hyödynnetty muutamassa eri projek-
tissa ja niiden ansiosta kehitykseen mennyttä aikaa on säästetty noin parin työpäivän 
verran. 
Kaikki komponentit ovat Fluidolla sisäisesti komponenttikirjastossa jaossa, josta kaikki 
kehittäjät ja konsultit voivat asentaa komponentteja eri Salesforce-ympäristöihin. Tämän 
työn tekijä vastaa mm. tämän työn aikana tehdyistä komponenteista, niiden ylläpidosta, 
päivittämisestä, dokumentoinnista ja kehittämisestä. 
Työn tuloksista havaittiin, että Lightning-komponentteja voidaan käyttää uudelleen mo-
nella eri tasolla. Konsultit ja järjestelmävalvojat voivat hyödyntää uudelleenkäytettäviä 
komponentteja ymmärtämättä koodia. Kehittäjät voivat jatkokehittää niitä tai hyödyntää 
niitä muissa komponenteissa. Molemmissa tapauksissa havaittiin, että Lightning-kompo-
nenttien käyttäminen uudelleen säästää aikaa. Esimerkiksi työssä tehtyä datataulukom-
ponenttia hyödynnettiin useassa projektissa. 
Suurimpana haasteena työssä oli tehdä komponenteista täysin dynaamisia ja riippumat-
tomia muista konfiguraatioista. Dynaamisien komponenttien luominen vaati tarkkaa 
suunnittelua siitä, kuinka komponenttien tulisi teknisesti toimia. Suunnitteluun vaikutti 
Lightning-viitekehyksen rajoitteet, koska tämän työn aikana viitekehys oli vielä uusi ja 
siinä oli paljon puitteita. Viitekehys on kehittynyt paljon tämän työn aikana, ja muun mu-
assa työssä tehty datataulukomponentin voisi rakentaa yksinkertaisemmin. 
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Toinen erittäin haastava tekijä oli komponenttien jakaminen. Vaikka komponentit olivat 
kirjastossa saatavilla, niin niiden olemassa olon tiedottaminen oli haastavaa. Fluidossa 
ei aikaisemmin ollut uudelleenkäytettävyyden prosessia, joten käsite yrityksessä oli uusi. 
Prosessi ei työn aikana vielä ehtinyt täysin käynnistyä, joten siinä on vielä hieman kehi-
tettävää. Myös muiden kehittäjien tekemien komponenttien saaminen kirjastoon tuntui 
olevan haastavaa. 
Tämän työn aikana uudelleenkäytön prosessin määrittely ja käynnistäminen oli vielä kes-
ken. Komponenttikirjasto kuitenkin ehdittiin ottamaan käyttöön työn aikana. Kirjasto toi-
mii käytännössä tietokantana, johon kehittäjät voivat luoda uusia tietueita uudelleen-
käytettävistä komponenteista. Tietueet voivat pitää sisällään muun muassa linkit kompo-
nenttien asennusosoitteisiin ja lähdekoodiin. Tietueisiin voi myös lisätä komponenttien 





Insinöörityössä tutustuttiin uudelleenkäytettävyyteen ja sen ympärillä oleviin asioihin. 
Uudelleenkäytettävyyteen liittyy paljon huomioon otettavaa, mikäli sitä halutaan toteuttaa 
toimivasti. Todettiin, että uudelleenkäytettävyyttä varten olisi hyvä olla prosessi. 
Salesforce on yksi maailman suurimmista pilvipalvelutuottajista. Salesforce on luonut 
palveluunsa Lightning-viitekehyksen, joka perustuu komponenttiajattelutapaan. Light-
ning-komponentit ovat Salesforcen mukaan uudelleenkäytettäviä käyttöliittymän osia. 
Työssä pyrittiin selvittämään Lightning-komponenttien uudelleenkäytettävyyttä Fluido 
Oy:lle. Työn tuloksena oli useampi Lightning-komponentti, jotka ovat Fluidolla sisäisesti 
jaossa komponenttikirjastossa. Työn suurimmaksi kehitettäväksi komponentiksi valittiin 
datataulukomponentti. Datatauluja käytetään useassa paikassa Salesforcessa, mutta 
Salesforcen omassa taulukomponentissa oli paljon puutteita. 
Uudelleenkäytettävien Lightning-komponenttien kehittäminen mahdollistaisi Fluidolle 
tuotekehityksen tapaista liiketoimintaa. Niiden avulla voidaan tehdä valmiita ratkaisuja 
eri asiakkaille, ja niiden käyttöönotto olisi erittäin nopeaa. Ne säästäisivät aikaa monessa 
eri asiassa kuten kehityksessä, testaamisessa ja dokumentoinnissa. 
Ideoita uudelleenkäytettävistä Lightning-komponenteista voi olla loputon määrä. Niiden 
kehittämisestä voisi tehdä useita insinööritöitä. Datataulua voisi mahdollisesti myös jat-
kokehittää. Työssä tehty datataulu on ainoastaan datan näyttämistä varten, mutta jatko-
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