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Abstract 
The role of information systems is ever more critical in supporting complex organizational processes. In other words, 
modern organizations survival depends on the efficiency of the support brought by IT to organizational processes. They 
need sophisticated methods, approaches, and tools to solve the new challenges created by environmental constraints. Agile 
Information systems are among the instruments proposed by academics and practitioners to help organizations in managing 
continuous change and overcoming problems induced by external pressures. Many solutions have been proposed by 
academics and practitioners in order to help organizations build agile information systems. Despite their richness, the 
proposed frameworks don’t consider the critical role played by information systems governance in the development and use 
of agile information systems. The “information city” framework describes how to build and govern agile information 
systems. The application of the “information city” framework is called information systems urbanization. Nevertheless, the 
integration of urbanized information systems is among the major problems to solve in order to maximize and sustain the 
benefits of information systems urbanization. In this paper, we analyze the contribution of services to urbanized information 
systems integration. 
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1. Introduction 
The role of information systems is ever more critical in supporting complex organizational processes [1] [2] 
[3] [4] [9]. In particular, agile information systems are among the main instruments proposed by academics and 
practitioners to help organizations in managing continuous change and overcoming problems induced by the 
external pressures and the main impacts of the continuously changing, demand-oriented and highly dynamic 
business environment of modern organizations [1] [16] [17]. Among the most well-known approaches defined 
in the recent years to build agile information systems, we mention information systems urbanization. This 
approach, based on the “information city” framework [5], links enterprise architecture [7] [8] [11] and 
information systems governance [6] [10] [12]. Nevertheless, the integration of urbanized information systems 
is among the major problems to solve in order to maximize and sustain the benefits of information systems 
urbanization. Indeed, urbanized information systems of modern organizations are composed of an important 
number of applications available for almost every business domain which behave as islands of processing 
systems either within organizations or across organizations boundaries, and involve high costs and long time to 
provide consistent information needed by organizations. Moreover, as pointed out by [13], organizations 
businesses rely on integration of internal systems not only to have a global, open and distributed computational 
capability made up of a large scale, complex and integrated applications, but also to avoid fragmentation of 
their organizational structures. Despite information systems integration has been on the foreground of 
organizations computerization for many years, academics and practitioners don’t always agree on the definition 
of this concept. In this paper, we define information systems integration as linking together applications 
developed independently and using various compatible or incompatible technologies so that they function as a 
coordinated whole while remaining independently managed. The integration of an urbanized information 
system consists in the governance of the relationships between its components (applications, software systems 
layers, components,…). Starting from the 5+1 architecture model of urbanized applications [14], there are three 
categories of information systems integration: data-based integration, process-based integration, and service-
based integration, In this paper, we focus on the third category and analyze the contribution of services to 
urbanized information systems integration. Our paper is organized as follows. Section 2 presents synthetically 
the “Information City” framework. In section 3, we analyze the dependencies between the components of 
urbanized information systems and highlight the role of services in these dependencies. In section 4, we 
analyze how services contribute to urbanized information systems integration. Section 5 is dedicated to the 
governance of services in urbanized information systems. Section 6 concludes this paper by describing its 
contributions and listing the future research directions. 
2. The information city framework 
Based on the multi-layered Global Model of Information System Architecture [15] [23], the information city 
framework [5] generalizes the use of the “city planning” metaphor by stating that an information system may 
be considered as a city whose inhabitants are the applications belonging to this information system. In this city, 
called the information city, the common parts are information and software artifacts shared by all the 
information system applications while the private parts are composed of software artifacts owned by each 
application. Comparing an information system to a city extends the use of the “city landscape” beyond the 
analogy between software and building construction by emphasizing the problem of information system 
governance. On the one hand, following the example of a city, the relationships between the applications which 
populate the information city must be managed. That means that a set of architecture principles and rules 
should be specified in order to govern exchanges either between application belonging to an information 
system or between such applications and the external environment like other information systems or end-users. 
On the other hand, the vast number of application assets in combination with the natural expansion of the 
application portfolio as well as the increasing complexity of the overall information system, drive a need for the 
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information system governance. Therefore, the information city framework permits defining architecture 
principles and rules which help organizations prioritize, manage, and measure their information systems. The 
application of the “Information City” framework to urbanize information systems involves the use of the 
“Information City Plan” (ICP) which states that – as in the case of an organization - an information system is 
composed of two parts, a front-office and a back-office, divided into areas, districts, and blocks. An area is 
made up of many districts while a district is composed of many blocks. As demonstrated by Guetat and Dakhli 
[5], the ICP of service-intensive organizations information systems is composed of at least seven areas. First, 
the back-office is composed of at least three areas: a “Business Intelligence” area, a “Support area”, and at least 
one business area. Second, the front-office includes two areas: an “Inbound and Outbound flows Management 
area” and a “Party Relationships area”. The “Inbound and Outbound flows Management area” is dedicated to 
the management of the informational flows exchanged by an organization and its external environment. This 
area describes the various technology channels used by an organization while exchanging information with 
external environment. The “Party Relationship area” supports the relationships linking an organization with its 
customers and partners whatever the communication channel. Finally, there are two areas which contain 
informational artifacts that either link the front-office and the back-office or are shared by the back-office and 
the front-office: the “Integration area” and the “Shared informational assets area”. The first area allows 
exchanges of informational flows and services between the back-office and the front-office applications. The 
second area contains informational assets shared by all the applications of the organization’s information 
system as well as the applications which manage these assets. 
3. The dependencies between the components of urbanized information systems 
In this section, we use the expression “applicative unit” to refer to the key elements of an urbanized 
information system that are likely to interact. Applications, software systems, applicative layers, components 
are application units considered in this paper. Applicative units belonging to an urbanized information system 
are dependent on each other since they interact by exchanging informational flows called messages. Behind a 
message exchanged, lies the performance of a service – called applicative service - by an applicative unit on the 
request of another applicative unit. Many definitions of applicative services are provided in the literature. For 
example, Lovelock et al. [18] consider that a service is “an act or performance offered by one party to another. 
Although the process may be tied to a physical product, the performance is essentially intangible and does not 
normally result in ownership of any of the factors of production”. Erl views services as explicit, 
implementation-independent interfaces that encapsulate reusable business functions [19]. This author points out 
that applicative services are loosely coupled and invoked through communication protocols stressing location 
transparency and interoperability. In this paper, we define an applicative service as an entry point, provided by 
an application unit and dedicated to receiving and processing of messages sent by other applicative units, which 
implements a function or a sequence of several functions considered as its capability. An applicative service 
enables processing data contained in the request message or managed by the applicative unit in order to 
produce a result. Applicative services of an urbanized information system include services-to-application, 
software layers services, and component services. A service-to-application is a software service exposed by an 
application for other applications belonging to the same information system. A software layer service is a 
software service exposed by a layer for the other layers of a software system. A component service is a 
software service exposed by a component for the components of the same software system layer. Whatever the 
applicative service exchanged, the interactions between two applicative units result in three types of 
dependencies: notification, synchronous request, and asynchronous request. 
3.1. The notification dependency 
A notification is an informational flow sent by an applicative unit – called sender – to several applicative 
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units called receivers which has subscribed to information provided by the sender. A notification has the 
following characteristics. First, the sender alerts the subscribers by an asynchronous message that an event has 
occurred. This message contains detailed information about the event which occurred but don’t provide 
information about the terms of the message transmission. Second, the message sender doesn’t expect a specific 
performance or a message from the message receivers. Third, the message receivers depend on the message 
sender and its promise of notification. The message sender is the producer of a service composed of a promise 
of notification and the service contract including the message format and the terms of message transmission. 
The message receivers are the consumers of this service. The characteristics of notification service are 
illustrated by Fig. 1. 
 
 
Fig. 1. The notification dependency 
3.2.  The asynchronous request 
The asynchronous request is an informational flow sent by an applicative unit – called sender – to an 
applicative unit called receiver to ask it to perform a public asynchronous processing it proposes. An 
asynchronous request has the following characteristics. On the one hand, the performance of the processing 
associated with an asynchronous request uses data contained in the message. On the other hand, the sender 
expects a result (specific performance) agreed upon with the receiver, but it doesn’t expect any output message 
from the receiver. Finally, the sender depends on the receiver and its promise of data processing. The message 
receiver is the producer of a service composed of a promise of data processing and the service contract which 
includes the input message format, the terms of data processing, and describes the expected outputs. The 
message senders are the consumers of this service. The characteristics of asynchronous request are illustrated 
by Fig. 2. 
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Fig. 2. The asynchronous request dependency 
3.3. The synchronous request 
The synchronous request is an informational flow sent by an applicative unit – called sender – to an 
applicative unit called receiver to ask it to perform a public synchronous processing it proposes. A synchronous 
request has the following characteristics. On the one hand, the performance of the processing associated with a 
synchronous request uses data contained in the message. On the other hand, the sender expects both a result 
(specific performance) agreed upon with the receiver and an output message from the receiver. Finally, the 
sender depends on the receiver and its promise of data processing. The message receiver is the producer of a 
service composed of a promise of data processing and the service contract which includes the formats of the 
input and output messages, the terms of data processing, and describes the expected outputs. The message 
senders are the consumers of this service. The characteristics of synchronous requests are illustrated by Fig. 3. 
 
 
Fig. 3. The synchronous request dependency 
4. Services-based integration of urbanized information systems 
As we stressed above, an urbanized information system is viewed as a city whose inhabitants are applications 
that coexist and work together according to a set of architecture principles and rules depending on the 
organizational context. Services are considered as means of urbanized information systems integration since 
they enable urbanized applications to communicate and work together effectively.  
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Introducing services to analyze urbanized information systems integration corresponds to a change of 
perspective materialized by the association of the supply-driven Services Oriented Architecture (SOA) 
paradigm and the information city framework to structure information systems [21] [22]. On the one hand, we 
distinguish the service producer (provider) and the service consumer (customer). On the other hand, we 
highlight the reusable nature of services exposed by an applicative unit. Finally, we consider the proposed 
services regardless of how they are implemented. Moreover, each application belonging to an urbanized 
information system is both producer of services used by other applications and consumer of services exposed 
by other applications. Therefore, as noticed previously, services exchange between applications belonging to 
urbanized information systems result in three types of dependencies: notification, synchronous request, and 
asynchronous request. These dependencies suggest that behind exchanges between urbanized applications there 
are services consumers which become dependent on services producers. If a service bid is suspended or 
modified, the service consumers are impacted and cannot perform their tasks related to organizational processes 
support. To reduce these risks, the relationships between services producers and consumers are explicitly 
contractualized by describing – for each service - the commitments of its producer and its consumer. In others 
words, in order to master the dependencies between the applications of urbanized information systems, each 
public applicative service is characterized by a service contract which describes the general and special terms 
of the service supply. The contract-based characterization of applicative services has two advantages. First, it is 
compliant with the first architecture principle behind the definition of the Information City Plan (ICP) since it 
disregards the service implementation. The service contract may be compared to the service front-office while 
the service implementation plays the role of the service back-office. Hence, the exchanges of services and 
information between applications are facilitated since the technical interfacing problems are reduced. Services 
behave as a new form of middleware that alleviates the complexity of integrating fragmented business 
applications functionality and data sources. The services consumers only see the interfaces provided by the 
services producers to materialize the contracts of their public applicative services. Contracts hide the 
implementations and technical complexity of the exposed applicative services. In other words, a service can be 
developed using any language, and can be deployed either on small and hand-held devices or on large 
computers. It can be accessed by any other application, regardless of the language or the technical 
characteristics of the platform. Therefore, by helping simplify the process of making various applications 
communicate with each other, services contribute to the effectiveness of information systems through lower 
development costs, easier maintenance and evolution, and faster time-to-market. Second, the contractualization 
of applicative services permits modeling the integration of urbanized information system as a network of 
contracts between services producers and services consumers. As a result, the level of urbanized information 
systems integration depends not only on the number of the service contracts and their quality (documentation, 
standardization,…), but also on the effectiveness of their realization. In particular, the realization of service 
contracts is effective both if the applicative services that they characterize are reusable and if the services 
producers and consumers are loosely coupled. Information systems urbanization is compliant with the “strong 
coherence and loosely coupling” architectural principle through the ICP integration area devoted to the 
communication and exchanges between the information applications. Therefore, effective integration of 
urbanized information systems require five types of applications located in the ICP integration area: one for the 
organizational processes orchestration, one to manage the applicative services exposed by the applications 
belonging to the other ICP areas, a services contracts repository, a services registry, and an organizational 
processes repository. The study of the first type of applications – called Business Processes Management 
Systems - is beyond the scope of this paper. The second type of applications includes software systems that 
play the role of intermediaries between the applicative services producers and consumers. Enterprise Services 
Buses (ESB) fall into this category. An ESB stands for a software system which enables communication among 
information systems applications by encapsulating - in a meaningful way - the functionality offered by the 
services exposed by applications. We note that for urbanized applications whose architecture is based on the 
602   Sana Bent Aboulkacem Guetat and Salem Ben Dhaou Dakhli /  Procedia Technology  9 ( 2013 )  596 – 607 
5+1 multi-layered architecture model, communication with an ESB takes places through the Choreography and 
Orchestration layer [14].  
5. The governance of applicative services in urbanized information systems 
Governance may be defined as a set of resources that makes sure people do what it is right. In the context of 
urbanized information systems, governance focuses on the policies, processes, and metrics used to develop, 
maintain, and use informational assets. Policies are related to the codification of principles, rules, best practices 
and guidelines that address all stages of informal assets lifecycles. Processes consist in policies enforcement. 
They are either system-driven like unit tests or human-driven like design reviews. Metrics help organizations 
evaluate their compliancy with governance policies and processes. In particular, the governance of applicative 
services in urbanized information systems covers many important topics including the description of rights and 
duties related to services ownership and use, and the definition of policies for services creation and versioning 
[20].  
5.1. The contract of service 
The contract of service is a set of terms which instantiate the service producers and consumers general rights 
and duties. The service contract is composed of three parts – the service signature, the technical part, and the 
functional part – which describe the general terms common to all the service consumers. For synchronous and 
asynchronous requests, the specific terms related to each consumer operational use of the service (volume, 
throughput, response time,…) are described in the request message sent by the consumer. They result from a 
Service Level Agreement (SLA) between the service producer and each service consumer. The service 
signature lists the input and the output parameters and their types. For example, the signature of the service 
Get-Person-Information used in an insurance company may be (First name: Character, Employee number: 
Integer; Department: Character, Role: Character, Age: Integer) where the input parameters and the output 
parameters are separated by a semicolon. Such a service may be represented as follows:  
Get-Person-Information (First name: Character, Employee number: Integer; Department: Character, Role: Character, Age: Integer) 
The technical part of service contract includes in particular information about the type of service (notification, 
synchronous request, and asynchronous request), its expected effects (read only, update), its access protocols, 
and the security conditions (authentification, authorization) for using it. The functional part of service contract 
describes the service pre-conditions, the service post-conditions, and how to manage errors related to its use. A 
pre-condition is a condition that must be met to use the service. For example, “the length of an SMS message 
must be less than 160 alphanumeric characters” is a pre-condition of the service Send-SMS. If the all the 
service pre-conditions are respected, the service is executed under standard conditions and the service post-
conditions are guaranteed. Otherwise, the service producer commitments are not respected and error messages 
may be returned. We note that the respect of the input parameters types is always considered as an implicit pre-
condition. A post-condition is an effect guaranteed by the service producer as a result of the service execution. 
For example, in the case of the Send-SMS service, “The SMS is sent to recipients” is a post-condition. We note 
that each service contract always include a post-condition which explains the relationship between and the 
input parameters and the results of the service execution. Error messages reflect the failure to comply with the 
implicit and explicit service pre-conditions. They result from error handling and contain the appropriate 
response provided by the applicative service if an error occurs when a service consumer makes a request. The 
description of the contracts of applicative services results in a service inventory i.e. a standardized and 
governed collection of complimentary services exposed by the urbanized information systems applications. 
This inventory is associated to two repositories: one describes the applicative services contracts, and the other 
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is a registry which lists the applicative services available for consumers. It is obvious that the contract of each 
applicative service listed in the services registry is described in the services contracts repository.  
5.2. The services creation policy 
If a processing is delivered to a single consumer in a point to point exchange between two applications, it is 
not useful to implement it as a service. As highlighted by Erl, “services contain and express agnostic logic that 
can be positioned as reusable enterprise asset” [19]. Therefore, the services creation policy focuses on 
reusable applicative services due to their role in the integration of urbanized information systems. The services 
reusability principle relies on the positioning of services at a level of abstraction that supports reuse across a 
number of different applications. It induces an organizational culture which pushes project teams towards reuse 
of existing service assets. A reusable service is built for future demands that may be placed upon it. Thus, the 
design of services that make up the reusable part of an application must take into account many constraints 
related the predictable changes that may impact these services, the current business requirements, and to the 
existing reusable services. Moreover, reusable applicative services implement functions that are genuine 
candidates for reuse. Finally, reusable applicative services must have many important characteristics like 
coarse-granularity, statelessness, standardized contract, loose coupling, abstraction, discoverability, autonomy, 
and composability. These characteristics are explained briefly in Table 1 below. 
Table 1. Characteristics of reusable applicative services 
Characteristics of reusable 
applicative services 
Meaning 
Coarse-granularity An applicative service is coarse-grained if its contract is generic so that its use requires a 
parameterization to be consumed 
Statelessness An applicative service is stateless if it doesn’t keep track of previous session states resulting from 
requests made by consumers  
Standardized contract Applicative reusable services should use the same service contract design standards 
Loose coupling Applicative reusable services should be loosely coupled to their consumers and the environment 
Abstraction To consume an applicative reusable service, the consumer needs only the service contract  
Discoverability Metadata allowing reusable applicative services discovery should be available 
Autonomy Applicative reusable services should control their execution environment 
Composability It should be possible to create new complex applicative services by combining existing reusable 
applicative services 
The creation of reusable applicative services in urbanized information systems is based on the orthogonality 
principle which states that organizational processes – managed by the business architecture layer – are 
orthogonal to functions managed by the functional (information system architecture) layer (Fig. 4). According 
to this principle, organizational processes are carried out by actors who execute tasks that manipulate 
information through functions. Therefore; a function may be used by several tasks of the same organizational 
process or by multiple organizational processes. It follows that reusable applicative services are those which 
encapsulate functions reused either by multiple tasks of the same process or by several processes. In other 
words, the creation of reusable services is preceded by prior identification of functions that are candidate for 
reuse. Furthermore, there are two distinct policies for creating reusable services: top-down and bottom-up. The 
top-down policy consists in building reusable applicative services from scratch. It is based on a deep analysis 
of the business and information systems architectures and includes the following stages: 
604   Sana Bent Aboulkacem Guetat and Salem Ben Dhaou Dakhli /  Procedia Technology  9 ( 2013 )  596 – 607 
1) Identification of reusable functions based on the principle of orthogonality of organizational processes 
and functions 
2) Identification of the informational entities manipulated by reusable functions 
3) Definition of reusable applicative services as consistent sets of reusable functions brought together 
4) Definition of a rating metric for assessing the reusability degree of applicative services  
5) Setting a priority for reusable applicative services implementation based on the rating results 
6) Description of the contracts of reusable applicative services prior to their implementation 
We note that the rating metric for assessing the reusability degree of an applicative service depends not only 
on the number of tasks and processes using the functions encapsulated by this service but also on other factors 
like the frequency of use of these functions and their impact on business, and the alignment of the data it 
manipulates and produces with the organization’s information model. In particular, the top-down policy is the 
only way that ensures this alignment if the organization’s information model is of high quality. Nevertheless, 
the implementation of a top-down approach should be part of the organization’s target urbanized information 
system because of the cost issues it faces if it is applied to an existing information system.  
The bottom-up policy consists of a thorough analysis of the existing business, applicative, and software 
architectures in order to identify existing applicative services, the functions they encapsulate, the information 
entities they manipulate and produce, and the organizational processes they support. It permits identifying 
applicative services that are candidate for reuse. The implementation of the bottom-up policy results in a 
significant burden related in particular to the difficulty of describing the contracts of the selected applicative 
services due to the poor quality of their documentation, and the gap between the data they manipulate and 
produce and the organization’s information model. We think that to effectively build reusable applicative 
services, organizations need to combine both the top-down and bottom-up policies through a “meet-in-the-
middle” strategy that takes into account their existing informational assets while carrying out that result in 










Fig. 4. Orthogonality of organizational processes and functions 
 
5.3. Applicative services versioning 
Applicative services need to evolve to remain useful and relevant to the applications that invoke them. Services 
versioning is one of the most popular approaches to deal with applicative services changes. It assumes that 
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multiple distinguishable versions of the same service exist simultaneously so that each consumer invokes the 
version that it is designed and tested for. A version of a service is a fixed state of this service and all the objects 
under its responsibility (contract, information flow, ...) that contribute to this state. A version of an applicative 
service has a status and a status date. The status of a service version is related to its life cycle and defined by 
the governance rules. It includes at least four values: proposed (not yet validated and not used), operational (in 
use), run-off (still operational but its migration is planned or in progress), and retired (out of use). It follows 
that a new version of an applicative service is created if the requirements of at least one consumer are not fully 
met by the existing versions of this service. These consumers can start using this new version immediately 
while the other consumers of the service can continue to use the versions they are designed and tested for and 
switch later to using the latest version. As a result, the implementation of services versioning approach allows 
organizations to better take into account changes required by their businesses and their external environment. 
The implementation of services versioning approach takes place through two distinct scenarios: versioning 
applicative services contracts and versioning informational flows related to applicative services use. 
Informational flows versioning focuses on the data that composes the messages related to the invocation of 
applicative services and the delivery of results to consumers. Informational flows versioning is often carried out 
in order to enhance message content and format, create new documents, and extend  existing data constructs 
and message enhancements. In this paper, we focus on services contracts versioning since informational flows 
versioning is related to a broader topic which consists in versioning intermediary applications that belong to the 
ICP Integration area and facilitate information and services exchange. This topic is beyond the scope of this 
paper. Versioning applicative services contracts relies on the principle of relative stability of published service 
contracts. To be compliant with this principle, applicative services contracts should be flexible. Versioning of 
applicative services contracts results in two categories of versions: minor and major. An applicative service 
version is considered as minor if the service contract is not violated. Such a version is backward compatible 
with earlier versions of this service i.e. the existing service contract is maintained while extending the service 
to add new features, and the consumers of older versions of this service continue to interoperate with the new 
version. For example, adding new functions result in minor versions of applicative services. Indeed, when 
adding new functions to an applicative service, the consumers of existing versions of this service are not 
impacted since they use the new version by invoking existing functions encapsulated by this version which at 
the same time makes available new functions for new consumers. Therefore, the service contract is not violated. 
We note that adding optional features, even numerous, or changing a pre-condition from mandatory to optional 
remain compatible changes that result in minor versions of applicative services. An applicative service version 
is considered as major if the service contract is violated. Major versions of applicative services are not 
backward compatible. Removal of functions and modifications of business rules are examples of changes that 
result in major versions of applicative services. Likewise, changing a post-condition of an applicative service 
contract from mandatory to optional is an incompatible change materialized by a major version of this service. 
The evolution of applicative services leading to incompatible versions of these services should be permitted. 
Indeed, the prohibition of such changes result in freezing the states of existing applicative services that become 
over time unsatisfactory for the applications consumers of these services. It follows that new applicative 
services are created to address the requirements of these consumers, thereby degrading the reuse of services and 
complicating governance. Whatever the versioning policy adopted, it should be consistent with the following 
two architecture principles. First, any application providing a reusable applicative service must simultaneously 
manage at least two versions of this service in case of incompatible evolution – the new major version and at 
least one old version- as long as consumers continue using old versions or until expiry of the maximum delay 
for migration to the new major version. Second, applications which are consumers of an applicative service 
announcing an incompatible change, must evolve to use the new major version within a maximum period or 
abandon the use this service. Versions of an applicative service are generally named Vm.n where m (vs. n) is 
an integer which denotes a major (vs. a minor) version. The integer m increases in case of incompatible 
evolution while the integer n increases if changes of an applicative service result in a backward compatible 
version.  
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6. Conclusion and future research directions 
In this paper, we have defined the concept of service and provided a service-based analysis of the dependencies 
between applications. We have validated this work in a French insurance company whose information system 
is to a large extent urbanized. The main applications belonging to this information system fall into three 
categories: proprietary monolithic systems running in a mainframe environment, web applications running in 
an open environment, and ERP systems that can operate in one or the other of these environments. The 
validation of our framework was carried out in two phases and involved company employees and external 
consultants. During the first phase, we have defined a standard for service contracts description, and proposed 
two approaches dedicated to reusable services creation and versioning. During the second phase, we created a 
repository for service contracts description and a registry of reusable applicative services prior to applying a 
bottom-up approach to identify applicative services that are candidates for reuse. A small number of service 
contracts of candidates has been described prior to their integration in the service contracts repository. 
Nevertheless, we have encountered many problems both at the technical and the human levels. Technical 
problems result from the lack of versioning functionality within the tool supporting the service contracts 
repository and the reusable applicative services registry. Human problems are related to the resistance of 
employees asked to describe the contracts of candidate services due to the burden of this task, the bad quality of 
the applicative services documentation, and the lack of incentives. This validation confirmed that the 
framework presented in this paper has many important contributions. First, we have demonstrated that the 
dependencies between the applications which compose an urbanized information system are based on 
exchanges of reusable applicative services. Second, we highlight the role played by such services in the 
integration of urbanized information systems and underline that the effectiveness of reusable applicative 
services as instruments of information system integration requires the governance of these services. Third, we 
propose an analysis of the governance of reusable applicative services from three perspectives: service contract 
description, reusable services creation, and reusable services versioning. On the one hand, we have mobilized 
the information systems urbanization theory to propose an approach for creation of reusable applicative 
services. On the other hand, we demonstrate that applicative services reuse is not feasible without services 
versioning. Finally, we propose a framework for governance of reusable versions. However, this work should 
be completed by a deep analysis of the informational flows versioning and its relationships with intermediary 
applications (ESB,…) versioning in particular because of the role of such applications in services-based 
integration of information systems. This is a first future research direction. Another research direction consists 
in continuing the validation work in other contexts more conducive to experimentation.  
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