Refactoring is the process of improving the design of existing code by changing its internal structure without affecting its external behavior. Refactoring tends to improve software quality by improving design, improving readability and reducing 'bugs'. There are many different refactoring methods, each having a particular purpose and effect. Consequently, the effect of refactoring methods on software quality attributes may vary. Moreover, it is often unclear to software designers how to use refactoring methods to improve specific quality attributes. In this paper, we propose a classification of refactoring methods based on their measurable effect on software quality attributes. This, in turn, helps software designers choose appropriate refactoring methods that will improve the quality of their designs, based on the design objectives. It also enables them to predict the quality drift caused by using particular refactoring methods.
Refactoring is a technique that reduces software complexity by improving its internal structure [3] . There are many different refactoring methods, each having a particular purpose and effect. Consequently, the effect of refactoring methods on software quality attributes may vary [4] . This means that when applying a particular refactoring method, some quality attributes may be improved while others may be impaired. In addition, software designers usually design for specific design goals, some of which may be in opposition to each other. Moreover, it is often unclear to software designers how to use refactoring methods to improve particular quality attributes. Therefore, we need to study the effect of refactoring methods on the quality attributes they aim to improve.
In earlier studies, we found that neither refactoring to patterns nor other refactoring methods necessarily improve software quality [5, 6] . These results motivated us to investigate the effect of each refactoring method on particular software quality attributes rather than on quality in general. Therefore, the objective of this paper is to propose a classification of refactoring methods based on their measurable effect on software quality attributes. The investigated software quality attributes are adaptability, completeness, maintainability, understandability, reusability and testability. This classification aims to help software designers choose appropriate refactoring methods that will improve the quality of their design, based on their design objectives. It also enables them to predict the quality drift caused by using specific refactoring methods.
The rest of this paper is organized as follows: Sect. 2 reviews the related work. Section 3 describes internal and external software quality attributes and the means of assessing external quality attributes from internal quality attributes. Section 4 describes our research methodology. Section 5 presents the experimental results for the classification of refactoring methods based on software quality attributes. Section 6 discusses possible threats to the validity of our approach. Finally, Sect. 7 concludes the paper and gives directions for future work.
Related Work
A number of research studies have investigated the effect of refactoring on internal and external software quality attributes. Tahvildari and Kontogiannis [7] proposed a catalog of object-oriented metrics that can be used to automatically detect where a particular transformation can be applied to improve software quality. This was achieved by analyzing the impact of various meta-pattern transformations (abstraction, extension, movement, encapsulation, buildrelation and wrapper) on these object-oriented metrics. The selected object-oriented metrics were complexity: Class Definition Entropy (CDE), Number of Methods (NOM), Weighted Methods per Class (WMC), coupling: Data Abstraction Coupling (DAC), Response for a Class (RFC) and cohesion: Lack of Cohesion on Methods (LCOM), Tight Class Cohesion (TCC). Their approach aimed to help designers or programmers by suggesting proper meta-pattern transformations, thus facilitating the development and maintenance of good quality software. Stroggylos and Spinellis [8] analyzed source code version control system logs of four popular open source software systems. They detected changes marked as refactorings and examined how those affected software metrics. The metrics examined included the C&K metrics suite [9] , Afferent Coupling (Ca) and Number of Public Methods (NPM). Their results indicated significant negative changes in certain metric values. Specifically, refactorings caused an increase in metrics such as LCOM, Ca, and RFC: this indicated that refactorings caused classes to become less coherent. Du Bois and Mens [10] proposed a formalism to describe the impact of refactoring on internal program quality. They based their formalism on the abstract syntax tree representation of source-code, extended with cross-references. They focused on three refactoring methods: "Encapsulate Field", "Pull up Method" and "Extract Method" and analyzed their impact on internal program quality metrics (NOM, NOC, CBO, RFC, and LCOM).
Several empirical investigation efforts relate to this study. Du Bois et al.
[11] performed a controlled experiment to empirically examine differences in program comprehension between the application of "Refactor to Understand" and the traditional "Read to Understand" pattern. "Refactor to Understand" is a reverse engineering pattern that is used to improve the code and the maintainers' understanding of the code. Geppert et al. [12] empirically explored the impact on changeability of refactoring a legacy system. They considered three factors for changeability: customer reported defect rates, effort and scope of changes. Wilking et al. [13] investigated the effect of refactoring on maintainability and modifiability by empirical evaluation. Maintainability was tested by randomly inserting defects into the code and measuring the time needed to fix them. Modifiability was tested by adding new requirements and measuring the time and LOC metric needed to implement them. The direct effect of improved maintainability or modifiability due to refactoring could not be shown within this controlled experiment. Kataoka et al. [14] proposed coupling metrics as a quantitative evaluation method to measure the effect of refactoring on the maintainability of a program, by comparing the coupling before and after the refactoring.
