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Abstract. In this paper, driven by industrial needs, we present a change manage-
ment approach for product lines within the context of use case-driven develop-
ment and testing. As part of the approach, we first provide a modeling method to
support variability modeling in Product Line (PL) use case diagrams, specifica-
tions, and domain models, intentionally avoiding any reliance on feature models
and thus avoiding unnecessary modeling and traceability overhead. Then, we in-
troduce a use case-driven configuration approach based on the proposed model-
ing method to automatically generate Product Specific (PS) use case and domain
models from the PL models and configuration decisions. Building on this, we
provide a change impact analysis approach for evolving configuration decisions
in PL use case models. In addition, we plan to develop a change impact analy-
sis approach for evolving PL use case models and an automated regression test
selection technique for evolving configuration decisions and PL models.
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1 Introduction
Product Line Engineering (PLE) is becoming widely adopted in many software devel-
opment environments to develop complex systems for multiple customers with varying
needs. In many of these development environments, use cases are central development
artifacts and are used for communicating requirements among stakeholders and for sys-
tem test case generation [1] [2]. We face the same situation with our industrial partner
IEE S.A. [3], a leading supplier of embedded systems in the automotive domain.
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Fig. 1. Clone-and-Own Reuse at IEE for a Product Family
The current use case-driven development practice at IEE, like in many other envi-
ronments, is based on clone-and-own reuse [4] (see Fig. 1). IEE starts a new project with
an initial customer. The product requirements are elicited from the initial customer and
documented as a use case diagram, use case specifications, and a domain model (i.e., a
conceptual model that represents domain entities). For each new customer in the prod-
uct family, the IEE analysts need to clone the current models, and negotiate variabilities
with the customer to produce a new use case diagram, new specifications, and a new
domain model (see clone-and-own in Fig. 1). As a result of the negotiations, the IEE
analysts make changes in the cloned models (see modify in Fig. 1). They derive and
select new system test cases from the modified use cases (i.e., regression test selection
for system test cases). With such practice, variants and variation points (i.e., where po-
tential changes are made) are not documented and the IEE analysts, together with the
customer, need to evaluate the entire use cases, domain model and test cases.
There are approaches in the literature that address the need for supporting PLE in the
context of use case-driven development and regression test selection (e.g., [5] [6] [7] [8]
[9]). Most of the use case-driven PLE approaches require that feature models be traced
to use case diagrams and specifications (e.g., [10] [11] [12] [13] [14] [15]). The analysts
need to establish traces between feature models and use cases. The evolution of feature
models and use cases also requires these traces to be maintained manually [16]. There
are approaches [17] [18] [19] [20] that study the evolution of feature models without
addressing the impact of changes of variability information on use case models. In
addition, due to limited resources, many companies, such as IEE, find the traceability
and maintainability effort incurred with feature models to be impractical.
This paper outlines our approach providing automated support for the change man-
agement of use case models and regression test selection in a product family.
2 Overview
We present an overview of our proposed approach in Fig. 2. The analyst produces three
artifacts: a Product Line (PL) use case diagram, PL use case specifications, and a PL
domain model (see Elicit Product Line Use Case Models in Fig. 2). It may not always
be possible to model PL use cases without starting from product use cases; the analyst
elicits use cases of a specific product, and then identifies variabilities and commonali-
ties for the product family. We observe that most of the projects in industry start with
an initial customer for which the product is designed and produced. Other potential
customers are typically engaged after the release of the initial product. At this phase of
product development, the analyst starts identifying commonalities and variabilities of
the product family based on the use cases of the initial product.
With new customers (see ‘evolves to’ in b and d in Fig. 2), the analyst is asked to
input configuration decisions regarding variation points captured in PL use case and do-
main models to automatically configure the product line into a product (see ‘configure’
in b, and d in Fig. 2). The configuration of Product Specific (PS) use case and domain
models is an automated, iterative, and interactive decision-making activity. When a de-
cision is made, the consistency of the decision with prior decisions is checked. There
might be contradicting decisions in the PL use case diagram such as two decisions re-
sulting in selecting variant use cases violating some dependency constraints. These need
to be automatically determined and reported a posteriori and the analysts can backtrack
and revise their decisions.
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Fig. 2. Overview of the Approach
Configuration decisions may frequently change, resulting in the reconfiguration of
PS use case models (see ‘evolves to’ in a, c and e in Fig. 2). Impacted decisions, i.e.,
subsequent decisions to be made and prior decisions cancelled or contradicting when
a decision changes, are identified to incrementally reconfigure the generated use case
models (see ‘reconfigure’ in a, c and e in Fig. 2).
Reconfiguration is needed not only for changes in configuration decisions (see
‘evolves to’ in a, c, and e in Fig. 2) but also for changes in PL use case models (see
‘evolves to’ in f ). The former requires reconfiguration only for the product concerned
with the decisions, while the latter needs an impact assessment method to analyze
change impact on PL use cases before reconfigurating use case models for all prod-
ucts in the product family (see ‘reconfigure’ in f in Fig. 2).
When requirements evolve in a product family (see ‘evolves to’ in a, b, c, d, e, and
f in Fig. 2), the change impact on the execution of system test cases derived from these
requirements need to be assessed. We automatically choose, from an existing test set,
test cases that can and need to be rerun to ensure existing, unmodified functionalities
are still working correctly.
Most parts of the proposed approach in Fig. 2 have already been implemented and
assessed (see Section 3), while some other parts are planned to be developed as a future
work (see Section 4).
3 Current Results and Tool Support
Product line use case modeling method. We proposed, applied, and assessed our Prod-
uct line Use case modeling Method (PUM) [21] to support variability modeling in PL
use case diagrams, specifications, and domain models, without making use of feature
models, thus avoiding any modeling overhead (see Elicit Product Line Use Case Mod-
els in Fig. 2). PUM adopts existing PL extensions [22] [23] for use case diagrams and
domain models. For modeling variability in use case specifications, we introduced new
product line extensions for the Restricted Use Case Modeling method (RUCM) [24].
Use case-driven configuration approach. We proposed, applied, and assessed a
use case-driven configuration approach [25] using PUM (see ‘configure’ in b and d in
Fig. 2). The approach supports three activities. First, the analyst is guided to make con-
figuration decisions in an appropriate order. Second, the consistency of configuration
decisions is ensured by automatically identifying contradicting decisions. Third, PS use
case and domain models are automatically generated from PL models and decisions.
A change impact analysis approach for evolving configuration decisions. We pro-
posed, applied and assessed a change impact analysis approach, on top of our use case-
driven modeling and configuration techniques, to support the evolution of configuration
decisions (see ‘evolves to’ and ‘reconfigure’ in a, c and e in Fig. 2). Our approach sup-
ports three activities. First, the analyst proposes a change but does not apply it to the
corresponding configuration decision. Second, the impact of the proposed change on
other configuration decisions for the PL use case diagram, the PL use case specifica-
tions and the PL domain model are automatically identified. Third, the PS use case and
domain models are incrementally regenerated only for the impacted decisions after the
analyst makes all the required changes. We implemented a model differencing and re-
configuration pipeline [26] where we identify the changed decisions for which we need
to regenerate the PS use case and domain models.
The current results have been implemented as a tool, PUMConf [27]. PUMConf
uses GATE (http://gate.ac.uk/), an open source NLP framework, to anno-
tate PL use case specifications to be used for (re)configuring PS use case specifica-
tions. PUMConf relies upon: (i) IBM DOORS to model PL use case specifications
and (ii) Papyrus to model and save PL use case diagrams as a UML file. To load
use cases from IBM DOORS, it uses DOORS Document Exporter, an API that ex-
ports the DOORS content as text files. The (re)configuration of PS use case models
has been implemented as a Java application. The DOORS eXtension Language (DXL)
is employed to load the configured PS specifications into DOORS. PUMConf is ap-
proximately 25K lines of code, excluding comments and third-party libraries. PUM-
Conf has been evaluated over an industrial case study. The evaluation showed that
our tool is practical and beneficial to (re)configure PS use case and domain mod-
els in industrial settings [25] [26]. Additional details about PUMConf, including ex-
ecutable files and a screencast covering motivations, are available on the tool’s website
at https://sites.google.com/site/pumconf/.
4 Future Work
A change impact analysis approach for evolving PL use case and domain models.
Change can occur in variability aspects of PL use case and domain models, e.g., adding
a new variation point (see ‘evolves to’ in f ). Changes on PL use case models require
impact assessment on other parts of PL models and configuration decisions for each
individual product, and may entail reconfiguration (see ‘reconfigure’ in f in Fig. 2). To
this end, we plan to develop a change impact analysis approach to identify impacted
configuration decisions and parts of PS models that need to be reconfigured when PL
use case and domain models evolve.
A regression test selection approach for product lines. Regression test selection is
a particular application of change impact analysis, that consists in choosing, from an
existing test set, test cases that can and need to be rerun to ensure existing, unmodified
functionalities are still working correctly [28]. We plan to provide an automated regres-
sion test selection approach for system test cases derived from use case models. For
system test cases and their traces to use case models, we plan to rely on the Use Case
Modeling for System Tests Generation approach (UMTG) [2] [29], that automatically
generates executable system test cases from PS use case and domain models.
5 Conclusion
We presented a change management approach for product lines within the context of
use case-driven development and testing. As part of the approach, we provided (i) a
product line modeling methodology centered around use case modeling for document-
ing variability in PL use case diagrams and specifications, and associated domain mod-
els, (ii) a configuration approach that automatically generates PS use case and domain
models from PL models and configuration decisions, and (iii) a change impact analysis
approach for evolving configuration decisions in PL use case models. In the future, we
plan to develop a change impact analysis approach for evolving PL use case models and
a regression test selection technique for evolving PL use case models and configuration
decisions. We further plan to conduct more case studies to better evaluate the practical
utility and usability of our techniques.
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