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Abstract
Given two phylogenetic trees with the {1, . . . , n} leaf-set the maximum agreement subtree
problem asks what is the maximum size of the subset A ⊆ {1, . . . , n} such that the two trees are
equivalent when restricted to A. The long-standing extremal version of this problem focuses on
the smallest number of leaves, mast(n), on which any two (binary and unrooted) phylogenetic
trees with n leaves must agree. In this work we prove that this number grows asymptotically
as Θ(logn); thus closing the enduring gap between the lower and upper asymptotic bounds on
mast(n).
1 Introduction
The algorithmic aspects of the maximum agreement subtree problem have been heavily researched
for many versions of this problem (see, e.g., [1, 2, 7]). The extremal problem explored in this
work was first addressed more than 25 years ago by Kubicka et. al [4], where they proved the
c1(log log n)
1/2 ≤ mast(n) ≤ c2 log n bounds for some constants c1 and c2. The lower bound
was later improved to Ω(log log n) by Steel and Sze´kely [6] and then to Ω(
√
log n) by Martin and
Thatte [5]. The result by Martin and Thatte originated from their proof that if at least one of
the trees is either a caterpillar or a balanced tree (or an almost-balanced tree) then the maximum
agreement subtree must be Ω(log n). Additionally, Martin and Thatte conjectured that two rooted
balanced trees must agree on at least
√
n leaves – this conjecture remains open.
In this work we close the gap between the lower and upper asymptotic bounds and demonstrate
that mast(n) ∈ Θ(log n). More precisely, first we prove a “dual” (weaker) theorem stating that if
any two phylogenetic trees with the {1, . . . , n} leaf-set are arbitrarily rooted, then they either agree
as rooted trees on Ω( lognlog logn) leaves or agree as the original unrooted trees on Ω(log n) leaves. Next,
we extend this theorem with a more involved analysis and obtain the main result.
2 Preliminaries
A (phylogenetic X-)tree is a binary unrooted tree with all internal nodes of degree three and leaves
bijectively labeled by elements of set X; for convenience, we identify leaves with their labels from
X. The set of leaves of a tree T is denoted by Le(T ), which is used when set X is not explicitly
defined. Two X-trees are identical if there exists a label-preserving graph isomorphism between
them. Given a set Y ⊂ X, Y -tree T |Y is defined as the binary unrooted tree such that the minimal
connected subgraph of T which contains all leaves from Y is a subdivision of T |Y . For convenience,
we define the size of a tree as |T | := | Le(T )| = |X|.
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Figure 1: Unrooted (left) and rooted (right) examples of caterpillar trees.
A rooted (phylogenetic X-)tree T is a binary rooted tree with a designated root node of degree
two, denoted ρ(T ), and each internal node having a designated left child and a right child. Given
a set Y ⊂ X a rooted Y -tree T |Y is defined similarly to the unrooted case. Given a node v ∈ T ,
Tv denotes the subtree of T rooted at v.
A rooted tree T defines a partial order on its nodes: given two nodes x and y we say x  y
if x is a descendant of y (and x ≺ y if additionally x 6= y). Further, we say that x and y are
incomparable if neither x  y nor y  x. For a set Z ⊆ X the least common ancestor (lca) of Z,
denoted lcaT (Z), is the lowest node v such that each l ∈ Z is a descendant of v.
For a rooted X-tree T let Ord(T ) be the left-to-right ordering of leaves induced by the pre-order
traversal of nodes of T . For example, Ord(T ) for T being the rooted tree from Figure 1 (right) is
(4, 3, 1, 2, 5). We refer to Ord(T ) as the leaf ordering of T . We will often identify the leaves of T
with their indices in Ord(T ).
Caterpillar trees. An unrooted or rooted X-tree is a caterpillar if every internal node (includ-
ing, if present, the root) is adjacent to at least one leaf. Figure 1 demonstrates the structure of
caterpillars.
Maximum agreement subtree. For two (unrooted or rooted) trees T and S on {1, . . . , n} leaf-
set a maximum agreement set is the maximum set Y ⊆ {1, . . . , n}, such that T |Y = S|Y up to
label-preserving graph isomorphism. The tree T |Y is called a maximum agreement subtree and the
size of the maximum agreement set/subtree is denoted by mast(T, S).
Let P(n) be the set of all unrooted X-trees with X = {1, . . . , n} then
mast(n) := min
T,S∈P(n)
(mast(T, S)).
That is, mast(n) is the minimum number of leaves on which any two unrooted X-trees must agree.
Throughout the work we use log x to denote log2 x.
3 Dual lower bound result
In this section we prove a “dual” (rooted/unrooted) lower bound result for mast(n) and lay the
foundation for our main result.
Given any two unrooted X-trees T and S with X = {1, . . . , n} and n ≥ 4, let T ′ and S′
be rooted trees obtained from T and S respectively by rooting them at arbitrarily chosen edges
eT ∈ E(T ), eS ∈ E(S) (the rooting is performed by subdividing the chosen edge with a new node
and designating this node as the root). For each internal node in T ′ and S′ then one of the children
is designated to be the left child and the other to be the right child arbitrarily. In this section we
prove the following theorem.
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Theorem 1. Either the rooted trees T ′ and S′ have a rooted (caterpillar) agreement subtree of size
at least 14
logn
log logn or the original unrooted trees T and S have a (caterpillar) agreement subtree of
size at least log n.
The rest of the section is dedicated to the construction proof of Theorem 1. To begin with, the
following na¨ıve observation is implicitly used throughout the proof.
Observation 1. If A is an agreement subtree of T |Q and S|Q, where Q ⊂ Le(T ) = Le(S), then A
is an agreement subtree of T and S (in both rooted and unrooted cases).
Further, Observation 2 helps understanding our construction.
Observation 2. A rooted X-tree is a caterpillar if and only if there exists an ordering of leaves
1, . . . , |X| = n (which is unique for any caterpillar tree) such that for each 1 ≤ i ≤ n the least
common ancestor of set R := {i + 1, . . . , n} is strictly below the least common ancestor of set
R ∪ {i} (or, equivalently, i is incomparable with lca(R)). Further, if such ordering is identical for
two rooted X-trees T ′ and S′ then these trees are equivalent caterpillars due to uniqueness.
We now turn to the construction.
Set up. Consider the left-to-right leaf orderings Ord(T ′) and Ord(S′) of T ′ and S′ respectively and
let α then be a common subsequence of Ord(T ′) and Ord(S′) (or of Ord(T ′) and Ord(S′)-reversed)
of size at least
√
n. Note that α is guaranteed to exist by the Erdo˝s-Szekeres theorem (see [3]).
If α is common to Ord(T ′) and Ord(S′)-reversed, then swap left and right children for all internal
nodes in S′, which would then make α common to Ord(T ′) and Ord(S′). Let X(1) := {x | x ∈ α}
and let T (1) := T ′|X(1) and S(1) := S′|X(1). Note that Ord(T (1)) ≡ Ord(S(1)).
For convenience of analysis, we present our construction as an iterative algorithm: on each
iteration it either locates a large (log n) agreement caterpillar or adds a new leaf to an agreement
set M and proceeds to the next iteration with a restricted leaf-set. Next, we describe it more
formally.
Iteration description.
Input: rooted X(i)-trees T (i) and S(i) with the same leaf orderings, a set of agreement leaves
M with M ∩X(i) = ∅;
Outcome: Either
(i) finds a taxon x ∈ X(i) and a set Y ⊂ X(i), such that lcaT (i)(Y ) ≺ lcaT (i)(Y ∪{x}),
lcaS(i)(Y ) ≺ lcaS(i)(Y ∪ {x}), and |Y | ≥ |X
(i)|
2 logn , or
(ii) finds an agreement caterpillar for original trees T and S of size at least log n.
In the former case the construction proceeds to the next iteration by adding x to M
and setting T (i+1) = T (i)|Y, S(i+1) = S(i)|Y . In the latter case the iteration stops, as
an agreement subtree satisfying Theorem 1 was located.
We call a pair (x ∈ X(i), Y ⊂ X(i)) with the properties from outcome (i) above (i.e., lcaT (i)(Y ) ≺
lcaT (i)(Y ∪ {x}), lcaS(i)(Y ) ≺ lcaS(i)(Y ∪ {x}), and |Y | ≥ |X
(i)|
2 logn) a good pair. Next, we demonstrate
that such an iterative algorithm always exists.
Construction proof. To begin with, without loss of generality assume that the left subtree of
T (i) (subtree rooted at the left child of the root) is larger than or equal to the right subtree of T (i)
in terms of the number of nodes. If that is not the case, then swap left and right children of all
internal nodes in both T (i) and S(i) – that will preserve the equivalence of leaf orderings of T (i)
and S(i).
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Figure 2: Schematic definition of Q1, . . . , Qk, R1, . . . , Rm subtrees from trees T
(i) (left) and S(i)
(right)
Next, let P1 = (u1, . . . , uk) be the path in T
(i) from the left-most leaf to the root and P2 =
(w1, . . . , wm) be the path in S
(i) from the root to the right-most leaf. Then let Q1, . . . , Qk and
R1, . . . , Rm be the subtrees induced by paths P1 and P2 respectively (see the illustration on Fig-
ure 2). That is, we define Qj for some 1 ≤ j ≤ k (and similarly we define Rj) as follows:
Qj :=
{
T
(i)
uj if uj is the lowest node in P1 (which is u1 in that case);
T
(i)
v otherwise, where v is the child of uj that is not on the path.
Note that Q1 and Rm are trivial subtrees that contain only one leaf each. Additionally, note that
subtrees are chosen in the way such that leaves in Qi (or Ri) are to the left of leaves in Qj (or Rj)
in the common leaf ordering if i < j.
Lemma 1. For any fixed constant C ≥ 4 at least one of the two statements always holds:
(i) Exists u ∈ T (i), v ∈ S(i), and x ∈ X(i) such that x 6∈ Le(T (i)u ), x 6∈ Le(S(i)v ), and
∣∣ Le(T (i)u ) ∩
Le(S
(i)
v )
∣∣ ≥ |X(i)|C .
(ii) All |Qj |, |Rl| ≤ max
(2|X(i)|
C , 1
)
for all 1 ≤ j ≤ k, 1 ≤ l ≤ m.
Proof. If 2|X
(i)|
C < 2 then the statement is trivially true (case (i) holds if |X(i)| > 1 and case (ii)
must hold otherwise). Assume 2|X
(i)|
C ≥ 2; it is sufficient to show that if (ii) does not hold, then (i)
must hold. Without loss of generality assume that exists 1 < j ≤ k such that |Qj| > 2|X
(i)|
C (note
that j 6= 1, since |Q1| = 1). Consider now the left and right subtrees of S(i), S(i)l = R1 and S(i)r
respectively; i.e., subtrees rooted at the children of ρ(S(i)). We consider two cases.
• 1 < j < k. Assume that Le(Qj) intersects with Le(S
(i)
l ) by at least
|X(i)|
C leaves; then choose
u := ρ(Qj), v := ρ(S
(i)
l ), and x to be the right-most leaf in the leaf ordering. Clearly, x does
not belong to Qj , since j < k and x does not belong to S
(i)
l since x is located in the right
subtree of S(i). That is, case (i) of our lemma holds.
Otherwise, Le(Qj) should intersect with Le(S
(i)
r ) by at least
|X(i)|
C leaves. Then choose u :=
ρ(Qj), v := ρ(S
(i)
r ), and x to be the left-most leaf in the leaf ordering. For symmetric
arguments case (i) of our lemma holds again.
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• j = k. If Le(Qk) intersects with Le(S
(i)
r ) by at least
|X(i)|
C leaves then clearly case (i) holds if
we choose x to be, e.g., the left-most leaf.
Otherwise, assume that it is not the case. It then follows that |S(i)r | < |X
(i)|
C ≤ |X
(i)|
4 ; hence,
|S(i)l | ≥ 34 |X(i)|. Given our initial assumption that the left subtree of T (i) is at least as large
as its right subtree, it follows that choosing u := ρ(T
(i)
l ) (root of the left subtree of T
(i)),
v := ρ(S
(i)
l ), and x to be the right-most leaf satisfies conditions of case (i) of our lemma.
Note that when case (i) holds in the above lemma, the pair (x, Le(T
(i)
u ) ∩ Le(S(i)v )) is a good
pair for large enough n (i.e., with 2 log n ≥ C =⇒ n ≥ 4 when C = 4). Additionally, note that
choosing larger values of C decreases the upper bound on sizes of Q1, . . . , Qk, R1, . . . , Rm subtrees,
when case (i) of the lemma does not hold. We will exploit this property in the next section, when
proving our main result. As for this section, we can consider C to be equal 4.
Lemma 2. If each subtree Q1, . . . , Qk and R1, . . . , Rm is of size smaller than
|X(i)|
logn then de-rooted
T (i) and S(i) (and hence original T and S) agree on a caterpillar tree of size at least log n.
Proof. We are going to construct a set A ⊆ X(i) such that |A| ≥ log n and A contains at most one
leaf from each of the subtrees Q1, . . . , Qk, R1, . . . , Rm. It is not then difficult to see that T
(i)|A and
S(i)|A (and hence T |A and S|A) are caterpillars, which must be equivalent after de-rooting, since
the leaf orderings of T (i) and S(i) are equivalent.
For convenience, we identify the leaves in T (i) and S(i) with their indices, 1, . . . , |X(i)| = n(i),
from the common left-to-right leaf ordering. The leaves from each subtree Q1, . . . , Qk, R1, . . . , Rm
then represent an integer interval within [1, . . . , n(i)] of size at most n
(i)
logn ; moreover, these intervals
are ordered form left to right in the same way as the subtrees are. Now construct set A as follows:
Algorithm 1 Θ(log n) agreement set
1: h := 1, A := ∅;
2: while h ≤ n(i) do
3: Add h to A;
4: Let Qj and Rl be the subtrees that contain leaf h;
5: Let r1 and r2 be the largest leaves from Qj and Rl respectively;
6: h := max(r1, r2) + 1.
7: end while
Note that the above algorithm does not add more than one leaf to A from the same subtree.
Further, in Line 6 h increases by at most n
(i)
logn ; thus, the size of A in the end of the loop is at least
log n.
Lemma 3. Assume that for some fixed C ≥ 4 we have |Qj |, |Rl| ≤ 2|X
(i)|
C for all 1 ≤ j ≤ k, 1 ≤ l ≤
m (that is, case (ii) from Lemma 1 holds) and at least one of the subtrees Q1, . . . , Qk, R1, . . . , Rm
is of size at least |X
(i)|
logn . Then there exists a good pair (x, Y ).
Proof. The proof structure resembles the one of Lemma 1. Without loss of generality assume that
Qj is a tree of size ≥ |X
(i)|
logn (note that j 6= 1 since |Q1| = 1). We then distinguish two cases.
First, assume that j < k; consider the left and right subtrees, S
(i)
l and S
(i)
r , of S(i) and let
F ∈ {S(i)l , S(i)r } be the subtree with | Le(Qj) ∩ Le(F )| ≥ |Le(Qj)|2 . If F = S
(i)
l then choose x to be
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the right-most leaf in the common leaf ordering. Otherwise, when F = S
(i)
r , choose x to be the
left-most leaf. It is then not difficult to see that (x, Le(Qj) ∩ Le(F )) is a good pair.
Finally, assume that j = k; then note that S
(i)
l = R1 and by our assumption |R1| ≤ 2|X
(i)|
C ≤
|X(i)|
2 . Similarly, we have |Qk| ≤ |X
(i)|
2 and given that Le(R1) is “on the left”, while Le(Qk) in
“on the right”, we have Le(R1) ∩ Le(Qk) = ∅. Then choose x to be any leaf from Le(R1) and
Y = Le(Qk). Clearly, (x, Y ) is a good pair.
Combining Lemmas 1, 2, and 3 we have the following corollary.
Corollary 1. At least one of the following statements holds.
(1) There is a good pair (x, Y ) with |Y | ≥ |X(i)|C ;
(2) There is a “regular” good pair (x, Y ) with |Y | ≥ |X(i)|2 logn ;
(3) de-rooted T (i) and S(i) (and therefore original T and S) agree on a caterpillar of size at least
log n.
While it is not necessary for this section, we distinguish cases (1) and (2) above as we will use
them separately later for the proof of our main result. Corollary 1 then implies that we can have
an algorithm fitting our original iteration description; Algorithm 2 presents it.
Algorithm 2 Locating an agreement caterpillar
1: Input: rooted X(1)-trees T (1), S(1) with the same leaf orderings (Ord(T (1)) = Ord(S(1))).
2: M := ∅, i := 1;
3: while |X(i)| > 1 do
4: if exists a good pair (x, Y ) then
5: Add x to M and set X(i+1) := Y, T (i+1) := T (i)|Y, S(i+1) := S(i)|Y ;
6: else
7: There must exist a set A, such that original trees T and S agree on A and |A| ≥ log n;
8: return A.
9: end if
10: end while
11: return M .
Note that by Observation 2 T (1)|M and S(1)|M (and hence T ′|M and S′|M) must be equivalent
caterpillar trees. We now find the lower bound on the size of the returned set M (given that
Lines 7 and 8 are not encountered). Note that we have |X(i+1)| ≥ |X(i)|2 logn and assume that the
number iterations performed is p. Then |X(p+1)| = 1 and
|X(p+1)| · (2 log n)p = (2 log n)p ≥ |X(1)| ≥ √n
p log(2 log n) ≥ 1
2
log n
p ≥ 1
2
log n
log log n+ 1
≥ 1
4
log n
log log n
,
with the last inequality holding for n ≥ 4.
Remark 1. As a corollary of Theorem 1 we have mast(n) ∈ Ω( lognlog logn). However, a stronger result
can be obtained as we demonstrate in the next section.
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4 Asymptotics of mast(n)
We are going to refine the analysis presented in the previous section in order to obtain our main
result.
Theorem 2. mast(n) ∈ Θ(log n).
The upper bound of mast(n) ∈ O(log(n)) was shown by Kubicka et. al [4]. To observe this
result consider a balanced tree and a caterpillar tree; the maximum agreement subtree then must
have the caterpillar shape and the size of such caterpillar is bounded by the length of the longest
path in the balanced tree, which is O(log(n)).
We now show that mast(n) ∈ Ω(log n). To do that we re-use the set up from the previous
section. That is, we focus on rooted X(1)-trees T (1) and S(1) with the same leaf orderings and
of size at least
√
n. Further, we re-use a similar iteration methodology for construction of an
agreement tree.
Recall that Lemma 1 from the previous section allows us to choose a constant C, which we set
to C := 40 in this section. We now refine Lemma 2.
Lemma 4. Assume that |X(i)| ≥ n 14 and |Qj|, |Rl| ≤ 2|X
(i)|
C =
|X(i)|
20 for all 1 ≤ j ≤ k, 1 ≤ l ≤ m
(i.e., case (ii) from Lemma 1 holds); then at least one of the following statements holds.
(i) There exist disjoint sets X,Y ⊂ X(i) such that |X| ≥ n1/16, |Y | ≥ |X(i)|10 logn , lcaT (i)(X) is
incomparable with lcaT (i)(Y ), and lcaS(i)(X) is incomparable with lcaS(i)(Y );
(ii) T and S agree on at least 148 log n leaves (that induce a caterpillar).
The proof of Lemma 4 uses the following result established by Martin and Thatte [5] and based
on the earlier work by Steel and Sze´kely [6].
Proposition 1 (Martin and Thatte [5]; Steel and Sze´kely [6]). Any two unrooted X-trees T and
S on n leaves, where T is a caterpillar, have a maximum agreement subtree of size at least 13 log n.
Proof of Lemma 4. Similar to the proof of Lemma 2 we identify leaves in T (i) and S(i) with their
indices, 1, . . . , |X(i)| = n′, in their common left-to-right leaf ordering. Then each subtree Qj or
Rl induces an integer interval inside [1, n
′] of size at most n′/20. Consider now the leaves in the
I := [ 820n
′, 1220n
′] interval. Let l be the smallest leaf (integer) from I such that the subtrees Qi1
and Rh1 that contain l “lie” completely within I (that is, Le(Qi1) and Le(Rh1) are within I).
Observe that l ≤ 920n′. Similarly, we define r to be the largest leaf (integer) from I such that
subtrees Qis and Rht that contain r lie completely within I; then r ≥ 1120n′. We now focus on
subtrees Qi1 , . . . , Qis and Rh1 , . . . , Rht . Observe that
⋃is
l=i1
Le(Ql) and
⋃ht
l=h1
Le(Rl) are supersets
of {l, . . . , r} and |{l, . . . , r}| ≥ 220n′. By a simple modification of Lemma 2 it is not difficult to see
that either at least one of the Qi1 , . . . , Qis , Rh1 , . . . , Rht subtrees is of size at least
(2/20)n′
logn or T
and S agree on a caterpillar of size at least log n (i.e., statement (ii) holds). Assume now that the
former holds and let Qy be a subtree of size at least
(2/20)n′
logn . In case there is no such Qy and a
subtree of size at least (2/20)n
′
logn is among Rh1 , . . . , Rht subtrees, the argument that we present next
changes only in one aspect, which we point out in the end.
Let us now focus on the [1, 420n
′] interval. Again, by considering a simple modification of
Lemma 2, there must exists a subtree Qx (or Rx, which we disregard for symmetry) of size at
least (4/20)n
′
logn and Le(Qx) lies within [1,
5
20n
′) – otherwise, case (ii) of our Lemma holds. Recall that
n′ ≥ n 14 ; then for sufficiently large n we have (4/20)n′logn ≥ n
1
8 .
7
Qx Qy Qk
Q1
. . . . . . . . .
. . .
. . .
. . .
X XY Y
RjeRj2Rj1RpR1
Rm
. . ..... . .. . .
. . .
. . .
. . .
. . .
Figure 3: An illustration of the potential structure of T (i) and S(i) trees for the proof of Lemma 4
– e.g., when case (ii) from that lemma does not hold.
Let now Rk1 , . . . , Rkf be the subtrees from S
(i) that intersect with Qx on the leaf-set. We claim
that either (1) at least one of Rkl subtrees intersects with Qx on at least n
1
16 leaves or (2) case (ii) of
our lemma holds. Assume that all subtreesRkl that intersect with Qx have | Le(Rkl)∩Le(Qx)| < n
1
16 ;
then, given the established |Qx| ≥ n 18 bound, the number of such subtrees must be at least n 116 .
Taking a single leaf from each of the Rk1 , . . . , Rkf subtrees will then produce a set M with S|M
being a caterpillar of size at least n
1
16 . Proposition 1 due to Martin et al. [5] then implies that T |M
and S|M (and hence T and S) agree on a caterpillar of size at least 1/3 log(n 116 ) = 1/48 log n; i.e.,
case (ii) holds. Otherwise, let Rp be the subtree with | Le(Qx) ∩ Le(Rp)| ≥ n 116 . Clearly, Le(Rp) is
within the [1, 620n
′) interval and therefore Le(Rp) does not intersect with Le(Qy).
Summing up the above arguments, define Y := Le(Qy) and X := Le(Qx) ∩ Le(Rp). We claim
that these two sets satisfy condition (i) of our lemma. The conditions on size are satisfied by the
construction; hence, we only need to confirm the incomparability conditions. Note that lcaT (i)(X)
and lcaT (i)(Y ) are located within the Qx and Qy subtrees respectively (x 6= y) and therefore are
incomparable. Further, let Rj1 , . . . , Rje be the subtrees that intersect on leaves with the set Y ;
given that Y is within [ 820n
′, 1220n
′] we have Le(Rjl) lying within (
7
20n
′, 1320n
′) for all 1 ≤ l ≤ e. Note
now that lcaS(i)(X) is within the Rp subtree and Le(Rp) precedes the (
7
20n
′, 1320n
′) interval. Hence,
if vp is the parent of the root of Rp then lcaS
(i)(Y ) must be located below it and lcaS(i)(X) is
incomparable with lcaS(i)(Y ) (see Figure 3 for an illustration). That is, case (i) holds.
Finally, we come back to the assumption that Qy exist: if it does not, then a similar subtree,
Ry, must exist in S
(i) and the argument proceeds the same way with the exception that we would
locate set X in the [1520n
′, n′] interval instead of [1, 520n
′].
If case (ii) from the above lemma holds, then Theorem 2 clearly holds as well. Otherwise,
assume that case (i) holds. Due to Theorem 1 either (1) trees T (i)|X and S(i)|X agree on a rooted
caterpillar of size at least
log n
1
16
4 log log n
1
16
=
1
16 · 4
log n
log log n− log 16 ≥
1
64
log n
log log n
or (2) T and S agree on at least a log n
1
16 = 116 log n caterpillar. Algorithm 3 summarizes all these
observations.
If the construction presented in Algorithm 3 exits on lines 12 or 16 then we directly get at least
a 148 log n agreement subtree. Assume now that these lines are never reached and the algorithm
returns the setM . It is not difficult to see that T (1)|M should be equivalent to S(1)|M and therefore
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Algorithm 3 Ω(log n) MAST
1: Input: rooted X(1)-trees T (1), S(1) with the same leaf orderings.
2: M := ∅, i := 1, C := 40;
3: while |X(i)| ≥ n 14 do
4: if exists a good pair (x, Y ) with |Y | ≥ |X(i)|C then
5: Add x to M and set X(i+1) := Y, T (i+1) := T (i)|Y, S(i+1) := S(i)|Y ;
6: else if exists a pair (X,Y ) as described in Lemma 4, case (i) then
7: if T (i)|X and S(i)|X agree on M ′ leaves (rooted caterpillar) then
8: Add leaves from M ′ (with |M ′| ≥ 164 lognlog logn) to M and
9: Set X(i+1) := Y, T (i+1) := T (i)|Y, S(i+1) := S(i)|Y ;
10: else
11: There must exist A (|A| ≥ 116 log n) such that T and S agree on A;
12: return A.
13: end if
14: else
15: There must exist a leaf-set A (|A| ≥ 148 log n) such that T and S agree on A;
16: return A.
17: end if
18: end while
19: return M .
T and S agree on M . This can be seen by considering the following observation (a generalization
of Observation 2).
Observation 3. Let (X1, . . . ,Xp) be an ordered partition of X and let rooted X-trees T
′ and S′
have the following properties:
• lcaT ′(Xi) is incomparable with lcaT ′
( p⋃
j=i+1
Xj
)
for all 1 ≤ i < p;
• Similarly, lcaS′(Xi) is incomparable with lcaS′
( p⋃
j=i+1
Xj
)
for all 1 ≤ i < p;
• T ′|Xi = S′|Xi for all 1 ≤ i ≤ p.
Then T ′ = S′.
Let us now determine the lower bound on the size of M . Assume that line 5 is executed p times
overall, while line 9 is executed q times. The size of M is then at least p+ q · 164 lognlog logn . Further, let
X(p+q+1) be the set of leaves after the last iteration of the algorithm (i.e., |X(p+q+1)| < n 14 ). We
then have
|X(p+q+1)| · Cp · (10 log n)q ≥ |X(1)| ≥ √n
n
1
4Cp · (10 log n)q ≥ √n
p logC + q(log log n+ log 10) ≥ 1
4
log n
p ≥ 1
logC
(1
4
log n− q log log n− q log 10).
9
Finally,
|M | ≥ p+ q · 1
64
log n
log log n
≥ log n
4 logC
+ q(
1
64
log n
log log n
− log log n
logC
− log 10
logC
).
Note that
1
64
log n
log log n
≥ log log n
logC
+
log 10
logC
for sufficiently large n; hence |M | ≥ logn4 logC for large n and Theorem 2 holds.
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