Abstract. The lack of available identity information in attribute-based trust management systems complicates the design of the audit and incident response systems, anomaly detection algorithms, collusion detection/prevention mechanisms, and reputation systems taken for granted in traditional distributed systems. In this paper, we show that as two entities in an attribute-based trust management system interact, each learns one of a limited number of virtual fingerprints describing their communication partner. We show that these virtual fingerprints can be disclosed to other entities in the open system without divulging any attribute or absolute-identity information, thereby forming an opaque pseudo-identity that can be used as the basis for the above-mentioned types of services. We explore the use of virtual fingerprints as the basis of Xiphos, a system that allows reputation establishment without requiring explicit knowledge of entities' civil identities. We discuss the trade-off between privacy and trust, examine the impacts of several attacks on the Xiphos system, and discuss the performance of Xiphos in a simulated grid computing system.
Introduction
Open systems are distributed computing systems in which resources are shared across organizational boundaries. Common examples of open systems include grid computing networks, corporate virtual organizations, disaster response networks, joint military task forces, and peer-to-peer systems. Open systems that make authorization decisions based on the identities of the participants in the system cannot be truly open, because they suffer from scalability limitations as the number of authorized users increases. Recent research has addressed this problem by proposing various attribute-based trust management systems for use in these environments (e.g., [2, 3, 4, 5, 6, 14, 17, 23, 25] ). These types of systems provide an effective and scalable means for making access control decisions in truly open systems, but depending on their deployment model, may have the side effect of virtually eliminating absolute identity information. In systems where a user's attributes are bound to a single identity certificate, this is obviously not the case. However, in more flexible systems where users may have multiple "identity" certificates or attributes represented by credentials that are not linked to their other credentials (e.g., each attribute is a separate X.509 key pair) the traditional notion of identity becomes blurred.
This lack of absolute identity can be a double-edged sword in that it increases system scalability while also increasing user anonymity; this may not be appropriate in all application domains. In traditional distributed computing, user identity forms the basis of audit and incident response systems, anomaly detection algorithms, collusion detection/prevention mechanisms, and reputation systems. As such, this functionality either does not exist or exists only in limited form in current open system proposals. In this paper, we take a first step towards addressing this problem by describing a method for the linking and correlation of multiple identities used by the same entity in attribute-based trust management systems. We then show how these identities can be turned into virtual fingerprints which can be exchanged between entities in the system without leaking sensitive attribute or civil-identity information. Virtual fingerprints act much like fingerprints in the physical world in that they allow multiple actions initiated by an entity to be linked without knowing the civil-identity of their owner. Virtual fingerprints can be exchanged between multiple users, thereby forming a solid foundation upon which the types of functionality previously described can be constructed.
To illustrate the promise of the use of virtual fingerprinting in open systems, in this paper, we show how virtual fingerprints can form the basis of the Xiphos reputation system. Reputation systems will be a necessary part of the open systems of the future, as current research trends are beginning to embrace distributed theorem proving approaches to access control [1, 26] . In these types of systems, proof fragments and access hints are collected from various parties in the network and used to construct proofs of authorization. Accepting proof fragments or access hints from malicious entities could have dire consequences, including potentially unbounded searches for non-existent credentials and the risk of being denied access to a resource which one is, in fact, authorized to access. We show how virtual fingerprinting can be used as the foundation of a reputation system that will allow entities in an open system to gain confidence in information provided by others (including proof hints) without compromising each entity's desire to protect his or her sensitive credentials.
The remainder of this paper is organized as follows. Section 2 overviews the difficulty of establishing identity in attribute-based trust management systems, describes how virtual fingerprints can be derived from the information collected during interactions in these systems, and discusses some target application domains for virtual fingerprinting. In Section 3, we describe the design of a reputation system in which reputations are aggregated by using the virtual fingerprinting mechanism described in Section 2. We also discuss several deployment models for this reputation system, each of which allows for a different balance of privacy and completeness of available information. In Section 4, we discuss the privacy implications of our reputation system and examine the effects of several attacks against the Xiphos system. Section 5 presents an evaluation of our reputation system in a simulated grid computing network to demonstrate its utility and quantify its costs of deployment. We then overview related work in Section 6 and present our conclusions and directions for future work in Section 7.
Identity in Open Systems
In this section, we discuss the difficulty of establishing absolute user identities in open systems by examining an attribute-based access control technology known as trust negotiation. We then describe how the information acquired during trust negotiation sessions (or interactions in any other attribute-based trust management framework) can be used to determine one of a limited number of virtual fingerprints which can uniquely identify another entity in the system. Lastly, we address the types of systems in which virtual fingerprints can be used.
Attribute-Based Access Control
The fact that resources are shared across organizational boundaries makes access control a difficult task in open systems. Access lists based on identity do not scale as the size of the network increases. Consider, for example, the case that a particular research laboratory would like to allow free access to its digital library to all computer science graduate students at accredited universities. An identitybased access control list for the digital library would contain tens of thousands of entries identifying students at a great many institutions. Keeping this list up to date would be a full-time job, as the maintainer would need to repeatedly poll each institution to find out whether any students have entered or left their computer science graduate program. Various proposals for attribute based trust management systems have been proposed in the literature (e.g., [2, 3, 4, 5, 6, 14, 17, 23, 24, 25] ) which alleviate this problem, but do so at the cost of virtually eliminating identity information.
As an example, consider the technique known as trust negotiation [24] in which peers exchange policies and credentials in a bilateral and iterative manner to gradually establish trust in one another. Let us now consider the details of a trust negotiation which could take place in the previously-described digital library scenario. When a user Alice wishes to access the digital library, she first sends a resource access request to the digital library. The library then returns Alice an access policy which states that she must demonstrate proof of ownership of (1) a student ID issued by an accredited university and (2) a department affiliation certificate indicating that she is a member of the computer science department at that institution. Now, say that Alice has these credentials, but is only willing to disclose them to members of the Better Business Bureau with a certified privacy policy in place. Rather than disclose these credentials, Alice sends the digital library a policy to this effect. The library responds to this with credentials proving both of these assertions, as it considers them to be public knowledge. Alice is then satisfied and discloses the needed credentials to the library, which grants her access.
In this example, it is clear that Alice can gain access to the digital library without ever disclosing her true identity; the library learns only that Alice is a computer science graduate student at an accredited university. In the remainder of this section, we show how the information obtained during a trust negotiation (or an interaction in any other type of attribute-based trust management system) can be used to form one of a limited set of pseudo-identities which uniquely identify the remote party.
Virtual Fingerprinting in Open Systems
Each entity, A, in an attribute-based trust management system has a finite set of credentials, C A = {c 1 , . . . , c n }, which attest to her various attributes. Although these credentials might never explicitly reference A's civil identity (for example, they could be X.509 credentials that assert only that their owner has a given attribute), we claim that in practice, C A completely describes A. In trust management systems such as PolicyMaker [5] , KeyNote [4] , QCM [11] , Cassandra [2] , and various trust negotiation proposals (e.g., [3, 14, 17, 25] ), each credential is issued to exactly one owner in order to avoid the group key revocation problem. Thus, if an entity E can prove ownership of some c ∈ C A , then necessarily E = A.
Since entities may consider some of their credentials to be private, C A is in most cases not globally available as a basis of comparison for identity establishment. However, as entities in these systems interact, they collect valuable information about one another even if no civil identity information is explicitly disclosed. Specifically, as entities A and B interact, B learns D unlimited number of such credentials (e.g., a user should not be able to obtain two drivers licenses), which implies that the set of useful descriptions that can be assumed by any entity will necessarily be finite.
Although descriptions are useful for allowing one entity to recognize another entity with whom she has interacted previously, privacy concerns restrict descriptions from being shared between entities. This follows from the fact that entities may consider some of their attributes to be sensitive: even though B learns some credential c which belongs to A, this does not mean that any arbitrary entity in the system has the right to learn c. To allow certain information contained within a description to be shared between entities, we introduce the notion of virtual fingerprints.
Definition 2. The virtual fingerprint associated with a description D
The collection of all such virtual fingerprints will be referred to as F.
The collision-resistance property of hash functions allows virtual fingerprints to be used as pseudo-identifiers in the same way as descriptions. For instance, if SHA-1 is used to derive virtual fingerprints, we expect that each person on earth would need to hold approximately 2 47 credentials before a collision would be found, given that the current population is about 6.2 billion < 2 33 people. Therefore, if two virtual fingerprints overlap, their corresponding descriptions overlap, and thus the two virtual fingerprints both describe the same entity. Since virtual fingerprints mask out the details of a user's credentials, they are more likely candidates for allowing inferred pseudo-identity information to be shared between entities. It must be noted, however, that an entity may have multiple disjoint virtual fingerprints and thus even if two entities have interacted with this entity, they may not be able to agree on this fact based on virtual fingerprints alone. However, the limited number of virtual fingerprints used by an entity, A, in the system (which follows directly from the limited number of descriptions of A) implies that over time, factions of entities who known A by each of her virtual fingerprints will form. Clearly, virtual fingerprints can be used to link and correlate the actions of users in an open system without revealing their private attribute data to entities who do not know it already.
It should be noted that virtual fingerprinting cannot be used in conjunction with all types of trust management systems. For example, virtual fingerprints cannot be derived in systems that use anonymous credentials (e.g., [8, 9, 7] ) or hidden credentials [12] , since the credentials belonging to one entity are never fully disclosed to other entities in the system. In addition, the systems discussed in [8, 9, 7] were designed to prevent actions taken at disparate points in an open system from being linked, and thus prevent any form of distributed auditing. However, there are many types of systems that could benefit from the scalability of attribute-based trust management systems, but require the ability to audit transactions in the system so that users can be held accountable for their actions. Examples of these types of systems include grid computing systems, critical infrastructure management networks, joint military task forces, and disaster management coordination centers. Virtual fingerprinting can pave the way for the adoption of attribute-based trust management systems in these types of high-assurance environments by increasing user accountability and auditability. In the remainder of this paper, we substantiate this claim by describing how virtual fingerprints can form the basis of a reputation system for use in systems such as those described in [2, 3, 4, 5, 6, 14, 17, 23, 25] .
The Xiphos Reputation System
Recent research indicates that reputation systems will play an important role in the peer-to-peer and ad-hoc networks of the future (e.g., [10, 13, 18, 22] ). In the context of open systems, reputation systems are of increasing importance as distributed theorem proving approaches to access control begin to gain traction [1, 26] , since accepting proof fragments or access hints from malicious entities could have dire consequences. However, the lack of concrete identity information in attribute-based access control systems makes designing the reputation systems needed a difficult task.
In this section, we present Xiphos, a reputation system based on the virtual fingerprints described in Section 2.2. The reputation update equations used by Xiphos are similar to those used in other proposals and could easily be changed as better reputation update mechanisms are proposed; in fact, many of the equations presented in this section are adaptations of those presented by Liu and Issarny in [18] altered to work within our virtual fingerprint collection and analysis framework. Thus, our primary contribution is not the reputation update equations themselves, but rather the framework though which entities can record, index, and exchange virtual fingerprints obtained during their interactions in a privacy-preserving manner to formulate reputations for entities whose identities are never fully disclosed.
Local Information Collection
As entities in an attribute-based trust management system interact, they learn valuable information regarding one another's virtual fingerprints. Formally, as entities interact, they can store tuples of the form T = F ∈ F, r ∈ R, τ ∈ T , where F is a virtual fingerprint, r is a rating, and τ is the timestamp of the entity's most recent interaction with the entity described by virtual fingerprint F. We assume that the set of all possible timestamps is T and that reputation ratings come from some set R of possible values. To simplify our discussion, in this paper we use R = [−1, 1]. However, in practice it will often be the case that ratings are vector quantities (i.e., [−1, 1] n ) that allow an entity to rate several aspects of her interaction with another entity (e.g., both the service quality and recommendation quality). All operations carried out on reputation ratings in this paper can be carried out on vectors, so we use n = 1 in our formulas without loss of generality. Over time, it is possible that some entity B will learn several non-overlapping virtual fingerprints describing another entity A. Thus, after a tuple F B A , r, τ is inserted into B's database, B must condense the set of all overlapping tuples. That is, B will remove the set of all tuples T = {T | T.F ∩ F B A = ∅} from his database and insert a single tuple T which is defined as follows:
In the above equation, τ now is the current timestamp and ϕ(·) is a function which computes a factor in the interval [0, 1] which is used to scale the impact of older ratings. One possible definition of ϕ(·) fades ratings linearly over some duration d, though other definitions are certainly possible:
Equations 1 and 2 form the basis of a local reputation system in which any entity can track her interaction history with any other entity in the absence of concrete identity information; this history can then be used as a predictor of future success. In the following subsections, we describe three ways in which entities can exchange portions of their local histories to form a system-wide reputation system.
A Centrally Managed Reputation System
Information Collection The simplest types of reputation systems to reason about are systems in which a central server is responsible for storing and aggregating reputation values, such as the eBay feedback system. In a centralized deployment of Xiphos, the server will store tuples of the form T = F A ∈ F, lc ∈ [0, 1], F B ∈ F, r ∈ R, τ ∈ T where F A is a virtual fingerprint of the entity reporting the rating, lc is the server's linkability coefficient for the entity whose virtual fingerprint is F A , F B is the virtual fingerprint of the entity being rated (as observed by the rater), r is the rating, and τ is the timestamp at which this rating was logged. Prior to discussing the calculation of reputation values based on these tuples, we must first explain (1) how the server learns F A and (2) the mechanism through which lc is calculated.
For several reasons discussed later in this paper, it is important that the server records one of the rater's virtual fingerprints along with each reputation rating registered in the system. One way for this to occur is for the rater to simply reveal several credentials to the server while reporting his reputation rating. Alternatively, the rater could carry out an eager trust negotiation [24] with the reputation server prior to submitting his reputation ratings. An eager trust negotiation begins by one party disclosing his public credentials to the other party. Subsequent rounds of the negotiation involve one party disclosing any credentials whose release policies were satisfied by the credentials that they received during previous rounds of negotiation. This process continues until neither entity can disclose more credentials to the other.
In Xiphos, linkability coefficients are used to weight the reputation rating submitted by a particular entity based on how much the rater is willing to reveal about herself. To this end, the function γ : D → [0, 1] is used to establish the linkability coefficient associated with a description (as defined in Section 2) learned about an entity. The exact definition of γ(·) will necessarily be domainspecific, but several important properties of γ(·) can be easily identified. First, low-value (e.g., self-signed) credentials should not influence the linkability coefficient associated with a description. This prevents an entity from establishing a large number of descriptions that can be used with high confidence. Second, γ(·) should be monotonic; that is, an entity should not be penalized for showing more credentials, as doing so increases the ease with which her previous interaction history can be traced. Third, to help prevent ballot-stuffing attacks, the sum of the linkability coefficients derived from any partitioning of a description should not be greater than the linkability coefficient derived from the entire description. More formally, given a description
. We discuss and evaluate a particular γ(·) function which meets these criteria Section 5.4.
The linkability coefficient is a good metric by which to establish a "first impression" of an entity, as a high linkability coefficient implies that an entity's previous interactions can be more easily tracked. This becomes especially meaningful if the reputation system itself stores vector quantities and can look up a "rating confidence" value for a particular user (such as the RRep value stored in [18] ). Entities with higher linkability coefficients are more likely to have many meaningful rating confidence scores reported by other entities which could be used to weight their contributions to the system. In this paper, we simply use the linkability coefficient as an estimate of an entity's rating confidence.
Given that the server stores tuples in the above mentioned format, we now discuss how reputation ratings are updated. Assume that after interacting with some entity, the server determines that the tuple T = F, lc, F , r, τ should be inserted into the database. Prior to inserting this tuple, the database first purges all prior reputation ratings reported by the entity described by F regarding the entity described by F . That is, the set of tuples
2 At this point, T can be inserted. Note that user updates replace older reputation ratings rather than scaling them since users locally time-scale their own ratings according to Equation 1.
Query Processing Having discussed how information is stored at the reputation server, we now describe how queries are processed. If an entity is interested in obtaining the reputation of some other entity whose virtual fingerprint is F, he submits a query of the form F Q ⊆ F to the reputation server. To compute the reputation for the entity with the virtual fingerprint F Q , the server must first select the set of relevant tuples
Q of the tuples in T Q have overlapping F A components, these tuples will be removed from T Q and replaced with a summary tuple of the form:
, τ now (3) This duplicate elimination prevents the server from overcounting the rating of a single entity A who knows the subject of the query by more than one disjoint virtual fingerprint, each of which overlaps F Q . Let T Q denote the results of performing this duplicate elimination process on T Q . Given T Q , the reputation associated with the query F Q is defined by the following equation:
In short, the reputation returned by the server is the weighted average reputation rating of entities matching the virtual fingerprint F Q , where each reputation rating is weighted based on both the linkability coefficient of the rater (which acts as an estimator of her rating confidence value) and the age of the reputation rating.
The curious reader might wonder why the set intersection operator is used to define T Q = {T i | T i .F B ∩ F Q = ∅} as the set of matching tuples for a query F Q rather than the transitive closure of this operator. While in a network with only honest participants, the transitive closure would give more accurate reputation ratings, it would cause incorrect results to be calculated if cheaters are present in the system. As an illustration, consider a system in which some entity E (with virtual fingerprint F E ) is known to have an excellent reputation. A malicious entity M (with virtual fingerprint F M ) could then inflate his reputation by having some third party N (with virtual fingerprint F N ) report a rating for the "entity" whose virtual fingerprint is F E ∪ F M , thereby causing the tuple T = F N , lc N , F E ∪F M , r, τ to be inserted into the central database. If the transitive closure of the set intersection operation was then used to define T Q , any searches for M 's reputation would then also include all ratings for E, thereby inflating M 's reputation. For this reason, we use only set intersection for query matching, as entities can submit queries derived from virtual fingerprints which they have verified to belong to another entity. This further justifies the use of the linkability coefficient as a first impression of another entity, since as the linkability coefficient increases towards 1.0, the information included in T Q approaches completeness.
A Fully Distributed Reputation System
We now describe a fully distributed deployment of Xiphos. In this model, entities calculate reputation ratings for other entities by querying some subset of the other entities in the system and aggregating the results from their local databases. As in the centralized model, queries are of the form F Q ∈ F. Each node queried selects from their local database all tuples which overlap F Q (i.e., T = {T | T.F ∩ F Q = ∅}) and then creates a summary tuple of the form T = r Q , τ to return to the querier. If only a single tuple T matches the query, then its r and τ components are used to form T , otherwise Equation 1 is used to generate a tuple whose r and τ components are used.
Upon receiving each of these summary tuples, the querier then augments them by adding the linkability coefficient that she has associated with the entity which sent the result. This linkability coefficient can either be cached from a previous interaction, the result of an eager trust negotiation initiated by the querier, or calculated from a set of credentials sent by the other entity along with the summary tuple. Given this collection of augmented summary tuples, T Q , the querier then computes the reputation rating of the entity whose virtual fingerprint is characterized by F Q as follows:
The term ω local ∈ [0, 1] represents a weighting factor which allows the querier to determine how much of the reputation rating that she calculates should be based on her previous interactions with the subject of a query (denoted by r local Q ) versus the reputation ratings reported by other entities in the system. For instance, using ω local = 0 would mean that the reputation ratings provided by other entities will be used exclusively and any local reputation score will be ignored. In addition to choosing the weight given to the reputations returned by others, users must manually balance the time they spend querying other nodes with the accuracy of the reputation rating that they hope to derive.
A Reputation System for Super-Peer Network Topologies
The final deployment model which we consider is a reputation system built on top of a super-peer network. Super-peer networks [27] are peer-to-peer networks which leverage the heterogeneity of nodes in the network by using nodes with higher bandwidths and faster processors to act as intelligent routers which form the backbone of the network. In these networks, a small number of so-called "super nodes" act as gateways for a large number of standard peers. Figure 1 shows a simple super-peer network topology.
In this model, each super node is assumed to have complete information regarding the virtual fingerprint to reputation bindings stored by each of its client peers; that is, each super node acts as a centralized server as described in Section 3.2. Given a query F Q , a super node then uses Equations 3 and 4 to compute a local reputation rating, r S Q , based on the ratings provided by its client peers. However, in addition to calculating this local reputation rating, the super node can also include the reputations reported by other super nodes. After reissuing the query to each other super node and obtaining T Q , the set of resulting summary tuples calculated using Equations 3 and 4, the super node computes the aggregate reputation in response to the query F Q as follows:
As in the fully distributed model, ω S is a weighting factor which determines how much the reputation rating calculated from the super node's local peer group is weighted in comparison to the reputation ratings returned by all of the other super nodes.
Discussion
In this section, we discuss the privacy concerns associated with each deployment model of the Xiphos system. We see that Xiphos is in fact a double-edged sword, and that system architects must make explicit choices regarding balancing privacy preservation and completeness of available information. We then discuss several well-known attacks on reputation systems and describe their effects on Xiphos.
Privacy Considerations
Though reputation systems will form a necessary part of the open systems of the future, it is important to note that the information that they provide comes at a cost. In particular, there is a very clear trade-off between preservation of user privacy and the completeness of information obtained through the reputation system. We now identify the threats to user privacy which manifest themselves in each of the deployment models presented in Section 3.
Possible Privacy Violations
We have identified three types potential privacy violations which may occur as a result of the Xiphos system: leakage of interaction history, discovery of groups of entities with similar attributes, and inference of particular attribute information. Interaction history leaks occur in the centralized and super-peer deployments of the Xiphos system any time that one entity registers a reputation rating for another. This action allows the super peer or central server to infer that the rater and the ratee have interacted in the past. In the fully distributed deployment model, anytime that A answers a query issued by B, B can infer that A has interacted with the subject of his query. However, leakage of interaction history occurs in every other reputation system that we are aware of, thus we do not discuss it further here.
The second type of privacy violation occurs as a central server or super peer collects large amounts of reputation tuples. Recall that these tuples are of the form T = F A , lc, F B , r, τ . After building a substantial database, a malicious server can select all tuples whose F B component overlaps a given F Q exactly. We now claim that the F A components of these matching tuples determine a set of entities in the server's view of the open system who have similar attributes. The justification of this claim comes from the fact that each entity described by some T i .F A was able to determine the same virtual fingerprint for the entity matching F Q . Thus, each of these entities was able to unlock each of the credentials used to derive F Q , a feat which requires that each of these entities be able to satisfy the same set of credential release policies. Because these release policies are not always strict conjunctions, we cannot determine that each matching T i .F A has the same set of defining attributes, though we can claim that these entities are similar in some respects. Note that the similarity of these entities is directly correlated with the restrictiveness of the release policies protecting the credentials used to derive F Q ; more restrictive policies lead to more related entities.
The third type of privacy violation allows certain entities in the system to infer attributes possessed by another entity in the system. In the centralized and super-peer models, this attack is an extension of the previously discussed attack. Consider the case where a server S knows the description D S A of a node A. Let us also assume that some c ∈ D S A is protected by a release policy, p, which is also known to S (e.g., as a result of a previous interaction). S can then form a query F Q = {h(c)} and process it using the technique described above, thereby learning the virtual fingerprints of a group of entities who can satisfy p. Since S knows p, he then knows not only that each entity that matched his query is related somehow, but also that they satisfy p; that is, S can infer the attributes which cause the similarities between the nodes which match his query.
A Balancing Act To an extent, these attacks can be mitigated by choosing an appropriate deployment model for the Xiphos system. The centralized model makes these attacks easier to carry out, as the server has complete information regarding the reputation tuples registered with the system. By using a super-peer deployment, the information flow is restricted greatly. Both the group discovery and attribute inference attacks are limited to occurring within a single peer group, since super nodes do not have access to each others' databases. Thus, if client nodes restrict their information sharing to super nodes whom they can trust (e.g., super nodes with Better Business Bureau memberships or TRUSTeissued privacy policies), then they can have some assurance that the super node will not abuse their partial information to carry out these attacks. Limiting the size of peer groups managed by each super node further restricts these attacks. It should also be noted that using the super-peer deployment model does not sacrifice the completeness of information available, as ratings registered by every peer are still included as the contribution of each super node is folded into the reputation rating calculated using Equation 6. However, unless each super node has a roughly equivalent number of members, ratings may be biased towards the opinions of entities at super nodes with fewer members. Additionally, unless super nodes coordinate to ensure that there is no overlap between their respective peer groups, the accuracy of the reputation ratings calculated using this method may suffer, as malicious peers could register ratings at multiple super nodes.
These attacks can be further limited by using the fully distributed deployment model, as no entity in the system has any sort of complete information. Each entity is restricted to querying a limited number of other entities in the system, as querying each node in turn becomes inefficient as the size of the network grows. Additionally, when issuing the query F Q , an entity A cannot be sure if the responding entities have matched all of F Q or simply some F ⊂ F Q . This implies that A must carry out the group discovery or attribute inference attacks by issuing queries F Q where |F Q | = 1 to ensure that all matches returned are total matches. Note also, that A will most likely need to know c where F Q = {h(c)}, as otherwise she is simply guessing that F Q is an "interesting" virtual fingerprint, which may often be a difficult task. This implies that A is very likely to know p, the release policy for c, as she satisfied p to learn c in the first place. In this respect, the group discovery attack is eliminated, as A is forced to carry out the stronger attribute inference attack. The attribute inference attack is itself no more feasible than trying to determine whether the attribute a attested to by c is possessed by each node in the network directly (e.g., by means of an eager negotiation or another resource access request protocol), thus this attack is no more feasible with Xiphos in place than it would have been without it. This implies that attacks which cause the aforementioned privacy violations can be virtually eliminated by using the fully distributed deployment model, though at the cost of losing the completeness of reputation information.
In addition to leveraging the privacy versus completeness trade-off which exists in the Xiphos system, another possible avenue for the prevention of privacyrelated attacks involves the use of obligations. Obligations are requirements that can be attached to personal information in certain types of trust management systems. For instance, the owner of a digital medical record might attach an obligation to that record requiring that her health care provider send her an email any time this record is shared (e.g., while filing a referral to another physician). In these types of systems, it would be possible for entities to attach obligations to their credentials which limit the ways that other entities can disclose virtual fingerprints including hashes of these credentials. For example, an entity could indicate that any virtual fingerprint including a hash of her Department of Energy security clearance credential may only be released to a reputation server operated by the U.S. government. These types of obligations allow users to reap the benefits of the Xiphos reputation system while still maintaining some control over their private information. We expect that most entities will allow at least some "interesting" subset of their credential hashes to be included in virtual fingerprints because they will likely interact with other entities who require the ability to obtain their reputation rating prior to interaction. Note that in most systems obligations are not guaranteed to be enforced, thus a malicious entity could still leak "unauthorized" virtual fingerprints to reputation services. However, a malicious entity could also post the actual credentials associated with these virtual fingerprints in an open forum, so the threat of leaked virtual fingerprints is minimal, at best.
Attacks and Defenses
There are several types of well-known attacks that can be launched against reputation systems in hopes of biasing the reputations reported by the system. In this section, we address two such attacks and discuss their effects on the Xiphos system. We also discuss two attacks on the Xiphos system itself.
Whitewashing One common attack against reputation systems is whitewashing, which occurs when a user sheds a bad reputation by establishing a new identity in the system. In some systems, this is as simple as reconnecting to the network to obtain a new node identifier, while in others it may involve establishing a new pseudonym (e.g., email address) by which one is known to the system. In Xiphos, reputation ratings are associated with virtual fingerprints. As discussed in Section 2, each user has only a limited number of virtual fingerprints, which are uniquely determined by the set of credentials that she possesses. Obtaining new identities thus reduces to establishing new virtual fingerprints, which requires that a user obtain all new credentials, as any overlap will link this entity to old ratings in the system. If users are routinely required to utilize multiple credentials, this process is likely to be time consuming and involve multiple certificate authorities, thereby making whitewashing a very impractical attack for habitual cheaters.
Ballot-stuffing In reputation systems which either do not track the identity used to register a rating or allow for easily obtaining multiple identities, it is possible for an entity to register multiple ratings for a single entity and thus have their opinion overcounted. In Xiphos, the virtual fingerprinting system can be used to limit the number of claims that an entity can register with the system. Entities have only a finite number of disjoint virtual fingerprints which can be used to register claims and thus can only register a finite number of reputation ratings for other entities in the system. In addition to capping the number of ratings that an entity can register, the virtual fingerprint system also limits the benefits of registering multiple ratings. A properly designed γ(·) function will assign lower linkability coefficients to ratings associated with a small rater virtual fingerprint than it will to ratings associated with large rater virtual fingerprints. This means that given a properly designed γ(·) function, an entity's influence on the overall rating of another entity will be less if she registers multiple ratings using a large number of small virtual fingerprints than it would have been if she had registered only a single rating using the union of each smaller virtual fingerprint. Such a γ(·) function is discussed in Section 5.4.
Exploiting ϕ(·) One attack against Xiphos itself involves exploiting the use of the ϕ(·) function. Recall that ϕ(·) is used to weight the contribution of a single tuple to the overall reputation calculated for a query. In the centralized and super-peer deployment models, entities in the system may try to increase their influence by repeatedly updating their ratings for other entities in the system to keep them current. In the absence of certified transactions and synchronized clocks, there is little that can be done to prevent this problem. However, this attack will likely have little influence on the ratings calculated by the central server if the majority of the users in the system remain honest. Nonetheless, investigating mechanisms for providing certified timestamps is an important area of future work.
Opinion Erasure One last attack on which we comment occurs when a malicious party M is able to steal some set of credentials C A ⊆ C A from another entity A. If M then submits a reputation rating for some entity B described by the virtual fingerprint F B while posing as A (by using the stolen credentials C A ), this rating will overwrite the rating previously stored by A. Note that for this attack to be successful, A must have previously rated B. Though this attack is serious, it is possible in any system in which one entity is able to effectively steal the identity of another (e.g., by guessing another entity's password). Due to the fact that users in attribute-based trust management systems have many identities (which we have referred to as descriptions in this paper), open systems researchers must focus on making secure identity management easy for users of their systems to prevent these types of attacks.
Evaluation
In this section, we present the details of a simulation study conducted to evaluate the performance and utility of the Xiphos reputation system.
Experimental Setup
Simulating an attribute-based trust management system presents several interesting challenges, including modeling the distribution of credentials throughout the system and determining the assignment of release policies to the credentials held by entities in the system. To overcome these difficulties, we chose to simulate a constrained grid computing system rather than a general purpose open system. Figure 2 illustrates the credential ontology used in our simulated network.
In this network, we assume that there are two types of entities: users and resources. Users represent humans interested in using the computing grid to carry out some task, while resources represent things such as computing clusters, mass storage devices, wave tanks, and visualization facilities. Our experiments analyzed the interactions which took place in networks of various sizes generated as follows. For a network consisting of N hosts, we assume that 0.8N of these hosts are users, while the remaining 0.2N of the hosts are resources. Users and resources are randomly generated and assigned credentials and credential release policies in accordance with Table 1 ; in situations where multiple release policies are indicated for a single credential type, one is chosen uniformly at random for each credential generated. Resources are also assigned resource access policies according to Table 2 . The collections of hosts and resources are considered to be disjoint and each is sorted in decreasing order of popularity. We assume that there are no ties with respect to the popularity of nodes in the system. We assume that users randomly interact with both other users and with resources. Resources only accept incoming interactions (e.g., job submissions) and do not initiate any interactions.
We then simulated the interactions that would occur in this network over the course of multiple days. Each day, every user interacts with between 10 and 30 randomly-chosen entities in the network. 80% of these interactions are with other users in the network, while the remaining 20% are with resources. These interactions are chosen such that the number of incoming connections is Table 2 . Resource access policies. The variables P 1 -P n represent specific projects and F represents a specific funding agency.
distributed over the collections of users and resources according to Zipf distributions [28] . As nodes interact, they obtain virtual fingerprint information about one another and the initiating node registers both local and centralized ratings for their satisfaction with the interaction as described in Section 3.
As mentioned in Section 3, the equations used to determine reputation in Xiphos are very similar to those used in more traditional reputation systems. As such, our experiments do not simulate the convergence of these equations as this process has been simulated elsewhere in the literature. Specifically, our system uses reputation update equations similar to those whose convergence behavior was studied in [18] . In the remainder of this section, we focus on measurements of utility that are specific to the Xiphos system. Namely, we examine the storage requirements for nodes participating in the Xiphos system, examine query execution time as a function of database size, and explore a particular γ(·) function designed for our grid computing scenario.
Database Growth
Local Database Growth As users in our simulations interact with resources and other users in the system, they update their local databases as defined 
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Network Size 10,000 users 20,000 users 30,000 users 40,000 users 50,000 users 60,000 users 70,000 users Fig. 3 . Growth of local reputation databases over time for networks ranging in size from 10,000-70,000 entities. in Section 3.1. This implies that over time, the size of a host's local database will continue to grow in size and could include up to NF entries, where N is the size of the network and F is the average number of virtual fingerprints by which the host knows each entity in the network. In our simulations, we assumed that the participants in the network were honest and thus F ≈ 1. This is not an unrealistic assumption, as if a host is known by many virtual fingerprints, the linkability coefficients associated with each virtual fingerprint and thus her overall reputation rating will be low and thus unlikely to remain in a given host's local database for very long.
For each network size simulated, we created 10 random networks and calculated the average growth of local databases in these networks over the course of 5000 days. Figure 3 shows this average growth assuming that nodes had unlimited storage and did not evict infrequently used tuples. This is an upper bound on tuple storage, as it effectively sets d ≥ 5, 000 days in Equation 2. For a network of size 10,000 (a large grid computing network by today's standards), we see that the average database size is less than 7,000 tuples after 5000 days of execution. Figure 4 shows the average daily growth of a local database over the same period of time. These databases grow rapidly at first but then taper off over time. Due to the long tail of the Zipf distribution, it is unlikely that this daily growth will reach zero within the lifetime of any deployed system.
If instead of requiring that each host maintain their complete interaction history, we allow them to discard tuples that are more than one month old (effectively simulating the effect of using d = 30 days in Equation 2), these storage requirements drop drastically. Figure 5 shows that storage for networks of all sizes tends to quickly stabilize at between 325 and 400 tuples, far less than the 6,000 to 19,000 tuples shown in Figure 3 . The average daily change in local database size stabilizes around zero, as shown in Figure 6 .
This decrease in local database size comes at the cost of forgetting about previous interactions which had unfavorable outcomes. Figure 7 shows the average growth of local databases when old tuples with favorable results are evicted from the database after they were 30 days old but unfavorable results were kept indef- 
Network Size 10,000 users 20,000 users 30,000 users 40,000 users 50,000 users 60,000 users 70,000 users Fig. 5 . Growth of local reputation databases over time for networks ranging in size from 10,000-70,000 entities when tuples over one month old are evicted daily. 
Network Size 10,000 users 20,000 users 30,000 users 40,000 users 50,000 users 60,000 users 70,000 users Fig. 7 . Growth of local reputation databases over time for networks ranging in size from 10,000-70,000 entities when tuples for good interactions over one month old are evicted daily. initely. We assumed that an evenly distributed 20% of the nodes in the network were bad. This policy allows nodes to learn from history by keeping their bad memories while reclaiming space by purging obsolete favorable memories. Note the slower growth rate when compared to Figure 3 . Figure 8 shows the average daily change in local database size in this scenario. For this type of strategy to be effective, however, the definition of ϕ(·) presented in Equation 2 would need to be modified. Given these favorable results for very simple eviction policies, exploring more complicated eviction policies could prove to be a fruitful area of future work.
Central Database Growth
The database stored by a central server or super node is necessarily larger and more complex than those stored by other nodes in the system. In fact, a naive implementation of a central server would need to store NA tuples where N is the number of entities in the system who report ratings to this central server and A is the average size of each entity's local database. Upon examining Figures 3, 5, and 7 , we see that this database would quickly become enormous! In order to keep query execution times reasonable, it is clear that optimizations must be made at these central points.
We note that the database size itself is not likely to be a problem for centralized Xiphos servers, but rather, the time needed to process queries on exceedingly large databases will be the bottleneck. To address this, we are investigating the effects of centralized Xiphos servers allowing interested users to become members of their service. Members first register with Xiphos by exposing some number of public credentials. At this point, the server creates a member entry in its database for this entity; member entries are of the form F ∈ F, n ∈ R, d ∈ R where F is the virtual fingerprint derived from the credentials exposed by the entity. The server then precomputes a partial reputation rating for F by using Equations 3 and 4 on the entire database (containing O(NA) tuples). To do this, the numerator of Equation 4 is stored in the n field of the member entry and the denominator of Equation 4 in the d field of the same tuple. These precomputed reputation ratings will be refreshed on a time-available basis by the Xiphos server and thus will not reflect the exact reputation rating for a given user, but rather will act as an estimator for that value.
Processing a query F Q would then involve selecting all member entry tuples which overlap F Q and combining their corresponding partial reputations. More formally, if T Q is the set of all member entries whose F component overlaps F Q , then the final reputation estimation is calculated as follows:
Note that there are at most N F member tuples where N is the number of entities recording reputation ratings at this server and F is the average number of distinct virtual fingerprints used by each entity. As we will see in Section 5.4, in our grid computing scenario F A, meaning that the use of member entries will greatly reduce the number of tuples required to answer queries. However, this reduction comes at the cost of introducing overcounting in the event that the same entity reports reputation ratings for multiple member entries, all of which match a given query. Further investigation is required to fully determine the utility of this type of tuple-reduction method.
Query Execution Time
Now that we see how the size of each local database grows over time, we examine the average time required to process queries as a function of database size. To this end, we have implemented a prototype of the client portion of the Xiphos system in the Java programming language. Our implementation searches local databases in a linear fashion (i.e., stored records are not indexed), making it a lower-bound on the performance that one would expect in practice. The query execution times reported are averages over 1000 queries submitted to 10 randomly populated local databases. These queries were run on an IBM T40p laptop with a 1.6GHz Pentium M processor and 1 GB of memory running Windows XP. We consider this machine as a lower bound of what a scientist would use to submit and track jobs on a computational grid. Clearly, resources in the system would be much more powerful than this. Figure 9 shows the execution time (in milliseconds) for queries submitted to databases ranging in size from 0 to 50,000 tuples. The linear trend is not surprising, as we implemented the O(N ) algorithm that follows directly from the description in Section 3.3. Figure 10 shows the number of queries per second that can be processed for local databases in the 10,000-50,000 tuple size range. For the database sizes shown in Figure 7 , we feel that the query throughput afforded by even our prototype implementation of Xiphos is acceptable, as illustrated in Figure 11 . An interesting avenue of future work involves optimizing the layout of local databases and their associated query processing algorithms. We plan to explore the the use of inverted indexes on virtual fingerprints to improve the query processing algorithm.
The Effects of γ(·)
It has long been observed that the concept of trustworthiness used in both physical and virtual interactions is heavily context-bound [19] . For instance, most people would be more likely to accept tax advice from an accountant rather than a hair stylist. We can leverage this notion of context sensitivity to simplify the task of defining the γ(·) function for a given environment. In some sense, the ontology presented in Figure 2 quantifies the exact context relevant to assessing the trustworthiness of entities in our grid computing scenario. While entities in the system are very likely to have numerous other credentials and attributes, the relevance of these credentials to establishing the user's trustworthiness in the context of grid computing is likely to be minimal. This limited contextual Table 1. scope leads to a simple definition of γ(·) for our grid computing example which meets the requirements identified in Section 3.2.
According to Table 1 , users can have at most 19 credentials described by the ontology shown in Figure 2 ; resources can have at most 10 credentials described by this ontology. Note also that only resources will have BBB or PrivacyPolicy credentials. From this information, we can derive one possible instantiation of the γ(·) function: This function assigns a linkability coefficient to a description consisting of credentials from the ontology shown in Figure 2 by comparing the number of exposed credentials to the maximum number of possible credentials that could have been included. Note that any credentials outside of this ontology are explicitly ignored because they are considered to be out of context. This definition of γ(·) clearly satisfies the criteria described in Section 3.2 and has the added advantage of encouraging resources to disclose their BBB and PrivacyPolicy credentials, as this identifies them as a resource and assigns more weight to the credentials that they do show. Note that in many cases, this definition of γ(·) will assign relatively low linkability coefficients to entities, as few entities are likely to have the maximum number of possible credentials. However, Xiphos uses γ(·) only as a relative weighting function so this definition is satisfactory. Figure 12 shows the average linkability coefficient assigned to entities in networks of 10,000-100,000 users; each data point represents the average over 10 randomly generated networks. We see that the average linkability coefficient varies slightly around the expected value of 0.5658. This implies that an allpowerful attacker (i.e., an attacker with the maximum number of credentials which will be weighted by γ(·)), has no more than 1.77 times the influence of an average user on the system. This assumes that the attacker cannot convince certificate authorities to issue him duplicate credentials (e.g., two driver's licenses).
Therefore, if the attacker wanted to have both a "good" virtual fingerprint and a "malicious" virtual fingerprint (which must obviously be disjoint), at least one of these will have a below-average linkability coefficient, and thus less influence on the reputation scores calculated by Xiphos; average attackers are affected to an even greater degree. This shows that the linkability coefficient is useful not only for developing a "first impression" of entities in the system, but also for preventing certain types of attacks.
As reputation systems begin to be used in systems with wider contexts, it is important that the reputations calculated account for this context as well [18] . If Xiphos deployments wish to account for this context (the possibility of which was alluded to in Section 3.1), the γ(·) function used should be implemented as a family of functions with one relevant member for each context considered. Other interesting future work in this area involves exploring non-uniform weighting schemes for the credentials considered by γ(·). This will allow credentials of various relevance to impact the linkability value of a particular description differently.
Concluding Remarks
In this section, we analyzed the performance and utility of Xiphos by simulating a number of grid-computing systems of various sizes. We found that when using an extremely conservative tuple eviction policy, the average size of a local reputation database in a network with 10,000 users was approximately 1,500 tuples after a simulated 5,000 days. In a network of 70,000 users, the average local database contained 4,000 tuples after 5,000 simulated days. When executing a prototype Xiphos implementation on a 1.6GHz laptop, Xiphos could process queries on databases of these sizes at throughputs of 600 and 200 queries per second, respectively, without indexing. The use of a more aggressive, though still reasonable, tuple eviction policy resulted in query throughputs of over 2,200 queries per second on both simulated networks, again without indexing; it is unlikely that the network characteristics of actual grid computing systems would even allow queries to arrive at such a high rate. We also verified that a suitable γ(·) function can limit the damages caused by attackers in the system. These observations indicate that Xiphos can be used as a reasonable means of reputation establishment in the open systems of the future, despite the complications arising from the fact that users can legitimately have multiple virtual fingerprints.
In this paper, we described the use of virtual fingerprinting as the basis for one particular reputation system. However, the reputation scores bound to virtual fingerprints can be aggregated according to any reputation calculation method, provided that the complications arising from the legitimate assumption of multiple identities (in the form of disjoint virtual fingerprints) are addressed. In particular, systems need to mitigate the effects of malicious users assuming multiple identities to over-influence the system. Additionally, the fact that queries may overlap multiple tuples could lead to problems maintaining precomputed reputation scores at a naive centralized server. The ontology-based definition of the γ(·) function discussed in Section 5.4 prevents malicious entities from overinfluencing our simulated grid computing system; similar definitions are likely to be possible in other domains as well. We also presented a method for maintaining precomputed reputation estimates which could be used to enhance the performance of a centralized deployment of Xiphos. Similar modifications could be made to other reputation systems (including those not yet developed), thereby enabling them to use virtual fingerprints as a means of identity and extending their applicability to attribute-based trust management systems.
Related Work
Several research areas overlap the work presented in this paper. Current research in reputation systems is orthogonally related to the problem that we set out to solve. While this area is too broad to survey in general, papers such as [10, 13, 18, 22] address the design of reputation systems for peer-to-peer and ad-hoc networks. These types of systems assume that entities have an established identity in the system and many times suffer from whitewashing and ballot-stuffing attacks. To address false claims being inserted into the reputation system, the authors of [20] recommend designing reputation systems which require that non-repudiable evidence of a transaction be shown for their reputation to be considered. While this certainly prevents an entity from registering multiple claims, it requires that the underlying system (e.g., the grid computing system in our evaluation) support certified transactions. In this paper, we presented a means of determining unique user identifiers in open systems where identity information is not always explicitly present and used these derived identifiers as a foundation for the Xiphos reputation system. To calculate the actual reputation values for entities in the system, we used equations similar to those defined in [18] , though virtual fingerprints could be used in conjunction with any reputation calculation method. The nature of the virtual fingerprints derived using our method limits the damages that can be caused to Xiphos by the aforementioned attacks and does not require non-repudiable transaction support from the underlying system.
Other authors have also addressed the privacy versus trust trade-off that was discussed in Section 4. Anonymous credential schemes such as those presented in [8, 9, 7] assume that privacy is more important than any trust that can be established through history-based mechanisms (e.g., reputation systems). These systems provide a means for a credential issued to a given entity to be used under different pseudonyms to prevent transactions carried out by a single entity from ever being linked. In [21] , the authors discuss this trade-off in detail and show how entities can explicitly use multiple identities and allow linkages between these identities to be revealed to other parties to establish trust when needed. In this paper, we allow system designers to balance this trade-off by choosing an appropriate deployment strategy for the Xiphos system. In addition, if Xiphos is used in systems supporting user-specified obligations, users can further limit the dissemination of their personal information, making the privacy versus trust trade-off more tunable.
A final area of related work lies in the use of ontologies in trust management systems. In [16] , the authors discuss how ontologies can be used to ease policy specification and administration in trust negotiation systems. In addition, they discuss how ontologies can be used to determine when certain types of information are being requested without need-to-know. In [18] , the authors use service ontologies to add a context dimension to reputation ratings registered in their system. In this paper, we propose the use of credential ontologies while defining the γ(·) function used in our system. This use of ontologies is orthogonal to those presented in [16] and [18] and provides another way in which ontologies simplify the management and strengthen the expressive power of trust management systems.
Conclusion
In this paper, we presented a method for the linking and correlation of multiple identities in attribute-based trust management systems. We discussed how the descriptions that one entity learns about another can be transformed into opaque virtual fingerprints which form a privacy-preserving basis for the Xiphos reputation system. We presented several deployment models of the Xiphos system, discussed the privacy versus utility trade-off for each of these deployments, and examined the impacts of several attacks against the Xiphos system. The performance of this system and its costs of deployment were then analyzed in the context of a simple grid computing system. Our evaluation of the Xiphos system indicates that Xiphos is an acceptable means of reputation establishment for open systems. In addition, we showed that the more general notion of virtual fingerprints can be used in conjunction with any reputation calculation mechanism thereby allowing reputation systems which rely on more traditional notions of identity to be used in attribute-based trust management systems.
The analysis presented in Section 5 assumed that querying a database (local or centralized) was an unoptimized process involving a linear search of all tuples stored at that location. We are planning to investigate the use of inverted indexes to enhance the speed with which overlapping virtual fingerprints can be located. It is also likely that virtual fingerprinting can be used as the foundation for other useful security services. To this end, we are investigating secure audit and incident response systems based on virtual fingerprints. These types of system could be used to ensure that users are held accountable for their actions and to aid in discovering certain types of collusion occurring at points distributed across an open system.
