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En la actualidad, el mundo de los ordenadores cada vez ha adquirido 
más importancia las aplicaciones que ejecutan imágenes en 3D. Un claro 
ejemplo de este creciente protagonismo, es en la industria de los 
videojuegos, donde la importancia de este tipo de gráficos se ha 
desarrollado los últimos años. Por eso, es interesante poder llegar a 
comprender mejor cómo es su funcionamiento y de esta manera, conseguir 
mejores aplicaciones y rendimientos. 
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Actualmente, en el mundo de los ordenadores, cada vez se observa más 
hardware orientado a la ejecución de aplicaciones con gráficos 3D. Una 
prueba de ello es la importancia que están adquiriendo las tarjetas gráficas 
para la obtención de un mejor rendimiento y también proporcionar más 
potencia, para generar entornos más complejos. Estos es debido a que 
están mejorando no sólo las CPUs, sino también las GPUs, se aprovecha su 
potencialidad para mejorar el rendimiento de aplicaciones que integren 
física, cálculos complejos y IA (Inteligencia Artificial), además de gráficos. 
Además, cada vez aparecen más y más aplicaciones donde la importancia 
ha dejado de centrarse en las funcionalidades, que siguen siendo la parte 
principal de toda aplicación, para empezar a centrarse en la parte gráfica, 
hacerla cada vez más atractiva y intuitiva al usuario, mediante una mejora 
en la visualización y estética. Muchas veces, una aplicación con mejor 
rendimiento y funcionalidades, ha tenido menos clientes o usuarios que otra 
más atractiva para el usuario final. 
 
Un claro ejemplo de estas aplicaciones son los videojuegos, una industria 
que por si sola factura incluso más dinero que la cinematográfica en 
España 1 , en 2007 facturó 1.454 millones de euros mientras que la 
cinematográfica 1.036 millones de euros. La parte gráfica, obviamente, y 
los motores de juegos que simulan físicas son las partes más importantes, 
la mejora de estos ha permitido que los gráficos hayan pasado ha ser de 2D 
a 3D para otorgar una sensación de realismo cada vez mayor. Aquí el 
procesado de gráficos es continuo y cada vez más complejo. Por todo, la 




1.1. Evolución de las librerías 3D en Windows 
Desde hace tiempo, la función de comunicación entre hardware y aplicación, 
en el sistema operativo Microsoft Windows, la realiza una librería 
denominada DirectX. En la época de los inicios de Windows, antes del 95, 
cuando los juegos se ejecutaban en MS-DOS, los desarrolladores de 
videojuegos debían programar la detección y acceso a los sistemas 
hardware que tenía el ordenador a través del sistema operativo. Ese 
hardware lo constituían las tarjetas gráficas, de sonido y periféricos, como 
el ratón, teclado y joystick. Por aquel entonces, se utilizaba el estándar de 
la asociación VESA2 para las tarjetas gráficas y como estándar de sonido se 
utilizaban las librerías de Sound Blaster de Creative. 
 
Con el tiempo comenzaron a multiplicarse el número de tarjetas gráficas y 
de sonido, a la vez que diferentes periféricos, tales como joysticks y 
ratones. Los desarrolladores veían como se empezaba a complicar y a 
                                                 
 
1 La industria de los videojuegos factura más que la cinematográfica, fuente: 
http://www.laflecha.net/canales/videojuegos/noticias/la-industria-de-los-videojuegos-generan-mas-
dinero-en-espana-que-cine-y-musica-juntos?_xm=rss 
2 VESA: Video Electronics Standards Association (Asociación para estándares electrónicos y de video) es 
una asociación internacional de fabricantes de electrónica. Fue fundada por NEC en los años 80 del siglo 
XX, con el objetivo inicial de desarrollar pantallas de vídeo con una resolución común de 800x600 
píxeles. 
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alargar la programación para abarcar todos los tipos de hardware que salían 
al mercado. 
 
En los sistemas Windows, el acceso directo al hardware estaba protegido 
por el sistema operativo, por lo que el acceso a tarjetas gráficas y de sonido 
era lento e ineficaz. Para resolver esto surgió la librería DirectX para 
Windows95. 
 
DirectX es una librería que está entre el driver del Hardware y la aplicación, 
y se utiliza comúnmente para el desarrollo de videojuegos. El sistema 
operativo permite a DirectX el acceso al hardware eficientemente; así, el 
desarrollador del videojuego sólo programa contra las librerías de DirectX, y 
es el propio DirectX el que pasa la información a los drivers del hardware 
correspondiente de una manera rápida y eficaz. 
 
En noviembre de 1994, Eisler, Alex St.John y Eric Engstrom, se plantearon 
convertir a Windows95 una plataforma en la que los juegos pudieran 
acceder a las altas prestaciones de las tarjetas gráficas. Los tres 
desarrollaron en un tiempo crítico, unos 5-6 meses, un SDK para 
Windows95 para el desarrollo de juegos. Esta fue la primera versión de 




1.2. Formas de analizar librerías 3D 
A día de hoy, por toda la importancia que ha obtenido DirectX, a los 
programadores les interesa mucho conocer el rendimiento que dan las 
funciones que se utilizan en las aplicaciones. Con esto, se observa cómo se 
comportará una aplicación, y así, conseguir desarrollarla con las mejores 
funciones y rendimiento; a la vez, se podrá saber donde reside la mayor 
carga de tiempo y llamadas a la librería para buscar mejores soluciones de 
rendimiento. Sin embargo, existe el problema que las herramientas de 
control y cálculo de rendimiento son privadas, con lo que no es posible su 
utilización sin un pago previo o los permisos de sus poseedores, difícil de 
obtener. Un ejemplo de este tipo de herramientas, es PIX3 de Microsoft. 
 
Para obtener un mejor rendimiento, las compañías creadoras de tarjetas 
gráficas estudian muy detenidamente el funcionamiento de DirectX, para 
salir al mercado y tener el mejor rendimiento en el uso de sus funciones. 
Además de analizar el rendimiento del propio hardware y por eso están 
orientadas a sus dispositivos hardware GPU. Lo consiguen observando y 
adecuando las nuevas tarjetas a las funciones y su funcionamiento interno; 
para esto usan sus propias herramientas de análisis a nivel hardware.  
 
Se observa lo importante que es comprobar los rendimientos para obtener 
un mejor hardware y adelantar a los competidores, lo que hace interesante 
también comprobar, e intentar mejorar, el rendimiento a nivel software, 
obtener aplicaciones que sepan adecuarse a un mejor uso de Direct3D y, de 
                                                 
 
3 PIX: es una herramienta de Microsoft, de depuración y análisis que captura información detallada de 
aplicaciones que usan Direct3D. 
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esta manera, poder mejorar el rendimiento de la aplicación en si o, con un 
mismo rendimiento, conseguir un mejor producto, gráficamente hablando. 
Por otro lado, también es importante para los desarrolladores de 
aplicaciones gráficas, ya que no cuentan con ninguna herramienta de libre 
distribución que permita hacer un análisis exhaustivo de Driect3D. En 
conclusión, la posibilidad de mejorar una aplicación y conseguir estar un 





De los últimos puntos, se desprende la principal motivación para la creación 
de este proyecto.  
 
El primer paso para poder mejorar el rendimiento de cualquier aplicación es 
estudiar qué comportamiento tiene y, en el caso de este proyecto, es 
observar cómo se comporta la parte gráfica de las aplicaciones por su 
creciente importancia.  
 
La parte gráfica se encuentra en la mayoría de aplicaciones en DirectX y, en 
concreto, en su Direct3D, lo que hace muy interesante poder contar con una 
herramienta formada por un conjunto de aplicaciones y librerías que 
permita ver el comportamiento de DirectX y, posteriormente, estudiar los 
datos que nos ofrece. Todos estos datos manejados de forma sencilla. 
 
Este conjunto de aplicaciones y librerías, que facilitarán el estudio del 
comportamiento de DirectX, serán la piedra angular de este proyecto. Un 
proyecto muy interesante para futuras investigaciones o proyectos, ya que, 
podría servir de punto de partida para sus respectivas investigaciones 
porque, por ejemplo, se podría buscar qué puntos son críticos en alguna 
aplicación y la forma de mejorar esta aplicación, o también para investigar 
como se comporta normalmente DirectX en las aplicaciones y obtener datos 
para futuras mejoras de DirectX. Estos son sólo algunos ejemplos de 
posibles utilidades que se le podría encontrar a este proyecto. 
 
A nivel personal, este proyecto es motivador por varias razones: es fácil ver 
que las principales aplicaciones que utilizan DirectX son los videojuegos. Por 
ellos, me introduje en el mundo de la programación y, por lo tanto, de la 
informática, de eso ya hace unos 10 años. Con el tiempo, me interesé más 
por todo lo que rodeaba a los videojuegos y la informática, hasta acabar 
estudiando Ingeniería Informática con el sueño de algún día poder 
contribuir en la industria de los videojuegos, por ejemplo de programador. 
Cuando ha llegado el momento de elegir que proyecto de final de carrera 
elegir, me he encontrado con este, muy relacionado con los videojuegos y 
que, a lo mejor, acaba sirviendo para mejorar un poco este mundo que 
tanto me apasiona desde hace años. En conclusión, qué mejor proyecto que 
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1.4. Estructura de la memoria  
La memoria del proyecto seguirá el siguiente transcurso. En el segundo 
capítulo se hará una descripción detallada de lo que se espera del proyecto 
como, por ejemplo, qué ofrecerá o sus objetivos. A continuación, el tercer 
capítulo será de conocimientos previos para introducir aquella información 
necesaria e interesante para comprender como acabará funcionando todo. 
En el Capítulo 4 se expondrá el diseño del proyecto con sus respectivas 
explicaciones. En el Capítulo 5 se detallará como se ha hecho la 
implementación. Seguidamente, en el sexto se describirá el entorno donde 
se ha realizado esta implementación. Una vez aquí, se observará un 
capítulo, el séptimo, con la evaluación de la herramienta, donde se 
comprobará su funcionamiento en diferentes pruebas o escenarios. En el 
octavo capítulo se detallarán la planificación y costes que tendría un 
proyecto de estas características. En el noveno capítulo se redactará un 
resumen y conclusiones sobre todo el proyecto. Finalmente se encontrarán 
apéndices con el manual de usuario para el uso de la herramienta y con el 
código de la misma.  











Descripción del proyecto 
 
En este capítulo, se explicará en que consiste el proyecto, definiendo 
que ofrecerá, los objetivos que se pretenden conseguir, que aportará a la 
comunidad y, finalmente, los requisitos mínimos que deberá cumplir el 
proyecto una vez finalizado. 
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Como se ha visto, en la actualidad es muy importante contar con programas 
en 3D capaces de explotar/optimizar la utilización de los dispositivos 
hardware para conseguir un alto rendimiento y, de esta forma, hacerse 
cada vez más realista y atractivos sin causar sobrecarga al procesado de la 
información. Para mejorar el rendimiento es necesario un buen 
conocimiento de la utilización de los recursos para poder optimizar el 
sistema. Actualmente la librería que realiza todo el procesado gráfico en 
Microsoft Windows es DirectX. Para estudiar y revelar datos de esta librería 
es necesario disponer de una herramienta que proporcione estos datos. Esta 
herramienta es el objetivo final de este proyecto. 
 
Esta herramienta ofrecerá la posibilidad de obtener datos referentes a la 
parte gráfica de DirectX, Direct3D. Se podrá elegir que directivas se quiere 
controlar y ver sus datos, de esta manera se conseguirá centrarse solo en 
aquello que se quiere observar, delimitando los objetivos de estudio.  
 
La herramienta tendrá todo lo necesario para utilizar Direct3D y para la 
obtención de los datos mediante la monitorización. El usuario solo deberá 
ejecutar el programa que se quiere controlar y la herramienta, por si sola, 
ya hará todo lo necesario para guardar los datos adecuadamente.  
 
Finalmente, también contará con lo necesario para poder leer, comprender 
y exportar los datos. Nos permitirá observar un mínimo de estadísticas 
(media, mediana, desviación estándar y datos totales) referentes a una 
ejecución, ver gráficas de estas estadísticas para estudiarlas y también 






El proyecto y, por lo tanto la herramienta, cuentan con varios objetivos que 




2.1.1. Objetivos principales 
Los objetivos principales del proyecto son varios:  
 
1. La monitorización de Direct3D para obtener los datos necesarios de 
su funcionamiento.  
 
2. La herramienta tiene que ser capaz de crear y guardar los datos y, a 
la vez, ser capaz de procesarlos e interpretarlos para, posteriormente, 
ser inteligibles para el usuario. 
 
3. Tener la opción de obtener los datos modificados y comprensibles, de 
manera que se puedan utilizar fácilmente en hojas de cálculo para su 
posterior estudio o interpretación. 
 
 




2.1.2. Objetivos secundarios 
También hay algunos objetivos secundarios, pero no menos interesantes, 
para el proyecto. Como pueden ser: 
 
1. Adquirir conocimientos de la arquitectura de DirectX y en concreto de 
Direct3D. 
 
2. Entender cómo funciona una ProxyDLL. 
 
3. La opción de ver un mínimo de estadísticas referentes a los datos 
conseguidos de la aplicación durante la ejecución de la herramienta 
de monitorización, para poder hacerse una primera idea de su 
comportamiento mediante sus datos. 
 
4. La posibilidad de observar gráficas sobre estos datos estadísticos y 
poder ver  y comparar gráficamente los resultados de la ejecución de 
la aplicación controlada. 
 
5. Poder decidir qué partes de Direct3D se quiere monitorizar en la 
ejecución, para así decidir qué datos te interesa obtener. Esto es 
bueno, si llegado el momento, solo te interesa obtener los datos de 
ciertas partes de Direct3D. 
 
6. Relacionado con lo anterior, poder decidir qué datos se quieren 
observar y cuales no. Hay la posibilidad de tener más datos de los 
que interesan y solo querer observar y estudiar el comportamiento de 




2.2. Novedades a la comunidad 
Hay que entender que las herramientas actuales de cálculo de rendimiento 
de DirectX (así como algunas otras de diversos fabricantes) son privadas, 
con lo que no se tiene acceso fácilmente a ellas. Con este proyecto, 
principalmente, se proporcionaría otra manera de poder estudiar el 
rendimiento y comportamiento de la parte 3D de una aplicación de la que 
ahora no se tiene fácil acceso, esto se conseguirá estudiando Direct3D con 
una herramienta de utilización sencilla. 
 
Además, puede ser una parte importante para futuras investigaciones en el 
campo de los videojuegos. Puede formar parte o ser la base de un proyecto 
mayor. Por ejemplo, se podría observar el comportamiento de las funciones 
de Direct3D en un juego en desarrollo y, por lo tanto, los desarrolladores 
serían capaces de ver en qué puntos hay más carga y mejorarlo. Con esto, 
se conseguiría un mejor desarrollo en los videojuegos y, en consecuencia, 
juegos con mejor rendimiento o visualización, con lo importante que esto 
resulta en la industria actual.   
 
Otro claro ejemplo sería en videojuegos ya desarrollados. Se podría 
observar los puntos críticos o en algunos casos de problemas de 
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visualización, comprobar qué está causando el problema. Después, 
mediante diferentes estrategias, como puede ser la inserción de código, se 
podrían mejorar o solucionar estos errores o problemas. 
 
Estos son sólo algunos ejemplos de posibilidades de este proyecto 
enfocados a videojuegos (y otras aplicaciones científicas de características 
similares), por la obviedad que actualmente, son los que mejor rendimiento 
sacarían de una mejora en el rendimiento del 3D. También es un proyecto 
interesante para otro tipo de aplicaciones gráficas donde el rendimiento 3D 




2.3. Requisitos mínimos del proyecto 
Para poder considerar que este proyecto es correcto y, como tal, merecer la 
oportunidad de ser presentado y evaluado, necesita un mínimo de 
características que cumplir y realizar. 
 
Deberá contar como mínimo con la herramienta de monitorización de 
Direct3D con los objetivos principales que se han expuesto anteriormente, 
así como también tener los objetivos secundarios en su mayoría en 
funcionamiento y cubiertos. Todo esto, supeditado a la eventualidad de 
errores durante el uso de la herramienta, ya que se consideran normales 
sus apariciones durante su uso, al tratarse de una herramienta 
recientemente desarrollada y condicionada a cambios. Además, se espera 
que la interfaz gráfica de la herramienta sea intuitiva y de fácil manejo. 
 
También, será necesario que el código esté muy bien documentado. 
 
Finalmente, también se deberá contar con una memoria completa y correcta 
sobre todo lo relacionado con el proyecto y que adjuntará un completo 
manual de usuario para el uso de la herramienta. 
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Antes de pasar a la explicación del diseño del proyecto, es 
interesante y necesario explicar algunos conceptos claves para comprender 
totalmente el futuro funcionamiento de la herramienta final. 
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Se empezará introduciendo el concepto de librerías basadas en Microsoft 
Windows, enfocado a librerías DLL al final. A continuación, se describirá qué 
es DirectX, exponiendo más en detalle la parte de Direct3D, que es la que 
se acabará monitorizando. Finalmente, se expondrá lo que es una ProxyDLL, 
que pasará a ser una palabra muy importante para la concesión del 





Una librería, también denominada biblioteca, es un conjunto de ficheros 
objeto, previamente compilados, y que pueden ser empleados por otras 
aplicaciones fomentando la modularidad en el desarrollo de aplicaciones. 
Las librerías contienen códigos y datos (previamente compilados), que 
proporcionan servicios a programas independientes, es decir, pasan a 
formar parte de éstos. Esto permite que el código y los datos se compartan 
y puedan modificarse de forma modular. Algunos programas ejecutables 
pueden ser, a la vez, programas independientes y librerías, pero la mayoría 
de éstas no son ejecutables. Los ejecutables utilizan funciones y otros 
elementos de las librerías. Para ello, existe el enlazador que es el 

















En la Figura 3.1, se observa un ejemplo de comunicación con un conjunto 
de librerías. En ella, se puede ver cómo el programa se comunica con dos 
librerías diferentes durante su ejecución. Una de estas librerías se comunica 
con otras para proporcionar lo que le está pidiendo el programa a ésta.  
 
La mayoría de los sistemas operativos proveen bibliotecas que implementan 
gran parte de los servicios del sistema. Dichas librerías contienen 
comodidades, funciones y métodos, que las aplicaciones modernas esperan 
que un sistema operativo provea. 
 
Hay que diferenciar entre dos tipos de librerías, las estáticas y las dinámicas. 
Nos centramos más en las segundas que son las que realmente importan en 
este proyecto.  
 
 
Figura 3.1 Ejemplo de comunicación 
entre un programa y diferentes 
librerías 
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Una biblioteca estática, también conocido como archivo, consiste en un 
conjunto de rutinas que se copian en una aplicación por el compilador o el 
enlazador, produciendo archivos con código objeto y un fichero ejecutable 
independiente. 
 
En cambio, las librerías dinámicas son aquellas en que las subrutinas son 
cargadas en un programa en tiempo de ejecución, en lugar de ser enlazadas 
en tiempo de compilación, y se mantienen como archivos independientes 
separados del fichero ejecutable del programa principal. El enlazador realiza 
una mínima cantidad de trabajo en tiempo de compilación, registra qué 
rutinas de la librería necesita el programa y el índice de nombres o números 
de las rutinas en la librería. La mayor parte de la labor de enlazado se 
realiza en el momento en que la aplicación se carga (tiempo de carga) o 
durante la ejecución (tiempo de ejecución). En el momento adecuado el 
cargador localiza las librerías en el disco y son mapeadas en el espacio de 
direcciones del proceso, la carga de la librería sólo es necesaria una vez. A 
partir del mapeo, los procesos son capaces de acceder al contenido de la 
librería.  
 
Algunos sistemas operativos sólo pueden enlazar una librería en tiempo de 
carga antes de que el proceso comience su ejecución, otros son capaces de 
esperar hasta después de que el proceso haya empezado a ejecutarse y 
enlazar la librería sólo cuando efectivamente se hace referencia a ella (es 
decir, en tiempo de ejecución). Esto último se denomina "retraso de carga". 
En cualquier caso, esa librería es una librería enlazada dinámicamente. 
 
Las librerías dinámicas, en el sistema operativo Microsoft Windows, se 




3.1.1. Dinamic Linking Library (DLL)  
Las DLLs son archivos con código ejecutable que se cargan bajo demanda 
del programa por parte del sistema operativo, y son la implementación de 
Microsoft del concepto de librerías compartidas en sistemas Windows y 
OS/24. Generalmente estas librerías llevan la extensión ".dll" o ".ocx" (para 
aquellas que contienen controles ActiveX), o ".drv" (controladores de 
sistema). 
 
El formato de archivo para los DLL es el mismo que para los archivos EXE, 
el formato Portable Executable de Windows. Como en EXE, los DLL pueden 
contener códigos, datos y recursos. 
 
Las aplicaciones suelen utilizar DLL propias y las que provee el sistema 





                                                 
 
4 OS/2: (Operating System 2) sistema operativo no libre desarrollado por IBM que intentó suceder a DOS. 




Las librerías DLL serían una evolución de las librerías estáticas y de forma 
análoga contienen funcionalidad o recursos que utilizan otras aplicaciones. 
Usarlas en el desarrollo de programas trae ciertas ventajas como: 
 
- Reducción del tamaño de los archivos ejecutables: parte del 
código puede estar en las librerías y no en el ejecutable, provocando 
una mejor modulación. 
 
- Compartir librerías entre aplicaciones: si el código es 
suficientemente genérico puede resultar de utilidad para múltiples 
aplicaciones (por ejemplo, la MFC (Microsoft Foundation Classes). Es 
una biblioteca dinámica con clases genéricas que recubren la API 
(Application Programming Interface o interfaz de programación de 
aplicaciones) gráfico de Windows y que usan gran parte de las 
aplicaciones). 
 
- Facilitar la gestión y aprovechar la memoria del sistema: la 
carga dinámica permite al sistema operativo aplicar algoritmos que 
mejoren el rendimiento del sistema cuando se carguen estas 
bibliotecas. Además, al estar compartidas, basta con mantener una 
copia en memoria para todos los programas que la utilicen. 
 
- Brindar flexibilidad frente a cambios: la solución de errores o la 
implementación de mejoras puede solucionarse sólo con distribuir 
una nueva versión de la librería. Esta corrección, en general, será 





En los sistemas Windows, las DLLs son muy comunes y muchos programas 
usan las mismas DLLs. Entonces, nos encontramos con el problema que no 
siempre las modificaciones son compatibles con todos los programas. Es 
más, existen aplicaciones que al ser instaladas reemplazan algunas DLLs 
por versiones viejas o incompatibles para otras aplicaciones. También puede 
pasar que algunas aplicaciones al ser desinstaladas eliminen DLLs de otras 
aplicaciones. 
 
Las versiones modernas de Windows y los nuevos scripts de instalación MSI 
(paquetes de Windows Installer), sobre todo su característica de 
instalaciones residentes, abordan este problema. Sin embargo, el problema 
persiste cuando se utilizan otros instaladores, versiones antiguas, o se 





En términos generales, DirectX es un conjunto de APIs desarrollados para 
facilitar tareas relacionadas con la programación de gráficos, sonidos, 3D, 
sitios web, juegos y video para el sistema operativo Windows.  




Algunas APIs de DirectX son:  
 
- Direct3D: utilizado para el procesado y la programación de gráficos 
en tres dimensiones (una de las características más usadas de 
DirectX y en la que nos centraremos en el proyecto).  
 
- Direct Graphics: para dibujar imágenes en dos dimensiones 
(planas), y para representación de imágenes en tres dimensiones. 
 
- DirectSound: para la reproducción y grabación de sonidos. 
 
- DirectInput: utilizado para procesar datos del teclado, mouse, 
joystick y otros controles para juegos. 
 
- DirectPlay: para comunicaciones en red. 
 
- DirectShow: para reproducir audio y vídeo con transparencia de red. 
 
- DirectMusic: para la reproducción de pistas musicales compuestas 
con DirectMusic Producer. 
 
Varios de estos elementos arriba listados se crearon a lo largo de las 
versiones de DirectX. En DirectX 10, la versión más reciente, ha habido 
muchos cambios, ya que se pretende una fusión/sustitución con el API de 
desarrollo de la XBox. Por ejemplo DirectInput, las directivas de la API para 
procesado de datos de entrada por periféricos, se abandona y es sustituida 





Resulta interesante ver y comprender un poco la historia del porque de la 
aparición de DirectX. Como ya se ha comentado anteriormente, en la época 
de los inicios de Windows antes del 95, cuando los juegos se ejecutaban en 
MS-DOS, los desarrolladores de videojuegos debían programar la detección 
y acceso a los sistemas hardware que tenía el ordenador a través del 
sistema operativo. Ese hardware eran las tarjetas gráficas y de sonido y 
periféricos, como el ratón, teclado y joystick. Por aquel entonces, se 
utilizaba el estándar de la asociación VESA para las tarjetas gráficas, y 
como estándar de sonido se utilizaban las librerías de Sound Blaster de 
Creative. 
 
Pero con el tiempo comenzaron a multiplicarse el número de tarjetas 
gráficas y de sonido, a la vez que diferentes joysticks, ratones y periféricos. 
Los desarrolladores veían como se empezaba a complicar y alargar la 
programación para abarcar todos los tipos de hardware que salían al 
mercado. 
 
En los sistemas Windows, el acceso directo al hardware estaba protegido 
por el sistema operativo, por lo que el acceso a tarjetas gráficas y de sonido 
era lento e ineficaz.  




Entonces, en noviembre de 1994, Eisler, Alex St. John y Eric Engstrom, 
trabajadores de Microsoft, se plantearon convertir a Windows95 una 
plataforma en la que los juegos pudieran acceder a las altas prestaciones de 
las tarjetas gráficas. Los tres desarrollaron en un tiempo crítico, unos 5 ó 6 
meses, un SDK para Windows95 para el desarrollo de juegos.  
 
Después de tener la primera versión, los distribuidores y desarrolladores de 
tarjetas gráficas se interesaron por esta nueva librería, entre ellos, 
compañías de renombre como ATI, Cirrus Logic y S3. Todas estas empresas 
empezaron a trabajar con esta nueva librería y a finales de 1995 empezaron 
a salir juegos que utilizaban DirectX con la novedad de obtener 
rendimientos bastante mayores de lo visto hasta la fecha. 
 
A causa de estos hechos, los tres creadores presentaron su producto en 
varias conferencias, recibiendo grandes ganancias, distribución del producto 
y reconocimiento. Su fama era tal que en una de sus primeras 
presentaciones en Japón ya tenían miles de posibles compradores 
interesados. 
 
Poco después, muchos juegos salían con la incorporación de DirectX entre 
sus librerías. Estos hechos son los que han propulsado que esta librería, hoy 
en día, sea la más utilizada en creación de videojuegos y sea difícil concebir 





En la Tabla 3.1 se observa la evolución de las diferentes versiones desde la 
aparición de DirectX: 
 
Versión DirectX Sistema Operativo Fecha Lanzamiento 
DirectX 1.0  30 septiembre 1995 
DirectX 2.0/2.0a Windows 95 OSR2 y NT 
4.0 
5 junio 1996 
DirectX 3.0/3.0a Windows NT 4.0 SP3 
Última versión para 
Windows NT 4.0 
15 septiembre 1996 
DirectX 4.0 Nunca se lanzó   
DirectX 5.0 Disponible como beta 
para Windows NT 5.0 
que se instala en 
Windows NT 4.0 
16 julio 1997 
DirectX 5.1  1 diciembre 1997 
DirectX 5.2 DirectX 5.2 para 
Windows 95 
5 mayo 1998 
DirectX 5.2 Windows 98 5 mayo 1998 
DirectX 6.0 Windows CE para la 
Dreamcast 
7 agosto 1998 
DirectX 6.1 Windows 98 SE 
Última versión para 
Windows NT 4.0 
3 febrero 1999 
DirectX 7.0 Windows 2000 22 septiembre 1999 
DirectX 7.0a   1999 
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DirectX 7.1 Windows ME 16 septiembre 1999 
DirectX 8.0 (RC0)   30 septiembre 2000 
DirectX 8.0 (RC14) Xbox 
  
3 noviembre 2000 
DirectX 8.0a (RC14) Última versión para 
Windows 95 
7 noviembre 2000 
DirectX 8.1 (RC7) Windows XP 12 noviembre 2001 
DirectX 9.0 Windows Server 2003 19 diciembre 2002 
DirectX 9.0a   26 marzo 2003 
DirectX 9.0b (RC2)   13 agosto 2003 
DirectX 9.0c (RC0) Windows XP SP2, 
Windows Server 2003 
SP1, y Xbox 360. 
13 diciembre 2004 
DirectX 9.0c Compatible con todas 
las versiones de 
Windows en las que 
DirectX 9.0C (RC0) era 
compatible 
Primera inclusión de 
las DLLs D3DX 
9 diciembre 2005 DirectX 9.0c Las versiones de 
diciembre de 2005 y 
febrero de 2006 añaden 
el formato XML a 
algunas clases. 
Agosto 2005, con 
actualizaciones 
bimensuales 
DirectX 10.0 Exclusivo para Windows 
Vista 
Tabla 3.1 Evolución de las versiones de DirectX  
Fuente: http://www.nebulared.com/Articulos/Directx/directx.php 
 
Estudiando la Tabla 3.1, se pueden hacer algunos comentarios al respecto: 
la primera versión de DirectX viable fue la 3.0 y la realmente útil la 5.0. En 
la versión 6.0 se presentan muchas mejoras como la reorganización de las 
luces y materiales. La 7.0 fue la primera realmente aceptada por los 






DirectX es una librería compuesta por diferentes partes, una de ellas es 
Direct3D y esta parte es la que nos interesará monitorizar para conseguir el 
rendimiento del trozo 3D de una aplicación. 
 
Direct3D es una API propiedad de Microsoft disponible tanto en los sistemas 
Windows de 32 y 64 bits, como para sus consolas Xbox y Xbox 360, para la 
programación de gráficos 3D. 
 
El objetivo de esta API es facilitar el manejo y trazado de entidades gráficas 
elementales, como líneas, polígonos y texturas, en cualquier aplicación que 
despliegue gráficos en 3D, así como efectuar de forma transparente 
transformaciones geométricas sobre dichas entidades.  
 
Direct3D provee también una interfaz transparente con el hardware de 
aceleración gráfica. Se usa principalmente en aplicaciones donde el 
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rendimiento es fundamental, como los videojuegos, aprovechando el 
hardware de aceleración gráfica disponible en la tarjeta gráfica. 
 
La alternativa a Direct3D es OpenGL, desarrollado por Silicon Graphics Inc. 
y que es una especificación estándar que define una API multilenguaje y 
multiplataforma para escribir aplicaciones que produzcan gráficos 2D y 3D. 
La interfaz consiste en más de 250 funciones diferentes que pueden usarse 
para dibujar escenas tridimensionales complejas a partir de primitivas 
geométricas simples, tales como puntos, líneas y triángulos. Se usa 
ampliamente en CAD, realidad virtual, representación científica, 
visualización de información, simulación de vuelo y también se usa en 
desarrollo de videojuegos. 
 
Si se hace una comparativa entre DirectX y OpenGL, se pueden extraer 
algunas diferencias como las siguientes: 
 
- DirectX es más complejo pero más versátil que OpenGL. 
 
- DirectX soporta las últimas características de hardware, mientras que 
OpenGL requiere código personalizado dependiente del hardware. 
 
- DirectX requiere más aprendizaje que OpenGL, por ejemplo, sus 
inicializaciones son más complejas.  
 
- DirectX no es de estándar abierto como OpenGL. 
 
- DirectX es, seguramente, la API mejor orientada al entorno de 
Windows y por tanto da mejores resultados en este sistema operativo. 
 
Estos son sólo algunos puntos de diferencia entre DirectX y OpentGL. 
 
OpenGL se está abriendo camino los últimos años. Este hecho hace 





3.2.3.1. Arquitectura y funcionamiento 
Direct3D es uno de los múltiples componentes que contiene la API DirectX 
de Windows. Como se observa en la Figura 3.2, se le podría situar al nivel 
del GDI (Graphics Device Interface), que es uno de los tres componentes o 
subsistemas del UI (Interfaz de Usuario) de Microsoft Windows y trabaja 
junto con el núcleo y el API de Windows, presentando un nivel de 
abstracción entre una aplicación de gráficos 3D y los drivers de la tarjeta 
gráfica. Con arquitectura basada en el COM5 (Component Object Model) de 
Microsoft, la mayor ventaja que presenta Direct3D frente al GDI es que 
Direct3D se comunica directamente con los drivers de pantalla, 
                                                 
 
5 COM: es una plataforma de Microsoft para componentes de software introducida por dicha empresa en 
1993. Esta plataforma es utilizada para permitir la comunicación entre procesos y la creación dinámica de 
objetos en cualquier lenguaje de programación que soporte dicha tecnología. 
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consiguiendo mejores resultados en la representación de los gráficos por 














Direct3D está compuesto por dos grandes APIs: el modo inmediato y el 
modo retenido. El modo inmediato da soporte a todas las primitivas de 
procesamiento 3D que permiten las tarjetas gráficas, por ejemplo luces, 
materiales, transformaciones, control de profundidad. El modo retenido, 
construido sobre el anterior, presenta una abstracción de nivel superior 
ofreciendo funcionalidades preconstruidas de gráficos como jerarquías o 
animaciones. El modo retenido ofrece muy poca libertad a los 
desarrolladores, siendo el modo inmediato el que más se usa. 
 
El modo inmediato de Direct3D trabaja fundamentalmente con los llamados 
dispositivos (devices), Figura 3.3. Son los encargados de realizar la 
renderización6 de la escena. El dispositivo ofrece un interfaz que permite 
diferentes opciones de renderización. Por ejemplo, un dispositivo mono 
permite la renderización en blanco y negro mientras que un dispositivo RGB 
permite el uso de colores. 
Un dispositivo puede ser una ventana donde se quiere mostrar una 
renderización. Algunas de las partes en un dispositivo real son los 











Podemos clasificar los dispositivos en tres clases principales según sus 
características: 
 
- Dispositivo HAL (Hardware Abstract Layer): es una capa de 
abstracción software que permite aceleración hardware. Se trata del 
dispositivo más rápido. 
                                                 
 
6 Renderización: es el proceso de generar una imagen desde un modelo.  
 
Figura 3.2 Capa de 
abstracción Windows 
 
Figura 3.3 Dispositivo 




- Dispositivo de referencia: es necesaria la instalación previa del 
SDK de Direct3D para poder usar este tipo de dispositivo. Permite la 
simulación software de un tipo de renderización y resulta muy útil 
cuando el hardware todavía no tiene incorporadas nuevas 
características de renderización. Un caso muy concreto del dispositivo 
de referencia es el Null reference device cuya función es presentar la 
pantalla en negro. Se usa por defecto cuando se intenta usar un 
dispositivo de referencia y no se encuentra el SDK. 
 
- Dispositivos de conexión software: permite opciones de 
rasterización software. Previamente se ha tenido que obtener el 
dispositivo mediante el método RegisterSoftwareDevice. Este tipo de 
dispositivos no fueron usados hasta DirectX 9.0. 
 
Cada dispositivo tiene asociada una o más cadenas de intercambio. Dichas 
cadenas están compuestas por varios buffers de superficies, considerando a 
una superficie como un conjunto de píxeles más todos los atributos 
asociados a cada uno de ellos, tales como la profundidad, el color o la 
transparencia (canal alfa). 
 
Además, los dispositivos tienen también asociados una colección de 
recursos o datos concretos necesarios para realizar la renderización. Cada 
uno de estos recursos tiene los siguientes atributos: 
 
- Tipo: define el tipo de recurso del que se trata, como superficie, 
volumen, textura, textura de cubo, textura de volumen, textura de 
superficie, buffer de vértices o buffer de índices. 
 
- Almacén: describe dónde se almacena el recurso durante la 
ejecución. Default indica qué se almacena junto con el dispositivo; 
managed que se guarda en la memoria del sistema y se copia en el 
dispositivo cuando éste lo necesita; system memory que se 
encuentra exclusivamente en la memoria del sistema, al igual que 
scratch, ignorando este último las restricciones de la tarjeta gráfica. 
 
- Formato: describe el formato en que se almacena el recurso en 
memoria. La información más importante es el almacenamiento de 
los píxeles en memoria. Un ejemplo de valor de formato es 
D3DFMT_R8G8B8 que indica una profundidad de color de 24 bits (los 
8 de más peso para el rojo, los 8 de en medio para el verde y los 8 
de menos peso para el azul). 
 
- Uso: mediante una lista de flags, indica cómo se va a usar el recurso. 
También permite distinguir los recursos estáticos, aquellos que una 
vez cargados sólo interesa su valor, de los recursos dinámicos, cuyo 
valor se modifica repetidamente. 
 
Las diferentes etapas del proceso de renderización, Figura 3.4, son: 
 
1. Ensamblaje de entrada (Input Assembler): aporta los datos de 
entrada (líneas, puntos y triángulos). 




2. Shader de vértices (Vertex Shader): se encarga de las operaciones 
de vértices (iluminación, texturas, transformaciones). Trata los 
vértices individualmente. 
 
3. Shader de geometría (Geometry Shader): realiza operaciones con 
entidades primitivas (líneas, triángulos o vértices). A partir de una 
primitiva, el geometry shader puede descartarla, o devolver una o más 
primitivas nuevas. 
 
4. Flujo de salida (Stream Output): almacena la salida de la etapa 
anterior en memoria. Resulta útil para realimentar el proceso con 
datos ya calculados. 
 
5. Rasterización (Rasterizer): convierte la imagen 3D en píxeles. 
 
6. Shader de pixeles (Pixel Shader): operaciones con los píxeles. 
 
7. Fusión de salida (Output Merger): se encarga de combinar la 
salida del píxel shader con otros tipos de datos, como los patrones de 























Direct3D permite la reconfiguración de todas las etapas, aumentando 
considerablemente la flexibilidad de este proceso de renderización. 
 
Finalmente, es interesante saber que Direct3D permite dos modos de 
presentación en pantalla: 
 
- Pantalla completa o exclusive mode: gracias a que Direct3D tiene 
conexión directa con el driver de la pantalla, el dispositivo Direct3D 
 
Figura 3.4 Etapas del 
proceso de 
renderización 
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hace uso exclusivo de la pantalla. Ninguna otra aplicación podrá 
hacer uso de la pantalla mientras se encuentre en este modo. 
 
- En ventana o windowed mode: el resultado se muestra dentro de 
una ventana de Windows. Direct3D tiene que colaborar con el GDI 
para finalizar dicha representación. Aunque este modo resulta más 
lento que el anterior, al no bloquear la pantalla y permitir el uso de 





Una ProxyDLL es una librería que consiste en una ligera capa de código, que 
se interpone entre la aplicación y la librería original, simulando que ella es 
la librería original, de esta manera se consigue poder interceptar las 
llamadas de la aplicación y, por ejemplo, modificar las llamadas o poder 
obtener datos, como el tiempo antes y después de la ejecución de una 
llamada original, por ejemplo. Con esto se consigue que la aplicación 
funcione correctamente y se obtengan y modifiquen datos que, de otra 
manera, no se pueden obtener o modificar sin que la librería interceptada ni 
la aplicación se den cuenta. 
 
La intercepción de las llamadas originales, a través de la ProxyDLL creada, 
se hacen de la siguiente manera: 
 
Las aplicaciones que usan DirectX, al ejecutarse, lo primero que hacen es 
hacer que el sistema operativo busque la librería en el directorio donde se 
encuentra la aplicación. Una vez ha buscado en este directorio, si no la 
encuentra pasa al directorio donde Windows guarda la mayoría de librerías 
por defecto, WINDOWS/system32 normalmente. Este hecho es el que 
permite introducir la ProxyDLL. Entonces se coloca ésta en el directorio de 
la aplicación con el nombre de la librería original y así se cargará 
inicialmente la ProxyDLL. 
 
Con todo esto, se consigue que cuando la aplicación llame a la librería 
busque primero en su directorio, entonces encontrará y cargará la librería 
ProxyDLL, ésta cargará la librería original y tendrá acceso a todos los 
métodos y funciones de la librería original. A la vez, contaremos con todos 
los datos y operaciones necesarios para la monitorización, modificación de 
llamadas o los cambios que se quieran realizar en la ProxyDLL. Con todo 
esto se puede conseguir lo siguiente: cuando la aplicación hace una llamada, 
se toma el tiempo antes de ésta, se llama al procedimiento original, se 
obtiene el tiempo después del procedimiento, se guardan los datos para 
posteriormente hacer los cálculos de rendimiento que se necesiten y, 
finalmente, se devuelve lo que ha devuelto la llamada original a la 
aplicación. Así se consigue que funcione igual que sin la ProxyDLL y, 
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3.3.1. Otros proyectos y ejemplos de uso de una 
ProxyDLL 
Existen otros proyectos donde se pueden encontrar varios ejemplos de los 
usos de una ProxyDLL. Muchos de estos ejemplos son utilizados en DirectX 
para controlar o modificar el funcionamiento normal de los videojuegos. 
 
Por ejemplo, una utilidad bastante extendida en el uso de ProxyDLL en 
estos casos es para poder configurar los botones del teclado, para que su 
comportamiento al  tocar una tecla modificada haga una acción programada 
diferente de la original. Es fácil encontrar ProxyDLLs que configuren un 
botón, como por ejemplo el F12, para que consiga grabar un video7. 
 
Otro tipo de proyectos o ejemplos de ProxyDLL que podemos encontrar son 
aquellas que hacen que se escriba por pantalla información o imágenes que 
en el escenario normal del videojuego no aparecen. Algunos ejemplos son 
mostrar datos por pantalla como: las imágenes por segundo, dibujar en el 
escenario personajes u objetos que realmente en el videojuego no aparecen 
o hasta modificar la apariencia de algunos objetos, entre otras posibilidades. 
Nada que ver con los datos que se obtendrán en este proyecto. 
                                                 
 
7 ProxyDLL que graba un video: http://www.mikoweb.eu/index.php?node=28 













El primer paso para la creación de un proyecto es diseñarlo. En este 
capítulo se observará qué decisiones y cómo se conseguirá obtener una 
herramienta que complazca todos los objetivos del proyecto.  
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Después de estudiar detenidamente los objetivos, se ha tenido que pensar 
qué diseño era el mejor para su realización cómo, por ejemplo, cuantas 
partes debía tener o cómo debía ser. Teniendo en cuenta esto, hay que 
crear una herramienta con la que se puedan satisfacer los objetivos 
primarios y secundarios enumerados en el apartado 2.1, entre ellos, la 
monitorización de la parte de Direct3D en DirectX, capacidad de ver 
estadísticas sobre la monitorización o decidir qué monitorizar y qué no. 
 
Si se observan los objetivos, diferenciamos tres posibles bloques: 
preparación de la herramienta, funcionamiento de la herramienta y, 
finalmente, estudio y manejo de los datos obtenidos de la ejecución de la 
herramienta. Pensando de esta manera, se pueden diferenciar los objetivos 
primarios y secundarios según en la etapa en que deberían realizarse.  
 
A partir de este punto, cada una de estas etapas, objetos o aplicaciones 
recibirá los nombres siguientes: la primera se denominará Configurator, la 
segunda ProxyDLL y la última Statistics. Los nombres son bastante 
representativos, pero se explicarán más detalladamente. De estos bloques 
se desprende la Figura 4.1. En ella se observa que la ProxyDLL carga la 
configuración que crea el Configurator, y a la vez, el Statistics carga los 

























Véase la diferenciación de los objetivos por etapas y según el orden en que 




o Monitorización de Direct3D para obtener los datos necesarios 
de su funcionamiento. 
 
Figura 4.1 Diagrama de flujo inicial 








o Poder decidir qué partes de Direct3D se quiere monitorizar en 




o Ser capaz de procesar los datos e interpretarlos para, 
posteriormente, ser inteligibles para el usuario. 
 
o La opción de ver un mínimo de estadísticas referentes a los 
datos conseguidos de la aplicación durante la ejecución de la 
herramienta de monitorización, para poder hacerse una 
primera idea de su comportamiento mediante sus datos. 
 
o Tener la opción de obtener los datos modificados y 
comprensibles de manera que se puedan utilizar fácilmente en 
hojas de cálculo para su posterior estudio o interpretación. 
 
o La posibilidad de observar gráficos sobre estos datos 
estadísticos y poder ver y comparar gráficamente los 
resultados de la ejecución de la aplicación controlada. 
 
o Poder decidir qué datos se quieren observar y cuales no. 
 
Se ha decidido seguir este orden en el diseño y después en la 
implementación porque lo necesario y principal del proyecto es obtener los 
datos de la monitorización en la etapa ProxyDLL. A continuación, se sigue 
con el Configurator porque permite modificar la monitorización. Finalmente, 
la última etapa de diseño será la de Statistics que se encarga de 
proporcionar la información obtenida gracias a las etapas anteriores. 
 
Con la decisión de diseño de dividir en tres etapas, se puede diseñar e 
implementar cada una de éstas como un objeto por si solo y que, con las 
otras etapas, forman la herramienta final del proyecto. 
 
A continuación de describirá el diseño de cada una de estas tres partes y, 





Primera parte de la herramienta. Como su nombre indica, principalmente 
será una aplicación encargada de la configuración de la posterior ejecución 
de la herramienta de monitorización de Direct3D. 
 
El formato de esta parte de la herramienta final es totalmente el de un 
configurador de la ejecución de la herramienta. A la larga, una parte 
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importante para centrar las investigaciones en aquello que realmente 
interesa. 
 
En ella, las principales características que debe cumplir son: 
 
- Poder elegir si la monitorización se inicia con la ejecución del 
programa a monitorizar o no. 
 
- Elegir cual será la aplicación a monitorizar y, de esta forma, asignar 
la configuración para esa aplicación. 
 
- Deberá cargar una configuración por defecto, si la tiene. 
 
- Finalmente, se contará con una lista completa de todas las directivas 
de Direct3D donde se podrá elegir qué funciones (directivas) se 
quieren controlar durante la ejecución de la monitorización y cuales 
no. 
 
Para conseguir el diseño completo de esta etapa, se cuenta con algunas 
consideraciones o restricciones que se deben cumplir. La primera 
consideración es que esta etapa tiene que ser intuitiva al uso. La otra es 






Es la parte de la herramienta que quizás tiene más peso. Se cargará cuando 
la aplicación a monitorizar entre en funcionamiento, es decir, se ejecute. 
  
Deberá cumplir dos de los objetivos principales del proyecto: monitorizar la 
aplicación que esta controlando y guardar los datos necesarios de esta 
monitorización. 
 
La ProxyDLL se ha diseñado para que reciba las llamadas dirigidas a la 
librería Direct3D desde la aplicación, entonces conseguir los datos 
necesarios para la monitorización, como son el tiempo antes de la ejecución, 
el tiempo después de la ejecución y también, qué llamada se está pidiendo 
ejecutar. A parte, deberá ser capaz de guardar estos datos. 
 
A nivel de diseño, será un objeto (librería) que se interpondrá entre la 
aplicación y la librería de Direct3D; es decir, interceptará la llamada de la 
aplicación a la librería Direct3D y, después de cargar la librería original y 
guardar la forma de comunicarse con ella, se encargará de llamar a las 
funciones (directivas) de la librería original. 
 
En los dos diagramas de flujo, Figuras 4.2 y 4.3, se ve la diferencia entre la 
carga y la demanda de directivas a la librería Direct3D con o sin nuestro 
objeto ProxyDLL. 




En la Figura 4.2, se describe mediante un diagrama de flujo, los pasos que 
se siguen para cargar la librería de Direct3D. Primero, la aplicación 
demanda la posición de la librería Direct3D al sistema operativo, paso 1. 
Después, se busca en el directorio de la aplicación, paso 2. A continuación, 
si esta se encuentra en el directorio de la aplicación, paso 3’, el sistema 
operativo, devuelve su dirección a la aplicación, paso 6. En cambio, sino se 
encuentra en este directorio, paso3, el sistema operativo sigue buscando en 
el directorio de librerías por defecto de Windows, paso 4. En el caso de que 
la librería se encuentre en este directorio, paso 5, el sistema operativo 
devuelve la dirección de la librería, paso 6. Por otro lado, si no se encuentra 
en este directorio, paso 5’, se devuelve error, paso 6, y la aplicación no 
puede cargar la librería Direct3D. Finalmente, si se ha cargado 
correctamente la aplicación llama a las directivas originales directamente, 
paso 7. 
 
Por otro lado, si se incorpora la ProxyDLL en el diagrama de flujo, esté 
cambia, ver Figura 4.3. Primero,  la aplicación al cargarse pide al sistema 
operativo que busque la librería Direct3D, punto 1. Después, el sistema 
operativo busca en el directorio de la aplicación, punto 2, hasta aquí todo es 
 
Figura 4.2 Diagrama de flujo normal para cargar y usar Direct3D 
 
Figura 4.3 Diagrama de flujo con una ProxyDLL 
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igual que en la Figura 4.2. En este momento, si en este directorio se 
encuentra la librería ProxyDLL, ésta se carga y a su vez carga la librería 
original de Direct3D, punto 3. A continuación, al encontrarse la ProxyDLL, 
punto 4, el sistema operativo devuelve la posición de ésta a la aplicación, 
punto 7. En cambio, si la ProxyDLL no se encuentra en el directorio de la 
aplicación, punto 4’, el sistema operativo seguirá buscando en el directorio 
de por defecto de Windows donde se encuentran las librerías, punto 5. A 
partir de este punto, el comportamiento es el mismo que en el de la Figura 
4.2. Finalmente, según la dirección que haya recibido en el paso 7, las 
llamadas se comportarán diferentes. Si ha recibido la dirección de la 
ProxyDLL la aplicación llamará a una directiva de Direct3D, esta irá a la 
ProxyDLL, paso 8, y esta a su vez llamará a la original, paso 9. Por el otro 
lado, si la dirección recibida es la de la librería Direct3D, se llamará a la 
directiva original, punto 8’. 
 
En general, se puede contemplar la ProxyDLL como la parte del proyecto 
que hará la monitorización de la parte 3D de las aplicaciones. Debido a esto, 
se ha priorizado la rapidez a la cantidad de cálculos y datos obtenidos 
durante la optimización. Con esto se consigue que la aplicación apenas 
llegue a notar que hay una capa más, creada por la ProxyDLL, entre ella y 
la librería Direct3D, y así evitar una degradación en el rendimiento de la 
ejecución total de la aplicación, en otras palabras, que el overhead 
provocado por la ProxyDLL sea muy pequeño. 
 
Por otro lado, esto provoca que se guarde poca información sobre cada 
función y, por lo tanto, será necesario hacer bastantes cálculos para que 





La última parte del proyecto se trata de una etapa de post-procesado. Como 
se ha comentado, los datos creados en la monitorización serán mínimos, 
por lo tanto, Statistics se encargará de transformar los pocos datos 
obtenidos, en datos completos y comprensibles, es decir información, 
calculando sus estadísticas, entre otros. 
 
Entrando más en detalle, lo que se espera de Statistics es que sea una 
aplicación donde se cumplan los requisitos siguientes: 
 
- Elegir de que ejecución ver su información y estadísticas. 
 
- Transformar los datos en información para que puedan ser 
comprensibles; para su estudio y para el usuario. 
 
- Crear estadísticas de la ejecución elegida y mostrarlas. 
 
- Elegir de qué funciones de Direct3D ver sus estadísticas en la 
ejecución. 
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- Tener la capacidad de exportar la información y, de esta manera, ser 
capaces de estudiarlos en otras herramientas. 
 
- Mostrar gráficos de las diferentes estadísticas. 
 
Se ha preferido cargar está parte del diseño con la mayoría de cálculos y 
objetivos para, de esta manera, evitar sobrecargar la etapa de ejecución y 
minimizar el incremento de tiempo en ésta. Lo que provocará que esta 
aplicación sea la de ejecución más lenta al tener que procesar y transformar, 
a veces, una gran cantidad de datos. 
 
Con esta ultima parte de la herramienta, será con la que se podrá proceder 




4.4. Relación entre las partes de diseño 
Es fácil establecer un vínculo entre las diferentes partes que formarán la 
herramienta y, por lo tanto, el proyecto. 
 
El Configurator creará y dará todos los datos necesarios para que, 
posteriormente, la ProxyDLL sepa como y qué debe controlar durante la 
monitorización de la aplicación. Resumiendo, le proporciona su 
configuración de uso.  
 
A continuación, la ProxyDLL durante su ejecución, irá controlando las 
diferentes directivas de Direct3D que se van llamando y creará los datos de 
monitorización, con el tiempo antes y después de cada llamada. Estos datos 
son los que, finalmente, Statistics usará para transformar, hacer inteligibles 
y, además, mostrar un conjunto de estadísticas. 
 
Para concluir, se puede observar el flujo de ejecución y datos pensado en el 
diseño: 
 




En la Figura 4.4 se observa cómo ha evolucionado el diseño de la 
herramienta desde la Figura 4.1, con sus datos intermedios. 
 
En la Figura 4.4, se ve un diagrama de flujo de la herramienta con la 
ejecución de una aplicación. Primero, se pueden crear unos datos de 
configuración con el Condigurator. Seguidamente, se ejecuta la aplicación 
que cargará la ProxyDLL, esta se inicializará con la configuración que se 
encuentran en los datos de configuración. La ProxyDLL, cargará a su vez la 
librería original de Direct3D. Durante la ejecución, la ProxyDLL irá 
recibiendo las llamadas a las directivas, hará la monitorización, creará los 
datos de monitorización, llamará a la librería original y devolverá los 
resultados a la aplicación. Finalmente, cuando la aplicación se haya parado, 
con Statistics se cogerán los datos de la monitorización, se procesarán y se 







Figura 4.4 Diagrama de flujo de ejecución de la aplicación y de la 
herramienta 
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Una vez se ha decidido el diseño de la herramienta, se ha de hacer 
realidad, para ello, es el momento de explicar como se ha realizado 
mediante su implementación. Se verán las diferentes decisiones y también 
la estructura interna del funcionamiento de la herramienta del proyecto. 
Finalmente, se conseguirá entender cómo se han cumplido los diferentes 
objetivos en las diferentes partes. 
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Este capítulo, es seguramente el más importante e interesante para 
entender como se realizará y como funcionará internamente el proyecto. 
 
Una vez se tiene el diseño de la herramienta pensado y desarrollado, toca 
pensar como plasmarlo. En este caso, el diseño nos enfoca a que la 
herramienta tiene tres partes y, primero, hay que tomar unas cuantas 
decisiones para su implementación.  
 
La primera y última parte, el Configurator y el Statistics, pueden ser 
fácilmente aplicaciones que creen o recojan los datos necesarios para el 
correcto funcionamiento de la herramienta final, también podrían ser 
páginas webs o otras opciones, por ejemplo. Se ha decidido que sea una 
aplicación porque con el simple hecho de contar con Microsoft Windows ya 
funcionarán; otras opciones podrían hacer que el usuario tuviese que 
instalar software adicional.  
 
La segunda parte, la ProxyDLL, de la herramienta, al decidir usar el 
mecanismo de ProxyDLL, solo puede ser una librería. Además ésta estará 
escrita en el lenguaje de programación  C/C++ porque las llamadas a la 
librería original de DirectX se hacen en C/C++, y así nos facilita la 
programación de estas llamadas en la ProxyDLL. 
 
Este hecho hace que se decida la utilización de este mismo lenguaje para 
las dos aplicaciones aunque, como se verá más adelante, no tendrán 
comunicación directa entre ellas. Solo se usará C/C++ para no tener que 
saber más de un idioma de programación y no hacer que la programación 
sea más complicada de lo que ya es, con el hecho de ir cambiando la forma 
de pensar por la diferencia de lenguajes de programación. 
 
Si se piensa en el diagrama de flujo visto en el diseño (Figura 4.4), se 
transformará pensando en la implementación en el diagrama de flujo de la 
Figura 5.1. En esta figura se observan los cambios siguientes respecto al de 
la Figura 4.4: La aplicación Configurator salvará la información de la 
configuración en el archivo config.conf. En cambio, la ProxyDLL guardará la 
información en dos archivos diferentes, en uno denominado library.lb y en 
otro de tipo “.txt” donde guardará los datos de la monitorización. 
Finalmente, Statistics cargará la información a partir de la información 





















5.1. Convenios de Programación 
Una vez se han decidido los aspectos más importantes y el lenguaje de 
programación, es interesante delimitar algunas normas en el momento de 
hacer la programación, como son los nombres que se utilizan y su formato.  
 





Primero, se ha decidido que las variables y la programación serán en inglés, 




Figura 5.1 Diagrama de flujo de la implementación 
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A la hora de nombrar las clases se tendrán en cuenta los convenios 
siguientes: 
 
- Si el nombre es de una sola palabra, se escribirá la primera letra en 
mayúscula y las demás en minúsculas. 
 
- Si el nombre es de más de una palabra y no empieza con “my”, se 
escribirá juntos y con la primera letra de cada palabra en mayúscula. 
 
- En cambio, si la clase empieza por “my” y es de más de una palabra, 
“my” se escribirá en minúscula y las demás palabra, la primera letra 
de cada una en mayúscula. 
 
Se pueden dar excepciones, en archivos creados automáticamente, por el 




5.1.3. Métodos y funciones 
Cuando se creen métodos y funciones, se seguirán las siguientes normas 
para elegir los nombres: 
 
- Sean de una o más palabras siempre se deberá escribir la primera 





Es el momento de ver que convenio se ha decidido respecto a las variables. 
 
- Si la variable tiene un nombre de una sola palabra, irá 
completamente en minúscula. 
 
- Si la variable tiene el nombre de más de una palabra, la primera 






Es el momento de ver cómo se ha hecho la implementación de la primera 
parte de la herramienta, que recibe el nombre de Configurator. 
 
Primero, se tenia que pensar qué tipo de aplicación usar. Al tratarse de una 
aplicación con interfaz gráfica, para su fácil uso y agradable visualización, 
se ha decidido que sea una aplicación CLR (Common Language Runtime o 
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Lenguaje común en tiempo de ejecución) del tipo Windows Form Application, 
porque de esta manera, se facilitará la programación de la parte gráfica de 
la aplicación. 
 
Esta primera aplicación estará concentrada en un solo formulario, ya que no 
requiere de más complicación.  
 
El primer objetivo es: 
 
- Se podrá elegir si la monitorización se inicia con la ejecución del 
programa a monitorizar o no. 
 
Para cumplir este objetivo y hacer esta elección, se contará con  dos 
RadioButtons que se intercambiarán al elegir uno o el otro, y que harán la 
función de si y no, según se requiera que empiece o no el control del 









El segundo objetivo de diseño es este: 
 
- Elegir cual será la aplicación a monitorizar y, de esta forma, asignarle 
la configuración para esa aplicación. 
 
Para ello, se realizará una búsqueda de la aplicación presionando un botón 
que ejecutará un OpenFileDialog, donde se podrá elegir la aplicación que se 
quiere monitorizar y, por lo tanto, a la que se va a asignar la configuración 
que se esta creando. Una vez elegida la aplicación y aceptado el dialogo, se 
escribirá la dirección del directorio de la aplicación en un recuadro de texto, 
esta dirección será donde se escribirá el archivo de configuración, si 
quedará en blanco, se guardaría en el mismo directorio de la aplicación 
Configurator. También está la posibilidad de escribir manualmente la 
dirección del directorio dónde guardar el archivo, en el recuadro de texto, 















Figura 5.2 Visualización 
de los RadioButtons 
 
Figura 5.3 Visualización inicial de elección 
directorio donde guardar la configuración 
 
Figura 5.4 Resultado al seleccionar un 
ejecutable 




Por último, se encuentra el siguiente objetivo: 
 
- Finalmente, se contará con una lista completa de todas las directivas 
de Direct3D dónde se podrá elegir qué funciones (directivas) se 
quieren controlar durante la ejecución de la monitorización y cuales 
no. 
 
A nivel de implementación, su cumplimiento se realizará mediante un 
CheckListBox, donde se podrán ver todas las directivas que se pueden 
controlar de Direct3D, así se podrá elegir cuales son las que interesa 
monitorizar durante el funcionamiento de la aplicación. 
 
Para facilitar su uso, también habrá dos botones para seleccionar o 
deseleccionar todas las directivas, ya que su numero es bastante extenso y 



















Además, hay dos botones más. El primero, Save, será el encargado de 
guardar los datos de configuración en el fichero, de nombre config.conf, tal 
como están elegidos en la aplicación Configurator, hay que tener en cuenta 
que borrará la antigua configuración. El segundo, Exit, como su nombre 
indica, será el encargado de cerrar la aplicación. 
 
Finalmente, se han ido colocando textos explicativos, como se ve en 
algunas figuras, para explicar un poco que hace cada parte. También se ha 
decidido que si existe un archivo de configuración en el directorio del 
Configurator, la aplicación se abrirá con esa configuración, una especie de 
configuración por defecto. 
 







Figura 5.5 Visualización parte elección de 
directivas 





























5.2.1. Formato del fichero config.conf  
El Configurator creará un archivo que después utilizará la ProxyDLL para 
saber qué y cuándo debe controlar.  
 
En este apartado se verá el formato que tendrá este archivo, para saber 
qué es cada campo y cómo está estructurado. Llegado el momento, esto 
permitirá modificar el archivo manualmente, acción poco recomendada. 
 
En la Figura 5.7 se puede ver parte de un archivo config.conf. 
 
En ella se pueden observar dos líneas.  
 
La primera línea con un dígito, dirá a la ProxyDLL si tiene que empezar la 
monitorización desde el principio, en caso afirmativo se observará un 1, en 
caso negativo un 0. 
 
 
Figura 5.6 Visualización Configurator 
 
Figura 5.7 Visualización de parte de un archivo config.conf 
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La segunda línea marca individualmente para cada directiva, separadas por 
el carácter “;”, si se tiene que controlar o no. De modo que si se ve un 1 la 
directiva de esa posición se controlará, en cambio, si hay un 0 no se hará 
monitorización (Véase Apéndice A para saber la posición de cada directiva).  
 
Comprendido esto, se puede modificar manualmente, aunque de forma 





Una vez se ha visto cómo será la implementación del configurador de la 
ProxyDLL, es momento de ver cómo será la implementación de esta. 
 
La ProxyDLL será implementada en C/C++ como un archivo tipo librería DLL, 
eso tiene que ser así para hacer la función de ProxyDLL, tal y como se 
comentó anteriormente. 
 
Como la librería que se crea tiene que hacerse pasar por la original, deberá 
contar con la misma estructura y llamadas que la original, además de 
llamarse igual “d3d9.dll”. Para esto se ha contado con una ProxyDLL de 
ayuda8 que nos proporciona una librería ProxyDLL, que se usará de punto 
de partida. Esta ProxyDLL no hace nada, simplemente carga la librería 
original y cuando se llama una directiva, llama a la de la librería original. 
 
Ahora se cuenta con una ProxyDLL que al ejecutar una aplicación hace que, 
en realidad, esté llamando a las funciones y métodos de la ProxyDLL, y ésta 
a su vez, llama a las directivas (funciones y métodos) de la librería de 
Direct3D original.  
 
El estado inicial de cada directiva se puede observar en la Figura 5.8. 
                                                 
 
8 ProxyDLL de ayuda:  obtenida en http://www.mikoweb.eu/index.php?node=28 
 
Figura 5.8 Tres ejemplos de formato inicial del código de las 
llamadas de la ProxyDLL: 
m_pIDirect3DDevice9 es el puntero al original 




Así son todas las directivas de la ProxyDLL, exceptuando algunos casos, 
como por ejemplo, el de creación o destrucción que tienen que crear y 
destruir los punteros a la librería original.  
 
Ahora lo que hay que hacer es conseguir la monitorización de cada directiva 
añadiendo el código necesario. 
 
Primero de todo, hay que decidir cómo se hará la monitorización. Con la 
intención de disminuir la carga de esta parte de la herramienta, se ha 
decidido recoger el mínimo de datos necesarios para, posteriormente, 
mediante su transformación, obtener todos los datos necesarios para crear 
datos estadísticos interesantes. Para eso, se ha decidido obtener los counts 
de CPU antes de llamar a la directiva original, los counts justo después, qué 
directiva se está llamando y finalmente, la frecuencia con la que trabaja el 
procesador para después poder obtener los tiempos a partir de los counts. 
 
Como se observa, son sólo 4 simples datos que darán la oportunidad de 
obtener muchos más datos para su posterior estudio. 
 
Entrando en lo que a implementación se refiere, primero hay que crear e 
iniciar los datos que se necesitan para el control. Estos datos se crearán con 
cada inicialización de la instancia9 de la librería. 
 
Con la creación de una nueva instancia, se le asignará un puntero a la 
librería original, un identificador que será la fecha y hora de la inicialización, 
se obtendrá la frecuencia del CPU y se inicializará una nueva clase que será 
la encargada de controlar y guardar los datos de la ProxyDLL. 
 
La nueva clase recibirá el nombre de myProxyController, será la encargada 
de guardar los datos parciales y escribir los ficheros necesarios con éstos. 
 
Con la inicialización de esta clase, se creará o se actualizará un fichero con 
nombre library.lb, que tendrá los nombres de los ficheros con los datos de 
las diferentes ejecuciones de la aplicación. También, cargará la información 
de configuración referente a lo que debe controlar y lo que no, del fichero 
config.conf creado por el Configurator, en caso de no existir lo monitorizará 
todo. Además esta clase, tendrá un vector de Strings, con los datos 
parciales de la ejecución de la ProxyDLL, para en su momento escribirlos en 
un fichero. 
 
Cuando se habla de la implementación para monitorizar cada directiva, se 
hará lo siguiente: 
 
1. Se obtienen los counts de CPU con QueryPerformanceCounter. 
 
2. Se llama a la directiva original y se recoge lo que devuelve. 
 
                                                 
 
9 Instancia: una instancia de un programa es una copia de una versión ejecutable del programa que ha sido 
escrito en la memoria del computador. 
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3. De nuevo se consiguen los counts de CPU después de la llamada con 
QueryPerformanceCounter. 
 
4. A continuación, si esa directiva está controlada, se colocará un String 
con el identificador, los counts antes de la llamada a la directiva 
original, los counts de después y la frecuencia, en el vector que tiene 
la clase myProxyController con los datos parciales. 
 
Estos son los pasos que seguirán todas las directivas, exceptuando alguna 
como la de Present. 
 
En caso de que sea la directiva Present, que es la que muestra el escenario 
por pantalla, se ha decidido que se añadirá código para mostrar texto o una 
imagen y así, saber que la ProxyDLL está funcionando. Además, será la 
encargada de transmitir los datos al archivo con las monitorizaciones de la 
ejecución hasta el momento. Se ha elegido esta directiva y no otra, por su 
importancia en el cálculo de tiempo por frame (tiempo por fotograma), ya 
que la imagen la muestra esta directiva, y por lo tanto el tiempo por frame 
es el que hay entre dos de estas directivas, ya que, en realidad lo que hace 
es volcar el contenido del backbuffer a la pantalla. 
 
Por este último hecho, el tiempo que hay entre frames, esta directiva 
siempre se añadirá al vector de resultados parciales; pero sino tiene que 
estar controlada, el valor de su identificador será negativo. 
 
Finalmente, llamará a la función NewFrame de la clase myProxyController, 
que será la encargada de escribir los datos almacenados hasta el momento 
en el vector de resultados, al fichero con los datos de la ejecución. A 
continuación, reiniciará el vector para seguir obteniendo nuevos datos. De 
esta manera, se intenta ir descargando el vector, no tenerlo sobrecargado y 
no escribir todos los datos de golpe al final. 
 
La función NewFrame también será llamada al eliminar la instancia y, así, 
guardar los últimos resultados en el fichero. 
 
Con todas estas modificaciones, se puede ver que los objetivos en la etapa 
de diseño se han cumplido: 
 
- Monitorización de Direct3D para obtener los datos necesarios de su 
funcionamiento. 
 
- Tiene que ser capaz de crear y guardar los datos. 
 















5.3.1. Formato ficheros creados por ProxyDLL 
La ProxyDLL creará dos tipos de archivos diferentes, ahora es el momento 





Este primer archivo se creará o actualizará con cada nueva instancia de la 
ProxyDLL.  
 
En este archivo, se guardarán los identificadores de los archivos que tienen 
los datos de las diferentes ejecuciones. 
 
El formato de estos identificadores es el siguiente: XXdYYmZZZZa 
BBhCCmEEs, donde XX es el día, YY el mes, ZZZZ el año, BB la hora, CC el 
minuto y EE el segundo de cuando se creó la instancia. De esta manera, se 
tendrán identificadas las diferentes ejecuciones de una aplicación en una 
“librería” creada por la herramienta. 
 









Figura 5.9 Código final de una directiva: se observa la obtención de los 
counts antes y después de la llamada a la función original, después si hay 
que controlar, se crea el String con los datos y se guardan en el vector 
de resultados parciales. 
 
Figura 5.10 Ejemplo archivo library.lb 
Análisis del rendimiento de DirectX 
 55 
 
5.3.1.2. Ficheros “.txt” de resultados 
Por otro lado, en cada ejecución de la ProxyDLL, esta creará un archivo con 
formato “.txt”, con el identificador de la ejecución como nombre, en el que 
se guardarán los datos de todas las llamadas controladas que se han ido 
haciendo durante la ejecución de la aplicación monitorizada. 
 
Véase un ejemplo del formato de este tipo de ficheros en la Figura 5.11, 
para comprender un poco más que es cada campo. 
 
Viendo un ejemplo, es fácil ver que es cada uno de los campos separados 
por el carácter “;”. El primer campo es el identificador de la directiva, el 
segundo son los counts de la CPU antes de llamar a la directiva original, el 
tercero los counts después de la llamada y, finalmente, la frecuencia de la 
CPU. 
 
A partir de estos datos, se obtendrán los datos necesarios para, 





Para acabar, se ha de implementar la tercera parte de la herramienta. Se 
trata de otra aplicación con interfaz gráfica por lo que se utilizará el mismo 
tipo que en la primera parte, una aplicación CLR del tipo Windows Form 
Application, por los mismos motivos que la aplicación Configurator. 
 
 
Figura 5.11 Ejemplo archivo de datos “.txt” 
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Esta aplicación deberá cumplir sus objetivos asignados en la etapa de 
diseño que son: 
 
- Ser capaz de comprender los datos e interpretarlos para, 
posteriormente, ser inteligibles para el usuario. 
 
- Tener la opción de obtener los datos modificados y comprensibles, de 
manera que se puedan utilizar fácilmente en hojas de cálculo para su 
posterior estudio o interpretación. 
 
- La opción de ver un mínimo de estadísticas referentes a los datos 
conseguidos de la aplicación durante la ejecución de la herramienta 
de monitorización, para poder hacerse una primera idea de su 
comportamiento mediante sus datos. 
 
- La posibilidad de observar gráficos sobre estos datos estadísticos y 
poder ver  y comparar gráficamente los resultados de la ejecución de 
la aplicación controlada. 
 
- Poder decidir qué datos se quiere observar y cuáles no. 
 
Ahora se procederá a explicar de qué manera se van a cumplir todos estos 
objetivos. 
 
Esta aplicación estará formada por tres tipos de formularios: 
 
El primer formulario, por defecto, si encuentra un archivo library.lb en su 
directorio lo abrirá y mostrará en un CheckedListBox los nombres de las 
ejecuciones que guarda en su interior. El CheckedListBox se utilizará para 

















También existe la posibilidad de cargar un archivo library.lb de cualquier 
ubicación, mediante un botón y un OpenFileDialog. Se buscará el archivo .lb 
que interesa y, a continuación, se cargará su contenido en el CheckListBox 
correspondiente, Figura 5.13. 
 
 
Figura 5.12 Visualización 
lista de ejecuciones 




































Un tema muy importante a tener en cuenta durante la carga del archivo 
library.lb, es que también se cargarán los datos de los diferentes archivos 
de resultados que allí aparecen. Esto provocará que la herramienta parezca 
que se ha quedado trabada, simplemente es que está procesando una gran 
cantidad de datos y, además, transformándolos para poder obtener los 
datos y estadísticas de forma comprensible. Estos datos se guardarán en 
una clase propia denominada myLoadResults.  
 
Esta clase nueva, guardará un vector de una estructura propia. Cada 
posición del vector equivale a los datos de cada uno de los ficheros de 
resultados del archivo library.lb. 
 
Esta estructura recibe el nombre de results, y guardará los datos 
transformados, como por ejemplo son: el número de llamadas totales a una 
directiva, el tiempo total de una llamada, vectores donde cada posición será 
el tiempo que pasa una directiva funcionando en un segundo de CPU o el 




Figura 5.13 Secuencia de 
carga de un archivo 
library.lb, antes y después 
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A continuación, otra opción que nos interesa y que se encuentra en los 
objetivos, es la opción de decir de qué directivas observar sus datos y 
estadísticas, para ello se usará un ChekedListBox igual que el que se 
encuentra en la aplicación Configurator, para poder seleccionar sólo 
aquellas que interesen y, también, los dos botones para seleccionar o 





















Finalmente, este formulario contará con un botón Exit, para salir de la 
aplicación y otro, See Executions, que al presionarlo abrirá el segundo 
formulario.  
 




Figura 5.14 ChekedListBox con las directivas 
y los botones para seleccionar o 
deseleccionar 
 
Figura 5.15 Ejemplo de visualización de Statistics 
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Es interesante observar todo lo que ocurre cuando se presiona el botón de 
See Executions.  
 
Al ser presionado, deberá abrir un formulario por cada ejecución 
seleccionada, todos tendrán el mismo formato que a continuación se 
explicará. Pero antes, calculará las estadísticas a partir de los datos 
guardados en myLoadResults de cada una de las ejecuciones seleccionadas. 
Esto puede provocar un pequeño congelamiento en el funcionamiento de la 
herramienta, otra vez causado por la gran cantidad de cálculos. 
 
Las estadísticas que se mostrarán serán: el número total de llamadas de la 
directiva, el tiempo total que se ha usado la directiva, la media de llamadas 
por frame y segundo, la media de tiempo por frame y segundo, la mediana 
de llamadas por frame y segundo, la mediana de tiempo por frame y 
segundo y, finalmente, las desviaciones estándar por frame y segundo de 
llamadas y tiempo. También, se encontrarán dos filas con la media total, 
para las directivas que se ven y para todas, incluidas las que no se ven. 
 
Todas estas estadísticas, se mostrarán sólo para aquellas directivas que así 
estuvieran marcadas en el primer formulario, y se incorporarán a una 
DataGridView que las mostrarán al usuario, Figura 5.16. 
 
 
Con la posibilidad de multiselección de la DataGridView, se incorporará la 
probabilidad de ver gráficos de las celdas seleccionadas, mediante un botón 
que recibirá el nombre de View Graph. Al pulsarlo, se creará el último tipo 
 
Figura 5.16 Ejemplo de vista del DataGridView con estadísticas 
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de formulario de esta herramienta, en él se usará una librería de ayuda 
para mostrar gráficos que se llama ZedGraph.  
 
La utilización de esta herramienta facilita la implementación de los gráficos 
y también permite hacer zoom del gráfico, entre otras cosas. Por lo que es 
una buena solución al problema de implementar gráficos. 
 
Se ha decidido que cada una de las celdas seleccionadas tendrá su propia 
curva o punto, pero todas aparecerán en el mismo gráfico, así se consigue 
compararlas. Para crear estas curvas o puntos, se le pasarán los datos 
parciales usados para obtener la estadística de cada una de las celdas 
seleccionadas y, de esta forma, poder observarlos en el gráfico, Figuras 











Figura 5.17 Ejemplo de gráfico de una sola celda donde se observa el 
tiempo que trascurre la directiva Present en un segundo, casi el segundo 
entero. 




Para acabar, hay dos botones más en formulario, uno Exit para salir y el 
otro, Export. Este último botón es muy importante, ya que es el que 
permitirá hacer la exportación de los datos del DataGridView y los parciales 
guardados de la ejecución. Para ello, se guardarán todos estos datos en un 
archivo .csv usando un SaveFileDialog que dejará elegir el nombre del 
archivo.  
 
Este archivo podrá ser utilizado en herramientas tipo Excel, como se 
buscaba en uno de los objetivos. 
 
Con todo esto, se consiguen realizar todos los objetivos que se habían 




5.4.1. Formato fichero .csv 
La última parte de la herramienta del proyecto, crea un archivo de tipo .csv. 
Este tipo de archivos permiten la importación en diferentes aplicaciones de 
cálculo, como por ejemplo Microsoft Excel. Este tipo de archivos separan los 
datos con el carácter “;”. Sabiendo esto, el archivo .csv creado, separará los 
datos con este carácter y con saltos de línea. 
 
A continuación, se observará el formato en una hoja de Excel, de un 
archivo .csv creado por la herramienta, Figura 5.19. De esta manera, será 




Figura 5.18 Ejemplo de gráfico de dos celdas seleccionadas donde se 
puede comparar el tiempo que trascurre cada directiva cada segundo. 




En la primera parte del Excel, se puede observar una copia de los datos que 
había en el DataGridView del formulario dos, exactamente igual. 
 
  
A continuación, como se observa en la Figura 5.20, se encuentran los datos 
referentes a cuantas llamadas recibe la directiva en cada frame. Es decir, 
cada posición equivale a un frame de la ejecución, en el caso de 
DrawPrimitive, en el primer frame se llamó 6 veces, 6 más en el siguiente. 
Cada 100 frames se cambia de línea porque las hojas de cálculo tienen una 
medida máxima, y así se evita rebasarla. 
 
Los datos parciales siguientes tienen el mismo formato. Primero, se 
encuentran los datos referentes al tiempo que ha pasado una directiva en 
cada frame, después, a las llamadas que recibe una directiva cada segundo 
de ejecución y, finalmente, el tiempo que pasa funcionando una directiva en 
un segundo. 
 
Otro ejemplo de otra parte del Excel con información referente al tiempo 
que pasa una directiva cada segundo se puede ver en la Figura 5.21. 
 
 
Figura 5.19 Ejemplo de parte de archivo CSV en hoja Excel 
 
Figura 5.20 Ejemplo de parte de archivo CSV en hoja Excel 







En un proyecto de esta magnitud, a lo largo de la implementación se 
encuentran gran cantidad de problemas. Ahora se expondrán algunos de los 
más conflictivos y significativos que se han encontrado. 
 
El primer problema surge con C/C++, es un idioma de programación que el 
programador había usado poco hasta la fecha, entonces presentaba algunas 
dificultades en ciertos momentos de la programación, con la consecuente 
perdida de tiempo por búsqueda de información. También cabe destacar el 
uso de punteros de este lenguaje, otro matiz que a pesar de saberse su 
funcionamiento y haberse practicado con ellos, siempre causan, en algún 
momento, una perdida de información o la no comprensión de algún 
resultado erróneo provocado por un mal uso de un puntero. 
 
Además, está la dificultad que se ha encontrado a la hora de poder depurar 
una librería como es la ProxyDLL, provocando grandes pérdidas de tiempo 
resolviendo pequeños errores. 
 
Otro problema, ha sido decidir el formato de los diferentes archivos. Esto ha 
hecho que al cambiar varias veces la decisión del formato, se hayan 
cambiado partes de la programación, con lo tedioso y el coste en tiempo 
que esto conlleva. 
 
Relacionado con el último problema, el decidir dónde calcular o cargar los 
datos, entre otros, también ha provocado varios cambios en la 
programación. Por ejemplo, inicialmente los cálculos de los resultados 
parciales los hacía la ProxyDLL pero provocaba que fuera bastante más 
lenta la aplicación controlada.  
 
Continuando con la ProxyDLL, se tiene el problema que un cambio en una 
directiva, se tiene que trasladar a todas, unas 120. Esto provoca que sea un 
trabajo repetitivo y que se piense dos veces antes de cambiar parte de la 
implementación de las directivas. 
 
Figura 5.21 Ejemplo de parte de archivo CSV en hoja Excel 




Después, hay que tener en cuenta que una monitorización crea y procesa 
una gran cantidad de datos, lo que ha hecho que se pierda tiempo 
pensando muy bien cómo tratarlos y, de esta forma, minimizar la 
repercusión que esto provoca en tiempo. 
 
A continuación, uno de los mayores problemas mientras se ha depurado 
han sido los problemas con inicializaciones y problemas de cástings, 
sobretodo en los Strings, porque hay más de 3 tipos diferentes en C/C++. 
 
Finalmente, el último problema que se ha observado mientras se hacían 
pruebas, ha sido que al calcular la desviación estándar, con el cuadrado, 
hay ocasiones en las que el número no es representable y no se sabe su 
resultado.   













Para la realización de un proyecto es necesario el uso de ciertas 
herramientas, algunas con las que sin ellas no se podría completar el 
proyecto, otras que simplemente facilitan su realización y las que sirven 
para comprobar que todo funciona como se espera. En este capítulo se 
verán las necesarias para este proyecto.  
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En este capítulo se explican las diferentes herramientas utilizadas para la 
realización del proyecto. Definirlas en líneas generales, sería decir qué 
hacen y qué son, como han ayudado, el porqué de su elección y los 





La primera herramienta es la referente al lenguaje de programación que se 
utiliza para la implementación. Como ya se ha comentado, este lenguaje es 




6.1.1. ¿Por qué C/C++? 
Es momento de saber las razones de la elección de este lenguaje por 
encima de otros. Algunas razones ya se han ido comentando a lo largo de la 
memoria. 
 
Primero, se encuentra el hecho que la librería de Direct3D se llame con 
funciones escritas en C/C++, la elección de este lenguaje para la ProxyDLL 
hace que sea más sencillo programarla. Esto provoca una reacción en 
cadena y también se decide crear las dos aplicaciones en C/C++. 
 
Otra razón es que se trata de un lenguaje ampliamente conocido y bien 
documentado, lo que proporciona gran cantidad de documentación y 
ejemplos de ayuda. 
 
Finalmente, es un lenguaje de programación del que se tienen entornos de 




6.1.2. Principales problemas 
En general, no ha habido muchos problemas derivados del uso de este 
lenguaje, sólo problemas con algunos punteros en ciertos momentos de la 
implementación que perdían la información; con algo de tiempo se 




6.2. Visual Studio .NET 2008 
Ahora toca hablar del entorno de programación que se ha elegido en este 




6.2.1. ¿Qué es Visual Studio .Net? 
Microsoft Visual Studio es un entorno de desarrollo integrado (IDE, por sus 
siglas en inglés) para sistemas operativos Windows. Soporta varios 
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lenguajes de programación tales como Visual C++, Visual C#, Visual J#, 
ASP.NET y Visual Basic .NET, aunque actualmente se han desarrollado las 




6.2.2. ¿Por qué Visual Studio .Net 2008? 
La principal razón para elegir este entorno de desarrollo y versión fue que el 
director del proyecto así lo pidió, para facilitar la portabilidad entre 
ordenadores.  
 
A pesar de esto, es una buena elección, facilita la programación porque 
proporciona las funciones y variables de las clases mientras las usas, con lo 
que se ahorra tiempo buscando en la documentación. Además, hace más 
sencilla la creación de interfaces gráficas, con lo que se consigue un ahorro 
de tiempo considerable de colocación y creación de elementos. Finalmente, 




6.2.3. Principales problemas 
El único y principal problema que se ha encontrado con el uso de esta 
herramienta ha sido que, en ciertos momentos, había problemas para hacer 
el enlace correcto con las librerías. Debido a esto, se ha tenido que recopiar 
varias veces todo el proyecto en uno de nuevo, con el problema que eso 
conlleva. Al final se descubrió como solucionarlo. A veces, si se usan 
cabeceras precompiladas, aunque limpies el proyecto, el programa no 





6.3. DirectX SDK 9.0c 
Al querer programar una ProxyDLL para Direct3D es necesario tener el 





6.3.1. ¿Qué es DirectX SDK 9.0c? 
DirectX SDK 9.0c es un SDK (Software Development Kit) con un conjunto 
de herramientas y programas de desarrollo que permite al programador 




6.3.2. ¿Por qué DirectX SDK 9.0c? 
La principal razón, ha sido que era necesaria una SDK de DirectX, sino sería 
imposible programar la ProxyDLL con las llamadas a Direct3D. 
 
Análisis del rendimiento de DirectX 
 69 
 
El porqué de la elección de la versión 9.0c y no la última, la 10, es que la 
versión 10 está pensada para el nuevo sistema operativo Windows Vista y 
no se puede usar fuera de este de forma oficial, pero en la actualidad la 
mayoría de ordenadores siguen funcionando en Windows XP.  
 
Otro motivo, es que la versión 10 se ha fusionado con la API de Xbox, lo 
que hace que las directivas no sean igual que hasta ahora, esto complicaría 
un poco más su uso y control. Finalmente, hasta el momento la versión 10 
apenas se ha utilizado en videojuegos. 
 
Estos hechos han provocado el decantarse por la versión de DirectX SDK 




6.3.3. Principales problemas 
En general no ha habido ningún problema a destacar, sólo algunos 
problemas de implementación de algunas directivas, que han hecho 




6.4. ProxyDLL de ayuda 
Para no empezar de cero la implementación, se ha buscado una ProxyDLL 




6.4.1. ¿Qué es la ProxyDLL de ayuda? 
Como su nombre indica, se trata de una librería ProxyDLL; más 
concretamente, es una ProxyDLL para Direct3D de DirectX versión 9.0.  
 
Se puede encontrar en la web de su creador: www.mikoweb.eu. Es una 
ProxyDLL vacía, sólo sirve para interponerse entre la aplicación y la librería 
original de Direct3D. No hace ningún tipo de cálculo o operación, sólo recibe 




6.4.2. ¿Por qué la ProxyDLL de ayuda? 
La elección del porqué usar esta ProxyDLL es sencilla, facilitará la parte de 
implementación, ya que no se tendrá que empezar desde cero, buscando 
documentación y posibles errores en la creación de la primera parte de la 
implementación de la ProxyDLL. Además, hay una versión de la 9.0 como la 
que se pretende hacer. 
 
En conclusión, esta ProxyDLL servirá de punto de partida para la ProxyDLL 








Para acabar con el entorno, también se ha contado con otra librería externa, 




6.5.1. ¿Qué es ZedGraph? 
ZedGraph es un conjunto de clases, escritas en C#, para crear gráficos de 
datos en líneas 2D y barras. Las clases proveen un alto grado de flexibilidad, 
ya que casi todos los aspectos del gráfico pueden ser modificados por el 
usuario. Al mismo tiempo, el uso de las clases se mantiene simple mediante 
la provisión de valores por defecto de los atributos del gráfico. Las clases 
incluyen código para elegir el escalado y medida apropiada del gráfico 
según los datos utilizados para crear el gráfico. 
 
ZedGraph también incluye una interfaz UserControl, que permite la edición 
mediante arrastrar y soltar en editores como Visual Studio, además de 
acceso desde otros lenguajes como C++ o Visual Basic. Tiene la licencia 




6.5.2. ¿Por qué ZedGraph? 
La realización de gráficos en C++, es un trabajo lento y tedioso de 
programar, así que se ha optado por buscar una librería que ayude a 
programar y mostrar gráficos. 
 
Después de sopesar diferentes opciones, se ha decidido el uso de ZedGraph 
por varias razones. Primero, se puede arrastrar y colocar directamente en el 
formulario de la aplicación. Después, permite hacer zoom y retocar el 
gráfico una vez se ve, permitiendo un poco de libertad al usuario en la 
navegación por el gráfico. Finalmente, crear e implementar los gráficos con 





6.5.3. Principales problemas 
Al tratarse de una librería ya elaborada, se ha tenido que aprender como 
funciona. No ha resultado muy complicado, pero hay muchas opciones de 
modificación del aspecto del gráfico, que se podrían explotar más si se 
tuviera más tiempo. 
 
En algunos momentos, la modificación del aspecto ha resultado complicada. 




                                                 
 
10 ZedGraph: http://zedgraph.org 




6.6. Aplicaciones para la verificación de la 
herramienta 
Las aplicaciones que se utilizarán para ser monitorizadas, también son 
importantes porque permitirán comprobar que la herramienta funciona 
como se espera. 
 





Flatspace11 es un juego sencillo de exploración y comercio con naves en 3D. 
 
Se ha elegido esta aplicación porque es un juego muy sencillo, y para las 
primeras pruebas de la herramienta del proyecto, nos facilitará comprobar 





Los Sims3 12  es la tercera versión del famoso videojuego Sims. Es un 
videojuego de estrategia y simulación social, creado por la desarrolladora 
Maxis, empresa liderada por el diseñador de videojuegos Will Wright y 
distribuido por Electronic Arts. Su salida en España fue en Junio de 2009, se 
trata de un juego actual. 
 
Esta aplicación provocará que la herramienta funcione más al límite que con 
la aplicación 3D Flatspace y se podrá observar si el rendimiento sigue 
siendo el deseado. Al tratarse de un juego nuevo, es un caso interesante 





3DMark0613 es un benchmark de PC diseñado para testear el rendimiento 
de DirectX9 de la tarjeta gráfica. 
 
Este tipo de aplicación hará que la herramienta trabaje sin parar, ya que el 
uso de Direct3D es llevado al máximo para comprobar el rendimiento de la 
tarjeta gráfica. En conclusión, obtendremos el rendimiento de la 
herramienta cuando ésta se encuentre en una situación límite. 
                                                 
 
11 Flatspace: http://www.lostinflatspace.com/ 
12 Sims3: http://www.thesims3.com/ 
13 3DMark06: http://www.futuremark.com/benchmarks/3dmark06/introduction/ 
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Verificación de la herramienta 
 
Se ha implementado la herramienta y está en funcionamiento. Hay 
que comprobar que cumple todos los objetivos por los que fue creada, para 
ello se harán un conjunto de pruebas y comprobaciones. Finalmente, se 
verá si la herramienta está finalizada correctamente. 
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Se comprueba que la herramienta funciona correctamente y cumple con los 
objetivos del proyecto. Para ello, se harán pruebas en distintos escenarios. 
 
Primero se plantea el entorno de evaluación para la realización de las 
pruebas. Después se irá comprobando que el funcionamiento de la 
herramienta es el correcto, probándola primero en un juego sencillo en 3D, 
a continuación en un juego 3D más potente y comercial y, por último, en un 
Benchmark. 
 
Finalmente, se concluirá si el proyecto y la herramienta han cumplido con 





7.1. Configuración de la máquina 
Se trata de una computadora nueva adquirida a principios del año 2009, y 




Procesador: AMD Athlon64 X2 6000+ 3.0Ghz AM2 Box 
Placa base: Gigabyte GA-MA78G-DS3H Socket AM2+ 
Memoria RAM: A-Data Vitesta Extreme Edition PC2-6400 2x2GB 4-4-4-12 
Disco duro: Seagate Barracuda 640GB SATA2 32MB 




Sistema operativo: Microsoft Windows XP Profesional versión 2002 Service 
Pack 3 





A continuación se presentan las diferentes evaluaciones que se realizarán 
en la herramienta para comprobar que cumple con sus objetivos. 
 
Se ha decidido hacer tres pruebas, en 3 escenarios diferentes: 
 
1. En la primera prueba se comprobará el funcionamiento de la 
herramienta en un juego 3D y comprobaremos que los resultados y el 
funcionamiento es correcto.  
 
2. El segundo escenario, es con un juego otra vez en 3D pero más 
potente y comercial.  
 
3. La última prueba será con el funcionamiento de un benchmark suite. 
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Con cada una de las pruebas se pretende ver que las aplicaciones se 
monitorizarán correctamente sea cual sea su tipo. En todas se comprobará 
que todo funciona como debe, aunque en algunas habrá pequeños matices 
diferentes, para así acabar comprobando todas las partes de la herramienta. 
 
 
El proceso de testeo en todos los escenarios será el siguiente: 
 
1. Utilizar el Configurator para crear una configuración y comprobar que 
se crean todos los ficheros de forma adecuada. 
 
2. Se ejecuta la aplicación a controlar con la ProxyDLL. 
 
3. Se comprueban que se han creado, o actualizado en el caso de la 
librería propia library.lb, los archivos correctamente 
 
4. Se ejecuta Statistics y se observa si los datos que se procesa en él 
son correctos. 
 
5. Se comprueba que las diferentes funcionalidades del Statistics como 




7.2.1. Juego en 3D sencillo 
En el primer escenario, se usará un videojuego sencillo en 3D que no 




7.2.1.1. Definición del escenario 
Se monitorizará el juego Flatspace, un juego de naves sencillo en 3D. Se 
comprobará el overhead que provocará en el juego la inclusión de la 
ProxyDLL de la herramienta. Se conseguirá observar si el comportamiento y 
rendimiento es el mismo que con la aplicación funcionando sin la ProxyDLL. 
 
Se harán dos ejecuciones, en la primera se dejará funcionar la herramienta 
hasta la pantalla del menú, por lo tanto, se verá la presentación del juego, 
una ejecución corta. En cambio, en la segunda se jugará un rato con la 





7.2.1.2. Ejecución de la prueba 
Primero se crea con el Configurator una configuración donde se elije 
controlar todas las directivas, se crea correctamente en el directorio.  
 
A continuación, se ejecuta la aplicación a monitorizar, Figura 7.1, donde se 
observa un recuadro en la esquina superior izquierda que avisa que la 
ProxyDLL se está ejecutando. 






En la primera ejecución se ve la presentación, se llega al menú principal y 
se sale, durante la ejecución se han creado los archivos correctamente. Se 
ha ejecutado la aplicación en alrededor de 2 minutos y ha creado un archivo 
de datos de alrededor de 18 megas. 
 
En la segunda ejecución, se juega durante alrededor de 15 minutos y se 
sale, el archivo de librería se ha actualizado y el de datos se ha creado 
correctamente. El archivo de datos mide alrededor de 595 megas. 
 
Una vez se han hecho las dos ejecuciones, con los mismos programas 
cargados, se comprueba si funciona como debería la aplicación Statistics. 
 
El primer paso es cargar la librería, library.lb, con las ejecuciones. Durante 
la carga la aplicación se queda parada 4 minutos, por la cantidad de datos 
de la segunda ejecución.  
 
Se elije ver las estadísticas de la primera ejecución, se detecta que las 
directivas han estado funcionando durante 54 segundos de casi los 2 
minutos que ha durado la ejecución.  
 
Cuando se elije ver las estadísticas de la segunda ejecución, tarda 3 
minutos en calcularlas todas. 
 
Se hace la comprobación de algunas estadísticas, para ver que se calculan 
correctamente.  
 
Entre otras comprobaciones, se mira que el número medio de llamadas por 
frame sea 1 en la directiva Present, se comprueba que se calculan 
correctamente según los datos las medianas, que el tiempo que pasa la 
directiva Present sea superior se debe a que es la directiva que hace el 
volcado del buffer para mostrarlo por pantalla, acción que requiere de un 
tiempo considerable.  
 
Figura 7.1 Menú principal Flatspace con la ProxyDLL 
en funcionamiento, recuadro superior izquierdo 




Otras comprobaciones, son mirar que sólo aparezcan aquellas directivas que 
se han elegido y, en la fila Total in View, no contabilicen. 
 
Se comprueba cada uno de estos casos y se concluye que todas las 
estadísticas están correctamente calculadas. 
 
Después, se exporta el archivo de estadísticas. En el casó de las estadísticas 
de la segunda ejecución crea un fichero CSV de 28 megas.  
 
Finalmente, se comprueba que los gráficos muestren lo que se espera de 
ellos. Entre otras cosas, que aparezcan los datos de todas las celdas 
elegidas, que si la ejecución dura 54 segundos, la línea de tiempo por 





7.2.1.3. Conclusión de la prueba 
Como conclusión a esta prueba, se observa que la herramienta con todas 
las directivas controladas funciona como debería. 
 
Cada una de las tres partes cumple con los objetivos que se esperaban con 





7.2.2. Juego en 3D comercial  
En el segundo escenario se pretende subir un poco más la calidad de 
imagen requerida y comprobar que todo sigue funcionando correctamente, 




7.2.2.1. Definición del escenario 
En este caso, se volverá a monitorizar un videojuego, pero con gráficos en 
3D más complejos y de última generación, y con la máquina en el mismo 
estado que en la anterior prueba. Así se comprueba que funciona para 
juegos que acaban de salir al mercado. Este juego será el Sims3 de EA 
(Electronic Arts).  
 
Se harán dos ejecuciones, en la primera se dejará funcionar la herramienta 
hasta la pantalla del menú, se verá la presentación del juego, lo que 
rondará los 3 ó 4 minutos de ejecución, en este caso la presentación 
requiere mucho más procesado y tiempo que en el primer juego en 3D. En 
cambio, en la segunda se jugará un rato con el juego para observar si el 
rendimiento es óptimo a medida que pasa el tiempo. 
 
Se seguirán las mismas comprobaciones que se han usado durante la 
comprobación para la herramienta con el juego 3D sencillo. Pero esta vez, 
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con el Configurator se deja fuera de la monitorización directivas como 
EndScene o Present, que son directivas que se usan en toda la ejecución, de 
esta manera, podemos comprobar que el archivo de configuración se carga 
y utiliza como debería. 
 
Una vez hechas las pruebas, se observarán los resultados obtenidos y se 
comprobarán para ver si son correctos y, por lo tanto, la herramienta hace 




7.2.2.2. Ejecución de la prueba 














Una vez se han realizado las dos ejecuciones previstas, se comprueba que 
se han creado los dos archivos, el primero de 130 megas y equivalente a 3 
 
Figura 7.3 Statistics con Present y EndScene no monitorizadas, 
resultados a 0 
 
Figura 7.2 Ejemplo de archivo “.txt” de 
datos con Present no controlado 
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minutos y medio aproximadamente de ejecución, el segundo ha creado un 
archivo de datos de casi 400 megas en 6 minutos y medio de ejecución del 
juego en si. 
 
En general, el juego funcionaba fluidamente, pero inicialmente se notaba 
una pequeña ralentización, sobretodo durante el juego, en la presentación 
sólo se han apreciado 2 ó 3 pequeños retrasos. En general, el resultado es 
satisfactorio. 
 
La carga de la librería en el Statistics vuelve a ser algo tedioso y lento, por 
otra parte, normal teniendo en cuenta la gran cantidad de datos que está 
calculando y manejando.  
 
A continuación, se cargan las estadísticas de las dos ejecuciones a la vez. 
Después de un tiempo de espera, se cargan cada una en una ventana 
diferente y se comprueba que las estadísticas de las directivas no 
controladas son igual a 0, esto es correcto, Figura 7.3. Además, siguen 
apareciendo más de un frame, por lo que, a pesar de no controlar la 
directiva Present se guarda correctamente en el archivo de datos para 
obtener los frames, Figura 7.2. 
 
A parte de esto se controla que todas las estadísticas, la exportación y los 
gráficos funcionan como deben, de la misma manera que se ha comprobado 




7.2.2.3. Conclusión de la prueba 
Con esta prueba se concluye que el funcionamiento de la herramienta sigue 
siendo el esperado y correcto, cumpliendo con todos los objetivos iniciales 
por el que fue construido. 
 
A veces se comprueba algo de ralentización en al ejecución, seguramente 
debido al número de cálculos y peticiones a Direct3D que pide un juego de 
estas características, así como también la cantidad de datos que ha de ir 
escribiendo la ProxyDLL en el archivo de datos. Pero en general, esta 




7.2.3. Benchmark Suite 
Finalmente, la última prueba será con otro tipo de aplicación, en este caso 
un Benchmark Suite. Que comprueba la calidad de la computadora con el 
uso de 3D, pide un gran rendimiento de gráficos, con lo que será la más 





7.2.3.1. Definición del escenario 
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En esta prueba sólo se hará una ejecución, ya que se pretende ver que 
funciona correctamente la herramienta con este tipo de aplicación y, en 
estas aplicaciones, siempre se sigue el mismo orden de imágenes y 
ejecución, con lo que con una ejecución se comprueba que todo va como 
debería. La máquina tendrá el mismo estado que en las dos pruebas 
anteriores. 
 
Esta vez se verá como funciona la herramienta con parte de la prueba que 
hace el Benchmark de la aplicación 3DMark06 de Futuremark. 
 
Esta aplicación comprueba qué rendimiento tiene del ordenador con 
imágenes en 3D bastante potentes y realistas, esto quiere decir que esta 





7.2.3.2. Ejecución de la prueba 




















Figura 7.4 Imagen ejecución 3DStudio06 
 
Figura 7.5 Gráfico de llamadas a Present en cada segundo  
de ejecución de Direct3D 






En este caso, durante la ejecución si que se nota el usó de la herramienta, 
la demanda de Direct3D es en tal cantidad que ralentiza mucho la ejecución, 
se pasa de 35 frames segundos de normal a 1 ó 2 y de 80 a 8 ó 9. Esto en 
parte es normal, los datos que ha creado en menos de un minuto de 
ejecución son de casi 100 megas. Estos tipos de pruebas intentan llevar al 
límite la tarjeta gráfica y, por lo tanto, Direct3D. 
 
En la Figura 7.4 se ve que la aplicación muestra el número de frames que 
va mostrando. Si se compara este número de frames con el número total de 
frames de la monitorización, tendrían que coincidir, pero no es así porqué la 
monitorización empieza con la carga de la visualización que dura unos 5 
segundos. Si se observa la Figura 7.5 se puede ver que en el primer 
segundo se hacen muchas llamadas a Present y después, ese número se ve 
drásticamente reducido en el segundo, a partir de aquí, las llamadas 
coinciden con las de la visualización del Benchmark. Esto indica que la 
monitorización se realiza correctamente.   
 
A continuación, se mira que todo sea correcto en el Statistics, como se ha 
comprobado en las dos pruebas anteriores. Después de todo, las 




7.2.3.3. Conclusión de la prueba 
La conclusión a esta prueba es que la herramienta funciona correctamente, 
pero con aplicaciones que piden mucho rendimiento de Direct3D, como en 
este caso, provoca una ralentización importante y que se debería investigar 
para poder mejorar este aspecto. A pesar de esto, cumple con sus objetivos. 
 
Este hecho de ralentización se debe, a que la ProxyDLL debe escribir 
muchos datos a la vez, con lo que provoca que durante la escritura del 





Como conclusión final se puede observar que a pesar de los diferentes tipos 
de ejecuciones y aplicaciones, la herramienta ha funcionado correctamente, 
cumpliendo los siguientes objetivos: 
 
1. La monitorización de Direct3D para obtener los datos necesarios de 
su funcionamiento.  
 
2. La herramienta tiene que ser capaz de crear y guardar los datos y, a 
la vez, ser capaz de procesarlos e interpretarlos para, posteriormente, 
ser inteligibles para el usuario. 
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3. Tener la opción de obtener los datos modificados y comprensibles, de 
manera que se puedan utilizar fácilmente en hojas de cálculo para su 
posterior estudio y/o interpretación. 
 
4. La opción de ver un mínimo de estadísticas referentes a los datos 
conseguidos de la aplicación durante la ejecución de la herramienta 
de monitorización, para poder hacerse una primera idea de su 
comportamiento mediante sus datos. 
 
5. La posibilidad de observar gráficos sobre estos datos estadísticos y 
poder ver  y comparar gráficamente los resultados de la ejecución de 
la aplicación controlada. 
 
6. Poder decidir qué partes de Direct3D se quieren monitorizar en la 
ejecución, para así decidir qué datos interesa obtener. Esto es bueno, 
si llegado el momento, sólo interesa obtener los datos de ciertas 
partes de Direct3D. 
 
7. Relacionado con lo anterior, poder decidir qué datos se quieren 
observar y cuales no. Hay la posibilidad de tener más datos de los 
que interesan y sólo querer observar y estudiar el comportamiento de 
una parte de ellos. 
 
Por otro lado, se puede mejorar la ProxyDLL en aplicaciones que usan de 
forma reiterativa muchas directivas de Direct3D. 
 
Con todo esto, se puede concluir dos cosas, los objetivos por los que fue 
construida están cumplidos y, además, la herramienta funciona, en general, 
como se espera. 
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Planificación y costes 
 
Todo proyecto que se precie necesita una planificación para saber la 
viabilidad que tiene en tiempo. También es necesario saber los costes 
económicos que supondrá. Al juntar estos dos factores, uno se hace a la 
idea del camino que seguirá el proyecto. 
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La planificación previa de todo proyecto permite analizar la carga de trabajo 
de cada una de las etapas, prever las necesidades de recursos humanos, de 
hardware y software en cada una de ellas, y proyectar los hitos intermedios 
de forma realista. Por otro lado, una planificación adecuada permite realizar 
un cálculo sobre el coste económico del proyecto para analizar su viabilidad 





El desarrollo del proyecto fue inicialmente previsto en cinco fases 
diferenciadas: 
 
- Análisis: Durante la primera fase es necesario estudiar lo que se 
quiere realizar, pensar las mejores soluciones, proponer unos 
objetivos, un diseño que los cumpliera y, finalmente, pensar qué 
herramientas usaremos para hacer este diseño.  
 
- Formación: Una vez se han marcado objetivos, el diseño y decidido 
qué herramientas se usarán para cumplirlo (DirectX, ProxyDLL y 
Visual Studio), se necesita una etapa de formación y práctica con 
estas herramientas. De esta manera, la implementación posterior del 
proyecto será más clara y rápida. 
 
- Implementación: Una vez se tiene todo claro se empieza la fase de 
implementación de la herramienta del proyecto. Se prevé que será la 
parte más complicada de realizar, e incluye las pruebas para 
comprobar el correcto funcionamiento de la herramienta finalizada.  
 
- Documentación: Después, se encuentra la fase de documentación 
que debería empezar con la herramienta finalizada, con el objetivo de 
documentar el proceso de desarrollo de la misma. 
 
- Presentación: La última fase es la fase de presentación, donde se 
preparará una presentación formal del proyecto. 
 
Cabe destacar que el desarrollo del proyecto cuenta con tres hitos 
intermedios a cumplir para su correcto desarrollo. Estos hitos están 
relacionados con los plazos de entrega finales definidos para el proyecto: la 
presentación final del proyecto, la entrega de la memoria y la entrega del 
informe previo. 
 
La duración real del proyecto, está estipulada en alrededor de 6 meses. Este 
tiempo quedará repartido según la etapa y tarea de la siguiente manera, 
teniendo en cuenta que se trabajarán 8 horas al día: 
 
Etapa Días Horas totales 
Análisis                20 160 
Analizar el problema 5 40 
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Definir objetivos 5 40 
Diseño 5 40 
Elegir herramientas 5 40 
Formación 5 40 
Práctica con las 
herramientas 
5 40 
Implementación 55 440 
ProxyDLL 15 120 
Configurator  10 80 
Statistics 20 160 
Pruebas 10 80 
Documentación 20 160 
Memoria y manual 
de usuario 
20 160 




Total 105 840 
Tabla 8.1 Días y horas de tareas y subtareas 
 
En la Tabla 8.1 se pueden observar las tareas principales y las subtareas de 
éstas, con sus respectivos tiempos en días y horas.  
 
En total, el proyecto inicialmente tiene una previsión de 105 días de 
duración. Si se estudia como está repartida, más del 50% de la planificación 
se espera que esté en la implementación, un 19% en el análisis, otro 19% 
en la documentación y el resto, entre la formación y la presentación. Esta 




8.1.1. Cambios respecto la planificación inicial 
Al final de la realización del proyecto, se han observado desviaciones 
respecto a las previsiones iniciales. 
 
El trabajo ha requerido un mes extra, unos 20 días laborables, sobre la 
planificación inicial. Este mes de más, se ha debido a retrasos en diferentes 
etapas: 
 
- Análisis inicial: que requirió 5 días más sobre lo estipulado.  
 
- Implementación: el retraso más importante fue en esta parte, 
donde se requirió de unos 10 días más, para retocar y arreglar 
pequeños errores.  
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- Preparación de la presentación: se alargó a dos semanas.  
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8.2. Costes 
Por otro lado hay que contabilizar el coste económico de la realización del 
proyecto. Para realizar este cálculo hay que considerar el desglose de todos 
los elementos que serán necesarios para su realización, desde los recursos 
humanos, hasta los recursos hardware y software (ordenador, lugar de 




8.2.1. Recursos humanos 
En el proyecto han participado un analista, un diseñador y un programador. 
Además, parte del trabajo se ha asignado a un becario para reducir costes. 
Para calcular el coste de sus salarios es necesario multiplicar el número de 
horas dedicadas por el salario base: 
 
1 analista * 80 horas * 50€ hora = 4000€ 
1 diseñador * 60 horas * 45€ hora = 2700€ 
1 programador * 480 horas * 30€ hora = 14400€ 
Total = 21100€ 
 
Además, a este coste se deben añadir el coste adicional que supone la 
manutención de un empleado económicamente (luz, teléfono) que esta 
fijada en un 15% del coste del empleado. 
 
21100€ + 15% = 24265€ 
 





Hay que considerar el mobiliario que ha sido necesario durante el desarrollo 
del proyecto. El material de oficina queda definido con un coeficiente lineal 




Escritorio y silla de oficina valorados en 175€. 
 
175€ * 0’1 = 17’5€ 
 




8.2.3. Equipo informático 
Se ha utilizado un equipo con procesador AMD Athlon64 X2 6000+ 3.0Ghz 
AM2 Box, valorado en 945€ (Comprado a inicios de 2009). Teniendo en 
cuenta su antigüedad hay que calcular el coste de la amortización de dicho 
equipo.  
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El coste de amortización fija el coeficiente lineal máximo en un 25% durante 
un periodo máximo de 8 años para los equipos para el tratamiento de la 
información. 
 
Amortización en un año: 
 
0.25 * 945€ = 236’25€ 
 
La amortización en un año es de 236’25€, por lo que se considerará la 
mitad, correspondiente a la amortización de medio año. Que serán 118’13€ 
 
Con estos datos, obtenemos que el coste del equipo informático es de: 
 




8.2.4. Software informático 
Para el desarrollo de la herramienta se han utilizado otras herramientas que 
tienen un coste en la adquisición de sus licencias.  
 
Hay que considerar que los costes de estas licencias tienen un coeficiente 
de amortización del 33% durante un máximo de 6 años, pero las licencias 
se tienen que renovar cada año, lo que provoca que la amortización solo 




Licencia Microsoft Windows XP Professional = 150€ 
Licencia Microsoft Office 2003 Profesional = 300€ 
Licencia Microsoft Visual Studio 2008 Estándar Edition = 400€  
 
(150 + 300 + 400) * 0’33 = 280’50€ 
 




8.2.5. Coste total 
El coste total final de todos los recursos necesarios se puede observar en la 
Tabla 8.2: 
 
Concepto Coste (€) 
Recursos humanos 24265 
Mobiliario 17’5 
Equipo informático 826’87 
Software informático 280’5 
Total 25389’87€ 
Tabla 8.2 Tabla de costes 
 
El coste total previsto del proyecto, es de 25389’87€. 












Una vez se ha finalizado todo el proyecto, se pueden empezar a 
desprender algunas conclusiones; por un lado, las del trabajo realizado y la 
inclusión de una nueva herramienta de diagnostico de Direct3D, y por el 
otro, a nivel personal qué satisfacciones se han obtenido. 
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La realización de este proyecto ha permitido crear una herramienta de 
estudio de Direct3D con utilidades futuras muy interesantes. También, me 
ha hecho conocer cómo funcionan las ProxyDLL y sus funciones, además de 
conocer un poco más, qué es y cómo funciona DirectX y Direct3D. 
 
Por otro lado, se ha mostrado la complejidad de la realización de un 
proyecto a gran escala, con todos sus problemas y desarrollo. Esto permite 
observar y adentrarse un poco más en las posibles situaciones que se 
pueden encontrar en el mundo laboral, así como, la magnitud de algunos 
proyectos. 
 
Al final, se ha conseguido crear una herramienta desde cero, capaz de 
controlar y monitorizar a Direct3D y, además, calcular diferentes datos 
estadísticos. La herramienta ha quedado bastante atractiva gráficamente, 
de fácil uso y cumpliendo con los objetivos marcados. 
 
A pesar de que el resultado ha sido más o menos el esperado, ha habido 
una gran cantidad de problemas durante su realización, lo que ha 
provocado que el tiempo para la realización del proyecto haya sido de unas 
3 semanas superior a lo que se había planificado inicialmente. A pesar de 
esto, es otro punto para considerarlo un buen proyecto, ya que ha 
proporcionado un mayor realismo, al tener que afrontar problemas reales y 
tener que superarlos por uno mismo. 
 
Los objetivos por los que se creó la herramienta están cumplidos, con lo 
que a nivel personal, se está muy orgulloso del trabajo realizado. A pesar 
de ello, hay algunos temas que han quedado para realizarse y estaban 
pensados para desarrollarse, pero por falta de tiempo quedarán para 
futuras versiones. Un ejemplo es el uso de un botón que durante el 
funcionamiento de la aplicación controlada, parara la monitorización o la 
volviera a encender. Su implementación no es gran problema, pero el 
tiempo era muy limitado. Este es sólo un ejemplo, siempre hay pequeñas 
modificaciones que podrían mejorar la herramienta. 
 
Como conclusión personal, la mayoría de puntos son positivos. Cuando opté 
por este proyecto sabía que no sería el más sencillo de hacer y que no sabía 
qué me encontraría comparado con otros proyectos, porque en un principio 
no sabia nada relacionado con el funcionamiento de lo necesario para 
realizar el proyecto. A pesar de ello, no me arrepiento de la elección que 
hice, de hecho, estoy bastante satisfecho del resultado final, soy de los que 
piensa que siempre se puede mejorar, pero estoy muy contento. Pienso que 
puede que esta herramienta acabe utilizándose o sea interesante para la 
industria de los videojuegos, y esto me hace sentir bastante orgulloso, 
añadiendo todo lo que he aprendido durante estos meses. 
 
Por otro lado, los puntos negativos que me he encontrado, han sido la 
presión por falta de tiempo o problemas de los que no encontraba solución 
y hacían difícil que siguiera prosperando en la realización del proyecto. Por 
suerte, de esto he aprendido a hacerme más fuerte y a darme cuenta que 
puedo seguir adelante siempre.  
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Otro punto muy importante, ha sido que siempre he contado con el apoyo y 
respaldo de mi director de proyecto y codirector que han provocado que 
todo me fuera más liviano y fácil, hecho muy remarcable y que se agradece.   
 
Finalmente, puedo concluir diciendo que se han alcanzado las expectativas 
que había depositado inicialmente en el proyecto y, quién sabe si he abierto 
una futura puerta a un camino profesional.   
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Apéndice A. Las posiciones de las directivas 
En total Direct3D, de la versión DirectX 9.0c, tiene 119 directivas 
controladas, que en la herramienta siempre ocupan las posiciones de la 
Tabla A.1 
 
Nombre directiva Posición 




GetAvailableTextureMem  4 
EvictManagedResources     5 
GetDirect3D     6 
GetDeviceCaps     7 
GetDisplayMode    8 
GetCreationParameters     9 
SetCursorProperties     10 
SetCursorPosition     11 
ShowCursor     12 
CreateAdditionalSwapChain     13 
GetSwapChain    14 
GetNumberOfSwapChains     15 
Reset    16 
Present     17 
GetBackBuffer     18 
GetRasterStatus     19 
SetDialogBoxMode     20 
SetGammaRamp     21 
GetGammaRamp    22 
CreateTexture     23 
CreateVolumeTexture     24 
CreateCubeTexture     25 
CreateVertexBuffer     26 
CreateIndexBuffer     27 
CreateRenderTarget    28 
CreateDepthStencilSurface     29 
UpdateSurface     30 
UpdateTexture     31 
GetRenderTargetData     32 
GetFrontBufferData     33 
StretchRect    34 
ColorFil     35 
CreateOffscreenPlainSurface     36 
SetRenderTarget     37 
GetRenderTarget     38 
SetDepthStencilSurface     39 
GetDepthStencilSurface    40 
BeginScene     41 
EndScene     42 
Clear     43 
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SetTransform     44 
GetTransform     45 
MultiplyTransform     46 
SetViewport     47 
GetViewport    48 
SetMateria     49 
GetMateria     50 
SetLight     51 
GetLight     52 
LightEnable     53 
GetLightEnable     54 
SetClipPlane     55 
GetClipPlane    56 
SetRenderState     57 
GetRenderState     58 
CreateStateBlock     59 
BeginStateBlock     60 
EndStateBlock     61 
SetClipStatus     62 
GetClipStatus    63 
GetTexture     64 
SetTexture     65 
GetTextureStageState     66 
SetTextureStageState     67 
GetSamplerState     68 
SetSamplerState     69 
ValidateDevice    70 
SetPaletteEntries     71 
GetPaletteEntries     72 
SetCurrentTexturePalette     73 
GetCurrentTexturePalette     74 
SetScissorRect     75 
GetScissorRect    76 
SetSoftwareVertexProcessing    77 
GetSoftwareVertexProcessing    78 
SetNPatchMode     79 
GetNPatchMode     80 
DrawPrimitive     81 
DrawIndexedPrimitive    82 
DrawPrimitiveUP     83 
DrawIndexedPrimitiveUP     84 
ProcessVertices     85 
CreateVertexDeclaration     86 
SetVertexDeclaration     87 
GetVertexDeclaration    88 
SetFVF     89 
GetFVF     90 
CreateVertexShader     91 
SetVertexShader     92 
GetVertexShader     93 
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SetVertexShaderConstantF     94 
GetVertexShaderConstantF    95 
SetVertexShaderConstantI     96 
GetVertexShaderConstantI     97 
SetVertexShaderConstantB     98 
GetVertexShaderConstantB     99 
SetStreamSource    100 
GetStreamSource     101 
SetStreamSourceFreq     102 
GetStreamSourceFreq     103 
SetIndices     104 
GetIndices     105 
CreatePixelShader     106 
SetPixelShader    107 
GetPixelShader     108 
SetPixelShaderConstantF     109 
GetPixelShaderConstantF     110 
SetPixelShaderConstantI     111 
GetPixelShaderConstantI    112 
SetPixelShaderConstantB     113 
GetPixelShaderConstantB     114 
DrawRectPatch     115 
DrawTriPatch     116 
DeletePatch     117 
CreateQuery  118 
Tabla A.1 Tabla posición de las directivas 
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Apéndice B. Manual de usuario 
En este apéndice se encuentra el manual de usuario donde se explicará el 
uso de la herramienta paso por paso, antes de la ejecución de la aplicación 




1. Archivos de la herramienta 
La herramienta esta formada inicialmente por cinco archivos, que serán los 
únicos necesarios para conseguir monitorizar una aplicación y poder 
observar los resultados. 
 




Figura B.1 Carpeta con todos los archivos de la herramienta 
 
Se observan dos aplicaciones y tres librerías.  
 
La primera aplicación ConfProxy, es la parte Configurator del proyecto; con 
ello se configurará lo que se quiere monitorizar de Direct3D. La otra 
aplicación, Statistics, es la aplicación encargada de mostrar las estadísticas 
y datos de las monitorizaciones. 
 
A lo que librerías se refiere, la librería d3d9.dll es la ProxyDLL que 
monitorizará la aplicación. Después, las librerías ZedGraph.dll y 
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ZedGraph.Web.dll, son necesarias para poder ver los gráficos de la 




2. Utilización de la herramienta 
Ahora se explicará paso por paso cómo se utiliza la herramienta y cómo 




2.1. Antes de ejecutar la monitorización 
Antes de empezar a controlar la aplicación, hay que realizar unos pasos 




2.1.1. Preparar la ProxyDLL 
El primer paso de todos y imprescindible, es copiar la librería ProxyDLL, 
d3d9.dll, al directorio con el ejecutable que se quiere monitorizar. 
 
Véase un ejemplo paso a paso: 
 
 
Figura B.2 Elegir copiar librería ProxyDLL 
 
Primero se copia, la librería ProxyDLL, Figura B.2. 
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Figura B.3 Pegado de la librería ProxyDLL en la carpeta 
de la aplicación a monitorizar 
 
A continuación, se pega la librería ProxyDLL, d3d9.dll, en el directorio donde 
está el ejecutable de la aplicación a monitorizar, Figura B.3. 
 
Una vez hecho esto, se pueden hacer dos cosas, ejecutar la monitorización 
o configurarla. 
 
Si se decide ejecutar la monitorización, la ProxyDLL monitorizará todas las 
directivas por defecto, al no tener ninguna configuración. 
 






Una vez abierta la aplicación se observa la Figura B.4. 
 
 
Figura B.4 Vista Configurator 
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Este es el aspecto del configurador de la ProxyDLL. En él se puede observar 
lo siguiente:  
 
Primero, la elección de si se quiere que la ProxyDLL empiece monitorizando 
la aplicación o no.  
 
Segundo, un recuadro de texto donde se puede escribir la ruta donde se 
quiere guardar la configuración, debe coincidir con la ruta donde se 
encuentra la aplicación a monitorizar, ya que, las configuraciones pueden 
ser diferentes para cada aplicación.  
 
Tercero, se distingue una lista con las directivas de Direct3D, donde se 
seleccionarán o deseleccionarán aquellas que se quieren controlar durante 
la monitorización.  
 
Finalmente, se encuentran 5 botones diferentes:  
 
1) Save Configuration, es el botón que guardará la configuración en la 
ruta deseada con nombre config.conf; en caso de estar vacía, se 
guardará en la carpeta donde se encuentra el configurador. Se usará 
como configuración por defecto, es decir, cada vez que se ejecute el 
configurador, se abrirá con la configuración de este.  
2) Search Application to control, este botón servirá para buscar el 
ejecutable de la aplicación a controlar y obtener la ruta donde 
guardar la configuración automáticamente, aparecerá en el cuadro de 
texto de al lado.  
3) El tercer botón sirve para facilitar el manejo de la lista de directivas, 
las seleccionan todas.  
4) El cuarto botón también sirve para facilitar el manejo de la lista de 
directivas, las deseleccionan todas. 
5) Finalmente, se encuentra el botón de salir. 
 
Obsérvese a continuación, cómo utilizar todas estas partes de la 
herramienta. 
 
Primero se crea una configuración que utilizar por defecto, Figura B.5. 
 
 
Figura B.5 Ejemplo configuración 
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Figura B.6 Carpeta con una configuración en config.conf 
 
Al guardarlo, aparece el archivo config.conf en la carpeta con la 
configuración, Figura B.6. Se vuelve a abrir la aplicación de configuración. 
 
 
Figura B.7 Configurator abierto con 
configuración por defecto 
 
Se observa que se abre con la configuración por defecto, Figura B.7. 
 
Ahora es el momento de crear una configuración para la aplicación a 
monitorizar. 




Figura B.8 Configuración para monitorizar 
 
Se ha decidido utilizar la configuración de la Figura B.8 para la 
monitorización. Ahora es el momento de buscar la ruta dónde guardar la 
configuración, es decir, la ruta donde está la aplicación a controlar. Hay dos 
métodos, escribir directamente la ruta o buscarla. 
 




Figura B.9 Elección de aplicación a monitorizar 
 
Se abrirá un dialogo donde se deberá encontrar la aplicación que se quiere 
controlar, en la Figura B.9 Flatspace.exe, y entonces pulsar el botón Abrir. 




Figura B.10 Configurator con ruta para guardar 
la configuración 
 
Entonces, aparecerá la ruta donde se encuentra la aplicación en el recuadro 
de texto, Figura B.10. Seguidamente, se salva la configuración, se ha de 
tener en cuenta que se sobrescribirá el antiguo config.conf si existía en la 
ruta destino.  
 
 
Figura B.11 Configuración guardada en la carpeta de la aplicación  
 
Finalmente, se ve como se ha guardado la configuración config.conf en el 
directorio de la aplicación, Figura B.11. 
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2.2. Ejecución de la monitorización 
Es el momento de empezar la ejecución de la aplicación a controlar y su 
monitorización. Para ello, es necesario haber hecho previamente el paso 
2.1.1. 
 
Primero se ejecuta la aplicación a monitorizar. 
 
 
Figura B.12 Pantalla inicial Flatspace 
 
Figura B.13 Menú principal Flatspace 
 
En las imágenes de la aplicación controlada, Figuras B.12 y B.13, se puede 
observar una imagen de un recuadro en la esquina superior izquierda, que 
simplemente indica que la ProxyDLL está funcionando. 
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Figura B.14 Carpeta de la aplicación con archivos de monitorización 
 
Finalmente, se pueden ver los dos archivos nuevos que crea la aplicación, 
Figura B.14. Por un lado library.lb, que guarda el nombre de los archivos 
con los datos, este archivo se creará o actualizará según esté creado 
anteriormente o no. Segundo, está el archivo de datos con formato “.txt” y 




2.3. Observar los datos 
Una vez se ha ejecutado la monitorización al menos una vez, ya se pueden 
ver algunas estadísticas y datos sobre ésta. 
 
Se ejecuta Statistics, que será la encargada de procesar y mostrar los datos. 
 
 
Figura B.15 Vista inicial Statistics 
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La Figura B.15 es la vista inicial de la aplicación, sino tiene ningún fichero 
library.lb en su directorio. Si existiera un fichero library.lb, lo abriría y 
mostraría sus datos en la lista de la izquierda.  
 
Si se estudia la herramienta se encuentran:  
 
Dos listas, la de la izquierda contendrá las ejecuciones de una aplicación, 
que estarán almacenadas en el fichero library.lb, la de la derecha son las 
directivas de las que se querrán ver sus estadísticas, junto a dos botones 
para facilitar la elección, seleccionan o deseleccionan todas las directivas. 
 
Después, se ve un botón denominado Charge Library, que cargará un 
archivo library.lb y sus ejecuciones, según se elija. 
 
Finalmente, un último botón que mostrará otro formulario, con los datos 
estadísticos de las ejecuciones elegidas en la lista de la izquierda. 
 
A continuación, se verá el funcionamiento de esta parte de la aplicación. 
 
 
Figura B.16 Carga de librería con las monitorizaciones 
 
Primero hay que cargar la librería con las ejecuciones que se quieren 
observar. Por lo tanto, se pulsa el botón de Charge Library, y se busca el 
directorio de la aplicación que se quiere estudiar, Figura B.16. Se acepta y 
se abre la librería, este paso puede dejar pensando la aplicación durante 
algunos segundos, es normal.  
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Figura B.17 Vista Statistics con library.lb cargada 
 
Se puede ver como se actualiza la lista izquierda con las ejecuciones que 
tiene la librería, Figura B.17. 
 
 
Figura B.18 Vista estadísticas en Statistics 
 
Una vez elegidas las ejecuciones que se quieren ver, se pulsa el botón de 
See Executions, esto hará que se muestre otro formulario, uno por 
ejecución elegida, con todas las estadísticas, Figura B.18. Este paso 
también puede tardar unos segundos en realizar todos los cálculos. Hay que 
tener en cuenta que algún archivo de ejecución puede haber desaparecido o 
borrado, en ese caso no abrirá ningún formulario con sus datos. 
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Se pueden observar el número total de llamadas, de tiempo, la media de 
llamadas y tiempo por frame (imagen) o segundo, y también la mediana y 
varianza de estos datos. Finalmente, se pueden ver estos mismos datos en 
total, de las directivas que se ven y en otra fila, teniendo en cuenta también 
las que no se ven. 
 
 
Figura B.19 Gráfico de una celda 
 
 
Figura B.20 Gráfico de dos celdas 
 
Una opción en este formulario, es poder ver gráficos sobre los resultados. 
Para ello, hay que seleccionar alguna celda con datos y pulsar el botón View 
Graph. En las Figuras B.19 y B.20 se muestra en una si elegimos una sola 
celda, y en la otra, si elegimos dos. No hay limitación, pero a más celdas, 
más datos, más posibles cambios de escala y dificultad para comprender el 
gráfico. 
 
Para seleccionar más de una celda hay que dejar apretado el botón del 
teclado Control (CTRL) y seleccionar las diferentes celdas. 
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Según la celda seleccionada los datos en el gráfico serán diferentes, en el 
caso de llamadas totales, tiempo total, variación estándar siempre será un 
punto, en cambio, en las otras estadísticas se verá una línea con los valores 
intermedios que se han usado para obtener la media o mediana. 
 
En el caso de las dos últimas filas del total. En la fila de total que están en 
las estadísticas (Total in View), será una línea con los resultados de su 
columna de la tabla. En cambio, para el total que incluye también las que 
no se ven será un punto con ese valor total. 
 
Finalmente, hay que destacar y explicar la función del botón Export. Con él 
se podrán exportar todos los datos para otras herramientas. 
 
 
Figura B.21 Elección de nombre para archivo CSV 
 
Primero, se elige el nombre y dónde se quiere guardar, Figura B.21. 
 
 
Figura B.22 Carpeta con archivo CSV 
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A continuación, se crea el archivo con formato CSV que servirá para 
importar en otras herramientas de cálculo, Figura B.22. 
 





2.4. Formato de los archivos 
Es el momento de explicar cómo son interiormente los archivos que va 
creando la herramienta, de esta manera se podrán cambiar manualmente, 
aunque no es nada aconsejable. 
 





2.4.1. Formato del fichero config.conf  
El Configurator creará un archivo que después utilizará la ProxyDLL para 
saber qué y cuándo debe controlar.  
 
En este apartado se verá el formato que tendrá este archivo, para saber 
qué es cada campo y cómo está estructurado. Llegado el momento, esto 
permitirá modificar el archivo manualmente, acción poco recomendada. 
 




En ella se pueden observar dos líneas.  
 
La primera línea con un dígito, dirá a la ProxyDLL si tiene que empezar la 
monitorización desde el principio, en caso afirmativo se observará un 1, en 
caso negativo un 0. 
 
La segunda línea marca individualmente para cada directiva, separadas por 
el carácter “;”, si se tiene que controlar o no. De modo que si se ve un 1 la 
directiva de esa posición se controlará, en cambio, si hay un 0 no se hará 
monitorización (Véase Apéndice A para saber la posición de cada directiva).  
 
Comprendido esto, se puede modificar manualmente, aunque de forma 
tediosa, el archivo config.conf. 
 
 
Figura B.23 Visualización de parte de un archivo config.conf 
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2.4.2. Formato ficheros creados por ProxyDLL 
La ProxyDLL creará dos tipos de archivos diferentes, ahora es el momento 





Este primer archivo se creará o actualizará con cada nueva instancia de la 
ProxyDLL.  
 
En este archivo, se guardarán los identificadores de los archivos que tienen 
los datos de las diferentes ejecuciones. 
 
El formato de estos identificadores es el siguiente: XXdYYmZZZZa 
BBhCCmEEs, donde XX es el día, YY el mes, ZZZZ el año, BB la hora, CC el 
minuto y EE el segundo de cuando se creó la instancia. De esta manera, se 
tendrán identificadas las diferentes ejecuciones de una aplicación en una 
“librería” creada por la herramienta. 
 






2.4.2.2. Ficheros “.txt” de resultados 
Por otro lado, en cada ejecución de la ProxyDLL, esta creará un archivo con 
formato “.txt”, con el identificador de la ejecución como nombre, en el que 
se guardarán los datos de todas las llamadas controladas que se han ido 
haciendo durante la ejecución de la aplicación monitorizada. 
 
Véase un ejemplo del formato de este tipo de ficheros en la Figura B.25, 










Figura B.24 Ejemplo archivo library.lb 





















Viendo un ejemplo, es fácil ver que es cada uno de los campos separados 
por el carácter “;”. El primer campo es el identificador de la directiva, el 
segundo son los counts de la CPU antes de llamar a la directiva original, el 
tercero los counts después de la llamada y, finalmente, la frecuencia de la 
CPU. 
 
A partir de estos datos, se obtendrán los datos necesarios para, 
posteriormente, hacer estudios. 
 
 
2.4.3. Formato fichero .csv 
La última parte de la herramienta del proyecto, crea un archivo de tipo .csv. 
Este tipo de archivos permiten la importación en diferentes aplicaciones de 
cálculo, como por ejemplo Microsoft Excel. Este tipo de archivos separan los 
datos con el carácter “;”. Sabiendo esto, el archivo .csv creado, separará los 
datos con este carácter y con saltos de línea. 
 
A continuación, se observará el formato en una hoja de Excel, de un 
archivo .csv creado por la herramienta, Figura B.26. De esta manera, será 
más sencillo explicar qué información se obtiene y cómo está separada.  
 
 
Figura B.25 Ejemplo archivo de datos “.txt” 




En la primera parte del Excel, se puede observar una copia de los datos que 
















A continuación, como se observa en la Figura B.27, se encuentran los datos 
referentes a cuantas llamadas recibe la directiva en cada frame. Es decir, 
cada posición equivale a un frame de la ejecución, en el caso de 
DrawPrimitive, en el primer frame se llamó 6 veces, 6 más en el siguiente. 
Cada 100 frames se cambia de línea porque las hojas de cálculo tienen una 
medida máxima, y así se evita rebasarla. 
 
Los datos parciales siguientes tienen el mismo formato. Primero, se 
encuentran los datos referentes al tiempo que ha pasado una directiva en 
cada frame, después, a las llamadas que recibe una directiva cada segundo 
de ejecución y, finalmente, el tiempo que pasa funcionando una directiva en 
un segundo. 
 
Otro ejemplo de otra parte del Excel con información referente al tiempo 
que pasa una directiva cada segundo se puede ver en la Figura B.28. 
 
Figura B.26 Ejemplo de parte de archivo CSV en hoja Excel 
 
Figura B.27 Ejemplo de parte de archivo CSV en hoja Excel 






3. Posibles problemas y soluciones 
Durante la ejecución de la herramienta, se pueden encontrar algunos 




3.1. No aparece la imagen en la esquina superior 
izquierda en la aplicación monitorizada 
Este error se puede deber a varios factores:  
 
El primero es que no se haya copiado la ProxyDLL como se ha explica en el 
punto 2.1.1.  
 
Si se ha copiado, puede deberse a que se ha copiado en un directorio 




3.2. Al intentar ver cualquier gráfico aparece un error 
Si al intentar observar un gráfico salta el error de la Figura B.29 o parecido: 
 
 
Figura B.29 Error al ver gráficos 
 
Figura B.28 Ejemplo de parte de archivo CSV en hoja Excel 
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Se debe a que no se tienen colocadas las librerías de ZedGraph, en el 
mismo directorio que la aplicación Statistics. Hay que copiar las librerías 
ZedGraph.dll y ZedGraph.Web.dll en el mismo directorio que Statistics, y 
entonces se podrán ver los gráficos correctamente. 
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