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Zada´n´ı
1. Prostudujte funkce a soucˇa´sti elektronicke´ho zˇeleznicˇn´ıho staveˇdla pouzˇ´ıvane´ho pro
rˇ´ızen´ı provozu v zˇeleznicˇn´ıch stanic´ıch.
2. Prostudujte simulacˇn´ı metody pouzˇitelne´ pro realizaci simula´toru zˇeleznicˇn´ı s´ıteˇ v zˇe-
leznicˇn´ı stanici, zejme´na diskre´tn´ı, spojitou a kombinovanou simulaci. Navrhneˇte
vhodny´ simulacˇn´ı prˇ´ıstup, cˇi kombinaci prˇ´ıstup˚u pro realizaci tohoto simula´toru. Na-
vrhneˇte vhodny´ forma´t dat pro reprezentaci modelu zˇeleznicˇn´ı s´ıteˇ.
3. Navrhneˇte a implementujte vybranou cˇa´st simula´toru a demonstrujte funkcˇnost na
dostatecˇneˇ na´zorne´m modelu.
4. Diskutujte z´ıskane´ vy´sledky a dalˇs´ı mozˇne´ smeˇry vy´voje.
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Implementacˇn´ı jazyk: Java, nebo podle vlastn´ıho uva´zˇen´ı
Operacˇn´ı syste´m: Windows, Linux
Literatura: Podle pokyn˚u vedouc´ıho
Datum zada´n´ı: 1. listopadu 2006
Datum odevzda´n´ı: 15. kveˇtna 2007
I
Licencˇn´ı smlouva
Licencˇn´ı smlouva je ulozˇena v archivu Fakulty informacˇn´ıch technologi´ı Vysoke´ho ucˇen´ı
technicke´ho v Brneˇ.
II
Abstrakt
Staveˇdlo je dispecˇerske´ zarˇ´ızen´ı pro rˇ´ızen´ı dopravy. Dispecˇer urcˇuje nastavova´n´ım vy´hybek
a semafor˚u cestu vlak˚um. V te´to pra´ci se zaby´va´m na´vrhem a vy´stavbou za´kladu simula´toru
takove´ho zarˇ´ızen´ı v jazyce Java. Nastudoval jsem funkce tohoto zarˇ´ızen´ı. Zaby´val jsem se
strukturou cele´ aplikace a implementoval chova´n´ı za´kladn´ıch prvk˚u.
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Abstract
Railway interlocking is a dispatching facility for traffic control. The dispatcher controls train
paths by setting switches and signals. In this thesis, I describe the design and implemen-
tation of a simple simulator of the facility in the Java language. I have studied functions of
this facility. I interested with structure of whole application. And I implemented behaviour
of foundamental elements.
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Kapitola 1
U´vod
V te´to bakala´rˇske´ pra´ci jsem se zaby´val problematikou dopravn´ı simulace. Moje pra´ce
spocˇ´ıvala v nastudova´n´ı soucˇa´st´ı syste´mu, experimentova´n´ım s existuj´ıc´ımi implementacemi
her rˇ´ızen´ı zˇeleznicˇn´ı dopravy, nalezen´ım vhodne´ simulacˇn´ı knihovny a jako hlavn´ı cˇinnost´ı
– na´vrhem a implementac´ı za´kladu simula´toru. Nejprve bylo trˇeba navrhnout strukturu
aplikace, vnitrˇn´ı reprezentac´ı modelu a forma´t dat. Pote´ jsem mohl s vnitrˇn´ı reprezentac´ı
implementovat graficke´ rozhran´ı umozˇnˇuj´ıc´ı editaci. Da´le jsem se uzˇ zaby´val prˇedevsˇ´ım
simulacˇn´ım modelem.
V druhe´ kapitole prˇedstav´ım modelovany´ syste´m. Jeho chova´n´ı je le´pe uka´zat na jizˇ
existuj´ıc´ıch programech.
V trˇet´ı kapitole se zmı´n´ım o numericke´m rˇesˇen´ı diferencia´ln´ıch rovnic. V dalˇs´ı sekci
naraz´ıte na za´kladn´ı pojmy z modelova´n´ı a simulace. Letmo se zmı´n´ım i o tom co to je
diskre´tn´ı, spojita´ a kombinovana´ simulace, u kombinovane´ trochu podrobneˇji.
Ve cˇtvrte´ kapitole popisuji sp´ıˇse nezˇ beˇzˇneˇ zna´me´ vlastnosti pouzˇity´ch na´stroj˚u, vlastn´ı
postrˇehy a prˇ´ıklady z implementace. To plat´ı hlavneˇ o sekc´ıch o Javeˇ a XML. V sekci
o simulacˇn´ı knihovneˇ jDisco strucˇneˇ vysveˇtl´ım, jak se pouzˇ´ıva´, aby nedosˇlo k neˇktery´m
nedorozumeˇn´ım, co jsem musel da´le v implementaci rˇesˇit a co ne.
Do pa´te´ kapitoly sem vybral, podle me´ho, d˚ulezˇite´ mysˇlenky z na´vrhu a popisu imple-
mentace. Do podrobnost´ı zacha´z´ım v prˇ´ıpadeˇ, zˇe mi to prˇipada´ nutne´. Nejprve se zamy´sˇl´ım
nad celkovou strukturou aplikace. Pote´ pop´ıˇsu organizaci prvk˚u v syste´mu. Na´sledova´no
popisem jak je implementova´na simulace. A nakonec prˇedstav´ım prˇ´ıklad demonstruj´ıc´ı, to
co bylo naimplementova´no.
V za´veˇrecˇne´ kapitole projdu neˇktera´ mozˇna´ rozsˇ´ıˇren´ı, zejme´na ty ktere´ u´zce navazuj´ı na
soucˇasnou implementaci. Toto sekci na´sleduje jizˇ jen zhodnocen´ı cele´ pra´ce.
Neˇktere´ na´zvoslov´ı bylo pouzˇito z [1] a existuj´ıc´ıch implementac´ı. Take´ na´zvy v obra´zka´ch
a sche´matech budou veˇtsˇinou anglicky, aby odpov´ıdaly zdrojovy´m ko´d˚um. Pro pochopen´ı
tohoto textu prˇedpokla´da´m, zˇe cˇtena´rˇ je alesponˇ zbeˇhlejˇs´ım studentem informatiky a rozumı´
pojmu˚m z diskre´tn´ı a numericke´ matematiky, algoritmu˚ a objektove´ orientace.
Prˇ´ıklad odkazu do zdrojovy´ch soubor˚u: Example.
1.1 Etapy a c´ıle
Co bylo implementova´no prˇed bakala´rˇsky´m projektem
Beˇhem Semestra´ln´ıho projektu vytvorˇil prototyp objektove´ho modelu s´ıteˇ, zejme´na staticke´
vlastnosti. Na za´kladeˇ toho jsem navrhl XML forma´t a implementoval tova´rnu pro nacˇ´ıta´n´ı
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a ukla´da´n´ı. V ra´mci projektu do Modelova´n´ı a simulace jsem vytvorˇil kombinovany´ model
pohybu vlaku podle dane´ posloupnosti semafor˚u a hran (ne v s´ıti). Do prˇedmeˇtu Tvorba
uzˇivatelsky´ch rozhran´ı jsem odevzdal jednoduchy´ graficky´ editor vy´sˇe zmı´neˇne´ho modelu
s´ıteˇ, ktery´ zobrazuje s´ıt’ v zazˇite´m sche´matu obdobne´m tomu pouzˇite´m v elektronicky´ch
staveˇdlech. Vsˇe jsem beˇhem bakala´rˇske´ho projektu doplnil do na´sleduj´ıc´ıch c´ıl˚u:
C´ıle bakala´rˇske´ho projektu
Vytvorˇit ja´dro prˇenositelne´ho programu:
• na za´kladeˇ nastudovany´ch podklad˚u navrhnout rozsˇiˇritelny´ syste´m trˇ´ıd, propojitelne´
komunikuj´ıc´ı moduly
• Dynamicke´ vlastnosti a chova´n´ı za´kladn´ıch prvk˚u – semafor, vy´hybka, kolej
• Pohyb a lokalizace vlak˚u v s´ıti
• Datova´ struktura pro manipulaci z cestou, zejme´na staveˇn´ı cest (bez jejich rusˇen´ı)
• Vytvorˇit prˇ´ıklad, ktery´ demonstruje funkcˇnost vy´sˇe zmı´neˇny´ch c´ıl˚u
Vlastn´ı modelova´n´ı dalˇs´ıch prvk˚u a vsˇech detail˚u syste´mu bych prˇenechal jako rozsˇ´ıˇren´ı.
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Kapitola 2
Modelovany´ syste´m a existuj´ıc´ı
implementace
V te´to kapitole budou strucˇneˇ popsa´ny funkce modelovane´ho syste´mu. Da´le uvedu neˇktere´
jizˇ existuj´ıc´ı aplikace. Budou zde zmı´neˇna i fakta, ktera´ je trˇeba bra´t v u´vahu, i kdyzˇ jejich
implementace nebyla dokoncˇena.
2.1 Zˇeleznicˇn´ı staveˇdlo
Zˇeleznicˇn´ı staveˇdlo je zarˇ´ızen´ı, ktere´ umozˇnˇuje rˇ´ıdit dopravn´ı s´ıt’ neˇjake´ho uzlu cˇi trat’ove´ho
u´seku z jednoho mı´sta. Ovla´da´ chova´n´ı neˇkolika prvk˚u. Naprˇ´ıklad nastavuje signa´ly na
semaforech a prˇestavuje vy´hybky. Neˇktera´ dnesˇn´ı staveˇdla maj´ı pocˇ´ıtacˇove´ rozhran´ı a
jsou ovla´da´na jedn´ım dispecˇerem. Ten kazˇde´mu vlaku vymez´ı urcˇitou cestu, tak zˇe zada´
pocˇa´tecˇn´ı a c´ılovy´ semafor. Na staveˇdlu je pak, aby nasˇlo nejvhodneˇjˇs´ı neobsazenou cestu.
1. Pokud ji nenajde z d˚uvodu obsazen´ı vsˇech mozˇnost´ı ulozˇ´ı pozˇadavek (dvojici – pocˇa´tek
a c´ıl) do fronty. Prˇi uvolnˇova´n´ı kolej´ı testuje mozˇnost sestavit prvn´ı prvek ve fronteˇ.
Frontu je mozˇne´ editovat.
2. V opacˇne´m prˇ´ıpadeˇ nastav´ı prvky v cesteˇ
Toto souvis´ı i z bezpecˇnost´ı. Syste´m nesmı´ na kazˇde´ koleji dovolit v´ıce nezˇ jednu vlakovou
cestu1. Jak mu˚zˇe takovy´ simula´tor vypadat prozrad´ı na´sleduj´ıc´ı sekce.
2.2 Existuj´ıc´ı implementace
Pro lepsˇ´ı prˇedstavu jak takova´ aplikace funguje zde popisuji neˇktere´ jizˇ existuj´ıc´ı simula´tory
rˇ´ızen´ı zˇeleznicˇn´ı dopravy. Sice se vesmeˇs jedna´ o hry, ale svoj´ı koncepc´ı se bl´ızˇ´ı k trenazˇe´ru
rea´lne´ho syste´mu. Zachova´vaj´ı si vsˇak jednoduchost ovla´da´n´ı. Pouzˇil jsem je take´ jako
prostrˇedek pro analy´zu syste´mu. Experimentova´n´ım s teˇmito programy jako metodou zpeˇt-
ne´ho inzˇeny´rstv´ı2 lze nastudovat strukturu a chova´n´ı veˇtsˇiny syste´mu. Kazˇdy´ ma´ sva´
na´rodn´ı specifika (detaily v pravidlech rˇ´ızen´ı), vsˇak mnoho princip˚u je spolecˇny´ch, ktere´
popisuji u prvn´ıho. U dalˇs´ıch zminˇuji jizˇ jen rozd´ıly.
1Existuj´ı i tzv. posunove´, ale ty zat´ım neuvazˇuji
2http://en.wikipedia.org/wiki/Reverse_engineering
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Stanicˇa´rˇ
Tento hern´ı simula´tor ma´ modelovat cˇeske´ JOP. Uzˇivatel si zvol´ı cˇas a stanici. Stanice a
vlaky je ulozˇena v 1 velke´m XML souboru. Pote´ se mu zobraz´ı kolejiˇsteˇ a seznam vlak˚u
v syste´mu. Nyn´ı mu˚zˇe ovla´dat jednotlive´ prvky a sledovat chova´n´ı syste´mu. Do kolejiˇsteˇ
urcˇeny´mi mı´sty vj´ızˇdeˇj´ı vlaky (podle j´ızdn´ıho rˇa´du, genera´tor s exponencia´ln´ım rozlozˇen´ım
doby mezi generova´n´ımi). U´kolem dove´st vlaky na mı´sto podle j´ızdn´ıho rˇa´du a udrzˇet
plynulost dopravy. Kazˇda´ stanice cˇi veˇtsˇ´ı syste´m ma´ sv˚uj za´sobn´ık (tak je zde nazy´vana´
FIFO fronta) povel˚u, kam se ulozˇ´ı kdyzˇ zrovna nemohou by´t vykona´ny. U kazˇde´ho vlaku je
mozˇnost prohl´ızˇet j´ızdn´ı rˇa´d (cˇas, zasta´vka, cˇ´ıslo koleje). Stanice je mozˇne´ vytva´rˇet vlastn´ı
v oddeˇlene´m editoru. Da´le je tu i editor j´ızdn´ıch rˇa´d˚u. V soucˇasne´ verzi funguje tato hra
pod .NET 2.0 ve Windows. Drˇ´ıveˇjˇs´ı verze byly spustitelne´ v dotGNU.
SimSig
Tento britsky´ simula´tor podporuje sice v´ıce stanic, ale kazˇda´ ma´ sv˚uj vlastn´ı instala´tor.
Funkcˇneˇ je obsa´hlejˇs´ı. Umı´ simulovat vy´padek elektrˇiny, na´hodne´ vy´luky v r˚uzny´ch cˇa´stech
s´ıteˇ. a dalˇs´ı poruchy vlak˚u a s´ıt’ovy´ch prvk˚u. Je tu take´ urcˇita´ mı´ra automaticke´ho rˇ´ızen´ı i
v rozveˇtvene´m kolejiˇsti (proveden´ı j´ızdn´ıho rˇa´du). Sice urcˇena´ pro Windows, ale na rozd´ıl
od prˇedcha´zej´ıc´ıho sem ji spustil i ve wine3.
Gordikon, Multikon, Brno S´ıt’ je nastavena napevno. Oproti ostatn´ım jsou na zacˇa´tku
simulace take´ vlaky umı´steˇny na kolej´ıch v s´ıti, nejenom, zˇe naprˇed mus´ı vstoupit do
syste´mu zvla´sˇtn´ım prvkem v s´ıti, cozˇ je rea´lneˇjˇs´ı.
3wine-0.9.36
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Kapitola 3
Teorie
V te´to kapitole popisuji neˇktere´ teoreticke´ za´klady. Pojmy jako mnozˇina cˇi relace prˇedpo-
kla´da´m, zˇe cˇtena´rˇ zna´.
3.1 Numericke´ metody
K vy´pocˇtu diferencia´ln´ıch rovnic na cˇ´ıslicovy´ch pocˇ´ıtacˇ´ıch by´vaj´ı nejvhodneˇjˇs´ı numericke´
metody, nebot’ jsou zde operace prova´deˇny diskre´tneˇ. Spojite´ vy´pocˇty je nutne´ na neˇ prˇeve´st.
A pra´veˇ t´ımto prˇevodn´ım prostrˇedkem jsou numericke´ metody. V za´vislosti na pouzˇit´ı je
nezbytne´ prozkoumat jejich vlastnosti jako je prˇesnost a stabilita rˇesˇen´ı. Touto problema-
tikou se podrobneˇji zaby´va´ [10]. Zmensˇova´n´ım kroku se zvysˇuje prˇesnost vy´pocˇtu (r˚uzneˇ
u r˚uzny´ch metod), vsˇak prˇi velmi maly´ch kroc´ıch uzˇ hraje roli neprˇesnost elementa´rn´ıch
operac´ı cˇ´ıslicove´ aritmetiky.
Jako prˇ´ıklad zde uva´d´ım jednokrokovou metodu rˇesˇen´ı ODR z pocˇa´tecˇn´ımi podmı´nkami
– Runge-Kutta-Fehlberg (rovnice 3.1 - 3.7), protozˇe je da´le v te´to pra´ci pouzˇita. Je pa´te´ho
rˇa´du a nav´ıc mu˚zˇeme mezihodnoty kn zkombinovat na aproximaci cˇtvrte´ho rˇa´du (rovnice
3.8). Z te´ pak mu˚zˇeme vypocˇ´ıtat odhad chyby yn+1 − y∗n+1 . Vyuzˇit´ı teˇchto vlastnost´ı viz
sekce 3.2. Na obra´zku 3.1 vid´ıme jej´ı pouzˇit´ı, kdyzˇ ocˇeka´va´me vy´sledek bl´ızky´ polynomu
druhe´ho stupneˇ.
k1 = f(xn, yn), (3.1)
k2 = f(xn +
1
4
h, yn +
1
4
hk1), (3.2)
k3 = f(xn +
3
8
h, yn +
1
32
h(3k1 + 9k2)), (3.3)
k4 = f(xn +
12
13
h, yn +
1
2 197
h(1 932k1 − 7 200k2 + 7296k3)), (3.4)
k5 = f(xn + h, yn + h(
439
216
k1 − 8k2 + 3680513 k3 −
845
4 104
k4)), (3.5)
k6 = f(xn +
1
2
h, yn + h(− 827k1 + 2k2 −
3 544
2 565
k3 +
1859
4 104
k4 − 1140k5)) (3.6)
yn+1 = yn + h(
16
135
k1 +
6656
12 852
k3 +
28 561
56 430
k4 − 950k5 +
2
55
k6) (3.7)
y∗n+1 = yn + h(
25
216
k1 +
1408
2 565
k3 +
2197
4 104
k4 − 15k5) (3.8)
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-20
-15
-10
-5
0
5
-1 0 1 2 3 4 5 6
analytic
result aprox in f(0)
substep k2
Obra´zek 3.1: Demonstrace kroku metody
3.2 Modelova´n´ı a simulace
V te´to sekci uva´d´ım za´kladn´ı pojmy z modelova´n´ı a simulace. Podrobnosti v [11, 6]
Syste´m je cokoliv u cˇeho mu˚zˇeme popsat jeho chova´n´ı. Mu˚zˇe by´t rea´lny´ i imagina´rn´ı.
Naprˇ´ıklad zˇeleznicˇn´ı s´ıt’ s vlaky a rˇ´ıd´ıc´ımi prvky.
Prvek syste´mu je elementa´rn´ı, da´le nedeˇlitelna´, cˇa´st syste´mu. Vza´jemna´ interakce prvk˚u
urcˇuje chova´n´ı cele´ho syste´mu. Naprˇ´ıklad kolejovy´ odd´ıl. Zde za´lezˇ´ı na mı´ˇre abstrakce.
Model je syste´m, ktery´ napodobuje vlastnosti a chova´n´ı p˚uvodn´ıho syste´mu.
Modelova´n´ı je postupne´ vytva´rˇen´ı model˚u. Z pozorova´n´ı a studova´n´ı syste´mu vznikne
konceptua´ln´ı model, cozˇ je soubor neurcˇity´ch informac´ı (na´stin). Z neˇj vytva´rˇ´ıme
abstraktn´ı model – forma´ln´ı popis syste´mu. A z toho pak izomorfn´ım zobrazen´ım
naprogramujeme simulacˇn´ı model.
Simulace Z´ıska´va´n´ı novy´ch znalost´ı o syste´mu experimentova´n´ım se simulacˇn´ım modelem.
Rea´lny´ cˇas skutecˇny´ cˇas, ve ktere´m beˇzˇ´ı model
Modelovy´ cˇas cˇasova´ osa modelu
Strojovy´ cˇas cˇas, ktery´ byl potrˇebny´ k vy´pocˇtu (tj. jak dlouho byl procesor prˇepnut do
kontextu dane´ho procesu)
3.2.1 Diskre´tn´ı simulace
Stav vsˇech prvk˚u je definova´n pouze v diskre´tn´ıch cˇasovy´ch okamzˇic´ıch. Beˇhem tohoto
okamzˇiku je provedena atomicka´ operace zvana´ uda´lost, ktera´ tento stav mu˚zˇe zmeˇnit.
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K forma´ln´ımu popisu se pouzˇ´ıva´ cˇasto Petriho s´ıt’. Simulace je rˇ´ızena pomoc´ı kalenda´rˇe
uda´lost´ı t´ımto jednoduchy´m algoritmem:
for event in calendar.remove_iterator :
model_time = event.time
event.behaviour()
3.2.2 Spojita´ simulace
Stav kazˇde´ho prvku je definova´n v kazˇde´m okamzˇiku vymezene´ho cˇasove´ho intervalu. Abs-
traktn´ım modelem jsou algebraicke´, diferencˇn´ı cˇi diferencia´ln´ı rovnice a jejich soustavy.
U jednokrokovy´ch metod lze na za´kladeˇ odhadu chyby meˇnit krok a t´ım urychlit vy´pocˇet.
Metoda uvedena´ v sekci 3.1 ma´ takove´ vlastnosti.
#zneplatneˇnı´ prˇedcha´zejı´cı´ch zmeˇn (derivace=0)
for variable in all_variables : variable.state_fix()
#vy´pocˇet zmeˇn stavu˚ z prˇedcha´zejı´cı´ch
for continous in all_cont_processes : continous.derivatives()
integrate() #krok numericke´ metody s posunem modelove´ho cˇasu
3.2.3 Kombinovana´ simulace
Syste´m obsahuje spojite´ i diskre´tn´ı prvky. Rˇ´ızen´ı simulace mus´ı prˇi vy´pocˇtu spojity´ch stav˚u
meˇnit krok, aby dokrocˇila k napla´novane´ diskre´tn´ı uda´losti. Da´le mus´ı detekovat stavove´
podmı´nky a napla´novat proveden´ı uda´losti k podmı´nce prˇiˇrazene´. Z numericky´ch metod
jsou proto vhodne´ jednokrokove´, protozˇe u nich za´lezˇ´ı jen na prˇedchoz´ım vy´sledku.
Petriho s´ıt’ prˇi vytva´rˇen´ı kombinovane´ho modelu
Beˇhem na´vrhu aplikace jsem pouzˇil Petriho s´ıt´ı k prˇehledne´mu vyja´drˇen´ı proces˚u. Takto
jsem si le´pe prˇedstavil pr˚ubeˇh simulace a jak ho ma´m vyja´drˇit v programovac´ım jazyce.
Vesmeˇs se jednalo o C/E s´ıteˇ, tj. mı´sto, zde zvane´ podmı´nka, obsahuje maxima´lneˇ jednu
znacˇku a prˇechod, zde nazy´vany´ uda´lost, je proveditelny´ v prˇ´ıpadeˇ, zˇe vsˇechny podmı´nky
prˇed n´ım plat´ı a podmı´nky za n´ım neplat´ı. V za´vislosti na lepsˇ´ım vyja´drˇen´ı jsem prˇechody
prohla´sil bud’ za uda´losti reaguj´ıc´ı na stavovou podmı´nku, ktera´ rusˇ´ı platnost znacˇky prˇed
n´ı, nebo za spojity´ proces a mı´sto za n´ım je stavova´ podmı´nka, na kterou cˇeka´ na´sleduj´ıc´ı
uda´lost.
Mimo jine´ jsem je take´ mohl oveˇrˇit pomoc´ı na´stroje CESim (viz [8]), pokud se s´ıt’
dala vyja´drˇit, anizˇ by to bylo na u´kor prˇehlednosti. Naprˇ´ıklad s´ıt’ na obra´zku 6.1 je t´ımto
na´strojem oveˇrˇena´.
V s´ıti na obra´zku 3.2 se nav´ıc nacha´zej´ı extern´ı podmı´nky a priorita. Proces se vrac´ı
do stejne´ho stavu – tj. je prˇed na´veˇstidlem , kdyzˇ vlak dojede k dalˇs´ımu na´veˇstidlu nebo
zmeˇnou signa´lu skoncˇilo cˇeka´n´ı prˇed n´ım. Podmı´nky ”red“ a ”allowing signal“ prˇedstavuj´ı
stav tohoto na´veˇstidla a samozrˇejmeˇ vzˇdy1 plat´ı pra´veˇ jedna z nich. Podmı´nkou ”v ≤ 0,
next red“ a prioritou osˇetrˇuji mozˇnost zastaven´ı na konci na´sleduj´ıc´ıho bloku, ktere´mu
prˇecha´zelo rozjet´ı na jeho zacˇa´tku.
1v kazˇde´m diskre´tn´ım okamzˇiku stavu procesu
8
Obra´zek 3.2: Petriho s´ıt’ rˇ´ızen´ı vlaku podle signa´l˚u na semaforech
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Kapitola 4
Pouzˇite´ jazyky a na´stroje
Tato kapitola popisuje jazyky resp. na´stroje, ktere´ jsem pouzˇil ve sve´ pra´ci. S Javou a
XML sem se sezna´mil jizˇ drˇ´ıve, proto nechci zacha´zet do podrobnost´ı. Uva´d´ım zde hlavneˇ
rysy jazyk˚u resp. na´stroj˚u ty´kaj´ıc´ı se te´to pra´ce jako zd˚uvodneˇn´ı, procˇ sem tyto jazyky cˇi
na´stroje pouzˇil a prˇ´ıpadneˇ pro co byly v me´ v me´ pra´ci nevhodne´.
4.1 XML
XML je standardizovany´ znacˇkovac´ı jazyk pro ukla´da´n´ı r˚uzny´ch typ˚u dat. Rozsˇiˇruje text
o znacˇky, zvane´ tagy, ty jsou uzavrˇeny do < >, maj´ı na´zev a mohou mı´t neˇkolik atribut˚u.
Tagy jsou pocˇa´tecˇn´ı (zacˇ´ınaj´ı <), koncove´ (zacˇ´ınaj´ı < /) nebo “obojetne´” (pocˇa´tecˇn´ı s /
prˇed >). Vyuzˇ´ıva´ v r˚uzny´ch oblastech, jako naprˇ´ıklad webove´ stra´nky, vektorova´ grafika,
katastr nemovitost´ı, serializace objekt˚u (v JavaBeans), a samozrˇejmeˇ take´ pro ukla´da´n´ı
model˚u v M&S (naprˇ. Ptolemy II.).
XML definuje obecnou syntaxi, ve ktere´ je mozˇne´ vytva´rˇet vlastn´ı znacˇky. Vnitrˇn´ı re-
prezentaci prˇedstavuje n-a´rn´ı strom r˚uzny´ch typ˚u uzl˚u jako element, atribut, text atd.
Data tedy mohou by´t rozmı´steˇna hierarchicky podle logicky´ch vazeb. Snadno se rozsˇiˇruje
a podporova´n mnoho jazyky, cozˇ umozˇnˇuje vytva´rˇen´ı datovy´ch forma´t˚u postupneˇ proto-
typova´n´ım. Dı´ky jmenny´m prostor˚um lze do dokumentu jednoho typu vlozˇit cˇa´st jine´ho
(trˇeba jizˇ existuj´ıc´ıho). Naprˇ´ıklad do popisu dopravn´ı s´ıteˇ, jezˇ prˇedstavuje hlavneˇ topologii,
lze prˇidat ke kazˇde´ cesteˇ jej´ı geometricke´ vlastnosti pomoc´ı extern´ıho vektorove´ho graficke´ho
forma´tu. Pro strojovou vy´meˇnu dat je to vy´borny´ jazyk, vsˇak pro rucˇn´ı za´pis, cˇi dokonce
programova´n´ı (naprˇ. XSLT) se mi zda´ nevhodny´. Cˇasto je vhodne´ jej prˇed odesla´n´ım prˇes
s´ıt’ zkomprimovat, nebot’ se zde projevuje nevy´hoda tohoto typu znacˇkova´n´ı – opakovana´
informace nav´ıc.
4.1.1 Analyza´tory XML
Validace dokument˚u Lexika´ln´ı a syntakticka´ pravidla jsou stejna´ pro vsˇechna XML.
Tv˚urce XML aplikace urcˇuje azˇ se´mantiku. Cˇa´stecˇneˇ mu mohou by´t na´pomocny na´sleduj´ıc´ı
definicˇn´ı na´stroje. Pro urcˇen´ı jak ma´ vypadat tzv. spra´vneˇ formulovany´ dokument v XML
slouzˇ´ı Definice typu dokumentu (DTD), kde se urcˇ´ı metadata – co mu˚zˇe dokument obsa-
hovat za tagy, jake´ maj´ı atributy a co mohou obsahovat, ale jen na u´rovni prvk˚u XML,
chyb´ı naprˇ´ıklad typova´ kontrola atribut˚u ap. Tud´ızˇ DTD nestacˇilo a muselo vzniknout XML
Schema [2], cozˇ je XML aplikace popisuj´ıc´ı nav´ıc take´ objektove´ vazby mezi znacˇkami.
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Pro zvolen´ı XML jako datove´ho forma´tu hovorˇ´ı take´ to, zˇe jizˇ existuj´ı analyza´tory pro
r˚uzne´ jazyky Postaraj´ı se o lexika´ln´ı a syntaktickou analy´zu podle obecne´ XML gramatiky
a prˇ´ıpadneˇ provedou validaci. Existuj´ı dva hlavn´ı – SAX a DOM. SAX procha´z´ı dokumen-
tem a vola´ metody zaregistrovane´ho Handleru, kdyzˇ naraz´ı na zacˇa´tek cˇi konec elementu.
Beˇhem tohoto pr˚uchodu mu˚zˇe by´t provedena i validace. Prˇi analy´ze DOM se pouzˇije SAX
k prˇevodu textu na standardizovanou vnitrˇn´ı podobu dokumentu (strom). Proto se pouzˇ´ıva´
sp´ıˇse v programech, ktere´ potrˇebuj´ı na´hodny´ prˇ´ıstup k r˚uzny´m u´rovn´ım dokumentu, jako
jsou editory a prohl´ızˇecˇe. Avsˇak ma´-li aplikace vlastn´ı lepsˇ´ı vnitrˇn´ı reprezentaci dat cˇi je
trˇeba prova´deˇt dlouhe´ sekvencˇn´ı transformace, je vhodneˇjˇs´ı SAX. Vı´ce o XML v [5]
4.2 Java
Java je obecny´ objektoveˇ-orientovany´ programovac´ı jazyk. Jeho hlavn´ı vy´hodou je, zˇe se
spousˇt´ı v prostrˇed´ı virtua´ln´ıho stroje, jehozˇ implementace je dostupna´ pro mnoho bezˇny´ch
operacˇn´ıch syste´mu˚. Takzˇe umozˇnˇuje vyva´rˇet prˇenositelne´ spustitelne´ soubory. Vybral jsem
jej, zˇe s t´ımto jazykem ma´m nejv´ıc zkusˇenost´ı. K implementaci jsem nakonec zvolil verzi 6
Standard Edition. Existuje i prˇekladacˇ v GCC je vsˇak s nejnoveˇjˇs´ı oficia´ln´ı verz´ı nekompa-
tibiln´ı. Nav´ıc od verze 7 by meˇla by´t otevrˇena´ jizˇ i oficia´ln´ı verze (viz projekt OpenJava).
Existuje mnoho publikac´ı – naprˇ. [9, 12]. Java od sve´ho vzniku prosˇla rˇadou inovac´ı, leccos
bylo doplneˇno a neˇktere´ knihovn´ı trˇ´ıdy jsou zavrzˇene´. Proto neˇktere´ informace ve starsˇ´ı
literaturˇe jsou zastarale´. Nejspolehliveˇjˇs´ım zdrojem je tedy [3]. V Javeˇ jsem zvykly´ psa´t
ko´d tak, zˇe na´zvy promeˇnny´ch a metod samy o sobeˇ komentuj´ı.
Kontejnery (Kolekce) Jsou obdobou STL z C++ a slouzˇ´ı k ukla´da´n´ı prˇedem nedefi-
novane´ho mnozˇstv´ı dat. V Javeˇ jsou to objekty, tedy sami mohou by´t prvky jine´ kolekce.
Naprˇ´ıklad Map slouzˇ´ı k vytva´rˇen´ı zobrazen´ı objektu na objekt, cˇ´ımzˇ snizˇuje vytva´rˇen´ı refe-
renc´ı prˇ´ımo v objektech a tedy i za´vislost ko´du jedne´ trˇ´ıdy na jinou. Problematika kontejner˚u
je v´ıce rozvedena v [7], avsˇak prˇi pouzˇit´ı Javy 5 je trˇeba bra´t zrˇetel na to, zˇe kontejnery jsou
parametrizovane´. Skla´da´n´ım kolekc´ı jsem vytvorˇil vlastn´ı datove´ struktury. Prˇedevsˇ´ım jsem
doplnil nebo zcela definoval rozhran´ı a implementoval neoptimalizovane´ prototypy. Z nich
se mohou vyvinout u´lozˇiˇsteˇ prˇ´ımo na mı´ru, vsˇak si sta´le mohou zachovat urcˇitou mı´ru obec-
nosti. Naprˇ´ıklad Array2DMap v rychlosti je srovnatelna´ s TreeMap, ale nejcˇasteˇji volanou je
pra´veˇ vybra´n´ı polozˇky a prova´d´ı se za kriticky´ch vy´pocˇt˚u. Zde sˇlo hlavneˇ o to minimalizovat
vytva´rˇen´ı kl´ıcˇovy´ch objekt˚u dvojic´ı cely´ch cˇ´ısel a prˇitom zachovat kompatibilitu z Map.
Vy´hody a nevy´hody Svou syntax´ı v´ıce inklinuje k obecny´m jazyk˚um (C, C++), prˇesto
mnozˇstv´ım standardn´ıch knihoven doha´n´ı mnohy´ skriptovac´ı jazyk. Prˇ´ısna´ staticka´ ty-
pova´ kontrola mu˚zˇe na prvn´ı pohled zdrzˇovat vy´voj, ale prˇi spra´vne´m na´vrhu a pouzˇit´ı
vhodny´ch editor˚u naopak zrychluje odladeˇn´ı, protozˇe se mu˚zˇu soustrˇedit hlavneˇ na logicke´
chyby v ko´du. Co vsˇak narozd´ıl od skriptovac´ıch jazyk˚u postra´da´ je podpora funkciona´ln´ıho
programova´n´ı. Pro modelova´n´ı komplexn´ıch syste´mu˚ se strukturami s rekurzivn´ı agregac´ı
(naprˇ. cesta, ktera´ je podtrˇ´ıdou dra´hy, rozsekana´ na cˇa´sti, ktere´ jsou take´ podtrˇ´ıdami dra´hy)
je pro urcˇen´ı zpra´vy pos´ılane´ vsˇem cˇa´stem z cesty bych radeˇji implementoval pomoc´ı de-
legace a referenc´ı na metody. Zde totizˇ mu˚zˇe vzniknout neu´meˇrne´ mnozˇstv´ı podobne´ho
(rozkop´ırovane´ho ko´du), cozˇ jsem cˇa´stecˇneˇ vyrˇesˇil pomoc´ı reflexe, ale toto rˇesˇen´ı je nee-
fektivn´ı, protozˇe se mus´ı nale´zt metoda podle rˇeteˇzce se jme´nem a ty rˇeteˇzce ”evidovat“
nav´ıc.
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4.3 JDisco
Implementovat simulacˇn´ı rutiny a nav´ıc jesˇteˇ ko´d modelu je dlouhodobeˇjˇs´ı za´lezˇitost. Exis-
tuje spoustu simulacˇn´ıch knihoven1, poveˇtsˇinou jsou vsˇak pouze diskre´tn´ı. Tyto knihovny
bych mohl o kombinovanou simulaci rozsˇ´ıˇrit. Ale procˇ, kdyzˇ existuje jizˇ hotova´, celkem
snadno pouzˇitelna´ knihovna. Nav´ıc se oba´va´m, zˇe by tato implementace sama o sobeˇ vy-
dala minima´lneˇ na jeden samostatny´ projekt. Dalˇs´ı mozˇnost´ı je spojen´ı prˇes nativn´ı metody
s knihovnou v jine´m jazyce (naprˇ. SIMLIB). To je take´ cˇasoveˇ na´rocˇne´.
JDisco – [6] je bal´ık javovy´ch trˇ´ıd pro popis a simulaci kombinovany´ch model˚u. Byla
vyvinuta na Roskilde University v Da´nsku. Existuj´ı zde dva typy proces˚u: diskre´tn´ı a
spojity´ (jak bylo rˇecˇeno v 3.2). Mezi napla´novany´mi diskre´tn´ımi procesy jsou neaktivn´ı
fa´ze,ve ktery´ch mohou by´t aktivn´ı spojite´. Pro popis spojity´ch promeˇnny´ch slouzˇ´ı trˇ´ıda
jDisco.Variable. Ta ma´ dva hlavn´ı atributy: okamzˇitou hodnotu – state a okamzˇitou
derivaci – rate. Spojite´ procesy vytvorˇ´ım zdeˇdeˇn´ım od jDisco.Continuous a povinnou
implementac´ı metody derivatives, ve ktere´ se pop´ıˇs´ı vztahy mezi promeˇnny´mi. Obeˇ tyto
trˇ´ıdy maj´ı metody start a stop, jimizˇ mu˚zˇu urcˇit, kdy ma´ beˇzˇet spojity´ vy´pocˇet jejich
zavola´n´ım v popisu uda´losti. Jinak rˇecˇeno lze takto definovat intervaly spojitosti proces˚u cˇi
promeˇnny´ch. Zdeˇdeˇn´ım od jDisco.Process a implementova´n´ım metody actions vznikne
diskre´tn´ı proces. Implementac´ı rozhran´ı jDisco.Condition vytvorˇ´ım stavovou podmı´nku
na kterou bude proces cˇekat ve volan´ı metody waitUntil. Da´le bal´ık obsahuje dalˇs´ı trˇ´ıdy pro
zjednodusˇen´ı popisu modelu, take´ neˇkolik numericky´ch metod (r˚uzne´ Monitory). Nebudu
zde deˇlat jejich vy´cˇet. Dokumentaci te´to knihovny sem prˇidal2 k programove´ dokumentaci
sve´ pra´ce. Vı´ce tedy tam.
4.3.1 Rˇı´zen´ı simulace
Simulace je rˇ´ızena na pozad´ı zvoleny´m Monitorem, ktery´ je zodpoveˇdny´ za to, zˇe se:
1. stav modelu meˇn´ı spojiteˇ mezi uda´lostmi
2. diskre´tn´ı uda´losti provedou ve spra´vny´ cˇas
3. provede sbeˇr informac´ı o chova´n´ı modelu
Spojite´ procesy pracuj´ı paralelneˇ a jsou synchronizova´ny s diskre´tn´ımi, ktere´ jsou pomoc´ı
kalenda´rˇe prova´deˇny kvaziparalelneˇ. V jednom okamzˇiku simulace beˇzˇ´ı tedy bud’ jeden
diskre´tn´ı proces nebo Monitor rˇ´ıd´ı vy´pocˇet neˇkolika spojity´ch. Proces je javove´ vla´kno
vzda´vaj´ıc´ı se procesoru teˇsneˇ prˇed zavola´n´ım Object.wait na sebe, zavola´ Object.notify
procesu na´sleduj´ıc´ım v kalenda´rˇi.
1SimPack, JDEVS, pak neˇkolik stejnojmenny´ch JSimu˚ a JavaSimu˚
2resp. se vygeneruje s programovou dokumentac´ı
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Kapitola 5
Na´vrh a implementace
Tato kapitola je zameˇrˇena na strucˇny´ popis implementovany´ch soucˇa´st´ı. Podrobnosti obsa-
huje programova´ dokumentace a zdrojove´ soubory. Nejprve je popsa´na celkova´ struktura
zdrojovy´ch ko´d˚u a pote´ rozvedeny jednotlive´ soucˇa´sti, prˇedevsˇ´ım ty nejd˚ulezˇiteˇjˇs´ı.
5.1 Rozdeˇlen´ı do modul˚u – bal´ık˚u
U´plneˇ nejprve je trˇeba si uveˇdomit a mı´t na pameˇti celkovou strukturu aplikace, i kdyzˇ
z n´ı zat´ım budou implementova´ny neˇktere´ cˇa´sti. Mohlo by se sta´t, zˇe neˇco naimplementuji
a pak to budu pracneˇ prˇedeˇla´vat1, protozˇe to nep˚ujde spojit. Na obra´zku 5.1 jsou ve vysˇsˇ´ı
abstrakci zna´zorneˇny za´kladn´ı funkcˇn´ı moduly aplikace a komunikaci mezi nimy, tak jak
jsem prˇedpokla´dal na zacˇa´tku na´vrhu. Program ma´ pracovat ve dvou mo´dech: editace a
simulace. Zde jsem se rozhodl, zˇe bude lepsˇ´ı vytvorˇit si oba´lku pro prˇ´ıstup k datove´mu mo-
delu. Mo´dy maj´ı spolecˇne´ operace, ale take´ ty, ktere´ jsou mozˇne´ jen v tom urcˇite´m mo´du.
Toto tedy zapouzdrˇuje rozhran´ı2 Context a jeho podrozhran´ı. Jeho zat´ım jedina´ implemen-
tace DefaultContext na prvn´ı pohled vypada´ jako jako vsˇeveˇdouc´ı trˇ´ıda cˇi jako odkladna
neumı´stitelny´ch funkcˇnost´ı. Faktem ale je, zˇe jsou zde veˇtsˇinou soustrˇedeˇny metody, pro-
pojuj´ıc´ı r˚uzne´ cˇa´sti programu. Pro za´klad projektu vsˇak nepotrˇebuji mı´t zat´ım dveˇ r˚uzne´
implementace, postacˇ´ı dba´t na oddeˇlova´n´ı pomoc´ı rozhran´ı. Ale umozˇnˇuje to, zˇe simulacˇn´ı
kontext nebude jen v pameˇti, ale mu˚zˇe by´t sd´ılen mezi aplikacemi naprˇ´ıklad po s´ıti nebo
v databa´zi.
Mezi moduly (bal´ıky) vznikaj´ı za´vislosti, tj. ko´d jednoho bal´ıku se odkazuje na jiny´.
Zvla´sˇt’ neprˇ´ıjemne´ jsou cyklicke´, ktere´ nejsou znakem dobre´ho na´vrhu, pokud vznikaj´ı
nerˇ´ızeneˇ ve velke´m mnozˇstv´ı. Je-li snaha vytva´rˇet moduly co nejv´ıc neza´visle´, bude ko´d
znovupouzˇitelneˇjˇs´ı. Na obra´zku 5.2 jsou zna´zorneˇny stanovene´ za´vislosti modul˚u v soucˇasne´
implementaci. Prˇedpokla´da´m, zˇe cˇtena´rˇi z toho vyplynou i tranzitivn´ı. Te´to za´sady jsem
drzˇel azˇ na neˇjake´ vy´jimky, zaneˇzˇ v budoucnu pravdeˇpodobneˇ zaplat´ım. Zpeˇtna´ za´vislost dat
na kontextu je ale rˇesˇena prˇes rozhran´ı. Nav´ıc trˇeba trˇ´ıda AbstractPath je sp´ıˇse za´kladem
pro bal´ık rˇ´ızen´ı.
Vsˇechny bal´ıky z obra´zku 5.2 jsou take´ za´visle´ na bal´ıku util, ten uzˇ je za´visly´ jen
na standardn´ıch knihovna´ch. Zejme´na na kolekc´ıch, ktere´ rozsˇiˇruje o dalˇs´ı potrˇebne´ datove´
1beˇhem na´vrhu nelze mı´t na mysli vsˇechny detaily, obzvla´sˇt’ tam kde se meˇn´ı pozˇadavky – tak se sem
tam provede mensˇ´ı prˇedeˇla´vka
2Java interfaces – v sekci 4.2
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editing
inner model
structure changes
simulation
state changes
control
low level commands
GUI / dispatcher
commands
high level commands
state
Obra´zek 5.1: Za´kladn´ı struktura aplikace a tok dat
gui xml
sim context
objects
Obra´zek 5.2: Graf bezprostrˇedn´ıch za´vislost´ı bal´ık˚u
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struktury, jako naprˇ´ıklad neorientovany´ graf. O teˇchto struktura´ch v´ıce na straneˇ 11. V na´-
sleduj´ıc´ıch podkapitola´ch pop´ıˇsi dalˇs´ı bal´ıky jednotliveˇ.
5.2 S´ıt’ a datovy´ model
V te´to sekci je bl´ızˇe popsa´na vnitrˇn´ı reprezentace s´ıteˇ. [13] Cˇa´stecˇneˇ jsem se inspiroval take´
v [4].
Z pohledu dispecˇera je to neorientovany´ graf G = (U,H). Ke kazˇde´ dvojici objekt˚u
(uzel1, uzel2) kde uzel1 6= uzel2 je prˇiˇrazen maxima´lneˇ jeden objekt hrany. Tento graf
(prˇedevsˇ´ım jeho uzly) je umı´steˇn ve dvourozmeˇrne´m prostoru s celocˇ´ıselny´mi indexy. Tento
prostor je jaky´si pseudorastr – matice objekt˚u. Hrana je rozdeˇlena na cˇa´sti a ty vyplnˇuj´ı
volne´ bunˇky na prˇ´ımce3 mezi nimy. V kazˇde´ bunˇce se samozrˇejmeˇ mu˚zˇe nacha´zet nejvy´sˇe
jeden objekt. Uzly jsou na hrany propojeny pomoc´ı urcˇen´ı okol´ı bunˇky (prˇi editaci je
nalezena), ktere´ zapouzdrˇuje vy´cˇtovy´ typ Cell.Segment. Kazˇda´ bunˇka ma´ mnozˇinu seg-
ment˚u4 , a pouze do tohoto okol´ı lze ke kazˇde´ dvojici (segment, uzel) lze prˇipojit ma-
xima´lneˇ jednu hranu. Z pohledu vlaku se blok, prˇedstavovany´ hranou, mu˚zˇe skla´dat z v´ıce
odd´ıl˚u, mezi nimizˇ jsou dispecˇerem neovlivnitelna´ (automaticka´) na´veˇstidla. Da´le existuje
tzv. TrackFacility – je to nejmensˇ´ı i v´ıce-odd´ılova´ jednotka, ve ktere´ se mu˚zˇe nacha´zet
maxima´lneˇ jeden vlak. Na obra´zku 5.3 jsou zna´zorneˇny stavy koleje a co mu˚zˇe vyvolat
reserved
occupiedfree
train
train
command
command
Obra´zek 5.3: Zˇivotn´ı cyklus TrackFacility
jejich prˇechod. Tyto stavy jsou diskre´tn´ı a vyja´drˇil jsem je pomoc´ı vy´cˇtove´ho typu. Meˇlo
by by´t jasne´, zˇe vlak mu˚zˇe vjet pouze na rezervovanou kolej, take´ zˇe rezervovat nelze pokud
jizˇ je rezervovana´ cˇi obsazena´. Rezervuje ji prˇ´ıkaz dispecˇera a obsazuje resp. uvolnˇuje vlak.
3Bresenhamu˚v algoritmus
4slouzˇ´ı i k vykreslova´n´ı
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5.2.1 Prvky s´ıteˇ
• Uzly: NodeCell – prˇedpokla´da´m, zˇe v kazˇde´m uzlu je cˇidlo, ovlivnˇuj´ıc´ı obsazen´ı na-
pojeny´ch hran. Jeho cˇinnost je simulova´na j´ızdou vlaku (viz 5.3.2) Kromeˇ vy´hybky
jsou na´sleduj´ıc´ı uzly orientovane´.
Vy´hybka je nastavena bud’ na hlavn´ı smeˇr nebo do odbocˇky
Hlavn´ı na´veˇst meˇn´ıc´ı se signa´l
Vstupneˇ-vy´stupn´ı bod prˇedstavuje extern´ı kolejovy´ syste´m. Nebo mu˚zˇou by´t jako
rozsˇ´ıˇren´ı propojeny dva uvnitrˇ modelu bez simulacˇn´ıho Workeru – podpora
mimou´rovnˇovy´ch krˇ´ızˇen´ı.
Zakoncˇen´ı koleje konstantn´ı na´veˇst ”St˚uj“
• Hrany: TrackBlockObra´zek 5.4 zna´zornˇuje odvozen´ı bloku od dra´hy. Jednu z mozˇny´ch
hran prˇedstavuje jednoducha´ kolej SimpleTrackBlock. Je to TrackFacility s jedn´ım
odd´ılem. Dalˇs´ımi hranami mohou by´t mezistanicˇn´ı u´seky:
Automaticky´ blok ma´ v´ıce odd´ıl˚u – viz strana 21
Poloautomaticky´ blok facility, 1 hlavn´ı odd´ıl + 2 prˇedstanicˇn´ı
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Obra´zek 5.4: Diagram odvozenin dra´hy
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5.2.2 Dynamicka´ konfigurace a cesty v s´ıti
Rezervovane´ koleje a dovoluj´ıc´ı signa´ly prˇedstavuj´ı jednu cˇi v´ıce tzv. ”postaveny´ch vlakovy´ch
cest“. Tato cesta se j´ızdou vlaku postupneˇ rozpada´ a mu˚zˇe se za urcˇity´ch podmı´nek meˇnit.
Forma´lneˇ je to cesta z teorie graf˚u tj. posloupnost uzl˚u a neobsazeny´ch hran, ale s ohledem
na konfiguraci prvk˚u – konkre´tneˇji:
• pocˇa´tecˇn´ı a koncovy´ uzel je na´veˇstidlo ve smeˇru cesty cˇi vstupneˇ-vy´stupn´ı bod
• vy´hybky propojuj´ı hrany (oba sousedy z posloupnosti)
• na´veˇstidla ve smeˇru mus´ı dovolovat j´ızdu, azˇ na posledn´ı, ktere´ ji zakazuje
• protismeˇrna´ na´veˇstidla: hlavn´ı zakazuj´ı (da´le v nedoimplementovny´ch – odd´ılova´ jsou
vypnuta´ a na prˇedzveˇsti nema´ cesta vliv)
Tato funkcˇnost5 je implementova´na v AbstractPath. Na obra´zku 5.4 je take´ zna´zorneˇna
na´vaznost cesty na dra´hu.
5.2.3 Datovy´ soubor
Pro ukla´da´n´ı a nacˇ´ıta´n´ı dat jsem navrhl tzv. ContextFactory. Zvolil jsem XML s validac´ı
pomoc´ı XML Schema (viz 4.1). Soucˇasny´ datovy´ forma´t je v za´kladn´ı podobeˇ a prˇedstavuje
skla´da´n´ı prvk˚u s´ıteˇ na nejnizˇsˇ´ı uzˇivatelem upravitelne´ u´rovni. Prˇedstavuje staticky´ popis s´ıteˇ
stanice. Jednotive´ uzly a hrany jsou obycˇejneˇ vyjmenova´ny jako podelementy korˇenove´ho
elementu. K rozliˇsen´ı typ˚u prvk˚u pouzˇ´ıva´m mj. vy´cˇtove´ typy. Nejenzˇe sˇetrˇ´ı mı´sto a jsou
jednodusˇe rozsˇiˇritelne´, ale snadno se i nacˇ´ıtaj´ı a zapisuj´ı.
5.3 Simulace
Tato sekce popisuje pr˚ubeˇh simulace – neforma´ln´ım popisem a pomoc´ı vybrany´ch abs-
traktn´ıch model˚u nejd˚ulezˇiteˇjˇs´ıch proces˚u.
Procˇ kombinovana´ simulace?
Poloha vlaku se da´ pojmout jak diskre´tneˇ - tj. ktere´ kolejove´ obvody obsazuje. Take´ je vsˇak
trˇeba zna´t jeho prˇesneˇjˇs´ı polohu, rychlost a zrychlen´ı v kazˇde´m okamzˇiku. Mı´ra prˇesnosti je
nastavitelna´. Umozˇnˇuje v´ıce mozˇnost´ı a le´pe se meˇn´ı. Naprˇ´ıklad lze zmeˇnit rovnici v popisu
pohybu.
5.3.1 Vstupneˇ-vy´stupn´ı body – InOut
Prˇedstavuje vstup a vy´stup do kolejiˇsteˇ. Jeho chova´n´ı, jehozˇ za´kladem je fronta vlak˚u,
popisuje InOutWorker. V jednoduchy´ch modelech lze do n´ı vkla´dat prˇ´ımo genera´torem,
ve slozˇiteˇjˇs´ıch to mus´ı prove´st vysˇsˇ´ı rˇ´ıd´ıc´ı logika – dispecˇer. Sa´m o sobeˇ umı´ povolit cestu
k nejblizˇsˇ´ımu na´veˇstidlu orientovane´mu ve smeˇru j´ızdy, pokud vy´hybky k neˇjake´mu cestu
propojuj´ı6 a za´rovenˇ je neˇjaky´ vlak ve fronteˇ a za´rovenˇ jsou na n´ı volne´ vsˇechny koleje.
V budoucnosti mu˚zˇe prˇedstavovat prˇipojen´ı extern´ıho kolejiˇsteˇ. Momenta´lneˇ uvazˇuji modely
o dvou InOut. Kdyzˇ propoj´ım pouze dva tyto InOut jednou kolej´ı, rozpouta´ se mezi nimi
5pracuj´ıc´ı s hlavn´ımi na´veˇstidly, protozˇe ostatn´ı jsou uvnitrˇ bloku
6zde se je mozˇne´ vstup odclonit
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o tu kolej konkurencˇn´ı boj. Kdo drˇ´ıv prˇijde na rˇadu, mu˚zˇe vpustit vlak do syste´mu. Nemu˚zˇe
se vsˇak sta´t, zˇe to provedou oba najednou nebo pust´ı vlaky proti sobeˇ.
5.3.2 J´ızda vlaku
Vlak cˇeka´ ve fronteˇ vstupneˇ-vy´stupn´ıho bodu na povolen´ı k j´ızdeˇ. Po jeho z´ıska´n´ı se spust´ı
podproces Train.Front, ktery´ prˇi tom, kdyzˇ naraz´ı na uzel (PathSeparator), prˇ´ıpadneˇ
zmeˇn´ı parametry podle neˇj a obsad´ı odd´ıl prˇed n´ım. Azˇ vyjede vlak cely´ spust´ı se Train.Tail.
Ten prˇi pr˚ujezdu kazˇdy´m uzlem uvoln´ı odd´ıl za n´ım.
Kazˇde´ na´veˇstidlo poskytuje informaci o povolene´ rychlosti za n´ım a o signa´lu na na´-
sleduj´ıc´ım na´veˇstidle, pokud ovsˇem nesv´ıt´ı signa´l ”St˚uj“. V tomto prˇ´ıpadeˇ by meˇl vlak
dobrzdit prˇed n´ım a cˇekat na signa´l umozˇnˇuj´ıc´ı j´ızdu. Pro zjednodusˇen´ı prˇedpokla´da´m, zˇe
stav na´veˇstidel mu˚zˇe by´t zjiˇst’ova´n pouze v diskre´tn´ım stavu, kdyzˇ vlak dojede k na´veˇstidlu,
protozˇe stanovit, kdy mu˚zˇe zaregistrovat zmeˇnu signa´lu je v rea´lu neurcˇite´ narozd´ıl od
programu.
Prˇi pr˚ujezdu kolem na´veˇstidla zacˇ´ına´ meˇnit rychlost v za´vislosti na signa´lu. Tzv. ”rozjezd
na vy´strahu“, kdy se vlak u prvn´ıho na´veˇstidla zacˇ´ına´ rozj´ızˇdeˇt a prˇed na´sleduj´ıc´ım zastav´ı,
je osˇetrˇena zvla´sˇt’. Podprocesy koncˇ´ı v koncovy´ch vstupneˇ-vy´stupn´ıch bodech InOut. Zde
jsem zjednodusˇil model prˇedpokladem, zˇe nejveˇtsˇ´ı de´lka vlaku mus´ı by´t prˇeci mensˇ´ı nezˇ
nejmensˇ´ı mozˇna´ de´lka kolejove´ho bloku mezi dveˇma InOut. Takove´hle podobne´ okrajove´
prˇ´ıpady nema´ cenu jinak osˇetrˇovat, nezˇ prohla´sit model za chybny´. Detekce te´to chyby
vyzˇaduje hleda´n´ı minima´ln´ıch cest.
Forma´lneˇ je to kombinovany´ proces (viz sekce 3.2.3). Diskre´tn´ı cˇa´st cˇeka´ na stavove´
podmı´nky dojezdu k semaforu a nastavuje zrychlen´ı. Tuto interakci popisuje Petriho s´ıt’ na
obra´zku 3.2, ta slouzˇ´ı vsˇak jen pro na´zornost. Simulace nen´ı implementova´na prˇ´ımo pomoc´ı
PS. Zvolil jsem jednouchy´ spojity´ model, protozˇe je zhlediska odladeˇn´ı diskre´tn´ıch interakc´ı
prˇedv´ıdatelneˇjˇs´ı. Za´kladn´ı pohybove´ rovnice 5.1 a 5.2 pro zrychlen´ı a, rychlost v a dra´hu s:
v =
∫
adt (5.1)
s =
∫
v dt (5.2)
Vy´pocˇet zrychlen´ı a v rovnici 5.3 z pocˇa´tecˇn´ı rychlosti v0, c´ılove´ rychlosti v1 a dra´hy s
pro zrychlova´n´ı:
∆v = v1 − v0
a =
∆v(v1 + v0)
2s
(5.3)
5.4 Prˇ´ıklad – Vy´hybna
Pro lepsˇ´ı demonstraci jak funguje simulacˇn´ı model jsem vytvorˇil ”vy´hybnu“ rˇ´ızenou na
za´kladeˇ jednoduchy´ch pravidel. Ke kazˇde´mu ovlivnitelne´mu na´veˇstidlu je na pevno prˇiˇrazena
alesponˇ jedna vytvorˇena´ cesta, ktera´ vede na dalˇs´ı kolej bud’ s mozˇnost´ı odsta´vky cˇi opusˇteˇn´ı
syste´mu, tedy z urcˇite´ho pohledu prˇedstavuje jednu nedeˇlitelnou operaci prˇesunu. Vlaky
jsou vytva´rˇeny s jednoduchy´m j´ızdn´ım rˇa´dem (dva u´daje odkud, kam – InOut) pomoc´ı ge-
nera´toru s exponencia´ln´ım rozlozˇen´ım doby mezi jednotlivy´mi generova´n´ımi. Drˇ´ıve nezˇ jsou
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prˇed vlozˇeny do fronty InOut, meˇlo by se prˇedej´ıt zahlcen´ı kolejiˇsteˇ. Rˇ´ıd´ıc´ı proces iterativneˇ
procha´z´ı znalostmi o syste´mu:
1. zapomene vlaky, ktere´ uzˇ projely syste´mem
2. z vlak˚u, ktere´ cˇekaj´ı na vstup vybere tolik, aby byly celkem v syste´mu nejvy´sˇe dva a
udeˇl´ı jim souhlas (aktivova´n´ım procesu)
3. projde vsˇechny kolejove´ bloky
(a) ve ktery´ch se nacha´z´ı vlak nebo je rezervovana´ cesta, zjist´ı jeho resp. jej´ı smeˇr –
na´veˇstidlo ke ktere´mu je vlak veden
(b) pokud je z tohoto na´veˇstidla volna´ cesta (prˇedem ulozˇena´) postav´ı ji
Obra´zek 5.5: Kolejove´ sche´ma vy´hybny
Ke sche´matu na obra´zku 5.5: u´secˇky jsou koleje, jejich spojen´ı jsou vy´hybky, • je InOut a I
je na´veˇstidlo. Po spusˇteˇn´ı simulace se na standardn´ı vy´stup programu vypisuj´ı po rˇa´dka´ch
zpra´vy:
1. j´ızda vlaku, spojity´ vzorek:
cˇas objekt zrychlenı´ rychlost dra´ha kolej_od kolej_do vzd_na´veˇstidlo
2. diskre´tn´ı uda´lost prvku:
cˇas objekt zpra´va
dra´ha je celkova´ dra´ha ujeta´ vlakem, kolej_od kolej na ktere´ se nacha´z´ı zacˇa´tek vlaku,
kolej_do kolej na ktere´ se nacha´z´ı konec vlaku, vzd_na´veˇstidlo vzda´lenost k nejblizˇsˇ´ımu
na´veˇstidlu.
V grafu na obra´zku 5.6 je zna´zorneˇno, jak vlak v modelu reaguje na signa´ly beˇhem
uda´losti dojezdu k na´veˇstidlu. Zde je zrovna videˇt jak rˇ´ıd´ıc´ı logika nestacˇ´ı povolit cestu
do na´sleduj´ıc´ıho bloku vcˇas, a vlak se mezi semafory rozj´ızˇd´ı a zastavuje. V sekci 5.3.2 je
vysveˇtleno chova´n´ı vlaku.
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Obra´zek 5.6: Graf rychlosti vlaku prˇi pr˚ujezdu vy´hybnou
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Kapitola 6
Za´veˇr
V te´to kapitole jsou popsa´na mozˇna´ rozsˇ´ıˇren´ı programu a zhodnocen´ı cele´ pra´ce.
6.1 Na´meˇty na rozsˇ´ıˇren´ı
Na´pad˚u na to jak rozsˇ´ıˇrit soucˇasnou aplikaci je plno, ale zde se zameˇrˇ´ım sp´ıˇse na ty, pro
ktere´ je soucˇasna´ implementace prˇ´ımo navrzˇena, nebo z n´ı vyply´vaj´ı a jsou v nejblizˇsˇ´ı dobeˇ
realizovatelne´.
C´ıle vy´sledne´ aplikace
Tyto c´ıle jsem vytycˇil z d˚uvodu, zˇe nechci, aby naimplementovany´ ko´d byl vytvorˇen jen pro
jeden u´cˇel. T´ımto bych chteˇl neˇjak vyja´drˇit mozˇnosti dalˇs´ıho rozvoje cele´ aplikace. Na mou
pra´ci mohou nava´zat a uskutecˇnit je jin´ı studenti.
• graficky´ editor a simula´tor rˇ´ızen´ı zˇeleznicˇn´ı s´ıteˇ v jedne´ aplikaci, zameˇrˇen´ı na funkcˇnost,
minimalizace klika´n´ı
• platformn´ı neza´vislost – alesponˇ na u´rovni zdrojovy´ch ko´d˚u
• forma´t dat, ktery´ umozˇnˇuje vytva´rˇet sˇablony prvk˚u kompozic´ı z jiny´ch
Fyzika´ln´ı model j´ızdy
Pro soucˇasny´ popis j´ızdy existuje i analyticke´ rˇesˇen´ı. Popis pomoc´ı diferencia´ln´ı rovnice ale
umozˇnˇuje jej´ı zmeˇnu za slozˇiteˇjˇs´ı, ktera´ bude veˇrneˇji modelovat dalˇs´ı mozˇne´ prˇ´ıpady. Dra´hu
vlaku (hlavneˇ v mezistanicˇn´ıch u´sec´ıch) bych pojal jako krˇivku v trojrozmeˇrne´m prostoru –
tj. dalˇs´ı vlastnost hrany. Prˇi tom je trˇeba rozlozˇit si soucˇasnou jedinou s´ılu udeˇluj´ıc´ı vy´sledne´
zrychlen´ı na neˇkolik slozˇek – nakloneˇna´ rovina v kopc´ıch, trˇen´ı, tazˇna´ s´ıla motoru, ta by
mohla by´t rˇ´ızena naprˇ´ıklad fuzzy regula´torem. Mu˚zˇu pak uvazˇovat i poruchy, prˇi ktere´ je
s´ıla motoru nulova´.
Automaticky´ blok
Automaticky´ blok (AB) je pevneˇ postavena´, automaticky obnovovana´, cesta pro v´ıce vlak˚u.
Mu˚zˇe to by´t napevno TrackBlock poskla´dany´ z neˇkolika odd´ıl˚u SimpleTrack. AB jako celek
ma´ dipecˇerem nastaveny´ smeˇr. Jednotlive´ odd´ıly okamzˇiteˇ rezervuj´ı cestu v tom smeˇru, kdyzˇ
dojde k jejich uvolneˇn´ı. Na obra´zku 6.1 je zna´zorneˇno chova´n´ı odd´ılu AB. AB by take´ meˇlo
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by´t mozˇne´ vytvorˇit z postavene´ cesty. Da´le s mezistanicˇn´ımi u´seky souvis´ı i pouzˇit´ı dalˇs´ıch
druh˚u na´veˇst´ı (za´lezˇ´ı kde budou v s´ıti umı´steˇny):
Odd´ılova´ na´veˇst v autobloku
Prˇedzveˇst pomoc´ı konstantn´ı na´veˇsti s ”Volno“
Ukla´da´n´ı stavu simulace
Diskre´tn´ı proces je rozkouskovany´ na uda´losti prˇ´ıkazy, jako je cˇeka´n´ı, vedouc´ı ke ztra´teˇ akti-
vity. Pokud neˇjaky´m univerza´ln´ım zp˚usobem vytvorˇ´ım mozˇnost pamatovat stav ve ktere´m
je kazˇdy´ proces zrovna pasivn´ı mezi uda´lostmi a definuji transformaci z pocˇa´tku do tohoto
stavu, mu˚zˇu tuto informaci ulozˇit spolecˇneˇ s dalˇs´ımi vlastnostmi prˇi serializaci. Proces by
mohl by´t vnitrˇneˇ reprezentova´n jako automat cˇi Petriho s´ıt’ a jeho resp. jej´ı stav by se ulozˇil
a obnovil. U spojity´ch promeˇnny´ch je trˇeba ukla´dat jDisco.Variable. Je mozˇne´, zˇe kv˚uli
univerza´ln´ımu rˇesˇen´ı, bude vyzˇadovat u´pravy v knihovneˇ jDisco pro podporu serializace.
Stav potomk˚u LoopProcess, ktery´ uvnitrˇ iterace neprˇicha´z´ı do pasivn´ıho stavu, je mozˇne´
jizˇ ukla´dat.
Vizualizace pomoc´ı celula´rn´ıch automat˚u, Real-time
Cˇtvercova´ s´ıt’ modelu prˇ´ımo prˇedurcˇuje pouzˇ´ıt pro rˇ´ızen´ı vykreslova´n´ı celula´rn´ı automaty.
Snahou je minimalizovat mnozˇstv´ı prˇekreslovane´ plochy a zbytecˇnou vy´pocˇetn´ı za´teˇzˇ, zp˚uso-
benou procha´zen´ım stav˚u vsˇech buneˇk, omezen´ım pouze na male´ mnozˇstv´ı buneˇk neˇktery´ch
typ˚u a u ostatn´ıch budu vycha´zet z prˇedpokladu, zˇe pokud se zmeˇn´ı jedna bunˇka, tak
pravdeˇpodobnost zmeˇny v bunˇka´ch v okol´ı1 se nastav´ı na maximum a pak klesa´ s cˇasem.
Da´le bude vhodne´ vytvorˇit Monitor se synchronizac´ı rea´lne´ho cˇasu s modelovy´m. Ten by
meˇl le´pe detekovat a vhodneˇ vkla´dat ”odmlky“ mezi spojity´ vy´pocˇet. V soucˇasnosti to
osˇetrˇuji diskre´tn´ım procesem, ktery´ pro kazˇdou sekundu modelove´ho cˇasu, po kterou cˇeka´
tj. simuluj´ı se jine´ procesy, spocˇ´ıta´ ubeˇhly´ cˇas a vlozˇ´ı prˇ´ımo potrˇebnou pauzu javove´ho
vla´kna. Kvaziparalelismus zajist´ı, zˇe se pozdrzˇ´ı vy´pocˇet cele´ simulace. Je to tedy vlozˇen´ı
jaky´chsi synchronizacˇn´ıch impuls˚u, ktere´ je vsˇak trˇeba napla´novat v lepsˇ´ı okamzˇik.
1nepra´zdne´ bunˇky
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Nava´zat je mozˇne´ na soucˇasnou formalizaci cest, doimplementovat jejich vyhleda´va´n´ı. Vy-
tvorˇit bal´ıcˇek rutin a funkc´ı zastrˇesˇuj´ıc´ı prˇ´ıstup do modelu pro rˇ´ızen´ı z neˇkolika u´rovn´ı. Na
to take´ navazuje dodeˇlat prˇ´ıkazy z GUI rozhran´ı. Vhodne´ bude zformalizovat posloupnost
prˇ´ıkaz˚u jako jazyk, ktery´ se da´ prˇ´ıpadneˇ optimalizovat.
6.2 Zhodnocen´ı dosazˇeny´ch vy´sledk˚u
Program simuluje pohyb neˇkolika vlak˚u v s´ıti soucˇasneˇ. Kazˇdy´ vlak se pohybuje podle
beˇhem simulace stanovene´ cesty – reaguje na signa´ly na´veˇstidel. Do obsazeny´ch kolej´ı
nemu˚zˇe vjet dalˇs´ı vlak. Stanoveny´ch minima´ln´ıch c´ıl˚u bylo tedy dosazˇeno, cozˇ demonstruje
prˇ´ıklad. Slozˇiteˇjˇs´ı s´ıt’ je rozumneˇ prˇedveditelna´ azˇ v prˇ´ıpadeˇ doimplementova´n´ı rˇ´ıd´ıc´ıho mo-
dulu a vizualizace simulace, kdy kontrolu mus´ı prˇevz´ıt cˇloveˇk. Validita tohoto simulacˇn´ıho
modelu by sˇla oveˇrˇit sb´ıra´n´ım statistik o skutecˇny´ch vlakovy´ch s´ıt´ıch a srovna´n´ım s mode-
lem.
Vhodne´ rysy jazyk˚u resp. na´stroj˚u nakonec prˇevazˇuj´ı, prˇestozˇe neˇktere´ konstrukce v nich
byly obt´ızˇneˇji vyja´drˇitelne´. Pokud jsem meˇl proveˇrˇit jakou za´teˇzˇ´ı je simulace na operacˇn´ı
syste´m, vzˇdy se hodnoty beˇhem spusˇteˇne´ instance virtua´ln´ıho stroje2 pohybovaly na me´m
prˇ´ıstroji kolem teˇchto hodnot a nijak vy´razneˇ se nemeˇnily: sd´ılena´ pameˇt’ – 10MB, ko´d a
data ve fyzicke´ pameˇti – 25MB, mnozˇstv´ı virtua´ln´ı pameˇti – 213MB, vy´kon CPU 91%
(toto nen´ı pokus o sofistikovanou vy´konostn´ı analy´zu, jenom jsem sledoval, zda si program
nevynucuje zbytecˇneˇ moc prostrˇedk˚u).
Z vlastn´ı iniciativy jsem si vyzkousˇel mozˇnost pracovat na takove´mto projektu a ponorˇit
se do problematiky analy´zy a modelova´n´ı komplexn´ıch syste´mu˚, cozˇ zahrnuje zaby´vat se
prˇ´ıpadovy´mi studiemi technicky´ch zarˇ´ızen´ı. Da´le jsem si rozsˇ´ıˇril obzor, o to jak zakom-
ponovat simulaci, a zdokonalil se v na´vrhu a programova´n´ı aplikace. Proble´m jsem meˇl
zejme´na ze zacˇa´tku s odhadem cˇasove´ na´rocˇnosti prac´ı. Samotne´ ko´dova´n´ı sˇlo pomeˇrneˇ
rychle, ale na ladeˇn´ı jsem v odhadech cˇasu pozapomneˇl. Radeˇji testuji pr˚ubeˇzˇneˇ, chyba se
potom snadneˇji hleda´. U rozsa´hly´ch projekt˚u je vsˇak trˇeba jesˇteˇ vytva´rˇet testovac´ı skripty.
V oblasti na´vrhu je sta´le se co ucˇit a v´ıce vyuzˇ´ıt na´vrhovy´ch vzor˚u a hlavneˇ se drzˇet jejich
za´sad. Ale mus´ım poznamenat, zˇe doba stra´vena´ studova´n´ım a na´vrhem syste´mu byla delˇs´ı
nezˇ doba programova´n´ı, kterou bych chteˇl v pokracˇova´n´ı na vy´stavbeˇ te´to aplikace jesˇteˇ
zkra´tit o vyvarova´n´ı se chyba´m, z ktery´ch jsem se dopustil.
2Spustil jsem vy´hybnu bez synchronizace s rea´lny´m cˇasem na 15 minut
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Seznam pouzˇity´ch zkratek
AB Automaticky´ blok – trat’ove´ zabezpecˇovac´ı zarˇ´ızen´ı rozdeˇlene´ na prostorove´ odd´ıly
DOM Document Object Model – v´ıce v [5]
GCC GNU Compiler Collection – http://www.gnu.org/software/gcc/
JOP Jednotne´ obsluzˇne´ pracoviˇsteˇ – rˇ´ıd´ıc´ı zarˇ´ızen´ı umozˇnˇuj´ıc´ı kontrolovat neˇkolik stanic
najednou
M&S Modelova´n´ı a simulace – viz sekce 3.2
PS Petriho s´ıt’ – viz sekce 3.2
SAX Simple API for XML – v´ıce v [5]
SIMLIB SIMLIB/C++ – http://www.fit.vutbr.cz/~peringer/SIMLIB/
STL Standard Template Library – knihovn´ı funkce jazyka C++
XSLT eXtensible Stylesheet Language Transformations – funkciona´ln´ı programovac´ı ja-
zyk v XML pro specifikaci prˇevodu vstupn´ıho XML na vy´stupn´ı forma´t (v´ıce v [5])
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