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Abstract
The rapid growth of web services available on the Internet and exploited through ever-globalising
business networks poses new challenges to service interoperability. New services, from con-
sumer “apps”, enterprise suites, platforms to infrastructure resources, are vying for demand
for quickly evolving capabilities, and for faster delivery of the expansion of service access
from user interfaces to software interfaces. Enterprise services such as SAP and Oracle ERP
systems are complex; their structural interfaces are notoriously overloaded, with a single op-
eration having multiple parameter sets and artefacts, supporting varying requests, and reflect-
ing versioning across different system releases. Their behavioural interfaces are usually not
available, inhibiting the integration of these systems with services on the Internet. Therefore,
this research proposes service interface analysis techniques for eliciting knowledge of the key
artefacts (i.e. business entities) and their attributes. In addition, the relationships between these
entities, including exclusive containment, inclusive containment, association, and specialisation
through service variants, are derived in order to support the analysis of complex and over-
loaded operational signatures. Based on these entities and relationships, heuristics and rules
are generated; they in turn guide the derivation of permissible orders in which operations are
invoked. As a result of identifying key aspects of service structure and behaviour, a simplified
but comprehensive service interface layer is created. This layer assists service users with the
comprehension of otherwise complex service interfaces and facilitates efficient and effective
service integration. A prototypical implementation and analysis of web services, including
those of commercial logistic systems such as FedEx, are utilised to validate the techniques and
to identify open challenges and future research directions. Business entities and service variants
derived in this study provide meaningful insights into the semantic knowledge of a service
interface, enabling interface introspection where features provided by different services can be
captured and normalised progressively. In addition, state-based behavioural interfaces allow
highly flexible service interactions, involving just-in-time service selection and interleaved
ii
invocations across services, based on Create, Read, Update, and Delete (CRUD) operations
of business entities.
iii
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Chapter 1
Introduction
1.1 Service Integration Background
Web services have proliferated over recent years through the increased transformation of busi-
nesses into networks on a global scale and the surge of consumer-based, on-demand “apps”
driving a new wave of enterprise services1 [Greenbaum, 2009]. Properties of services are
instrumental in enabling business partners with heterogeneous systems to realise a platform-
independent and loosely coupled collaboration through open interface standards [Goethals
et al., 2008]. As a result, services have become an indispensable way in which companies can
lower the total cost of ownership of their business processes by focusing on core competencies
and leveraging capabilities through loosely coupled collaborations with partners in the “global
village” [Goethals et al., 2008].
A web service is defined by W3C2 and Goethals et al. [2008] as a software system that
supports interoperable interaction over networks. A web service has platform-independent
interfaces built on message exchange standards and communication protocols, such as Simple
Object Access Protocol (SOAP3), XML, and HTTP [Kim and Segev, 2005]. The structural
properties of these interfaces, such as operations provided by a service, the input parameters
of invoking an operation, and the output of the invocation, are usually described in XML
format in Web Service Description Language (WSDL [Zimmermann et al., 2012]), the de facto
service description standard [Oaks, 2005]. Universal Description Discovery and Integration
1The terms enterprise services and (web) services are used interchangeably in this thesis.
2http://www.w3.org/TR/ws-gloss/
3http://www.w3.org/TR/soap/
1
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(UDDI4) enables a globally accessible database, which centralises descriptions of services so
that services can be easily discovered. SOAP, WSDL, and UDDI together form the basic web
service stack. This stack can be further extended through web service choreography languages,
such as WSCDL, WSCL, WS-BPEL5, and BPMN. These standards enable the choreography of
services in XML format.
Over the years, the use of software applications through web services and application pro-
gramming interfaces (APIs) is increasingly being leveraged for cloud and for software-as-a-
service opportunities. At the same time, a service and application extension through integration
can be developed by integrating existing services with a focus on efficient and effective service
composition techniques [Autili et al., 2015b]. However, structural interfaces of larger enterprise
services are prohibitively complex [Stollberg and Muth, 2010], and behavioural interfaces6 of
these services are usually not defined as part of the interface [Ardissono et al., 2004, Autili et al.,
2015b, Motahari-Nezhad et al., 2007]. This complexity, and the partial knowledge exposed
through interface definition, inhibit service designers and users from fully comprehending these
services, and therefore compound the challenges of integrating the web services of enterprise
systems.
Enterprise services such as SAP and Oracle ERP systems are notoriously larger, more
complex and overloaded, with a single operation having numerous parameter sets, supporting
varying requests, and reflecting versioning across different system releases, compared to the
fine-grained operations of contemporary REST based interfaces. These enterprise services are
still SOAP and XML based. For example, according to programmableweb.com, approximately
39% and 65% of shipping services’ technical interfaces still utilise SOAP and XML respec-
tively7. The interfaces of enterprise services are not provided in a way that can be readily
understood by service users8, as overloaded service operations and parameters are published
simply as WSDL specifications [Issarny et al., 2011]. These interfaces are designed to be reused
in different business scenarios [Stollberg and Muth, 2010]. This one-size-fits-all approach
further exacerbates the comprehensibility of these enterprise services, because users are not
4https://www.oasis-open.org/committees/uddi-spec/
5https://www.oasis-open.org/committees/wsbpel/
6Behavioural interfaces are also known as behavioural protocols, and these two terms are used interchangeably
in this thesis.
7http://www.programmableweb.com/news/92-shipping-apis-fedex-us-postal-service-and-ups/
2013/05/01
8In this thesis, service users refer to software developers who use services or integrate them into other systems.
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well informed about the different ways of invoking a service. Additionally, permissible orders
in which operations are invoked are typically not available [Autili et al., 2015b, Bertolino et al.,
2009, Kokash, 2006, Motahari-Nezhad et al., 2007], which further prevents services from being
integrated efficiently and effectively.
While a significant amount of research has been undertaken in service integration [Brogi and
Popescu, 2006, Cavallaro et al., 2010, 2009, Motahari Nezhad et al., 2010, Shen et al., 2007], the
issues stated in the previous paragraph have not been addressed by existing service integration
techniques. Most prior studies focus either on service adaptation [Ardissono et al., 2010,
Mateescu et al., 2012], particularly the reconciliation of interface mismatches [Kongdenfha
et al., 2009, Motahari Nezhad et al., 2007, Munusamy et al., 2010, Wang et al., 2007], or
on techniques that enable composition of a new service, given the structural and behavioural
interfaces of several existing ones [Autili et al., 2015b, Shen et al., 2007, Viswanath et al., 2002].
However, the complexity of structural interfaces and the unavailability of behavioural interfaces
make these integration techniques inapplicable. To rectify this, this study aims to derive sim-
plified representations of complex structural interfaces without losing necessary details and to
synthesise service behavioural interfaces with minimal inputs from specialists. Particularly, this
is achieved through service interface analysis that derives the artefacts (i.e. business entities)
reflected in structural interfaces. Doing so can provide service users/integrators with a structural
interface that can be readily understood, and with indispensable knowledge about the possible
ways of invoking a service, and therefore can improve the efficiency and effectiveness of service
integration.
1.2 Key Research Questions
As noted, the objective of this research is to devise semi-automatic service interface analysis
techniques in order to produce simplified structural representations and behavioural interfaces
through the derivation of business entities. This can be envisaged in three steps, and, the three
corresponding research questions are outlined as follows.
1. How can business entities and their relationships be derived to support simplified repre-
sentations of service interfaces?
Enterprise service interfaces are complex and overloaded, because they are designed based
4 CHAPTER 1. INTRODUCTION
on complicated business rules and numerous business artefacts, and they cater for various users
with different requirements. For instance, FedEx Open Shipping Service9 has up to 22 opera-
tions with an average of 307 input parameters. These parameters are defined at different levels
of hierarchy across various business artefacts. For example, the operation createOpenShipment
has 1335 input parameters, of which 442 are of complex types. These complex parameters
denote business artefacts involved in the operation, such as ShipOrder, Shipper, Recipient, and
LineItems, across 6 hierarchical levels, as one complex parameter may be nested in another.
More contemporary services from internet players, such as Amazon e-commerce services10,
also have non-trivial operations and parameters. It is true that these services may be delivered
with interface specifications (e.g. WSDL files), in which case their structural interfaces can be
captured through the comprehension of large and technically intricate documentation. However,
the large quantity of parameters, multiple levels of nesting, and a lack of knowledge about which
business artefacts are involved and which relationships between these artefacts are entailed by
the structural interfaces make it challenging for service users/integrators to understand what
a service offers. Therefore, this study attempts to present complex structural interfaces in a
simplified and readable manner by extracting essential artefacts (i.e. business entities) and
revealing their relationships. The question is find how key business entities and their relation-
ships can be uncovered so that these structural properties can assist in service comprehension
and simplification.
2. How can service variants be derived to support business entity subtyping?
Even if service users can comprehend what a service offers, they still do not know how to invoke
a service given numerous input parameters. For example, SAP’s goods movement service, as
analysed in [Stollberg and Muth, 2010], has 104 parameters, of which only 12 are mandatory in
each invocation; the other 92 parameters are optional, as they are designed for different usage
across different industries. This means service users can take some of these optional ones to
form a valid invocation for a particular business scenario, but the knowledge about the construc-
tion of such a valid invocation is not available. There might be certain dependencies between
parameters, but service users often do not have sufficient knowledge about these dependencies.
For example, parameter b may become compulsory because parameter a is used in a specific
9https://www.fedex.com/templates/components/apps/wpor/secure/downloads/
xml/201507/advanced/OpenShipService_v9.xsd
10http://aws.amazon.com/ecommerce-applications/
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invocation. To invoke services effectively, it is necessary that service users are aware of different
ways of invocation. An invocation requires a number of input parameters, which form a service
variant if the invocation is accepted by the service. Therefore, the research question to be
investigated is how structural properties of services, particularly service variants, can be derived
so that users can be informed about the invocation dependencies between different parameters
and the insights into valid service invocations. Some of these variants can be transformed into
subtypes of core business entities, in which case subtyping (also known as specialisation in
UML) is formed once these variants are derived. For instance, two different ways of invoking
the FedEx createOpenShipment operation might be derived. One is to create an international
express shipment and the other is to create a domestic one. These two variants are indeed two
subtypes of the underlying business entity, ShipOrder.
3. How can service behavioural interfaces be derived based on simplified representations of
structural interfaces as addressed in Research Question 1?
Service behavioural interfaces, which define the invocation sequence of service operations,
are required when constructing an interaction between multiple services [Ardissono et al.,
2004]. However, this form of knowledge is not always provided as part of service delivery
[Ardissono et al., 2004, Autili et al., 2015b, Bartolini et al., 2008, Blair et al., 2011, Devaurs
et al., 2008, Motahari-Nezhad et al., 2007, Walkinshaw and Bogdanov, 2008, Wasylkowski
et al., 2007], despite the existence of service protocol specification standards such as WSBPEL.
The primary reason for this non-provision is that enterprise services are usually developed
using a bottom-up approach, by simply SOAP-ifying conventional software applications [Is-
sarny et al., 2011, Motahari-Nezhad et al., 2007]. As Motahari-Nezhad et al. [2007] argued, a
behavioural protocol implemented may not always comply with the one designed. Therefore,
even when a behavioural specification is available, it is still worth deriving a behavioural
interface, because the derived one can be used to verify the compliance. Therefore, it is
significant to derive such a form of interface. The research question to be investigated is how
these interfaces can be produced given the simplified representations of structural interfaces,
addressed in Research Question 1.
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1.3 Research Approach
This research follows the principles of design science. According to Hevner et al. [2004], IS
research that adopts this approach should produce purposeful IT artefacts such as instantiations,
constructs, models, and methods applied in the development and use of information systems,
and they should be developed and evaluated with rigour. Novel service interface analysis
techniques are developed within this research in order to support the comprehension and sim-
plification of complex and overloaded enterprise service interfaces. The research uses formal
methods for the specification of developed techniques and related concepts (e.g. formalising
service protocols with Petri nets). These techniques are implemented and evaluated with a
prototype, which is developed using the unified software development process [Jacobson et al.,
1999]. Case studies are then conducted by applying the prototype to a number of enterprise
services with different scales of complexity in order to test the proposals and evaluate the
project outcomes. This ensures the rigour of implementation and evaluation of the developed
techniques.
Specifically, this study analyses service interfaces from three perspectives: the derivation of
business entity models (Chapter 3), of behavioural protocols (Chapter 4), and of service variants
(Chapter 5). In the first step, a structural interface specification (in WSDL format) is analysed to
extract the business entities and their relationships revealed in it (see Step 1 in Figure 1.1); and
the output of this step is a business entity-based data model. This model presents a simplified
representation of the complex interfaces, along with the contextual insights into what the service
offers. This simplified representation is then utilised to generate service behavioural protocols
in the following step (see Step 2 in Figure 1.1). In this step, service operations are categorised
based on what they do to a business entity (i.e. create, read, update and delete), then invocation
sequences among them are inferred, based on the relationships between different entities. The
output – business entity life cycle models – can inform service users about temporal order of
invoking service operations. Finally, the data model produced in step 1 is further refined with a
new relationship called subtyping (see Step 3 in Figure 1.1). In this step, the service variants that
are derived can inform service users about different ways of invoking a service. These variants
are then transformed into subtypes of business entities, enhancing the data model derived in
step 1 and providing more insights into what a service reveals.
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Figure 1.1: Overall research approach
1.4 Contributions of the Study
Addressing the research questions outlined in Section 1.2 requires techniques and tools to
support service interface analysis. In particular, concepts and approaches are needed to allow
the derivation of simplified representations of complex service interfaces and to enable the
discovery of service behavioural protocols. A service integration prototype is also needed to
demonstrate the feasibility and evaluate the effectiveness of the approaches proposed.
This research has three primary contributions. First, it proposes structural interface analysis
techniques that enable the derivation of business entities and their relationships. Specifically,
this study devises concepts related to the artefacts, such as business entities, and their relation-
ships, such as exclusive containment, inclusive containment, and association, and then imple-
ments algorithms that identify these concepts given a structural interface description. The result
of structural interface analysis is a business entity data model which presents key structural
properties reflected in a complex and overloaded service interface. Second, it proposes an
effective Monte Carlo sampling method [Kocsis and Szepesva´ri, 2006, Robert and Casella,
2005b] that automates the derivation of service variants. Sampling algorithms are implemented
to evaluate the effectiveness of the approach. The result of the sampling is service variants
(i.e. valid service invocations). Third, it proposes a behavioural interface synthesis approach
that generates service behavioural protocols in the form of business entity life cycle models
based on the results of the structural interface analysis addressed in contribution 1. Specifically,
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rules, heuristics, and algorithms are proposed and developed to infer invocation sequences of
service operations aligned with the life cycles of business entities. These contributions are sig-
nificant: the problem of service interface simplification and derivation is of critical importance
to effective and efficient service integration but has not yet received adequate attention.
1.4.1 Structural Interface Analysis
This research proposes novel notions and algorithms for the analysis of web service interfaces
in order to derive simplified representations of structural interfaces and to raise their com-
prehensibility by deriving their key artefacts (i.e. business entities). Deriving artefacts has
been considered an effective way of improving the comprehensibility of service interfaces,
because services are discovered and utilised for performing actions that manipulate artefacts
[Bhattacharya et al., 2007b, Calvanese et al., 2009, Fritz et al., 2009, Gerede and Su, 2007,
Lohmann and Wolf, 2010]. Given complex and overloaded service interfaces, the proposed
analysis techniques can derive the key artefacts – business entities – and their relationships,
which are visually presented as a business entity data model. This in turn provides simplified
and contextual insights into originally overloaded service interfaces, and therefore makes them
more comprehensible.
Business entities are aligned with semantic information: service users, as knowledge work-
ers, require this form of knowledge. Compared to hundreds of lines of XML codes which
specify service interfaces, business entities entail what a service offers. A graphical represen-
tation of a data model visually provides service users with insights into what a service offers
from an artefact point of view and the internal structure of a service through business entities
and their relationships; all this improves the comprehensibility of service interfaces [Mendling
et al., 2007]. A prototypical tool is to be built to support interface analysis, and the visualisation
and persistence of the resulting business entity models. These models not only can be utilised by
service users to integrate services more effectively, but also can serve as standards for services
of similar kind and as central references. For example, ShippingOrder is derived as one of the
key business entities from the FedEx Shipping service.
The data model including the attributes of shippingOrder and the other business entities that
have relationships with shippingOrder can be used a reference model for Ship Order provided by
other services. With these reference models, self-learning through introspection can be enabled.
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For example, FedEx ShippingOrder may support certain features, such as shipping insurance or
custom clearance, which are optionally supported by other shipping service providers. Service
users can progressively learn these features from FedEx with the reference models and apply
them to other services, such as those of UPS and DHL, which offer the similar capabilities
and share the same ontology. These references can also complement B2B gateways, such as
Seeburger and Crossgate, which support data exchange between business partners who use
heterogeneous systems [Duke et al., 2005].
1.4.2 Service Variant Analysis
An important avenue for this thesis is, by deriving their variants, to improve the comprehen-
sibility of service interfaces and to support their preservation. This is achieved through a
Monte Carlo tree-search method with the inclusion of importance sampling for rapid search
convergences [Del Moral et al., 2006, Kocsis and Szepesva´ri, 2006]. The dependencies between
service parameters are conceptualised as a tree, with parameters assigned to its vertices, where a
Sequential Monte Carlo sampling is performed. Given the significantly large search spaces, the
method manages to search for valid service variants automatically and effectively. The resulting
variants can provide insights into the possible ways of invoking a service. These variants are
identified as subtypes of various business entities. This relationship – subtyping – forms the
fourth relationship of business entities in addition to exclusive and inclusive containments, and
association as addressed in Section 1.4.1.
1.4.3 Service Behavioural Interface Synthesis
Based on the business entities and their relationships derived through structural interface anal-
ysis, the temporal dependencies of operations are then discovered. Specifically, service opera-
tions are categorised into the Create, Read, Update, and Delete (CRUD) operations of business
entities. This categorisation incorporates the corresponding states (i.e. created, read, updated,
and deleted) into business entities. Heuristics are then inferred from business entity relation-
ships (i.e. exclusive, inclusive, and association), and these heuristics guide the discovery of
permissible orders in which CRUD operations are invoked. As a result, life cycle models
across multiple business entities are generated, with explicit behavioural protocols as part of an
interface definition. These state-based models not only provide service users with a reference
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model that informs them about how to invoke a service (i.e. the invocation sequences), but also
support fine-grained and flexible service interaction and service integration. These states pro-
vide a declarative approach for interaction needs, without prescribing which services or which
order of interactions should be taken. This opens up the possibility of dynamically determined
execution of interaction, such as the selection of services that are relevant to advancing states
and interleaving interactions across different services beyond established protocols of individual
services. Advanced operations, such as cancellations back to previous states and replacements
with new providers going forward, also become possible.
1.4.4 Prototypical Demonstration Through Service Integration Accelerator
A prototypical implementation, the Service Integration Accelerator (SIA), will be developed to
implement the interface analysis and synthesis algorithms proposed and to visualise the results.
The toolkit will be applied to enterprise services, including those of commercial logistic systems
(Fedex), to evaluate the algorithms. The SIA itself has practical contribution to the community,
as it can be utilised by service integrators and B2B gateways to support effective and efficient
enterprise service integration.
1.5 Running Example: Shipping Integration
To illustrate this study, this section presents a shipping service integration scenario. A man-
ufacturing company called Smith Brothers (a fictional name) in Brisbane, Australia wishes
to integrate a shipment service provider into its web service enabled systems so that it can
ship goods and manage shipping orders through its systems. After looking at the service
marketplace, the company has identified a number of shipment service providers such as FedEx,
UPS and DHL, and they all offer web service interfaces to their users, but these interfaces
are very complex and overloaded. For instance, the FedEx Open Shipping service11 has more
than 1000 parameters. The code snippet in Listing 1.1 presents a fraction of the FedEx Open
Shipping’s CreateOpenShipmentRequest WSDL specification. Many of these parameters are
of a complex data type and hierarchically structured (see Figure 1.2 for a fractional snapshot
11https://www.fedex.com/templates/components/apps/wpor/secure/downloads/
xml/201507/advanced/OpenShipService_v9.xsd
1.5. RUNNING EXAMPLE: SHIPPING INTEGRATION 11
of these parameters). FedEx has given is just a 542-page pdf document12, depicting the details
of what each parameter means. Perusing this document manually does not help integrate the
service effectively. What is more, how the service operations are invoked, particularly the ways
of invoking and the sequences of doing so, are not revealed by FedEx. Therefore, integrating
this service into Smith Brothers’s systems is cumbersome. This FedEx Open Shipping service
will be used throughout this thesis for explanation and demonstration purposes.
˅
▪
RequestedShipment
ShipTimestamp
▪ DropoffType
▪ ServiceType
▪ PackagingType
▪ TotalWeight
▪ TotalInsuredValue
▪ TotalDimensions
▪ PreferredCurrency
▪ Shipper : Party
▪ AccountNumber
▪ Tins*
▪ Contact
▪ ContactId
▪ PersonName
▪ Title
▪ CompanyName
▪ Recipient : Party
▪ RecipientLocationNumber
▪ ShippingChargesPayment
▪ PaymentType
▪ Payor
▪ ResponsibleParty : Party
▪ AssociatedAccounts
▪ Type
▪ AccountNumber
▪ SpecialServicesRequested
▪ SpecialServiceTypes*
▪ CodDetail
▪ CodCollectionAmount
▪ Currency
▪ Amount
▪ RemitToName
▪ PickupDetail
▪ LabelSpecification
▪ RateRequestTypes *
▪ MasterTrackingId :TrackingId
▪ RequestedPackageLineItems *
...
...
Figure 1.2: A fractional snapshot of the interface of the FedEx Open Shipping service
Assume that FedEx was selected as the shipping service provider. A problem may arise at
some point when the shipping provider is temporarily unavailable. This being the case, Smith
Brothers may have to shift to another service vendor such as UPS or Australia Post, but service
interfaces of the web services provided by these shipping suppliers are also complex, and are
different from those of FedEx’s. Therefore, the replacement is not straightforward.
12https://images.fedex.com/templates/components/apps/wpor/secure/
downloads/pdf/201507/FedEx_WebServices__DevelopersGuide_v2015.pdf
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1 <d e f i n i t i o n s xmlns=” h t t p : / / schemas . xmlsoap . o rg / wsdl / ” x m l n s : n s =” h t t p : / / f e d e x . com / ws / o p e n s h i p /
v9 ” x m l n s : s 1 =” h t t p : / / schemas . xmlsoap . o rg / wsdl / soap / ” t a r g e t N a m e s p a c e =” h t t p : / / f e d e x . com / ws /
o p e n s h i p / v9 ” name=” O p e n S h i p S e r v i c e D e f i n i t i o n s ”>
2 <t y p e s>
3 <x s : e l e m e n t name=” Crea t eOpenSh ipmen tReques t ” t y p e =” n s : C r e a t e O p e n S h i p m e n t R e q u e s t ” />
4 <xs :complexType name=” Crea t eOpenSh ipmen tReques t ”>
5 <x s : s e q u e n c e>
6 <x s : e l e m e n t name=” Index ” t y p e =” x s : s t r i n g ” minOccurs=” 0 ” />
7 <x s : e l e m e n t name=” Reques t edSh ipmen t ” t y p e =” n s : R e q u e s t e d S h i p m e n t ” minOccurs=” 0 ” />
8 < / x s : s e q u e n c e>
9 < / xs :complexType>
10
11 <xs :complexType name=” Reques t edSh ipmen t ”>
12 <x s : s e q u e n c e>
13 <x s : e l e m e n t name=” ShipTimestamp ” t y p e =” x s : d a t e T i m e ” minOccurs=” 0 ” />
14 <x s : e l e m e n t name=” DropoffType ” t y p e =” n s : D r o p o f f T y p e ” minOccurs=” 0 ” />
15 <x s : e l e m e n t name=” S h i p p e r ” t y p e =” n s : P a r t y ” minOccurs=” 0 ” />
16 <x s : e l e m e n t name=” R e c i p i e n t ” t y p e =” n s : P a r t y ” minOccurs=” 0 ” />
17 <x s : e l e m e n t name=” Sh ipp ingChargesPaymen t ” t y p e =” ns :Paymen t ” minOccurs=” 0 ” />
18 <x s : e l e m e n t name=” S p e c i a l S e r v i c e s R e q u e s t e d ” t y p e =”
n s : S h i p m e n t S p e c i a l S e r v i c e s R e q u e s t e d ” minOccurs=” 0 ” />
19 <x s : e l e m e n t name=” E x p r e s s F r e i g h t D e t a i l ” t y p e =” n s : E x p r e s s F r e i g h t D e t a i l ” minOccurs=” 0 ”
/>
20 <x s : e l e m e n t name=” F r e i g h t S h i p m e n t D e t a i l ” t y p e =” n s : F r e i g h t S h i p m e n t D e t a i l ” minOccurs=”
0 ” />
21 <x s : e l e m e n t name=” C u s t o m s C l e a r a n c e D e t a i l ” t y p e =” n s : C u s t o m s C l e a r a n c e D e t a i l ” minOccurs
=” 0 ” />
22 <x s : e l e m e n t name=” P i c k u p D e t a i l ” t y p e =” n s : P i c k u p D e t a i l ” minOccurs=” 0 ” />
23 <x s : e l e m e n t name=” S m a r t P o s t D e t a i l ” t y p e =” n s : S m a r t P o s t S h i p m e n t D e t a i l ” minOccurs=” 0 ” />
24 <x s : e l e m e n t name=” L a b e l S p e c i f i c a t i o n ” t y p e =” n s : L a b e l S p e c i f i c a t i o n ” minOccurs=” 0 ” />
25 <x s : e l e m e n t name=” M a s t e r T r a c k i n g I d ” t y p e =” n s : T r a c k i n g I d ” minOccurs=” 0 ” />
26 <x s : e l e m e n t name=” R e q u e s t e d P a c k a g e L i n e I t e m s ” t y p e =” n s : R e q u e s t e d P a c k a g e L i n e I t e m ”
minOccurs=” 0 ” maxOccurs=” unbounded ” />
27 < / x s : s e q u e n c e>
28 < / xs :complexType>
29 <xs :complexType name=” R e q u e s t e d P a c k a g e L i n e I t e m ”>
30 <x s : s e q u e n c e>
31 <x s : e l e m e n t name=” SequenceNumber ” t y p e =” x s : p o s i t i v e I n t e g e r ” minOccurs=” 0 ” />
32 <x s : e l e m e n t name=” T r a c k i n g I d s ” t y p e =” n s : T r a c k i n g I d ” minOccurs=” 0 ” maxOccurs=”
unbounded ” />
33 <x s : e l e m e n t name=” I n s u r e d V a l u e ” t y p e =” ns:Money ” minOccurs=” 0 ” />
34 <x s : e l e m e n t name=” Weight ” t y p e =” n s : W e i g h t ” minOccurs=” 0 ” />
35 <x s : e l e m e n t name=” Dimens ions ” t y p e =” n s : D i m e n s i o n s ” minOccurs=” 0 ” />
36 <x s : e l e m e n t name=” I t e m D e s c r i p t i o n ” t y p e =” x s : s t r i n g ” minOccurs=” 0 ” />
37 <x s : e l e m e n t name=” C u s t o m e r R e f e r e n c e s ” t y p e =” n s : C u s t o m e r R e f e r e n c e ” minOccurs=” 0 ”
maxOccurs=” 10 ” />
38 <x s : e l e m e n t name=” S p e c i a l S e r v i c e s R e q u e s t e d ” t y p e =” n s : P a c k a g e S p e c i a l S e r v i c e s R e q u e s t e d
” minOccurs=” 0 ” />
39 < / x s : s e q u e n c e>
40 < / xs :complexType>
41 < / t y p e s>
42 <message name=” Crea t eOpenSh ipmen tReques t ”>
43 <p a r t name=” Crea t eOpenSh ipmen tReques t ” e l e m e n t =” n s : C r e a t e O p e n S h i p m e n t R e q u e s t ” />
44 < / message>
45 <p o r t T y p e name=” OpenShipPor tType ”>
46 <o p e r a t i o n name=” c r e a t e O p e n S h i p m e n t ” p a r a m e t e r O r d e r =” Crea t eOpenSh ipmen tReques t ”>
47 <i n p u t message=” n s : C r e a t e O p e n S h i p m e n t R e q u e s t ” />
48 <o u t p u t message=” n s : C r e a t e O p e n S h i p m e n t R e p l y ” />
49 < / o p e r a t i o n>
50 < / p o r t T y p e>
51 <b i n d i n g name=” Ope nSh ipSe r v i ceSoapB ind ing ” t y p e =” ns : Op en Sh ip P or tT yp e ”>
52 <o p e r a t i o n name=” c r e a t e O p e n S h i p m e n t ”>
53 <s 1 : o p e r a t i o n s o a p A c t i o n =” h t t p : / / f e d e x . com / ws / o p e n s h i p / v9 / c r e a t e O p e n S h i p m e n t ” s t y l e =”
document ” />
54 < / o p e r a t i o n>
55 < / b i n d i n g>
56 <s e r v i c e name=” OpenS h ipSe rv i ce ”>
57 <p o r t name=” O p e n S h i p S e r v i c e P o r t ” b i n d i n g =” n s : O p e n S h i p S e r v i c e S o a p B i n d i n g ”>
58 <s 1 : a d d r e s s l o c a t i o n =” h t t p s : / / wsbe ta . f e d e x . com:443 / web−s e r v i c e s / o p e n s h i p ” />
59 < / p o r t>
60 < / s e r v i c e>
61 < / d e f i n i t i o n s>
Listing 1.1: An excerpt of FedEx Open Shipping’s CreateOpenShipmentRequest WSDL file
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1.6 Research Publications
In the course of this research project the following publications were produced:
• Rasmussen, R., Wei, F., and Barros, A. A likelihood-free bayesian derivation method for
service variants. Future Generation Computer Systems. revision submitted.
• Wei, F., Barros, A., and Ouyang, C. Deriving artefact-centric interfaces for overloaded
web services. In Zdravkovic, J., Kirikova, M., and Johannesson, P., editors, Proceed-
ings of the 27th International Conference on Advanced Information Systems Engineer-
ing (CAiSE15), volume 9097 of Lecture Notes in Computer Science, pages 501-516.
Springer International Publishing.
• Wei, F., Ouyang, C., and Barros, A. Discovering behavioural interfaces for overloaded
web services. 2015 IEEE World Congress on Services, pages 286-293.
• Wei, F., Barros, A., and Ouyang, C. Service-Oriented Computing - ICSOC 2014 Work-
shops: WESOA, Paris, France, November 3-6, 2014, Revised Selected Papers, chapter
Service Interface Synthesis in Business Networks, pages 4455. Springer International
Publishing, Cham.
1.7 Dissertation Organization
The reminder of this dissertation is organized as follows. Chapter 2 reviews existing techniques
in the area of service adaptation, structural interface analysis, behavioural interface synthesis,
and service variant analysis, and then highlights three key findings from the literature survey.
These findings reveal the gaps that are addressed in this research and the requirements for the
proposed solutions. The next three chapters (Chapter 3, Chapter 4, and Chapter 5) present
the three major parts of this study, namely structural interface analysis, behavioural interface
synthesis, and service variant derivation, with each answering one research question described
in Section 1.2. Implementation details and results of evaluation are given in Chapter 6, before
the conclusion and future work proposals in Chapter 7.
Chapter 2
Literature Review
This literature review analyses and classifies the state of the art in order to identify research
gaps and to support the scope and approaches taken in this study. Essentially, to improve the
interoperability and integrability of web services by analysing service interfaces and discovering
artefacts and protocols revealed in these interfaces, existing studies in the areas of service inter-
operability and integrability are reviewed. The four aspects specifically surveyed in this chapter
are service adaptation, structural interface analysis, service variant analysis, and behavioural
interface synthesis.
2.1 Service Adaptation
To enhance the interoperability of services and to facilitate service composition, service adap-
tation has received a great amount of research attention. Service adaptation is a process that
retrofits existing services by reconciling service mismatches, and by intercepting, storing, rerout-
ing (transforming) messages going in and out of these services according to a set of mapping
rules [Dumas et al., 2006]. To achieve service adaptation, service adapters are generated to
address the incompatibility (i.e. mismatches) between a requesting service and a providing
service so that they can interoperate seamlessly.
Becker et al. [2006, 2004] classified mismatches between traditional software components
into five groups: signatures (syntax), protocol (behavioural), concept (semantic), quality at-
tributes, and technical level. In service adaptation, most existing studies have focused on the
first two groups.
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Primarily, three types of approaches to service adaptation have been proposed in the ex-
isting studies over recent years. First, the pattern-based approach categorises mismatches into
different patterns, and presents solution to each pattern of mismatch in a patterned fashion
[Kongdenfha et al., 2009]. The six patterns of mismatches are parameter name mismatch,
parameter constraint mismatch, extra (missing) message, one-to-many/many-to-one (merge/s-
plit), one*-to-one/one-to-one* (collapse/burst), and message disordering. Wang et al. [2007]
proposed six operators (i.e. flow, hide operator, gather, scatter, collapse, and burst) as a solution
to these six mismatch patterns. Second, the rule-based approach addresses mismatches using
rules, conditions, and algorithms to produce adapters [Munusamy et al., 2010]. For example,
Motahari Nezhad et al. [2007] proposed an XML schema-matching algorithm for addressing
structural mismatches, and a finite-state machine model for solving behavioural mismatches.
Third, the planner-based approach utilises visualisation tools to analyse and resolve service
mismatches at design time. For example, Dumas et al. [2006] developed a visualisation tool
to complement the pattern-based approach: the tool allows users to specify the transformation
operators. A number of examples that use these three approaches are compared (see Table 2.1)
from four perspectives: structure/behaviour, formal model, automation support, and solutions.
As service adaptation can be used to support service composition [Cavallaro et al., 2010,
2009, Dumas et al., 2006, Marconi et al., 2007, Motahari Nezhad et al., 2010, Taher et al., 2009],
it has been increasingly studied in the context of service composition [Brogi and Popescu, 2006,
Cavallaro et al., 2010, 2009, Motahari Nezhad et al., 2010]. For example, an alternative service
may be needed to replace a current service that fails to respond for some reason. However,
in reality, an alternative service that addresses the same needs often has different interfaces
[Taher et al., 2009]. Therefore, it is vital to address the interface mismatches and to adapt the
replacement service so that it can be utilised. Mateescu et al. [2012] and Ardissono et al. [2010]
made the earliest attempts to examine service adaptation between multiple services.
Existing service adaptation techniques are developed based on the assumption that knowl-
edge about how to invoke a service is a prior known. However, enterprise service vendors
often do not provide this form of knowledge [Ardissono et al., 2004, Autili et al., 2015b,
Bartolini et al., 2008, Bertolino et al., 2009, Blair et al., 2011, Devaurs et al., 2008, Kokash,
2006, Motahari-Nezhad et al., 2007, Walkinshaw and Bogdanov, 2008, Wasylkowski et al.,
2007]. Even if this type of information is available, it is usually provided in a way that service
requesters cannot easily understand [Issarny et al., 2011]. Therefore, conventional service
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adaptation techniques cannot be directly applied to enterprise services. Instead of reconciling
mismatches, which has been studied extensively, this study attempts to facilitate service
adaptation in order to achieve better interoperability. Specifically, it aims to improve
the comprehensibility of service interfaces by analysing complex structural service interfaces,
deriving their variants, and synthesising behavioural interfaces. The outcomes of this study
will provide service users with indispensable knowledge about the possible ways of invoking a
service, resulting in better service adaptability and more effective service integration.
Table 2.1: Comparison between key service adaptation techniques
Structure/Behaviour Formal model Automation Solutions
Behaviour Petri net and trace-
based algebra notations
Semi-
automated
Pattern-based and planner-
based approaches [Dumas
et al., 2006, Wang et al.,
2007]
Structure and Behaviour Mismatch patterns Semi-
automated
Pattern-based and Aspect-
oriented service adaptation
[Kongdenfha et al., 2009]
Structure and Behaviour Labelled Transition
System
Fully auto-
mated
Pattern-based approach
[Taher et al., 2009]
Behaviour Colored Petri net [Cost
et al., 2000]
Semi-
automated
Pattern-based [Li et al., 2010]
Structure and Behaviour Finite State Machine
(FSM)
Semi-
automated
Rule-based
[Motahari Nezhad et al.,
2007]
Behaviour Open WorkFlow Nets
[Lohmann et al., 2008]
Semi-
automated
Rule-based [Du et al., 2012]
Structure and Behaviour Token-based represen-
tation
Semi-
automated
Rule-based mapping table
[Ardissono et al., 2010]
Behaviour Symbolic Transition
System (STS) and
process algebra
encoding [Hennessy
and Lin, 1995]
Semi-
automated
Rule-based On-the-fly
adapter generation [Mateescu
et al., 2012]
Behaviour BPEL and YAWL Semi-
automated
Planner-based [Brogi and
Popescu, 2006]
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2.2 Structural Interface Analysis
Structural interfaces (also called service signatures) specify operations that can be invoked
by a user, together with their input and output parameters (messages) and data types [Beyer
et al., 2005]. WSDL1, the de facto standard language, is often utilised to describe structural
interfaces. For example, Listing 1.1 in Section 1.5 presents an excerpt of the FedEx Open
Shipping service. This service has one operation, createOpenShipment; and its input parameter
is CreateOpenShipmentRequest and its output parameter is CreateOpenShipmentReply. The
data types of these two complex parameters are CreateOpenShipmentRequest and CreateOpen-
ShipmentRequest respectively. Existing studies in structural interface analysis have primarily
focused on the structural mismatches between an expected service and one that is provided
by a service provider, and on the relationships between different service interface elements
such as input and output parameters. In this thesis, structural interface analysis is conducted
in order to uncover the underlying artefacts (i.e. business entities) encapsulated in a service in
the form of input and output parameters and to examine the relationships between parameters
(both input and output) of different operations of a service in order to derive the relationships
between these business entities. Therefore, this section reviews existing work that lies in three
areas: structural interface mismatches, parameter relationship analysis, and the derivation and
utilisation of artefacts and relations between artefacts.
2.2.1 Structural Interface Mismatches
Service structural mismatches (also known as signature mismatches [Xie and Zhang, 2006])
refer to the incompatibilities of operation signatures, data parameters, and data types of one
service with those of another service. The key to addressing structural mismatches is schema
matching [Drumm et al., 2007, Kokash, 2006, Rahm and Bernstein, 2001], a process that
identifies correspondences between the elements of two schemas. Rahm and Bernstein [2001]
reviewed various schema matching techniques. Essentially, the two types of matching, syntactic
matching and semantic matching, have been discussed in a number of articles [Kongdenfha
et al., 2014, Motahari Nezhad et al., 2007, Rahm and Bernstein, 2001, Viswanath et al., 2002].
On the syntactic level, linguistic approaches have been used to identify the similarity of two
1http://www.w3.org/TR/wsdl
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elements. For example, Bernstein et al. [2006] proposed a lexical similarity matching technique
to rank match candidates. In Wordnet2, a lexical database for English words, words are grouped
into sets of synonyms called synsets. Various studies have utilised this database for similarity
matching [Giunchiglia et al., 2004, Kokash, 2006]. Motahari Nezhad et al. [2007] proposed
a pair-wise approach to compare both the message names and the data types of two WSDL
schemas.
A number of studies have adopted semantic techniques [Kokash, 2006] in addressing struc-
tural mismatches. For example, Drumm et al. [2007] proposed an automatic schema match-
ing mechanism called QuickMig for migrating legacy data in various formats to a relational
database. This mechanism is able to determine semantic correspondences of schema ele-
ments between the legacy data source and the new format of data using the matching tech-
nique COMA++ [Do and Rahm, 2002]. The mechanism requires domain knowledge, which
is captured through questionnaires at the beginning. This semantic knowledge is modelled
using OWL (Web Ontology Language)3. COMA++4, a widely used semantic matcher [Mota-
hari Nezhad et al., 2007], has been employed in this thesis to conduct the comparison between
two schemas. A rule-based approach to service signature mismatch identification, suggested by
Younas et al. [2005] to facilitate service selection at design time, identifies mismatches based on
the assumption that structural interfaces are annotated with OWL-S (Ontology Web Language
for Services)5.
Structural similarity between two service WSDL specifications is assessed by a tree edit
distance algorithm by Wang and Stroulia [2003]. This article interprets an XML-based WSDL
specification as a document that consists of a number of hierarchical elements: the lowest level
being the hierarchical data types, messages whose structures depend on the defined data types,
operations which are comprised of messages, and finally a service which is a collection of
operations. The algorithm presented in this article compares structures of two service WSDL
specifications on different levels and then calculates the structural similarity between the two
services. In addition to various research efforts in the area of service mismatches, many com-
mercial products such as Microsoft BizTalk Mapper6, Stylus Studio XML Mapping Tools7, and
2http://wordnet.princeton.edu/
3https://www.w3.org/TR/owl-features/
4http://dbs.uni-leipzig.de/de/Research/coma.html
5http://www.w3.org/Submission/OWL-S/
6https://msdn.microsoft.com/en-us/library/ee253382(v=bts.10).aspx
7http://www.stylusstudio.com/xml-mapper.html
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SAP XI Mapping Editor8 are available in the market.
2.2.2 Data Relationship Analysis
Data dependencies between input and output parameters of a service operation have been
analysed in several research studies. Bertolino et al. [2009] proposed a data elicitation method
that records a dependency (part of an input/output (I/O) dependency model) whenever the
type of an output parameter of an operation matches with the type of an input parameter of
another operation. The I/O dependency model is then reasoned using heuristics such as (1) the
dependency is certain when the type is complex (i.e. user-defined type); (2) the dependency is
certain when, in addition to having the same data type, the parameters also have the same name;
(3) the dependency can be removed when the output parameter is an error message, as an error
represents the end of an interaction. False dependencies that fail in the following service testing
are removed from the I/O dependency model. The resulting data model, then represented as a
data automaton, is transformed into a behavioural protocol automaton. This data dependency
analysis by Bertolino et al. [2009] was conducted primarily on data type matching, which is
limited, as only the I/O dependency can be derived. In fact, relations between data elements of
a service signature are far more than just a simple dependency. Therefore, despite the method
being reasonable for deriving service behavioural interfaces, its contribution to the analysis and
understanding of structural interfaces is limited.
Data dependencies have been also discussed by Kuang et al. [2007], where these depen-
dencies are utilised to match a requesting service and providing service. Unlike the work
of Bertolino et al. [2009], where data dependencies exist between input parameters of one
operation and output parameters of another operation, the proposal by Kuang et al. [2007]
focuses on the dependency of input and output parameters of the same operation. For example,
if two of operation op’s input parameters, i1 and i2, have to be provided in order to produce one
of op’s output parameters, o1, then o1 depends on i1 and i2. Data dependencies are used directly,
but there paper does not address how these are generated.
Data dependencies between elements in a WSBPEL specification have also been analysed
[Bartolini et al., 2008, Moser et al., 2007]. Data flow models are generated as a result of the
analysis. These models are then utilised in verifying and validating service composition. For
8https://wiki.scn.sap.com/wiki/display/XI/Mapping+Concepts+in+SAP+XI
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example, in [Bartolini et al., 2008], control flow graphs are derived based on BPEL specifica-
tions, and these graphs are then annotated with definition and use of each variable. If a variable
v is defined in node d, and it is used (accessed) in node u, this definition-use pair for v is
denoted as (d, u). A definition-use pair is used for coverage testing when validating service
composition. For instance, typical suspicious situations that can be statically identified could
be (d, d), a variable is defined successively without any usage in between, or (−, u), a variable
is used without being previously defined. Bartolini et al. argued that, despite the fact that
behavioural models mainly focus on control flows, these models can be augmented with data
flow annotations.
E. James Whitehead [2002] discussed another type of relationship between data elements –
containment (one entity is contained in another one). In this article, two types of containment
are presented: single and multiple containment. The former means an entity belongs to only one
containment set. This form of containment is captured in this thesis as exclusive containment
(see Definition 6 in section 3.3). Multiple containment, on the other hand, means that an entity
can be held by more than one container, and this is captured as inclusive containment in this
thesis (see Definition 7 in section 3.3). E. James Whitehead [2002] also argued that a container
entity can contain another entity one or multiple times, and this characteristic was described as
membership. In service interfaces, an entity can contain another entity one or multiple times
depending on the specific context, and this feature is captured in this thesis through multiplicity
of a relationship between two entities. The order of containment [E. James Whitehead, 2002]
can be ordered, where the entities within a container have a fixed successive arrangement;
unordered, where the entities have no prescribed arrangement; and grouped, where subsets
of members are ordered but there is no order between subsets. E. James Whitehead [2002]
proposed that there are two ways of representing a containment relationship: inclusion [Bauck-
mann et al., 2007] and referential. The former denotes that a container physically contains a
containee, whereas the latter means that a container can use a reference to its members. Both of
these two types are considered in this thesis.
2.2.3 The Notion of Artefacts
The notion of artefacts, also referred as (business) objects in [Eshuis and Van Gorp, 2015,
Lu et al., 2015, Meyer and Weske, 2014], business artefacts in [Bhattacharya et al., 2007a,
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Nigam and Caswell, 2003], information entity [Kumaran et al., 2008] and business entity in this
thesis, has been introduced in various studies. Web services, essentially, provide capabilities
that manipulate artefacts [Bhattacharya et al., 2007b, Calvanese et al., 2009, Fritz et al., 2009,
Gerede and Su, 2007, Lohmann and Wolf, 2010] that are encapsulated in service interfaces, so
the concept of artefacts is of great importance to service interface analysis. The challenge is
to identify these artefacts that are buried in parameters of operations, noting that operations of
especially larger services can have more than one artefact, with potential overloading arising
from bad service interface design. Identification of artefacts, therefore, is a complex problem
requiring insight into the clustering of the different attributes which imply the structural type
cohesion of an entity.
Artefacts have been used to model and analyse business processes in a number of studies
[Bhattacharya et al., 2007a, Eshuis and Van Gorp, 2015, Hull et al., 2011a, Lohmann and
Wolf, 2010, 2014, Wang et al., 2015]. This method, called data-centric or information-centric
modelling by Eshuis and Van Gorp [2015] and Kumaran et al. [2008], has proved effective in
process modelling, especially in a knowledge-intensive process. Bhattacharya et al. [2007b]
formalised an artefact system of three notions: artefact, schema, and business rules. In this
artefact system, an artefact is formally defined as a tuple, which includes a name, a set of
attributes and states, and a mapping from data types to attributes. Their artefact system, which
builds a foundation for artefact-centric process modelling and automated workflow creation,
has been extended by Fritz et al. [2009].
Artefacts have been used as a central notion when transforming process models from one
form to another, particularly from a conventional activity-based model to a information-centric
one. The two primary studies [Eshuis and Van Gorp, 2015, Kumaran et al., 2008] in this area
both of them employ state machines to model life cycles, and these life cycles are the output of
the transformation.
Eshuis and Van Gorp [2015] proposed a semi-automated technique for translating an activity-
centric process model (an UML activity diagram with object nodes) to a data-centric one (a
state machine); the state machine is then further mapped to an artefact-centric schema using
a guard-state-milestone approach [Hull et al., 2011b]. Synthesis rules for object creation,
finalisation, read-access, and update-access are defined to transform a basic substructure of an
activity diagram into that of a state machine. A prerequisite of the transformation is that object
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nodes, which define object flow, are provided as part of the UML activity diagrams. Therefore,
translation from activity-based processes to data-based ones does not involve the identification
of objects.
Kumaran et al. [2008] formalised information entities based on the domination theory and
argued that these entities are inputs and outputs of processes. Given activity-based processes
that contain both data flows and control flows, information entities and their domination rela-
tionship are discovered based upon the concept of domination. These entities and domination
relationships are captured through an entity domination graph in the form of directed acyclic
graphs. The domination graph is then converted to data containment models [E. James White-
head, 2002, Zimmermann et al., 2012], because domination, in fact, indicates a strict contain-
ment relationship. For each root container entity, an information-centric behaviour model is
then produced. This is achieved by removing the nodes that are not related to the entities it
contains from the original activity-based process models, and adding states before and after
each activity. These states are manually annotated and managed by humans. The information-
centric process models produced in the research by Kumaran et al. [2008] are flat, as they do
not involve parallelism. In addition, only the domination relationship, which indicates strict
containment, is covered in [Kumaran et al., 2008]. The authors pointed out that there are other
data relationships between business entities, but these relationships are not addressed in the
paper. While the derivation of business entities in this article is a straightforward process, as
entities are provided by the given data flows, the domination relationship sheds some light on the
analysis of relationships between artefacts revealed in web services in this thesis. Additionally,
the research by Kumaran et al. [2008] has demonstrated the vital value of artefacts in simplifying
business process models, and this idea is adopted in this thesis when reducing the complexity
of overloaded service interfaces.
Meyer and Weske [2014] also proposed a number of algorithms to support round-trip trans-
formations: that is, from activity-centric processes to artefact-centric ones and vice versa.
Unlike the research conducted by Eshuis and Van Gorp [2015] and Kumaran et al. [2008],
the work of Meyer and Weske [2014] constructs an object life cycle by processing each trace
of a process model. Lohmann and Wolf [2010, 2014] proposed a transformation from activity-
centric processes to artefact-centric processes as well, but they looked at the transformation
from an inter-organisational point of view. Lohmann and Wolf modelled artefacts as a Petri net
model, with places representing states and transition representing actions that evolve states, in
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which artefacts are sent around between organisations.
Artefacts (i.e. classes and their relationships) have been well studied [Barbier and Henderson-
Sellers, 1999, Gue´he´neuc and Albin-Amiot, 2004]. For example, Gue´he´neuc and Albin-Amiot
[2004] proposed algorithms that detect binary class relationships in UML, namely association,
aggregation, and composition, from Java codes. In particular, both static and dynamic (trace
analysis) analyses were conducted in order to derive these relationships, based on the values of
four properties: invocation site, multiplicity, exclusivity, and lifetime. Invocation site refers to
the indicators of a relation. For example, it can be a field, an array or collection (which also
shows multiplicity), or a local variable. Multiplicity defines the cardinality of a relation between
two classes. Exclusivity denotes whether a relationship between two classes is exclusive.
Lifetime constrains the lifetimes of all instances of class B with respect to the lifetimes of all
instances of class A. The formalisation of the three relationships based on these four properties,
given in [Gue´he´neuc and Albin-Amiot, 2004], sheds some light on the relationships between
the business entities that this thesis is to derive, as a business entity is a concept similar to a
class in UML. Therefore, when defining and deriving relationships between business entities in
this thesis, the applicability of these four properties will be examined.
In a service-oriented setting, Fritz et al. [2009] investigated how a single artefact can evolve
from an initial stage into other states as a result of service invocations. Those authors argued
that services are non-deterministic, because assigning different values to input parameters may
produce different outputs. The use of input and output parameters evolves the state transition
of artefacts attached to a service. A family of services (in fact, operations) that operate on an
artefact are associated together, and each of these services is annotated with a pre and a post
condition. However, identifying artefacts, associating services with artefacts, and annotating
pre and post conditions are not discussed in their paper, as their research assumes these details
are given. In fact, artefacts that are operated by service operations are usually buried in them.
This thesis, in fact, addresses the challenge by uncovering artefacts and associating them with
operations that operate on them. As noted earlier, Bhattacharya et al. [2007b] defined a service
as a tuple: name, read and write variables, pre and post conditions over variables. The variables
in this definition refer to business artefacts, so services [Bhattacharya et al., 2007b] capture both
the input/output artefacts and the pre/post conditions over these artefacts. Their formalisation
of service reflects the relationship between services and artefacts: services take artefacts as
inputs and produce artefacts as outputs. The effect of the manipulation is to evolve states of
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artefacts, as pre and post conditions over artefacts in the definition of service support this.
However, Bhattacharya et al. proposed only the formalisation; how these input/output artefacts
and pre/post conditions are populated has not been addressed. This gap is to be closed in this
thesis.
2.2.4 Artefacts and Relationship Derivation
In the existing studies, a number of techniques have been proposed to identify artefacts from
various sources such as relational tables [Lu et al., 2015, Nooijen et al., 2013], event logs
[Popova et al., 2015], and text files [Wang et al., 2015].
Relational tables: Two consecutive studies [Lu et al., 2015, Nooijen et al., 2013] proposed
a method that discovers artefacts in an ERP system based on instances that are recorded in
relational tables. Data records that present changes to a system are turned into event logs be-
cause these records reflect the behaviour of artefact instances. These records are then analysed
in order to derive a life cycle of an artefact. For instance, if 80 payments out of 100 are made
before their corresponding invoices are issued, the creation of Payment should take place before
that of Invoice. The life cycle models generated present only the temporal sequence between
various states of an artefact; operations that realise state transition are not revealed in these
models, because operations are not found in database logs. Life cycle models of two artefacts
are connected if they have a relation that is revealed through foreign keys. The connection
implies only a causal relationship between two artefacts. The method proposed in these two
studies differs from that in this thesis in two ways: (1) Operations, which are an important
feature of services and ERP systems, were not covered either of two studies; (2) Only a causal
relationship was revealed, which is not enough to describe rich relationships between different
artefacts. Despite the limitations, the method used by Lu et al. can be complementary to the
one proposed in this thesis, as artefact models produced based on instance logs can be utilised
to validate the models it derives.
Event logs: In order to derive artefact-centric process models, event logs have been ex-
plored. For instance, Popova et al. [2015] discovered artefacts and their relationships from even
logs. In their study, each log entry records an attribute-value pair, which represents data that is
read or modified due to the occurrence of the event, a timestamp that reflects when the event
occurs, and the event type. Raw logs are firstly turned to a set of tables, with each table grouping
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the same types of event. Primary key candidates are then identified, but the final decision on
primary keys is determined at the end by users manually. All tables that have exactly the same
primary key are then clustered, with each cluster corresponding to an entity. The foreign-
primary-key relationships between entities are identified by discovering inclusion dependencies
[Bauckmann et al., 2007] between a primary key of an entity’s table and a combination in
another entity’s table. A collection of entities and their relationships form an ER model. The
foreign-primary-key relationships are further refined with precedence relations between entities.
If one entity precedes another and is not preceded by other entities, it is a top-level entity. All
top-level entities are then presented to users so that they can designate the main entities. Non-
main entities are then grouped with main ones and each group forms an artefact. Binding entities
together in the form of artefacts allows the derivation of artefact-centric life cycle models, as
the behaviour of entities under the same artefact is usually inter-related. This idea is similar to
the derivation of service behavioural interfaces in this thesis, as service operations associated
with conceptually linked business entities are behaviourally connected (See Chapter 4 for more
details). The notion of artefact in the research of Popova et al. has different granularity to that
proposed in this thesis, where each business entity is considered an artefact.
Text files: Machine learning algorithms, such as Hidden Markov Models, have been applied
to perform named entity recognition [Altun et al., 2003] for text-based data. This type of
recognition deals with the identification of phrases containing person, location, and organi-
sation names. This method is inapplicable to extracting business entities from web service
specifications because potential business entities in these specifications are far more complex
than just names of a person, location and organisation. Wang et al. [2015] proposed a statistic-
based machine-learning technique for the identification of other types of entities. This method
first extracts the statistical features of a potential string. These statistical features include infor-
mation about the collocation, boundary, and frequency of words. A Support Vector Machine
[Cortes and Vapnik, 1995] classification algorithm then takes these representative features and
determines if a string is a semantic entity or not. A decision tree is used to filter out negative
samples before the features are fed to the classifier. The research by Wang et al. also addresses
the relationships between business entities. However, these relationships are based only on the
semantic closeness between two entities.
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2.3 Behavioural Interface Synthesis
Service behavioural interfaces (also known as service protocols [Ragab Hassen et al., 2008] or
sequencing constraints [Yellin and Strom, 1997]) define the temporal order of service operation
calls: that is, the sequence of invoking service operations. These interfaces, which describe
the external behaviour of a service, are commonly described using WS-BPEL9 (Web Services
Business Process Execution Language). To benefit from the capabilities offered by a service,
service operations should be invoked in a precise sequence, so it is essential for a service user to
know the behavioural interfaces. Despite the existence of behavioural interface specification
languages, such as WS-BPEL and XPDL (XML Process Description Language)10, service
behavioural interface descriptions are often not provided as part of service delivery in reality
[Bartolini et al., 2008, Bertolino et al., 2009, Kokash, 2006, Motahari-Nezhad et al., 2007,
Wasylkowski et al., 2007]. Various techniques have therefore been proposed over recent years to
address the challenge of generating this form of interfaces: that is, service behavioural interface
synthesis. These techniques include code/specification analysis, machine learning, semantic
ontologies, interaction log mining, and service composition.
Static specification analysis and inference has been used to synthesise service behavioural
protocols by Bertolino et al. [2009], Barr et al. [2015], Cavallaro et al. [2010], and Autili et al.
[2015b], as data plays a big role in the derivation of behavioural interfaces [Merten et al.,
2012]. For instance, the specification analysis technique proposed by Bertolino et al. [2009]
elicits dependencies between input and output parameters of service operations: that is data-
flow invariants [Merten et al., 2012]. A dependency, initially identified if two parameters are of
the same type, is then subject to further reasoning using some heuristics. Once a dependency
is finally determined, it then transformed into behavioural protocol automata. For example, if
one of op1’s input parameters depends on one of op2’s output parameters, then op2 should be
invoked before op1. In addition to temporal sequences, data that has to be passed to and that is
generated by an operation is also reflected in the automata. Operations that do not rely on data
dependencies are considered loop transitions on every state of an automaton. This approach fails
to derive an accurate behavioural model, especially when semantic properties are not revealed
[Merten et al., 2012].
9https://www.oasis-open.org/committees/wsbpel/
10http://wfmopen.sourceforge.net/TC-1025_10_xpdl_102502.pdf
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A similar approach has been proposed by Bai et al. [2005], where operation flows are
derived based on data dependencies among operations, particularly input dependency, input/out-
put dependency, and output dependency. Tsai et al. [2002] extended WSDL to support the
description of input-output dependency so that test cases can be generated. All these data
dependency based approaches are able to derive behavioural models when the number of input
and output parameters is small, but they are not applicable and are impractical when the number
is large, for example over a thousand, such as in enterprises services. Because the number of
input/output parameter pairs that possibly match and depend on each other would be enormous,
the number of the resulting data dependencies would be massive. Therefore, in the context of
enterprise services, these data dependency based methods for deriving behavioural interfaces
are prohibitive.
Source code analysis is another technique for deriving behavioural models [Crescenzi et al.,
2001, Di Lucca et al., 2004, Krogmann and Kuperberg, 2010]. For instance, Di Lucca et al.
[2004] proposed a two-phase analysis approach in which source codes (such as HTML tags and
PHP programs) and the execution of web applications are analysed and observed, to recover
high-level design documentation such as sequence diagrams. Similarly, source codes of tradi-
tional software components were analysed to derived behavioural knowledge [Alur et al., 2000,
Dallmeier et al., 2006, Ghezzi et al., 2009, Krogmann and Kuperberg, 2010, Wasylkowski et al.,
2007, Whaley et al., 2002]. For example, Java source codes were mined to infer sequences of
method calls in some studies [Alur et al., 2005a, Gabel and Su, 2008, Pradel and Gross, 2009,
Wasylkowski and Zeller, 2008, Wasylkowski et al., 2007]. Wasylkowski and Zeller [2008]
used these temporal constraints to detect object usage violations and to generate operational
preconditions: that is, the sequence of operations that a variable has to go through before being
used as an input parameter. Typestate mining and test-case generation were jointly utilised
by Dallmeier et al. [2012] to infer software behavioural models in the form of finite state
automata. All these proposals are white-box techniques and rely on the availability of source
codes. However, source codes of web services are usually not available, so these approaches
are not applicable in the context of web services.
Automata learning has proven effective in constructing behavioural models of reactive sys-
tems [Alur et al., 2005b, Merten et al., 2012, Raffelt et al., 2009]. This method actively
interrogates target systems with queries, observes behavioural models produced in response to
the queries, and learns these models using machine learning algorithms. Models are constructed
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by gathering observations of the behaviour triggered by test questions. These deterministic
service behavioural models are represented as Mealy machine. In order to learn models more
effectively, it is important to handle the data dependencies between invocations, so analysis of
data parameters and data flows for the derivation of behavioural models can be complemented
by the utilisation of automata learning [Howar et al., 2010, Jonsson, 2011, Merten et al., 2012,
Shahbaz et al., 2007]. For instance, the work of Bertolino et al. [2009] has been complemented
by active automata learning [Merten et al., 2012] to improve the accuracy of behavioural models
derived. Specifically, in this later work, the data dependency models produced by Bertolino et al.
[2009] were taken as inputs for LearnLib to infer a behaviour model. This work has improved
the accuracy of behavioural models, but, as the authors argued, the scalability of the approach
still remains a problem.
Some behavioural interface derivation techniques rely on the provision of semantically
annotated structural interfaces [Howar et al., 2010]. Semantic web service standards such as
WSDL-S11 allow users to annotate the semantic meaning of each WSDL element: that is, an
operation, input, or output parameter. Each annotation corresponds with a predefined ontology
described in languages such as OWL or OWL-S. For example, in Listing 2.1, the extension
attribute, modelReference, specifies the association between the operation, processPurchase-
Order, and Rosetta RequestPurchaseOrder (see lines 2 and 3). RequestPurchaseOrder is defined
in the semantic model, Rosetta12. This association indicates that the operation is to manipulate
purchase order, as RequestPurchaseOrder defines a standard purchase order in RosettaNet.
Similarly, each element of the purchase order item (POItem), such as dueDate and quantity,
is associated with an item in a predefined ontology. For example, dueDate is linked to DueDate
in POOntology (see line 17), implying the meaning of the attribute: dueDate. Semantic an-
notations also enable the specification of preconditions and post effects of a service operation.
A precondition defines a set of requirements and restrictions such as “must have an existing
account with this company”, and “only US customers can be served” that have to be met by a
caller before an operation is invoked. For example, in Listing 2.1, the specification states that
an account has to exist before invoking processPurchaseOrder (see line 9). A post effect defines
the result of an operation invocation. It can be outputs returned from an invocation or changes
that occur as a result of an invocation: for example, “a new purchase order will be created” or
11http://www.w3.org/Submission/WSDL-S/
12https://www.rosettanet.org/RosettaNet
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1 < i n t e r f a c e name=” P u r c h a s e O r d e r ”>
2 <o p e r a t i o n name=” p r o c e s s P u r c h a s e O r d e r ” p a t t e r n = w s d l : i n−o u t
3 wssem:mode lRefe rence =” R o s e t t a : R e q u e s t P u r c h a s e O r d e r ”>
4 <i n p u t messageLabe l =” p r o c e s s P u r c h a s e O r d e r R e q u e s t ”
5 e l e m e n t =” t n s : p r o c e s s P u r c h a s e O r d e r R e q u e s t ” />
6 <o u t p u t messageLabe l =” p r o c e s s P u r c h a s e O r d e r R e s p o n s e ”
7 e l e m e n t =” p r o c e s s P u r c h a s e O r d e r R e s p o n s e ” />
8 <!−−P r e c o n d i t i o n and e f f e c t a r e added as e x t e n s i b l e e l e m e n t s on an o p e r a t i o n −−>
9 <w s s e m : p r e c o n d i t i o n name=” E x i s t i n g A c c t P r e c o n d ”
10 wssem:mode lRefe rence =” POOntology # A c c o u n t E x i s t s ”>
11 <w s s e m : e f f e c t name=” I t e m R e s e r v e d E f f e c t ”
12 wssem:mode lRefe rence =” POOntology # I t e m R e s e r v e d ” />
13 < / o p e r a t i o n>
14 <complexType name=” POItem ”>
15 <a l l>
16 <e l e m e n t name=” dueDate ” t y p e =” da teTime ”
17 wssem:mode lRefe rence =” POOntology # DueDate ” />
18 <e l e m e n t name=” q u a n t i t y ” t y p e =” f l o a t ”
19 wssem:mode lRefe rence =” POOntology # Q u a n t i t y ” />
20 <e l e m e n t name=”EANCode” t y p e =” s t r i n g ”
21 wssem:mode lRefe rence =” POOntology # ItemCode ” />
22 <e l e m e n t name=” i temDesc ” t y p e =” s t r i n g ”
23 wssem:mode lRefe rence =” POOntology # I temDesc ” />
24 < / a l l>
25 < / complexType>
26 < / i n t e r f a c e>
Listing 2.1: A purchase order service specification with WSDL-S
“the credit card account will be debited”. With semantic annotations, especially preconditions
and post effects, sequences of invoking different operations can be easily derived. For instance,
a post effect of one operation may be the precondition of another operation, indicating that the
former operation should be invoked before the latter one.
Howar et al. [2010] adapted automata learning to the problem of service interaction analysis.
Semantic ontologies were used to complement automata learning, because semantically anno-
tated interface descriptions showing predictions and effects were the prerequisite for learning
interaction protocols. However, providing semantic annotations adds additional work to service
providers. In fact, semantically annotated descriptions are usually not supplied in practice.
Additionally, the development and maintenance of semantic ontologies requires a significant
amount of lead time and adoption.
Another solution to deriving service behavioural interfaces is to extract them from past ex-
ecution using mining algorithms [Devaurs et al., 2008, Dustdar and Gombotz, 2006, Motahari-
Nezhad et al., 2007, Musaraj et al., 2010, Serrour et al., 2008]. This approach takes service
interaction traces, extracts sequence of events, and then infers the temporal order of service
operation invocation. For example, Motahari-Nezhad et al. [2007] presented techniques to
address logs that contain noise (i.e. imperfections), and then to discover service behavioural
models from these logs. Models were further refined with heuristics in this approach. Similar
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studies were conducted by Musaraj et al. [2010] and Serrour et al. [2008] to mine service
protocols by a means of correlating logged messages with the service interaction they belong
to. Mining execution traces has also been conducted in conventional software systems [Gabel
and Su, 2008]. For example, GK-tail [Lorenzoli et al., 2008] is a technique to automatically
generate behavioural models from (object-oriented) system execution traces. These models
present sequences of method invocations, and data constraints on these invocations, in the
form of Extended Finite State Machine. Like any other mining approaches, the accuracy of
behavioural models generated depends on the completeness of logs supplied. Krka et al. [2010]
complemented mining invocation traces with invariants. These invariants were produced by a
tool called Daikon [Ernst et al., 2007], which observes data values of program executions and
reports invariants that hold over all executions. All these mining based methods for deriving
behavioural interfaces incur overheads for aggregating logs and can suffer from missing in-
formation for the derivation of association dependencies. In addition, interaction logs are not
always available, so the application of mining techniques is limited.
Service composition has been adopted in behavioural interface synthesis [Autili et al., 2015a,
Berardi et al., 2005a, Yellin and Strom, 1997]. The common problem being addressed, as
Ragab Hassen et al. [2008] pointed out, is “how to automatically generate a new target service
protocol by reusing some existing ones”. In [Berardi et al., 2005b], for instance, each service
protocol, described as an execution tree, is taken as the input in order to produce a new protocol
that is a composition of several execution trees. The assumption made in composition-based
synthesis techniques is that the interfaces of individual services involved in a composition are
available, but this is not always realistic. In fact, the current study in this thesis produces service
protocols for an individual service so that a composition-based synthesis can be carried out.
Gerede et al. [2007] argued that, as artefacts have been introduced to process modelling
(see details in Section 2.2.3), business process models are representations of the processing of
business artefacts. Therefore, a number of studies have investigated the construction of artefact-
centric process models: that is, the service behavioural protocols [Gerede et al., 2007, Gerede
and Su, 2007]. For example, Fritz et al. [2009] proposed a goal-oriented workflow construction
method. A family of services (operations in fact) that operate on an artefact are associated
together; each is annotated with a pre and post condition using semantic annotation standards
such as WSDL-S. This bundle is called pre-workflow. Given a goal which is specified by
business rules, their study goes through pre and post conditions of services in order to construct
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a path to satisfy that goal. This path involves multiple invocations of services, and progressing
through them can eventually fulfil the goal. However, their research avoids the challenging
task of the creation of a pre-workflow, as it assumes that this form of flow is a prior given.
While semantic standards such as WSDL-S allow the specification of pre and post conditions
of services, this form of specification is usually not provided as part of service delivery.
The current research in this thesis analyses structural interfaces, and derives business entities
and their relationships, in order to transform service operations into the CRUD of business
entities. Ultimately, ordering constraints are developed among these operations, based on the
relationships between entities. Essentially, this approach is to produce service behavioural
models based on structural ones, so some similar studies are reviewed as follows.
Several studies have attempted to synthesise behavioural models, given structural ones in the
field of object-orientation [Martnez, 2005, Wagenhals et al., 2002]. For example, Wagenhals
et al. [2002] proposed a technique that converts artefact-based UML models, including class,
sequence, collaboration, and activity diagrams, to executable process models in the form of
colour Petri nets. Class diagrams are refactored based on a number of rules. For instance,
messages or events that are described in collaboration and sequence diagrams are transformed
into association classes in a class diagram. A non-association class with both attributes and
operations is converted to a parent object that contains only operations and one or more child
objects that contain attributes. The child objects have an aggregation association with their par-
ent object. A class has either attributes or operations, but not both. A refactored class diagram
provides a basic structure for the conversion. Association classes represent the messages that
will be passed from the operation of one class to the operation of another class. Substitution
transitions are created for each non-association class that has operations, and a sub-page is
created for each of these transitions later. Each operation of these non-association classes is
represented by a transition, which is located on the sub-page of the substitution transition for
the class to which the operation belongs. Places are created for association classes that represent
messages from one operation to another. Port places are created for non-association classes that
have only attributes (i.e. the “part-of” classes). Arcs are determined from activity diagrams
where message flows are specified. With these rules, color Petri net behavioural models can
be derived from the structural ones. Nevertheless, this method is not applicable in the context
of web services, as the inputs (artefact-based UML models) are not usually available in this
context. Even if they are, there is still a lack of other information such as activity, sequence, and
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collaboration diagrams. A similar study, [King and Pooley, 2000], proposed a conversion from
UML state charts and collaboration diagrams to Petri net models for the purpose of measuring
software performance.
2.4 Service Variant Derivation
Services, especially enterprise services such as SAP or Oracle ERP ones for example, are com-
plex; their interfaces are overloaded as they have hundreds of parameters. A large proportion
of these parameters are optional, and some of them may become mandatory only on certain
occasions and in some business scenarios. In addition, there could be more than one valid
invocations of a service: that is, multiple service variants. However, from a service user’s point
of view, the knowledge about what these valid invocations are is not available. Therefore, it is
significant to derive them. Existing methods for deriving these invocations are either through
manually annotating service interfaces, or applying model-driven innovations, or a combination
of both [Chang and Kim, 2007, Nguyen et al., 2015, Stollberg and Muth, 2010]. This section
presents some of these methods.
Although annotating a service variant at design time allows users to select an appropriate
variant when invoking, this approach incurs additional design work and users’ selection is also
not automated. For example, Tosic et al. [2002] proposed a complementary service descrip-
tion language called Web Service Offerings Language that allows the specification of multiple
offerings (i.e. variants) from a service. Offerings are distinct because they have their own
constrains, such as the input parameters involve and the conditions of invoking a parameter.
The definition of different offerings enables the selection of an appropriate service variant for
a particular circumstance. However, applying this offerings language requires manual work to
annotate a service interface, and this annotation usually demands some guidance from domain
experts. In addition to structural interface variants, the variability modelling approach described
in [Chang and Kim, 2007] also addresses workflow variability. This form of variability refers
to the variation in the sequence of invoking service operations: for the same service, different
ordering may be performed by different users. The modelling method allows XML schema-
based annotation. For example, if an operation is optional, it will be marked as an alternative
using xml tags, along with a condition that specifies the requirements for invoking the operation.
WSDL, in fact, allows users to annotate if an input parameter is optional, but it does not support
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the specification of conditions.
Manual modelling has been the dominant method for service variant customisation [Nguyen
et al., 2015]. Stollberg and Muth [2010] proposed a model-driven approach to the creation
of simplified service variants for complex enterprise services. This technique allows service
users to utilise a variability meta-model to customise service input parameters based on their
requirements. For instance, the SAP Goods Movement Enterprise Service was used by Stollberg
and Muth as an example to demonstrate the approach. A variability skeleton, which contains
all operations provided by a service, and the input and output messages of these operations,
is created automatically first. This skeleton is then subject to refinement by domain experts.
Two modelling activities are involved in this refinement. The first is to group operations that
provide similar capabilities. For example, there might be two operations for creating the Goods
Movement object, with one requiring a reference to related documents such as sales order, and
one without.
The other modelling activity in the work of Stollberg and Muth [2010] is concerned with
data dependencies among input and output parameters of operations. Data dependencies in
this article refer to whether an input parameter is required in an invocation. For instance,
the operation that creates Goods Movement with a reference to related objects – sales order
for instance – should have the reference id as a compulsory input. However, the original
WSDL specification presents the reference id as an optional one. The mechanism proposed
in Stollberg and Muth [2010] allows domain specialists to impose a “required” constraint on
a parameter for an operation. The variant modelling continues with a manual filtering process
where only relevant parameters are selected for a specific invocation. Overall, Stollberg and
Muth attempted to address the same problem that the current study in this thesis is tackling
(i.e. service variant analysis and management), but unlike the method proposed in this thesis,
which generates service variants automatically (see Chapter 5), theirs is based on a manual and
error-prone modelling process.
The service customisation framework described in [Liang et al., 2006] enables service
providers to declare web service customisation policies so that service users can obtain a cus-
tomised service. These policies depict how information in a service interface description can
be adapted (e.g. adding new elements or removing existing attributes from service interfaces).
Nguyen et al. [2015] proposed a feature model that allows service users to select variants at
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high level of abstraction when analysing their requirements, based on the feature that they are
interested in. Users are required to model features as a prerequisite.
The existing approaches to service variant derivation rely on either manual annotation or
modelling; they also require the involvement of domain experts. To the best of the author’s
knowledge, no attempt has yet been made to automate the derivation of service variants. To
close that gap, as part of structural interface analysis, this research proposes a novel approach
which automatically generates service variants.
2.5 Key Findings
Three significant gaps and requirements have been identified through this literature survey:
• Supporting the unilateral analysis and understanding of structural interfaces of services,
especially enterprise ones, based on key artefacts, in order to improve the comprehensi-
bility and interoperability of services
• Synthesising service behavioural interfaces to support service integration and consump-
tion
• Capitalising the consolidated artefacts and knowledge across different services
2.5.1 The Need for Structural Analysis
Integrating and consuming enterprise services, such as those from SAP, FedEx, and Amazon
is challenging. This is because the interfaces of these services are complex and overloaded,
and are not published in a way that can be easily understood by service integrators/users. Most
service providers, especially enterprise system vendors, simply migrate their legacy systems
to services with heavy interface signatures wrapped in WSDL specifications [Issarny et al.,
2011]. These XML-based documents usually contain thousands of lines of codes that attempt
to describe the input and output messages of each operation offered by a service. For example,
the FedEx Shipping service13 has 7526 lines and thousands of parameters. These interfaces are
a result of a direct migration from legacy systems that have a large number of input parameters
13http://www.fedex.com/templates/components/apps/wpor/secure/downloads/
xml/Aug13/advanced/ShipService_v13.xml
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catering for various needs and different users. In the SAP R/3 ERP system, for example, the
number of fields of LineItems for a Purchase Order is numerous14, and the header of Purchase
Order has hundreds more fields15. These legacy ERP fields, discussed in [Lu et al., 2015] have
been directly turned into input parameters of web services that are related to the creation of
Purchase Order. This approach, referred to as a “super-service approach” according to Nguyen
et al. [2015]; is a single instance that provides all service capabilities required by all customers.
Two problems can arise from these complex and overloaded service interfaces. The first is
that service users do not understand what these services offer: that is, what the capabilities of
these services are. The second is that they do not know how to invoke these services, because
numerous parameters indicate different variants and multiple ways of invoking a service, but
users are not informed about what these invocations are. Therefore, consuming and integrating
these services requires manual effort and reliance on service providers or domain specialists
to provide insights into these interfaces [Motahari Nezhad et al., 2007]. This in turn inhibits
effective service adaptation and integration [Nguyen et al., 2015, Stollberg and Muth, 2010].
Consequently, service integration incurs significant lead times and costly maintenance, and its
productivity in the context of dynamic service growth on the scale of the Internet is restricted.
The literature survey in Sections 2.2 and 2.4 reveals that existing studies into service in-
terface analysis have failed to address such complexity. Therefore, there is a need to relax the
complexity, improve the comprehensibility of these overloaded services, and reduce the reliance
on service providers’ or domain experts’ knowledge of how a service can be used. The solution
is to have a unilateral service interface analysis mechanism. This mechanism should be able to
analyse complex interfaces and present them in a way that service users can understand with
ease. To achieve this, structural interfaces need to be analysed in order to derive the focal
artefacts, the business entities. Lohmann and Wolf [2010], Fritz et al. [2009], Bhattacharya
et al. [2007b], Calvanese et al. [2009], and Gerede and Su [2007] argued that services are
discovered and utilised for performing actions that manipulate artefacts, so revealing these
artefacts is of critical importance to the analysis of service interfaces. Research teams at IBM
have proposed an artefact-centric approach in business process management [Bhattacharya
et al., 2007a, Kumaran et al., 2008] that provides project managers with insights into their
business operations and that has proven effective in cost reduction in business transformation
14http://www.stechno.net/sap-tables.html?view=saptable&id=EKPO
15http://www.stechno.net/sap-tables.html?view=saptable&id=EKKO
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[Bhattacharya et al., 2007a]. The rationale of the utilisation of artefacts in service interface
analysis is elaborated in Section 2.2.3.
The artefacts – Business entities – in this thesis refer to business related objects that are
created and evolved as a result of service invocations. This means they represent the explicit
knowledge concerning a business operational goal at any instant [Bhattacharya et al., 2007a].
Operational goals, for example, can be creating or processing a shipment order, in which case
ShipmentOrder should be the business entity. Business entities define a useful and declarative
way to understand the capabilities offered by a service. Of course the introduction to artefacts
is not a novelty, as it has been brought into differing research areas, such as process modelling
[Bhattacharya et al., 2007a], object-oriented modelling [Gue´he´neuc and Albin-Amiot, 2004],
and service-oriented modelling [Bhattacharya et al., 2007b], but the purpose of the research in
this thesis is to study how this concept can be utilised in structural interface analysis. As Liu
et al. [2007] and Bhattacharya et al. [2007b] have argued, an artefact should have a unique iden-
tifier and a number of attributes. In addition, the relationships between entities will be derived.
Particularly, in the context of web service interfaces, as hierarchical parameters indicate that
some of them are nested in others (i.e. containment [E. James Whitehead, 2002]), this thesis
will examine both containment and non-containment relationships between business entities.
Also, as Gue´he´neuc and Albin-Amiot [2004] pointed out, there could be multiple instances of
business entity B allowed in a relationship with business entity A, so multiplicity should be
considered when deriving relationships.
In addition to improving the comprehensibility of service interfaces, it is important to
inform users about the possible ways of invoking a service, so the interface analysis mechanism
should also be able to derive valid service invocation variants. For each operation that has
numerous input parameters, where these can be mandatory or optional in a service invocation,
the mechanism should produce a list of valid combinations of these parameters, the service
variants. Service variants are the ones that are accepted by receiving positive responses when
used to invoke the service. For instance, if an operation of a service has n (n > 2) input
parameters (i.e. (p1, p2, . . . , pn)), invoking the service with (p1, p2, . . . , pi) and (p4, p5, . . . , pm)
may both work, but they are for different purposes. In the context of FedEx Shipping, invoking
the shipping service with different valid combinations of input parameters can create different
types of shipments such as Ground Home Delivery Shipment and US Express Freight. These
different service invocation variants can in turn be subtypes of business entities derived early
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on. For instance, ShippingOrder is the central business entity in FedEx Shipping Service, and
there are different forms of Shipping Orders such as ShipOrder for ground home delivery and
for smart post.
2.5.2 The Need for Behavioural Interface Synthesis
As numerous existing studies have revealed that service behavioural interfaces are usually
unavailable [Bartolini et al., 2008, Bertolino et al., 2009, Kokash, 2006, Motahari-Nezhad et al.,
2007, Wasylkowski et al., 2007] (see Section 2.3 for more details), it is significant to derive
this form of interfaces. The literature survey has found that artefact-centric process models are
more effective than activity-based ones when it comes to process modelling [Bhattacharya et al.,
2007a, Eshuis and Van Gorp, 2015, Hull et al., 2011a, Kumaran et al., 2008, Lohmann and Wolf,
2010, 2014, Wang et al., 2015], because these models present contextual information, which
facilitates user understanding of service interfaces. Operations defined in a service specification
are, in fact, those which manipulate the central artefacts, the business entities. Therefore, service
behavioural interfaces should be derived and represented based on the notion of artefacts. This
means that service behavioural interfaces should be presented as life cycles of business entities,
as they show how entities evolve over time, as the result of service being applied to them. The
life cycle models should reflect not only the temporal order of operating one entity, but also that
of operating multiple entities when there are relationships between them.
2.5.3 The Need for Service Request Evolvement
Apart from lacking the knowledge about service interfaces, service users also do not have a full
understanding of their requests in the first place, as these requests often evolve when service
users learn new features offered by other services. For example, a company wishes to obtain
the best quote from carriers for shipping goods within a time frame from location A to location
B. When it interacts with a number of service vendors, it immediately realises that some carriers
offer shipping with insurance. Therefore, the company may wish to refine its requests to include
this feature. In general, there is a need to support a service user to evolve its requests, based on
the progressive learning of new capabilities discovered across several service providers offering
similar capabilities.
This support can be achieved by capitalising on the artefacts and knowledge derived from the
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unilateral service interface analysis (see Section 2.5.1). This means that features of one artefact
in one service can be learned and utilised in a similar artefact in another service. Consider
FedEx and UPS, for example: they both provide a shipping service, and a shipping order is
the central business entity in both services, but the shipping order of FedEx and that of UPS
have similarities and differences at the same time. These two entities can be consolidated to
derive the commonality and the variation so that the knowledge from one can be applied to the
other To demonstrate this, an initial empirical study has been conducted to analyse the input
interfaces of FedEx Shipping16 (see Figure 2.1 (b)) and UPS Shipment17 services (see Figure
2.1 (c)) against one of the popular shipping standards: RosettaNet PIP3B1218 (see Figure 2.1
(a)). The findings reveal that there are approximately 93 pairs of common parameters across
the FedEx and UPS shipping services. Each pair shares the same semantic meaning. However,
the correspondence is not obvious, as two matching parameters may be located on different
hierarchical levels. For example, in Figure 2.1, shipper (see mapping labelled number 5) on
the first level of the FedEx shipping interface matches Shipment/shipper on the second level
of the UPS shipment interface. Sometimes a parameter of a service may match with multiple
parameters of another service. For instance, DropoffType of the FedEx shipping corresponds
to a combination of HoldForPickUp and DropoffAtUPS of the UPS shipment. In addition to
the similarities, there are also a significant number of differences between the two services
(around 76 parameters are distinct). For instance, customsClearance is an input parameter in
the FedEx service, but not in UPS. Given this case, if at some point a service user interacts
with both the FedEx and UPS services (this is common practice in service composition as a
replacement service is always needed [Cavallaro et al., 2009, Taher et al., 2009]), the service
user may reformulate its requests with the UPS shipment service to determine whether this
newly understood feature (i.e. customs clearance) is supported by UPS.
The initial empirical study also found that services which offer similar capabilities are
mostly underpinned by similar artefacts, such as purchase order, bank statement, and sales
order. For instance, most purchase order processing services deal with purchase order. These
common artefacts make these services similar in nature, in terms of structural (e.g. all suppliers
ask for itemName and quantity as the required input parameters) and behavioural (e.g. similar
16http://www.fedex.com/templates/components/apps/wpor/secure/downloads/
xml/Aug13/advanced/ShipService_v13.xml
17https://www.ups.com/upsdeveloperkit
18https://www.rosettanet.org/RosettaNet
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ordering pattern) interfaces. Therefore, it is possible and necessary to reuse and capitalise
interface knowledge across different services.
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Figure 2.1: A snapshot of the hierarchical alignment of input interfaces of shipment services
between ResettaNet, FedEx and UPS
Chapter 3
Artefact-centric Structural Interface Analysis for
Deriving Simplified Representations
3.1 Introduction
Web services essentially provide capabilities that manipulate artefacts [Bhattacharya et al.,
2007b, Calvanese et al., 2009, Fritz et al., 2009, Gerede and Su, 2007, Lohmann and Wolf,
2010]. This is because business processes and artefacts are encapsulated in web services [Lu
et al., 2015], and the execution of these processes is to walk through artefact life cycles, from
initial states to final ones [Kumaran et al., 2008]. In this thesis, the focal artefacts of services are
captured as business entities, a concept widely adopted in Object Role Modelling [Halpin et al.,
2008]. In fact, an operation of a web service should produce a meaningful change to a business
entity; otherwise the operation should be either removed or combined with others. Therefore,
as Kumaran et al. [2008] argued, business entities provide guidelines for determining the right
granularity of operations. For instance, a shipping service allows its users to create and track
ship orders. These artefacts are an integral part of web services, but they are usually invisible
to service users, especially in conventional SOAP based enterprise services. Existing studies
[Kumaran et al., 2008, Lohmann and Wolf, 2014] have shown that these artefacts are more
comprehensible to service users, compared to thousands of lines of XML codes, and therefore
these artefacts form the basis for the creation of a simplified and fine-grained service interface
representation.
To facilitate the understanding of complex service interfaces and a service integration pro-
cess, this chapter will propose service analysis techniques that will derive business entities
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reflected in service interfaces. Existing interface analysis techniques build on type elicitation
and data dependencies by automatically analysing service interfaces [Bertolino et al., 2009,
Kumaran et al., 2008]. This chapter extends these techniques, proposing a business entity data
model (BE data model) derivation mechanism that not only extracts business entities involved
in a service but also derives the key relationships between them. This in turn provides a refined
understanding of services. Some insights into this mechanism have been published at ICSOC
2014 [Wei et al., 2015b] and at CAISE 2015 [Wei et al., 2015a].
The remainder of this chapter is structured as follows. Section 3.2 outlines the overall
approach to the derivation of BE data models. In Section 3.3, a set of definitions are presented,
including the core definition of the Business Entity Data Model; these definitions will be used in
the subsequent sections. Section 3.4 elaborates the key algorithms that derive a BE data model
for a service. These algorithms are then explained with the FedEx Open Shipping Service in
Section 3.5. Finally, Section 3.6 draws the chapter’s conclusion.
3.2 Approach
A structural interface defines the operations that a service offers, along with the input and output
parameters of these operations. Structural interface analysis is conducted in order to produce
BE data models, which visually provide service users with insights into what a service offers
in terms of artefacts, improving the comprehensibility of service interfaces [Mendling et al.,
2007]. Service users are knowledge workers who require contextual information in order to
understand what a service offers and how to invoke it. BE data models can reveal this form
of knowledge to service users. For instance, business entities derived from the FedEx Open
Shipping service, such as ShippingOrder and Track can inform service users about what the
service allows them to do with these entities – for example, creating a ShippingOrder or a Track
instance.
To analyse structural interfaces, a three-phase approach is proposed (see Figure 3.1), which
takes a service specification such as a WSDL file as input, and produces BE data models.
The first step is to extract business entities that are buried in a service interface description.
This chapter applies two semantic matching toolkits, COMA++ [Do and Rahm, 2002, Drumm
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Figure 3.1: Overview of the approach
et al., 2007] and Simmetrics1 [Chapman et al., 2005], to match a potential business entity with
ones in a repository and to determine if it is a real business entity. As a result of the first
step, service interfaces, especially complex user-defined parameters, are mapped onto various
business entities, thereby encapsulating complex and overloaded service interfaces. The next
step is to derive nesting relationships between business entities. As service interfaces are
structured hierarchically (see Figure 1.2 for the running example in Section 1.5), a nest between
two complex parameters indicates a nesting relationship between the corresponding business
entities. For example, in Figure 1.2, Shipper, nested in RequestedShipment, can be mapped to a
nesting relationship between Shipper, the corresponding entity of Shipper, and ShippingOrder,
the mapping entity of RequestedShipment. The final step refines the relationships between
the business entities and generates fine-grained ones, namely exclusive containment, inclusive
containment, and association.
While having business entities improves the comprehensibility of a service interface, it may
still appear to be unclear how these operations can be invoked: that is, the invocation sequence
of these operations. This is why structural analysis also needs to derive the relationships
between differing business entities. These relationships (i.e. exclusive containment, inclusive
containment, and association) can be used to synthesise service behavioural interfaces: that are,
1http://sourceforge.net/projects/simmetrics/
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the temporal ordering of operations across multiple business entities. For example, if business
entity B is exclusively contained in business entity A, because B depends on A, an instance
of B can be created either as part of the creation of an instance of A or after the instance is
instantiated. The details of what different relationships can inform about the order of invoking
the relevant operations will be presented in Chapter 4.
3.3 Definition
In this section, the nine definitions that will be used by the formalisation and the algorithms
in the subsequent sections are presented before the BE data model derivation mechanism is
elaborated.
Definition 1 (Operation and Parameter) Let s be a service; OPs is a set of operations of s.
For each operation op ∈ OPs, N (op) is the name of op, I(op) is the set of input parameters
and O(op) is the set of output parameters of op.
LetP be a set of parameters. For each p ∈ P ,N (p) is the name of p, γ(p) ∈ {primitive, complex}
indicates whether p is of a primitive or a complex type (i.e. a user-defined type), and type(p)
specifies the type of data (e.g. string, LineItem) carried by p. PC = {p ∈ P|γ(p) = complex}
denotes the set of complex parameters in P . ξP ⊆ PC × P specifies the (direct) nesting
relation between two parameters. ξP is transitive and irreflexive (i.e. a parameter cannot be
nested in itself). λP : ξP → {true, false} indicates, for each (p, p′) ∈ ξP , whether p′ is a
compulsory (true) or an optional (false) element of p. µP : ξP → {true, false} indicates, for
each (p, p′) ∈ ξP , whether it is allowed to have multiple instances of p′.
In a WSDL specification, if the property minOccurs of p′ in p is greater than zero (usually
1), λP : ξP → true, otherwise λP : ξP → false. If the property maxOccurs of p′ in p
is greater than zero or “unbounded”, µP : ξP → true, otherwise µP : ξP → false. For
instance, in the FedEx Open Shipping service specification presented in Listing 1.1 in Section
1.5, OpenShipService has only one operation, createOpenShipment, and this operation has
only one input parameter, CreateOpenShipmentRequest. The type of this input parameter
is CreateOpenShipmentRequest, which is complex, and it has two nested parameters: Index
and RequestedShipment. The “minOccurs=0” (see line 6 and line 7) indicates that these two
parameters are optional. RequestedShipment is a complex parameter that contains further
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other parameters. Therefore, we have the following: s = OpenShipService, OPs = {op},
N (op) = createOpenShipment. I(op) = {p}, N (p) = CreateOpenShipmentRequest, γ(p) =
complex , type(p) = CreateOpenShipmentRequest. The second nesting parameter of p: p2 is
RequestedShipment. We have: N (p2) = RequestedShipment, γ(p2) = complex , type(p2) =
RequestedShipment, ξP = {p, p2}, λP : ξP → false, and µP : ξP → false.
Definition 2 (Business Entity) E is a set of business entities. For each e ∈ E, N (e) is the
name of e, key(e) is the unique identifier of e, and A(e) is the finite set of attributes associated
with e. For each attribute a ∈ A(e), N (a) is the name of a and type(a) is the type of data
carried by a.
Definition 3 (Parameter and Business Entity Mapping) Let PC be a set of complex param-
eters, ξP the nesting relation between parameters, and E a set of business entities. There exists
a surjective mapping f : PC → E where ∀p, p′ ∈ PC , (p, p′) ∈ ξP ⇒ f(p) 6= f(p′): that is, two
nesting parameters cannot be mapped to the same business entity.
For the FedEx Open Shipping service presented in Listing 1.1 in Section 1.5, assume that
the parameter p (p (of name) = ‘RequestedShipment’) is mapped to the business entity e (e
(of name) = ‘ShippingOrder’). This mapping is denoted as f(p) = e. ShippingOrder has 14
attributes, denoted as A(e) = {a1, . . . , a14}. For example, N (a1) = ShipTimeStamp, type(a1)
= dateTime.
Definition 4 (Business Entity Nesting Relation) Let PC be a set of complex parameters, ξP
the nesting relation between parameters, E a set of business entities, and f the mapping from
PC to E . The nesting relation between two business entities can be defined as ξE ⊆ E × E
where ∀(e, e′) ∈ ξE , ∃ p, p′ ∈ Pc such that f(p) = e, f(p′) = e′, and (p, p′) ∈ ξP . This nesting
relationship is transitive: that is, if eξEe′ and e′ξEe′′, then eξEe′′. λE : ξE → {true, false}
indicates for each (e, e′) ∈ ξE whether e′ is a compulsory (true) or an optional (false) element
of e. λE(e, e′) = λP (p, p′) and µE(e, e′) = µP (p, p′), if f(p) = e and f(p′) = e′.
For the FedEx Open Shipping service presented in Listing 1.1 in Section 1.5, 14 parameters
are nested in p (N (p) = RequestedShipment). Assume that one of these nesting parameters, p′
(N (p′) = Shipper), is mapped to a business entity e′,N (e′) = Shipper. This mapping is denoted
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as f(p′) = e′. Because f(p) = e, f(p′) = e′, and (p, p′) ∈ ξP , we have (e, e′) ∈ ξE: that is, the
entity Shipper is nested in the entity ShippingOrder because the parameter Shipper is nested in
the parameter RequestedShipment.
Definition 5 (Domination, adapted from [Kumaran et al., 2008]) Let s be a service andOPs
the set of operations of s. Given two business entities e, e′ and two parameters p, p′ s.t. e = f(p)
and e′ = f(p′), e dominates e′ in service s, denoted as e 7→ e′, iff: (1) ∀ op ∈ OPs, if e′ is
involved in op’s inputs, e is also involved; (2) ∃ op ∈ OPs, s.t. e is involved in op’s inputs, but
e′ is not involved in op’s inputs.
In other words, when p’s corresponding business entity is e and p′’s is e′, e dominates e′, if
and only if (1) for every operation that requires e′ as an input business entity, e is also required;
(2) e is required by at least one operation that does not require e′. Domination is defined here to
assist in the definition of the following Exclusive and Inclusive Containment relationships.
For example, in the FedEx Open Shipping service presented in Listing 1.1 in Section 1.5, the
parameter RequestedShipment is mapped to ShippingOrder, and the parameter RequestedPack-
ageLineItem is mapped to ShipmentLineItem. ShippingOrder dominates ShipmentLineItem
because for every operation (such as modifyPackageInOpenShipmentRequest) that requires
ShipmentLineItem, ShippingOrder is also required, but there is at least one operation (such
as createOpenShipment) that requires ShippingOrder but not ShipmentLineItem (because a
ShippingOrder can be created without a ShipmentLineItem).
Multiplicity is considered in the following three relationships: exclusive containment, in-
clusive containment, and association. Multiplicity specifies the number of instances of business
entity e′ allowed in a relationship with business entity e [Gue´he´neuc and Albin-Amiot, 2004].
This thesis addresses two types of multiplicity: one-to-one and one-to-many.
Definition 6 (Exclusive Containment) Given two business entities e and e′, e′ is exclusively
contained in e iff eξEe′, e dominates e′ and ¬∃ e′′ that e′′ dominates e′. ω captures the set of
pairs that represent exclusive containment between two business entities. If e′ is a compulsory
part of e – that is, λE(e, e′) = true, which is inferred by a parameter being a compulsory
part of another (see λP in Definition 1 in Section 3.3) – it is called Mandatory Exclusive
Containment, otherwise it is Optional Exclusive Containment. On the instance level, a
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business entity e may exclusively contain more than one instance of another business entity
e′, in which case the multiplicity is one-to-many.
For example, in the FedEx Open Shipping service presented in Listing 1.1 in Section 1.5,
ShippingOrder exclusively contains ShipmentLineItem because ShipmentLineItem is nested
in ShippingOrder, and ShippingOrder is the only business entity that dominates Shipment-
LineItem. maxOccurs indicates in the specification (see line 26 in Listing 1.1) that a Ship-
pingOrder instance can have zero or multiple ShipmentLineItems, so µP : ξP → true and
therefore the multiplicity is one-to-many.
This exclusive containment is similar to composition in UML [Barbier and Henderson-
Sellers, 1999, Barros et al., 2000]: it is a whole/part relationship, so they have similar char-
acteristics. Exclusive containment imposes exclusive ownership: the whole (e.g e) exclusively
contains the part e′. According to the definition of Exclusive Containment, the derivation of an
exclusive containment relationship between business entity e and e′ is achieved by checking if
the parameter p that e is mapped from exclusively contains the parameter p′ that e′ is mapped
from, because exclusive containment exists through a parameter p′ in p. p′ may be presented
in the form of a user-defined data type, an array, or a collection of the type. The multiplicity
between the whole and the part can be one-to-one or one-to-many, depending on if the parameter
for the target entity is user-defined, array, or collection. If it is user-defined, the multiplicity is
one-to-one. If it is an array or collection of a user-defined data, the multiplicity is one-to-
many: that is, the whole exclusively contains one of multiple parts. Instances of parts can be
instantiated only when an instance of the whole exists; they can be updated during the lifetime
of the whole, but these parts must not belong to any other whole. All parts are destroyed when
the whole is destroyed.
Definition 7 (Inclusive Containment) Given two business entities e and e′, the relationship
between them is inclusive containment iff eξEe′, e does not dominate e but e′ dominates e.
ϕ captures the set of pairs that represent inclusive containment between two business entities.
If e′ is a compulsory part of e (i.e. λE(e, e′) = true: this is inferred by if a parameter is a
compulsory part of another – see λP in Definition 1 in Section 3.3), it is called Mandatory
Inclusive Containment, otherwise it is Optional Inclusive Containment. On the instance
level, a business entity e may inclusively contain more than one instance of another business
entity e′, in which case the multiplicity is one-to-many.
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For example, in the FedEx Open Shipping service presented in Listing 1.1 in Section 1.5,
ShippingOrder inclusively contains Shipper because (1) Shipper is nested in ShippingOrder; (2)
ShippingOrder does not dominate Shipper because no operation requires ShippingOrder but not
Shipper; (3) Shipper dominates ShippingOrder, as every operation that requires ShippingOrder
also requires Shipper (such as createOpenShipment), and there is at least one operation requires
Shipper but not ShippingOrder (such as createConsolidation, which requires the business entity
Consolidation and Shipper). In fact, the relationship between ShippingOrder and Shipper is
Mandatory Inclusive Containment because Shipper is a mandatory part of the nesting relation-
ship with ShippingOrder.
This inclusive containment is similar to aggregation in UML [Barbier and Henderson-
Sellers, 1999]: it is a whole/part relationship, so they have similar characteristics. The dif-
ference between exclusive and inclusive containment is that, as the definition indicates, the
former imposes exclusive ownership whereas the latter imposes inclusive ownership between
the whole and the part. According to the definition of Inclusive Containment, the derivation of
an inclusive containment relationship between business entity e and e′ is achieved by checking
if the parameter p that e is mapped from inclusively contains the parameter p′ that e′ is mapped
from. Unlike exclusive containment, e′ can also be contained by other entities in addition to
e. The whole parameter must define a parameter (user-defined, array, or collection) of the type
of its part. The multiplicity between the whole and the part can be one-to-one or one-to-many
depending on if the parameter for the target entity is user-defined, array, or collection. If it is
user-defined, the multiplicity is one-to-one. If it is an array or collection of user-defined data,
the multiplicity is one-to-many - i.e. the whole inclusively contains one of multiple parts.
Definition 8 (Association) Given two business entities e and e′, e′ is associated with e iff ∃ op
such that e′ is the primary entity involved in op and the key of e (i.e. key(e)) is one of the input
parameters of op. A primary entity of an operation is one in which all the other entities involved
in the operation are nested. op is called Association Operation. An association operation for e
and e′ is denoted as opasso(e,e′). ψ captures the set of pairs that represent association between two
business entities. On the instance level, a business entity e may be associated with multiple
instances of business entity e′, in which case the multiplicity is one-to-many.
For example, in the Amazon Simple Storage Service (S3)2, the operation
2http://s3.amazonaws.com/doc/2006-03-01/AmazonS3.wsdl
48 CHAPTER 3. ARTEFACT-CENTRIC STRUCTURAL INTERFACE ANALYSIS
SetBucketAccessControlPolicy is the association operation that associates a Bucket with an
AccessControlPolicy, as the primary business entity of this operation is AccessControlPolicy
and the key of Bucket is one of its input parameters. Therefore, the relationship between Bucket
and AccessControlPolicy is Association.
This association relationship is similar to association in UML [Barbier and Henderson-
Sellers, 1999]. An association relationship is a conceptual link between two business entities.
According to Gue´he´neuc and Albin-Amiot [2004], an association between business entity e and
e′ means the ability of an instance of e sending a message to an instance of e′. The message is
sent through the invocation of an operation, which is the one that can identify this relationship
according to Definition 8.
Definition 9 (Business Entity Data Model) A business entity data model (BE data model) M
is a tuple (E , ξE, ω, ϕ, ψ) that consists of a set of business entities E and their nesting rela-
tions ξE , exclusive containment relations ω, inclusive containment relations ϕ, and association
relations ψ.
3.4 BE Data Model Derivation
The section presents the proposed BE data model derivation mechanism, detailing the algo-
rithms of deriving a BE data model from a service interface description.
3.4.1 Abstract Example
In general, service parameters are hierarchically structured as shown on the left-hand side
of Figure 3.2, where operation op1 (one of the operations of service s) has numerous input
parameters that are of various data types, but for simplicity only a small proportion of them
are presented in this model. If a parameter is complex (i.e. a user-defined type rather than
a preliminary one), it consists of a number of other parameters which are nested in it. For
example, in Figure 3.2, p5 is such a parameter; it comprises p6, p7, and p8, with p8 further
containing p9 and p10.
Given a structural interface, a BE data model can be created. Figure 3.2 presents an abstract
depiction of the mapping from the interface of service s (see the left-hand side) to a model
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Figure 3.2: A graphical representation of a generic BE data model
(see the right-hand side). In this model, E comprises four business entities mapped from the
complex parameters of op1 provided by s. For instance, p1 is mapped to business entity A, and
the parameters under p1 are then mapped as the attributes of the business entity. Each business
entity has a key, which is identified through one of the nested parameters. For instance, p2
is identified as the key attribute of A. The nesting relationship set ξE comprises AξEB and
BξEC. These nesting relationships are derived based on the hierarchical relationships of the
corresponding parameters. For example, as p5 is nested in p1, it implies that its corresponding
business entity (i.e. B) has a nesting relationship with p1’s corresponding business entity (i.e.
A). As for exclusive containment, ω has only one element (A,B), which is refined from AξEB.
The nesting relationship BξEC is further elaborated as inclusive containment, which forms an
element of ϕ. Finally, the relationship between A and D is identified as association, so (A,D)
is the only element in psi.
3.4.2 The Derivation Method – Stepwise Description
The derivation mechanism takes a service specification, and produces a BE data model for each
operation under the service. The BE data model for the service is the aggregation of all the BE
data models of its individual operations. Specifically, this is achieved through algorithm 1, 2,
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and 3, which operate together in the following steps:
1. Algorithm 1 initialises the derivation mechanism, iterates each operation, and invokes
algorithm 2 and algorithm 3;
2. Algorithm 2 analyses each complex parameter, and derives business entities and nesting
relationships;
3. Algorithm 3 further refines relationships.
Algorithm 1: Overview
Algorithm 1 is the overview algorithm that iterates operations of a service and calls algorithm
2 and algorithm 3 to derive business entities and the relationships between them. Specifically,
the algorithm firstly extracts all operations provided by a service and initialises variables of BE
data models on both service and operation levels. As defined in Definition 9 in Section 3.3,
these variables include E : a set of business entities; ξE: their nesting relations; ω: exclusive
containment relations; ϕ: inclusive containment relations; and ψ: association relations. Two
iterations (from line to line 18) are designed to identify business entities and their nesting
relationships by invoking algorithm 2, and the results are then kept in the appropriate BE data
model variables. The outer loop iterates each operation and the inner one loops over each
complex parameter. With entities and nesting relationships derived, another for-loop (from line
19 to line 25) is followed to further refine these relationships to three specific ones, namely
exclusive containment, inclusive containment, and association, by invoking algorithm 3.
Algorithm 2: Analyse Complex Parameters
Algorithm 2 takes a complex parameter p′, the parameter nesting relationship set ξP , the parent
business entity e (null initially), the parent parameter p (null initially), the business entity set
E (null initially), the business entity nesting relation set ξE (null initially), and the business
entity repositoryR as its input parameters, and derives all the business entities and their nesting
relations. This algorithm contains three main steps.
Step 1, identify business entities via semantic matching: The first step (see line 2) mainly
involves the invocation of the function ONTOLOGYCHECK in order to identify whether the
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Algorithm 1 DERIVEBEDATAMODEL
input: Spec(s) (specification of service s)
1: Es, ξEs , ωs, ϕs, ψs :=⊥ /∗ BE data model on service level ∗/
2: E , ξE :=⊥
3: Eop, ξEop, ωop, ϕop, ψop :=⊥ /∗ BE data model on operation level ∗/
4: /∗ Identify all the operations provided by s ∗/
5: OPs := IDENTIFYOP(Spec(s))
6: /∗ Identify business entities and their relations for each operation of s ∗/
7: for each op ∈ OPs do
8: /∗ Analyse the specification to derive all nesting relationships revealed in op ∗/
9: ξP := GENERATEPARAMETERNESTING(Spec(s), op) /∗
10: for each p ∈ I(op) ∪ O(op) and γ(p) = complex do
11: /∗ Call algorithm 2-IDENTIFYBEANDRELATION to generate business entities and
their nesting relation ∗/
12: (E , ξE) := IDENTIFYBEANDRELATION(p, ξP ,⊥,⊥,⊥,⊥,R)
13: Eop := Eop ∪ E
14: ξEop := ξ
E
op ∪ ξE
15: end for
16: Es := Es ∪ Eop
17: ξEs := ξ
E
s ∪ ξEop
18: end for
19: for each op ∈ OPs do
20: /∗ Call algorithm 3 -REFINEBERELATION to generate exclusive containment, inclusive
containment, and association ∗/
21: (ωop, ϕop, ψop) := REFINEBERELATION(OPs, op, Es, ξEop)
22: ωs := ωs ∪ ωop
23: ϕs := ϕs ∪ ϕop
24: ψs := ψs ∪ ψop
25: end for
26: return (Es, ξEs , ωs, ϕs, ψs)
current complex parameter p′ is a business entity. The function takes p′’s name (N (p′)) and
type (type(p′)), and the business entity repository (R) as the inputs. It returns an entity e′ s.t.
e′ = f(p′) if a match is identified, otherwise it returns nothing. Each complex parameter is
checked to determine if it can map onto a business entity. To do this, the mechanism allows
users to designate an ontology for a particular context at design time. It is then stored in a
repositoryR, and the complex parameter is checked against the repository to determine if there
is a matching entry in it. In the context of artefact extraction given a service definition, the
decision on which parameter is important enough to be captured as a core business entity can
be subjective, as it may vary from context to context. Therefore, it is reasonable to factor in
domain-specific knowledge when identifying business entities. This is achieved by predefining
an ontology at design time in this study.
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Algorithm 2 IDENTIFYBEANDRELATION
input: (complex) parameter p′, parameters nesting relation ξP , parent business entity e, parent
parameter p, business entity set E , business entity nesting relation ξE , business entity
repositoryR
1: /∗ Find a matching business entity from the repository via ontology check ∗/
2: e′ := ONTOLOGYCHECK(N (p′), type(p′),R)
3: /∗ Record the business entity and derive the relation with its parent entity ∗/
4: if e′ 6=⊥ then
5: if e 6=⊥ ∧ p 6=⊥ then
6: if λP (p, p′) = true then
7: λE(e, e′) := true
8: end if
9: if µP (p, p′) = true then
10: µE(e, e′) := true
11: end if
12: end if
13: for each p′′ | (p′, p′′) ∈ ξP do
14: A(e′) := A(e′) ∪ {CONVERTTOENTITYATTR(p′′)}
15: end for
16: E := E ∪ {e′}
17: if e 6=⊥ then
18: ξE := ξE ∪ {(e, e′)}
19: end if
20: /∗ Recursively call this algorithm for each complex parameter nested in p ∗/
21: for each p′′ | (p′, p′′) ∈ ξP ∧ γ(p′′) = complex do
22: IDENTIFYBEANDRELATION(p′′, ξP , e′, p′, E , ξE,R)
23: end for
24: end if
25: return (E , ξE)
There is an extensive amount of research in syntactical and semantic schema matching
[Giunchiglia and Shvaiko, 2003, Kokash, 2006, Rahm and Bernstein, 2001, Wang et al., 2015],
so this study reuses some of the existing techniques. To measure the semantic similarity between
a parameter and an entry in the predefined ontology, this study adopts COMA++3 [Do and
Rahm, 2002, Drumm et al., 2007, Motahari Nezhad et al., 2007], a widely applied schema
and ontology matcher. This approach combines different match algorithms, and provides an
interactive and iterative match process in which users can give feedback on matching results:
they can manually create a correspondence or confirm/reject a proposed match. The match
operation takes two schemas or ontologies as inputs, and produces a mapping between elements
of these two resources.
3http://dbs.uni-leipzig.de/de/Research/coma.html
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The tool uses a variety of measures to calculate the similarity between two schema elements
or ontology concepts; the similarity confidence is measured by a float number between 0
and 1, with the former denoting entirely different (strong dissimilarity) and the later denoting
largely similar (strong similarity). For example, Figure 3.3 presents the graphical representation
of the matching results between the elements of simplified versions of RosettaNet (a B2B
standard provider) PIP3B12 Request Shipping Order4 and FedEx Openshipping. The similarity
between two elements is presented with a coloured line. For example, the orange line between
ProductDescription of the RosettaNet PIP3B12 on the left and the ItemDescription of FedEx
Openshipping on the right indicates these two elements are similar (the similarity confidence
is 0.49). The black line between ShipmentLineItem of the RosettaNet PIP3B12 (the left side)
and RequestedPackageLineItems of the FedEx Openshipping (on the right side) indicates these
two concepts mean the same thing. That is to say, if RosettaNet PIP3B12’s ShipmentLineItem
is predefined as an entry in the ontology, FedEx Openshipping’s RequestedPackageLineItems
will be identified as a matching business entity because it is semantically equivalent to Ship-
mentLineItem in the ontology. Users can set a threshold to allow the matching mechanism to
pick up only the elements whose similarity confidence is above the threshold.
Figure 3.3: The matching result between FedEx and RosettaNet shipping service
4https://www.rosettanet.org/RosettaNet
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Step 2, Keep business entities and nesting relationships: The second step (see line 3 – line
19) stores a business entity and its nesting relation if they have been identified. Assuming a
complex parameter p′ has been mapped to a business entity e′, this process firstly checks if p′
is a compulsory parameter under its parent parameter p, because this information indicates if e′
is a compulsory entity of its parent entity e (see line 6 and line 7). In a WSDL specification,
each parameter p has property called minOccurs, which indicates whether p is mandatory
(minOccurs = 1 or “unbounded′′) or optional (minOccurs = 0). Then, the process checks
if p′ is allowed multiple occurrences under its parent parameter p; this information is kept in µ
(see line 9 and line 10) and is used for inferring multiplicity of the relationship. In a WSDL
specification, each parameter p has property called maxOccurs, which indicates whether p can
be multiple (maxOccurs = “unbounded′′) or single (maxOccurs = 1). All parameters that
are nested in p′ are then converted into the attributes of e′, and these attributes are added to the
set A(e′) (see Definition 2 in Section 3.3). The conversion involves interpreting these nested
parameters as attributes of e′; the interpretation utilises the same semantic matching technique
(i.e. COMA++) to match with the entries in the ontology. For example, if the complex param-
eter “RequestedShipment” in the FedEx Shipping service (Figure 3.3) is mapped to a business
entity called “ShippingOrder”, two of its nested parameters, “TotalWeight” and “Shipper”, are
converted to the two attributes of “ShippingOrder”, namely “weight” and “shipper” respectively,
because the match is found in the ontology for these two parameters. Those that cannot be
matched to an element in the designated ontology remain in their original name and type. For
instance, parameter “smartPostDetails” will be converted to an attribute of “ShippingOrder”:
“smartPostDetails”. The mechanism allows users to alter these attributes after the model is
derived. Once the conversion is completed, e′ is added to the business entity set E (see line 16),
where all business entities are kept. If there is a parent business entity e for e′, this relation is
recorded as nesting and added into the set ξE (see line 18), which is part of a BE data model.
Step 3, Refine relationships: In the final step, every complex parameter p′′ that is nested
in p′ is checked to determine if it is a business entity. This is achieved through a recursive
invocation of algorithm 2 (see line 22). The current entity e′ and parameter p′ are passed on
to the invocation as the parent entity and parameter in order to form the nesting relation. The
recursion terminates when all complex parameters on different hierarchical levels are traversed.
Essentially, algorithm 2 builds up the BE data model incrementally until all entities and
nesting relationships are captured, and then returns the first two elements of the data model.
3.4. BE DATA MODEL DERIVATION 55
These parts will be used as an input for algorithm 3, which further refines the nesting relations
and derives three concrete relations between business entities: exclusive containment, inclusive
containment, and association. These relationships form another three elements of the BE data
model.
Algorithm 3 – Refine Relationships
For an operation op, algorithm 3 re-assesses each nesting relationship reflected in the operation.
This assessment is to further categorise the relationships between business entities into the three
groups, exclusive containment, inclusive containment, and association, according to Definition
6, Definition 7, and Definition 8 in Section 3.3. Specifically, the algorithm takes five arguments:
a set of operations that are provided by a service: OP , the operation currently being processed:
op, a set of business entity sets with each belonging to an operation of OP: ⋃z∈OP EEz , and
the nesting relationship set of the current operation: ξEop . It returns three sets, which record
pairs of business entities whose relationships are, respectively, exclusive containment, inclusive
containment, and association. This algorithm cycles through each business entity e revealed
in the current operation op to determine if the relationship between it and any entities that are
nested in it is exclusive/inclusive containment, or association.
For each business entity e revealed in the current operation op (see line 2), the algorithm
firstly finds the entities that are nested in it (see line 4). For each of such entity e′, if e dominates
e′, the mechanism then searches for another entity that dominates e′ (see line 6). If it is not
found, the relationship between e and e′ is exclusive containment. This relationship is kept in
the exclusive containment set (i.e. ωop) (see line 7), where it forms the third element of the
BE data model for the operation op. If e does not dominate e′ but the latter dominates the
former instead, the relationship between these two entities is inclusive containment according
to Definition 7 in Section 3.3. This relationship is recorded in the inclusive containment set
(i.e. ϕop) (see line 10), which is the fourth element of the BE data model for the operation op.
To verify if a business entity dominates another, according to its definition (see Definition 5 in
Section 3.3), the algorithm operates in the space of the whole service, that is, all parameters,
entities and operations under the current service. If neither e dominates e′ nor e′ dominates e,
the algorithm then loops through all the other operations (other than the current operation op)
provided by the current service in order to identify if there is an association operation between e
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Algorithm 3 REFINEBERELATION
input: a set of operations OP that are provided by a service, an operation op (op ∈ OP), a set
of business entity sets
⋃
z∈OP EEz , a business entity nesting relation ξEop
1: /∗ Set flags for indication of whether a specific relation holds ∗/
2: for each e ∈ Eop do
3: /∗ Iterate for all the business entities nested in e ∗/
4: for each (e, e′) ∈ ξEop do
5: if e 7→ e′ then
6: if @e′′ | e′′ 7→ e′ ∧ e′′ 6= e ∧ e′′ ∈ EEs then
7: ωop := ωop ∪ {(e, e′)} /∗ collect the exclusive containment relation ∗/
8: end if
9: else if e′ 7→ e then
10: ϕop := ϕop ∪ {(e, e′)} /∗ collect inclusive containment relation ∗/
11: else
12: for each z ∈ OP | z 6= op do
13: if ∀e′′ ∈ EEz | e′ξEe′′ ∧ e′ 6= e′′ ∧ key(e) ∈ I(z) then
14: ψop := ψop ∪ {(e, e′)} /∗ collect association relation ∗/
15: end if
16: end for
17: end if
18: end for
19: end for
20: return (ωop , ϕop , ψop)
and e′. This operation should have e′ as its primary entity (i.e. e′ is involved in the operation and
all the other entities under the same operation should be nested in e′), and the key of e should
be an input of the operation (see line 13). If such an operation is in existence, the relationship
between e and e′ is association, and this relation is recorded in the association relationship set
ψop (see line 14).
3.5 Explanatory Example – the FedEx Open Shipping Service
To demonstrate algorithm 1, algorithm 2, and algorithm 3, the FedEx Open Shipping service
presented in section 1.5 is utilised here. The code snippet in Listing 1.1 presents a fraction
of the FedEx Open Ship Service WSDL specification. Algorithm 1 first analyses the spec-
ification and extracts createOpenShipment (see line 46 in Listing 1.1) as the only operation
provided by the service. The FedEx Open Shipping service provides 22 operations, but for
simplicity, the excerpt takes only one operation as an example. The invocation of algorithm
2 generates business entities and their nesting relationships for operation createOpenShipment.
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The business entity repository R has been pre-populated with the standard business entities
defined by RosettaNet shipping standard - PIP3B12. Some of the core business entities de-
fined in this standard are ShippingOrderRequest, ShippingOrder, RequestingOrderInformation,
ShipmentInformation, Shipper, Recipient, Payment, CustomClearance, Pickup, ShippingLabel,
ShippingContainer, ShippingContainerItem, and ShipmentLineItem.
Algorithm 2 iterates all the user-defined parameters and matches them with the pre-defined
items in the business entity repository R in order to determine if these parameters are business
entities. For example, the first user-defined complex parameter, CreateOpenShipmentRequest
(see line 3 in Listing 1.1) matches with ShippingOrderRequest in the repository, so this pa-
rameter is mapped to a business entity called ShippingOrderRequest. The parameters that are
nested in CreateOpenShipmentRequest are converted to attributes of ShippingOrderRequest.
For example, Index is mapped to an attribute with the same name, as shown in Figure 3.5.
Based on the WSDL fraction, eight business entities are derived. These entities are subject
to change if some of them are incorrectly derived or if certain entities are not of interest to
service users in a particular context. For instance, some users may consider ShippingOrder-
Request unnecessary as the central entity here is ShippingOrder, and ShippingOrderRequest
is only a wrapper for the creation of a ShippingOrder. Among these entities, Shipper, Re-
cipient, Payment, CustomClearance, Pickup, ShippingLabel, and ShipmentLineItem are nested
in ShippingOrder; ShippingOrder is nested in ShippingOrderRequest (see Figure 3.4). These
nesting relationships are inferred based on the hierarchical relationships between the parameters
that the business entities are mapped from. These nesting relationships indicate containment
relationships [E. James Whitehead, 2002] between different business entities. The details of the
mapping are as follows:
• CreateOpenShipmentRequest (see line 3 in Listing 1.1)→ ShippingOrderRequest
• RequestedShipment (see line 7)→ ShippingOrder
• Shipper (see line 15)→ Shipper
• Recipient (see line 16)→ Recipient
• ShippingChargesPayment (see line 17)→ Payment
• CustomsClearanceDetail (see line 21)→ CustomClearance
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• PickupDetail (see line 22)→ Pickup
• LabelSpecification (see line 24)→ ShippingLabel
• RequestedPackageLineItems (see line 26)→ ShipmentLineItem
ShippingOrderRequest
ShippingOrder
Shipper
Recipient
CustomClearance
Payment
Pickup
ShippingLabel
ShipmentLineItem
Figure 3.4: FedEx Open Shipping business entities and their hierarchy
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-DropOffType:Complex
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-ExpressFreightDetail:Complex
-FreightShipmentDetail:Complex
-CustomsClearance:Complex
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- ReferenceNumber:string
-Payor:Complex
CustomClearance
- ReferenceNumber:string
-CustomsValue:Complex
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Figure 3.5: FedEx Open Shipping business entities and their relationships
The nesting relationships derived by algorithm 2 are further refined with the invocation of
algorithm 3, and the result is presented in Figure 3.5. For example, the relationship between
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ShippingOrderRequest and ShippingOrder is refined as Optional Inclusive Containment for
two reasons: (1) ShippingOrderRequest does not exclusively dominate ShippingOrder as other
entities such as ConsolidationShipment also dominates it; (2) ShippingOrder dominates Ship-
pingOrderRequest. The relationship between ShippingOrder and ShipmentLineItem is elabo-
rated as Mandatory Exclusive Containment because the algorithm goes through all the rele-
vant entities and finds that ShippingOrder exclusively dominates ShipmentLineItem, and that
ShipmentLineItem is a compulsory part in the nesting relationship with ShippingOrder. The
ShippingOrder centric BE data model in Figure 3.5 presents a simplified representation of the
originally complex FedEx OpenShipping service interface, where hundreds of parameters and
codes are involved, as service users now need to focus only on a few central business entities of
this service, which dramatically facilitates the comprehension process.
3.6 Conclusion
This chapter presented a structural interface analysis mechanism. It analyses complex and
overloaded service interfaces, and derives a simplified representation of these interfaces: a
business entity based data model (BE data model). Such a model consists of business entities
and their relationships, which facilitates service users understanding of the originally complex
service interfaces. This is because these entities and relationships visually highlight the focus of
a service so that users will not be distracted by overloaded and unreadable service interface de-
scriptions. Additionally, BE data models also provide the fundamental inputs to the subsequent
service variant derivation in Chapter 5, where service variants are derived and transformed into
subtypes of business entities, and to the behavioural interface synthesis in Chapter 4, where
service operations are categorised into CRUD of business entities and their temporal order is
generated based on relationships between business entities. Furthermore, BE data models also
serve as a basis for interface introspection and normalisation. For instance, given two shipping
services, FedEx Shipping and UPS shipping, the mechanism can produce both a FedEx and a
UPS ShipOrder. These two ShipOrders share some common attributes, but also have distinctive
features because they are designed by two different vendors for different needs. This enables
service introspection and normalisation, which remains a focus of the future work (see details
in Section 7.2.1).
Chapter 4
Artefact-centric Behavioural Interface Synthesis
Based on Simplified Structural Representations
4.1 Introduction
A service user interacts with a service in accord with the temporal order required by its interface.
The cognition of the interaction is in the valid sequences or protocols: that is, sending messages
to the service and receiving messages from it. Undoubtedly, the behavioural protocols of
requesting services and providing services need to be aligned in order for reciprocal message
exchanges to take place. As described in research question 3 in Section 1.2, the problem is
that the availability of behavioural interfaces (e.g. a WS-BPEL process of a service) is not
guaranteed in practice [Bertolino et al., 2009, Kokash, 2006, Motahari-Nezhad et al., 2007].
For example, a goods supplier service wishes to call “AskforDelivery” to a carrier service such
as FedEx to ship a particular type of product, but it does not know what the steps are in order
to do so. For instance, the carrier service may expect some operations, such as the creation of a
purchase order and a letter of credit, to be invoked first before “AskforDelivery” can be called.
Service composition has been investigated intensively [Marconi et al., 2007, Ragab Hassen
et al., 2008]. One of the common problems that has been addressed is to form a new service,
given a number of existing services. The central piece of the problem is the service behavioural
interfaces (also referred to as behavioural protocols in this thesis), which are the temporal order
of invoking various operations offered by a service. Most existing studies in service composition
assume that this form of behavioural knowledge is known in advance, with interface mismatches
needing to be overcome, so these prevailing methods rely on some prior knowledge of the
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services and their behavioural interfaces [Ragab Hassen et al., 2008]. Consequently, these
methods can be critically hampered when those behavioural interfaces are a priori unavailable.
This chapter extends the structural interface analysis (see Chapter 3) to show how temporal
order between service operations can be derived for generating service behavioural interfaces
at the granularity of business entities. Some insights into this work have been published at
2015 IEEE World Congress on Services [Wei et al., 2015c]. The business entities and their
relationships, as an output of structural interface analysis, form the basis for the creation of
a simplified and fine-grained interface layer, allowing access (Create, Read, Update, Delete,
Associate (CRUDA)) operations against individual business entities. Essentially, these be-
havioural interfaces are derived from rules implied by different relationships between business
entities. For instance, if the analysis of an operation elicits two business entities, Purchase-
Order and LineItem, with the latter being exclusively contained in the former, the creation of
a line item should either be synchronized with or take place after the creation of a purchase
order. This implies a temporal order between the corresponding operations: purchase order
creation and line item creation. In all, three types of relationships are considered: exclusive
containment (mandatory and optional), inclusive containment (mandatory and optional) and
association. Heuristics are then derived from these relationships for generating dependencies
between entities. These dependencies, in turn, result in invocation sequences of operations
that are associated with business entities, providing indispensable knowledge for generating
behavioural aspects of service interfaces.
The remainder of this chapter is structured as follows. Section 4.2 outlines an overview
of the approach to the behavioural interface derivation problem. Section 4.3 discusses the key
algorithms of the behavioural interface derivation mechanism and the development of detailed
insights into its most novel features. Finally, Section 4.4 concludes the chapter.
4.2 Approach
To derive behavioural interfaces, this chapter presents a three-step behavioural interface deriva-
tion mechanism (see Figure 4.1).
In the first step (activity 1 in Figure 4.1), service operations are analysed and categorised
by exactly what each operation does to a business entity: whether it creates, reads, updates, or
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BE
BE
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Figure 4.1: Overview of the approach
deletes a business entity, or associates an entity with another one.
The second step (activity 2 in Figure 4.1) generates behavioural models for creating a
business entity; these models represent the temporal order of the service operations involved
in the creation of a business entity, based on a number of rules inferred from business entity
relationships. An exclusive containment relationship indicates exclusive ownership, a whole/-
part relationship, and the part entity does not have its own independent existence. If business
entity B is exclusively contained in business entity A, because B depends on A, an instance
of B can be created either as part of the creation of an instance of A or after the instance is
instantiated. If B is a mandatory part of A (i.e. Mandatory Exclusive Containment), creating A
and B has to take place in this order. Otherwise, the creation of B is optional. For instance, in the
FedEx Open Shipping service, ShippingOrder exclusively contains ShipmentLineItem and the
latter is mandatory, a ShipmentLineItem should be created either as part of a ShippingOrder’s
creation or after the creation of a ShippingOrder (see Figure 4.2 (a)). A folder exclusively
contains a file, but the latter is optional, so a folder is created first, followed by an optional
creation of a file (as presented in 4.2 (b)). Inclusive containment indicates inclusive ownership,
a whole/part relationship, and the part entity has its own independent existence. When B is
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inclusively contained in A and it is mandatory, an instance of B is required when creating an
instance of A. In this case, B has its own independence, so an instance of B can be either created
or read (if it pre-exists) before creating an instance of A. When B is inclusively contained in
A and it is optional, no specific order can be inferred, meaning it is not mandatory to create
an instance of B when creating that of A. For example, in the FedEx Open Shipping service,
where ShippingOrder inclusively contains Shipper and it is mandatory, so a shipper has to
pre-exist before the creation of a ShippingOrder (see Figure 4.3 (a)). ShippingOrder also
inclusively contains ShippingLabel, which is optional, so the creation of ShippingOrder and
ShippingLabel does not have any temporal sequence (see Figure 4.3 (b)). Association does not
indicate any containment relationship; it is just a conceptual link between two business entities.
Association between two business entities is always optional, but to form such a relationship,
the association operation is invoked after the two associating entities are created. For example,
as a ShippingOrder is usually associated with a SalesOrder, associating takes place after both
a ShippingOrder and a SalesOrder are created (see Figure 4.4). Structural interface analysis
derives a BE data model that includes both business entities and their relationships; this not
only facilitates service user understanding of service interfaces but also serves as a basis for
the derivation of service behavioural interfaces, which in turn guide users through service
invocation. Ultimately, the analysis accelerates service integration [Shen et al., 2007].
create a shippingOrderWithLineItemsShippingOrder
ShipmentLineItem
(a)
create a folder create a file
Folder
File
(b)
Legend
Exclusive 
containment 
(mandatory )
Exclusive 
Containment 
(optional )
create a 
shippingOrder
create a 
shipmentLineItem
Optional 
operation
Business 
entity
Compulsory 
operation
flow
Figure 4.2: A graphical representation of temporal sequence inferred from exclusive
containment
Because service operations are grouped into business entity CRUD in step 1, the notion of
state is incorporated into business entities and service behavioural interfaces. Subsequently, in
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Figure 4.3: A graphical representation of temporal sequence inferred from inclusive
containment (BPMN 2.0 notations used in this diagram)
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2.0 notations used in this diagram)
the final step (activity 3 three in Figure 4.1), behavioural models that represent the life cycle of
business entities are generated. In general, a business entity has four states, “Initial”, “Created”,
“Updated”, and “Deleted”, in its life cycle. A life cycle model specifies the possible ways that
a business entity can evolve from an initial state to a final one.
The behavioural interface derivation mechanism produces two forms of behavioural model:
business entity creation and life cycle. These models reflect the sequences of operations that
manipulate business entities, such as the steps of creating a shipment order or the life cycles
of this entity. These models, presented as Petri nets, contain the service operations, which are
represented as transitions, and the pre and post conditions of invoking these operations, which
are represented as places. The conditions comprise the state information of business entities.
These behavioural models inform service users of the protocols that they should adhere to in
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order to correctly interact with a service.
4.3 The Behavioural Interface Derivation Mechanism
4.3.1 Service Operation Categorisation
Every business entity e is associated with five groups of operations: Create, Read, Update,
Delete, and Association (CRUDA). The first four are to create, retrieve, update, and delete
an instance of e respectively, and the invocation of these operations results in business entity
state transitions. The last one is to associate a business entity with another one to form an
association relationship (defined in Definition 8 in section 3.3). In this study, service operations
are categorised into these groups based on what they do to a business entity. The rules for such
categorisation are detailed as follows.
Create An operation is for creating an instance of business entity e, if invoking it requires
input parameters that are attributes of e, and the if invocation returns a reference to e (i.e.
key(e)). This is reasonable, because if an operation is designed to create an instance of e, it
requires users to provide values for attributes of e. For example, the invocation of the operation
CreateOpenShipmentRequest of the FedEx OpenShipping service requires CreateOpenShip-
mentRequest and returns CreateOpenShipmentReply (see lines 26 and 27 in Listing 4.1). The
input message in fact encapsulates the business entity ShippingOrder (the details are elaborated
in Section 3.5). This means the invocation requires values of attributes of ShippingOrder. The
invocation returns a value to the key of ShippingOrder: Index (defined Figure 3.5 in Section
3.5) (see line 20 in Listing 4.1). Therefore, the operation CreateOpenShipmentRequest is for
creating an instance of ShippingOrder.
Read An operation is for reading (or retrieving) an instance of business entity e, if invoking
it requires key(e), and if the invocation returns values of parameters that are attributes of e. For
example, to retrieve a shipment order, service requesters should specify the reference number of
the order, shipmentNumber , as an input parameter, and the operation should return a shipment
order instance with populated attributes such as a specific shipping date, the shipper, and the
recipient.
Update An operation is for updating an instance of business entity e, if invoking it requires
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key(e) and other parameters that are attributes of e. For example, if it is to update a ship order,
it will be necessary to specify the reference number of the order, shipmentNumber , as an input
parameter to indicate which order needs to be updated. In addition, it requires users to supply
the values of the attributes to be updated such as a shipping date.
1 <t y p e s>
2 <x s : e l e m e n t name=” Crea t eOpenSh ipmen tReques t ” t y p e =” n s : C r e a t e O p e n S h i p m e n t R e q u e s t ” />
3 <xs :complexType name=” Crea t eOpenSh ipmen tReques t ”>
4 <x s : s e q u e n c e>
5 <x s : e l e m e n t name=” Index ” t y p e =” x s : s t r i n g ” minOccurs=” 0 ” />
6 <x s : e l e m e n t name=” Reques t edSh ipmen t ” t y p e =” n s : R e q u e s t e d S h i p m e n t ” minOccurs=” 0 ” />
7 < / x s : s e q u e n c e>
8 < / xs :complexType>
9 <xs :complexType name=” Crea teOpenShipmentRep ly ”>
10 <x s : s e q u e n c e>
11 <x s : e l e m e n t name=” H i g h e s t S e v e r i t y ” t y p e =” n s : N o t i f i c a t i o n S e v e r i t y T y p e ” minOccurs=” 1 ” /
>
12 <x s : e l e m e n t name=” N o t i f i c a t i o n s ” t y p e =” n s : N o t i f i c a t i o n ” minOccurs=” 1 ” maxOccurs=”
unbounded ” />
13 <x s : e l e m e n t name=” T r a n s a c t i o n D e t a i l ” t y p e =” n s : T r a n s a c t i o n D e t a i l ” minOccurs=” 0 ” />
14 <x s : e l e m e n t name=” V e r s i o n ” t y p e =” n s : V e r s i o n I d ” minOccurs=” 1 ” />
15 <x s : e l e m e n t name=” J o b I d ” t y p e =” x s : s t r i n g ” minOccurs=” 0 ” />
16 <x s : e l e m e n t name=” A s y n c h r o n o u s P r o c e s s i n g R e s u l t s ” t y p e =”
n s : A s y n c h r o n o u s P r o c e s s i n g R e s u l t s D e t a i l ” minOccurs=” 0 ” />
17 <x s : e l e m e n t name=” S e r v i c e T y p e ” t y p e =” n s : S e r v i c e T y p e ” minOccurs=” 0 ” />
18 <x s : e l e m e n t name=” C o m p l e t e d S h i p m e n t D e t a i l ” t y p e =” n s : C o m p l e t e d S h i p m e n t D e t a i l ”
minOccurs=” 0 ” />
19 <x s : e l e m e n t name=” E r r o r L a b e l s ” t y p e =” ns :Sh ipp ingDocumen t ” minOccurs=” 0 ” maxOccurs=”
unbounded ” />
20 <x s : e l e m e n t name=” Index ” t y p e =” x s : s t r i n g ” minOccurs=” 0 ” />
21 < / x s : s e q u e n c e>
22 < / xs :complexType>
23 < / t y p e s>
24 <p o r t T y p e name=” OpenShipPor tType ”>
25 <o p e r a t i o n name=” c r e a t e O p e n S h i p m e n t ” p a r a m e t e r O r d e r =” Crea t eOpenSh ipmen tReques t ”>
26 <i n p u t message=” n s : C r e a t e O p e n S h i p m e n t R e q u e s t ” />
27 <o u t p u t message=” n s : C r e a t e O p e n S h i p m e n t R e p l y ” />
28 < / o p e r a t i o n>
29 < / p o r t T y p e>
Listing 4.1: An excerpt of the FedEx Open Shipping’s CreateOpenShipmentRequest WSDL
file
Delete An operation is for deleting an instance of business entity e, if invoking it requires
key(e) and returns a status. For instance, to delete a ship order, service users need to provide the
reference number of the order, shipmentNumber , as an input parameter. The operation should
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return just a status code which indicates whether the deletion succeeds.
Association Operation An operation is for associating e′ with e (i.e. an association opera-
tion) if invoking it requires key(e) and other parameters that are the attributes of the operation’s
primary entity e′. Association and primary entity have been defined in Definition 8 in Section
3.3. This form of operation, as its name indicates, is to associate an instance of e′ with that
of e in order to form an association relationship. Unlike the previous unary CRUD operations,
which always apply to one business entity, a binary association operation applies to two business
entities. For example, a shipper order is associated with a sales order; to make this association,
the operation would require the basic information of the sales order, such as number and date,
as well as the reference number of the ship order that the sales order is associated with.
Algorithm 4 presents how an operation is categorised. It takes two input parameters, a set of
business entities and an association relationship set. Both these sets are part of a business entity
data model (see Definition 9 in section 3.3) and are generated by the BE data model derivation
mechanism presented in Section 3.4. Specifically, the algorithm iterates each operation op (see
line 3) that manipulates e, and invokes it (see line 6). The input parameters and the response
from the invocation are analysed to determine whether op creates, reads, updates, or deletes
e, or associates e with e′ (from line 9 to line 32). The analysis is conducted according to the
definitions of CRUDA operations, particularly comparing the input and output parameters of the
invocation with the key and the attributes of e and e′. These categorised operations are denoted
as opce, op
r
e, op
u
e , op
d
e , or op
asso
(e,e′) respectively. For instance, based on the rule of Create operation,
line 24 verifies if the input parameters contain attributes of e, and if the response returns key(e).
If both these conditions are met, op is considered opce (see line 25). These categorised operations
further extend a business entity data model by adding behavioural aspects (see Figure 4.5).
Applying algorithm 4 to the FedEx Open Shipping service presented in the running example
in Section 1.5 can categorise the twenty-two operations provided by the service into the CRUDA
operations of the business entities involved. For example, operation createOpenShipment’s
input parameters are mostly attributes, such as ShipTime, DropOffType, TotalWeight, Ship-
per, Recipient, and ShipmentLineItem (see Listing 1.1 and Figure 3.5), of the business entity
ShippingOrder, and the invocation of the operation returns an order number which is the key
attribute of ShippingOrder, so createOpenShipment is categorised as the creation operation for
ShipmentOrder: that is, opcshippingOrder.
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Algorithm 4 MAPTOCRUDAOPERATION
Input: a set of business entities Es involved in a service s - Es is part of the BE data model that
is associated with s, the association relation set ψs,
1: for each e ∈ Es do
2: /∗ for each operation that e is involved ∗/
3: for each op|e ∈ Eop do
4: I(op) := GETINPUTPARAMETERS(op)
5: /∗Receive output parameters by invoking op with I(op)∗/
6: Orcv := INVOKEOPERATION(op, I(op))
7: /∗Map op to CRUDA according to the rules∗/
8: /∗key(e) being part of input parameters is one of the conditions for Read, Update,
and Delete operations∗/
9: if key(e) ∩ I(op) 6= ∅ then
10: /∗If the results contain attributes of business entity e, it is to read an instance of e∗/
11: if Orcv ∩ A(e) 6= ∅ then
12: opre := op
13: break
14: /∗In addition to key(e), if the input parameters contain attributes of business
entity e, it is to update an instance of e∗/
15: else if I(op) ∩ A(e) 6= ∅ then
16: opue := op
17: break
18: /∗If the results just contain a status (successful or fail ), it is to delete an instance
of e∗/
19: else if Orcv = status then
20: opde := op
21: break
22: end if
23: /∗If the input parameters contain attributes of business entity e, and the results
contain a value of key(e) ∗/
24: else if I(op) ∩ A(e) 6= ∅ ∧ key(e) ∈ Orcv then
25: opce := op
26: break
27: end if
28: for each e′|{(e, e′)} ∈ ψs do
29: if I(op) ∩ A(e′) 6= ∅ ∧ key(e) ∩ I(op) then
30: opasso(e,e′) := op
31: break
32: end if
33: end for
34: end for
35: end for
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- key1:string
-a1:int
-a2:string
- a3:Complex
-Create
-Read
-Update
-Delete
Figure 4.5: An abstract business entity with CRUD operations
4.3.2 Service Behavioural Interface Synthesis Rules
Definition 10 (Service Behavioural Model) A Service Behavioural Model P is a Petri net
(Q, T ,F) where T is a set of transitions that specify service operations, Q a set of places that
specify the pre and postconditions of service operations, and F ⊆ (Q × T ∪ T × Q) a set of
flow relations that connect a precondition to an operation or an operation to a postcondition.
An elementary behavioural model Pa (i.e. a building block) consists of at least one start
place (qi), one start transition (τ0), one precondition place (qpre), one practical transition t,
one postcondition place (qpost), one end transition (τo), and one end place (qo). The practical
transition is one that manipulates a business entity e. For instance, it could be a creation
transition: tce. The Petri net representation of such an elementary behavioural model Pa is
shown in Figure 4.6.
qpre tτ0qi qpost qoτo
Figure 4.6: An elementary service behavioural model: Pa
Categorised service operations can be directly transformed into transitions. For example,
the Create operation of e, opce, is turned into the creation transition of e, t
c
e. Likewise, Read,
Update, Deleting and Association operations (opre, op
u
e , op
d
e , and op
asso
(e,e′)) can be transformed
and represented in the form of transition as tre, t
u
e , t
d
e , and t
asso
(e,e′) respectively.
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The three relationships, exclusive containment, inclusive containment, and association (see
Definition 6, 7, 8 in section 3.3), provide heuristics for determining the order of invoking
CRUDA operations of various business entities. The following rules elaborate the details of
these heuristics.
Rule 1 An instance of e cannot be read, updated, or deleted until after it is created. This
indicates a sequential order between an entity’s Create operation, and its Read, Update, and
Delete Operations. Invoking these four operations evolves state transition of a business entity.
For example, the invocation of Create operation changes the state of a business entity from
“Initial” to “Created”. Figure 4.7 (a) depicts a typical life cycle of a business entity in which
states of a business entity change from one to another after relevant operations have been
invoked. In addition to Create operation, Read, Update, and Delete operations are allowed
after Update operation is called. Unlike Delete operation, Read and Update operations can be
invoked more than once.
Rule 2 If business entity e′ is exclusively contained in business entity e and it is mandatory
(see Mandatory Exclusive Containment in Definition 6 in section 3.3), an instance of e′ has to be
created either as part of the creation of e or after an instance of e is instantiated. Figure 4.7 (b)
presents a service behavioural model based on this rule, and tce and t
c
e′ represent the transitions
for creating an instance of e and e′ respectively. If business entity e′ is exclusively contained
in business entity e and it is optional (see Optional Exclusive Containment in Definition 6 in
section 3.3), the creation of an instance of e′ still takes place after the creation of e, but it is
optional (see Figure 4.7 (d)). If the multiplicity between e and e′ is one-to-many, the process
can be iterative to allow the creation of multiple instances of e′ (see Figure 4.7 (c) and Figure
4.7 (e)). For example, in the FedEx Open Shipping service, PackageLineItem is exclusively
contained in ShippingOrder and it is mandatory, plus the multiplicity is one-to-many, so either
the details of package line items should be supplied when creating an ShippingOrder or one or
more package line items should be created after a ship order is created.
Rule 3 If business entity e′ is inclusively contained in business entity e and it is mandatory
(see Mandatory Inclusive Containment in Definition 7 in section 3.3), an instance of e′ is
required when creating an instance of e. This instance can be either created or read (if it exists),
so the instance of e′ can be supplied as part of the input parameters when instantiating e. This
rule is depicted by Figure 4.7 (f), where tce′ represents the transition for creating an instance of
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Figure 4.7: A graphical representation of the rules
e′, and tre′ denotes the transition for retrieving an instance of e
′. For instance, the relationship
between the FedEx ShippingOrder and Shipper is Mandatory Inclusive Containment, so a
shipper has to be created or read before the creation of a ShippingOrder. If business entity e′ is
inclusively contained in business entity e and it is optional (see Optional Inclusive Containment
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in Definition 7 in section 3.3), there is no specific order between the creation of e and of e′, so
the creation of an instance of e′ is optional (Figure 4.7 (h)). If the multiplicity between e and e′
is one-to-many, the process can be iterative to allow the creation of multiple instances of e′ (see
Figure 4.7 (g) and Figure 4.7 (i)).
Rule 4 When a business entity e′ is associated with e (see Association in Definition 8 in
section 3.3), to form such a relationship behaviourally, it is required to attach an instance of
e′ to e after the instances of e and e′ are created. This attachment is achieved by invoking the
association transition tasso(e,e′), but the formation of this association is not a compulsory step (see
Figure 4.7 (j)). If the multiplicity between e and e′ is one-to-many, the process can be iterative to
allow the association of multiple instances of e′ with e (see Figure 4.7 (k)). For example, in the
Amazon Simple Storage Service (i.e. S31), SetBucketAccessControlPolicy is the association
operation that associates an access control policy with a bucket, so it is called after a bucket and
an AccessControlPolicy are instantiated so that the association between these two entities can
be formed.
Two forms of behavioural models covered in this study.
An abstract model is an ideal model that strictly follows the four rules (described in Section
4.3.2) without considering if the underlying operations in the model are provided by a service.
For instance, in the FedEx Open Shipping service, the relationship between ShippingOrder and
Shipper is Mandatory Inclusive Containment, meaning a shipper should be instantiated before
an ShippingOrder is created; however the operation for creating an instance of Shipper is not
provided by FedEx in reality. Instead, service users are forced to supply the details of a shipper
when creating a ShippingOrder. This, in fact, is one of the reasons why enterprise services such
as the FedEx ones are complex and overloaded. Given this case, an abstract model generates
a template according to Rule 3 in Section 4.3.2, despite the fact that tcshipper and t
r
shipper are
not available in the context of FedEx. That is to say, an abstract model presents an impeccable
behavioural interface for a service and depicts the ordering constraints that a service should
follow. Therefore, this type of model can guide service designers in designing granularity of
service operations, especially when refactoring legacy services.
An executable (i.e. invocable) model, by contrast, considers the availability of an operation
and it generates a transition node only when a corresponding operation can be found. For
1http://s3.amazonaws.com/doc/2006-03-01/AmazonS3.wsdl
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example, the creation of Shipper is skipped when generating the executable service behavioural
model for ShippingOrder’s creation. An executable model can be utilised by service users
to comprehend how to invoke operations provided by a service. The behavioural derivation
mechanism is designed to support the generation of both abstract and executable models. For
the former, it is a process of following the rules in section 4.3.2, whereas the latter involves
checking whether actual operations are provided by a service.
4.3.3 Deriving Entity Creation Models
An entity creation related behavioural model (entity creation model for short) is one that presents
operations that centre on the creation of a business entity. For example, the creation of a FedEx
ShippingOrder requires certain operations to take place first, such as the creation of Shipper, Re-
cipient, and ShippingLabel, because these entities are inclusively contained in ShippingOrder.
It also requires ShippingLineItem to be created after a ShippingOrder is instantiated, because
the former is exclusively contained in the latter. The creation of these related business entities,
together with that of the central ShippingOrder, forms an entity creation model for the central
ShippingOrder.
This section presents the algorithm (see algorithm 5) that show how an entity creation model
Pe can be generated, given a business entity e and its BE data model. This entity creation
model reveals the invocation sequence among the operations that are related to the creation of
a business entity. Figure 4.8 (a) depicts an e1 centric data model, where e3 is associated with
e1; e2 is (mandatory) exclusively contained in e1; e4 is (mandatory) inclusively contained in e2;
e5 is (optional) inclusively contained in e2. Figure 4.8 (b) presents the corresponding abstract
entity creation model generated by the algorithm.
Specifically, algorithm 5 iterates all the business entities that are inclusively and exclusively
contained in and associated with e, and constructs an entity creation model Pe for business
entity e. It consists of five steps, which incrementally aggregate behavioural models generated
based on various relationships involved in order to form the final Pe. The algorithm initialises
Pe with a start place qei (see line 3), a start transition t
e
0 (see line 4), and the first flow (q
e
i , t
e
0)
(see line 5).
The first step (from line 6 to line 7 in algorithm 5) invokes algorithm 6 to process the
Mandatory Inclusive Containment relationship (λE(e, e′) = true see line 2 in algorithm 6). This
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Algorithm 5 GENERATEENTITYCREATIONMODEL
Input: a business entity data model (E, nil, ω, φ, ψ), a business entity e (where e ∈ E),
1: /∗ Initialise the service model Pe ∗/
2: Pe := (Qe, Te,Fe)
3: Qe := {qei } /∗ qei is the input (start) place of Pe ∗/
4: Te := {τ e0} /∗ τ e0 is the input (start) transition in Pe ∗/
5: Fe := {(qei , τ e0 )}
6: /∗ First step - process Mandatory Inclusive Containment - call algorithm 6 ∗/
7: Pe :=PROCESSMANDATORYINCLUSIVECONTAINMENT((E,ω, φ, ψ), e, Pe)
8: /∗ Second step - process the creation ∗/
9: tce := CONVERTTOTRANSITION(op
c
e)
10: if tce =⊥ then
11: return nil
12: end if
13: Qe := Qe ∪ {qepre} ∪ {qepost}
14: Te := Te ∪ {tce } ∪ {τ eo}
15: Fe := Fe ∪ {(qepre, tce ), (tce , qepost)}
16: if {τ e1} ∈ T then
17: Fe := Fe ∪ {(τ e1 , qepre)}
18: else
19: Fe := Fe ∪ {(τ e0 , qepre)}
20: end if
21: /∗ Third step - process exclusive containment (both mandatory and optional) - call
algorithm 7 ∗/
22: Pe :=PROCESSEXCLUSIVECONTAINMENT((E,ω, φ, ψ), e, Pe)
23: /∗ Fourth step - process Optional Inclusive Containment ∗/
24: Pe :=PROCESSOPTIONALINCLUSIVECONTAINMENT((E,ω, φ, ψ), e, Pe)
25: Qe := Qe ∪ {qeo} /∗ qeo is the output (end) place of Pe ∗/
26: Fe := Fe ∪ {(τ eo , qeo)} /∗ τ eo is the output transition ∗/
27: /∗ Fifth step - process association - call algorithm 9 ∗/
28: Pe :=PROCESSASSOCIATION((E,ω, φ, ψ), e, Pe)
29: return Pe
algorithm iterates every e′ that has such a relationship with e, and constructs an entity creation
model Pe′ for e′. In accordance with Rule 3 in Section 4.3.2, if the relationship between e and
e′ is Mandatory Inclusive Containment, having an instance of e′ is a prerequisite for invoking
the creation of e, and this instance can be either created or retrieved if it exists (see the first half
of the behavioural model presented in Figure 4.7 (f)). This means that there are two primary
transitions: creating e′ (tce′) and reading e
′ (tre′) (see line 3 and line 5 in algorithm 6). Algorithm
5 is invoked (see line 3 in algorithm 6) for e′, because there may be other entities that have
exclusive/inclusive containment or association relationships with e′, in which case tce′ becomes
another entity creation model, instead of being just a single transition, and this model is turned
to a subnet of Pe. If no entity has a relationship with e′, the invocation of algorithm 5 returns an
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Figure 4.8: An abstract demonstration of algorithm 5
elementary behavioural model (see Figure 4.6), with a start place (qe′i ), a start transition (τ
e′
0 ), a
precondition (qe′pre), the transition for creating an instance of e
′ (tce′), a postcondition (q
e′
post), and
an end transition (τ eo ). A silent transition τ
e
1 is created (see line 6 in algorithm 6) to merge and
connect the entity creation model Pe′ and the transition for reading an instance of e′: tre′ (see line
7 in algorithm 6). At the end of the first step, if the multiplicity between e′ and e is one-to-many
(see line 9 in algorithm 6), an iteration is constructed to allow e′ to be created or read multiple
times in order to generate multiple instances. This is achieved by creating an empty transition
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Algorithm 6 PROCESSMANDATORYINCLUSIVECONTAINMENT
Input: a business entity data model (E, nil, ω, φ, ψ), a business entity e (where e ∈ E), a
behavioural model Pe
1: for each e′ ∈ φ(e, e′) do
2: if λE(e, e′) = true then
3: Pe′ := GENERATEENTITYCREATIONMODEL(E, nil, ω, φ, ψ, e′) /∗ Pe′ =
(Qe′ , Te′ ,Fe′) ∗/
4: Pe := (Qe ∪Qe′ , Te ∪ Te′ ,Fe ∪ Fe′)
5: t re′ := CONVERTTOTRANSITION(op
r(e′))
6: Te := Te ∪ {t re′} ∪ {τ e1}
7: Fe := Fe ∪ {(qe′i , t re′), (t re′ , qe′o ), (τ e0 , qe′i ), (qe′o , τ e1 )}
8: /∗ Process multiplicity and create the iteration ∗/
9: if µE(e, e′) = true then
10: tem := CREATANEMPTYTRANSITION()
11: Te := Te ∪ {tem}
12: Fe := Fe ∪ {(qe′o , tem), (tem , qe′i )}
13: end if
14: end if
15: end for
16: return Pe
and connecting it from the last to the first place of Pe′ (see line 12 in algorithm 6). In Figure
4.8 (a), no entities are (Mandatory) inclusively contained in e1, so the first step of creating an
entity creation model for this entity is skipped. However, as e4 has such a relationship with e2,
the corresponding nodes (e.g. tce4 and t
r
e4) are generated and connected with t
c
e2 (see Figure 4.8
(b)), and τ e21 is used to merged these nodes into Pe2.
In the second step (from line 8 to line 20 in algorithm 5), a sub Petri net is created for
e, with a transition tce (see line 9 in algorithm 5), representing the operation that creates an
instance of e, and its precondition and postcondition (see line 13 in algorithm 5). The algorithm
exits if tce is not found in the service, in which case Pe will not be constructed (see line 11 in
algorithm 5). This is because tce is central to Pe, and Pe would not exist without it. Once this
sub Petri net is constructed, it is then merged into Pe (see from line 14 to line 20 in algorithm
5) as the second part of the model. If the silent transition τ e1 exists (i.e. there are entities that
have Mandatory Inclusive Containment relationships with e), the precondition qepre is connected
with it. Otherwise, qepre is connected with the start transition t
e
0. In Figure 4.8 (b), the sub net
produced in the second step consists of qe1pre, t
c
e1, and q
e1
post, which are connected with the start
transition τ e10 , because no entities have Mandatory Inclusive Containment relationships with e1.
The third step (line 21 and line 22 in algorithm 5) processes exclusive containment (both
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mandatory and optional) by invoking algorithm 7. For each e′ that has an Exclusive Contain-
ment Relationship with e, algorithm 7 constructs an entity creation model Pe′ (see line 3 in
algorithm 7) and merges it into Pe (see line 5 and line 6 in algorithm 7). When merging each
Pe′ into Pe, the start place qe
′
i and the first arc (q
e′
i , τ
e′
0 ) are redundant, so they are removed (see
line 4 in algorithm 7). According to Rule 2 in Section 4.3.2, Pe′ can only be called after Pe,
but for Optional Exclusive Containment, the creation of e′ is optional, so this is implemented
by the introduction of an empty transition (see line 9 and 10 in algorithm 7), which connects qe′o
and qepost (see line 11 in algorithm 7) in order to bypass Pe′ . As for multiplicity, one-to-many is
supported with an iteration which allows the creation of multiple instances of e′ (see from line
13 to line 18 in algorithm 7). In Figure 4.8 (b), as e2 has a Mandatory Exclusive Containment
relationship with e1, the third step creates Pe2. Because e5 and e4 are inclusively contained in
e2, related nodes are constructed for these two entities as part of Pe2 (see the dotted rectangle
with a label Pe2 in Figure 4.8 (b)). Merging Pe2 with Pe1 involves connecting qe1post with τ
e2
0 , and
qe2o with τ
e1
o .
Algorithm 7 PROCESSEXCLUSIVECONTAINMENT
Input: a business entity data model (E, nil, ω, φ, ψ), a business entity e (where e ∈ E), a
behavioural model Pe
1: if ω(e, e′) 6= ∅ then
2: for each e′ ∈ ω(e, e′) do
3: Pe′ := GENERATEENTITYCREATIONMODEL(E, nil, ω, φ, ψ, e′)
4: REMOVETHEFIRSTPLACEANDFLOW(Pe′)
5: Pe := (Qe ∪Qe′ , Te ∪ Te′ ,Fe ∪ Fe′)
6: Fe := Fe ∪ {(qepost, τ e′0 ), (qe′o , τ eo )}
7: /∗ Process Optional Exclusive Containment ∗/
8: if λE(e, e′) = false then
9: tem := CREATANEMPTYTRANSITION()
10: Te := Te ∪ {tem}
11: Fe := Fe ∪ {(qe′o , tem), (tem , qepost)}
12: end if
13: /∗ Process multiplicity and create the iteration ∗/
14: if µE(e, e′) = true then
15: tem := CREATANEMPTYTRANSITION()
16: Te := Te ∪ {tem}
17: Fe := Fe ∪ {(qepost, tem), (tem , qe′o )}
18: end if
19: end for
20: else
21: Fe := Fe ∪ {qepost, τ eo )}
22: end if
23: return Pe
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The fourth step (line 23 and line 24 in algorithm 5) processes Optional Inclusive Con-
tainment by calling algorithm 8. For each e′ that has such a relationship with e, algorithm 8
constructs an entity creation model Pe′ (see line 3 in algorithm 8) and merged it into Pe (see from
line 3 to line 6 in algorithm 8). According to Rule 3 in Section 4.3.2, invoking tce′ is optional
when creating an instance of e, so an empty transition (i.e. tem) is created and incorporated into
the Pe′ (see line 5, line 6, and line 7 in algorithm 8). Similar to step one and step three, Pe′ is
then merged into Pe (see line 7 in algorithm 8). At the end of step 4, multiplicity is processed
with an iteration being created (from line 9 to line 13 in algorithm 8). In Figure 4.8, as e5 is
(optional) inclusively contained in e2, the entity creation model Pe5 is generated and linked to
Pe2.
Algorithm 8 PROCESSOPTIONALINCLUSIVECONTAINMENT
Input: a business entity data model (E, nil, ω, φ, ψ), a business entity e (where e ∈ E), a
behavioural model Pe
1: for each e′ ∈ φ(e, e′) do
2: if λE(e, e′) = false then
3: Pe′ := GENERATEENTITYCREATIONMODEL(E, nil, ω, φ, ψ, e′)
4: Pe := (Qe ∪Qe′ , Te ∪ Te′ ,Fe ∪ Fe′)
5: tem := CREATANEMPTYTRANSITION()
6: Te := Te ∪ {tem}
7: Fe := Fe ∪ {(qe′i , tem), (tem , qe′o ), (τ e0 , qe′i ), (qe′o , τ eo )}
8: /∗ Process multiplicity and create the iteration ∗/
9: if µE(e, e′) = true then
10: tem := CREATANEMPTYTRANSITION()
11: Te := Te ∪ {tem}
12: Fe := Fe ∪ {(qe′o , tem), (tem , qe′i )}
13: end if
14: end if
15: end for
16: return Pe
Finally, before processing association, the end place qeo (see line 25 in algorithm 5) and the
end flow between the place and the end transition τ eo (see line 26 in algorithm 5) are added to Pe.
Then algorithm 9 is invoked (see line 28 in algorithm 5) to process entities that are associated
with e. For each such an entity e′, the association operation is converted to a transition tasso(e,e′)
(see line 2 in algorithm 9) and then it is appended to the tail of Pe and Pe′ through a silent
transition: τasso (see line 7 in algorithm 9). According to Rule 4 in Section 4.3.2, it is optional
to associate e′ with e after creating an instance of e and e′, so an empty transition is created
and linked to the precondition and postcondition of tasso(e,e′) (see line 3 and line 8 in algorithm 9).
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Algorithm 9 PROCESSASSOCIATION
Input: a business entity data model (E, nil, ω, φ, ψ), a business entity e (where e ∈ E), a
behavioural model Pe
1: for each e′ ∈ ψ(e, e′) do
2: tasso(e,e′) := CONVERTTOTRANSITION(op
asso
(e,e′))
3: tem := CREATEANEMPTYTRANSITION()
4: Pe′ := GENERATEENTITYCREATIONMODEL(E, nil, ω, φ, ψ, e′)
5: Te := Te ∪ {tasso(e,e′)} ∪ {tem} ∪ {τasso}
6: Qe := Qe ∪ {q(e,e
′)
pre } ∪ {q(e,e′)post }
7: Fe := Fe ∪ {(qe′o , τasso), (qeo, τasso), (τasso, q(e,e
′)
pre ), (q
(e,e′)
pre , tasso(e,e′))}
8: Fe := Fe ∪ {(tasso(e,e′), {q(e,e
′)
post ), (q
(e,e′)
pre , tem), (tem , q
(e,e′)
post )}
9: /∗ Process multiplicity and create the iteration ∗/
10: if µE(e, e′) = true then
11: tem := CREATANEMPTYTRANSITION()
12: Te := Te ∪ {tem}
13: Fe := Fe ∪ {(q(e,e
′)
post , tem), (tem , q
(e,e′)
pre )}
14: end if
15: end for
16: return Pe
In Figure 4.8, as e3 is associated with e1, the association takes place after both e1 and e3 are
created, and this is reflected by the corresponding nodes (e.g. τasso, q
(e1,e3)
pre , tasso(e1,e3), q
(e1,e3)
post , and
tem) being connected to qe1o and q
e3
o .
4.3.4 Deriving Business Entity Life Cycle
Having categorised an entity’s CRUD and derived its creation model, based on Rule 1 in Section
4.3.2, its executable life cycle model can now be generated. A life cycle of a business entity is
the order of operations called upon on an instance of the entity during its life-time. Algorithm
10 depicts how such a model is generated, and Figure 4.9 demonstrates the algorithm with an
abstract example. This example reuses the BE data model presented in Figure 4.8 (a): an e1
centric data model.
The business entity life cycle derivation algorithm (algorithm 10) has four steps.
The first (from line 2 to line 11) retrieves e’s creation model Pe and merges it into e’s life
cycle model P cyclee as its first part. This is because, according to Rule 1 in Section 4.3.2, an
instance of e should be created before it is read, updated, and deleted. If Pe is not found, no
life cycle model will be generated (see line 6). A silent transition τ ecr and a place Active are
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Algorithm 10 GENERATEENTITYLIFECYCLE
Input: a business entity e, opre, opue , opde .
1: P cyclee := (Q, T ,F)
2: /∗ Step 1 - retrieve the entity creation model ∗/
3: Pe := RETRIEVEENTITYCREATIONMODEL(e)
4: if Pe 6=⊥ then
5: /∗ No life cycle model will be generated if e’s creation model is not found ∗/
6: return nil
7: end if
8: P cyclee := (Q∪Qe, T ∪ Te,F ∪ Fe)
9: T := T ∪ {τ ecr}
10: Q := Q∪ {Active}
11: F := F ∪ {(qeo, τ ecr), (τ ecr, Active)}
12: /∗ Step 2 - read ∗/
13: t re := CONVERTTOTRANSITION(op
r
e)
14: if t re 6=⊥ then
15: T := T ∪ {τ ecr1} ∪ {t re }
16: Q := Q∪ {qepreRd} ∪ {qepostRd}
17: F := F ∪ {(Active, τ ecr1) ∪ (τ ecr1 , qepreRd) ∪ (qepreRd, t re ) ∪ (t re , qepostRd)}
18: tem := CREATANEMPTYTRANSITION()
19: F := F ∪ {(qepostRd, tem) ∪ (tem, Active)}
20: end if
21: /∗ Step 3 - delete ∗/
22: tde := CONVERTTOTRANSITION(op
d
e)
23: if tde 6=⊥ then
24: T := T ∪ {τ ecr2} ∪ {tde }
25: Q := Q∪ {qepreDl}
26: F := F{(Active, τ ecr2) ∪ (τ ecr2 , qepreDl) ∪ (qepreDl, tde ) ∪ (tde , qepostDl)}
27: end if
28: /∗ Step 4 - update ∗/
29: tue := CONVERTTOTRANSITION(op
u
e )
30: if tue 6=⊥ then
31: T := T ∪ {τ ecr3} ∪ {tue }
32: Q := Q∪ {qepreUp} ∪ {qepostUp}
33: F := F ∪ {(Active, τ ecr3) ∪ (τ ecr3 , qepreUp) ∪ (qepreUp, tue ), (tue , qepostUp)}
34: tem := CREATANEMPTYTRANSITION()
35: F := F ∪ {(qepostUp, tem) ∪ (tem, Active)}
36: end if
37: return P cycle
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Figure 4.9: An abstract demonstration of algorithm 10
introduced in this step (see lines 9, 10, and 11) to allow the following Read, Delete, and Update
sub nets to connect with Pe. In Figure 4.9 (b), the e1’s entity creation model, Pe1 (the dashed
rectangle), is linked to the rest of e1’s life cycle (read, update, and delete) through the link
82 CHAPTER 4. ARTEFACT-CENTRIC BEHAVIOURAL INTERFACE SYNTHESIS
between qe1o (the final state of the creation model of e1) and τ
e
cr.
The second step (from line 12 to line 20) processes e’s read. The Read operation is converted
to its corresponding transition (line 13), and this transition is then connected to its pre and post
condition (i.e. qepreRd and q
e
postRd) (line 17). This forms a subnet for the Read operation, which
is then linked with a silent transition – τ ecr1 (line 17) – to construct the sequence between the
Create operation and the Read operation. As the Read operation can be invoked multiple times,
qepostRd is linked back to Active through an empty transition to allow this (line 18 and line 19).
Step three (from line 21 to line 27) processes the Delete operation; it follows a similar
pattern, with the difference that the Delete operation can be invoked only once. The silent
transition τ ecr2 is used to connect Pe and the subnet for the Delete operation.
The fourth step (from line 28 to line 36) processes e’s update. Specifically, it first converts
opue to the corresponding transition t
u
e (see line 29), and then connects it to its pre and post
conditions, qepreUp and q
e
postUp (see line 33). In addition, q
e
preUp is linked to τ
e
cr3 to connect the
update part with Pe; the silent transition τ ecr3 is introduced to connect Pe and the subnet for
the Update operation (see line 31). Similar to the Read operation, the Update operation can be
invoked multiple times, qepostUp is linked back to Active through an empty transition to allow
this (line 34 and line 35). In Figure 4.9, the nodes generated for e1’s update, qe1preUp, t
u
e1, and
qe1postUp, are connected to Pe1 through τ
e1
cr3
.
Finally, the complete model P cyclee is returned (see line 37).
4.3.5 Explanatory Example – the FedEx Open Shipping Service
The running example, the FedEx Open Shipping Service presented in section 1.5, is utilised here
to explain the algorithms in the previous section. The business entity model of this service has
been generated by the structural interface analysis mechanism (see Figure 3.5). For simplicity,
attributes are removed from the entities and a simplified version of the model is presented
in Figure 4.10. ShippingOrder, the central business entity in the model, is surrounded with
other entities. Given this model, the behavioural interface derivation mechanism can derive
ShippingOrder’s executable life cycle model (see Figure 4.11), which also contains its entity
creation model PshippingOrder (the shaded area).
The first part of a business entity e’s life cycle model is its entity creation model, Pe.
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Figure 4.10: ShippingOrder focused data model
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Figure 4.11: The executable life cycle models of ShippingOrder
To generate PshippingOrder, algorithm 5 first processes all the entities that are mandatory and
inclusively contained in ShippingOrder; Shipper and Recipient. However, Pshipper and Precipient
are not constructed successfully due to the fact that FedEx does not provide creation operations
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for these two business entities. Additionally, read operations for these two business entities
are not found, so nodes that reflect the Mandatory Inclusive Containment relationships between
Shipper, Recipient, and ShippingOrder are not part of PshippingOrder. The second step con-
structs nodes for tcshippingOrder, which include q
1
pre, createOpenshipment, and q
1
post (see Figure
4.11). Operation createOpenShipment presented in the fraction of the FedEx Open Shipping
service (see Listing 1.1) has been identified as opcshippingOrder by the operation categorisation
algorithm (i.e. algorithm 4) presented in Section 4.3.1, so this operation has been converted to
tcshippingOrder to represent the transition that creates a ShippingOrder.
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Figure 4.12: The executable life cycle models of ShipmentLineLitem
The third step deals with the entities that are exclusively contained in ShippingOrder: there
is only one such entity, ShipmentLineItem (see Figure 4.10), so PshipmentLineItem is constructed.
Based on the relationships depicted in Figure 4.10, as business entities have exclusive/inclu-
sive containment and associate relationships with ShipmentLineItem, only an elementary be-
havioural model (see Definition 10 and Figure 4.6) is generated for PshipmentLineItem. The oper-
ation addPackagesToOpenShipment has been identified as opcshipmentLineItem, so it is converted
to the practical transition of the elementary behavioural model. As q2i and (q
2
i , τ
2
0 ) are redundant,
they are removed when constructing PshipmentLineItem. At the end of step 3, PshipmentLineItem
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is connected with q1post. Next processed are Payment, CustomClearance, Pickup, and Ship-
pingLabel, the entities that have Optional Inclusive Containment relationships with Shippin-
gOrder (see Figure 4.10). Likewise, FedEx does not provide Create operations for them,
so Figure 4.11 does not contain any nodes related to these entities. The final step tackles
association, no nodes are produced in this step because no business entity is associated with
ShippingOrder.
Once PshippingOrder is derived, ShippingOrder’s read, update, and delete transitions can be
linked to it to form ShippingOrder’s life cycle model. Among the twenty-two operations pro-
vided by the FedEx Open Shipping service, retrieveOpenShipment, modifiyOpenShipment, and
deleteOpenShipment have been identified as oprshippingOrder, op
u
shippingOrder, and op
d
shippingOrder
respectively by the operation categorisation algorithm presented in Section 4.3.1. These opera-
tions are converted to the corresponding transitions and linked to PshippingOrder (see Figure 4.11)
to form P cycleshippingOrder. Similarly, retrievePackageInOpenShipment, modifyPackageInOpenShip-
ment, and deletePackageInOpenShipment have been identified as oprshipmentLineItem,
opushipmentLineItem, and op
d
shipmentLineItem respectively, with the corresponding transitions are
linked to PshipmentLineItem in order to form the life cycle model for ShipmentLineItem (see
Figure 4.12).
As PackageLineItem is exclusively contained in ShippingOrder, its creation (“addPack-
agesToOpenShipment”) should occur after ShippingOrder’s (“createOpenShipment”). Other
entities, such as Shipper, CustomClearance, and Label, that have either Mandatory/Optional
Exclusive Containment or Mandatory/Optional Inclusive Containment relationships with Ship-
pingOrder, but no corresponding executable nodes, are also generated, due to the fact that no
operations are provided for the creation of these business entities. However, all these nodes are
reflected in the abstract behavioural models.
As the FedEx Open Shipping service provides operations for creating, reading, updating,
and deleting the core business entities involved (i.e. ShippingOrder and PackageLineItem),
the mechanism is able to categorise them correctly and to generate the life cycle models for
them (as shown in Figure 4.11 and Figure 4.12) according to Rule 1 in Section 4.3.2. With
these behavioural models, temporal sequences between operations provided by the service are
derived. This form of knowledge is not provided as part of the delivery of the service, but it is
of critical importance to invoking the service and integrating it into other services.
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4.4 Conclusion
This chapter has presented a service behavioural interface derivation mechanism, which gener-
ates service behavioural interfaces based on the core artefact reflected in services: the business
entities and the relationships between them. The resulting models capture the temporal order
between the operations of a business entity: that is, its life cycle model. They also capture the
temporal order between operations across multiple business entities that have either exclusive
containment, inclusive containment, or association relationships. This form of order is rep-
resented through a business entity creation model. Such models can be utilised in a service
integration scenario, where behavioural interfaces of services are unknown, and therefore they
facilitate service integration. These models, particularly abstract ones, can also provide service
designers with guidance on the design of service operations, especially when refactoring legacy
services. For example, the experiments conducted on the FedEx Open Shipping service reveal
that the service has multiple business entities simply created in one fat operation (i.e. Cre-
ateOpenShipmentRequest). This is clearly not the best practice; associated business entities,
such as Shipper and Recipient, should instead have their own creation operations. This is one
reason why enterprise service interfaces are complex and overloaded. The abstract behavioural
models derived by the mechanism can inform service designers about the granularity of service
operations, and therefore assist them with the simplification of complex service interfaces.
This mechanism has been implemented and validated using a variety of services ranging from
internet services to enterprise services; the details of this implementation and validation will be
presented in Chapter 6.
Chapter 5
Structural Variant Derivation for Supporting
Specialisation
5.1 Introduction
Chapter 3 showed that operational overloading arises, in large part, because of multiple business
entities present in a single operation with hundreds of parameters. Typical examples, such
as type of goods, sources of approval, prior or ad-hoc contractual arrangements, payment
agreements, and special delivery provisions (such as insurance or third-party transportation),
lead to multiple invocations of a service operation: that is, service variants. This is because
enterprise service interfaces are directly migrated from legacy systems which have numerous
input parameters designed for the various needs of different users. From a service user’s point
of view, it is imperative to be aware of these variants, as they inform a user about different
ways of invoking a service operation. However, as knowledge about these variants is usually
not available, most service users have to manually inspect the conditions for the use of each
parameter in different business scenarios. This highly costly and error-prone task therefore
inhibits the application of services [Nguyen et al., 2015, Stollberg and Muth, 2010].
This chapter presents a novel Monte Carlo sampling method (Some insights into this method
have been submitted to Future Generation Computer Systems [Wei et al., 2015d]). Based on
likelihood-free Bayesian sampling, it aims to generate service variants with search performance
that reaches beyond the search capabilities of the conventional methods. Inter-dependency rules
for these variants can then be identified through subtyping, a concept in Object Role Modelling
(ORM) [Halpin et al., 2008] that is also known as specialisation [Barbier and Henderson-Sellers,
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1999] in UML. Subtying forms the fourth relationship between business entities, in addition to
the exclusive and inclusive containments, and association (addressed in Chapter 3). That is to
say, if a service variant is a subset of business entity e’s attributes, it may become a new business
entity that is a subtype of e. This service variant derivation approach further contributes to
service interface analysis, as service variants add more insights into the analysis, especially
after business entities and the temporal order of service operations have been discovered.
The remainder of this chapter is structured as follows. Section 5.2 depicts the service variant
derivation problem. An overview of a three-step approach to the problem is then presented in
Section 5.3. The next three sections elaborate on the details of these three steps, respectively.
Section 5.7 concludes the chapter.
5.2 The Variant Derivation Problem
The concept of service variant is defined here, before describing the problem. This concept will
be used throughout the chapter.
Definition 11 (Service Variant) A service variant V is a set of input parameters that a service
operation op accepts when op is invoked with these parameters. According to Definition 1 in
Section 3.3, we have V ⊂ I(op).
As enterprise service interfaces are often generic in design [Stollberg and Muth, 2010], they
commonly have a large number of parameters that can be used to compose various service
invocations. Consider, for example, the processShipment operation of the FedEx’s Shipping
(Web) service1: it has has 1161 input parameters, of which only 10 are mandatory in every
invocation, while over 1000 optional ones cater for different usage of the service across different
industries. These different invocations of the same operation compound the challenges of a
modular, functional understanding of service interfaces. Service users are not aware of which
parameter should go with which for a particular purpose, as a large number of these parameters
are optional and service users do not have sufficient knowledge about the dependencies between
these parameters. The situation is exacerbated when a parameter becomes compulsory only
when another one is used in a specific invocation. For example, in the FedEx service, when
1http://www.fedex.com/us/web-services/
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special parameters (optional by default) such as alcoholic goods are specified, the related details
such as volume and prices become mandatory as part of the invocation.
Service variants can lead to new business entities which are subtypes of other entities. For
instance, the variants of the FedEx Shipping service reflect different versions of business entities
involved. The operation processShipment can be invoked to generate “GroundHomeDelivery-
Shipment”, “SmartPostShipment”, and “USExpressFreight”, three subtypes of the key business
entity ShipmentOrder. This chapter examines the business entity models derived using the
analysis techniques proposed in Chapter 3 to see how these models can be extended with the
addition of the fourth relationship, subtyping.
5.2.1 Problem Formulation
Service interfaces consist of input parameters (output parameters are not considered in this
chapter). For example, a postal service may be invoked with certain subsets of an array of
parameters, such as sender address, receiver address, parcel weight, parcel size, quality of
service, and cost. Thus the parameter space for a service may be described around an ordered
parameter domain D = {β1, β2, . . . , βn}2; a set of acceptable parameters (i.e. a service variant)
is a subset of the power set P (D). Consequentially, the search space for the service variant
derivation problem grows at the rate 2n− 1. This is of considerable concern, given that the size
of n is quite large (much more than 100) for a typical service. To achieve successful outcomes,
three preconditions for the Monte Carlo sampling method are proposed:
1. A book of input parameters is provided and can be stored on a computer; these parameters
are represented as an ordered parameter domain D = {β1, β2, . . . , βn},
2. The acceptable parameters are clustered around common ones,
3. At least one set of acceptable parameters are a priori known; this known set (also called a
known path) is represented as an ordered parameter domain N = {β1, β2, . . . , βi} (N ⊂
D).
Precondition 1 generally can be satisfied by the provision of service specifications (such as
WSDL files) that define all input parameters of a service operation, but the precondition stands
2A service input parameter is represented as β instead of p in this chapter as the latter is reserved for the
representation of probability.
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here to exclude any exceptional cases. Precondition 2 ensures that the acceptable parameters can
be mutually derived through small changes to a common set of parameters. This precondition
is a reasonable one, given that logically associated parameters tend to be put together when a
service is designed. For example, a postal service may have its parameters constructed out of
a set of required parameters and those entailed by standard procedures and legal requirements.
If Precondition 2 does not hold, then service variant derivation may still be possible where a
partial or deprecated book version is available to guide the search, and where this book has a
near fit to the expected target book. Precondition 3 ensures that the search has a viable starting
point.
5.3 Approach
To derive service variants, a three-step Monte Carlo sampling method is proposed to derive
service variants. This section outlines an overview of this method.
Given a list of input parameters of a service operation and a known path (see Figure 5.1),
the method first initialises a tree with minimal leaves. The tree is constructed to keep track of
not only each parameter but also the likelihood of one parameter being a successor of another
(see the tree structure in Section 5.4.2). This initial tree reflects bias towards the known path.
For example, if the list of input parameters includes β1, . . . , β10 and the known path is {β1 →
β2 → β4}, the method would assign the probability of β2, given β1, a higher value than the
probability of the other possible parameters (β3, . . . , β10), given β1.
Given this initial tree, the method then searches for other variants in the second step. The key
action of the search is to identify the likeliest successor, given the current parameter and path.
This is achieved through likelihood-free Bayesian sampling (see details in Section 5.5). The
sampling process is iterative: it keeps identifying a succeeding parameter based on the ones that
have been determined until it sees either the last parameter or the special terminating one ω (see
the middle diagram in Figure 5.1). Once a potential variant is constructed, it is then tested on the
underlying service by invoking the corresponding operation with the parameters in the variant.
If the invocation is accepted by the service, the sampling method then updates the probabilities
of the parameters involved. This is achieved through assigning an importance sampling weight
(see Section 5.5.1 for more details). Doing so can better inform future sampling about the
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likelihood of a parameter being a successor of another in a given path. The iterative sampling
process is indefinite, terminating when the elapsed time has reached the predefined limit, as it
is often impossible to traverse the search space within a sensible amount of time, particularly
when there are numerous input parameters and the space is therefore large.
In the final step, the service variants derived are transformed into subtypes of business
entities. For instance, an operation that is designed to create a Shipment order has a list of input
parameters. Given this list, the sampling method derives a number of variants. One of them
is to create an international express shipment order; another is to create a domestic smartpost
shipment. These two forms of shipments can be subtypes of the business entity ShippingOrder.
Subtyping (also known as specialisation in UML), the fourth relationship between business
entities, complements the solution to structural interface analysis described in Chapter 3.
Iterative
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β6, β7 β8, β9)
op2 (β1 β2, β3, β4, β5, 
β6, .. , βn)
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Figure 5.1: Overview of the service variant derivation approach
Before presenting the details of the approach, three annotations are defined that will be used
in the rest of this chapter.
1. A service input parameter is denoted as β.
2. According to Freund and Walpole [1986, p83], in statistics, a random variable is a real-
valued function defined over the points of a sample space with a probability measure. In
the following sections, a random variable x represents a random draw in a given parameter
domain (i.e. the sample space). The draw is infinitesimal in the domain of a probability
distribution, meaning each random variable conforms to the distribution.
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3. θ is a multi-dimensional random variable: i.e. θ ∼ x1, x2, . . . , xn. A realisation of θ,
denoted as θ¯, is an explicit value resulting from a random draw of θ. This value could be,
for example, a number of service input parameters, such as θ¯ = β1, β2, β3. This means
that each draw θ results in a θ¯ that consists of a number of parameters (i.e. a path).
5.4 Initialise a Tree and Distribution
5.4.1 Likelihood-free Bayesian Sampling
While Precondition 2 (see Section 5.2.1) ensures that the acceptable parameters are usually
clustered, the distribution of the acceptable parameters is unknown. For a large number of
parameters (especially when a number is greater than 20, which is often the case), even though
a set of acceptable parameters are given (see Precondition 3), a brute force search would be
unlikely to return another set of acceptable parameters in any sensible time, as it has no sensible
guide. In fact, this was proved true in several preliminary brute force attempts for different
n (n = 30, 40, 50, and n is the total number of parameters). Thus, a radical search approach
is required, where the distribution of acceptable parameters can be rapidly approximated from
search evidence. Towards this end, a Bayesian update approach has been employed to approxi-
mate acceptable parameter distributions through random sampling and importance sampling for
rapid search variance reduction.
Given a multi-dimensional random variable θ, when a realisation θ¯ is accepted by a service,
f(θ) equals to true, otherwise f(θ) equals to false. This means that the proposed method needs
to sample θ on the condition f(θ) = true, so that acceptable parameters can be supplied to the
process. To achieve the sampling, it is essential to know the distribution of θ | f(θ) = true.
This distribution is posterior one, and it can be represented in the Bayesian form as follows:
p(θ | f(θ) = true) ∝ p(f(θ) = true | θ)pi(θ) (5.1)
In this form, pi(θ) is the prior distribution, which is generated based on the known path
(Precondition 3) or a uniform distribution if the path is not given. p(f(θ) = true | θ) is
the likelihood of θ. Although f(θ) can be queried by invoking a service (it is true when an
invocation with a set of parameters is accepted by a service, otherwise it is false), the form of
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f(θ) (i.e. how it is distributed) is a priori unknown. Consequentially, the likelihood function
is a priori unknown, so that any approximation of the posterior distribution will require a
likelihood-free method. A possible solution to approximating the distribution is a rejection
sampling method because the precise condition to reject all the unacceptable parameters is
f(θ) = false [Robert and Casella, 2005a]. Therefore, according to a similar line of reasoning
given for algorithm A in [Marjoram et al., 2003], algorithm 11 is considered here.
Algorithm 11 Rejection Sampling (Exact Bayesian)
1: Draw θ¯ where θ ∼ pi(·)
2: Accept θ¯ if f(θ) = true; otherwise go to 1
The success of algorithm 11 depends on the probability of f(θ) = true (i.e. p(f(θ) =
true)) [Beaumont et al., 2009, Wilkinson, 2013]. Section 5.2 has already shown that this event
will be exceedingly rare in the search space of a typical service. Thus, algorithm 11 is an
impractical solution to service variant derivation, but stands here to frame the foundational
theory concerning the method proposed in this research.
5.4.2 Exploiting The Dependencies of Service Parameters
When services are invoked, input parameters are supplied in a strictly increasing order of
indices. This pattern can be characterised in a tree structure, where parameters are assigned to
vertices, as shown in Figure 5.2. In order to cover all possible combinations of parameters, an
added root φ, a special start parameter, is introduced. This special parameter extends the ordered
parameter set D (D = {β1, β1, . . . , βn}; see Section 5.2.1), and this extension is denoted as Dˆ
- i.e. Dˆ = {φ} ∪D.
As the removal of the φ element from each set in P (Dˆ) gives the corresponding set in P (D),
a φ-rooted path provides a complete index of a sub-set of P (D), which consists of a number of
parameters that can be tried on a service. A φ-rooted path in a tree is successful if and only if
the elements in the path sequentially match with all parameters in an acceptable parameter set.
As not every successful path in a φ-rooted tree ends with the last parameter βn, a sampling
method will then require an escape vertex other than βn. Thus, let us consider a random
sampling method where D is the parameter domain and ω is a special last or terminating
parameter (like φ, ω is not considered an actual parameter), so D ∪ {ω} is the sample space.
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Figure 5.2: The φ-rooted tree has paths that describe those sets in P (Dˆ) containing φ, and
where the path edges describe order-wise adjacencies
A realisation θ¯ of a draw θ must be a number of parameters in strictly increasing order up
to, but not including any first occurrence of ω. For instance, a random draw may result in
{β1, β2, β7, ω}, and the corresponding realisation θ¯ = {β1, β2, β7}.
That being the case, the posterior distribution (see Equation 5.1) for θ given f(θ) = true
(here denoted as Tf ) can be expanded as follows:
p(θ | Tf ) = p(x1, x2 . . . , xn | Tf )
= p(x1 | Tf )p(x2 | x1, Tf ) . . . p(xn | x1, x2, . . . , xn−1, Tf )
Furthermore, each term in this product can be expressed in its Bayesian form as follows:
p(x1 | Tf ) ∝ p(Tf | x1)pi(x1)
p(x2 | x1, Tf ) ∝ p(Tf | x1, x2)pi(x1, x2)
...
...
p(xn | x1, x2, . . . , xn−1, Tf ) ∝ p(Tf | x1, x2, . . . , xn)pi(x1, x2, . . . , xn)
The random sampling method considered must draw θ¯ such that θ ∼ p(· | Tf ). The prior
distributions pi(x1) through to pi(x1, . . . , xn) are assumed to be uniform distributions, except the
nodes that are part of the given known path, in which case higher probabilities are pre-assigned.
For the φ-rooted tree (Figure 5.3), the following successor functions are employed:
1. The domain D ∪ {ω} is the successor set of φ,
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Figure 5.3: The φ-rooted tree showing the pattern of posterior distributions associated with the
interior vertices
2. Each vertex βi has successors in {βj | i < j ≤ n} ∪ {ω},
3. βn and ω are childless.
5.4.3 Initialise the Tree
The central task of initialising a tree consists of two steps. The first is to create a φ-rooted
tree, which is achieved by invoking algorithm 12. The second is to update the tree with factors
revealed by the known path (see Precondition 3), which is achieved through the invocation of
algorithm 13.
A vertex in a φ-rooted tree is described by a class called TreeNode, which involves the
following attributes:
• TreeNode.children: a set of treenodes that are the children of the current treeNode, and
the type of each child is also TreeNode,
• TreeNode.proposal: the probability distribution over TreeNode.children given current
treeNode,
• TreeNode.parameter: the parameter that identifies the current treeNode, and it is from the
set Dˆ ∪ {ω},
• TreeNode.W: the accumulated weight variable.
Given these properties, algorithm 12 is defined to create and initialise a treeNode. It takes
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a parameter β and a number of children parameters, and creates a treeNode for β. According
to Figure 5.3, a parameter βi resides in a treeNode, and this node’s children host βi+1, . . . , βn,
and ω. At this stage, algorithm 12 just creates the placeholders (represented by circles in Figure
5.4) for these children nodes; the actual nodes will be generated only when they are needed in
the following steps (see details about space management in Section 5.4.4). The proposal of a
treeNode (i.e. the distribution over its children given this node) is initialised with a uniform
distribution: that is, the probability of every child given the current parameter is equal. For
example, the statement tree :=CREATENODE(φ,D ∪ {ω}) creates a φ-rooted tree, tree. If
there are only five input parameters (e.g. D = {β1, β2, β3, β4, β5}), the probability of each
parameter (including ω) given the root φ is equal (1
6
), and the resulting tree of this invocation is
shown in Figure 5.4. Algorithm 12 also initialises the accumulated weight as 1.
Algorithm 12 CREATENODE
input: β, children
numberOfChilder := children[len(children)− 1].index− children[0].index
node.children := new TreeNode[numberOfChilder]
node.proposal := new Distribution[numberOfChilder]
node.parameter := β
node.W = 1
return node
φ
(p1, p2, p3, p4, p5, p6)
Legend:
 p1 − 16
 p2 − 16
 p3 − 16
 p4 − 16
 p5 − 16
 p6 − 16
Figure 5.4: The initial φ-rooted with 5 input parameters
This tree is then passed to the invocation of algorithm 13 (UPDATETREEWITHKNOWNPATH
(tree, 0)), where it is updated with what is informed by the known path. This recursive algo-
rithm takes one more input parameter, the index of the current parameter being processed. The
tree is kept with a minimal number of leaf nodes, with only the nodes that are associated with the
parameters in the known path being generated. The if statement limits the number of recursions
to the length of the known path plus the special start parameter (see line 1). Line 2 retrieves
the parameters that are located after the current parameter Nˆ [index] in D ∪ ω. For example,
given all input parameters D = {β1, β2, β3, β4, β5}, if the known path N = {β1, β2} and the
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current parameter being processed is β1, this retrieval should return {β2, β3, β4, β5, ω}. These
parameters together with β1 are then passed to algorithm 12 (see line 3 in algorithm 13) for
creating a treeNode for the current parameter. Given the previous example, a treeNode for β1
will be created, and its children nodes are the ones that host β2, β3, β4, β5, and ω. However,
none of these children nodes is created as yet, and only their placeholders are generated. This
newly created treeNode is then assigned to the appropriate child of the current node (see line 9).
In the above example, the current node is the one that hosts the root φ, and the newly created
node for β1 should be assigned to its first child (childIndex = 0 in this case as the indexing
starts from 0).
Algorithm 13 UPDATETREEWITHKNOWNPATH
input: node, i
1: if i < len(Nˆ) then
2: parameters := RETURNFOLLOWINGPARAMETERS(Nˆ [i], D ∪ ω) /∗ Nˆ = φ ∪N ∗/
3: temporayTree := CREATENODE(Nˆ [i], parameters)
4: if i > 0 then
5: childIndex := Nˆ [i].getIndex− Nˆ [i− 1].getIndex− 1
6: else
7: childIndex := 0
8: end if
9: node.children[childIndex] := temporayTree
10: UPDATEDISTRIBUTION(node, childIndex)
11: i := i+ 1
12: UPDATETREEWITHKNOWNPATH(temporayTree, i)
13: end if
14: return temporayTree
Subsequently, the probability of the child is also updated (see line 10). The value of this
probability is calculated according to Equation 5.2, where α denotes an initial probability factor,
which can be predefined but its default value is 20, and ι represents the number of children that
the current node has. The probability of β1 given φ should be changed from the originally
uniform distribution value 1
6
to 0.9659, and the probability of the other parameters given φ
should be changed to 0.0056 (see Figure 5.5). This update on the distribution can better inform
the future sampling, as it indicates that β1 is the most likely successor of φ compared with other
parameters; this sampling method therefore would be more like to propose the path φ → β1.
Of course, this does not mean β1 is the successor of φ in every sampling, as other parameters
still have a chance to be sampled even though their probability of being a successor of φ is
much lower than that of β1. The sampling method does explore other possible paths, based on
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φ
(p1, p2, p3, p4, p5, p6)
β1
(p7, p8, p9, p10, p11)
Legend:
 p1 − 0.9659
 p2 − 0.0056
 p3 − 0.0056
 p4 − 0.0056
 p5 − 0.0056
 p6 − 0.0056
 p7 − 0.2
 p8 − 0.2
 p9 − 0.2
 p10 − 0.2
 p11 − 0.2
Figure 5.5: The resulting tree of the first recursion given Dˆ = {β1, β2, β3, β4, β5, ω} and Nˆ =
{φ, β1, β2}
a transition kernel and an importance sampling weight (see details in Sections 5.5.1 and 5.5.2).
Once the distribution is updated, the tree update process moves on to the next treeNode (see
line 11) through the recursive invocation (see line 12). This newly created treeNode is passed
on to the next recursion, as it is the parent of the next treeNode. Once all parameters in Nˆ are
traversed and the corresponding treeNodes are initialised, a depth-first search can be applied to
sample service variants in the next step. Using the above example, D = {β1, β2, β3, β4, β5},
and N = {β1, β2}, the final tree generated from this initialisation is presented in Figure 5.6.
p(β) = ((α ∗ ι+ 1)/(α ∗ ι+ ι) + 1/ι)/(1 + 1/ι) (5.2)
φ
(p1, p2, p3, p4, p5, p6)
β1
(p7, p8, p9, p10, p11)
β2
(p12, p13, p14, p15)
Legend:
 p1 − 0.9659
 p2 − 0.0056
 p3 − 0.0056
 p4 − 0.0056
 p5 − 0.0056
 p6 − 0.0056
 p7 − 0.9714
 p8 − 0.0095
 p9 − 0.0095
 p10 − 0.0095
 p11 − 0.0095
 p12 − 0.25
 p13 − 0.25
 p14 − 0.25
 p15 − 0.25
Figure 5.6: The initialised tree given Dˆ = {β1, β2, β3, β4, β5, ω} and N = {β1, β2}
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5.4.4 Spatial Complexity Management
While Precondition 1 in Section 5.2.1 specifies that the book of acceptable parameters can
be stored on a computer, it is very unlikely that a φ-rooted tree can even be stored on a
computer when n is large. This implies that any search of this tree must involve a practical
space management strategy. However, the sampling method proposed here does not generate a
complete tree initially and store it: paths are generated and stored only when they are accepted.
With a φ-rooted tree, each depth-first traversal is in a linear space no greater than n. Upon
the discovery of a successful path, the parameters along the path and their proposed posterior
distributions are then stored in memory. Thereafter, the proposed distributions can further
inform future searches. In this scheme, the space allocated to the successful paths can never
exceed a size proportional to the book-size of acceptable parameters, so the method prescribed
here is a polynomial space one.
5.5 Search for Service Variants
5.5.1 A Sequential Monte Carlo (SMC) Method for Sampling Valid Parameters
The statistical approach to service variant analysis considered centres around a system of poste-
rior distributions in association with the interior vertices of a φ-rooted tree. These distributions
are usually a priori unknown; thus it is essential to derive them. Here, the problem of approxi-
mating each target distribution is identical in form, because each set of parameters β1, . . . , βi−1
is a key to a distribution p(xi | β1, . . . , βi−1, Tf ), which has the form p(xi | Tf ). Thus, Equation
(5.1) in Section 5.4.1 can be rewritten as the following form (see Equation 5.3), with respect to
each target distribution for xi, given β1, . . . , βi−1, which is stored at each vertex of the φ-rooted
tree (as shown in Figure 5.3).
p(xi | Tf ) ∝ p(Tf | xi)pi(xi) (5.3)
A sampling method that attempts to approximate such a target must resolve whether f(θ¯) =
true (i.e. Tf ). To determine the value of this, a sampling method must first realise a path. The
method should propose successor parameters to guide path traversals at each vertex, and to test
a path when seeing either the special terminating parameter or the last one. If an “accept” is
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returned, f(θ¯) = true (Tf ). Otherwise, f(θ¯) = false (not Tf ) when a “reject” (not Tf ) signal
is returned. While this sampling program could be implementations of algorithm 11, sequential
Monte Carlo (SMC) methods have been considered instead for their potential to minimise the
Kullback–Leibler divergence between proposal and target distributions [Del Moral et al., 2006,
Sisson et al., 2007]. The SMC method considered here operates over a sequence of proposal
distributions {pt | 1 ≤ t ≤ T}, where pT is the target distribution [Del Moral et al., 2006].
The method progressively evolves from a proposal distribution p1 to the target one pT . At time
t the method draws a service parameter based on the proposal distribution pt−1. If the draw
belongs to a successful path, then it informs the computation of pt and updates the proposal
distributions; otherwise it is rejected.
In SMC, each acceptable parameter is paired with an importance sampling weight, which
is used to minimise the search variance [Robert and Casella, 2005a]. Those successful draws
based on pt−1 must be weighed to counter any bias that pt−1 has introduced. Thus, given some
x drawn such that x ∼ pt−1(·), pT can be written:
pT (x | Tf ) = pt−1(x)pT (x | Tf )
pt−1(x)
= pt−1(x)
p(Tf | x)pi(x)
pt−1(x)
= pt−1(x)p(Tf | x)wt(x)
That is, the probability of x drawn from pt−1 scaled against the likelihood of x surviving
the rejection step (p(Tf | x)), must be scaled by wt(x) to arrive at the correct target probability
pT (x | Tf ). Here, the importance sampling weight is given by wt:
wt(x) =
pi(x)
pt−1(x)
(5.4)
The SMC method regulates exploration through a transition kernel that further perturbs x
[see Sisson et al., 2007]. Given a transition kernel K(· | x), x∗ such that x∗ ∼ K(· | x) and its
reverse kernel L(· | x∗), the weight function then becomes:
wt(x) =
pi(x)L(x | x∗)
pt−1(x)K(x∗ | x)
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Equation (5.4) can prevail, however, if L(x|x
∗)
K(x∗|x) = 1 for all x, and this is satisfied with a Gaussian
distribution for K, so that L(· | x∗) = K(· | x∗) and x∗ is the mean value.
Each proposal pt is a discrete distribution over the parameter domain D ∪ {ω} computed
by the normalised accumulation of importance weights found for the parameters accepted at
time steps prior to t. For a parameter β accepted at time t with importance weight wt(β), the
total weight accumulation Wt is computed Wt = Wt−1 + wt(β). Given β, the steps required to
compute pt from pt−1 are as follows:
1. Compute a weight-scaled distribution: Wpt−1 = Wt−1 × pt−1,
2. Update the weight for β: Wpt−1 [β] := Wpt−1 [β] + wt(β),
3. Derive pt through the normalisation: pt = Wpt−1/Wt
5.5.2 The Sampling Algorithms
Having approximated the posterior distribution, a sampling method that employs a depth-first
search of a φ-rooted tree can then search for a path that consists of a number of parameters
that are more likely to be accepted. Given a path and its tail parameter, sampling a successor
parameter is achieved by selecting one that has the highest probability of following the tail so
that the path is more likely to be acceptable one. For instance, in Figure 5.3, if the current path
has only one element β1 and the sampling is searching for the successor element, β2 on level 3
will be chosen if the probability p(x2 | β1, β2, Tf ) (the probability of β2 given β1) is the biggest
amongst all the probabilities in the distribution p(x2 | x1, Tf ). If it is the case, the path will
be updated as β1, β2. This searching process keeps going until it sees ω or βn. Then f(θ) is
assessed to check if it is true (it is true when f(θ¯) = true). Here the structure of the φ-rooted
tree and the first-draw condition concerning ω give an intrinsic implementation of drawing θ¯
and therefore constrain the method to sample θ such that θ ∼ p(· | f(θ) = true).
The following example will be used throughout the following explanation of the sampling
algorithm. There are five input parameters, D = {β1, β2, β3, β4, β5}, and the known path N =
{β1, β2}. After initialising the tree with N , the output is presented in Figure 5.6. The sampling
algorithm (algorithm 14) is invoked to derive other variants (other than the known one). This
algorithm is a recursive function that takes the current parameter being processed, βc, an ordered
set of parameters (i.e. the current path) θ¯, the current treenode node, and a transition kernel
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variance var as the inputs. It then recursively draws a single random variable based on the
proposal distributions over node’s children nodes until it sees ω or the last parameter, and tests
the path drawn thereafter. If the path is accepted, the algorithm then recursively updates the
distribution associated with each parameter (vertex) along the path. If it is not accepted, the
entire attempt is ignored and the algorithm is ready for the next one.
Specifically, the algorithm involves three primary steps.
The first step (from line 1 to line 13) checks if the recursion hits the base case, which is
either the length of the current path (len(θ¯)) reaching the maximum number (n) of parameters
in the domain (i.e. seeing the last parameter) or θ¯ containing the terminating parameter ω. This
terminator is then excluded from the path (if it is in the path), because it should not be part of
the input parameters when invoking the service later. The last parameter in the path θ¯ (βl on
line 4) is then retrieved. If the proposed path θ¯ is accepted by the service (see line 5), then
the function creates and returns a node for βl (see line 8), otherwise it returns null as a sign of
“reject”. Line 8 passes {βl+1, . . . , βn, ω} as the children parameters to algorithm 12 in order to
create a node for βl. For example, assuming D = {β1, β2, β3, β4, β5}, θ¯ = {β1, β2, β4, ω}, after
ω is removed, βl = β4. Therefore, a treeNode for β4 should be created (see Figure 5.7).
β4
p(β5(0.5), ω(0.5))
Figure 5.7: The treeNode for β4 as the tail of the current path θ¯
In the second step (from line 14 to line 24), if the third input parameter node is initialised,
sampling a successor is carried out based on the proposal distributions of the node (see from
line 14 to line 19). The proposal distributions present the probabilities of all children, given
βc. It is possible that the proposal distributions present an equal probability for every child
parameter, given βc, such as the one shown in Figure 5.7. Of course, it is also possible that
one of the children has a higher probability than others because of updates on the distribution,
based on previous successful paths or a known path, in which case the sampling is biased
towards the child. However, this does not mean that this child is picked every time as this
is a random draw that conforms to a normal distribution. A transition kernel variance var is
applied to the sampling in order to regulate the exploration. Increasing this variance expands
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Algorithm 14 VARIANT SAMPLER
input: the current parameter being processed βc, the current parameter path θ¯, the current
treeNode node, transition kernel variance var
1: /∗ if θ¯ has n or more parameters. ∗/
2: if len(θ¯) >= n or ω ∈ θ¯ then
3: θ¯ := θ¯ − {ω}
4: βl = tail(θ¯)
5: /∗ The following statement is achieved through the invocation of the service with θ¯, but
the details are not presented in this algorithm. ∗/
6: if f(θ¯) = true then
7: /∗ If invocation returns true, create a leaf node for the last parameter of the current
path θ¯. ∗/
8: return CREATENODE(βl, {βl+1, . . . , βn, ω})
9: else
10: return null
11: end if
12: /∗ if the current node is initialised, sampling a successor is carried out based on the
proposal of the node otherwise on a uniform distribution. ∗/
13: end if
14: if node then
15: /∗ Draw a random variable x∗ based on the proposal distribution. ∗/
16: x∗ ∼ node.proposal
17: /∗ Perturb x∗ (given transition kernel variance var). ∗/
18: Draw x¯ where x ∼ K(· | x∗)
19: µ := VARIANT SAMPLER(x¯, θ¯ ∪ {x¯}, find(node.children, x¯), var)
20: else
21: /∗ Draw uniform x ∗/
22: Draw x¯ where x ∼ U{node.children ∪ ω}
23: µ := VARIANT SAMPLER(x¯, θ¯ ∪ {x¯}, null, var)
24: end if
25: if µ then
26: /∗ if the current node node is initialised, add µ to node’s child node and update node’s
proposal distribution. If it is not initialised, create a new node r and add µ to r’s child
node and update r’s proposal distribution ∗/
27: if node then
28: node.children := node.children ∪ {µ}
29: node := IMPORTANCESAMPLEUPDATE(node, x¯)
30: return node
31: else
32: r := CREATENODE(x¯, {βc+1, . . . , βn, ω})
33: r.children := r.children ∪ {µ}
34: r := IMPORTANCESAMPLEUPDATE(r, x¯)
35: return r
36: end if
37: end if
38: return null
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the scope of exploration; decreasing it can limit the exploration within the close proximity of the
most likely parameters. According to Precondition 2 (see Section 5.2.1), acceptable parameters
are clustered around common ones, meaning successful paths in a tree should reside in dense
subtrees. Additionally, given at least one successful path (Precondition 3 in Section 5.2.1),
searching for acceptable paths in the vicinity of the given one is more likely to succeed than
sampling elsewhere in the tree. This variance, a system-level configurable parameter, is read in
the initialisation stage before the sample method is invoked. The default value of this variance
is 0.00000001.
Once a realisation of the random variable x¯ (i.e. a parameter) is drawn, the algorithm calls
itself recursively to sample the successor (line 19). This recursive call takes x¯, the current path
θ¯ plus the new parameter x¯, the treeNode that hosts the new parameter x¯, and the transition
kernel variance. The find function on line 19 retrieves the treeNode for x¯, which is one of
node’s child. This is why the function takes node.children and x¯ as the input parameters. In
the above example, assuming θ¯ = {β1, β2}, x¯ = β4, the current node is the one that hosts β2
(see the red node in Figure 5.8). The find function will return the second child of node, which
is the one that hosts β4. It can be inferred that this is the third attempt (see the number labelled
on the corresponding edge), and that the previous two had a bias towards to the two parameters
(β1 and β2) in the known path. This recursion keeps going until it hits the base case, which is
when either the last parameter (i.e. βn) or the special terminator (ω) in the domain has been
chosen.
If the current node node is not initialised (see line 20), its proposal distribution would be
a uniform one, meaning all of node’s children would have an equal chance to be the succes-
sor. Therefore, a uniform draw is conducted (see line 22). Similar to the case when node is
initialised, a recursion is followed after the draw to progress the sampling (line 23). In the
above example, assuming θ¯ = {β1, β2, β4}, the current node is the one that hosts β4 (see the red
circle in Figure 5.9). This node is not initialised, so all its children (β5 and ω) would be treated
equally. Assuming that ω is drawn, the following recursion will hit the base case, which triggers
the sampling algorithm to test the path derived (β1 → β2 → β4 → ω). Regardless of a proposal-
distribution-based sampling or a uniform-distribution-based one, the proposed succeeding node
is captured as µ (see line 19 and line 23).
The final step (from line 25 to line 37) updates the distribution of each node along a
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φ
(p1, p2, p3, p4, p5, p6)
β1
(p7, p8, p9, p10, p11)
β2
(p12, p13, p14, p15)
3
2
1
Legend:
 p1 − 0.9659
 p2 − 0.0056
 p3 − 0.0056
 p4 − 0.0056
 p5 − 0.0056
 p6 − 0.0056
 p7 − 0.9714
 p8 − 0.0095
 p9 − 0.0095
 p10 − 0.0095
 p11 − 0.0095
 p12 − 0.25
 p13 − 0.25
 p14 − 0.25
 p15 − 0.25
Figure 5.8: The tree, given θ¯ = {β1, β2} and x¯ = β4
φ
(p1, p2, p3, p4, p5, p6)
β1
(p7, p8, p9, p10, p11)
β2
(p12, p13, p14, p15)
4
3
2
1
Legend:
 p1 − 0.9659
 p2 − 0.0056
 p3 − 0.0056
 p4 − 0.0056
 p5 − 0.0056
 p6 − 0.0056
 p7 − 0.9714
 p8 − 0.0095
 p9 − 0.0095
 p10 − 0.0095
 p11 − 0.0095
 p12 − 0.25
 p13 − 0.25
 p14 − 0.25
 p15 − 0.25
Figure 5.9: The tree, given θ¯ = {β1, β2, β4} and x¯ = ω
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successful path. It operates only when µ is not empty, meaning this step is executed after
the base case is reached and a successful path has been drawn.
If the current node, node, is initialised, µ (the succeeding node) is then added to its children
list and placed in a proper position. For example, in the example presented in Figure 5.8, the
current node is the one that hosts β2, and β4 is drawn as the successor. In this case, node is
initialised as it has been visited previously as part of the known path. µ would be the node
that hosts β4 and it would be placed as the second child of the current node. In addition,
node’s proposal distribution is updated with an appropriate weight to reflect the successor µ
by invoking algorithm 15. This algorithm performs the importance sampling update on the
proposal distribution and the accumulated weight of node. The child index is given by the
parameter β. Specifically, the probability of the child is calculated according to the formula
presented on line 2 in algorithm 15, and the proposal distribution is normalised at the end by
dividing the weight of node (see line 4). For instance, in the example presented in Figure 5.8
(assuming that path β1 → β2 → β4 has been tested and accepted), where node is the treeNode
that hosts β2 and the current parameter β is β4, the execution of the first line assigns w the value
4 ( 1
p13
|p13 = 0.25). Then the probability of β4 given β2 (i.e. p13 in Figure 5.8) is assigned 4.25
(1 ∗ 0.25 + 4) (see line 2). The accumulated weight of node is updated as 5 (1 + 4) (see line
3). Finally, the proposal distribution is normalised (see line 4), so the probability of β4 given β2
(i.e. p13) is then updated as 4.255 . Similarly, p12, p14, and p15 are updated as
0.25
5
. This update puts
bias towards β4, because this parameter has proven to be a valid successor. Once the update is
completed, an updated node is then returned.
If the current node, node, is not initialised, a new TreeNode instance, r, is created for βc
(see line 32 in algorithm 14) as the current node. This is followed by adding µ to r’s children
list and placing it in a proper position. Similarly, the corresponding proposal distribution is then
updated with an appropriate weight by the invocation of algorithm 15 to reflect the newly added
node µ. The node r is returned as a result. In the example presented in Figure 5.9, the current
node is the one that hosts β4 (see the red circle), and ω is drawn as the successor. In this case,
node is not initialised as it has not been visited before. Therefore, a new node will be created
for β4, and µ, the node that hosts ω, will be placed as the second child of the newly created
node. If the path β1 → β2 → β4 → ω succeeds in the test, it will be recorded as a service
variant V . This will trigger the updates on the distributions of the corresponding nodes. These
updates can better inform the future sampling and can prune the search space significantly.
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Algorithm 15 IMPORTANCESAMPLEUPDATE
input: node, β
1: w := 1
node.proposal[β.index]
2: node.proposal [β.index] := (node.W × node.proposal [β.index]) + w
3: node.W := node.W + w
4: node.proposal := node.proposal
node.W
5: return node
5.6 Transform Service Variants to Subtypes
5.6.1 Business Entity Subtype
Definition 12 (Business Entity Subtype) if ∀β|β ∈ V , a mapping β → a|a ∈ As(e) can be
found. IfAs(e) ⊂ A(e),As(e) forms a new business entity es, which is a subtype of e. In other
words, e is a supertype of es. χ captures the set of pairs that represent subtyping between two
business entities: that is, if χ = {(e, es)}, there is a subtyping pair in which es is a subtype of
e.
To depict the idea of deriving business entity subtypes, the generic data model presented in Fig-
ure 3.2 is reproduced here (see Figure 5.10 (a)). In this model, op1 has thirteen input parameters.
Given these parameters, the structural interface analysis techniques presented in Chapter 3 have
derived four business entities (A,B,C, and D). The attributes of A include {a0, a1, a2, a3, a4}.
Among them, a3 and a4 are complex ones, so they further contain other attributes. Therefore,
A’s attribute set A(A) can be expanded as {a0, a1, a2, a5, a6, a8, a9, a10, a11}. These attributes
are mapped from parameters {β2, β3, β4, β6, β7, β9, β10, β12, β13}. The details of the mapping
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from the input parameters to the attributes are as follows.
mapping

β2 → a0
β3 → a1
β4 → a2
β5 → a3

β6 → a5
β7 → a6
β8 → a7
β9 → a8β10 → a9
β11 → a4
β12 → a10β13 → a11
It is now assumed that the sampling method presented in Section 5.5 has derived five service
variants as follows: 
V1 = {β2, β3, β7}
V2 = {β3, β4, β7, β9, β10}
V3 = {β4, β6, β12, β13}
V4 = {β3, β4, β9}
V5 = {β7, β10}
These variants support a variety of service requests. Based on the business entity data
model and the variants, subtypes can now be derived. Specifically, business entity A has three
subtypes: A′, A′′, and A′′′, and A′′ has further subtypes A′′1 and A
′′
2 (see Figure 5.10 (b)). For
example, the parameters in V1 are mapped to attribute set As1(A) = {a0, a1, a6}, and this set
forms a new business entity A′. Because As1(A) ∈ A(A), A′ is a subset of A. The mapping
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Figure 5.10: A graphical representation of the service variants
between the subsets and new business entities is as follows.
mapping

V1 → A′
V2 → A′′
V3 → A′′′
V4 → A′′1
V5 → A′′2
According to Halpin et al. [2008], the relationships between subtypes include overlapping
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and exclusive, indicating if they overlap with each other or exclude from one another. The
relationships between subtypes and supertypes can be exhaustive or incomplete: the former
means that the supertype equals the union of its subtypes; the latter means that the number of
attributes in the supertype is more than the union of its subtypes. In Figure 5.10 (b), A′ and A′′′
are exclusive (denoted as a circled “X”) as they do not share common attributes. A′′ and A′′′ are
overlapping. According to ORM [Halpin et al., 2008], an overlapping constraint does not mean
that the subtypes must overlap, but they may instead, so it is unnecessary to depict. A′, A′′ and
A′′′ collectively exhaust the attributes of A, and this relationship is denoted as a circled dot. If
it is both exclusive and exhaustive, as in the relationship between A′′1 and A
′′
2 for example, a
circled, crossed dot is used. The variant derivation mechanism covers all the aforementioned
relationships (i.e. exclusive, collective exhaustive, and exclusive and collective exhaustive).
5.6.2 Transformation Algorithms
Once service variants are identified as a result of the sampling (see Section 5.5.2), they are
examined to determine whether they are subtypes of business entities. Algorithm 16 depicts
how a service variant V is transformed to a subtype of a business entity. The algorithm iterates
each business entity e in E to check if the mapped attribute of each input parameter in V is in e’s
attribute setA(e). Set E is part of a business entity data model, which is generated as a result of
the structural interface analysis (see Chapter 3). If it is, a new business entity es is created (see
line 3). Subsequently, the input parameters in V are converted to attributes of es, and the new
subtype es is added to χ where a subtyping relationship is kept (see line 5).
Algorithm 16 GENERATESUBTYPES
input: V , E
1: for each e ∈ E do
2: if ∀β → a ∧ a ∈ A(e) then
3: es := CREATESUBTYPE(V , e)
4: CONVERTTOENTITYATTRIBUTES(V , es)
5: χ := χ ∪ {(e, es)}
6: end if
7: end for
The results of running the service variant derivation mechanism show that the following
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input parameters form a variant: ShipTimestamp,DropoffType, ServiceType, PackagingType, To-
talWeight, Shipper, Recipient, ShippingChargesPayment, SpecialServicesRequested, HomeDe-
liveryPremiumDetail, LabelSpecification, RateRequestTypes, PackageCount, RequestedPack-
ageLineItems, Weight, Dimensions, and ContentRecords. An invocation with these parameters
is to request the FedEx shipment service to create a groundHomeDeliveryShipment, which is a
subtype of the Shipment business entity, as shown in Figure 5.11. Overall, Shipment is the pri-
mary business entity that is derived based on the structural interface analysis, and the sampling
method generates 11 subtypes of this entity. Among them, groundHomeDeliveryShipment,
SmartPostShipmentPrintReturn, IntlReturnShipment, PriorityAlertLTLFreightShipment, US-
ExpressFreight, and IntraUAESOShipment collectively exhaust Shipment. USExpressFreight
has two subtypes, GroundInternationalMPS and SmartPostShipment, and they are exclusive to
each other.
5.7 Conclusion
This chapter has presented a problem of deriving service variants and an automatic solution
to it. The approach involves three steps: initialising a tree which hosts parameters that are in
the given variant, iterative importance sampling through the tree to derive service variants, and
transforming these variants to business entity subtypes. This multi-stage approach is in contrast
to many of the contemporary service variant derivation methods, which rely on some specialised
knowledge about a service interface. For example, methods involving semantic annotations
[Deng et al., 2006, Rajasekaran et al., 2005] and other manual configurations [Stollberg and
Muth, 2010] require human expertise and even ontologies outside of service descriptions. The
experiment results (see the details in Section 6.7) demonstrate that the method is effective, as
it can obtain significant success rates in massive search spaces with capabilities well beyond
the conventional methods, and it is scalable to successful derivations of variants in a real FedEx
Shipment interface. The results are turned into business entity subtypes, which further enhances
the business entity data models that are derived using the structural interface analysis techniques
presented in Chapter 3.
112 CHAPTER 5. STRUCTURAL INTERFACE VARIANT DERIVATION
Legend
Mapping/correspondence
Subtype
Collective exhaustive
Exclusive
Exclusive and
Collective exhaustive
-key
-ShipTimestamp
-DropoffType
-ServiceType
-PackagingType
-Shipper
-Recipient
-ShippingChargesPayment
-LabelSpecification
-RateRequestTypes
-PackageCount
-RequestedPackageLineItems
-Weight
Shipment
-TotalWeight
-SpecialServicesRequested
-HomeDeliveryPremiumDetail
-Dimensions
-ContentRecords
groundHomeDeliveryShipment
-DutiesPayment
-CustomsClearanceDetail
-CustomsValue
-Commodities
GroundInternationalMPS
-DutiesPayment
-CustomsClearanceDetail
-CustomsValue
-Commodities
-ExportDetail
-Dimensions
IntlReturnShipment
-SpecialServicesRequested
-CodDetail
-CommercialInvoice
-InsuredValue
-Dimensions
-CustomerReferences
IntraIndiaCOD -SpecialServicesRequested
IntraMXExpSaver
-PreferredCurrency
-CustomsClearanceDetail
-CustomsValue
-CommercialInvoice
-Commodities
-ExportDetail
-Dimensions
-CustomerReferences
IntraUAESOShipment
-AlternateBilling
-PrintedReferences
-FreightShipmentDetail
-DeclaredValuePerUnit
-PalletWeight
-ShipmentDimensions
-LineItems
-BlockInsightVisibility
-Dispositions
-Dimensions
-SpecialServicesRequested
PriorityAlertLTLFreightShipment
-SpecialServicesRequested
-ReturnShipmentDetail
-SmartPostDetail
-InsuredValue
-CustomerReferences
SmartPostShipmentPrintReturn
-Dimensions
-CustomerReferences
USExpressFreight
-SmartPostDetail
SmartPostShipment
-ExportDetail
-InsuredValue
-Dimensions
-CustomerReferences
groundInternational
0
Figure 5.11: The subtypes of FedEx Shipment
Chapter 6
Implementation and Validation
To validate the proposals of this thesis – structural interface analysis (see Chapter 3), be-
havioural interface synthesis (see Chapter 4), and service variant derivation (see Chapter 5)
– a prototypical tool called the Service Integration Accelerator (SIA)1 has been developed in
Java 1.72. This prototype has implemented the algorithms presented in the previous three
chapters. This chapter will elaborate the application context and the architecture of the tool,
the details of the experiments that were conducted using the tool, and the results revealed from
these experiments.
6.1 The Application Context of the Tool
Service interface analysis is conducted when service users do not have sufficient knowledge
about the interfaces of the services they invoke. The knowledge includes what the services offer,
which business artefacts are involved, what the variants are, and which invocation sequence it
is. The analysis results should assist service users with obtaining such knowledge. The tool is
designed for service users: the software developers and technique architects who have intimate
programming level knowledge of software interfaces. These users wish to make use of external
software through their service interfaces, but lack the knowledge of these interfaces.
1This tool has been made open source; the source codes of the back end are available on https:
//github.com/fuguowei/ServiceIntegrationAccelerator, and those of the front end are on
https://github.com/fuguowei/SIAFrontEnd
2http://openjdk.java.net/projects/jdk7/
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6.2 The Architecture of the Tool
The SIA is divided into three modules (as shown in Figure 6.1). The first, the Structural
interface analysis, analyses structural interfaces and derives business entity data models (BE
data models). Complex and overloaded service interfaces are provided and stored in the Service
specification repository, where they are taken for analysis. This analysis produces simplified
representations of complex structural interfaces by deriving business entities and their relation-
ships. These relationships are further refined by the Service variant analysis module through
the derivation of subtyping (also known as specialisation in UML): that is, deriving service
variants and business entity subtypes. The results of structural interface analysis and service
variant analysis are refactored service interfaces, presented through BE data models. The third
module is Behavioural interface derivation, which takes the BE data models produced by the
other two modules, and generates a sequence of service calls. The results are presented as
behavioural models (i.e. entity creation and business entity life cycle models). These BE
data and behavioural models create a simplified service interface layer, rendering business
entity aligned interfaces. This allows more effective and efficient service integration, capability
comparisons across services, and run-time request backtracking and adjustment, as service users
can discover new features of a service operation through the corresponding features of similar
services.
6.3 Structural Interface Analysis
The Structural interface analysis module analyses input and output parameters of a service
operation and maps them to a BE data model, which consists of seven components (see Figure
6.2). Service specifications are captured through the WSDL uploader. This uploader allows
service users to upload WSDL files (see Figure 6.3), which are then stored in the Service
specification repository. The WSDL parser selects these specifications and processes them.
The primary underlying technologies are two complementary toolkits: Apache XMLBeans and
Web Services Description Language for Java (WSDL4J). Their details are as follows.
• Apache XMLBeans3 is a tool that allows Java programs to access XML documents. In the
WSDL parser, XMLBeans is used to transform XML schema types into Java data types
3http://xmlbeans.apache.org/
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Figure 6.1: The Architecture of the Service Integration Accelerator
so that WSDL elements can be interpreted. XMLBeans APIs also allow Java programs
to traverse the full XML infoset with a cursor model. In this thesis, elements in a WSDL
document are unmarshalled and traversed using these APIs.
• WSDL4J4 is a Java stub generator for WSDL that allows the creation, representation,
and manipulation of WSDL documents. This toolkit is employed by the WSDL parser to
manipulate WSDL files. For instance, a SOAP service operation binding can be extracted
through the APIs of “javax.wsdl.BindingOperation” provided by WSDL4J.
The WSDL parser extracts elements of a WSDL specification and categorises them. Accord-
ing to Zimmermann et al. [2012], these elements include services, ports, bindings, portTypes,
operations, inputs, outputs, faults, messages, parts, and data types. A service is a collection of
ports. For instance, the service name of FedEx Openshipping5 is “OpenShipService”, and it has
one port “OpenShipServicePort”. The binding associated with this port is “OpenShipService-
SoapBinding”. This binding consists of 22 operations (e.g. “createOpenShipment”), and each
operation contains an input and output message. Messages, a description of the data being sent
4http://sourceforge.net/p/wsdl4j/wiki/Home/
5https://www.fedex.com/templates/components/apps/wpor/secure/downloads/
xml/201507/advanced/OpenShipService_v9.xsd
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Figure 6.2: The component diagram of structural interface analysis
Figure 6.3: The screenshot of adding a new WSDL file
or received, consist of logical units called parts, each of which is associated with a data type.
If a type is complex (i.e. user-defined type), it is a potential business entity. For example, the
operation “createOpenShipment” has an input message called “CreateOpenShipmentRequest”
which contains only one part whose type is “CreateOpenShipmentRequest”, a complex type
with 9 parameters. Most of these parameters are of a complex type, and they specify details
that are needed for invoking the operation, such as client details, authentication details, and
requested shipment details. These complex parameters are also potential business entities.
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These different types of WSDL elements are parsed and extracted by the WSDL parser, and
the outputs are used by the BE data model generator for producing business entities and their
relationships.
The Business entity ontology editor (see a screenshot in Figure 6.4) provides domain experts
with a graphic user interface so they can predefine ontology entries, which are used as references
when determining a business entity. Domain experts are the ones who possess the domain
knowledge. For example, in a purchasing service, domain experts are operational or strategic
buyers, and they know the procurement processes and artefacts (e.g. purchase order and re-
quest for quotation) involved these processes. These entries can be derived from a standard.
For example, for FedEx Shipping and UPS Shipping, business entities defined by RosettaNet
PIP3B126, such as ShippingOrder, Shipper, and Recipient, can be used as a reference model.
These predefined entries, stored in the Business entity ontology, are semantically compared
with service parameters by the Semantic matcher. This matcher is an implementation of the
function ONTOLOGYCHECK (see algorithm 2 in Section 3.4.2). The primary underlying tech-
nologies used in the Semantic matcher are two complementary tools: COMA++ (version 3.0)
and Simmetrics. Their details are as follows.
Figure 6.4: The screenshot of the business entity ontology editor
• COMA 3.0 community edition7, a Maven project developed at the University of Leipzig,
6https://www.rosettanet.org/RosettaNet
7http://sourceforge.net/projects/coma-ce/
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consists of two sub-projects: coma-gui and coma-engine. The latter is employed in
this thesis, and COMA APIs has been integrated into the SIA. This engine contains
all classes needed for parsing schemas and carrying out a match process. Listing 6.1
demonstrates how two schemas can be compared through the invocations of relevant
COMA APIs. Source and target schemas are represented as rooted directed acyclic
graphs internally [Do and Rahm, 2002] (see line 7 and line 8 in Listing 6.1). Line 9
instantiates an ExecWorkFlow instance which is, in turn, used to execute a workflow.
That is, the workflow runs the respective strategies and matchers and creates the match
result. An instance of WorkFlow is then created and assigned both a source and a target
graph, as well as the default strategy ALLCONTEXT (see from line 11 to line 13). The
ExecWorkFlow instance is then executed with the WorkFlow instance and the results are
returned (see line 14 and line 15). The match result is a matrix, where the similarity
confidence between a source and a target element is stored. The value of a cell is zero
when there is no correspondence between the two elements associated. If a value is
greater than 0 or than a predefined threshold (if it is set), there is a correspondence
between those two elements.
1 i m p o r t de . w d i l ab . coma . ma tch ing . Workflow ;
2 i m p o r t de . w d i l ab . coma . ma tch ing . e x e c u t i o n . ExecWorkflow ;
3 i m p o r t de . w d i l ab . coma . s t r u c t u r e . Graph ;
4 i m p o r t de . w d i l ab . coma . s t r u c t u r e . Ma tchResu l t ;
5
6 / / T rans fo rm t h e g i v e n schema / o n t o l o g y t o i n t e r n a l s t r u c t u r e
7 Graph g r a p h S r c = loadGraph ( f i l e S r c , n u l l ) ;
8 Graph graphTrg = loadGraph ( f i l e T r g , n u l l ) ;
9 ExecWorkflow exec = new ExecWorkflow ( ) ;
10 / / Execu te t h e workflow , r u n n i n g t h e ALLCONTEXT s t r a t e g y
11 Workflow workflow = new Workflow ( Workflow .ALLCONTEXT) ;
12 workflow . s e t S o u r c e ( g r a p h S r c ) ;
13 workflow . s e t T a r g e t ( g raphTrg ) ;
14 MatchResu l t r e s u l t s = exec . e x e c u t e ( workflow ) ;
15 r e t u r n r e s u l t s [ 0 ] ;
Listing 6.1: A snippet of comparing two schemas using COMA++
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• Simmetrics8 is a Java similarity metric library. It is an implementation of Levenshtein dis-
tance and Cosine similarity. Given two inputs, typically strings, Simmetrics returns a float
similarity measure ranging between 0.0 and 1.0, with the former being entirely different
and the later being identical. For instance, in the comparison between the RosettaNet
PIP3B12 ShippingLabel and the input parameter, labelSpecification of FedEx Shipping
service returns 0.16666669 (see the source code in Listing 6.2). If ShippingLabel is
compared with another input parameter DropoffType, the tool returns 0.15384614. This
shows that, compared to DropoffType, labelSpecification is more likely to match with
ShippingLabel. Simmetrics is used to complement COMA++ to eliminate false positives
(i.e. false correspondences) and false negatives (missing correspondences).
1 i m p o r t o rg . s i m m e t r i c s . S t r i n g M e t r i c ;
2 i m p o r t o rg . s i m m e t r i c s . m e t r i c s . C o s i n e S i m i l a r i t y ;
3 i m p o r t o rg . s i m m e t r i c s . m e t r i c s . L e v e n s h t e i n ;
4
5 S t r i n g a = ” S h i p p i n g L a b e l ” ;
6 S t r i n g b = ” l a b e l S p e c i f i c a t i o n ” ;
7
8 S t r i n g M e t r i c m e t r i c = new L e v e n s h t e i n ( ) ;
9 System . o u t . p r i n t l n ( m e t r i c . compare ( a , b ) ) ; / / 0 .16666669
Listing 6.2: A snippet of comparing two strings using Simmetrics
The BE data model generator, the key component of the Structural Interface Analysis
module, generates BE data models for a service. It invokes the Semantic matcher to identify
business entities, and it is an implementation of algorithm 2 in Section 3.4.2. The generator
sends identified entities and the initial relationship (i.e. nesting) to the BE data model refiner
for further refinement. This refiner, an implementation of algorithm 3 in Section 3.4.2, refines
the initial nesting relationship to more fine-grained ones: exclusive, inclusive and association.
The final output (the BE data model) is then visualised through the BE data model visualiser,
and stored in the BE data models repository. The visualiser utilises two toolkits:
• Graphviz9 is open source graph visualisation software that presents structural information
as diagrams. This tool has been employed to visualise the BE data models on the stand-
alone platform.
8https://github.com/Simmetrics/simmetrics
9http://www.graphviz.org/
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• D310 is a data-driven JavaScript library for visualising data. This tool has been employed
to visualise BE data models on the web-based platform.
6.4 Service Variant Analysis
The Service variant analysis module takes service input parameters and searches for service
variants. It consists of eight components (see Figure 6.5). The WSDL parser extracts input
parameters from service WSDL specifications; these parameters are then passed to the Sampling
engine. This engine implements the Monte Carlo sampling algorithm (algorithm 14 in Section
5.5.2) and searches for service variants.
The Configuration loader reads system level configurations, such as the transition kernel
and the initial probability factor. The Instance pools mechanism is also provided to allow users
to set meaningful values for parameters at design time. This mechanism is supported through
the use of a web service testing toolkit called SoapUI11 (version 5.1.1 under GNU General
Public License v2), as this tool has a feature which allows service users to provide values for
input parameters. For instance, users can pre-configure their credentials and authentication
details such as user names and passwords for invoking a service (see Figure 6.6 for an example
of configuring credentials for the FedEx Open Ship service). These values are used by the
Invocation constructor in order to populate proposed service variants. These variants are then
tested on the underlying service through the use of the SOAP UI tester. The tester sends http
requests to a real service or a service simulator. The underlying technology adopted by the tester
is SoapUI. SoapUI APIs have been integrated into the Service Integration Accelerator in order
to invoke services with the input parameters that are formed by the Invocation constructor. If
values are not supplied by users through the Instance pools, the tester can generate dummy data
for parameters based on their types (see Figure 6.7 for an example). The response returned from
a SoapUI invocation is an XML file which contains the status. If the status is positive (i.e. the
invocation is accepted), the proposed service variant is then identified as a valid one, in which
case the tester sends the variant not only to the Variants consolidator, where it is consolidated
and saved in the repository, but also to the BE data model refiner, which transforms the variant
into a subtype and updates the corresponding BE data model to include this subtype.
10http://d3js.org/
11http://www.soapui.org/downloads/soapui-open-source.html
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Figure 6.5: The component diagram of service variant analysis
Figure 6.6: A screenshot of the instance pools mechanism through the use of SOAP UI
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Figure 6.7: A screenshot of dummy data produced by the instance pools mechanism
6.5 Behavioural interface derivation
The Behavioural interface derivation module categorises service operations, and generates
entity creation models and life cycle models across different business entities. This module
comprises further eight components (see Figure 6.8). The WSDL parser extracts service oper-
ations and passes them to the Service operation categoriser, which categorises them into four
groups: create (C), read (R), update (U) and delete (D). These four types of operations are to
create, read, update and delete a business entity instance respectively. This component is an
implementation of algorithm 4 in Section 4.3.1.
The BE Create protocol generator implements algorithm 5 in Section 4.3.3. It takes BE
data models and the categorised operations as inputs, and produces the models for the creation
of each business entity based on the heuristics inferred from the specific relationships between
the entity and its related entities (see the rules in Section 4.3.2). These models derived are
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Figure 6.8: The component diagram of behavioural interface derivation
tested with pre-supplied data (if found) on the underlying web service through the SOAP UI
tester. If the test result is positive (i.e. the models are accepted by the service), they are then
passed to the BE life cycle generator, an implementation of algorithm 10 in Section 4.3.4. In
addition to the models for creation, operations for reading, updating, and deleting a business
entity are also provided by the Service operation categoriser. These models and operations
are used to construct BE life cycle models by the BE life cycle generator following Rule 1
in Section 4.3.2. In order to test the life cycle models generated, operations are invoked in
compliance with the sequence specified by these models. This is achieved through the SOAP UI
tester. The Instance pools component allows users to provide meaningful data for better testing
results. After being verified through testing, valid models are consolidated by the Protocol
consolidator before they are visualised through the Petri net model visualiser and stored in the
repository. The consolidator exports behavioural models using the standard PNML format. The
underlying technology is the PNML framework12, a Java-based free and open-source prototype
implementation of ISO/IEC-15909, the International Standard on Petri Nets. This framework is
employed to create and save service behavioural models in the standard PNML format so that
these Petri net models can be taken by other tools for validation and analysis. Similar to the
BE data model visualiser in Figure 6.2, the Petri net model visualiser utilises both Graphviz,
for visualising service behavioural models generated on the standalone platform, and D3 for
12http://pnml.lip6.fr/
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visualising them on the web-based platform.
6.6 Validation for Structural Interface Analysis
This section presents the details of the experiments that were conducted on various services
using the Service Integration Accelerator; it also evaluates the proposed structural interface
analysis techniques using the results drawn from these experiments.
6.6.1 Hypotheses
Three hypotheses have been defined to assess the effectiveness of the Structural Interface
Analysis module. The first is simplification: the module is designed to generate simplified
representations of overloaded and complex structural interfaces, so service users should be able
to utilise the results as guidance to facilitate their comprehension of service interfaces. As a
result, this should reduce the amount of time that they need in order to comprehend and then
invoke services correctly. Another criterion to be examined is accuracy: the module should be
able to derive all possible business entities. However, a rate of 25% of false positives is allowed,
as some entities may not be business entities in one specific context, but are perhaps genuine
business entities in another context. For instance, Address is not a proper business entity in the
FedEx Open Shipping service, but it is considered a valid one by UPS Shipment13. Therefore,
the results may have some false positives, but service users are allowed to filter out those which
should not be entities in a specific context. Finally, it is presumed that the performance fulfils
the requirement: that is, for any service, regardless of its complexity, BE data models should be
generated within ten seconds.
6.6.2 Objects
Thirteen popular services (shown in Table 6.1) drawn from xmethods.net14, Amazon.com, and
FedEx were chosen as the experiment objects. These experiment samples were from three
categories: Internet Services (IS) (i.e. lightweight services from the Internet), Software-as-a-
Service (SaaS), and Enterprise Services (ES). The complexity of services in these categories
13https://www.ups.com/upsdeveloperkit
14http://www.xmethods.net:5868/ve2/index.po
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increases from IS to ES. In Table 6.1, services in the IS category are highlighted in light grey
(i.e. the first three services); Services in the SaaS category are darkgray (i.e. the four Amazon
services); Services in the ES category are in dimgray (i.e. the six FedEx services). The Service
Integration Accelerator was applied to the interfaces of these 13 services, and a total set of
272 operations, 12962 input parameters, and 29700 output parameters were analysed. Domain
experts were then asked to examine the analysis results, identify false positives, and make any
necessary adjustments.
Table 6.1: List of 13 SOAP Services and their online WSDL specifications
Services WSDL Specifications Category
Weather Forecast http://www.restfulwebservices.net/wcf/
WeatherForecastService.svc?wsdl
IS
Find People http://www.findpeoplefree.co.uk/
findpeoplefree.asmx?wsdl
IS
MailBoxValidator http://ws2.fraudlabs.com/mailboxvalidator.asmx?wsdl IS
Amazon Simple Stor-
age Service (Amazon
S3)
http://s3.amazonaws.com/doc/2006-03-01/
AmazonS3.wsdl
SaaS
Amazon Elastic Com-
pute Cloud (Amazon
EC2)
http://s3.amazonaws.com/ec2-downloads/
ec2.wsdl
SaaS
Amazon Product Ad-
vertising API
http://webservices.amazon.com/
AWSECommerceService/AWSECommerceService.wsdl
SaaS
Amazon Mechanical
Turk Service
http://mechanicalturk.amazonaws.com/
AWSMechanicalTurk/2013-11-
15/AWSMechanicalTurkRequester.wsdl
SaaS
Ship http://www.fedex.com/templates/
components/apps/wpor/secure/downloads/
xml/Aug13/advanced/ShipService_v13.xml
ES
Pick up http://www.fedex.com/us/web-services/ ES
Return http://www.fedex.com/us/web-services/ ES
Close http://www.fedex.com/us/web-services/ ES
Open Shipping https://www.fedex.com/templates/
components/apps/wpor/secure/downloads/
xml/201507/advanced/OpenShipService_v9.
xsd
ES
Address Validation http://www.fedex.com/us/web-services/ ES
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6.6.3 Results
Table 6.2 presents the detailed structural interface analysis results over the thirteen services. It
reports the following details: (1) the number of operations each service provides (NoOs), (2)
the mean number of input parameters (per operation) (MNoIPs), output parameters (MNoOPs),
business entities (MNoBEs) derived, exclusive containment pairs (MNoECPs), inclusive con-
tainment pairs (MNoICPs), and association pairs (MNoAPs), (3) The false positive rate (FPR).
Table 6.2: Structural Interface Analysis Results of the 13 services (Mean)
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Weather Forecast 2 2 5 0 0 0 0 0
Find People 3 2 1 0 0 0 0 0
MailBox Validator 1 2 6 0 0 0 0 0
Amazon S3 16 9 4 0.56 0.25 0.25 0.125 11
Amazon EC2 157 4 8 2 1 1 1 20
Amazon Advertising 9 24 243 4 3 1 0 2
Amazon Mechanical 44 11 271 3 2 1 0 10
FedEx Ship 5 709 239 34 40 8 1 28
FedEx Pick up 3 137 41 25 23 8 1 5
FedEx Return 1 20 15 3 1 0 0 0
FedEx Close 6 47 18 4 3 1 1 12
Open Shipping 22 309 575 11 9 3 5 24
Address Validation 1 31 51 5 3 0 0 0
According to the results, Internet services usually do not involve business entities, because
they have only a few operations with a handful of parameters. For example, the Weather
Forecast service has only two operations: “GetCitiesByCountry(Country)” and “GetForecast-
ByCity(City, Country)”. Therefore, although the Service Integration Accelerator can pick up
and present the Internet services’ parameters, which can provide guidance on the structural
interface of these services, Internet service users will not benefit significantly from the analysis
results because the interface is not complex.
The interfaces of the services in the SaaS category present intermediate complexity. The
number of operations provided in the four Amazon web services ranges from 9 to 157, and the
6.6. VALIDATION FOR STRUCTURAL INTERFACE ANALYSIS 127
average number of input parameters is between 4 and 24. There are around 3 business entities
derived per operation. It may appear that service users can cope with this type of service, as the
number of input parameters for some operations is not very large, but the number of operations
is quite significant and service users may find it difficult to know the temporal order among
these operations. Having a proper structural analysis is essential to derive such order.
Services in the ES category, the most complex ones, usually have a large of number of input
and output parameters. Therefore, it is worthwhile reducing complexity so that service users
can understand the interfaces. The results show that the Service Integration Accelerator works
effectively for enterprise services. The figures of the six FedEx services in Table 6.2 reveal that
these complex services have been provided with simplified representations. For example, the
Open Shipping service has 22 operations and the average number of the input parameters is
309 and that of the output parameters is 575. After the structural interface analysis, on average,
11 entities per operation were derived. One of the FedEx Open Shipping service’s operations,
“createOpenShipment”, has 1336 input parameters and 596 output parameters. By analysing
these parameters, 16 key business entities and their relationships were derived (see Figure 6.9).
This dramatically reduces the complexity as users can now readily understand the interfaces by
looking at these business entities and their relationships.
The Service Integration Accelerator may generate false positive entities. For instance, in the
result of the FedEx Shipment structural interface analysis (see Figure 6.9), “MasterTracking”
and “Address” should not be captured as business entities. For the Amazon S3 (see Figure
6.10), “MetaData” should not be an entity. This positive entity makes up approximately 11% of
total entities (9) derived for the Amazon S3 service. Overall, the results for all the experiment
services fulfil the maximum percentage (i.e. 25%) of false positives allowed. Domain experts
are allowed to manually revise the business entity model and to correct these false positives.
In addition to false positive business entities, incorrect relationships also have been found.
For example, in the result of the Amazon S3 structural interface analysis (see Figure 6.10),
the relationship between “BucketAccessControlPolicy” and “AccessControlPolicy” has been
identified as inclusive containment. In fact, instead of containment, the former should be a
subtype of the latter. These false positive business entities and incorrect relationships were
captured due to a lack of domain knowledge; this can be compensated for by allowing domain
experts to modify the business entity data models generated.
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The time taken to analyse each service is not listed in Table 6.2 as completing the analysis
was fairly quick. Even the most complicated service, FedEx Open Shipping, took only 7
seconds, indicating that the hypothesis about performance has been supported.
Figure 6.9: A screenshot of the analysis results of the Fedex Open Shipping service; each dot
represents a business entity and the lines between dots represent the relationships
6.6.4 Analysis and Open issues
The structural analysis results can improve the comprehensibility of service interfaces because
BE data models provide service users with a simplified representation of the complex and
overloaded service interfaces, and highlight the main features and capabilities of the services.
According to the Pareto principle, for many events, roughly 80% of the effects come from
20% of the causes. It is observed that the data models derived highlight a few key business
entities out of hundreds of parameters, and that these entities are the drivers of structural
interfaces, leading to significant reduction in interface complexity and to better understanding
of the service operations.
Examination of the experiment results has identified another two types of relationships
6.7. VALIDATION FOR SERVICE VARIANT ANALYSIS 129
Figure 6.10: A screenshot of the analysis results of the Amazon S3
between entities: inclusive and exclusive specialisation. The former refers to subtypes of
business entities: that is, a set of attributes of a business entity e may form a new business
entity esub, which is a subtype of e. For example, in Figure 6.10, “BucketAccessControlPolicy”
should be an inclusive specialisation of “AccessControlPolicy”. However, this relationship is
currently considered to be inclusive containment. Inclusive specialisation has been addressed in
Chapter 5 using a Monte Carlo sampling approach. Exclusive specialisation denotes different
versions of a business entity. As services and business entities evolve due to new requirements
from customers, some parameters (i.e. features) may be added or removed, but service providers
usually continue to support the older version of interfaces because of compatibility. Exclusive
specialisation has been partially addressed in Chapter 5, as a deprecated book of parameters are
utilised as a prior known variant to derive variants of a new version of the service.
6.7 Validation for Service Variant Analysis
To validate the proposed service variant analysis technique, the Monte Carlo sampling method,
implemented in Java, has been incorporated into the Service Integration Accelerator. This
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section presents the details of the experiments conducted on this implementation and evaluates
the method using the experimental results. All experiments were performed on the Queensland
University of Technology Supercomputers15 and all jobs were run in a batch mode.
6.7.1 Hypotheses
Two hypotheses were defined to assess the effectiveness of the sampling method. The first is
that the approach should be able to, derive a sensible proportion of service variants within an
acceptable time frame (e.g. a week), depending on the total number of parameters and the size
of the search space. The method is not designed to derive all variants, because a service may
have a number of edge variants, in which case it may take a large amount of time to search
for and identify. For instance, if a service operation has 100 input parameters and the search
space is 2100 − 1, it may take years of time to finally identify the edge variants. Therefore, it
is reasonable to ignore these extreme cases as long as a fair number of variants are determined.
As these variants may be turned to subtypes of business entities through specialisation, the four
relationships between a supertype and a subtype, namely overlapping, exclusive, exhaustive,
and incomplete, discussed in Section 5.6.1, should all be covered by the results of the sampling
method. Another factor to be examined is accuracy: the method should be able to derive service
variants and subtypes of a business entity precisely, meaning that the results derived should be
100% accurate. However, the system should also allow service users and domain experts to
modify the variants derived. For example, they can add or removed certain parameters to or
from a service variant to form a new one.
6.7.2 Objects
Invoking real web services involving http requests and responses takes a large amount of time.
To simplify the service invocation process, a toy web server has been implemented that gener-
ates web services with appropriate operations, input and output parameters. The server resides
in a local machine, but it simulates real web-service server behaviour and responds to the request
from the client side. The sampling method was tested with services generated by this server.
The interfaces of these services simulate various scenarios of real services and have different
levels of complexity. The complexity is reflected by the number of primitive parameters in a
15http://www.itservices.qut.edu.au/researchteaching/hpc/hw_catalogue.jsp
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service call. Specifically, the experiment had three categories: 20, 50 and 100 parameters. These
three cases therefore involved search spaces with 220−1, 250−1 and 2100−1 different possible
combinations of primitive parameters, respectively. These parameters were grouped under a
number of business entities.
For each case, the server generated several sets of valid service variants, each set varying in
the length of the known path. Each set has 20 variants, which constitutes 20 acceptable service
calls. The sampling method was tasked to find them. The first variant was set as the known
path, one of the preconditions (see Section 5.2.1). The other nineteen variants were closely
clustered around the first one as if they are real web services (the second precondition), so the
number of parameters included in these variants is similar to that of the first. For example, for
the first case (20 parameters in total), 5 sets were generated. These sets differ in the number
of parameters in the known paths: 5, 8, 11, 14, and 17 (see Table 6.3). Figure 6.11 presents a
set of variant examples in which the length of the known path is 5. The first variant (i.e. the
known path) consists of parameters 1, 3, 4, 5, and 17. Given this variant as the known path,
the sampling method was then asked to find other valid variants. Similarly, for the second case,
with 50 parameters in total, the lengths of the known paths are 10, 15, 20, 25, 30, 35, and 40
(see Table 6.4). For the third category, with 100 parameters, the lengths of the known paths are
10, 20, 30, 40, 50, 60, 70, and 80 (see Table 6.5). Multiple parameter sets were used for each
category so that comparisons could be conducted given different levels of complexity.
Table 6.3: The results of the experiments on simulated service data with 20 parameters
Length
(out of 20)
PI (%) PoH (%) TT (minutes)
Mean SD Mean SD Mean SD
5 42.38 19.97 0.58 0.29 8625.42 8.75
8 45.75 21.50 0.57 0.32 8625.47 9.83
11 42.50 16.91 0.54 0.35 8552.69 436.64
14 40.00 17.76 0.52 0.37 8585.47 223.25
17 34.62 15.50 0.59 0.37 8613.59 17.85
In addition to the above simulated services, the search method was tested on the real web
service, the FedEx Shipment service16. The experiments were conducted on all seven operations
16http://www.fedex.com/templates/components/apps/wpor/secure/downloads/
xml/Aug13/advanced/ShipService_v13.xml
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Figure 6.11: A screenshot of a detailed sampling result
Table 6.4: The results of the experiments on simulated service data with 50 parameters
Length
(out of 50)
PI (%) PoH (%) TT (minutes)
Mean SD Mean SD Mean SD
10 24.88 11.79 50.14 42.97 8613.45 19.11
15 29.00 11.22 26.78 37.48 8610.45 27.10
20 25.25 8.54 23.14 29.60 8595.22 49.67
25 23.75 9.25 18.51 29.23 8612.65 31.89
30 20.88 7.59 25.94 38.23 8576.35 89.46
35 20.25 8.69 20.33 28.43 8611.63 34.92
40 18.75 6.58 9.36 20.72 8613.24 54.45
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Table 6.5: The results of the experiments on simulated service data with 100 parameters
Length
(out of
100)
PI (%) PoH (%) TT (minutes)
Mean SD Mean SD Mean SD
10 21.62 9.43 22.26 22.68 8609.52 33.40
20 17.38 5.66 28.24 28.66 8609.34 44.50
30 17.75 6.40 16.38 23.25 8599.81 51.73
40 14.38 6.32 5.41 8.44 8600.15 33.12
50 12.88 7.15 7.29 14.29 8604.93 37.56
60 9.38 5.33 10.19 23.09 8539.79 182.26
70 9.12 4.92 7.88 21.38 8600.94 39.96
80 9.62 5.11 4.67 15.61 8394.69 577.69
provided by this service, but for simplicity only the core one, “processShipment”, is presented
here. This operation has around 1053 primitive input parameters and 565 output parameters.
From these, a cohesive set of 43 parameters were selected to demonstrate the method.
6.7.3 Experiment Process
The process of a single experiment is described in detail as follows. The sampling method
constructs a service variant based on a known path and the probability of each parameter in
a path. A service client then sends a request with the variant as the input parameters to the
service. The service receives the proposed variant, compares it with the valid ones, and returns
acceptance to the sampling method if it matches with one of them. Otherwise, it rejects and
the service client will send another request with a new variant proposed by the search method.
This process continues until all valid variants are found, or until time runs out, if a fixed amount
of execution time is set. The same process was applied to a brute force method in which,
instead of constructing a variant based on possibility, every possible variant was attempted. The
results generated by the sampling method and the brute force method were then compared for
evaluation.
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6.7.4 Results
To improve the objectivity of the experimental results, for each set of variants, 40 instances ran
concurrently for approximately one week. The mean and standard deviation of the results of
these 40 instances were calculated. The metrics measured in the results include the percentage
identified (PI) (how many variants were identified correctly out of 20 valid ones), the percentage
of hits (PoH) (the proportion of attempts that were accepted), and the time taken (TT) (how long
it took (in minutes) to obtain the results). The detailed results generated by these two methods
are presented in Table 6.3, Table 6.4, Table 6.5, and Table 6.6.
Table 6.6: The results of the experiments with a brute force method (20 parameters)
Length
(out of 20)
PI (%) PoH (%) TT (minutes)
Mean SD Mean SD Mean SD
5 85.50 24.54 0 0 6296.70 3298.18
8 96.50 5.33 1.84E-5 1.02E-6 7908.05 2012.22
11 98.88 2.40 1.89E-5 4.57E-7 8639.11 0.97
14 98.62 2.26 1.88E-5 4.31E-7 8565.26 322.89
17 99.62 1.33 1.90E-5 2.54E-7 8018.05 1760.30
For a total number of 20 parameters (see Table 6.3), on average, the sampling method was
able to identify from 35% to 46% of a total of 20 valid variants among the 5 sets given (see the
column “Mean” under “PI” in Table 6.3 and the blue line in Figure 6.12). There is a standard
deviation for each set (the column “SD” under “PI” in Table 6.3). The maximum percentage
picked up by the method is 90%, given 5 and 8 known input parameters, and the minimum
one is 10% given, 17 known input parameters. This means that the more parameters a variant
has, the more difficult it is for the sampling method to identify the variant. Figure 6.11 depicts
the detailed results of an instance whose number of parameters in the known variant is 5: the
first variant (i.e. the known one) has been found 25 times; the second variant, with two more
parameters, has been found 8816268956 times. Overall, 13 out of 20 variants (65%) have been
identified by the sampling method.
For a total number of 50 parameters (see Table 6.4), given known paths in lengths of 10,
15, 20, 25, 30, 35, 40, the percentage discovered ranges from 18.75% to 24.88% (standard
deviation: from 6.58 to 11.79). The statistics for the total number of 100 parameters are from
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Figure 6.12: The performance comparison between the Brute Force and Monte Carlo methods
given 20 parameters
9.12% to 21.62% (standard deviation: from 4.92 to 9.43), as shown in Table 6.5. These figures
reveal that the percentage identified tends to decline as the total number of parameters rises, due
to the increase in the size of the search space. However, the search method is able to maintain
the result on a reasonable level.
In order to demonstrate the performance characteristics of the method, comparisons have
been made here: human-annotated methods in existing studies are excluded from these com-
parisons because they are not automatic. Rather, comparisons have been made against a brute-
force method: being general it provides a well-defined baseline. Since the results here show
that the sampling method can indeed find variants in such vast search spaces (O(2100)), which
could easily be dismissed as prohibitive, the performance horizon of a brute-force method
approximates well the performance boundaries of the current conventional methods at the scales
involved.
Brute-force search17, also known as exhaustive search, is a very general problem-solving
technique that exhausts all possibilities in order to reach a solution. In the context of deriving
service variants, this method searches all possible service variants in order to identify valid
ones. This approach is prohibitive and impractical, especially when the number of parameters
17https://en.wikipedia.org/wiki/Brute-force_search
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is as large as what enterprise services have, because the search space is enormous and simply
cannot enumerate all possible parameter combinations. The sampling method proposed in this
study fared worse than the brute force method when the total number of parameters was only
20. In Figure 6.12, the red line presents the performance of a brute force method given the first
test case, where the method was able to derive the majority of valid service variants, whereas
the Monte Carlo sampling could identify only approximately 40 per cent of them (see the blue
line). This is because the search space is still within the reach of the capability of the brute force
method and all combinations were traversed by a trial and error method within a sensible amount
of time. However, when the number reached 50, 100, or greater, the brute force approach
became ineffective, and the search method was more effective by contrast. This can be seen
by the performance comparison presented in Figure 6.13 and Figure 6.14. The brute force
method failed to identify anything when the length of the given path was greater than 20 for
a total number of 50 parameters (see the red line in Figure 6.13). In all the experiments, the
percentage of the hit rate in the applications of the Monte Carlo sampling method is greater than
that of the brute force approach (see PoH in Table 6.3 and Table 6.6), meaning that the proposed
sampling method is more likely to pick up a valid variant.
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Figure 6.13: The performance comparison between the Brute Force and Monte Carlo methods
given 50 parameters
The results of applying the sampling method to the real service, FedEx Shipment, are similar
to the experiments with simulated data (see Table 6.7). Forty instances ran concurrently on
the shipment service, and the average percentage identified is 35.22 with a 3.68% standard
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Figure 6.14: The performance comparison between the Brute Force and Monte Carlo methods
given 100 parameters
deviation. The search method finally managed to derive a total of 11 of 20 valid variants (55%),
taking around 8602 minutes.
Table 6.7: The results of the experiments on the FedEx Shipment service
Length
(out of 43)
PI (%) POH (%) TT (minutes)
Mean SD Mean SD Mean SD
20 35.22 3.68 0.016 0.017 8602.82 27.98
6.7.5 Discussion
The above results reveal that the Monte Carlo statistical method is effective in deriving service
variants, which can be used to guide service users through invoking services. However, it has
been noticed that there are a few aspects that could be further improved and extended.
The primary one is that this method can be utilised to derive service variants given a
deprecated version of a service. As it is commonplace that numerous service developers evolve
their services on a regular basis in order to keep up with the rapid changes to service users’
requirements, new version services are continuously released while older one are gradually
phased out. Variants of these new services can be generated easily using the proposed sampling
approach if those of legacy services are preserved and supplied. There might be only minor
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changes between the up-to-date version and the previous one, so having some variants of the
latter can be of great assistance to the derivation of variants for the former. These inputs are
valuable and can improve the efficiency of the sampling approach.
Another area is that the efficiency and the effectiveness of the sampling method can be
enhanced if a response from a service invocation can be analysed and utilised. Some services,
UPS Shipping for example, return meaningful messages and error codes that can be used to
improve future sampling. For example, a response to a shipping order request may state that
a shipper is required in order to complete a shipping order, so the input parameter, shipper,
should be added into the proposed variant in the next sampling. An error code can sometimes
even inform the service requesters that certain values are invalid, in which case the proposed
variant might be acceptable but the invocation is rejected due to incorrect values. Therefore,
having informative responses can assist the sampling method with the identification of service
variants. The sampling method currently does not take service responses into consideration,
because not all services provide a meaningful response message or error code.
Additionally, Markov Blanket [Koller and Sahami, 1995] can be employed to improve the
efficiency of the sampling method. Specifically, if the probability of one parameter, given
another parameter, is greater than a threshold, this pair is recorded in a Markov Blanket, which
is essentially a table that keeps track of all likely neighbours. When searching for a succeeding
parameter, this Markov Blanket can be enquired to obtain the most likely one. This can reduce
the search space considerably, speeding up the search process.
6.8 Validation for Service Behavioural Interface Derivation
To validate the service behavioural interface derivation module (see Section 6.2), a Java based
prototype, an implementation of the algorithms presented in Chapter 4, has been developed.
This prototype has been integrated as a part of the Service Integration Accelerator. This section
presents the details of the experiments conducted using the prototype and evaluates the module
using the experimental results. All experiments were performed on a laptop with Intel Core i7-
3520M CPU 2.90 GHz*4 and 8 GB of memory, running on Ubuntu 14.04 LTS and OpenJDK
1.7 (with standard allocation of memory).
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6.8.1 Hypotheses
Two hypotheses are defined to assess the effectiveness of the module. The first is competence - it
is presumed that it can produce abstract behavioural models for every business entity according
to the rules in Section 4.3.2 and executable behavioural models based on the operations provided
by a service. Another criterion to be examined is performance - the time taken to derive
behavioural models for each business entity should be within one second.
6.8.2 Experiment Objects and process
Eleven popular services (see Table 6.8) drawn from xmethods.net18, Amazon.com, and FedEx
were chosen as the experiment objects. Similar to the services used in the evaluation of the
structural interface analysis module in Section 6.6, these samples are from three categories:
Internet Services (IS) (services from the Internet), Software-as-a-Service (SaaS), and Enterprise
Services (ES). The complexity of these services increases from IS to ES. Services in the IS
category are highlighted in light grey (i.e. the first two services); services in the SaaS category
are dark gray (i.e. the three Amazon services); services in the ES category are in dim gray
(i.e. the six FedEx services). The results of structural analysis on these services show that
there are 115 operations and 696 business entities. Based on this structural information, the
behavioural interface derivation module was executed to derive behavioural interfaces. The
results of the execution were then analysed to assess if they support the hypotheses. False
positives in structural interface analysis results can cause the Service Integration Accelerator
to derive incorrect behavioural models, but domain experts were consulted to assess business
entity relationships prior to the derivation of behavioural interfaces, so the accuracy of these
interfaces was ensured.
18http://www.xmethods.net:5868/ve2/index.po
19http://www.findpeoplefree.co.uk/findpeoplefree.asmx?wsdl
20http://ws2.fraudlabs.com/mailboxvalidator.asmx?wsdl
21http://s3.amazonaws.com/doc/2006-03-01/AmazonS3.wsdl
22http://webservices.amazon.com/AWSECommerceService/AWSECommerceService.
wsdl
23http://mechanicalturk.amazonaws.com/AWSMechanicalTurk/2013-11-15/
AWSMechanicalTurkRequester.wsdl
24http://www.fedex.com/us/web-services/
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Table 6.8: Behavioural interface derivation results
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Find People19 3 0 0 0 0 0
MailBox Validator20 1 0 0 0 0 0
Amazon S321 16 9 3/12/9/18 3/22/17/36 166 38051
Amazon Advertising22 9 36 2/12/9/19 2/20/16/36 105 25382
Amazon Mechanical23 44 132 9/36/27/54 9/60/48/104 552 115595
FedEx Ship24 5 170 2/8/6/12 2/12/10/20 165 26210
FedEx Pickup24 3 75 1/4/3/6 1/8/6/13 68 12758
FedEx Return24 1 3 1/4/3/6 1/4/3/6 61 12635
FedEx Close24 6 24 4/20/17/36 4/20/16/34 206 51254
Open Shipping24 22 242 4/20/15/31 4/40/32/74 295 52305
Address Validation24 1 5 1/4/3/6 1/4/3/6 48 12815
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6.8.3 Results
Table 6.8 presents the detailed statistics of the generated behavioural models for the 11 services.
Specifically, it reports the following details: (1) the number of operations each service provides
(NoOs); (2) the number of business entities (NoBEs), executable behavioural models for entity
creation (NoEBMs), and life cycles generated (NoLCs); (3) The time taken (in milliseconds)
for generating these models for each service with (TTwPNML) and without PNML output
(TTwoPNML). The behavioural models for entity creation and life cycle are detailed with
number of places, transitions, and flows (i.e. P/T/F in Table 6.8).
According to the results, Internet services usually do not involve ordering constraints, be-
cause they often have only a few operations with a handful of parameters and these operations
are loosely coupled. For example, the Find People service has only two operations: “findAd-
dress(city, backlinkWebsite)” and “findPeople(exactAddress, backlinkWebsite)”. No business
entities have been identified based on these operations, and these two operations can be invoked
independently of one another. Therefore, Internet service users will not benefit significantly
from the behavioural interface derivation module.
The interfaces of services in the SaaS category present intermediate complexity. The number
of operations provided in the three Amazon web services ranges from 9 to 44. Based on the
data model generated and the operations provided by these services, 3, 2 and 9 executable
behavioural models were generated for the creation of business entities involved in the Amazon
S3, Advertising, Mechanical services respectively. Same number of life cycle models for these
entities was also derived. Taking the Amazon S3 as an example, Figure 6.15 (a) presents a
Bucket centric BE data model. The generated executable behavioural model for the Bucket’s
creation is shown in Figure 6.15 (b). In this model, the transition “CreateBucket” has been
identified as the one that creates an instance of Bucket. As can be seen, BucketLoggingStatus is
exclusively contained (mandatory) in Bucket, meaning an instance of BucketLoggingStatus has
to be instantiated after the creation of a Bucket instance. “SetBucketLoggingStatus” has been
identified as the transition that creates an instance of BucketLoggingStatus, so this operation is
called after “CreateBucket” as shown in Figure 6.15 (b). In addition, both AccessControlPolicy
and Object are associated with Bucket, meaning that the attachment of these two entities to
Bucket can take place only after all these instances are created. “SetBucketAccessControlPol-
icy” and “PutObject” have been identified as the association operations for AccessControlPolicy
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and Object respectively, so they can be invoked after P cbucket to form the association. As the
service does not provide Create operations for AccessControlPolicy and Object, the executable
model in Figure 6.15 (b) does not reveal the creation of these two entities.
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Figure 6.15: The executable behavioural model for the creation of Bucket
Services in the ES category are the most complex: they usually involve numerous business
entities and operations, so it is significant to derive behavioural models for them. The statistics
for the six FedEx services in Table 6.8 show the number of behavioural models generated.
For instance, by analysing the 22 operations provided by the FedEx Open Shipping service, 4
executable behavioural models for the creation of 4 business entities (ShippingOrder, Shipment-
LineItem, PendingShipment, and Consolidation) were derived. Correspondingly, 4 life cycle
models were created for these business entities. The validation of these behavioural models was
performed by invoking the services with the sequences derived, and the results show that the
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temporal sequences revealed in the models are accepted and also match with what is described
in the FedEx OpenShipping reference25.
The time taken to generate these models is listed in the last two columns of Table 6.8. The
elapsed time (the one without PNML) meets the performance requirement, which is within one
second per entity, but producing PNML files for behavioural models takes a large amount of
time, with almost 2 minutes for the Amazon Mechanical service at worst. This is because the
external PNML library involves intensive IO operations. However, as the output of PNML is an
optional setting in the module, the performance of the core part is not compromised.
6.8.4 Discussion
The experiments have demonstrated the effectiveness of the module, but an issue has been
found at the same time. It occasionally failed to take some operations into consideration,
especially in operation categorisation. For example, in the FedEx open shipping service, the
operation “confirmOpenShipment” is to confirm the creation of an OpenshipOrder, so it should
be invoked at the end of OpenshipOrder’s creation. However, this operation was missed in the
models generated. To address the problem, operations for one category should not be limited
to one and a set should be used for all operations that fall in the same category. The rules of
categorising operations should be reconsidered to factor in these additional operations. All of
these operations should be considered in generating behavioural models for later creation and
life cycle models.
25https://images.fedex.com/templates/components/apps/wpor/secure/
downloads/pdf/201507/FedEx_WebServices__DevelopersGuide_v2015.pdf
Chapter 7
Conclusion and Future Work
This chapter reiterates the research questions and contributions of this dissertation, outlines the
limitations of this study, and suggests some future research directions for building upon this
work.
7.1 Concluding Remarks
Interfaces of enterprise services are complex and overloaded, with a single operation having
numerous parameters, supporting various requests. In addition, there is a lack of sufficient
knowledge about the invocation sequences of these interfaces. This research has addressed the
following three research questions: (1) How can data entities and their relationships be uncov-
ered from the complex and overloaded service interfaces so that a simplified representation of
these service interfaces can be generated? (2) How can differing requests and versions of these
interfaces be efficiently derived? (3) How can the temporal order of service invocations be
generated?
In answer to the first question, the concepts of business entity, exclusive and inclusive
containment, and association were formalised in Chapter 3 (see Section 3.3), along with the
core algorithms that derive instances of these concepts, given a service interface. Essentially,
complex service parameters are examined against a predefined ontology to determine whether
they are business entities related to the semantic context of the service offering. The relation-
ships between these entities are identified based on dependencies among the corresponding
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parameters. These algorithms have been implemented as a structural interface analysis mod-
ule, part of the Service Integration Accelerator (see Section 6.3). The toolkit was applied to
enterprise services such as FedEx Shipment services and software-as-a-service services such
as Amazon S3, and the experiments proved the effectiveness of the proposed method in the
derivation of business entities and the relationships between them (see the performance results
in Section 6.6). For a given service interface, the derived entities and their relationships form
a business entity data model, a simplified representation of the service interface. This in turn
assists service users/integrators in comprehending the originally complex service interface, and
therefore improves the efficiency of integrating the service with others.
Having said that, the interface analysis method has two limitations. The first is that its
accuracy, to a certain extent, relies on a predefined ontology, where names of possible business
entities are stored. This means that knowledge from domain experts is an input necessary for
making the analysis method function well. For instance, if the interface of the FedEx Shipping
service is to be analysed, the analysis expects to be provided with names of possible entities,
such as ShippingOrder, Shipper, and Recipient, because the analysis takes a complex parameter
and compares its semantic meaning with the entries in the predefined ontology. Without such an
input, the analysis can still carry on, but it may consider some inessential entities, in which case
the resulting representation may be more complex than it needs to be. Service users/integrators
are allowed to remove these unnecessary entities, but this incurs additional human intervention.
Another weakness is that the implementation of the approach currently supports only the anal-
ysis of conventional SOAP service interfaces: the applicability of this method to contemporary
RESTful service interfaces deserves investigation. While RESTful service interfaces appear to
be lightweight as opposed to SOAP ones [Pautasso et al., 2008], it is still worth deriving business
entities and their relationships reflected in this form of interfaces because this can help service
users to comprehend them better. The idea of structural interface analysis and the derivation of
business entity data models presented in this study can be applied to RESTful service interfaces,
and the implementation and the evaluation could be part of future work.
As for the second question, a Monte Carlo sampling method is devised (see Chapter 5)
to search for service variants. The primary significance of this method is that good results
can be produced even in a very large search space. This is in stark contrast to conventional
methods such as brute force, which cannot derive any variants given a large search space (see
the performance comparison in Section 6.7.4). Another prominent feature of the method is
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that it requires minimal inputs – only a known path – and it can automatically identify valid
service variants. Compared with existing techniques, which either manually annotate service
variants [Stollberg and Muth, 2010] or require intensive modelling [Nguyen et al., 2015], the
automated method proposed in this study is a valuable contribution to the derivation of service
variants. The variants derived by the method are transformed into subtypes of business entities,
which complements the three relationships derived by structural interface analysis. This in
turn provides further insights into a structural interface of a service, thereby providing better
understanding for service users.
While the Monte Carlo sampling method has sensible performance results, importance
sampling is currently the only variance optimisation. Optimising this method by introducing
additional mechanisms remains a future research objective. For example, Markov Blanket
[Koller and Sahami, 1995] can be used to record likely neighbours of a parameter; when
searching for a successor given a parameter, the Markov Blanket of the parameter can be
enquired to retrieve the most likely succeeding parameter. This will reduce the search space
and the time spent sampling a successful path.
The Monte Carlo sampling method currently operates without any domain knowledge.
Although this is of great benefit to users, as they are not required to offer such knowledge,
providing certain heuristics can optimise the method. For instance, in the FedEx Shipping
service, ExpressFreightDetail and SmartPostDetail usually do not coexist in one service in-
vocation: the former is designed for heavy shipments, the latter for low-weight packages.
If this form of knowledge is provided, the sampling method would avoid SmartPostDetail if
ExpressFreightDetail is already in the path, and vice versa, which can reduce the search space
and therefore make sampling more efficient.
Complementary methods, such as Automata learning [Alur et al., 2005b, Merten et al.,
2012, Raffelt et al., 2009] (see Section 2.3 for more details), can be used to learn responses
from a service. The Monte Carlo sampling method focuses on sampling and the response
from an underlying service is not analysed. In fact, a response from a service invocation
can be informative. For instance, the FedEx Shipping service responses inform a service
requester about what is expected. Therefore responses should be utilised to improve future
sampling. Active automata learning algorithms can be used to query a service through use of a
potential service variant that is generated by sampling, to observe behavioural models produced
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in response to the query, and then to learn these models.
For the solution to the derivation of service invocation sequence, service operations are
associated with the CRUDA of business entities, and these operations are then ordered in
accord with the rules devised based on the three relationships between entities: exclusive
and inclusive containment, and association. The results are captured as service behavioural
models, represented in Petri nets. They reflect the life cycle of a business entity as well as the
behavioural sequence between operations across different entities. Corresponding algorithms
have been developed and implemented as a behavioural interface derivation module, as part of
the Service Integration Accelerator (see details in Section 6.5). Experiments were conducted on
services from different categories (i.e. enterprise services, software-as-a-services, and Internet
services) to evaluate this method, and the results showed that it is effective in deriving service
behavioural interfaces (see details in Section 6.8). The derived interfaces not only can inform
service users about how service operations can be invoked, facilitating service integration,
but also can introduce the notion of states to service interactions. For instance, with service
behavioural interfaces derived, a user can evolve the state of a business entity (e.g. a Shipment
Order) from being created to being updated. The notion of states enables greater flexibility
to service interactions, where services and the sequence of interactions are unknown or not
resolved imperatively, but are derived through the explicit notion of the state in a interaction.
The details of flexible service interaction support will be discussed in Section 7.2.2.
Three areas of the behavioural interface derivation mechanism can be improved. Firstly,
the states of business entities should be extended to support more fine-grained ones. Only
“Created”, “Read”, “Updated”, and “Deleted” are generated currently. There might be a number
of steps to create, read, update and delete a business entity, in which case multiple operation
invocations may work collectively to realise a state transition. Each of these invocations should
be derived as a fine-grained state. For example, in the UPS shipment service, the creation
of a shipOrder requires two steps: invoking ShipConfirmRequest first and then ShipAcceptRe-
quest. In this case, the first invocation transforms the state of a shipOrder from “initial” to
“shipConfirmed”, and the second evolves the state of the business entity from “shipConfirmed”
to “Created”. The middle state, “shipConfirmed”, is a more fine-grained state in this case.
Secondly, the rules of categorising service operations need to be extended to consider operations
that do not fit into CRUDA-like operations. Currently, the method skips operations that are
not designed to create, read, update, delete, or associate business entities, and therefore these
148 CHAPTER 7. CONCLUSION
operations are not factored when deriving invocation sequence. Considering these operations
is significant to the derivation of a fine-grained state. Thirdly, the proposed method derives
behavioural interfaces based on structural interface descriptions (e.g. WSDL files). This is in
contrast to some existing studies, such as Lu et al. [2015], which derive this form of interfaces
based interaction logs. These two methods are complementary to each other as they approach
the same problem from two different directions, so the behavioural interfaces derived in this
thesis can be further validated by comparing them with ones that are derived from logs.
7.2 Future Work
Structural interface analysis techniques have been developed in this thesis to support the analysis
of large and overloaded operational signatures to derive focal artefacts, the business entities.
As a result, a more simplified and comprehensive service interface layer is created based on
these. Such a layer makes it possible to semantically align different services, based on their
elicited artefacts, using a common ontology. It also supports enriched interactions such as
evolving requests based on insights into the capabilities of similar services. For example, a
shipping request may be evolved to include insurance coverage if the service requester queries
another similar service and discovers that such a feature is offered by it as part of its shipping
capabilities. Such cross-checks could be applied at run-time by service requesters: that is,
“shopping” for service features. At the same time, the service behavioural interface synthesis
techniques developed in this thesis have introduced the notion of states, allowing more flexible
service interactions. This section outlines the future direction of this research, particularly for
service introspection and state-based service interaction.
7.2.1 Service Introspection
Overlapping capabilities offered by heterogeneous services with different structural interfaces
pose challenges for service interoperability. Interfaces of services providing a similar capability
can differ from one to another [Taher et al., 2009]. In a business network, it is common that a
service interacts with several heterogeneous services offering similar capabilities. For example,
a purchasing organisation may ask for a quote from several suppliers that use different supplying
systems. The heterogeneity of a business network actually offers rich knowledge that can be
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learnt from one another, and subsequent interactions can be optimised with knowledge learnt.
Following revelation of the literature survey (see Section 2.5.3), there is a need for automatic
support for such a learning and optimisation process.
A solution to this is a service introspection mechanism. Service introspection is an incre-
mental learning, backtracking, and normalising process. For interactions where requests from
service users are not well formed in the first place, an incremental learning and backtracking
mechanism should be in place to refine the requests. With the assumption that service providers
offering similar service capabilities have similar interfaces that can compensate each other,
the introspection mechanism, with an emphasis on run-time, supports incremental learning,
comparing, and then going backward and forward to apply newly learned knowledge to services.
The business entity data models and the service variants derived by the methods proposed in
Chapters 3 and 5 provide meaningful insights into what a service offers and how a service can
be invoked. For instance, the structural interface analysis finds that ShippingOrder is the central
business entity in both the FedEx Shipping service and the UPS Shipment service, but this
business entity has different features (i.e. attributes) in these two different contexts. Therefore,
a introspection process can take the feature of one and apply it to another. The significance is
that the service introspection mechanism can learn and understand the heterogeneous service
interfaces as freely and independently as possible so that service users can be effectively adapted
to interact with service providers.
With a service introspection mechanism, a service user can learn new structural interface
knowledge from a service that offers a similar capability. Specifically, it makes a request to
the first service (e.g. FedEx shipping), which is followed by a similar request to the second
(e.g. UPS Shipping). Based on the interaction with the second service, a service introspection
mechanism discovers a new feature from the response, and accordingly updates the request with
the first service. In turn, it may learn further knowledge from the update on the request with the
first service, as the update may trigger new features. The new knowledge can be used to further
update the request with the second service. This process can go back and forth multiple times
until no more knowledge can be learnt. In this process, services are allowed to progressively
learn about new features from similar service interactions with different providers (much like
shopping for products where exposure to different products reveals a new understanding of the
ideal feature set). This backtracking can be generalised to n providers, not just two.
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Three issues need to be addressed in this introspection process. The first is that different
parameters can be of the same semantic type. For example, a parameter combination (a, b, c, f)
may be semantically equivalent to the combination (x, y, z, ω). The challenge to be addressed is
to identify the semantic equivalence. The second issue is to handle a request without committing
it. New structural interface knowledge learnt is tried on a service and the response from the
service is then analysed. Depending on the response, the process may go back and forth several
times. The request should not be committed until the new knowledge is ultimately accepted or
rejected. The last issue is to avoid livelock. In other words, the “back and forth” process should
not be endless and a decision point where the backtracking process can stop should be made.
7.2.2 Flexible Service Interaction Support
Chapter 4 presents a method for deriving state-based behavioural interfaces given structural
interfaces. The introduction of states into service behavioural interfaces enables flexible service
interactions. States provide a declarative approach for interaction needs, without prescribing
which services or which order of interactions should be taken. This opens up the possibility of
a dynamically determined execution of interaction, such as the interactions that are relevant to
advancing states, the interactions involved in fulfilling interaction progress, and the interleaving
of interactions across different services beyond established protocols of individual services.
Advanced operations, such as cancellations back to previous states and replacements with new
providers going forward, also become possible. In this section, requirements for highly flexible
service interactions are proposed that involve “just-in-time” service selection and interleaved
invocations across services, based on business entities. This section also shows how service
behavioural interfaces generated in this thesis can be used to realise improved asynchroncity of
interactions in order to meet the proposed requirements.
Flexible interaction selection
Interactions with services are selected based on their conformance to the state of service con-
versations. A service conversation is formed with a number of interactions between multiple
services, and it has a current and target state. Several sets of interactions may be capable of
realising a state transition, allowing service users to choose services and interactions to achieve
the target state. The only constraint is that the interaction protocols with individual services
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should not be violated. For example, a shipper wishes to ship some goods. The underlying
task is to create a shipment order, so in this shipment process the current state is “Initial” and
the desired one is “ShipOrder created”. Two different sets of interactions can progress the
state from “Initial” to “ShipOrder created” (see Figure 7.1). The first involves two invocations,
“createOpenShipment” and “addPackagesToOpenShipment” (provided by FedEx); the second
includes only the invocation of “ProcessShipment” (provided by UPS). The shipper wishes to
have the flexibility to select one of the interaction sets to complete the state transition.
Shipper FedEx Shipping UPS Shipping
1
2
createOpenShiment
addPackagesToOpenShipment
ProcessShipment
or
Figure 7.1: An example of flexible interaction selection
As the behavioural interfaces for creating a FedEx and UPS ShipOrder have been derived
(see models in Figure 7.2 (b) and Figure 7.3 (b)), flexible interaction selection is now enabled.
These behavioural models were tested by invoking the service operations involved according
to the sequence indicated, and either of these two models can progress the state from “Initial”
to “ShipOrder created”. Therefore, a service user can flexibly select one of the interaction sets
(i.e. behavioural models) to complete the state transition.
The key issue is the alignment of conversation state transitions with service interactions;
to achieve this alignment, state-based service behavioural knowledge is required. Parts of
interaction sets need to be carefully demarcated and associated with state transitions, allowing
relevant interaction sets to be selected, to achieve the desired state. Note, the interaction sets do
not need to have full correspondence with protocols, as parts of protocols may be sufficient to
fulfil a transition.
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Figure 7.2: The executable behavioural model for the creation of FedEx ShipOrder
Package
Shipment1
Dimensions
(a)
Label Shipper
Address
Commodity
PackageWeight
q
1
i
τ10
q
1
pre
ProcessShipment
q
1
post
Recipient
Payment
τ1o
q
1
o
(b)
Legend
Mandatory Exclusive 
Containment
Mandatory Inclusive 
Containment
Optional Inclusive 
Containment
Figure 7.3: The executable behavioural model for the creation of UPS ShipOrder
Flexible interleaved interactions
Interactions usually take place between multiple services, and can be interleaved based on
their conformance to the state of conversations. Since interaction sets can be correlated with
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transitions, parts of the first set of interactions can occur, interleaved with parts of the second
set of interactions, in order to achieve a desired state.
Once again, note that the protocols with individual services are not violated, even if parts
of their allowed interactions correlate with a transition. For example, in a procurement pro-
cess, a purchasing party acts as a shipper and arranges the shipment for its customers. The
purchasing service interacts with the FedEx shipping service to create a ShipOrder. It also
needs to interact with the Xero invoicing service1 in order to issue an invoice to its customers.
The creation of a FedEx ShipOrder involves two steps, invoking “createOpenShipment” and
“addPackagesToOpenShipment”; the creation of a Xero invoice consists of three invocations,
“createItem”, “createContact”, and “createInvoice”. Figure 7.4 illustrates an interaction in-
terleaving scenario where the interaction set between the Purchasing service and the FedEx
Shipping service is labelled as the first interaction, and that between Purchasing and Xero is
labelled as the second. Between the first (i.e. “createOpenShipment”) and the second (i.e.
“addPackagesToOpenShipment”) step of the first set, the first two steps of the second set can
take place. This is one of the scenarios of the interleaved interactions among the purchasing
service, FedEx, and Xero, where the creation of FedEx ShipOrder is interleaved by the creation
of Xero Invoice.
1
&
2
Puchasing Xero Invoicing FedEx Shipping
① createOpenShiment
② createContact
② createItem
loop
② createInvoice
① addPackagesToOpenShipment
Figure 7.4: An example of flexible interleaved interactions
1https://developer.xero.com/documentation/api/invoices/
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Figure 7.5: The executable behavioural model for the creation of Xero Invoice
As the Invoice and the ShipOrder do not have dependencies, these two interactions can
run in parallel to realise flexible interleaved interactions. The essence of Flexible interleaved
interactions is that interactions can be interleaved based on their states, which can be achieved
by using the state of business entities, given that the service behavioural interface derivation
mechanism produces both these states and the corresponding behavioural models that can re-
alise their transitions. Based on the behavioural models in Figure 7.2 (b) and 7.5 (b), the Petri net
based behavioural model can be derived. This model depicts two sets of interleaved interactions
as presented in Figure 7.6. The state transition from q1 to q2 implements the creation of a FedEx
ShipOrder and the one from q3 to q4 realises the creation of an Xero invoice. The model was
tested by invoking the operations of the corresponding services, and the results show that all
possible sequences indicated by the model are valid. An open issue is the support of fine-
grained states (e.g. states other than q1, q2, q3, and q4 in Figure 7.6) within the cycle of creating,
reading, updating and deleting an business entity.
The same issue (i.e. alignment) applies as that with Flexible interaction selection presented
in the previous section. The crucial point is that interleaving interactions from otherwise strictly
partitioned protocols can result in unsafe executions such as deadlock [Lohmann et al., 2008]. If
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Figure 7.6: A demonstration of flexible interleaved interactions
parts of the interactions in a protocol are assigned to one transition, then the other parts should
also be correlated to other transitions in a conversation such that a conversation progresses
across state transitions without deadlock.
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