We propose a method to find assembly models contained in another assembly model given as a query from a set of 3D CAD assembly models. A 3D CAD assembly model consists of multiple components and is constructed using a 3D CAD software. The proposed method distinguishes assembly models which consist of a subset of components constituting the query model and also whose components have the same layout as the subset of the components. We compute difference between the shapes and the layouts of the components from the sinograms which are constructed by the Radon transform of their projections from various angles. We evaluate the proposed method experimentally using the assembly models which we prepare as a benchmark. The proposed method can also be used to find the database models which contains a query model.
Introduction
A 3D CAD assembly model consists of multiple components, which is constructed using a 3D CAD software. We call simply a 3D CAD assembly model an assembly model below. We present a method to find assembly models contained in another assembly model given as a query from a set of 3D CAD assembly models. We refer to a model given as a query and a model in the set of assembly models as a query model and a database model, respectively. Especially, we have the following requirement for finding the database models which consist of a subset of components constituting the query model. That is, we want to distinguish both difference in geometric layouts of their components and difference in their properties such as materials at the same time even when their shapes are identical. The layout of components constituting an assembly model includes technical knowledge obtained from previous design of assembly models. If designers can compare newly created assembly models with existing models, they can avoid to construct assembly models with the same defects as the existing ones. We call a subset of the components constituting an assembly model, which have both the same shape and the same properties such as being made of the same material, a subassembly. The proposed method can also be used to find the database models which contain a query model. The layouts of the blue components and the red components in database model (d) are different from those in the query model. Our approach for finding the database model which are the answer to a query is to rank the database models which are contained in the query model higher than the database models which are not contained in the query model. For example, it is necessary that database models (b) and (c) are ranked higher than database model (d) although database model (d) has closer shape to query model (a) than database model (c) in Fig. 1 . The ranking of database models is based on how much a database model is not contained in a query model. We call such an amount distance between a database model and a query model. We treat the database models contained in the query model equivalently no matter how much the database model is contained in the query model. The distance of any database model contained in a query model is zero, if we can compute the distance without errors including discretization error in numerical computation. The distance is computed based on the view-based method for retrieving 3D models [1] , [2] . That is, we compute the dis- tance between a database model and a query model by comparing the sinograms which are constructed by the Radon transform of their projections from various angles. For each subassembly constituting an assembly model, a projection is computed from an angle. The layout of the components constituting a subassembly is reflected in a projection. Figure 2 shows projections of each of the subassemblies constituting an assembly model from an angle and the sinograms constructed from the projections by the Radon transform. We devise a method to compute difference between the shapes and the layouts of the components from the sinograms.
Finding the database models contained in a query model is related to partial retrieval, part-in-whole retrieval or part-to-whole retrieval [1] , [3] . Although there are various works on searching the partial models of a given 3D (CAD) model as described in Sect. 2, we cannot find other methods to distinguish both geometric layouts of the components and their properties such as materials when the shapes are identical. We evaluate the proposed method using the assembly models which we construct by modifying the CAD models obtained from GrabCAD [4] . The existing benchmarks as referred at the end of Sect. 2 are not suitable for the evaluation of the proposed method since they do not contain assembly models with different layouts of components. The results of our experiments show that the proposed method is sensitive enough to distinguish the layouts of the components and find the assembly models contained in query models.
Related Work
Savelonas et al. [1] and Liu et al. [3] provide overviews of the existing partial retrieval methods. Savelonas et al. [1] classify the existing methods into the four categories, viewbased, part-based, bag of visual words-based and hybrid methods. Our method is a kind of the view-based method. Kaick et al. [5] investigate extensively methods to find correspondences between geometric shapes from various viewpoints. In partial retrieval methods for general 3D models, it is important and difficult to define the minimal parts in a 3D model. In our work, the minimal parts or components are clearly defined.
Existing partial retrieval methods including the following ones are focused on matching mainly partial shapes of 3D models. Since they do not consider difference in geometric layouts of their components and difference in their properties such as materials, their retrieval methods have no function to distinguish them. Tashiro et al. [6] propose a part-to-whole retrieval method based on Super-Vector coding [7] . A feature vector of a 3D object is constructed from a set of its local features extracted using SURF [8] by SuperVector coding. The dissimilarity between two objects is the Euclidean distance between their feature vectors. Savelonas et al. [9] retrieve partial models using both a local shape information derived from the differential fast point feature histgram and a global shape information derived from Fisher Vector [10] . The differential fast point feature histgram is an extension of the point feature histgram [11] . Furuya et al. [12] proposed a partial retrieval method for a large number of 3D models given as a database against query models. They partition a 3D model iteratively into a set of subvolumes according to 3D grids having randomized intervals and orientations. The geometric feature of each sub-volume is extracted using Simplified Point Feature Histogram [11] and hashed into a compact binary code using Iterative Quantization [13] . The binary codes of a query model and a database model are compared based on the Hamming distance. Quan et al. [14] describe a 3D object as a graph called an attributed relational graph. Their method for part-inwhole retrieval is based on subgraph matching. The vertices of a ARG are the "interest points" of the 3D model. Each of the vertices have a local shape descriptor around the corresponding interest point, which is called Local Shape Polynomial, as an attribute. An edge connected two vertices have the Euclidean distances between every pair of the vertices.
A typical approach for retrieving 3D CAD assembly models contained in another 3D CAD assembly model is to represent their assembly structures as graphs and detect whether the graphs contain the required subgraph using graph matching algorithms. However, since it is difficult to represent geometric layouts of components constituting assembly models by graphs exactly, our requirements for retrieval are not satisfied by such methods. Chen et al. [15] represent assembly structure of a CAD model as a hierarchical graph. A vertex of the hierarchical graph corresponds to an assembly model, a subassembly or a component constituting them. They use shape distribution vector [16] to represent shapes of an assembly model, a subassembly and a component and store in the corresponding vertex as a property. A "part-of" relation between an assembly model and a subassembly, between two subassemblies or between a subassembly and a component is represented as the hierarchical structure of the graph. They represent a layout of components by the line segments each of which connects geometric centers of the components and the angles which are formed by the line segments. However, since the orientation of each of the components cannot be specified in this way, it is not possible to distinguish the geometric lay-out of components precisely as we require. Deshmukh et al. [17] represent assembly structure as a graph called "mating graph". A vertex of the graph corresponds to each of the components. A shape of the component is represented by an identifier of an existing standard component similar to the component and stored as an attribute of the corresponding vertex. A material of a component is also stored as an attribute of the vertex. Two vertices are connected by an edge when the corresponding components have a "mating relationship". The type of the mating relationship is stored as an attribute of the edge. In this method, the orientation of each of the components cannot be also specified. Additionally, although they distinguish the shape of a component by its identifier, it cannot be expected to give each of the components an identifier in a uniform criterion especially when CAD models are constructed in different organizations. In Hu et al. [18] , an assembly model is represented as a vector in an n dimensional vector space where n is the number of different components in all assembly models. Components are merged based on similarities computed from the Light Field Descriptor [19] . When a component is included in an assembly model, a weighted value is assigned to the corresponding element of the vector to the component. The similarity between two assembly models is computed based on the inner product of the two corresponding vectors. Since their representation of an assembly model does not contain geometric relations among the components, layouts of the components cannot be distinguished obviously with their method.
Savelonas et al. [1] summarize the existing benchmark data of 3D models such as Princeton Shape Benchmark [20] , Engineering Shape Benchmark [21] and SHREC 16 Track: Partial Shape Queries for 3D Object Retrieval [22] . Since the existing benchmark data do not include assembly models with different layouts of the components, we prepare 3D assembly models as the bench mark data for the proposed method.
Retrieval of Database Models contained in Query Model
We find the database models which are contained in a query model by ranking all of the database models in order of the distances to the query model. The database models which are contained in the query model are ranked higher than the database models which are not contained in the query model. The distance represents how much a database model is not contained in a query model. The distance is sensitive to differences of not only the shapes of the models but also the layouts of their components. We treat the database models contained in the query model equivalently no matter how much the database model is contained in the query model. The distance of any database model contained in a query model is zero, if we can compute the distance without errors including discretization error in numerical computation. It is difficult to compute the accurate distance between a database model and a query model without numerical errors and give a threshold to distinguish between the database models contained in the query model and the others. Therefore, we take the approach of finding the database models contained in a query by ranking them higher than the others. A database model and a query model are represented by 3D arrays. We assume that their positions and orientations in the 3D arrays are not known. For each of their components, a different positive number is assigned to the elements of the 3D array, which correspond to the component. Since the number assigned to each of the components may be different for each of database models and query models, we cannot use the assigned numbers to identify components or subassemblies constituting different models. Therefore we compute the distance between a database model and a query model by checking all possible correspondences between the subassemblies constituting the query model and the subassemblies constituting the database model as follows. 
Correspondence between Subassemblies
When we check whether a database model m d is contained in a query model m q , we examine whether each subassembly constituting m d is contained in a different corresponding subassembly constituting m q . We denote a set of the components constituting a subassembly sa by C(sa). C(sa) consists of the components with the same shape and the same properties. 
for all cs ∈ CS do 7:
for all (sa d , sa q ) ∈ cs do 8:
end for 12: 
Construction of Sinogram
We compute the distance between a query model and a database model based on differences between sinograms obtained from their projections. A sinogram is a 2D array where the results of the Radon transform of the projections are stored. In order to detect small differences between the two assembly models, the projections are computed for each of their subassemblies. The projection angles are specified by vertices of a geodesic sphere. Figure 2 shows the projection for each of subassemblies constituting an assembly model and the sinogram computed by the Radon transform of the projection. The result of a projection to a 2D plane is stored in a 2D array of a given size ps = s 1 × s 2 . In an element of the 2D array, the number of the elements of the 3D array representing the subassembly, which lie on a line perpendicular to the projection plane, is stored. We do not use the value assigned to identify the subassembly in the projection. We denote sets of vertices of geodesic spheres used for projections of a database model 
Computation of Difference between Sinograms
The shapes and the layouts of the components constituting Figure 3 shows that, when a subassembly is translated and rotated in 3D space, the elements in a sinogram computed from the projection of the subassembly are shifted. Figure 4 
end for 7:
end for 8: else 9:
for k = 1 to 2|P| − j do 10: 
end if 10: end while 11: return d 
Computation of Distance between Query Model and Database Model
We rank database models in order of their distances to a given query, which are computed as follows. For a correspondence cs ∈ CS between S A(m d ) and S A(m q ), we find the sum v q ∈V q msd(cs, i(v q ), v q ) as small as possible for every possible injection i from V q to V d since it is more efficient than finding the minimum value. We find the maximum msd ( Figure 7 illustrates the process to find the sum Table (b) and Table ( Table (f) . In this example, the obtained sum
Experimental Evaluation
We evaluate mainly how precise the database models contained in query models are retrieved by the proposed method. The processing time by the current implementation of the proposed method is also shown. We use three kinds of 3D CAD assembly models, Clutch, Die and Gear for evaluation of the proposed method, which are shown in Fig. 8 . For each kind of the assembly models, we prepare the query model which has the layout of the components as shown in Fig. 9 . We denote each of them by Clutch Q, Die Q and Gear Q, respectively. In this figure, different subassemblies are represented in different colors. We also prepare 75 database models in which 25 database models are included for each kind of the assembly models. Figure 10 shows the 25 database models for Die. The 25 database models consist of five groups, A, B, C, D and E of five models. We denote the five models belonging to group A of Die by Die A1,Die A2, . . . , Die A5 as shown in Fig. 10 , for example. In the 25 database models for Die, the five models, Die A1, Die B1, Die C1, Die D1 and Die E1, are contained in the query model Die Q. We expect to find these five models as the answers to the query Die Q. Similarly, in the 25 database models for each of Clutch and Gear, there are also five models contained in the respective query model. In each group of the database models for Die, there are the following differences from the query model Die Q. In the 10 database models of group A and group B, one subassembly is missing compared to the query model. The models of group A do not contain the subassembly consisting of the red components. The models of group B do not contain the subassembly consisting of the green components. In the 10 database models of group C and group D, one of the two components constituting a subassembly is missing compared to the query model. The models of group C do not contain one of the blue components. The models of group D do not contain one of the yellow components. In the five database models of group E, both one subassembly consisting of the red components and one of the yellow components constituting another subassembly are missing compared to the query model. Each group of the database models for Clutch and Gear has similar assembly structure to one for Die.
The size of a 3D array representing an assembly model is 148 × 148 × 148. The threshold t to distinguish between components of m d and m q is 0.2 as described in Sect. 3. R2017a on 64bit Windows 10 Education and use a PC with a 3.7 GHz Intel Core i7 CPU, a NVIDIA GeForce GTX 1070 Ti GPU, and 32GB RAM.
Number of Correspondences between Subassemblies
When we compare a query model with a database model, we first find possible correspondences between their subassemblies by Algorithm 2. Since every assembly model consists of five subassembies in this experiment, the maximum number of correspondences between the subassemblies of two assembly models is 5!=120. Table 1 shows the number of correspondences, which is sa d ∈S A(m d ) CR(sa d ) in the 7th step of Algorithm 2, between the query model and a model in each group of the database models. For example, the number of correspondences between the query model Die Q and a model in group A of the database models for Die is 13. Table 2 shows the number of possible injections from the subassemblies of a database model to the subassemblies of a query model, which is the cardinality |CS | of the output of Algorithm 2. It shows that there are no correspondences between the subassembies of a query model and those of a different kind of a database model. Therefore we show retrieval precision of the proposed method by comparing only between query models and the same kind of database models in the following subsection. The number |CS | of the possible injections affects the processing time as shown in Sect. 4.4.
Discrimination of Layouts of Components
We evaluate the ability of the proposed method to find database models contained in a query model by distinguishing layouts of their components. For each of the query models, Clutch Q, Die Q and Gear Q, we prepare 10 query models with different orientations and positions by translation and rotation. Figure 11 , Fig. 12 and Fig. 13 show the average distance between the 10 prepared query models and each of the 25 database models for Clutch, Die or Gear, respectively. In each of these figures, the 5 database models, A1, B1, C1, D1 and E1, are contained in the query model. We define the distance of the database model contained in the query models to be zero, if they can be computed without errors in numerical computation. Their non-zero distances of the database models, A1, B1, C1, D1 and E1 in Fig. 11, Fig. 12 and Fig. 13 are caused by numerical errors. In Fig. 11 and Fig. 12 , the average distances between the query models and these database models are smaller than the average distances between the query models and the other database models. On the other hand, in Fig. 13 , the average distance between the query model and database model D5 is as small as the average distances between the query models and the database model, A1, B1, C1,D1 and E1.
We use the following measure called precision to evaluate the ranking of database models, which is obtained by the proposed method.
C is the set of the 5 database models, A1, B1, C1, D1 and E1, which are the correct answers to the query model. R is a set of the top 5 database models in the obtained ranking. Figure 14 shows the precision for each of the 10 query models prepared for Clutch, Die or Gear. It shows that, for each query model for Die, the top 5 models in the obtained ranking includes all of the 5 correct answers to it. On the other hand, for each query model for Gear, one of the 5 correct answers is not included in the top 5 models. This seems to be caused by small differences between distances of D5 and distances of the correct answers, A1, B1, C1, D1 and E1 to the query model as mentioned above. For Clutch, there is one of the 10 query models to which one of the 5 correct answers is not included in the top 5 models.
Normalization of Differences between Sinograms
In computing the distance between a database model and a query model, we normalize the differences in the volumes and the number of their subassemblies in the 9th step of Algorithm 4 and the 12th step of Algorihtm 1, respectively. We evaluate effect of the following normalizations by the precision defined in the Sect. 4.2.
Method 1
Normalization by both the volumes and the numbers of the subassemblies Method 2 Normalization by only the volumes of the subassemblies Method 3 Normalization by only the numbers of the subassemblies
Method 4 No normalization
The normalization of Method 1 is used in the described algorithms. Figure 15 shows the precision for the above four methods. We use one of the 10 queries prepared for each of Clutch, Die and Gear in the experiment of Sect. 4.2. The result shows that the normalization by the volumes of the subassemblies improve the precision of retrieval for assembly 
Processing Time
We show the average processing time to compute the distance between a query model and a database model which belong to the same group for Clutch, Die and Gear by the current implementation of the proposed method. The results are divided in two parts and shown in Fig. 16 and Fig. 17 . Figure 16 shows the average time to compute the feature quantities of a query model and a database model by Algorithm 3. For the query models and the database models used in this experiment, the average time to compute the feature quantities does not change much depending on the kinds and the groups. Figure 17 shows the average time to compute the distance between a query model and a database model from their feature quantities, which is the time to process all steps of Algorithm 1 other than the steps to compute the feature quantities by Algorithm 3. This part of the processing time takes time more than the time to compute the feature quantities of the models. The average time to compute the distance changes depending on the kinds and the groups of the query models and the database models. This is caused by the number of possible injections between subassemblies of a query model and a database model, which are computed by Algorithm 2 and shown in Table 2 . The number of possible injections between query model Die Q and a database model for Die is 24 and larger than the numbers of the other injections. As the result, the processing time is longer than the others.
Conclusion
We present a method for retrieving the database models contained in a query model beyond containment of their shapes. The difference from existing methods is that it is able to distinguish difference in geometric layouts of their components and difference in their properties such as materials even when their shapes are identical. Difference in the shapes and the layouts of the components is computed from the sinograms which are constructed by the Radon transform of their projections. This method can also be used to retrieve the database models containing a query model. We evaluate the proposed method mainly from the viewpoint of precision of retrieval using the 3D CAD assembly models which we prepare as a benchmark. The results of the experimental evaluation show that the proposed method has enough precision of retrieval to satisfy our requirements. Since we also find that it is necessary to improve the processing time from the results, we would like to investigate more efficient algorithms in future work.
