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1.2.2 Spletna aplikacija Auditshipment . . . . . . . . . . . . 4
1.2.3 Razlogi za izdelavo svoje aplikacije . . . . . . . . . . . 5
2 Tehnologije in razvojna orodja 7
2.1 Tehnologije . . . . . . . . . . . . . . . . . . . . . . . . . . . . 7
2.1.1 Java . . . . . . . . . . . . . . . . . . . . . . . . . . . . 7
2.1.2 JavaScript . . . . . . . . . . . . . . . . . . . . . . . . . 8
2.1.3 MySQL . . . . . . . . . . . . . . . . . . . . . . . . . . 8
2.1.4 Vue.js . . . . . . . . . . . . . . . . . . . . . . . . . . . 8
2.1.5 Quasar Framework . . . . . . . . . . . . . . . . . . . . 9
2.1.6 Node.js . . . . . . . . . . . . . . . . . . . . . . . . . . 9
2.2 Razvojna orodja . . . . . . . . . . . . . . . . . . . . . . . . . . 10
2.2.1 IntelliJ IDEA . . . . . . . . . . . . . . . . . . . . . . . 10
2.2.2 Microsoft Visual Studio Code . . . . . . . . . . . . . . 10
3 Podatki 11
3.1 Pridobivanje podatkov . . . . . . . . . . . . . . . . . . . . . . 12
3.2 Analiza podatkov . . . . . . . . . . . . . . . . . . . . . . . . . 13
3.3 Nabor podatkov . . . . . . . . . . . . . . . . . . . . . . . . . . 16
3.4 Procesiranje in izvoz podatkov . . . . . . . . . . . . . . . . . . 17
4 Spletna aplikacija 19
4.1 Podatkovna baza . . . . . . . . . . . . . . . . . . . . . . . . . 20
4.1.1 Tabela ”sales order” . . . . . . . . . . . . . . . . . . . 20
4.1.2 Tabela ”city” . . . . . . . . . . . . . . . . . . . . . . . 22
4.1.3 Tabela ”parcel delivery status defaults” . . . . . . . . . 22
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Naslov: Aplikacija za spremljanje paketov dostavnih služb
Avtor: Marjan Mohar
Cilj diplomske naloge je narediti spletno aplikacijo, ki bo uporabniku (sple-
tni trgovini) omogočala pregled nad odpremljenimi paketi v realnem času.
Prav tako bodo lahko videli zgodovino in poti odposlanih paketov ter druge,
statistično in grafično, na zemljevidih ter grafih prikazane podatke. Večji
del naloge zajema analizo in procesiranje 1.1 milijona sledilnih podatkov,
saj je to najbolj pomemben del, ki vpliva na ves nadaljnji razvoj aplikacije.
Preostali del zavzema programiranje same aplikacije, njeno delovanje in upo-
rabnǐski vmesnik. Na koncu je predstavljenih nekaj ugotovitev in rezultatov
analize podatkov.
Ključne besede: geovizualizacija, analiza podatkov, spletna aplikacija.

Abstract
Title: Application for tracking delivery services’ packages
Author: Marjan Mohar
The aim of this thesis is to create a web application that will allow users
(online webshops) to see a live view of their shipped packages. They will be
able to see the history and route of sent packages and other statistically and
graphically displayed data on the maps. Majority of the work covers data
analysis and processing of 1.1 million package tracking data, as this is the
most important part, that affects all further development of the application.
The rest is devoted to the programming of the application itself, its functions
and user interface. At the end, some findings and results of data analysis are
presented.




Tehnologija se vedno bolj razvija in skoraj vsaka naprava vsebuje senzorje
ali komponente, ki shranjujejo podatke lokalno na napravi ali v oblaku. A
vendar se večina teh podatkov na koncu shranjuje v večjih podatkovnih
skladǐsčih, kjer se te podatke analizira, sortira, obdeluje in skozi različne
aplikacije ponovno uporablja. V tem diplomskem delu uporabljamo podatke
paketnih distributerjev in sicer bolj natančno, sledilne podatke poslanih pa-
ketov. Iz podatkov lahko razberemo, kako je paket potoval ter kaj se je z njim
dogajalo. Izvemo lahko, ali je bil paket izgubljen ali dostavljen. Diplomsko
delo je izdelano v sodelovanju s podjetjem MetaKocka d.o.o. Podjetje ponuja
lastno spletno rešitev za organizacijo podjetij, ki že imajo ali pa želijo odpreti
spletno trgovino [9]. Podjetje ima integrirane večje paketne distributerje, kot
sta Pošta Slovenije in GLS, preko katerih se za vsako odpremljeno naročilo
uporabnikov prejme sledilne podatke paketa. Z uporabo teh podatkov se bo v
sklopu diplomske naloge razvil prototip spletne aplikacije, kjer bodo podatki
uporabnikom predstavljeni na interaktivnih zemljevidih ter grafih. Prikaz
podatkov bo obsegal vpogled v potovanje paketov za posamezno naročilo v
spletni trgovini, prikaz potovanja paketov za posamezno dostavno službo, na-
poved časa dostave paketov z uporabo statistike ter prikaz raznih statističnih




Diplomsko delo izvira iz problema, kjer želijo uporabniki (spletne trgovine)
pri podjetju MetaKocka, videti poti svojih odposlanih paketov. Prav tako
želijo videti, ali so paketi dostavljeni ali ne ter kako se paketi gibljejo glede na
začetno in končno lokacijo. Uporabniki želijo tudi pregledno videti različne
statistične podatke, saj tako lažje odkrijejo, če pride do kakšnih problemov ali
nekonsistentnosti pri dostavah. Z uporabo statističnih podatkov dostavnih
služb bi lahko uporabnik primerjal dostavne službe med seboj in bi se v
primeru nezadovoljivih rezultatov lahko odločil poizvedovati, zakaj pride do
odstopanj. S tem bi lahko uporabnik skupaj z dostavno službo odpravil
težave pri dostavi paketov in celo zmanǰsal stroške.
V podjetju MetaKocka trenutno še ni aplikativne rešitve za ta problem.
Uporabniki lahko vidijo stanje paketov za vsak paket posebej v JSON for-
matu, kar za uporabnika ni niti pregledno, niti uporabno. Z našo rešitvijo
bi postala interakcija s podatki uporabniku pregledna in enostavna. Če se
bo moj prototip dobro izkazal, se ga bo s časom in dopolnitvami lahko tudi
integriralo v glavni program podjetja in bo tako na voljo vsem uporabnikom.
1.2 Pregled področja
Večina aplikacij, spletnih, namiznih ali mobilnih, na to temo izvira iz enakega
problema. Na voljo je veliko podatkov, ki jih je mogoče vizualizirati na
različne načine. Običajno gre za statistične podatke, ki se jih vizualizira
z uporabo grafov iz razpredelnic. Če pa gre za podatke, ki jih je mogoče
prikazati na zemljevidu (npr. imena krajev, koordinate . . . ), pa je najbolǰsi
način vizualizacije teh podatkov kar prikaz na zemljevidu. Običajno je to
aplikacija, ki uporabniku omogoča samo vpogled v te podatke (npr. radarska
slika vremena) ali pa uporabniku omogoča interakcijo z zemljevidom, kar
pripomore k bolǰsi uporabnǐski izkušnji (npr. prikaz zračnega in cestnega
prometa).
Na spletu smo poiskali nekaj aplikaciji, ki imajo implementirane podobne
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funkcionalnosti kot naš izdelek.
1.2.1 Dostavne službe – sledenje pošiljk
Najbolj osnovno funkcionalnost, ki jo ponujajo dostavne službe je sledenje
pošiljkam. Do prikaza podatkov se pride z vpisom sledilne številke. Podatki
so običajno predstavljeni tekstovno v tabeli (Slika 1.1), kjer so napisani sta-
tusi pošiljke ob določenem času in kraju. To je dobra in enostavna rešitev za
končnega uporabnika, vendar v našem primeru so uporabniki spletne trgo-
vine in v primeru, da želijo preveriti status paketa, je ta način prepočasen.
Počasno je zato, ker mora uporabnik najprej poiskati ustrezno naročilo, v
njem najti sledilno številko, ki jo vpǐse v ponujeno spletno rešitev.
Slika 1.1: GLS Slovenija - prikaz statusa paketa.
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1.2.2 Spletna aplikacija Auditshipment
Spletna aplikacija Auditshipment [2] zajema in večinoma nadgrajuje vse
funkcionalnosti naše aplikacije. Auditshipment omogoča neposredno pove-
zavo z vsemi večjimi dostavnimi službami po svetu, kot so GLS, FedEx, UPS
ter 50 drugih. Namenjena je trgovinam, ki imajo veliko dnevih naročil in
uporabljajo več dostavnih služb za dostavo paketov.
Nekaj izmed glavnih funkcionalnosti aplikacije so:
• prikaz potovanja paketa na zemljevidu za naročila (Slika 1.2),
• obvestila prejemnikov o statusu paketa,
• obsežen statistični prikaz podatkov o paketih, dostavnih službah in
stroških,
• preverjanje pravilnosti dostavnih naslovov,
• globoka analiza, optimizacija in prikaz stroškov uporabe dostavnih služb.
Slika 1.2: Auditshipment - prikaz potovanja paketa na zemljevidu [2].
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Aplikacija je zelo obsežna in bi večjim trgovinam, ki delujejo na svetovni
ravni, rešila mnogo težav. V našem primeru nam to ne pride prav, saj aplika-
cija ne omogoča integracije manǰsih dostavnih služb (npr. Pošta Slovenije).
Težko bi tudi implementirali in uporabljali aplikacijo na enak način, kot smo
to naredili za naš izdelek, saj je Auditshipment direktno povezan z dostav-
nimi službami in ne potrebuje vmesnega posrednika.
1.2.3 Razlogi za izdelavo svoje aplikacije
Odločili smo se za izdelavo interne rešitve v podjetju, saj imamo tako največ
nadzora nad prikazom podatkov, zaradi česar imamo sledeče prednosti:
• Izbira tehnologije, ki se trenutno že uporablja na glavnem projektu v
podjetju. Tako se na dolgi rok zmanǰsajo stroški vzdrževanja in se
predvsem pospeši čas razvoja novih funkcionalnosti.
• Enostavna vključitev v obstoječo programsko rešitev, saj izdelek ne
predstavlja samostojnega produkta, ampak nadgradnjo funkcionalnosti
že obstoječega. Obstoječa programska rešitev ima že določene arhitek-
turne sklope (podatkovna baza, enotna prijava, postopek namestitve
. . . ), tako da je obstoječe aplikacije težko integrirati in uporabiti na
željen način.
• Enotna uporabnǐska izkušnja glede na obstoječo programsko rešitev.
V primeru integracije zunanje aplikacije obstaja velika možnost, da bo
uporabnǐska izkušnja drugačna in posledično le ta lahko doprinese k
dodatnemu izobraževanju uporabnikov, več zahtevkov na podpori ali
celo odpora do uporabe.
• Manǰsa uporaba sistemskih sredstev. Ker naša rešitev vsebuje izključno
funkcionalnosti, ki so resnično potrebne za uporabo, ni toliko odvečnih
funkcionalnosti, ki porabljajo sistemska sredstva.
• Obstoječe rešitve imajo velikokrat težave z lokalizacijo in internaciona-
lizacijo.
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• Naša rešitev ima bolǰso varnost, saj imamo večji nadzor nad upo-
rabnǐskimi podatki in poznavanje delovanja in nastavitev.
Večina aplikacij ne dosega zahtevanih funkcionalnosti ali načina implemen-
tacije ter nadzora, kot smo si želeli. Izmed vseh pa je bil Auditshipment
najbolǰsi primer spletne rešitve, ki smo ga našli. Vse ostale aplikacije so
imele drugačno delovanje ali druge težave.
Poglavje 2
Tehnologije in razvojna orodja
Pri izbiri tehnologij in orodij za izdelavo projekta nismo bili omejeni, bila
pa je priporočena uporaba tehnologij in orodij, ki se uporabljajo v podjetju,
saj se tako olaǰsa vzdrževanje programa in se posledično tudi pospeši čas
razvoja. Uporabili smo tehnologije in orodja, ki so nam najbolj domača in s
katerimi najhitreje in najbolj učinkovito rešimo zadane probleme. Diplomsko
delo se iz programerskega vidika deli na dva dela, ki uporabljata vsak svojo
tehnologijo in razvojno orodje.
2.1 Tehnologije
2.1.1 Java
Java [5] je objektno usmerjeni programski jezik, ki je bil razvit leta 1996
(verzija 1.0) kot zamenjava za jezik C++. Javo razvija in vzdržuje Oracle.
Programski jezik se je v zadnjem desetletju zelo razširil v svetu računalnǐstva,
saj je opremljen z bogato standardno knjižnico programskih struktur in funk-
cij. Java omogoča razvoj namiznih, mobilnih ter spletnih aplikacij. V našem
primeru smo Javo uporabili za delo z datotekami, analizo podatkov, delo s




JavaScript [6] je objektni skriptni programski jezik, ki ga je razvil Netscape
leta 1995, da bi spletnim programerjem pomagal pri ustvarjanju interaktiv-
nih spletnih strani. Jezik je povezan z HTML kodo, ki poživi spletne strani
z dinamičnim izvajanjem. JavaScript je odprtokodni jezik, tako da ga lahko
za razvoj uporablja kdor koli, ne da bi pri tem potreboval licenco. Zadnja
stabilna različica je junija 2015 uradno standardiziran ECMAScript 6, ven-
dar se zaradi omejene podpore novih funkcij v spletnih brskalnikih in na
strežniku še vedno večinoma uporablja leta 2009 izdan ECMAScript 5. V
našem projektu se JavaScript uporablja za razvoj uporabnǐskega vmesnika
ter strežnika. Celotna spletna aplikacija je napisana v JavaScriptu skupaj z
več različnimi podpornimi knjižnicami.
2.1.3 MySQL
MySQL [10] je odprtokodni sistem za upravljanje nad relacijskimi podat-
kovnimi bazami. ”My” v imenu se navezuje na ime hčerke soustanovitelja
Michaela Wideniusa, SQL pa je kratica za ”Structured Query Languge”.
Podatkovna baza je relacijska, kar pomeni, da je sestavljena iz ene ali več
tabel, ki so med seboj povezane glede na podatkovne tipe. Vsaka tabla je
sestavljena iz vrstic, ki prikazujejo podatke ter iz stolpcev, ki prikazujejo tipe
podatkov. Za delo s podatkovno bazo se uporablja jezik SQL, ki je bil napi-
san v programskih jezikih C ter C++. Sistem je hiter in učinkovit, prav tako
pa se dobro integrira v tehnologije, kot so Java in JavaScript. V diplomskem
delu se uporablja MySQL podatkovna baza, do katere se dostopa in ureja
podatke preko SQL knjižnic.
2.1.4 Vue.js
Vue.js [20] je odprtokodno JavaScript ogrodje za izdelavo uporabnǐskih vme-
snikov. Evan You je februarja 2014 razvil ogrodje, ki ga skupaj z aktivno
ekipo še naprej vzdržuje. Zadnja aktivna verzija je verzija Vue 3.0. Vue.js
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vsebuje postopno prilagodljivo arhitekturo, ki se osredotoča na deklarativno
upodabljanje in sestavo komponent. Vue.js razširja HTML z atributi, ime-
novanimi direktive, s katerimi se HTML aplikacijam doda funkcionalnost.
Veliko direktiv je že definiranih v samem ogrodju, lahko pa uporabnik tudi
sam definira svoje direktive. V našem projektu Vue.js uporabljamo za iz-
delavo uporabnǐskega vmesnika spletne aplikacije skupaj z ogrodjem Quasar
Framework.
2.1.5 Quasar Framework
Quasar Framework [15] oziroma samo Quasar je odprotkodno Vue.js ogrodje,
ki se ga uporablja za izgradnjo ter postavitev spletnih, namiznih in mobilnih
aplikacij. Quasar 1.0 je bil izdan julija 2019 in je narejen iz vzdrževan iz
strani Razvana Stoenescua ter njegove aktivne ekipe. Ogrodje je namenjeno
izdelavi uporabnǐskih vmesnikov in ponuja veliko količino komponent. Pred-
nost Quasar-a je ta, da se z eno avtoritativno napisano izvorno kodo napisan
program lahko uporablja na vseh platformah (mobilni telefoni, spletni brskal-
niki, namizne aplikacije . . . ). Zmogljivost in odzivnost sta glavni prednosti
ogrodja Quasar. V našem projektu se Quasar skupaj z Vue.js uporablja pri
izdelavi uporabnǐskega vmesnika spletne aplikacije.
2.1.6 Node.js
Node.js [11] je odprtokodno, zaledno (angl. ”backend”) JavaScript, izvajalno
okolje, ki temelji na V8 pogonu in izvaja kodo izven spletnega brskalnika.
Node.js razvijalcem omogoči pisanje ukazov in skript na strani strežnika,
kjer se generirajo podatki za dinamične spletne strani, še preden se pošljejo
v spletni brskalnik uporabnika. Slogan Node.js je ”JavaScript vse povsod”,
saj je z uporabo tega okolja lahko celotna aplikacija (zaledje in uporabnǐski
vmesnik) napisana v jeziku JavaScript. Node.js je bil izdan maja 2009 in ga
trenutno razvija OpenJS Foundation. Uporabljajo pa ga večja podjetja, kot
so IBM, LinkedIn, Microsoft, Netflix, PayPal in druga. V našem projektu
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se Node.js uporablja za strežnǐski del aplikacije, kjer se izvaja procesiranje
podatkov in delo s podatkovno bazo.
2.2 Razvojna orodja
2.2.1 IntelliJ IDEA
IntelliJ IDEA [4] je integrirano razvojno okolje, ki ga je razvilo podjetje
jetBrains, predvsem za potrebe Java razvijalcev programske opreme. Prva
verzija je bila izdana januarja 2001. Brezplačna različica razvojnega okolja
izhaja pod odprtokodno licenco. IntelliJ IDEA omogoča tudi implementa-
cijo velikega števila razširitvenih modulov, tako da si vsak razvijalec lahko
razvojno okolje prilagodi svojim potrebam. Okolje ima vgrajeno zelo dobro
napredno urejanje izvorne kode ter podpira več tehnologij in okolij, kot so
JavaScript, PHP, Spring, Android . . .
V našem projektu smo uporabili IntelliJ IDEA za razvoj javanske apli-
kacije ”TrackingAnalize”, ki upravlja z datotekami, analizira podatke ter se
povezuje s podatkovno bazo.
2.2.2 Microsoft Visual Studio Code
Microsoft Visual Studio Code [19] je brezplačni urejevalnik izvorne kode.
Razvil ga je Microsoft leta 2015, podpira pa Windows, Linux ter MacOS
operacijske sisteme. Urejevalnik podpira večje število programskih jezikov.
Prav tako vključuje podporo za odpravljanje napak, označevanje sintakse,
napredno dokončanje kode, delčke kode (angl. ”snippets”), preoblikovanje
kode ter ima vdelano podporo za Git. Uporabniki lahko podrobno prilaga-
jajo urejevalnik svojim navadam in potrebam. Prav tako lahko uporabniki
nameščajo razne razširitve in s tem prispevajo k večji funkcionalnosti ureje-
valnika. V našem projektu je bil urejevalnik uporabljen za razvoj strežnǐskega
dela aplikacije ter uporabnǐskega vmesnika. Uporabljen je bil tudi za pregled
in delo z datotekami v formatu XML in JSON.
Poglavje 3
Podatki
Izvorni podatki, ki se pridobijo neposredno od dostavnih služb, so v formatu
JSON ali XML (Slika 3.1). Podatki opisujejo statuse premikanja paketa
od izvornega distribucijskega centra do dostave paketa k navedenemu preje-
mniku. Pridobljeni podatki se razlikujejo glede na dostavno službo, vendar
vse dostavne službe vrnejo minimalno sledeče podatke:
• sledilna številka,
• referenčna številka,
• seznam statusov paketa s podatki:
– čas dostave,
– identifikacijska številka distribucijskega centra,
– ime distribucijskega centra,
– datum in čas skeniranja paketa,
– identifikacijska številka statusa.
Vse prejete datoteke se shranijo na Amazonov strežnik S3 in ob vsakem
novem skeniranju paketa se te datoteke avtomatsko posodobijo na najnoveǰso
različico. Shranjene datoteke na S3 strežniku so poimenovane po dostavni
službi in sledilni kodi, na primer ”GLS SI 12345678”.
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Slika 3.1: Primer podatkov GLS Slovenije v formatu XML.
3.1 Pridobivanje podatkov
Izvorne podatke je bilo potrebno prenesti iz Amazonovega strežnika S3 in jih
ustrezno analizirati. Iz glavnega programa podjetja smo za vsako naročilo
izvozili kratico dostavne službe ter sledilno številko naročila in s tem pridobili
ime datoteke na S3 strežniku. Za prenos podatkov smo naredili nov program
”TrackingAnalize” v programskem jeziku Java z Apache Maven orodjem.
Datoteke na Amazonovem S3 strežniku so shranjene v tako imenovanih
košarah (angl. ”buckets”). V navadnem datotečnem sistemu je to ekviva-
lentno mapi. Za dostop do teh datotek je bilo potrebo vzpostaviti povezavo
z S3 strežnikom. V projekt je bilo potrebno dodati Amazonovo knjižnjico
”AWS Java SDK S3”, s katerim je bila poenostavljena uporaba API klicev
na AWS. Nato je bilo potrebno narediti uporabnǐski račun na S3 strežniku
ter mu dodeliti ključ za dostop, skrivni ključ ter pravice za branje in pre-
nos datotek iz ”metakocka-parcel-tracking-log bucket”. V programu se je z
uporabo dodeljenih ključev vzpostavilo povezavo s strežnikom (Koda 3.1).
bucketName = ”metakocka−parce l−t rack ing−l og ” ;
BasicAWSCredentials awsCreds =
new BasicAWSCredentials ( ” accessKey” , ” s e c r e tk ey ” ) ;
s3 = AmazonS3ClientBuilder . standard ( )
. withRegion ( Regions .EU WEST 1)
. w i thCredent i a l s (new AWSStat icCredent ia lsProvider ( awsCreds ) )
. bu i ld ( ) ;
Koda 3.1: Inicializacija povezave na Amazonov S3 strežnik [18].
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Pri prenosu datotek iz strežnika je bilo najprej potrebno sestaviti vsa
imena datotek ter nastaviti lokalno, končno lokacijo za shranjevane le-teh
datotek. Vedno se je prenesla zadnja shranjena datoteka za določeno sledilno
številko, saj je bilo tako zagotovljeno, da so podatki najnoveǰsi. Funkcija za
prenos datotek je prikazana na kodi 3.2. Prenesenih je bilo okrog 180 tisoč
datotek, 6 različnih dostavnih služb za 7 različnih držav. Prenos se je izvajal
več dni ponoči, saj je zaradi večje količine majhnih datotek hitrost prenosa
izredno počasna.
private stat ic void downloadLastFi le ( S t r ing path , Consts .
PDProvider p r e f i x ) throws IOException {
GetObjectRequest req = new GetObjectRequest ( bucketName , path
) ;
S3Object s3o = s3 . getObject ( req ) ;
F i l e s . copy ( s3o . getObjectContent ( ) , Paths . get ( pa thF i l e s + ”\\
” + p r e f i x . getS3Name ( ) + ”\\” + path . s p l i t ( ”/” ) [ 0 ] + ” .
txt ” ) ) ;
}
Koda 3.2: Prenos datotek iz strežnika S3.
3.2 Analiza podatkov
Prejete podatke iz S3 strežnika je bilo potrebo filtrirati in analizirati. Cilj je
bil analizirati podatke in iz njih glede na statuse ugotoviti vzorce potovanja
paketov, tako se je lahko za vsako novo naročilo v podatkovni bazi lahko
zapolnilo sledeče dodatne stolpce:
• order create ts: čas oddaje naročila.
• date delivery service accepted: Datum, ko je dostavna služba prejela
paket.
• date first delivery: Datum, ko je paket prvič prǐsel do končnega na-
slova. Ni nujno, da je bil prevzet.
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• date delivery finished: Datum, ko je bil paket na nek način prevzet.
• first delivery date: Datum, ko je bil paket oddan v prvi dostavi.
• second delivery date: Datum, ko je bil paket oddan v drugi dostavi.
• package return date in package rejected date: Datum, ko je bil paket
vrnjen ali zavrnjen.
• package lost damaged date: Datum, ko je bil paket izgubljen ali
poškodovan.
• package machine put date in package machine leave date: Datum, ko
je bil paket oddan ali odvzet iz paketomata.
• last delivery service event code/date/place: Podatki o zadnjem dogodku
paketa.
• all delivery service place: Seznam potovanja paketa glede na datum
skozi kraje (npr. ”10.10.2020, Kranj; 12.10.2020, Ljubljana”).
Te vrednosti se je zapolnilo z uporabo identifikacijskih številk statusov pake-
tov. Kaj identifikacijska številka statusa pomeni, pa se je dobilo od dostavnih
služb ter te podatke shranjevalo v podatkovni bazi. Vsaka številka statusa
predstavlja svoj dogodek, vendar se lahko isti status v zaporedju dogodkov
večkrat ponovi. Statusi lahko predstavljajo, ali je bil paket dostavljen, vr-
njen, skeniran v distribucijskem centru ter registriran v sistemu dostavne
službe. Na sliki 3.1 je številka statusa predstavljena v parametru ”StCode”.
Na primer po datumu padajoče v zadnjem statusu je številka statusa 5. Ta
glede na sliko 3.2 predstavlja, da je bil paket dostavljen.
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Slika 3.2: Primer dela statusov v podatkovni bazi za GLS SLovenija.
Vsak stolpec, ki ga je bilo potrebno izpolniti (Slika 3.3), predstavlja svoj
status oziroma svoje zaporedje statusov. Za vsak status v programu je bilo
potrebno ročno nastaviti kodo za analizo in testiranje primerov, ko se ta
status v zaporedju dogodkov pojavi, ter če je pojavitev vsebinsko logična
z željenim rezultatom. Na primer za stolpec ”date delivery finished” nas je
zanimalo, v primeru katerih statusov je bil paket uspešno dostavljen. Pri GLS
Slovenija se to zgodi v primeru treh končnih statusov (dostavljen prejemnik
prevzel paket, paket, dostavljen pri sosedu). Za vse te tri statuse je bilo
potrebno preveriti, ali so to res končni statusi. V primeru, da kakšen od teh
statusov ni bil vedno končen, je bilo potrebno ročno pregledati primere, ko
to ni res, in ustrezno popraviti kodo programa za analizo. Primer dela kode
za analizo in nastavljanje iskanih stolpcev je v dodatku A.1.
Večje težave so bile v nekonsistentnosti prejetih podatkov, saj so pri neka-
terih sledilnih podatkih manjkali statusi. Na primer, ko je bil paket prevzet
iz paketomata, ni bilo predhodno statusa, da je bil paket dostavljen v pake-
tomat, četudi je ta podatek podan pri skoraj vseh ostalih enako dostavljenih
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paketih. V primeru takšnih pomanjkljivih podatkov je bilo potrebno nekatere
stolpce pustiti neizpolnjene.
Slika 3.3: Prikaz izpolnjenih stolpcev v podatkovni bazi.
Takšna analiza sledilnih podatkov je bila narejena na 6 dostavnih službah
s približno 550 različnimi statusi. Za vsako dostavno službo je bilo potrebno
implementirati svoje branje datotek, saj je bilo potrebno izločiti prazne da-
toteke ali datoteke, ki ne vsebujejo sledilnih podatkov. Prav tako je bilo po-
trebno napisati razčlenjevalnike JSON in XML datotek, saj vsaka dostavna
služba vrača vsebinsko in količinsko podatke v drugačnem formatu.
3.3 Nabor podatkov
Napisane funkcije za analizo podatkov v programu ”TrackingAnalize” se je
implementiralo v glavni program podjetja, kjer se je ob vsaki novi prejeti
sledilni datoteki avtomatsko izvedla analiza in zapis vseh vrednosti v po-
datkovno bazo. Postopek se je tako avtomatiziral in ročni prenos sledilnih
datotek za analizo ni bil več potreben. Takšno analizo in procesiranje podat-
kov se je najprej omogočilo pri nekaj uporabnikih. S tem se je analizo najprej
testiralo v ožjem krogu. Napake, ki so se pojavile, se je tako lahko hitro od-
pravilo. Z vsakim tednom se je analizo omogočilo več uporabnikom in za več
dostavnih služb. Po dveh mesecih se je analizo omogočilo vsem uporabnikom
in se je posledično v pol leta nabralo več kot 1.3 milijona podatkov o posla-
nih paketih. Odločili smo se uporabiti podatke za tri dostavne službe v dveh
državah, saj je bilo tam količinsko in vsebinsko največ različnih podatkov.
Za Slovenijo se je izbralo dostavni službi Pošta Slovenije ter GLS Slovenija.
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Skupaj imata 512 tisoč odposlanih paketov. Druga država je Italija z do-
stavno službo GLS Italija, ki ima skupno 600 tisoč podatkov o odposlanih
paketih.
3.4 Procesiranje in izvoz podatkov
Vseh 1.3 milijona sledilnih podatkov je bilo potrebno pregledati in izločiti ne-
ustrezne. Napisana je bila nova funkcija, ki prebere podatke iz podatkovne
baze, jih ustrezno spremeni in zapǐse nazaj v podatkovno bazo, ki se upora-
blja za izdelavo spletne aplikacije. Funkcija najprej preveri, ali so podatki v
stolpcih veljavni, nato preveri, ali je bil paket že odposlan in prvič skeniran
v distribucijskem centru. Če paket še ni bil skeniran, ga ni mogoče prikazati
na zemljevidu in so podatki paketa tudi v nadaljnjih analizah neuporabni,
zato se ga preskoči. V nasprotnem primeru funkcija anonimizira številko
naročila, sledilno številko ter ime in priimek prejemnika. Prav tako funk-
cija doda poštno številko prejemnikovega naslova, ki se kasneje uporablja za
napovedovanje časa dostave. Po končanem procesiranju je bilo odstranjenih
200 tisoč sledilnih podatkov. Večino teh podatkov ni imelo izpolnjenih po-
trebnih stolpcev v podatkovni bazi. Preostalih 1.11 milijona podatkov je bilo




V tem poglavju bo predstavljena spletna aplikacija ”Package travel analysis”,
ki je bila zgrajena na podlagi izvoženih podatkov iz poglavja 3. Aplikacija
se deli na podatkovno bazo, strežnik ter uporabnǐski vmesnik (Slika 4.1).
Aplikacija je v angleškem jeziku, razen določenih statusov paketov, ki so v
slovenskem jeziku. V aplikacijo so implementirane tri dostavne službe: GLS
Slovenija, GLS Italija ter Pošta Slovenije. Ob razvoju je bilo tudi pomembno,
da je aplikacija prilagodljiva in razširljiva, tako da se v prihodnosti lahko brez
večjih posegov v kodo doda več dostavnih služb. Posamezni deli aplikacije
bodo opisani v nadaljnjih podpoglavjih.
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Slika 4.1: Prva stran spletne aplikacije.
4.1 Podatkovna baza
Pri razvoju spletne aplikacije je bila uporabljena relacijska podatkovna baza
MySQL, ki je podrobneje opisana v poglavju 2.1.3. Podatkovna baza, ki
se uporablja v tem projektu, je sestavljena iz treh tabel, ki so opisane v
naslednjih podpoglavjih.
4.1.1 Tabela ”sales order”
Tabela ”sales order” je največja tabela s skupno 1.1 milijona vnosov. Vsak
vnos predstavlja svoje prodajno naročilo, ki je bilo poslano po pošti do kupca.
Tabelo se je napolnilo preko programa ”TrackingAnalize” po postopku, ki
je opisan v poglavjih 3.3 in 3.4. Tabelo se uporablja za vizualizacijo poti
paketov na zemljevidih, za analizo ter pripravo statističnih podatkov. ”sa-
les order” tabela vsebuje sledeče stolpce:
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count code Koda prodajnega
naročila (anonimno)
2-MK-540120

















tracking code Sledilna številka
(anonimno)
646462171520




date finished Datum dostave pa-
keta
2020-08-06
Tabela 4.1: Tabela ”sales order” - opis stolpcev.
V primeru podatkov v tabeli 4.1 je videti, da je bil paket oddan v do-
stavo GLS Slovenija 5.8.2020 ter dostavljen naslednji dan. Potoval pa je iz
Ljubljane v Slovenj Gradec.
V tabeli je veliko podatkov, in ker se za izvajanje analize za izris poti
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na zemljevidih potrebuje skoraj vse podatke, je bilo potrebno branje op-
timizirati. Dodana sta bila še dva indeksa nad stolpcema ”delivered” ter
”delivery service”, saj se primarno filtrira po teh dveh stolpcih.
4.1.2 Tabela ”city”
Tabela ”city” vsebuje zapise koordinat za 14387 krajev v Sloveniji in Italiji
skupaj. Vsak kraj predstavlja izvorno in/ali končno točko potovanja vsaj
enega paketa. To tabelo se skupaj s potjo paketov iz tabele ”sales order”
uporablja za vizualizacijo potovanja paketa na zemljevidu. V poglavju 4.2.2
je opisano, kako se je tabelo napolnilo in kako se sproti polni v primeru novih
naročil. ”city” tabela vsebuje sledeče stolpce (Tabela 4.2):
Naziv stolpca Opis Primer
id Identifikator kraja 456
name Ime kraja Bovec
longitude Zemljepisna dolžina 13.5525933
latitude Zemljepisna širina 46.3385467
country Kratica države SI
source Binarna vrednost. Pri-
kazuje ali je kraj tudi iz-
vorna točka
1
Tabela 4.2: Tabela ”city” - opis stolpcev.
4.1.3 Tabela ”parcel delivery status defaults”
Tabela ”parcel delivery status default” vsebuje zapise 189. možnih statusov
paketov za vse tri uporabljene dostavne službe skupaj. Z uporabo teh zapi-
sov se statusne kode preslikajo v tekstovni opis statusa, kar se potem uporabi
pri izpisu na uporabnǐskem vmesniku. Podatki v tabeli so bili pripravljeni že
pred začetkom dela na projektu. Prvotno pa so bili prejeti iz strani dostavnih
Diplomska naloga 23
služb. Podatke se je uredilo le v primeru odkritih napak pri analizi v po-
glavju 3.2. Dostop do podatkov je potekal preko strežnika spletne aplikacije.
”parcel delivery status default” tabela vsebuje sledeče stolpce (Tabela 4.3):
Naziv stolpca Opis Primer
id Identifikator statusa 310
ds type Kratica dostavne
službe
GLS ONLINE
status code Številka/koda sta-
tusa
5
status info Opis status delivered
default om status Opis, v primeru, da
je status končni
completed
Tabela 4.3: Tabela ”parcel delivery status defaults” - opis stolpcev.
4.2 Strežnik
Strežnǐski del spletne aplikacije je postavljen v okolju Node.js. Okolje deluje
na principu dogodkov oziroma HTTP zahtevkov. Node.js deluje samo na
eni niti, ki v zanki čaka in izvaja dogodke, kar lahko predstavlja problem,
če pride do dogodkov, ki vsebujejo prekinitvene operacije. Takšni dogodki
so recimo branje datotek in dostop do podatkovne baze. To Node.js reši
tako, da se takšni zahtevki izvajajo asinhrono, kar pomeni, da se bodo novi
dogodki vedno izvajali, četudi se stareǰsi klici še niso izvedli do konca. Ko se
asinhrono izvedena operacija v dogodku konča, pa pride do klica nazaj (angl.
callback), ki javi, da se lahko izvajanje dogodka nadaljuje.
V našem primeru je poznavanje delovanja Node.js okolja pomembno, ker
se v strežniku izvaja branje velikih količin podatkov iz podatkovne baze in
klici na zunanje storitve. To so vse prekinitvene operacije, ki trajajo lahko
zelo dolgo, zato so vse takšne operacije v kodi opremljene z async in await
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(primer v kodi 4.1). S tem programu povemo, da se nekaj izvaja in je po-
trebno počakati na rezultat.
s t a t i c async getSalesOrderByDS ( ds ) {
re turn await promisePool . query (”SELECT ∗ FROM sa l e s o r d e r
WHERE de l i v e r e d = ? and d e l i v e r y s e r v i c e l i k e ? ” , [ true , ds
] ) ; } ;
Koda 4.1: Primer asinhrone funkcije v kodi.
Glavni sestavni del Node.js okolja je upravitelj paketov npm (angl. Node
Package Manager) [12], čigar se poleg Node.js namesti na računalnik. Npm
ponuja dostop do spletne podatkovne baze, ki vsebuje obširen register za-
stonjskih in plačljivih knjižnic. Z uporabo npm ukaza ”npm install” v koman-
dni vrstici, se najprej prenese iskano knjižico, nato pa se jo v Node.js projektu
preko funkcije ”require” uvozi (npr. ”const express = require(”express”)”).
V našem projektu smo poleg primarnih knjižnic uporabili štiri dodatne:
• path: uporabi se za nastavljane in preusmeritve poti datotek,
• node-geocorder: uporabi se za povezavo na OpenCage API,
• moment: uporabi se za pretvarjanje datumov iz in v določene formate,
• mysql2: uporabi se za povezovanje in delo s podatkovno bazo.
4.2.1 Strežnik - REST API
V poglavju 4.2 je bilo omenjeno, da Node.js deluje na principu HTTP zah-
tevkov. To pomeni, da je strežnik tudi REST strežnik in lahko uporabniki
preko HTTP zahtevkov kličejo API funkcije. Strežnik je potrebno postaviti
na izbranih vratih ter na statičnem IP naslovu. V primeru, da je strežnik
postavljen v lokalnem omrežju, do njega pa želimo dostopa tudi izven tega
omrežja, je potrebno v usmerjevalniku nastaviti posredovanje prometa na
izbranih vratih na lokalni IP naslov.
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app . get (”/ ge tSa l e sOrder s ” , async ( req , r e s ) => {
l e t data = await Db. g e tA l lSa l e sOrde r s ( req . query . search , req .
query . o f f s e t , req . query . l im i t ) ;
r e s . send ( data ) ; } ) ;
Koda 4.2: API funkcija za pridobitev naročil iz podatkovne baze.
V našem primeru je bil strežnik viden navzven. Primer API klica za
funkcijo v kodi 4.2 znotraj lokalnega omrežja pa je izgledal tako:
http://192.168.1.141:3000/getSalesOrders?search=m&offset=0&limit=5
4.2.2 Delo s podatkovno bazo
Podatkovna baza je bila postavljena na istem sistemu tako, da je dostop
lokalen in najhitreǰsi. Zaradi preglednosti se je za upravljanje s podatki
v podatkovni bazi naredilo razred ”Db”, kjer se nahajajo vse uporabljene
poizvedbe. V razred se je najprej uvozilo knjižnico ”mysql2”, preko katere se
je najprej vzpostavilo povezavo na podatkovno bazo z uporabnǐskem imenom
in geslom (Koda 4.3). Povezava je bila narejena tipa ”Pool”, saj je tako
mogoče imeti dostop do več povezav do podatkovne baze v primeru izvajanja
več zahtevkov hkrati. Prav tako je bilo potrebno uporabiti ”Pool”, ker so
vse poizvedbe nad podatkovno bazo prekinitvene operacije, zato se morajo
izvajati asinhrono. V našem primeru nam povezava ni primarno delovala
asinhrono, tudi če so bile funkcije opremljene z ”async” in ”await”. Uporabiti
je bilo potrebno ”promise”, kar je omogočilo asinhrono delovanje funkcije in
se je tako ob končani poizvedbi, izvajanje pravilno nadaljevalo [8]. Primer
poizvedbe je viden v kodi 4.1.
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const { s l i c e } = requ i r e (”mysql2/ l i b / cons tant s /
cha r s e t encod ing s ”) ;
const con = mysql . c r ea tePoo l ({
host : ” l o c a l h o s t ” ,
user : ” root2 ” ,
password : ” root2 ” ,
database : ”mk tracking ” ,
}) ;
const promisePool = con . promise ( ) ;
Koda 4.3: Node.js vzpostavitev povezave s podatkovno bazo.
4.2.3 Pomnjenje in optimizacija podatkov
Na začetku razvoja spletne aplikacije je bilo podatkov samo okoli 60 tisoč,
kar je pomenilo, da je bilo branje in procesiranje le-teh podatkov zelo hitro.
Problem je nastal pri zajemu vseh 1.1 milijona podatkov. Ker aplikacija za
vsako dostavno službo prebere, filtrira in analiza vsa naročila, je to pomenilo,
da se je časovna in prostorska zahtevnost zelo povečala. V prvi iteraciji
spletne aplikacije so se vsi procesirani podatki poslali k uporabniku in se tam
dodatno filtrirali. Problem je nastal, ko je uporabnik odprl zemljevid, kjer se
izrǐsejo vse poti paketov 4.3.3 za vsako dostavno službo, kar je pomenilo, da
so se vsi podatki prenesli k uporabniku. Brez optimizacij je trajalo več kot
20 sekund, da so se poti prikazale in je poraba pomnilnika kmalu presegla 4
GB, kar je ustavilo aplikacijo.
Optimizacija - filtriranje in združevanje podatkov
Vso procesiranje in filtriranje podatkov se dogaja na serverju. S tem se je
zagotovilo, da se na uporabnǐski vmesnik pošlje minimalna količina podatkov,
kar je rešilo problem porabe pomnilnika.
Na uporabnǐskem vmesniku na pogledu Dostavne službe, opisanem v po-
glavju 4.3.3 se izrisujejo vse poti paketov za izbrano dostavno službo. Za
vsako izrisano pot je potrebno vedeti, koliko paketov je šlo po njej. Pred op-
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timizacijo se je vse podatke o paketih poslalo na uporabnǐski vmesnik, kjer
so se podatki sešteli in izrisali. Nastal je problem, saj se je za enako pot
paketa izrisala črta za vsak paket, ki je šel po tej poti. Tako je sam izris
trajal dlje časa in premikanje po zemljevidu ni bilo tekoče. Problem se je
optimiziralo tako, da se je vse podatke predhodno seštelo tako, da se je na
uporabnǐski vmesnik poslalo samo toliko podatkov, kolikor je bilo unikatnih
poti med kraji. Del funkcije v dodatku A.2 rešuje ta problem tako, da za
vsako pot med dvema krajema v primeru, da izrisujemo črte, preveri, ali v
predhodno definiranem slovarju že obstaja takšna ali obratna pot. Če pot že
obstaja, se vrednost za to pot v slovarju poveča za 1, drugače se doda nov
vnos poti z vrednostjo 1. V primeru, da izrisujemo kroge, pa se za vsako
pojavitev kraja v slovarju shrani ime kraja in seštevek ter v drugem slovarju
koordinate kraja in njegovo ime. Kasneje v kodi se za oba primera generira
ustrezen GeoJSON.
Optimizacija - indeksi
V podatkovno bazo se je dodalo indekse nad tabelo sales order in s tem se
je pohitrilo prvotno branje podatkov.
create index de l i v e r e d
on s a l e s o r d e r ( de l i v e r ed , ds ) ;
Koda 4.4: SQL ukaz za kreacijo indeksa.
Optimizacija - pomnjenje podatkov
Implementiralo se je razred za pomnjenje podatkov. Ko se podatki prvič
preberejo iz podatkovne baze in se pretvorijo v GeoJSON format, se podatki
za vsako dostavno službo shranijo v slovar. Tako je branje teh podatkov
instantno, podatki pa so že sprocesirani in analizirani, tako da jih je glede
na zahtevek potrebno le filtrirati ali dodatno analizirati. Ko je vseh 1.1 mi-
lijona podatkov shranjenih v pomnilniku, zasedejo le okoli 400 MB prostora.
Nastavilo se je tudi pomnjenje podatkov o mestih ter izvornih in končnih
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mestih za vsako dostavno službo.
Zaradi velike količine podatkov še vedno lahko pride do kraǰsih čakanj na
uporabnǐskem vmesniku. Četudi so vsi podatki predprocesirani, je še vedno
potrebno počakati, da knjižnica Leaflet izrǐse vse na zemljevid. Odvisno je
tudi od procesorske moči računalnika, ki se ga uporablja za dostop do spletne
aplikacije.
4.2.4 OpenCage - geokodiranje
Eden izmed glavnih ciljev spletne aplikacije je ta, da se uporabniku omogoči
vpogled nad premiki poslanih paketov skozi kraje od izvornega distribucij-
skega centra do končnega naslova. Odločili smo se, da je prikaz teh podatkov
najbolǰse izvesti kar na zemljevidih, vendar se je za to potrebovalo koordi-
nate krajev. Na voljo so bila samo imena krajev in država, v kateri se kraj
nahaja. Težavo se je rešilo z geokodiranjem, in sicer s storitvijo, ki jo ponuja
podjetje OpenCage. Preko njihove zastonjske storitve se je lahko dnevno
pridobilo koordinate za 2500 krajev. Omejeni smo bili na 1 kraj na sekundo,
krajev smo pa imeli okoli 14300, kar je pomenilo, da se je potrebovalo 6 dni
za pridobitev vseh koordinat. Pridobljene koordinate se je shranjevalo v ta-
belo city, tako da ni bilo potrebno ob vsakem zahtevku ponovno čakati na
koordinate.
Za uporabo OpenCage storitve je bilo potrebno na njihovi strani prevzeti
API ključ [13]. Potrebovalo se je tudi knjižnico, ki ima integrirano povezavo
z njihovo storitvijo. Z uporabo npm se je pridobilo knjižnico node-geocoder,
kjer se je vneslo API ključ ter ponudnika, kot je vidno v kodi 4.5.
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const NodeGeocoder = r equ i r e (” node−geocoder ”) ;
const opt ions = {
prov ide r : ” opencage ” ,
apiKey : ”91 a7cc62693f49a3908433d2c4e5183d ” ,
fo rmatte r : nu l l ,
} ;
const geocoder = NodeGeocoder ( opt ions ) ;
Koda 4.5: Klic OpenCage storitve za pridobitev koordinat.
Uporaba storitve je bila enostavna. V zahtevku je bilo potrebo definirati
ime kraja ter seznam držav, v katerih se kraj lahko nahaja. Nastaviti je bilo
potrebo tudi ”minConfidence” [13], kar predstavlja minimalno natančnost. V
našem primeru je bila uporabljena vrednost 0,5, kar predstavlja natančnost
na minimalno 25 kilometrov. Po uvozu nekaj sto krajev se je ugotovilo,
da storitev lahko katerega kraja ne najde oziroma se ga najde v napačni
državi. V primeru, da se kraj ni našel, se je za nekaj krajev ročno na Google
Zemljevidih preverilo koordinate in jih vpisalo v podatkovno bazo. Če pa je
bil kraj najden v napačni državi, se je najden kraj izbrisalo iz podatkovne
baze ter omejilo iskanje na eno državo in še enkrat prožilo zahtevek.
path = await geocoder . geocode ({
address : item ,
minConfidence : 0 . 5 ,
countryCode : ” s i , i t , at , de , p l ” ,
l im i t : 1
}) ;
Koda 4.6: Inicializacija povezave z OpenCage.
Večja težava, ki se je ni bilo mogoče izogniti so kraji, ki imajo enako ime.
V takšnih primerih se je priznalo prvi vrnjen kraj kot pravilen. V reševanje
tega problema se nismo dodatno poglabljali, ker je bilo takšnih primerov
malo in ne vplivajo na analizo in statistične podatke. Pri različnih dostavnih
službah v isti državi se lahko imena krajev razlikujejo. Ali je to samo po
kapitalizaciji črk ali po imenu samem. Primer bi bil Koper pri GLS Slovenija
in Koper/Capodistria pri Pošti Slovenije. V takem primeru se je poskusilo
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zagotoviti, da se pri obeh dostavnih službah uporabi isti zapis v podatkovni
bazi za prikaz kraja. Pred vnosom v podatkovno bazo se je preverilo, ali novi
kraj z malimi črkami že obstaja v seznamu krajev, shranjenih v pomnilniku.
Preverilo se je tudi, če kakšen kraj vsebuje celotno ime novega kraja, s katerim
se je rešilo problem Kopra.
4.2.5 GeoJSON
GeoJSON je JSON format, ki predstavlja preproste geografske podatke ime-
novane ”features” [3]. Vsak ”feature” vsebuje sledeče parametre:
• ”geometry”: predstavlja objekt, ki vsebuje parameter ”type”, ki je
lahko točka, črta ali območje. Glede na ”type” je definiran tudi para-
meter ”coordinates”, ki vsebuje ustrezen zapis koordinat. V primeru
točke je to seznam koordinat dolžine 2, čigar prvo mesto predstavlja
zemljepisno dolžino, drugo mesto pa zemljepisno širino. V primeru črte
je sezam koordinat sestavljen iz seznama točk.
• - ”properties”: predstavlja poljubne dodatne parametre, ki jih lahko
dodamo zraven.
V našem projektu se GeoJSON uporablja za prikaz podatkov na zemlje-
vidu preko knjižnice Leaflet, saj le-ta sprejme podatke v tem formatu. V
primeru točk so v properties definirani dodatni parametri:
• ”type”: predstavlja vrednosti ”Packed”, ”Delivered” ali ”Transport”
glede na status paketa,
• ”date”: predstavlja datum statusa, ko je bil paket skeniran v enem
kraju,
• ”place”: predstavlja ime kraja, kjer se paket nahaja.
Podatke v GeoJSON formatu tudi shranjuje tudi v pomnilnik programa,
saj tako ni potrebno vedno znova sestavljati podatkov za GeoJSON, temveč
se jih le ustrezno filtrira.
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V dodatku A.3 je primer podatkov za en paket, ki je bil oddan in prvič
skeniran v Murski Soboti 7.12.2020. Za prikaz paketa na zemljevidu se pošlje
na uporabnǐski vmesnik časovni sezam, kjer se je paket gibal features, ki
vsebuje točke za vsak kraj, kjer je bil paket skeniran, ter črto, ki vsebuje
koordinate vseh teh krajev. Zraven se pošlje še sledilna številka paketa.
4.2.6 Iskanje najbližjega kraja izbrane točke
V poglavju 4.3.3 je opisana uporaba pogleda dostavnih služb. Ena izmed
opcij določitve ”od-do” krajev je tudi klik z mǐsko. Takrat se z uporabo Ha-
versine formule[17] izračuna najbližji kraj, glede na to, ali ǐsčemo izvorni ali
končni kraj. Formula izračuna najkraǰso razdaljo med točko in kraji glede na
razdaljo po zraku, kar je v našem primeru primerna rešitev. Implementirana
funkcija je prikazana v kodi 4.7.
f unc t i on ca l cD i s t ance ( lat1 , lon1 , la t2 , lon2 ) {
var R = 6371 ;
var radLat1 = l a t 1 ∗ Math . PI /180 ;
var radLat2 = l a t 2 ∗ Math . PI /180 ;
var d i fLa t = ( lat2−l a t 1 ) ∗ Math . PI /180 ;
var di fLon = ( lon2−lon1 ) ∗ Math . PI /180 ;
var a = Math . s i n ( d i fLa t /2) ∗ Math . s i n ( d i fLa t /2) +
Math . cos ( radLat1 ) ∗ Math . cos ( radLat2 ) ∗
Math . s i n ( di fLon /2) ∗ Math . s i n ( di fLon /2) ;
var c = 2 ∗ Math . atan2 (Math . s q r t ( a ) , Math . s q r t (1−a ) ) ;
var d i s t = R∗c ;
r e turn d i s t ;
}
Koda 4.7: Izračun razdalje med dvema točkama na zemljevidu v JavaScript.
V primeru, da ǐsčemo izvorni kraj, se iz slovarja, shranjenega v pomnil-
niku, vzamejo vsi izvorni kraji pri izbrani dostavni službi. Nato se za vsak
kraj izračuna razdalja do izbrane točke. Najbližji kraj se potem vrne nazaj
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v JSON formatu, prikazanem v kodi 4.8. Na enak način deluje tudi iskanje
najbližjega končnega kraja.
{
” id ” :294 ,
”name” :” Koper/Capod i s t r i a ” ,
” l ong i tude ” :”13 .7304909” ,
” l a t i t u d e ” :”45 .5479551” ,
” country ” :” s i ” ,
” source ” :1
}
Koda 4.8: Kraj v formatu JSON za API odgovor.
4.2.7 Izračun napovednih podatkov
Napoved časa dostave temelji le na statističnih podatkih. Zaradi narave
podatkov ni bilo možno narediti uporabnega strojnega učenja za napovedo-
vanje. Za učinkovito napoved dostave paketov je potrebno zajeti čim več
različnih atributov, ki vplivajo na dostavo. Nekateri so zelo splošni (pra-
zniki, vikendi), drugi pa so vezani na trenutno okolje (vreme, prometne ne-
sreče na najpomembneǰsih poteh, stavke pri podjetjih, ki nadzirajo ključne
transportne poti, kot so železnice, letalǐsča itd.). Takšne vrste podatkov se
od dostavnih služb ne prejme, zato smo se odločili, da se osredotočimo in
analiziramo le poti paketov med kraji ter gledamo samo čas in uspešnost do-
stave. Uporabniku se predstavi statistične podatke, kot so število paketov,
povprečen, minimalen ter maksimalen čas v dnevih glede na izbran začetni
kraj ter končno poštno številko.
Podatki se izračunajo v API funkciji ”/getPredictions”, ki je prikazana
v dodatku A.4. Najprej se iz podatkovne baze preberejo vsi podatki o iz-
branem kraju ter vsa naročila, kjer sta izvorni kraj ter poštna številka enaka
vnesenemu. Z zanko se gre čez vsa naročila in za vsako dostavno službo v
naročilih se napolni slovar s seznamom vrednosti dostavnih časov. Nato se za
vsako dostavno službo seznam dostavnih časov pretvori v slovar, kjer je ključ
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števila dni dostave, vrednost pa število pojavitev števila dni dostave. Izdelan
slovar se sortira po vrednosti, nato se izvede pomožna funkcija ”getTravelTi-
meDistributionsFromMap”, kjer se izračunajo procentualne distribucije ter
statistični podatki. Sestavi se tudi odgovor v JSON formatu, kar se tudi
pošlje nazaj uporabnǐskemu vmesniku.
4.2.8 Izračun statističnih podatkov
Izračun statistike je sestavljen iz več grafov in tekstovnih statističnih po-
datkov. Preko API klica /getStatistics ter /getStatisticsCountry se kličeta
funkciji za izračun statističnih podatkov v izbranem časovnem območju.
Izračunati je potrebno podatke, ki so opisani v poglavjih 4.3.4 in 4.3.5. Funk-
ciji, ki izvajata izračun in sestavo podatkov, sledita naslednjemu zaporedju
dogodkov:
1. Nabor podatkov o paketih iz podatkovne baze glede na časovno območje
ter deklaracija seznama slovarjev ter ostalih spremenljivk.
2. V zanki, ki gre čez vse podatke o paketih, se nastavijo seštevki (število
dostavljenih paketov, število paketov v dostavi . . . ), seznam dostavnih
časov ter slovarji, ki jih potrebujemo za izračun drugih statističnih
podatkov in podatkov v grafih (število dostav na dan v tednu, število
poslanih paketov na datum . . . ).
3. Seznam dostavnih časov se pretvori v slovar, kjer je ključ število dni
dostave, vrednost pa število pojavitev števila dni dostave. Slovar po-
slanih paketov glede na datum se pretvori v seznam seznamov, kjer
je prva vrednost notranjih seznamov datum, druga pa število paketov.
Za graf, ki predstavlja povprečni dostavni čas glede na dan v tednu, se
pa izračunajo povprečne vrednosti. Del kode, ki sortira, pretvarja ter
izračunava spremenljivke je prikazan v dodatku A.5.
4. Nazadnje se izračunajo še minimalne, maksimalne, povprečne vrednosti
ter procentualno distribucijske vrednosti za prikaz dveh grafov. Nato
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se v funkciji ”buildStatisticsDSRespond” sestavi JSON odgovor, ki se
pošlje nazaj uporabnǐskemu vmesniku. Del kode, ki izvede končne
izračune in sestavo JSON odgovora je prikazan v dodatku A.6.
4.2.9 Pomožne funkcije
Pri programiranju glavnih funkcij se je implementiralo tudi nekaj pomožnih
funkcij, ki se večkrat uporabljajo in je zaradi tega koda pregledneǰsa. Pomožne
funkcije:
• ”arrAvg”: sprejeme številčni seznam in vrne povprečno vrednost,
• ”mapSortValue”: sprejeme slovar ter ga sortira glede na vrednosti,
• ”roundOneDec”: sprejme dve števili, ki jih med seboj deli in zaokroži
na eno decimalno mesto,
• ”arrWithoutOutliers”: sprejme številčni seznam, ki naraščajoče sortira
in razdeli na dva kvartila [16], za katera izračuna povprečni vrednosti
(q1, q2). Absolutna vrednost odštevanja izračunanih povprečnih vre-
dnosti je interkvartil (iqr). Nato se definira vrednost spodnje meje (q1-
1,5*iqr), ter zgornje meje (q2+1,5*iqr). Vrne se seznam vrednosti, ki
niso izven postavljenih mej.
• ”getMinMax”: Sprejme seznam in vrne objekt z minimalno ter maksi-
malno vrednostjo,
• ”getTravelTimeDistributionsFromMap”: sprejme po vrednosti sortiran
slovar vseh časov dostave ter seznam teh časov in ime dostavne službe.
Glede na prvih 5 vnosov v slovarju se naredi procentualna distribucija
teh vnosov, kar predstavlja, koliko procentov paketov je bilo dostavlje-
nih v določenem času, (npr. 2 dneva = 90%, 3 dnevi = 10% paketov).
Nato se iz podanega seznama izračunajo še maksimalna, minimalna in
povprečna vrednost. Nazadnje se generira JSON odgovor, ki vsebuje te
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vrednosti ter število podatkov in ime dostavne službe. Koda funkcije
je prikazana v dodatku A.7.
• ”addFeaturePointAndLine”: Sprejme GeoJSON, zemljepisno širino,
dolžino, datum ter kraj točke. Koordinate se najprej dodajo v GeoJ-
SON ”feature” za črto, nato se nastavi status. Če je točka končna, je
status ≫Delivered≪, če je začetna je ≫Packed≪, če je vmesna pa ≫Tran-
sport≪. Nazadnje se v GeoJSON doda nov ”feature” za točko z vsemi
podatki. Koda funckcije je vidna v kodi 4.9.
l e t addFeaturePointAndLine = async func t i on
addFeaturePointAndLine ( gj , lon , l a t , s tatus , date , p lace
) {
g j . f e a t u r e s [ 0 ] . geometry . c oo rd ina t e s . push ( [ lon , l a t ] ) ;
i f ( s t a tu s == ” s t a r t ”) type = ”Packed ” ;
e l s e i f ( s t a tu s == ” f i n i s h ”) type = ”De l ive red ” ;
e l s e type = ”Transport ” ;
g j . f e a t u r e s . push ({
type : ”Feature ” ,
geometry : { type : ”Point ” , c oo rd ina t e s : [ lon , l a t ] } ,
p r op e r t i e s : { type : type , date : date , p lace : p lace } ,} )
; } ;
Koda 4.9: Koda funkcije ”addFeaturePointAndLine”.
4.3 Uporabnǐski vmesnik
Uporabnǐski del spletne aplikacije je postavljen v Vue.js ogrodju, ki omogoča
reaktivnost komponent uporabnǐskega vmesnika. Quasar Framework pa se
uporablja za oblikovanje uporabnǐskega vmesnika. Quasar ogrodje ponuja
veliko število komponent, vtičnikov, stilov, ki se jih lahko preko vgrajenih
nastavitev in dogodkov preprosto upravlja. V kodi 4.10 je vidna HTML defi-
nicija komponente q-toggle, ki predstavlja komponento, ki deluje kot stikalo
z dvema vrednostnima (≫true≪ in ≫false≪). Preko atributa v-model se veže
spremenljivka ”barOrLineChart” na komponento. To pomeni, da bo kom-
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ponenta avtomatsko spremenila stanje stikala, ko se vrednost spremenljivke
v kodi spremeni v nasprotno vrednost. Tako ni potrebno nobeno dodatno
osveževanje. Atribut ”@input” je Quasarjev dogodek komponente, ki se proži
ob kliku na komponento in kliče funkcijo ”changeVisiblity()”. Atribut ”la-
bel” pa predstavlja napis, ki se izpǐse poleg komponente. Podprti atributi in
dogodki so odvisni od posamezne komponente.
<q−t ogg l e
v−model=”barOrLineChart”
@input=”chang eV i s i b i l i t y ( ) ”
l a b e l=”Present with bar chart ”
/>
Koda 4.10: Koda za Quasar komponento ”q-toggle”.
Podobno kot na strežniku deluje npm, se za uporabnǐski vmesnik upora-
blja Yarn upravitelj paketov. Preko ukaza ≫yarn install≪ se lahko namesti
poljubno JavaScript knjižnico, ki jo je pred uporabo potrebno uvoziti v Ja-
vaScript z import ukazom (npr. ≫import moment from ≫moment≪≪). Z
uporabo Yarna so bile tako nameščene knjižnice moment Leaflet ter Ape-
xCharts.
4.3.1 Leaflet
Leaflet [7] je odprtokodna JavaScript knjižnica, ki se uporablja za izdelavo
spletnih aplikacij z zemljevidi. Prvič je bila izdana leta 2011. Podpira mo-
bilne in namizne aplikacije. Knjižnica dovoli razvijalcem prikaz zemljevidov
z opcijskimi plastmi, prav tako tudi podpira uvoz ”features” iz GeoJSON
formata. Uvožene podatke se lahko dodatno vizualno obdela ter naredi in-
teraktivne plasti, ki vsebujejo lahko markerje ali pojavna okna. Za prikaz
podatkov na mapi je potrebno tudi definirati zemljevid, na katerem se bodo
podatki izrisovali. V Leafletu se zemljevid dinamično izrisuje glede na pre-
mike po njem, tako da je za tekoče nalaganje potrebna dovolj hitra internetna
povezava. Odločili smo se za uporabo brezplačnega OpenStreetMap zemlje-
vida (Koda 4.11).
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L . t i l e L ay e r (” https ://{ s } . t i l e . openstreetmap . org /{ z }/{x}/{y } . png
” , {
a t t r i b u t i o n :
’&copy ; <a h r e f=”https : //www. openstreetmap . org / copyr ight
”>OpenStreetMap</a> cont r ibuto r s ’ ,
}) . addTo( t h i s .map) ;
Koda 4.11: Leaflet – koda za nastavitev zemljevida OpenStreetMap.
Pri zemljevidih smo se odločili uporabiti markerje in pojavna okna (pre-
mik mǐske čez črto, marker, krog). Uporabilo se je ”layerGroup”, kjer se
združi vse markerje in pojavna okna v eno plast, tako da se ob drugačnem
izrisu zemljevida počisti samo ”layerGroup” namesto vsak marker in pojavno
okno posebej. Pred nastavljanjem plasti je bilo potrebno definirati ikono, ki
jo marker prikazuje. Za vsako uporabljeno ikono je bilo potrebno na strežniku
shraniti pripadajočo sliko in poskrbeti, da povezava do nje deluje. Nato je
bilo potrebno definirati velikost in zamike ikone tako, da je bila slika ustre-
zno poravnana na točko, ki jo prikazuje na zemljevidu. Prav tako je bilo
potrebno predhodno definirati stil za črte in kroge, prikazane na zemljevidu
(Koda 4.12).
l e t markerIcon = L . i con ({
i conUr l : ” http : / /192 . 1 68 . 1 . 1 41 : 3 000/ marker . png ” ,
i c onS i z e : [ 4 0 , 4 0 ] ,
iconAnchor : [ 2 0 , 4 0 ] ,
popupAnchor : [ 0 , −20]
}) ;
l e t myStyle = {
c o l o r : ”#f f 7800 ” ,
weight : 5 ,
opac i ty : 0 .65
} ;
Koda 4.12: Leaflet – koda za nastavitev ikone za marker [14].
Nazadnje se preko funkcije ”L.geoJSON(. . . )” na zemljevid doda plast,
ki predstavlja vse črte in kroge. Ter plast ”layerGroup”, ki se napolni s
plastmi, ki vsebujejo markerje in pojavna okna, kateri se ustrezno nastavijo
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za vsako točko v GeoJSON podatkih. Čisto na koncu se izvede še funkcija
”map.fitBounds(. . . )”, ki avtomatsko nastavi povečavo in premik zemljevida
na način, da so vidni vsi izrisi na zemljevidu.
4.3.2 ApexCharts
ApexCharts je sodobna JavaScript knjižnica grafikonov, ki razvijalcem po-
maga ustvariti lepe in interaktivne grafe za spletne aplikacije. Knjižnica je
tudi odprtokodna in licencirana pod MIT licenco ter brezplačna za komerci-
alno uporabo. Ima podprto integracijo za različna okolja in ogrodja, kot so:
jQuery, Vue, JavaScript, React, Java, Django.
V našem projektu smo se odločili za uporabo knjižnice ”vue-apexcharts’
[1], ker že vsebuje integracijo z okoljem Vue.js in je posledično lažja za upo-
rabo. Na uradni spletni strani knjižnice se nahaja tudi obširna dokumen-
tacija z veliko primeri. Izbrali smo črtni graf, ki omogoča povečavo, nava-
den stolpčni graf (Slika 4.2), ter zloženi stolpčni graf, ki prav tako omogoča
povečavo. Vsak izmed grafov omogoča tudi prenos slike in podatkov trenutno
prikazanega grafa v treh formatih (png, csv, svg). V primeru, da grafi pri-
kazujejo več serij podatkov (v našem primeru črtni in zloženi stolpčni grafi),
lahko uporabnik s klikom na ime serije pod grafom skrije/prikaže izbrane
serije in tako omeji prikaz podatkov za lažje primerjanje.
Za vsak tip grafa se je naredilo svojo komponento Vue, ki se jo je uvozilo
in uporabilo v glavnih pogledih aplikacije. Primer komponente je prikazan
v dodatku A.8. Pri vsaki komponenti je bilo potrebno uvoziti ApexCharts
knjižnico ter v HTML delu ustrezno definirati tip nastavitve ter serijo grafa.
Nastavitve in serija grafa sta predstavljeni v JSON formatu, kar se v pogledu,
kjer se graf uporablja, nastavi in poveže preko ”properties” s komponento.
Preko ”refresh()” funkcije, ki se kliče ob spremembi podatkov, pa se nasta-
vitve in serija grafa avtomatsko ustrezno spremenita. Serija grafa vsebuje
seznam podatkov v ustreznem formatu, ki je odvisen od tipa grafa. Nasta-




• nastavitev orodne vrstice,
• nastavitev oznak podatkov,
• naslov in opisi x in y dimenzij,
• ustrezno formatiranje za prikaz podatkov
Slika 4.2: ApexCharts – primer grafa.
4.3.3 Prodajna naročila
Prvi pogled spletne aplikacije vsebuje prikaz seznama naročil na levi strani.
Po seznamu se lahko ǐsče glede na kodo prodajnega naročila. Spremeniti je
mogoče tudi število hkrati prikazanih naročil. Način prikaza seznama temelji
na prikazu naročil v glavnem programu podjetja. S tem se obdrži konsi-
stentnost čez aplikacije. V sredini je prikazan zemljevid, ki glede na izbrano
naročilo prikaže potovanje paketa od izvornega distribucijskega centra do
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končnega naslova. Zemljevid vsebuje plast, sestavljeno iz markerjev in po-
javnih oken. Za vsak kraj, kjer je paket skeniran, se nastavi marker glede na
prejet status iz strežnika. Če je kraj izvoren, je ikona markerja paket, če je
kraj vmesen, je ikona poštni poltovornjak, če je kraj kočen, pa je ikona odprti
paket. S tem se uporabniku pregledno prikaže smer potovanja paketa. Na
sliki 4.3 vidimo, da je paket potoval iz Kopra preko Ljubljane do končnega
naslova v Novi Gorici.
Slika 4.3: Prodajna naročila – prikaz poti paketa na zemljevidu in časovnica.
Na desni strani pogleda je prikaz Quasarjeve komponente ”timeline”, ki
po datumu zaporedno izpisuje čas, ko je bil paket skeniran, kraj skeniranja
ter tekstovni opis statusa paketa. Nad komponento pa se izpisuje sledilna
številka paketa.
Ob odprtju strani se najprej izvede zahtevek na strežnik za prvih 10
naročil, tako da se seznam napolni. Nato se avtomatsko izbere prvo naročilo
in se pošlje zahtevek na strežnik za pridobitev geografskih in ostalih podat-
kov. Po prejetem odgovoru se nastavijo markerji in pojavna okna, tako da se
lahko izrǐseta zemljevid in časovnica. Enak postopek se tudi zgodi ob ročni
izbiri naročila.
Cilj tega pogleda je bil bolǰsi in pregledneǰsi prikaz potovanja paketa,
kakor ga ponujajo dostavne službe v njihovih spletnih rešitvah.
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4.3.4 Dostavne službe
Drugi pogled spletne aplikacije vsebuje prikaz seznama dostavnih služb na
levi strani. V našem primeru so to tri dostavne službe: GLS Slovenija, Pošta
Slovenija, GLS Italija. Pod seznamom sta dve izbirni polji, ki prikazujeta od-
do kraje. Kraji so ustrezno prikazani, tako da so v izbirnem polju ≫Od≪ samo
kraji, iz katerih so bili poslani paketi. Enako velja za izbirno polje ≫Do≪,
kjer so prikazani samo kraji, do katerih so bili paketi dostavljeni.
Desno od seznama je zemljevid, kar je glavni del tega pogleda. Zemljevid
lahko podatke prikazuje na dva načina, s krogi ali s črtami. V primeru
črt vsaka črta prikazuje pot med dvema krajema. Če se z mǐsko klikne
nanjo ali premakne čez črto, se prikaže pojavno okno, v katerem je napisano
število paketov, ki so potovali po tej poti. V primeru krogov, pa je glede na
število paketov, ki so šli skozi vsak kraj, nastavljen polmer izrisanega kroga
na vsakem kraju. Polmer se izračuna tako, da se število paketov za nek
kraj deli s celotnim številom paketov ter množi z 35000. Končna vrednost
predstavlja polmer v metrih. Tako lahko uporabnik takoj vidi, kateri kraji
delujejo kot glavni distribucijski centri za posamezno dostavno službo. Na
sliki 4.4 je razvidno, da so glavni distribucijski centri za Pošto Slovenije v
Kopru, Ljubljani, Domžalah ter Mariboru.
Poleg izbire ≫od-do≪ krajev v izbirnih poljih se lahko kraje izbere z levim
in desnim klikom na mǐski. Levi klik predstavlja začetni kraj, desni pa končni
kraj. Ob kliku se izvede API zahtevek na strežnik, ki vrne podatke kraja, ki
je po koordinatah najbližje izbrani točki. Kraj se nato označi na zemljevidu.
Delovanje je podrobneje opisano v poglavju 4.2.6 Lahko je izbran tudi samo
izviren ali samo končen kraj. Ko so kraji izbrani, se na zemljevidu izrǐsejo
vse poti med izbranima krajema. Ob kliku na pot se prikaže pojavno okno,
kjer je izpisan seznam krajev na poti, število paketov, ki so šli po tej poti, ter
njihov povprečni dostavni čas. Enaki podatki so tudi bolj pregledno prikazani
v tabeli pod zemljevidom. Tabelo je mogoče sortirati po vseh stolpcih.
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Slika 4.4: Zemljevid števila paketov za Pošto Slovenije.
Slika 4.5: Prikaz podatkov za izbrane kraje.
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Cilj tega pogleda je, da lahko uporabnik za vsako dostavno službo spre-
mlja poti paketov od izvornega do končnega kraja. Če je več poti med
izbranima krajema in so dostavni časi različni (Slika 4.5), lahko uporabnik
na podlagi te informacije kontaktira dostavno službo ter vpraša, zakaj je
tako. Uporabnik lahko tudi primerja dostavne čase za določene poti med do-
stavnimi službami. Če je povprečni dostavni čas ene dostavne službe dalǰsi
od povprečnega dostavnega časa druge dostavne službe, se lahko uporabnik
odloči uporabiti le hitreǰso dostavno službo za to povezavo.
4.3.5 Napoved dostavnega časa
Tretji pogled spletne aplikacije vsebuje prikaz seznama držav ter pripadajočih
krajev na levi strani. Po krajih se lahko ǐsče, nastavlja število prikazanih kra-
jev in nastavlja paginacijo. Desno od seznama je tekstovno vnosno polje ter
gumb za inicializacijo napovedovanja. Napovedovanje deluje z uporabo iz-
vornega kraja, ki se ga izbere iz seznama, ter poštno številko, ki se jo vnese v
tekstovno polje. Ob kliku na gumb ≫Predict≪ se izvede funkcija ”getPredic-
tion”. Funkcija najprej preveri, ali je izvorni kraj izbran, ter poštna številka
vpisna. V primeru, da vrednosti niso izpolnjene, se preko Quasar vtičnika
”Notify” na vrhu strani prikaže ustrezno obvestilo, sicer pa se kliče API funk-
cija na strežniku, ki izračuna napovedne podatke in jih vrne nazaj. Delovanje
API funkcije je podrobneje opisano v poglavju 4.2.7. Če se podatki vrnejo,
se le-ti uporabniku prikažejo v Quasar komponenti List. Najprej so izpisani
statistični podatki, kot so število naročil, minimalni, maksimalni ter pov-
prečni dostavni čas. Nato je izpisanih prvih pet dostavnih časov z največjo
procentualno distribucijo.
V primeru na sliki 4.6 je izbran izvorni kraj Ljubljana, končna dostavna
pošta pa je 2000 oziroma Maribor. Tako se zajame vse pakete pri obeh
dostavnih službah, ki so bili sprejeti v Ljubljani, dostavljeni pa v katerikoli
kraj v mariborski pošti. Iz vrnjenih podatkov izvemo, da sta si dostavni
službi po časih dostave za to povezavo zelo podobni. V obeh primerih se
preko 60 odstotkov dostav izvede v dveh dnevih. Objektivno se težko oceni,
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katera dostavna služba je hitreǰsa, saj so razlike v številu naročil prevelike.
Slika 4.6: Izpis napovednih podatkov.
Cilj tega pogleda je, da lahko uporabnik hitro preveri, kolikšen bi bil
dostavni čas na povezavi izbranega kraja in poštne številke za vse dostavne
službe. V primeru, da ima uporabnik dve skladǐsči, eno v Ljubljani in eno v
Novem mestu. V obeh skladǐsčih ima tudi na voljo enak izdelek. Ko pride
naročilo tega izdelka, lahko uporabnik z uporabo tega pogleda preveri, ali
bo paket prǐsel hitreje do naročnika, če bo oddan dostavni službi v Ljubljani
ali v Novem mestu. Pri odločevanju mora uporabnik tudi upoštevati, da na
dostavni čas zelo vpliva dan v tednu, ko je bil paket oddan, ter veliko drugih
faktorjev.
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4.3.6 Statistika - dostavne službe in države
Zadnja dva pogleda spletne aplikacije prikazujeta statistične podatke v teks-
tovni obliki ter z uporabo ApexCharts grafov. Prikazani podatki so omejeni
glede na izbrano datumsko območje preko Quasar komponente q-date. Kom-
ponenta se nahaja na levi strani pogleda, skupaj s seznamom vseh dostavnih
služb. Desno se pa nahajajo naslednji grafi in tekstovni podatki:
• število dni v izbranem časovnem območju,
• število paketov,
• število dostavljenih paketov,
• število paketov v dostavi,
• povprečni čas dostave,
• maksimalni čas dostave,
• minimalni čas dostave,
• stolpčni graf, ki prikazuje procentualno distribucijo po dnevi dostave,
slika [28],
• stolpčni graf, ki prikazuje povprečni dostavni čas, glede na dan v tednu,
ko je bil paket oddan,
• črtni graf, ki prikazuje število poslanih paketov za vsak dan v izbranem
časovnem območju. Graf tudi omogoča povečavo.
• Črtni graf, ki predstavlja procentualno distribucijo po dnevih dostave
za vsak dan. Enako predstavlja tudi zloženi stolpčni graf, katerega
prikažemo s klikom na Quasar komponento q-toggle nad grafom. Oba
grafa sta vidna na sliki 4.7 in podpirata povečavo.
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Slika 4.7: Izgled prikaza statističnih podatkov.
Kjer so pri grafih prazni dnevi oziroma ni na črti oznake s številom pa-
ketov, pomeni da na tisti dan ni bilo poslanih paketov. Običajno se to zgodi
konec tedna ali na praznike. S premikom mǐske čez vrednosti v grafu se od-
pre tudi pojavno okno, kjer so vrednosti bolj pregledno izpisane. Ob izbiri
datumskega območja in dostavne službe se izvede funkcija v kodi 4.13. Funk-
cija najprej izvede API klic, opisan v poglavju 4.2.8. Po prejetih podatkih se
nastavijo vse spremenljivke, ki jih tekstovna polja in grafi uporabljajo za pri-
kaz. Nazadnje se izvede še this.refresh++, ki komponentam (grafom) preko
properties sporoči, da je potrebno podatke osvežiti in jih ponovno izrisati.
async re f r e shData ( ) {
l e t data = await GeoApi . g e t S t a t i s t i c s ( t h i s . dsName , t h i s .
dateFrom . format (”YYYY−MM−DD”) , t h i s . dateTo . format (”YYYY−MM
−DD”) ) ;
t h i s . s t a t i s t i c s D i s t . packages = data . packages ;
t h i s . s t a t i s t i c s D i s t . d e l i v e r e d = data . d e l i v e r e d ;
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t h i s . s t a t i s t i c s D i s t . i nDe l i v e ry = data . i nDe l i v e ry ;
t h i s . s t a t i s t i c s D i s t . d i s t s . min = data . d i s t r i b u t i o n s . min ;
t h i s . s t a t i s t i c s D i s t . d i s t s .max = data . d i s t r i b u t i o n s .max ;
t h i s . s t a t i s t i c s D i s t . d i s t s . avg = data . d i s t r i b u t i o n s . avg ;
t h i s . setDistChartData ( data ) ;
t h i s . setDayAvgChartData ( data ) ;
t h i s . setSentPackagesPerDayArray ( data ) ;
t h i s . se tDis t r ibut ionPerDayArrays ( data ) ;
t h i s . r e f r e s h++;
} ,
Koda 4.13: Funkcija za osvežitev statističnih podatkov.
Delovanje prikaza podatkov za dostavne službe in države je skoraj enako,
zato sta oba pogleda združena v tem poglavju. Glavna razlika je nabor po-
datkov. Pri državah se za določeno datumsko območje uporabijo vsi podatki
dostavnih služb v izbrani državi, zato traja dlje, da se podatki prikažejo na
uporabnǐskem vmesniku. Kljub skoraj enakemu načinu prikaza podatkov so
rezultati namenjeni drugačnemu primerjanju.
Cilj teh dveh pogledov je, da se uporabniku omogoči dodatna primerjanja
med dostavnimi službami ter vpogled v zgodovino poslanih paketov. Uporab-
nik lahko tudi omeji datumsko območje na en dan in preveri, koliko poslanih
paketov je na tisti dan še vedno v postopku dostave. S tem se uporabniku pri-
hrani čas, saj mu ni potrebno preverjati vsakega naročila posebej. Z uporabo
grafa povprečnih časov dostav glede na dan v tednu lahko uporabnik lažje
v svoji spletni trgovini nastavi pričakovani dostavni čas dostave za dostavne
službe. Z uporabo grafov, ki prikazujejo distribucijo časa dostave paketov
za vsak dan, pa lahko uporabnik preveri ali imajo distribucije smisel, ali so
konstantne in v nekem trendu. Če prihaja do velikih nihanj za enake dneve v
tednih, lahko to pomeni, da prihaja do napak pri dostavnih službah, tako da
lahko uporabnik kontaktira dostavne službe z bolj specifičnim vprašanjem.
Pri prikazu statističnih podatkov za države velja podobno, vendar je bolj po-
udarek na prikazovanju zgodovine in primerjanju delovanja dostavnih služb
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v državah. Na primer iz grafov se lahko vidi, kdaj imajo države praznike,
saj dostavne službe takrat ne delajo, in razvidno je, ali dostavne službe v
različnih državah delajo tudi za vikende ali ne.
Poglavje 5
Testiranje
Testiranje izdelka diplomske naloge se je v večini dogajalo v začetnih fazah
razvoja, pri delu s sledilnimi podatki paketov. V začetku je bilo potrebno za
vsako dostavno službo ročno analizirati sledilne datoteke ter iz njih razbrati,
kdaj se pojavljajo različni statusi paketov, kot je to opisano v poglavju 3.2.
Da se je preverilo, ali so bili statusi pravilno nastavljeni za vsak iskan pogoj
je bilo potrebno večkrat testirati napisano funkcijo nad nekaj tisoč sledilnih
podatkih za vseh 6 dostavnih služb. Ko so bili vsi pogoji izpolnjeni, se je
napisane funkcije implementiralo v glavni program podjetja, kot je to opisano
v poglavju 3.3.
Po implementaciji je sledilo lokalno testiranje, znotraj podjetja. Zago-
toviti je bilo potrebno, da se implementirane funkcije izvedejo in se stolpci
v podatkovni bazi pravilno izpolnijo. Nato se je testiranje funkcionalnosti
razširilo na interne testne uporabnǐske račune podjetja, kjer okolje ni več
lokalno. S tem se je testiralo avtomatizacijo nove funkcionalnosti. Ob vseh
na novo prejetih sledilnih podatkih se je morala funkcija samodejno izvesti
in rezultate vpisati v podatkovno bazo. Ko so bile vse napake odpravljene,
se je omogočilo funkcionalnost ožjemu krogu uporabnikov, tako da se je nove
napake hitro odkrilo in odpravilo. Funkcionalnost se je tako testiralo 1 me-




Za razvoj spletne aplikacije se je uporabilo podatke, ki so bili pridobljeni v
sklopu testiranja pred implementacijo v glavni program podjetja. Podatkov
je bilo malo, zato ni bilo mogoče testirati stabilnosti in hitrosti aplikacije. Za
testiranje uporabnǐskega vmesnika so bili pa podatki v redu. Po pol leta se je
pri uporabnikih podjetja nabralo približno 1.1 milijona uporabnih sledilnih
podatkov. Podatke se je uvozilo v podatkovno bazo, tako da se je lahko
testiralo stabilnost in hitrost aplikacije. Zaradi velike količine podatkov je
bilo veliko težav, ki se jih je razrešilo in so opisane v poglavju 4.2.3.
Poglavje 6
Sklepne ugotovitve
Podobnih spletnih rešitev ni veliko oziroma edina, ki smo jo našli in zajema
večino naših funkcionalnosti, je Auditshipment. Vendar je za Slovenijo preveč
splošna rešitev, saj ne podpira manǰsih dostavnih služb, kot je Pošta Slove-
nije, zato smo se odločili za razvoj lastne rešitve, nad katero imamo tudi
popoln nadzor.
Razvoj je razdeljen na dva dela. Prvi del obsega predvsem analizo in
delo s podatki. Rezultat prvega dela je funkcija, katero se je integriralo
v glavni program podjetja in je v uporabi pri vseh uporabnikih. Z uporabo
implementirane funkcije se je v nekaj mesecih zabeležilo približno 1.1 milijona
sledilnih podatkov. Te podatke se je v drugem delu uporabilo za razvoj
spletne aplikacije ≫Package travel analysis,≪ preko katere imajo uporabniki
vpogled v vizualizacijo poti paketov za svoja naročila in dostavne službe.
Prav tako imajo vpogled v statistične podatke vseh odpremljenih paketov
pri svojih dostavnih službah. Uporabniku se tako pohitri, poenostavi in
izbolǰsa pregled na stanjem paketa v dostavi, saj ni več potrebno poiskati
sledilne številke za naročilo in jo vpisati v spletno rešitev dostavnih služb.
V primeru počasnih dostav svojih paketov, pa lahko uporabnik z uporabo
statističnih podatkov preveri, ali prihaja do kakšnih zastojev ali napak pri




Cilj razvoja uporabnǐskega vmesnika je bil dobra vizualizacija podatkov, saj
so podatki v tekstovni obliki preveč nepregledni. Pri testiranju delovanja
uporabnǐskega vmesnika smo odkrili nekaj zanimivosti:
• Dostavni službi Pošta Slovenije in GLS Slovenija uporabljata distribu-
cijski center v Ljubljani kot glavni center za posredovanje paketov. V
večini primerov gre poslani paket najprej do Ljubljane, potem pa na-
prej do končnega kraja. To velja tudi, če sta si izvorni in končni kraj
geografsko blizu. Ko se to ne zgodi, je povezava običajno direktna in
je čas dostave tudi za dan kraǰsi.
• Pri vseh treh dostavnih službah je bilo vsak teden največ paketov od-
premljenih večinoma v začetku tedna. Ponedeljek je prvi delovni dan
po koncu tedna in se takrat odpremijo vsa naročila od petka zvečer,
sobote in nedelje.
• Dostavne službe v Sloveniji imajo dostavni čas 2 dni v več kot 60 od-
stotkih. GLS v Italiji dostavi pakete v dveh dneh le v 37 odstotkih.
• Število odposlanih paketov se v zadnjih mesecih leta začne povečevati v
sredini oktobra in se povečuje do začetka decembra. Nato število malo
upade in spet naraste v zadnjem tednu leta. Vizualizacija je vidna na
sliki 6.1
• Glavna razlika med GLS in navadno Pošto v Sloveniji je število distri-
bucijskih centrov. GLS ima v Sloveniji samo okoli 20 distribucijskih
centrov, ki so porazdeljeni po večjih mestih v regijah. Paketi pridejo
do centrov skupaj, nato se pa posebej razvozijo do končnih naslovov.
Pri Pošti Slovenije je drugače, saj je v Sloveniji okrog 500 poštnih dis-
tribucijskih centrov.
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Slika 6.1: Slovenija - število odposlanih paketov proti koncu leta.
6.2 Nadaljnji razvoj
Namen izdelave spletne aplikacije je bil izdelava prototipa aplikacije, ki bi se
lahko v prihodnosti implementirala v glavni program podjetja MetaKocka.
Namenoma je bila pozornost pri razvoju usmerjena v dobro analizo podat-
kov, vizualizacijo teh podatkov ter razširljivost. Tako je dodajanje novih
podatkov dostavnih služb zelo enostavno. Potrebno je podatke le uvoziti
v podatkovno bazo in narediti minimalne spremembe v kodi. Glavni del
razvoja vsake aplikacije, ki v našem primeru ni bil prioriteta in ga nismo
pokrili, je varnost. Če bi se izkazalo, da se bo aplikacijo implementiralo v
glavni program podjetja, se bo najprej integriralo overjanje uporabnikov, saj
je varnost na prvem mestu. Nato bi bilo potrebno avtomatizirati vnos novih
podatkov v podatkovno bazo, saj se to v prototipu izvaja ročno.
Ko bi se uredilo še uporabnǐski vmesnik, bi se lahko dostop do aplika-
cije omogočil nekaj izbranim uporabnikom, kjer bi bil postopek testiranja
enak, kot pri naboru podatkov. Ker je aplikacija razvita znotraj podjetja, se
lahko sproti razširja obstoječe in dodaja nove funkcionalnosti. Ena izmed pr-
vih funkcionalnosti bi bila implementacija administratorskega uporabnǐskega
vmesnika. Administrator, bi imel vpogled v statistične podatke vseh uporab-
nikov posebej in skupaj. Tako bi se lahko izvajalo dodatne analize podatkov
in testiranje novih vizualizacij. Z več funkcionalnosti in bolǰso optimizacijo,
bi se dostop do aplikacije eksponentno omogočil več uporabnikom.
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Dodatek A
Dodatki programske kode in
GeoJSON primera
A.1 Del kode za analizo in nastavljanje iska-
nih stolpcev za GLS Slovenija
private void ana l i z eForExt raF i e ld s ( TrackingReportSI t r ) {
t r . g e tExt raF i e ld s ( ) . s e tLas t \ d e l i v e r y \ s e r v i c e \ event \ code (
t r . g e tS ta tu s e s ( ) . get (0 ) . getStCode ( ) ) ;
t r . g e tExt raF i e ld s ( ) . s e tLas t \ d e l i v e r y \ s e r v i c e \ event \ date (
t r . g e tS ta tu s e s ( ) . get (0 ) . getStDate ( ) ) ;
t r . g e tExt raF i e ld s ( ) . s e tLas t \ d e l i v e r y \ s e r v i c e \ event \ p l a c e
( t r . g e tS ta tu s e s ( ) . get (0 ) . getDepoCity ( ) ) ;
i f ( t r . g e tS ta tu s e s ( ) . get (0 ) . getStCode ( ) . equa l s ( ”4” ) ) {
t r . g e tExt raF i e ld s ( ) . s e tDe l i v e r y \ hour \ des c ( t r .
g e tS ta tu s e s ( ) . get (0 ) . g e tS t In f o ( ) ) ;
}
ArrayList<Str ing> t r a ck ing = new ArrayList<>() ;
ArrayList<Str ing> codes=new ArrayList<Str ing >() ;
ArrayList<Str ing> dateLocationCode = new ArrayList<>() ;
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HashSet<Str ing> l o c a t i o n s = new HashSet<>() ;
boolean f i r s tD e l i v e r y=true ;
for ( Track ingStatusSI t s : t r . g e tS ta tu s e s ( ) ) {
St r ing code = t s . getStCode ( ) ;
i f ( ! t s . getDepoCity ( ) . equa l s ( ”” ) ) {
t r a ck ing . add ( t s . getStDate ( ) . s p l i t ( ” ” ) [ 0 ] . r ep l a c e ( ”−
” , ” . ” ) + ” , ” + t s . getDepoCity ( ) ) ;
l o c a t i o n s . add ( t s . getDepoCity ( ) ) ;
}
dateLocationCode . add ( t s . getStDate ( ) . r ep l a c e ( ”−” , ” . ” )+” , ”
+t s . getDepoCity ( )+” , ”+code ) ;
i f ( checkCodes ( code , 51 , 52 ) )
t r . g e tExt raF i e ld s ( ) . setOrder \ c r e a t e \ t s ( t s .
getStDate ( ) ) ;
i f ( checkCodes ( code , 1 ,3) )
t r . g e tExt raF i e ld s ( ) . setDate \ d e l i v e r y \ s e r v i c e \
accepted ( t s . getStDate ( ) ) ;
i f ( checkCodes ( code , 5 , 8 , 5 8 ) && t r . ge tExt raF i e ld s ( ) .
getDate\ d e l i v e r y \ f i n i s h e d ( )==null )
t r . g e tExt raF i e ld s ( ) . setDate \ d e l i v e r y \ f i n i s h e d ( t s .
getStDate ( ) ) ;
Koda A.1: Del kode za analizo in nastavljanje iskanih stolpcev za GLS
Slovenija.
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A.2 Del funkcije za optimizacijo podatkov
data . f e a t u r e s . forEach ( f e a tu r e => {
l e t a r r = f e a tu r e . geometry . c oo rd ina t e s ;
l e t c i tyArr = f e a tu r e . p r op e r t i e s . c i t i e s ;
f o r ( l e t i = 0 ; i<ar r . l ength ; i++){
c i t i e sFromSet . add ( c i tyArr [ 0 ] ) ;
c i t i e sToSe t . add ( c i tyArr [ c i tyArr . length −1])
i f ( c i r c l e s == f a l s e ) {
i f ( a r r . l ength == 1 | | i == arr . l ength − 1) {
break ;
}
e l s e {
l e t tup l e = [ ar r [ i ] , a r r [ i +1]]+””;
l e t rever seTuple = [ ar r [ i +1] , a r r [ i ] ]+”” ;
i f ( lineMap . has ( tup l e ) ) {
l e t count = lineMap . get ( tup l e ) ;
count = count+1;
lineMap . s e t ( tuple , count ) ;
} e l s e i f ( lineMap . has ( rever seTuple ) ) {
l e t count = lineMap . get ( rever seTuple ) ;
count = count+1;
lineMap . s e t ( reverseTuple , count ) ;
}
e l s e
lineMap . s e t ( tuple , 1 ) ;
}
} e l s e {
i f ( cityMap . has ( c i tyArr [ i ] ) ) {
l e t c = cityMap . get ( c i tyArr [ i ] ) ;
c = c+1;
cityMap . s e t ( c i tyArr [ i ] , c ) ;
} e l s e {
cityMap . s e t ( c i tyArr [ i ] , 1 ) ;
}
t o t a l+=1;
l e t coord = arr [ i ]+””;
i f ( c i rc leMap . has ( coord ) == f a l s e ) {
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Koda A.2: Del funkcije za optimizacijo podatkov.
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A.3 Primer podatkov v formatu GeoJSON za
en paket
{
”name” :”MyFeatureType ” ,
” type ” :” Fea tu r eCo l l e c t i on ” ,
” t ime l i n e ” : [
{
”date ” : ”07 . 12 . 2 020” ,
” p lace ” :”Murska Sobota”
}
] ,
” f e a t u r e s ” : [
{
” type ” :” Feature ” ,
”geometry ” :{
” type ” :” L ineSt r ing ” ,







” p r op e r t i e s ” : nu l l
} ,
{
” type ” :” Feature ” ,
”geometry ” :{
” type ” :” Point ” ,





” p r op e r t i e s ” :{
” type ” :” Packed ” ,
62 Marjan Mohar
”date ” : ”07 . 12 . 2 020” ,






Koda A.3: Primer podatkov v formatu GeoJSON za en paket.
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A.4 Funkcija za izračun napovednih podat-
kov
app . get (”/ ge tPr ed i c t i on ” , async ( req , r e s ) => {
l e t c i t y = await ( await Db. getCityDataFromDB ( [ req . query . c i t y ] )
) . get ( req . query . c i t y . toLowerCase ( ) ) ;
l e t c i t i e s = await Db. getCityNamesWithSameCoords ( c i t y .
long i tude , c i t y . l a t i t u d e ) ;
l e t data = await Db. getSalesOrderBySourceCityAndPostNumber (
c i t i e s , req . query . postNumber ) ;
l e t dsMap = new Map( ) ;
l e t re sponse = [ ] ;
data . forEach ( e l => {
l e t f i r s tDa t e = moment( e l . date accepted , ”DD−MM−YYYY”) ;
l e t l a s tDate = moment( e l . d a t e f i n i s h ed , ”DD−MM−YYYY”) ;
l e t travelTime = Math . abs ( f i r s tDa t e . d i f f ( lastDate , ” days ”) )
+1;
i f (dsMap . has ( e l . d e l i v e r y s e r v i c e ) ) {
l e t a r r = dsMap . get ( e l . d e l i v e r y s e r v i c e ) ;
a r r . push ( travelTime ) ;
dsMap . s e t ( e l . d e l i v e r y s e r v i c e , a r r ) ;
}
e l s e {
dsMap . s e t ( e l . d e l i v e r y s e r v i c e , [ travelTime ] ) ;
}
}) ;
dsMap . forEach ( ( value , key ) => {
value . s o r t ( ( a , b) => a − b) ;
l e t d i s t = new Map( ) ;
va lue . forEach ( e => {
i f ( d i s t . has ( e ) ) {
l e t count = d i s t . get ( e )+1;
d i s t . s e t ( e , count ) ;
} e l s e {




l e t s o r t edD i s t = mapSortValue ( d i s t ) ;
ds = getTravelTimeDistributionsFromMap ( sor tedDis t , value , key )
;
r e sponse . push ( ds ) ;
}) ;
r e s . send ( re sponse ) ;
}) ;
Koda A.4: Funkcija za izračun napovednih podatkov.
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A.5 Sortiranje, pretvarjanje ter izračun spre-
menljivk
l e t d i s t = new Map( ) ;
t rave lTimes . forEach ( e => {
i f ( d i s t . has ( e ) ) {
l e t count = d i s t . get ( e )+1;
d i s t . s e t ( e , count ) ;
} e l s e {
d i s t . s e t ( e , 1 ) ;
}
}) ;
l e t deliveryByDayArray = [ ] ;
sentPackagesPerDay = new Map ( [ . . . sentPackagesPerDay . e n t r i e s ( )
] . s o r t ( ) ) ;
l e t sentPackagesPerDayArray = Array . from ( sentPackagesPerDay , ( [
time , va lue ] ) => ( [ time , va lue ] ) ) ;
deliveryByDay . forEach ( ( value , key ) => {
l e t avgValue = 0 ;
i f ( va lue . length >3){
avgValue = arrAvg ( arrWithoutOut l i e r s ( va lue ) ) ;
} e l s e {
avgValue = arrAvg ( value ) ;
}
avgValue = Math . round ( avgValue ∗10) /10 ;
deliveryByDayArray . push ({day : key , avg : avgValue }) ;
}) ;
Koda A.5: Sortiranje pretvarjanje ter izračun spremenljivk.
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A.6 Končni distribucijski izračuni in sestava
JSON odgovora
l e t respond = nu l l ;
i f ( t rave lTimes . l ength == 0) {
respond = bui ldStat i s t i c sDSRespond (0 , ds
, 0 , 0 , 0 , 0 , 0 , 0 , 0 , [ ] , [ ] , [ ] ) ;
} e l s e {
l e t s o r t edD i s t = mapSortValue ( d i s t ) ;
l e t dTmp = getTravelTimeDistributionsFromMap ( sor tedDis t ,
travelTimes , ds ) ;
l e t distsPerDay = ca lcu lateDis t r ibut ionPercentageForEachDay (
packagesDistPerDay , sentPackagesPerDay , dTmp.
d i s t r i b u t i o n s )
respond = bui ldStat i s t i c sDSRespond ( data . length , ds ,dTmp.
d i s t r i b u t i o n s ,dTmp.min ,dTmp.max ,dTmp. avg ,dTmp. count ,
de l i v e r ed , i nDe l i v e ry
, deliveryByDayArray , sentPackagesPerDayArray , distsPerDay ) ;
}
r e s . send ( respond ) ;
}) ;
f unc t i on bu i ldStat i s t i c sDSRespond ( packages , d e l i v e r y s e r v i c e ,
d i s t r i b u t i o n s , min , max , avg , count , de l i v e r ed , inDe l ive ry ,
dTimePerDay , sentPackagesPerDayArray , distsPerDay ) {
l e t respond = {
packages : packages ,
d i s t r i b u t i o n s : {
d e l i v e r y s e r v i c e : d e l i v e r y s e r v i c e ,
max : max ,
min : min ,
avg : avg ,
count : count ,
d i s t r i b u t i o n s : d i s t r i b u t i o n s
} ,
d e l i v e r e d : de l i v e r ed ,
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i nDe l i v e ry : inDe l ive ry ,
dTimePerDay : dTimePerDay ,
sentPackagesPerDay : sentPackagesPerDayArray ,
distsPerDay : distsPerDay
}
re turn respond ;
}
Koda A.6: Končni distribucijski izračuni in sestava JSON odgovora.
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A.7 Koda funkcije ”getTravelTimeDistribu-
tionsFromMap”
f unc t i on getTravelTimeDistributionsFromMap ( sor tedDis t , value ,
key ) {
l e t distCount = 0 ;
l e t d i s tVa lue = [ ] ;
l e t distName = [ ] ;
l e t d i s t s = [ ] ;
l e t valueSum = 0 ;
whi l e ( distCount < 5 && distCount != so r t edD i s t . s i z e ) {
l e t d i s t = [ . . . s o r t edD i s t ] [ distCount ] ;
valueSum = valueSum+roundOneDec ( d i s t [ 1 ] , va lue . l ength ) ;
i f ( distCount == 4) {
distName . push (”Other ”) ;
d i s tVa lue . push ((1000 − d i s tVa lue [0]∗10− d i s tVa lue [1]∗10−
d i s tVa lue [2]∗10− di s tVa lue [ 3 ] ∗ 1 0 ) /10) ;
valueSum = 100 ;
} e l s e {
distName . push ( d i s t [ 0 ] == 1 ? d i s t [ 0 ] + ” day” : d i s t
[0 ]+” days ”) ;
d i s tVa lue . push ( roundOneDec ( d i s t [ 1 ] , va lue . l ength ) ) ;
}
d i s t s . push ({name : distName [ distCount ] , va lue : d i s tVa lue [
distCount ] } ) ;
distCount+=1;
}
i f ( valueSum != 100) {
d i s tVa lue [ 0 ] = ( ( d i s tVa lue [ 0 ] + 100−valueSum ) ∗10) /10 ;
d i s t s [ 0 ] [ 1 ] = di s tVa lue [ 0 ] ;
}
l e t ds = { d e l i v e r y s e r v i c e : key ,
max : getMinMax( value ) .max ,
min : getMinMax( arrWithoutOut l i e r s ( va lue ) ) . min ,
avg :Math . round ( arrAvg ( arrWithoutOut l i e r s ( va lue ) ) ∗ 10 +
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Number .EPSILON ) / 10 ,
count : va lue . length ,
d i s t r i b u t i o n s : [ d i s t s ]}
re turn ds ;
}
Koda A.7: Koda funkcije ”getTravelTimeDistributionsFromMap”.
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<vue−apex−char t s he ight=”350” type=”area ” : opt ions=”
chartOptions ” : s e r i e s=” s e r i e s ”></vue−apex−charts>
</div>
</template>
<s c r i p t>
import VueApexCharts from ’ vue−apexcharts ’
export d e f au l t {
props : [ ’ s e t t i n g s ’ , ” r e f r e s h ” ] ,
data ( ) {
re turn {
chartOptions : t h i s . s e t t i n g s . chartOptions ,




r e f r e s h ( ) {
t h i s . s e r i e s = [ . . . t h i s . s e t t i n g s . s e r i e s ] ;







</s c r i p t>
Koda A.8: ApexCharts – Vue komponenta za črtni graf.
