Abstract-Rideshare systems allow a substantial number of people to mutually benefit from using less cars in a specific region. This would rationalize energy consumption, save money, and decrease traffic jams and pollution. However, accessibility issues have prevented these architectures from being widely spread. In this paper, we present an agent-based Rideshare system that is accessible via lightweight devices. We use auction mechanism as a method of negotiation among autonomous and proactive agents, by this we aim at accelerating agents' interactions while resolving end-user composite tasks.
INTRODUCTION
Lightweight devices are increasingly showing their necessity and reliability. Cellular phones and similar devices are part of the new telecommunications era, which made it possible to virtually carry your office anywhere you go. Nowadays, people are using pocket devices that allow them to check their emails, exchange faxes, surf the internet, edit documents and do shopping. These services are provided through quite simple, user-friendly and well-developed interfaces, and are costless with respect to the value of services users are getting.
Rideshare is another service to be mobilized. The way a Rideshare system works is related to the availability of empty seats in a car and, the interest of a user to contribute in the journey cost in exchange of occupying this seat. The interactions made constitute reliable means of transportation for many people in an increasing number of countries, and it is usually provided exclusively by a third-party website that uses a web-based technique to match service requests.
In classical agent-based rideshare systems [7] , users' desires are represented by delegated agents, and a super agent is available to match the service requests these agents are carrying. This earlier scenario is applying Multi-Agent System (MAS) techniques to form a Service Oriented Architecture (SOA). However, several contributions were made to the literature of Rideshare systems. These contributions has similar notions but different implementation approaches, besides, they are not reachable by holders of lightweight devices.
In this paper, we focus our research on enabling lightweight devices to smartly handle Rideshare service interactions using software agents and utilizing advanced communication capabilities. Although there are some restrictions that are given by users (e.g. time to achieve) and others given by the technology (e.g. Bluetooth data exchange rate), we apply an auction negotiation mechanism to increase the number of goals achieved and the system usability.
The paper proceeds as follows: Section II outlines our motivation. Section III explains the Rideshare framework. Section IV introduces the algorithms used to run the auction among system agents. In Section V we introduce in details the implemented system. Section VI concludes the paper.
MOTIVATING SCENARIO
There are some repetitive and related situations that occur in our daily life. Looking at one of them, we found that using a car to move from a place to another will increase the flexibility to schedule appointments, reliability and comfort. We also noticed that, on the long run, pollution and stress caused by traffic jams will badly affect our life.
If a tool is provided to match peoples' common interests, it would increase cooperation and simplify lots of our daily tasks. It is quite common to see a car owner that has empty seats and commuting daily between two fixed locations (e.g., house and work). It is also common As shown in Fig. 1 , our framework has three different layers.
1) The agent platform, which is based on JADE framework.
2) The Multi-Agent architecture including the Implicit Culture (IC) part. 3) The top layer is the handler of user requests and the interface line, which is the Rideshare service management method. Further on, we explain them in details. The MAS Architecture Layer is implemented using JADE (Java Agent Development framework) [ [6] . In Andiamo, each IA has its main features, which are: knowledge acquisition, autonomy and collaboration. At this phase, lAs are managing the creation of new service requests. These agents are recognized by the system as 'AddNewServiceAgent' and they receive from the preceding layer the service request including user details parameters (Bluetooth address, user information, and service request details). Later on, they transmit this data to the corresponding PA and they remain in the system only to achieve this action and then vanish.
A new agent is created for every service request. The transmission protocol between a PA and an IA is summarized in four main steps. 1) The NewService Request that is issued by the IA and directed to the PA. 2) The acknowledgment response from the PA. 3) NewUserlnfo that is sent again from the IA to the PA. 4) The final "accept" message from the PA to the IA. 2) Personal Agent: These agents represent the system users and the work done on their behalf. The interactions of these agents include two main parts: (1) the elaboration of users' requests, and (2) the negotiation among agents. The PA that elaborates a request for a ride is called Seeker Agent (SA while a PA that elaborates a ride offer is called Offerer Agent (OA). The mechanism used for agents' negotiation will be explicitly illustrated in Section IV. 3) Agents Interactions: In Fig. 2 we present the interaction protocol used by agents during the request elaboration phase. On each platform there is a dedicated agent, called Expert Agent (EA), which contains the System for Implicit Culture Support (SICS) [5] [8] . The SICS consists of three components, 1) the Observer, which uses a database of observations to store information about actions performed by users in different situations, 2) the Inductive Module, which analyzes the stored observations and applies data mining techniques to find a theory about the community culture, 3) the Composer, which exploits the observations and the theory in order to suggest actions in a given situation. In Andiamo, the use of the IC framework (Implicit Culture Agent, Fig. 1 ) is to let the system suggests the meeting points that are frequently used by other system users and observed by the system. More details about After a PA receives its user's request (step 1), it sends it to the EA (step 2). On the EA side, an observer component of the SICS extracts data from the request and stores it in the database of user's observed behaviors (step 3). Composer component estimates the real value for parameters and if the input is incomplete or wrong (step 4). For the elaboration process, the Composer uses the information about the past user's actions, obtained from Observer and analyzed by Inductive module. Finally, the user's PA receives back the elaborated request (step 5), which it processes during the second phase.
SICS needs to gather information about users behavior. To observe user's behavior, EA extracts data from the requests it gets from the PA. Two other additional sources of observation could be added. The first is the database where the results of agent negotiations are stored. This storing takes place every time two PAs agree on sharing a trip and send their proposals to the database. The EA extracts necessary information (e.g., departure, arrival place and meeting points) from the proposals and stores them in its internal database. The second source is the user's feedback repository. When the ride is finished, the user gives feedback to the other user(s). His evaluation is stored in the mobile phone/PDA and is sent to the EA as soon as the user establishes connection with the corresponding server via his mobile device.
The interaction mechanism used in Andiamo is based on the following parameters of the trip: Request Type, Passenger Type. Departure Time, Departure Date, Departure Place, Departure Meeting Points. Arrival Place, Arrival Meeting Points.
Offset, User Feedback, minRequested/maxOffered Money (contribution for the ride) and Number of Seats. This applies to OA as much as to a SA.
In Fig. 3 a typical Rideshare service transmission protocol is demonstrated. The Multi-Agent platform is located to serve the interactions between an OA and a SA. A sequence of steps is taken between both, offerer and seeker, in order to achieve a successful Rideshare agreement. In addition, the possibility to apply an automatic or a semi-automatic service mode implies that the interaction between two agents can be, either interrupted to prompt an inquiry to the user, or self-decision making. Following to that, we describe the significance of negotiation and we consider its automatic service model. 4) Service Publication: Within the JADE DF, every PA publishes its carried service requests. If these requests are recognized by the system and that PA is identified, then the service will be registered. The initial interaction starts when a SA tries to find a OA with similar destinations, day and time of departure and with a feedback greater than or equal to the desired value. Then, the SA will contact every OA found by the system and consequently, communicates with end-user the retrieved data. Notably, if the value of the feedback is less than the requested value, it is possible to contact back the user asking a permission to decrease the requested feedback value so an agreement could be reached. The same thing happens for the time and other similar parameters. Algorithm 2 is used on the SA side to determine the significance of its role in the impending auction. In line 1 and line 2, a variable 'SABestOffer' that carries the SA best offer value is created and set to ' 0 ' . A variable ' sent' is initially set to 'false' and it changes to 'true' only after a SA has communicated his offer. From line 3 to line 6, SA holds its offer transfer until a communication was received from the OA asking for an auction participation. The SA puts the results from the evaluation function into the 'decision' variable. From 1 ine 7 to 1 ine 9, if the SA accepts the call for auction, a self-revision for the holding parameters is made. This revision refers to the SA insistent to obtain the auctioned item; therefore, it is made with the intention to show extra negotiation flexibility. The part from line 10 and down to line 13 refers to the comparison made by the SA to put together the newly obtained value and the existing one. If the new value obtained is greater than the previous one and greater than the 'be stOf fer', the future offered value 'SABe stOf fer' is set to be new one 'newVa 1', and the offer is sent to the concerned OA. Line 14 to line 16, if the self-revision made by the SA has yielded a disappointing result and the value gained is the same as the previous one, this specific SA does not send the previous value if 'modificationArePossible' is ' It contains information about all the servers and their properties, such as name, location, etc. The DB also stores the information about users registered to the system. Fig. 4 illustrates the general architecture of the system and the interaction among its components. The connection between the mobile device and the server is established through Bluetooth but, as we say in Section II, it can be established also through SMS or GPRS/UMTS. In particular, a user's cellular phone communicates to the server all the requests, and then receives back the results. The cellular phone may also receive inquiries about a possible modification in the decisions taken by system users and re-communicate the reply with server. Moreover, cellular phone can be used to send the partner evaluation score, which will be reflected in the future feedback value for whoever will offer/seek a ride. From the server side, a contact is made to the central service DB to check the user's information (age, feedback, etc) . Later on, the server updates the offerers and seekers reputation value. The central DB is responsible for storing all the information related to specific service request and the interactions made by its two PAs.
ServiceAccessibility
Three steps for a user to access the services: (1) to complete a mobile-based identification form; (2) to run the Bluetooth application on the mobile device, and (3) to operate a certain function to activate the required service. The application is written in Java and uses JSR-82 [11] and which are the Bluetooth and the Wireless Messaging API for Java.
The application starts a continuous search for Bluetoothenabled devices in the neighborhood and whenever it finds a server, the software on the device establishes a connection with the server (step 2) and sends the requests related to the Rideshare services (step 3). The request is then processed by the server and the results are sent back to the user (step 4 -10). The mobile device stores the server's address to keep track of the contacted servers (see Fig. 4 ). Fig. 5 shows the protocol we use for the interaction between different components. A specific communication module on the server is responsible for managing the interaction with the mobile device. This module receives the Bluetooth address and the password from the mobile device (steps 1 and 3) and checks in the platform running on the server whether a PA is assigned to that mobile device (step 4). The module employs the Bluetooth address and the password to map the mobile device with a specific PA. If there is no PA previously assigned to this user, the communication module connects to the central services database and verifies whether the user is registered to the system (steps 5-6). In case of a positive response, it creates a new agent and assigns it to the mobile device user (step 8) . Then, the mobile device sends the configuration file to the communication module (step 9), which forwards all the user requests to the appropriate PA (step 10). The PA then starts interacting with other agents on the platform trying to satisfy all the user requests (step 12). In our example a PA receives one or more requests for finding or asking rides. If the agent reaches an agreement with another agent about their users requests, it stores the results locally in the server database (step 13). Later the results could be sent back to the user (steps 14-18).
PendingResultsRetrieval
When a connection between a server and a mobile device is established, the communication module sends to the mobile device the IP-address of the server (step 2 in Fig. 6) Fig. 6 shows the interaction protocol of retrie results via mobile device. Considering our runn a situation in which a user is close to the serve station. After establishing the connection, the r sends the list of IP-addresses of all the previ servers (e.g. university servers, city center servei train station server. The communication module sends the Bluetooth MAC address of the mob all listed servers (step 3). In turn, the communic of each server extracts from the internal dat; stored results related to that user and sends ther requester server (steps 4-7). All the results are co communication module and finally sent to the r (steps [8] [9] [10] . If the mobile device is no long to the server (e.g., the user has left the train retrieval process will fail and the results will Yet these results will still be accessible via the ori Therefore, as we already said, a possibility for communicate with the user through SMSs is acd
ExperimentFacts
We tested the system using Nokia 6630, N7T Motorola v3 and Sony-Ericsson P910 mobile PC/Server equipped with generic Bluetooth adap communications have been implemented using B which is an open source implementation of the tooth API for Java. We have tested the system scenarios, and in those circumstances we hav number of people (students of the university, citizen). From these tests, we 
