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Anexo 1 
#! /bin/bash 
#Copy files to add the partitions 
if [ $# -ne 3 ]; then 
 echo "Invalid parameters" 
 echo "Usage: copy.sh input_folder output_folder file_copy" 
 exit -1 
 fi 
input_folder=$1 
#input_folder=logs 
output_folder=$2 
#output_folder=logs/log_tcp_complete 
echo "hadoop fs -ls -h $input_folder > prueba.txt" 
 hadoop fs -ls -h $input_folder > prueba.txt 
echo "cat prueba.txt | tr -s ' ' | cut -d ' ' -f 8  >prueba2.txt" 
 cat prueba.txt | tr -s ' ' | cut -d ' ' -f 8  >prueba2.txt 
echo "hadoop fs -mkdir $output_folder" 
 hadoop fs -mkdir $output_folder 
file_copy=$3 
location_output="/user/hernandez/$output_folder" 
 
for linea in $(cat prueba2.txt) 
do 
   locat_in="$linea/$file_copy" 
   #-f 7 DEPENDE 
   part=$(echo $linea | cut -d '/' -f 7) 
   dest="$location_output/$part" 
   echo "hadoop fs -mkdir $dest" 
 hadoop fs -mkdir $dest 
   echo "hadoop fs -cp $locat_in $dest" 
 hadoop fs -cp $locat_in $dest 
done 
IFS=$old_IFS     # restablece el separador de campo predeterminado 
rm prueba.txt 
rm prueba2.txt 
#! /bin/bash 
# This file create a hive table with the format of a log save in 
# the hdfs directory 
# It receives as parameters the name of the file, the hive 
# database to use, the name of the table to create and the hive  
# type (external or managed) 
# It uses the file 'file_formats.txt' to get the format of each column (int, 
string …) 
 
i=1 
filename="prueba2.txt" 
# Check if the introduced parameters are ok. 
if [ $# -ne 5 ]; then 
 echo "Invalid parameters" 
 echo "Usage: create_table_from_file.sh input name_file database 
table_name type 
 type= EXTERNAL or MANAGED" 
 exit -1 
 fi 
 
table_name=$4 
database=$3 
name_file=$2 
input=$1 
 
# Get kind of the table 
case $5 in 
  external ) 
 type=$5 
 ;; 
  EXTERNAL ) 
 type=$5 
 ;; 
  MANAGED ) 
 type="" 
 ;; 
  managed ) 
 type="" 
 ;; 
  *) 
 echo "Type of table invalid" 
 echo "Usage: create_table_from_file input name_file database table_name 
type 
 type= EXTERNAL or MANAGED" 
 exit -1 
 ;; 
 esac 
 
#write the hive file to execute 
echo "hive -e \"USE $database;" >table_create.sh 
echo "CREATE $type TABLE $table_name (" >>table_create.sh 
 hdfs dfs -copyToLocal $input $name_file 
#get the first line of the file and delete the initial ‘#’ 
zcat "$name_file"| head -n 1 | cut -d '#' -f 3 >prueba2.txt 
while read line; do 
    for word in $line; do 
 #get name of the column 
 name="$(echo "$word" | cut -d ":" -f 1)" 
  
 #search the name of the column to find the correct format in the file 
'file_formats.txt' 
 # And write the hive query of the column: 
 # “name format comment index” 
 cat file_formats.txt | awk -v wo=$name -v ind=$i '(($1 ~ wo) && 
(length($1)==length(wo))){print wo " " $2 " COMMENT \47" ind"\47," >> 
"table_create.sh"}' 
 i=$((i+1)) 
    done 
done < "$filename" 
#delete the last character ',' 
sed -i '$ s/.$//' table_create.sh 
#Finish the hive query, with the partitions 
echo ")  
COMMENT '$5' 
PARTITIONED BY (day int, hour int) 
ROW FORMAT DELIMITED FIELDS TERMINATED BY ' '  
tblproperties(\\\"skip.header.line.count\\\"=\\\"1\\\")  
;\"" >>table_create.sh 
#FOR FILE LOG_tcp_COMPLETE CHANGE: 
#tblproperties(\"skip.header.line.count\"=\"1\") 
#ROW FORMAT DELIMITED FIELDS TERMINATED BY ' '  
#FOR FILE LOG_HTTP_COMPLETE CHANGE: 
#tblproperties(\"skip.header.line.count\"=\"2\") 
#ROW FORMAT DELIMITED FIELDS TERMINATED BY '\t' 
rm prueba2.txt 
 
#Execute the Hive query 
sh table_create.sh 
#! /bin/bash 
# This file loads partitions into a managed hive table. 
# As parameters it receives the input folder where the data is 
# stored, the hive database of the table and the name of the 
# table 
if [ $# -ne 3 ]; then 
 echo "Invalid parameters" 
 echo "Usage: load_partition.sh input_folder database table_name" 
 exit -1 
 fi 
input_folder=$1 
database=$2 
table=$3 
 
#save hive query in a text document to execute it  
echo "USE $database;" > hive_table.txt 
j=10 
#get the logs by days to separate them 
#2016_02_01_* first day 
 
for i in `seq 1 29`; do 
 if [ "$i" -lt "$j" ]  
 #-lt lower that (<) 
 then 
  #get the name of file at the directory 
  echo "hadoop fs -ls -d $input_folder/2016_02_0$i*/ > prueba.txt" 
  hadoop fs -ls -d $input_folder/2016_02_0$i*/ > prueba.txt 
 else  
  echo "hadoop fs -ls -d $input_folder/2016_02_$i*/ > prueba.txt" 
  hadoop fs -ls -d $input_folder/2016_02_$i*/ > prueba.txt 
 fi 
  
 #get the location 
 
 echo "cat prueba.txt | tr -s ' ' | cut -d ' ' -f 8  >prueba2.txt" 
 cat prueba.txt | tr -s ' ' | cut -d ' ' -f 8  >prueba2.txt 
  
 a=0 #counter 
  
 for linea in $(cat prueba2.txt) 
 do 
    locat="/user/hernandez/$linea" 
    echo "load data inpath '$locat' OVERWRITE INTO TABLE $table 
partition(day='$i', hour='$a');" >>hive_table.txt 
    a=$((a + 1)) 
 done 
  
 rm prueba2.txt 
 rm prueba.txt 
  
done 
#Execute hive query and save the time used 
{ time hive -f "hive_table.txt" ; } 2> time2.txt 
#! /bin/bash 
# This file loads partitions into an external hive table. 
# As parameters it receives the input folder where the data is 
# stored, the hive database of the table and the name of the 
# table 
if [ $# -ne 3 ]; then 
 echo "Invalid parameters" 
 echo "Usage: partition.sh input_folder database table_name" 
 exit -1 
 fi 
input_folder=$1 
database=$2 
table=$3 
#get the logs by days to separate them 
#2016_02_01_* first day 
#save hive query in a text document to execute it  
echo "USE $database;" > hive_table.txt 
j=10 
for i in `seq 1 29`; do 
 if [ "$i" -lt "$j" ]  
 #-lt lower that (<) 
 Then 
  #get the name of file at the directory 
 
  echo "hadoop fs -ls -d $input_folder/2016_02_0$i*/ > prueba.txt" 
  hadoop fs -ls -d $input_folder/2016_02_0$i*/ > prueba.txt 
 else  
  echo "hadoop fs -ls -d $input_folder/2016_02_$i*/ > prueba.txt" 
  hadoop fs -ls -d $input_folder/2016_02_$i*/ > prueba.txt 
 fi 
  
#get the location 
 
 echo "cat prueba.txt | tr -s ' ' | cut -d ' ' -f 8  >prueba2.txt" 
  cat prueba.txt | tr -s ' ' | cut -d ' ' -f 8  >prueba2.txt 
   
 a=0 
 for linea in $(cat prueba2.txt) 
 do 
    locat="/user/hernandez/$linea" 
    part=$(echo $linea | cut -d '/' -f 3 | cut -d '.' -f 1) 
    # write Hive query  
    echo "alter table $table add if not exists partition(day='$i', 
hour='$a') location '$locat';" >>hive_table.txt 
    a=$((a + 1)) 
 done 
 rm prueba2.txt 
 rm prueba.txt 
  
done 
#Execute Hive query and save the time used 
 
{ time hive -f "hive_table.txt" ; } 2> time2.txt 
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