Abstract Method invocation mechanism is one of the essential features in objectoriented programming languages. This mechanism contributes to data encapsulation and code reuse, but there is a risk of run-time type errors. In the case of object-oriented databases (OODBs), a run-time error causes rollback. Therefore, it is desirable to ensure that a given OODB schema is consistent, i.e., no run-time type error occurs during the execution of queries under any database instance of the OODB schema.
Introduction
Among the many features of object-oriented programming languages (OOPLs), method invocation (or message passing) mechanism is an essential one. It is based on method name overloading and late binding by method inheritance along the class hierarchy. 
¢
is invoked, the definition of ¢ to be bound may not be uniquely determined. Particularly with queries in objectoriented databases (OODBs), a run-time error causes rollback, i.e., all the modification up to the error must be cancelled.
In this paper, we discuss the computational complexity of type-consistency problems for queries in OODBs. A database schema S is said to be consistent if no type error occurs during the execution of any method under any database instance, i.e.,
for every method invocation
¢ , the definition of ¢ to be bound is uniquely determined by using the class hierarchy with inheritance; and 2. no attribute-value update violates any type declaration given by S.
It is quite advantageous for a given database schema to be consistent. First, since it is ensured at compile-time that no type error occurs under any database instance, runtime type check can be omitted. Another advantage is an application to method-based authorization checking [4] , [5] , [13] .
1. Non-flatness of the class hierarchy (Sect. 3.1). Define the height of the class hierarchy as the maximum length of a path in the hierarchy. If the height is zero, then all classes are completely separated and there is no superclass-subclass relation at all. For such a "flat" database schema, consistency is in P. However, consistency for a non-flat schema is undecidable even if the height of the class hierarchy is bounded by one. 2. Nontermination (Sect. 3.2). A database schema S is said to be terminating if the execution of every method terminates under every database instance of S. Consistency for a terminating retrieval (see below) schema is in P, while consistency for a very restricted but nonterminating retrieval schema is coNP-hard. Although termination property is undecidable for an arbitrary schema [9] , there are decidable sufficient conditions such as recursion-freeness. 3. Update operations (Sect. 3.3). A database schema S is said to be retrieval if no method definition in S contains any update operation. As stated above, consistency for a terminating retrieval schema is in P. On the other hand, consistency for a recursion-free (thus terminating) update schema is coNEXPTIME-complete even if the height of the class hierarchy is bounded by one.
The model adopted in this paper requires the following three conditions. First, every method should be monadic (i.e., every method should have exactly one argument). From the result in [2] , it is easily shown that if the number of arguments is not bounded, then the consistency problem becomes undecidable even for retrieval schemas. Secondly, there should be no program constructs such as conditional branch and while statement. Actually, by using update operations, if-then statements can be simulated (see Example 3). Thirdly, the class hierarchy should be a forest (i.e., multiple inheritance is excluded). However, the results in this paper remain valid if an appropriate mechanism for multiple inheritance is incorporated into the model. That is, the third condition is merely for simplicity.
There has been much research on type-consistency problems for OOPLs. For example, Abiteboul et al. [2] introduced method schemas and studied the complexity of the type-consistency problems for many subclasses of them. In method schemas, each method is allowed to have more than one arguments. However, method schemas cannot represent updates of database instance since their method implementations are based on a functional OOPL model. The followings are some of the main results of Ref. [2] : 2. coNP-complete for a recursion-free method schema, and 3. solvable in polynomial time for a monadic method schema (that belongs to a proper subclass of retrieval schemas of ours).
Moreover, for a recursion-free method schema, an optimal incremental algorithm for the consistency checking is presented in Ref. [14] . In Ref. [1] , the complexity of typeconsistency (and also the expressive power) for both update and method schemas is summarized. In Ref. [11] , a type inference algorithm for a procedural OOPL is proposed. For each expression of a program, a type variable [[ ] ] that denotes the type of is introduced, and type-consistency is analyzed by computing the least solution of the equations that denote the relations among these type variables (also see Refs. [10] and [12] ). In Refs. [3] and [6] , another kind of type-consistency is discussed. It is assumed that we know in advance the class to which the returned objects should belong for every method implementation body. Then the consistency problem is simply to determine whether for each method name ¢ , the already-known classes of the returned objects of all the implementation bodies of ¢ satisfy a condition such as contravariance. Therefore, no analysis of method implementation bodies are necessary. Type systems for OOPLs have also been extensively studied [7] , [8] . However, computational complexity of the typeconsistency problem has scarcely been studied in these articles.
The remainder of the paper is organized as follows. In Sect. 2, we define database schemas and their instances, and show some examples. In Sect. 3, we show the computational complexity of the type-consistency problems for several subclasses of database schemas mentioned above. Lastly, in Sect. 4, we summarize the paper. is an attribute name, ¢ is a method name, and self is a reserved word that denotes the object on which a method is invoked (or, to which a message is sent). Let 
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Semantics
The inherited implementation of method 
) must belong to
). Hereafter, we often denote
The operational semantics of S is originally defined by using a method execution tree [9] . In this paper, we give a simpler definition, in which the execution of a method is defined by rewriting rules on configurations of an interpreter for method implementations.
Definition 3.
A configuration is one of the expressions q " ! £ X ' 
) is the initial configuration and CFl m 5
CFl +1 for all . and Impl 1 is shown in Fig. 5 . I 1 is also an instance of S 1 . The execution of calc supervisor for Bob is successful and the last configuration is q 1 J ohn , i.e., the returned value of the execution is John. On the other hand, the execution of calc supervisor for Alice is nonterminating. It can be shown that calc supervisor returns an object of class director when it terminates. Then consider the execution of query2 on Bob. When control reaches the second sentence of (employee query2) in Fig. 5 f , see Fig. 6 (a)); and -Ad 2 is shown in Fig. 6(b 
Q R
Subclasses of the Database Schema
In the last part of this section, we define some notions to define subclasses of the database schema. 
Q R
If the height of is zero, then the class hierarchy is flat. That is, all classes are completely separated and there is no superclass-subclass relation at all. We often say that S is flat if is flat. 
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." We often say that S is retrieval if Impl is retrieval. If the method dependency graph of Impl is acyclic, then Impl is recursion-free. We often say that S is recursion-free if Impl is recursion-free. Note that S is terminating whenever it is recursion-free.
Q R 3 Complexity of the Type-Consistency Problem
Non-Flatness of the Class Hierarchy
In this section, we show how non-flatness of the class hierarchy affects the complexity of the type-consistency problem. First, the following theorem says that consistency for a flat schema is solvable in polynomial time.
Theorem 13. Let S = (
A ttr Ad Meth Impl) be a database schema. If S is flat, then consistency for S is in P.
Proof. Define an instanceĨ = (p e ˜q ) of S as follows:
for each ( r 
Q R
However, consistency for a non-flat schema becomes undecidable as follows:
Theorem 14. Let S = (
A ttr Ad Meth Impl) be a non-flat database schema. Consistency for S is undecidable, even if the height of is one and Ad is covariant.
Q R
To prove Theorem 14, for a given input string ), where - § is a finite set of states.
. Therefore, the tape head never falls off the left end of the tape. 
Because of the space limitation, we only describe the idea of simulating ¤ by S¥ u¦ . Consider a database instance shown in Fig. 7(a) , where t is defined in Example 3 and 7 I · is a new attribute (attribute 7 cont is explained later). An element of an ID is stored in 2 when it is invoked on £ . Thus we can obtain the next ID, and the place where the ID is stored is "shifted to right" (see Fig. 7(c) ). Next, we explain the new attribute 7 cont . This attribute indicates whether the next step should be simulated or not. Let cont represents true, we recursively continue simulating ¤ . Otherwise, we stop the simulation. For example, in the case of Fig. 7(c) , we stop the simulation after two steps ( Fig. 7(d) 
Nontermination
The following theorem can be obtained from Theorem 2 of Ref. [13] .
Theorem 17. Let S = (
Á
A ttr Ad Meth Impl) be a retrieval schema. If S is terminating, then consistency for S is in P.
Q R
On the other hand, consistency for a nonterminating retrieval schema is coNP-hard. -Attr = 7 @ 
, and -
In this reduction, a database instance is considered as an interpretation for 
Update Operations
By Theorem 17, consistency for a terminating retrieval schema is in P. And by the following theorem, consistency for a recursion-free (thus terminating) schema with updates is in coNEXPTIME. 
ÖÖ
which causes a type error. That is, consistency for S is in coNEXPTIME.
Q R
The following theorem gives a tight lower bound for recursion-free schemas. 
