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____________________________________________________________________ 
Tämä opinnäytetyöraportti käsittelee tuotannon simulointia Visual Components 
3DCreate-ohjelmalla ja se on kirjoitettu todellisen asiakkaalle tehdyn simulointipro-
jektin rinnalla. Projektissa simuloinnin tarkoitus oli löytää keinoja tuotannon nopeut-
tamiseksi kokeilemalla eri simulaatiomalleja. Raportti ei kuitenkaan keskity itse pro-
jektiin vaan on sen sivutuote ja se tutkii simulaation rakentamisen menetelmiä simu-
lointiohjelmassa. 
 
Koska 3DCreate simulointiohjelman monipuolinen käyttö edellyttää hyvin paljon 
ohjelmointia, raportti on kirjoitettu isolta osin ohjelmoinnin näkökulmasta. Ohjel-
mointikielenä käytetään Pythonia, joka on ohjelmistokehityksen kannalta tehokas 
kieli. 
 
Raportti ei keskity varsinaiseen 3DCreaten käyttöliittymään, vaan se sisältää lähinnä 
simulaatiossa käytettävien komponenttien ominaisuuksia ja niiden hallintaa. Raportti 
käy lyhyesti läpi 3DCreaten yleisiä ominaisuuksia ja syventyy ohjelmoinnin näkö-
kulmasta sellaisiin ominaisuuksiin, joiden yleiskuvaus on esitetty raportissa. 
 
Raportissa on pyritty ottamaan huomioon todellisen tuotannon simulointia esittele-
mällä menetelmiä, joiden avulla todellisia tuotantotietoja voidaan liittää simulaatioon 
ja selittämällä, mitä asioita on hyvä ottaa huomioon ohjelmoinnin näkökulmasta. Ra-
portti sisältää esimerkkejä siitä, miten simulaatiossa generoitavaa kappalevirtaa voi-
daan hallita ja identifioida. 
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This thesis deals with simulation of production with Visual Components 3DCreate-
software. It was written alongside with a real simulation project which was made for 
a customer.  The purpose of the simulation project was to find ways to speed up the 
time of production by testing different simulation models but that project is not the 
focal point of this report. The report is a by-product of the project and it explores the 
methods of building a simulation with a simulation program. 
Because of the comprehensive use of the 3DCreate simulation software requires a lot 
of programming, the thesis is written mostly from the perspective of programming.  
Python which is very effective for software development is used as the programming 
language. 
The thesis does not concentrate on actual user interface of 3DCreate but rather the 
properties of the components and means of controlling them. This report goes briefly 
through the common properties of 3DCreate and it focuses on the properties of 
which a brief general description is presented in the thesis. 
The report attempts to take into account the actual production simulation by intro-
ducing methods of how the actual production data can be connected to the simula-
tion. The report explains what should be taken into account by the perspective of 
programming. Thesis includes some examples how to manage and identified the pro-
duction flow.
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1 JOHDANTO 
Simulointi tarkoittaa jonkun todellisen tilanteen jäljittelyä. Tuotannon simulointi on 
tuotannon jäljittelyä. Kun tuotannon simulointi on toteutettu, virtuaalituotantoon voi-
daan tehdä muutoksia ja kokeilla erilaisia asioita tuotannon optimoimiseksi ilman, 
että todellisessa tuotannossa tarvitsee tehdä muutoksia ja näin se ei myöskään häiritse 
todellista tuotantoa. 
 
Simulointi ei ikinä vastaa täysin todellista ympäristöä. Ennen simulaation tekemistä 
onkin hyvä selvittää, millä tarkkuudella sen täytyisi toimia. Mitä enemmän simuloin-
nissa on muuttuvia tekijöitä, sitä vaikeampaa simulaation luominen on. Jos jonkun 
osan toimintaa ohjaa esimerkiksi ihminen, sen ohjaus ei ikinä ole täysin samanlainen 
kahta kertaa, vaan perustuu toiminnan ohjauksen tekevän henkilön ominaisuuksiin. 
Jos toiminnan ohjaus perustuu tietokoneohjelmaan, ohjaus tapahtuu aina samalla ta-
valla, jolloin sen logiikan siirtäminen simulaatioon on helpompaa. 
 
Tietokoneella simulointi on periaatteessa mahdollista toteuttaa täysin ohjelmakoodin 
sisällä, mutta sen ymmärtäminen olisi vaikeaa ilman mahdollisuutta nähdä grafiikkaa 
simulointiympäristöstä. 3D Create-ohjelmisto perustuu nimenomaan 3D-
simulaatioon.  
 
Ensimmäinen asia simulaatiota rakentaessa on verrata fyysistä 3D-ympäristöä tuo-
tannon kanssa. Tuotantoympäristön fyysiset mitat kannattaa mallintaa simulointiym-
päristöön sillä tarkkuudella kuin se on simulaation kannalta oleellista. Suurissa ko-
konaisuuksissa kaikkia yksityiskohtia ei kannata simulaatioon mallintaa, koska se ei 
ole todennäköisesti oleellista simulaation lopputulosta tutkittaessa. Mitä enemmän 
simulaatiossa on fyysisiä yksityiskohtia, sitä enemmän se vaatii tietokoneelta suori-
tuskykyä. 
 
Tässä raportissa käytetään kahta eri määritettä, komponentti ja kappale. Nämä ovat 
käytännössä sama asia, mutta eri käyttötarkoituksessa. Niiden ero on siinä, että kap-
pale on simuloitava tuote, joka käy eri prosesseja läpi simulaation aikana ja kompo-
nentti on simulaation osa, joka on osana järjestelmää, joka prosessoi kappaleita.  
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3DCreaten omasta kirjastosta löytyy paljon käyttökelpoisia komponentteja, mutta 
välillä joitain komponentteja täytyy luoda alusta alkaen itse, mikäli käyttötarkoituk-
seen sopivaa komponenttia ei löydy.  
 
Komponentti sisältää fyysiset ominaisuudet, sekä toiminnalliset ominaisuudet. Fyy-
sinen runko 3DCreatessa rakennetaan käyttämällä erilaisia geometrisia perusobjekte-
ja. Tämä raportti ei kuitenkaan käsittele aihetta vaan keskittyy enemmän ohjelmoin-
nin näkökulmaan. 
 
Simulaation komponentit kannattaa rakentaa mahdollisimman yleiskäyttöisiksi, jos 
samantyyppistä komponenttia tarvitaan myöhemmin muissakin osissa simulaatioym-
päristöä. Yleiskäyttöisessä komponentissa muuttujien eri käyttötarkoituksista riippu-
vat ominaisuudet kannattaa rakentaa syötettävien parametrien pohjalle. Tällöin niitä 
on helppo muuttaa jälkeenpäin vaihtamalla jonkin parametrin arvoa. 
 
Jotta tuotannon simulointi olisi mahdollisimman realistinen, materiaalivirran täytyy 
olla samanlainen kuin todellisessa tuotannossa. Jos tuotetta valmistuu tasaisissa syk-
leissä ja samalla tavalla, ei tuotannon historiatietoja välttämättä tarvita, etenkin jos 
simulaatiota tutkittaessa eivät kappaleiden identifikaatiot anna tutkimukseen lisäar-
voa. Jos tuotetta valmistuu epäsäännöllisesti vaikkapa tilausten, käyttäjän tai seson-
kiajan mukaan voi olla helpointa, että simulaation materiaalivirta perustuu tuotannon 
historiatietoihin, jotka on tuotu simulaatioympäristöön esimerkiksi tuotannon tieto-
kannasta. 
 
Kun simulaatio on ajettu, prosessista tarvitaan tietoja, joista nähdään tutkittavia teki-
jöitä, esimerkiksi tuotteiden läpimenoaikoja. Tämä tieto välitetään simulaation käyt-
täjälle statistiikan välityksellä. 
 
Tämä raportti on kirjoitettu todellisen asiakkaan tuotannon simuloinnin kehittämisen 
yhteydessä. Simulointiprojekti sisältää kuljettimia, yleisrobotteja, viivakoodinlukijoi-
ta, lavojen siirtovaunun, tuotantolinjojen alkupään komponentit, jotka generoivat 
kappaleita tuotannosta saatujen historiatietojen mukaisesti, statistiikkaa kirjoittavan 
komponentin ja erilaisia ohjaimia, jotka ohjaavat eri kokonaisuuksia. Raporttiin on 
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otettu simulointiprojektista oleellisia komponentteja havainnollistamaan ja antamaan 
esimerkkejä komponenttien ohjelmoinnista.   
 
Varsinaisessa projektissa laatikoita generoiva komponentti saa tiedot tuotannon 
SQL-tietokannasta tuotujen taulukkotiedostojen kautta ja asettaa laatikolle virtuaali-
sen viivakoodin. Laatikot kulkevat viivakoodiluennan ohi, jolloin laatikon reititys 
kuljettimilla tapahtuu sen sisältämän viivakoodin perusteella. Laatikot pinotaan la-
voille ja ohjataan toisen viivakoodinlukijan ohi, joka lukee laatikot ja kommunikoi 
statistiikkaa kirjoittavan komponentin kanssa. Prosessin lopussa statistiikkaa kirjoit-
tava komponentti tallentaa tiedot taulukkotiedostoon. Raportissa ei kuitenkaan käydä 
itse projektia läpi, vaan keskitytään simulointiin yleisemmin esimerkkien valossa. 
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2 SIMULAATION TEKEMISTÄ EDELTÄVIÄ VAIHEITA 
2.1 Mitä tietoja simulaatiolla halutaan tutkia? 
Kun simulaation tekeminen aloitetaan, täytyy ensin selvittää, mitä simulaatiolla halu-
taan mitata. Se voi olla tietyn tuotteen tai tilauksen tiettyyn prosessiin kuluva aika tai 
vaikkapa jonkun laitteen fyysinen sovittaminen tuotantoympäristöön. Simulaatio on 
käytännöllinen myös koulutusta varten. 
2.2 Tuotannon aikojen mittaukset 
Ennen tuotannon simulaation rakentamisen aloittamista täytyy selvittää tuotannon 
prosessien aikoja. Mitä useampaan prosessiin ajanotto on jaettu, sitä tarkemmaksi 
simulaatio on mahdollista saada. Toisaalta aina ei ole tarkoituksenmukaista tietää 
sarjassa tapahtuvien prosessien aikoja, joskus riittää niiden kaikkien summa, mikäli 
yksittäiset prosessit eivät vaikuta tutkittavaan asiaan. Aikoja mitattaessa kannattaa 
toistaa mittaus useaan kertaan ja laskea mittausten keskiarvot.  
2.3 Tuotantoympäristön fyysisten ominaisuuksien mallintaminen 
Usein tuotantotilasta on olemassa pohjapiirros esimerkiksi CAD-tiedostona. Se voi 
olla merkittävä apu komponenttien mallintamisessa simuloitavaan ympäristöön. 
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3 VISUAL COMPONENTS 
3.1 Yleistä 
Visual Components on vuonna 1999 perustettu Suomalainen tuotannon 3D-
simulointiin erikoistunut yritys. Yrityksen tuotteet ovat tarkoitettu lähinnä teollisuus-
yritysten käyttöön. Yritys toimii yhdessä robottivalmistajien kanssa ja sen tuotteet on 
tarkoitettu robotiikan ja materiaalivirtojen simulointiin. Yrityksellä on viisi simulaa-
tion tekoon perustuvaa ohjelmaa: 3DAutomate, 3DCreate, 3DSimulate, 3DRealize R 
ja 3DRealize. Ohjelmat perustuvat samaan ympäristöön, mutta niiden väliset erot 
ovat ominaisuuksien määrässä. (Visual Components www-sivut 2013) 
 
Tämä raportti pohjautuu 3DCreate ohjelmaan. 
4 3DCREATEN YLEISIÄ OMINAISUUKSIA 
3DCreaten simulaatio rakennetaan komponenteista. Komponentit pitävät sisällään 
useita erilaisia ominaisuuksia ja simulaation luoja päättää, mitä ominaisuuksia haluaa 
komponentteihinsa sijoittaa.  
 
Komponentin toiminnallisia ominaisuuksia kutsutaan Behavior-nimellä. On hyvä 
tietää, että ohjelmissa Behavior-ominaisuuksiin voidaan viitata myös Behaviour-
nimellä. 
 
Komponentit sisältävät myös parametreja, joihin voidaan kirjoittaa ja joista voidaan 
lukea tietoa eri tilanteissa. Ne löytyvät Parameter-välilehdestä. 
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KUVA 1. Anturoidun kuljettimen komponentin Behavior-ominaisuuksia. 
4.1 Yleisiä Behavior-ominaisuuksia 
4.1.1 Reitit  
Komponentit pitävät sisällään Path-tyyppisen Behavior-ominaisuuden. Käytännössä 
Path tarkoittaa reittiä, jota pitkin kappalevirta kulkee simulaatiossa eli jonkun tyyp-
pistä kuljetinta. Reittiin pystytään määrittämään erilaisia parametreja. 
Määritettäviä parametreja One-Way Path- tyyppisessä reitissä ovat statistiikan ke-
rääminen, kapasiteetti, siirtymäsignaalit, nopeus, kiihtyvyys, hidastuvuus, interpo-
loinnin tyyppi, onko kuljetin akkumuloiva, onko kuljetin segmentoitu, reitillä sijait-
sevat anturit, komponentin reitti, reitin akseli ja reitin kytkennät muihin reitteihin.  
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KUVA 2. Erään One Way Path-reitin parametrit. 
4.1.2 Signaalit 
3DCreate sisältää erilaisia signaaleja. Nämä signaalit ovat myös komponentin Beha-
vior-ominaisuuksia. Käyttötarkoituksesta riippuen voidaan valita boolean-, integer-
,real-,string-,component-, tai matrix-tyyppinen signaali. Component-tyyppinen sig-
naali on 3DCreaten oma ”erikoissignaali”, mitä käytetään komponenttien ja kappa-
leiden tunnistamiseen. Lisäksi on mahdollista luoda erilaisia signaalikarttoja käyttä-
mällä jotain ”Signal Map”-tyypeistä. 
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KUVA 3. Komponentin signaalityypit. 
4.1.3 Anturit 
Komponenteille on mahdollista valita neljä erilaista anturityyppiä.  
- Component Path-tyyppinen anturi on tarkoitettu kytkettäväksi komponentin 
reittiin. 
- Ray Cast-tyyppinen anturi tunnistaa kappaleita ja komponentteja myös kom-
ponentin ulkopuolelta. Siinä on säde, jonka etäisyys voidaan määrittää. Kun 
kappaleen tai komponentin geometria leikkaa säteen, anturi vaikuttuu. 
- Volume-tyyppinen anturi tunnistaa komponentin tai kappaleen missä kohtaa 
tahansa simulaatioavaruutta. Sille voidaan määrittää ohjeita, joita sen halu-
taan tunnistavan. 
- Process Point-tyyppinen anturi on tarkoitettu komponentin pysäyttämiseksi 
prosessin ajaksi sen saapuessa anturin tunnistusalueelle. Sille voidaan määrit-
tää prosessointiaika sekä se, minkälaisia komponentteja halutaan tunnistaa. 
 
KUVA 4. Eri anturityypit. 
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4.1.4 Component Creator 
Simulaatiossa ainakin useimmiten halutaan simuloida kappaleiden materiaalivirtaa. 
Jotta materiaalivirtaa voidaan luoda simulaatioon, kappaleita täytyy generoida. Gene-
rointi toteutetaan komponentilla, joka sisältää ”Component Creator”-tyyppisen Be-
havior-ominaisuuden. Sen voi asettaa generoimaan tietyin väliajoin ja sille voidaan 
asettaa raja-arvo. Part-kentällä valitaan generoitavan kappaleen tiedostopolku. Gene-
roitava kappale voi olla mikä tahansa komponentti. 
 
 
KUVA 5. Component Creator-ominaisuuden parametreja. 
4.1.5 Note-ominaisuus 
Tietyissä tilanteissa voi olla hyödyllistä antaa komponenteille tai generoitaville kap-
paleille erilaisia tietoja, joita voidaan tarkastella simulaation aikana. Tähän tarkoituk-
seen on kolme eri tyyppiä: Jog Info, Document Link ja Note.  
 
KUVA 6. Komponentille annettavat lisätiedot. 
 
Note-ominaisuus on käytännössä komponenttiin upotettu tekstitiedosto, mihin voi 
tallentaa erilaisia tietoja. Tuotannon simuloinnissa tämä voi tarkoittaa vaikkapa si-
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mulaatiomaailmassa olevan kappaleen ID-numeroa, tilausnumeroa ja pakkauspäivä-
määrää. 
5 PYTHON-OHJELMOINTIKIELI 3DCREATEN OMINAISUUTENA 
3DCreate sisältää Python-tulkin, jota voidaan käyttää siihen rakennetuissa kom-
ponenteissa. 3DCreaten Python-versio on 2.5.5. 
Uusin versio Pythonista on 3.3.1. Uudemmissa versioissa on sellaisia ominaisuuksia, 
joita 3DCreaten Python-tulkissa ei ole. (Python www-sivut 2013). Tämä on tärkeä 
pitää mielessä, kun kirjoittaa Python-kielellä ohjelmia 3DCreateen. 
 
Yksinkertaisimmillaan simulaatio on mahdollista rakentaa komponenteista, mitkä 
eivät sisällä lainkaan kirjoitettua ohjelmaa. Kuitenkin komponenttien eri ominaisuuk-
sien monipuolinen käyttö edellyttää ohjelmointia. Mitä monipuolisempi ja jousta-
vampi komponentista halutaan tehdä, sitä enemmän se vaatii ohjelman kirjoittamista.  
 
3DCreaten omassa kirjastossa on paljon komponentteja, missä ohjelmakoodi on jo 
valmiina ja simulaation rakentajan tehtäväksi jää helpoimmillaan komponenttien liit-
täminen toisiinsa. Monesti kirjaston komponenttien toimintalogiikka ei sovi halut-
tuun käyttötarkoitukseen ainakaan suoraan. Tämän vuoksi Python-kieli on syytä tun-
tea kohtuullisesti rakennettaessa simulaatioita 3DCreate-ohjelmalla. 
5.1 Python-kielen edut ja haitat 3DCreatessa 
Visual Components 3DCreate soveltuu hyvin kappaletavara-automaation ohjausjär-
jestelmien simuloimiseen. Python-ohjelmien kirjoittaminen on nopeaa. Suurten tie-
dostojen käsittely sen sijaan vie jonkun verran aikaa, jolloin optimaalisinta on käsi-
tellä ne funktioilla, joita kutsutaan ennen simulaation aloittamista. Mikäli Python-
ohjelman suoritus kuormittuu simulaation aikana, 3D Create saattaa jumiutua tai si-
mulaatio pysähtyä, kunnes ohjelma on suoritettu. Tämä tulee ilmi esimerkiksi suur-
ten taulukoiden käsittelyssä, jos niiden käsittely käyttää paljon tietokoneen resursseja 
simulaation aloituksessa. 
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5.2 3DCreaten omat funktiot 
3D Createn Python moduuli sisältää valmiina olevia simuloinnin eri tapahtumiin lii-
tettyjä funktioita, jotka ovat simuloinnin kannalta merkityksellisiä. Näitä ovat: 
 
OnStart()  - Tämä funktio suoritetaan ensimmäiseksi, kun simulaatio käynnistetään. 
OnRun() – Funktio suoritetaan, kun simulaatio käynnistetään ja suoritus pysähtyy, 
kun simulaatio keskeytetään. Suoritus tapahtuu kuitenkin OnStart()-funktion jälkeen. 
Usein komponenteissa on hyvä käyttää while true-silmukkaa OnRun()-funktion alla. 
Tällöin komponentti toimii ikuisesti simulaation aikana, jollei sitä tarkoituksella kes-
keytetä. 
OnStop() – Funktio suoritetaan, kun simulaatio pysäytetään. Mahdollinen käyttö-
kohde voi olla esimerkiksi tiedoston kirjoitus simulaatioajon päätteeksi. 
OnContinue() – Funktio suoritetaan, kun simulaatio on pysäytetty ja se käynniste-
tään uudelleen. 
OnReset() – Funktio suoritetaan, kun simulaatioaika nollataan. Yksi käyttökohde voi 
olla esimerkiksi muuttujien alustus uutta aloitusta varten. 
OnSignal() – Funktiota käytetään signaalien liipaisuun. Kun Python-ominaisuuteen 
sidotun signaalin tila muuttuu, funktio suoritetaan. Se soveltuu muun muassa antu-
reiden tilojen seuraamiseen komponentin ohjelmassa. 
OnSimulationUpdate() – Suoritetaan, kun simulaatio päivitetään.  
OnDestroy() – Funktiota kutsutaan, kun ohjelma poistetaan. 
OnFinalize() – Suoritetaan, kun komponentit on ladattu tai kopioitu. 
OnRebuild() – Suoritetaan, kun komponenttien geometria on rakennettu uudelleen. 
(3DCreate 2013) 
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KUVA 7. 3DCreaten omia funktioita. 
6 PYTHON-OHJELMOINTIKIELI 
6.1 Yleistä 
Python on melko uusi ohjelmointikieli. Se poikkeaa monista perinteisistä ohjelmoin-
tikielistä siten, että siinä ohjelmien kirjoittaminen on tehty helpoksi ja nopeaksi. C-
ohjelmointikielellä toteutetut ohjelmat ovat Pythoniin verrattuna pienempiä ja tehok-
kaampia, mutta C-ohjelmoinnissa vaaditaan tarkat ja yksityiskohtaiset määrittelyt 
ohjelman jokaisessa osassa. Python siis keskittyy suurempien kokonaisuuksien hal-
lintaan ja ohjelmien kehitysajan pienuuteen ohjelman suoritustehokkuuden kustan-
nuksella. Python-ohjelmoinnin yksinkertaisuuden vuoksi se sopii hyvin aloittelijoille. 
Python-ohjelmaa ei käännetä konekielelle, vaan sen suoritus tapahtuu omassa suori-
tusympäristössään. Python-ohjelma on joukko lauseita, mitkä suoritetaan siinä järjes-
tyksessä, kuin ne ohjelmassa esiintyvät.  Pythonissa ohjelmasuorituksen arkkitehtuuri 
perustuu sisennyksiin, joten muun muassa funktioiden ja ehto- ja toistolauseiden si-
sältö määritellään niiden alla olevien sisennyksien perusteella. 
(Kasurinen, 2009, 4-7; Kokkarinen, 2004,  253-254). 
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6.2 Muuttujat 
Python on heikosti tyypitetty kieli. Ohjelmassa esiintyville muuttujille ei tarvitse 
määrittää tyyppejä, vaan ohjelmointiympäristö antaa niille automaattisesti sille sopi-
van tyypin sen sisällön mukaan. Muuttujien tyyppejä voidaan kuitenkin muuttaa oh-
jelman suorituksen aikana. (Kasurinen, 2009, 19; Kokkarinen, 2004, 258) 
 
Jos Python-ohjelmassa käytetään samaa muuttujaa useammassa kuin yhdessä eri 
funktiossa, muuttuja täytyy määritellä globaaliksi. Ilman määrittelyä muuttuja on 
paikallinen, jolloin samannimistä muuttujaa voidaan käyttää eri funktioissa ilman, 
että ne tuntevat toistensa sisältöä. (Kokkarinen, 2004, 275) 
 
 
KUVA 8. Erityyppisiä muuttujia 3DCreaten Python-ohjelmassa. 
6.3 Funktiot 
Pythonissa funktiot määritellään def-lauseilla. Funktioiden sisälle kuuluvia lauseita ei 
rajata aaltosuluilla, vaan se on toteutettu sisennyksillä def-lauseen alla. Funktioita 
voidaan kutsua toisten funktioiden sisältä käyttämällä kutsussa kutsuttavan funktion 
nimeä. (Kokkarinen, 2004,  258) 
6.4 Virheiden käsittely 
Vaikka Pythonin sisältämä lause olisi tulkin kieliopin mukainen, välillä voi tulla vas-
taan tilanteita, joissa lauseen suorittaminen aiheuttaa ohjelmassa virheen. Näin voi 
tapahtua esimerkiksi, jos simulaation käyttäjä antaa ohjelman kysymälle parametrille 
arvon, joka on käyttötarkoitukseen sopimaton.  Vaarana siis on, että ohjelman suori-
tus keskeytyy virheeseen. (Kasurinen, 2009, 110; Kokkarinen, 2004,  263) 
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Pythonissa on mahdollista käsitellä poikkeuksia try-lohkoilla. Try-lohko kokeilee sen 
sisältämän lauseen suoritusta ja mikäli se havaitsee poikkeuksen, se ohittaa virheil-
moituksen ja siirtyy except-lohkoon. Except-lohkossa poikkeus käsitellään ja siihen 
on mahdollista kirjoittaa oma ohjelmalause tai viestiä käyttäjää virheestä. Python si-
sältää myös finally-lohkon. Finally-lohko suoritetaan try-lohkon jälkeen, mikäli try-
lohkossa ei tapahdu virhettä. Mikäli try-lohkossa tapahtuu virhe, finally-lohko suori-
tetaan ennen virheenkäsittelijää. (Kasurinen, 2009, 111-117; Kokkarinen, 2004,  263-
264) 
 
Poikkeuksia pystytään myös luomaan käyttämällä raise-lohkoa. Se voi olla käytän-
nöllinen tilanteissa joissa halutaan luoda ohjelmaan omia poikkeuksia, vaikka ne oli-
sivatkin Pythonin kieliopin mukaisia. (Kokkarinen, 2004,  265) 
 
Virhetilanteita voi syntyä esimerkiksi tiedostojen lukemisessa ohjelmaan sellaisessa 
kohdassa, kun tiedoston viimeinen rivi on suoritettu, tai käyttäjän yrittäessä ladata 
ohjelmaan vääräntyyppistä tiedostoa. Myös esimerkiksi päivämäärän syöttäminen 
väärässä formaatissa ohjelmaan aiheuttaa virheen, mikäli päivämäärää ei käsitellä 
koko ohjelman suorituksen ajan string-tyyppisenä muuttujana. 
 
Simuloidessa 3DCreatella on mahdollista, että simulaation tai komponentin käyttö-
liittymä antaa käyttäjän vaikuttaa simulaation kulkuun. Esimerkiksi tuotantodatan 
siirtäminen simulaatioon taulukkotiedostona saattaa aiheuttaa erityyppisiä virhetilan-
teita. Myös ohjelmaan syötettävät parametrit voivat vaatia tietyn tyyppistä formaat-
tia, jotta simulaatio toimisi oikein. Tästä johtuen virheiden käsittely simulaation te-
kemisessä on järkevää ja käyttäjäystävällistä.  
 
 
 
KUVA 9. Esimerkki try-ja except-lohkoista tiedoston luennassa. 
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6.5 Tiedostojen käsittely 
6.5.1 Tiedostojen lukeminen ja kirjoittaminen 
Python-ohjelmointikielellä voidaan lukea ja kirjoittaa tiedostoja. Tiedostotyyppejä 
voivat olla vaikkapa ”.txt” tai ”.csv”. Esimerkiksi tuotantodatan vieminen SQL-
tietokannasta saattaa tapahtua ”.csv”-formaatissa. Tiedostoon voidaan kirjoittaa si-
mulaation aikana statistiikkatietoja, jolloin simulaation tietoja on helppo tarkastella 
simulaation jälkeen. Tämän vuoksi on tärkeää, että tiedostoja pystytään käsittele-
mään simulaatiossa. 
 
Ennen luku- tai kirjoitusprosessia haluttuun tiedostomuuttujaan täytyy luoda tiedos-
tokahva. Jotta tiedosto voidaan lukea ohjelmaan, sen polku täytyy määrittää. Mikäli 
tiedostopolkua ei määritetä, ohjelma pyrkii käsittelemään tiedostoa sen oletushake-
mistossa.  Tiedosto luetaan muodossa ”muuttuja = tiedostokahva.lukufunktio()”. 
Lukufunktiossa käytetään open-sanaa ja sen sisältö määrittää tiedostopolun ja tiedos-
ton lukutilan. (Kasurinen, 2009, 143) 
 
3DCreaten Python-tulkki pitää oletushakemistonaan simulaation pohjien tallennus-
kansiota. Mikäli tiedosto avataan määrittämättä tiedostopolkua, ohjelman täytyy si-
jaita kyseisessä kansiossa. 
6.5.2 Tiedoston tallentaminen muuttujaan 
Yleisesti on järkevää tallentaa tiedoston sisältö muuttujaan ja sulkea tiedosto, kun 
sen tallentaminen on suoritettu. Näin ohjelman käsittelyn aikana tiedoston ei tarvitse 
olla avoinna, jolloin ohjelman ei varaa avoinna olevaa tiedostoa itselleen jatkuvasti. 
Tiedoston käyttäminen ohjelman ulkopuolella samanaikaisesti saattaa aiheuttaa on-
gelmia. (Kasurinen, 2009, 145) 
 
3DCreaten simulaatiossa monen ison tiedoston aukipitäminen vie tietokoneen muis-
tikapasiteettia paljon enemmän kuin niiden lukeminen muuttujiin ja käsitteleminen 
muuttujista.  
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Taulukkotiedosto voidaan tallentaa lista-tyyppiseksi muuttujaksi lukemalla se ohjel-
masilmukassa rivi riviltä tiedostoon.  
 
 
 
KUVA 10. Tiedoston lukeminen reader-nimiseen tiedostomuuttujaan, tallennus tab-
le-nimiseen lista-tyyppiseen muuttujaan, sekä tiedoston sulkeminen prosessin päät-
teeksi. 
7 KOMPONENTTIEN OHJELMOINTI 
7.1 Kahvojen luominen 3DCreatessa 
Jotta saadaan yhteys eri komponenttien eri ominaisuuksiin ohjelman suorituksen ai-
kana, täytyy pystyä jollain tavalla osoittamaan, mihin yhteys halutaan muodostaa. 
Kun yhteys on muodostettu, ominaisuuksien parametreihin pääsee vaikuttamaan. 
Tällaisia voivat olla esimerkiksi pyyntö Component Creator-tyyppille Behavior-
ominaisuudelle lähettää kappale simulaatiomaailmaan tai pyyntö One-Way Path-
tyyppisen reitin ominaisuudelle pysäyttää komponentin reitti eli käytännössä kuljet-
timen pysäyttäminen.  
7.1.1 Komponentin sisäiseen Behavior-ominaisuuteen viittaaminen 
Komponentin sisäiseen ominaisuuteen tai parametriin luodaan yhteys getCom-
ponent() – metodilla. Tämän jälkeen lausetta täytyy jatkaa findBehavior() – metodilla 
ja sulkuihin tulee ominaisuuden nimi. Lause siis on muotoa: 
muuttuja = getComponent().findBehavior(”ominaisuuden nimi”) 
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Mikäli komponentissa viitataan useisiin eri Behavior-ominaisuuksiin voidaan lyhen-
tää getComponent() – metodi omaan muuttujaansa, jolloin ohjelmoijalta säästyy kir-
joitusaikaa ja lauseet näyttävät selkeämmiltä. Jos getComponent()- metodi tallenne-
taan muuttujaan ”comp”, lause on sen jälkeen muodossa: 
muuttuja = comp.findBehaviour(”ominaisuuden nimi”). 
7.1.2 Toiseen komponenttiin ja sen ominaisuuksiin viittaaminen 
Mikäli halutaan vaikuttaa jonkin toisen komponentin ominaisuuteen tai parametriin, 
täytyy komponenttiin saada ensin jollain tavalla yhteys. Yhteys voidaan muodostaa 
eri tavoilla käyttötarkoituksesta riippuen. Jos yhteys halutaan säilyttää pysyvänä ko-
ko simulaation aikana ja tiedetään, mistä komponentista on kyse, voidaan määrittää 
pysyvä kahva haluttuun komponenttiin. Tämä kirjoitetaan muodossa:  
getApplication().findComponent(”komponentin nimi”) 
Kun komponenttiin on luotu kahva, sen ominaisuuteen täytyy myös luoda yhteys 
samalla metodilla kuin komponentin sisäisellekin ominaisuudelle. Mikäli halutaan 
luoda kahva Behavior-ominaisuudelle, jatketaan lausetta findBehavior()-metodilla. 
Lopulta lause näyttää tältä: 
muuttuja = getApplication().findComponent(”komponentin nimi”). findBeha-
vior(”ominaisuuden nimi”) 
 
Kun ominaisuuteen on luotu kahva, ominaisuuden parametreja voidaan muuttaa li-
säämällä haluttu toimenpide metodien loppuun erottamalla ne pisteellä. Eri ominai-
suuksilla on erilaisia ja erinimisiä parametreja ja niiden määritykset löytyvät 
3DCreaten Help Documentista.  
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KUVA 11. Help Document löytyy Help-alasvetovalikosta. 
7.1.3 Dynaamisten yhteyksien luominen komponenttien ja kappaleiden välillä 
Aina ei tiedetä mihin komponenttiin tai kappaleeseen halutaan luoda yhteys. Mahdol-
lisesti halutaan luoda yhteys simulaation kappalevirran yksittäisiin kappaleisiin tai 
liikkuvaan komponenttiin, jonka käyttäytyminen tai nimi ei ole etukäteen tiedossa. 
Tällöin ei voida suoraan käyttää findComponent()-metodia, koska komponentin tun-
nistetta ei tiedetä, metodin käyttö ohjelman laajuus huomioon ottaen ei olisi tehokas-
ta, eikä komponentti olisi kovin yleiskäyttöinen. Tähän tarkoitukseen voidaan käyttää 
esimerkiksi komponentin tunnistavaa anturia. Anturi voi olla minkä tahansa tyyppi-
nen, mutta siihen liitetyn signaalin täytyy olla Component-tyyppinen. Component-
tyyppiseen signaaliin tallentuu tunniste sen tunnistamasta komponentista tai kappa-
leesta.  
7.1.3.1 Viivakoodinlukija esimerkkinä dynaamisen yhteyden luomisesta 
 
KUVA 12. Viivakoodinlukija lukemassa laatikkoja kuljettimen reitiltä. 
 
Viivakoodinlukijan simulointi on hyvä esimerkki dynaamisien yhteyksien käytöstä. 
Viivakoodi on vain sarja numeroita, eikä ole tarkoituksenmukaista välttämättä piirtää 
kappaleeseen oikeita viivoja ja lukea niitä, vaan ainoastaan vaikuttaa kappaleen sisäl-
lä olevaan tietoon. Kappaleen ”viivakoodi” tallennetaan käytännössä sen Note-
tyyppiselle Behavior-ominaisuudelle. Samaa komponenttia voidaan käyttää myös 
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muihin tunnistukseen tarkoitettuihin tehtäviin, koska Note-ominaisuus voi sisältää 
mitä tahansa tietoa, esimerkiksi tiedon kappaleen laadusta. 
 
 
KUVA 13. Note-tyyppinen Behavior-ominaisuus simuloidun kappaleen sisällä. 
 
Monesti viivakoodinlukija on aina samassa paikassa ja tunnistaa esimerkiksi kuljet-
timen reitillä kulkevia kappaleita. Tällöin voidaan käyttää Component Path–tyyppistä 
anturia. 
 
Todellisessa viivakoodinlukijassa on kuitenkin aina tietty lukuetäisyys, mikä on tär-
keää ottaa huomioon, jos kokeillaan erilaisia muutoksia tuotantoon ja lukupaikka 
saattaa vaihtua. Tällöin on järkevää käyttää Ray Cast-tyyppistä anturia, koska sen voi 
sijoittaa helposti simulaatioavaruuteen ja suurin sallima lukuetäisyys on määritettä-
vissä suoraan sen parametreista. Tällöin lukijan voi luoda omaksi itsenäiseksi kom-
ponentikseen. 
 
Ray Cast-tyyppisen anturin voi määrittää lukemaan kappaleita joko tietyin väliajoin 
asettamalla ”Use Sampling”-parametrin päälle, tai käskyttämällä sitä signaalilla.  
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KUVA 14. Ray Cast-anturin parametrit. 
 
Viivakoodinluvulla saattaa olla tietty lukuaika. Tällöin komponentin syötettäviin pa-
rametreihin on hyvä päästä syöttämään lukunopeuden eli aikaväli, jonka kuluttua se 
pystyy onnistuneen luvun jälkeen lukemaan seuraavan kappaleen. Kappaleen luke-
misen yhteydessä viivakoodinlukija voi lisätä kappaleen Note-ominaisuuteen mer-
kinnän esimerkiksi, jos lukijan lukunopeus ylittyy. Tällöin se voidaan kirjoittaa sta-
tistiikkaan ja simulaation käyttäjä saa tiedon siitä tutkiessaan ohjelman kirjoittamaa 
statistiikkatiedostoa.  
 
Jos simulaation käyttäjä haluaa tarkastella, minkälaista tietoa ohi menevät kappaleet 
sisältävät simulaation aikana, voidaan viivakoodinlukijan parametriin kirjoittaa lue-
tun laatikon tiedot. 
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KUVA 15. Komponentin parametreihin on lisätty ”Luettu laatikko” ja ”Kapasiteet-
ti/sekunti”. 
 
Jotta komponentin lukunopeutta voidaan simuloida, sen täytyy jollain tavalla pystyä 
laskemaan simulaatioaikaa. Tämä onnistuu esimerkiksi while-silmukan avulla, mikä-
li komponentin ohjelman suorituksessa ei ole muita aikaa vieviä osioita. Se tapahtuu 
lisäämällä aikaa laskevaan muuttujaan tietyin väliajoin delay-lausetta käyttäen ajan 
arvon esimerkiksi lisäämällä joka kymmenesosasekunti muuttujaan arvon 0,1. 
 
Alla oleva esimerkkiohjelma sisältää kolme eri funktiota OnReset(), OnSignal() ja 
OnRun(). OnReset()-funktio suoritetaan ainoastaan kun simulaatio nollataan, On-
Run()-funktiota suoritetaan kun simulaatio käynnistetään ja while true-silmukka pi-
tää huolen siitä, että ohjelman suoritus ei lopu koskaan simulaation aikana. OnSig-
nal()-funktio keskeyttää OnRun()-funktion yhden ohjelmakierron ajaksi, kun kom-
ponentin Python-ominaisuuteen sidottu signaali liipaistuu. Tämän jälkeen ohjelman 
suoritus jatkuu OnRun()-funktiossa samalta riviltä kuin missä se on keskeytynyt. 
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KUVA 16. Esimerkki viivakoodilukijan ohjelmakoodista. 
 
Ohjelman toiminta: 
OnReset()-funktio:  
- Määrittää ”Luettu laatikko”-parametrin tyhjäksi. 
OnRun()-funktio:  
- Kysyy simulaation käyttäjän komponentin parametriin syöttämää kapasiteet-
tiarvoa. Kapasiteettiarvo määrittää, missä ajassa lukija kykenee lukemaan on-
nistuneesti seuraavan kappaleen onnistuneen luvun jälkeen. 
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- Ohjelma lisää while-silmukassa kapasiteettia laskevaan muuttujaan ”kapasi-
teettilaskin” 0,1 arvon 0,1 sekunnin välein delay-lauseen avulla. Se siis toimii 
kellona. 
-  Kun ”kapasiteettilaskin”-muuttujan arvo saavuttaa käyttäjän antaman kapasi-
teettiajan, ohjelma antaa muuttujalle ”valmisluentaan” arvon 1, mikä viestii 
siitä, että lukija voi onnistuneesti lukea seuraavan kappaleen. 
OnSignal()-funktio: 
- Kysyy onko signaali sama, kuin lukijan kappaleita tarkasteleva signaali 
- Jos on niin: 
o luodaan kahva kappaleen Note-ominaisuuteen ja tallennetaan sen si-
sältö muuttujaan ”Note” 
o Kirjoitetaan muuttujan ”Note” sisältö komponentin ”Luettu laatikko”-
parametrin arvoksi. 
o Jos OnRun()-funktiossa määritetty globaalin muuttujan ”valmisluen-
taan” arvo on 0, eli jos lukija ei ole valmis vielä lukemaan uutta kap-
paletta: 
 Määritetään muuttuja ”NewNote”, mihin tallennetaan muuttu-
jan ”Note” sisältö, sekä lisätään teksti ”;hylätty” 
 Laatikon sisällä olevan ”Note”-ominaisuuden päälle tallenne-
taan NewNote-muuttujan arvo. 
o Jos OnRun()-funktiossa määritetty globaalin muuttujan ”valmisluen-
taan” arvo ei ole 0 eli toisinsanoen lukija on valmis lukemaan uuden 
kappaleen: 
 globaalien muuttujien ”kapasiteettilaskin” ja ”valmisluentaan” 
arvoiksi määritetään arvo 0, jolloin OnRun()-funktiossa ajan 
laskeminen aloitetaan alusta. 
 
Muut komponentit voivat lukea viivakoodinlukijasta tiedon sen ”Luettu laatikko”-
parametrista, jolloin tieto lukijasta saadaan myös muualle. Tiedonsiirto onnistuisi 
myös esimerkiksi string-tyyppisen signaalin avulla luomalla kahvan siihen toisesta 
komponentista. Huomioitavaa on, että kun kappaleen dataan tai mihin tahansa muu-
hun tunnisteeseen lisätään tietoa, kannattaa lisätä aina erotusmerkki määritettävän 
arvon alkuun. Tässä esimerkissä ”;hylätty”-teksti sisälsi puolipisteen. Näin voidaan 
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jälkeenpäin jakaa kappaleessa olevan tiedon eri osiin lista-tyyppiseksi muuttujaksi 
määrittämällä sarakkeiden erotusmerkiksi puolipiste. 
 
Viivakoodinlukija on helposti muutettavissa myös läheisyyttä mittaaviksi antureiksi. 
Mahdollisia käyttökohteita ovat esimerkiksi valokennot, induktiiviset tai kapasitiivi-
set anturi. Tällöin Note-ominaisuutta tai lukunopeuden kapasiteettia ei tarvita. 
7.2 Kuljetinreittien rajapintojen yhdistäminen 
3DCreate sisältää “PnP”-työkalun (Plug and Play Components). Tämän avulla pysty-
tään komponenttien rajapinnat yhdistämään toisiinsa ilman mitään määrityksiä. Sillä 
voidaan liittää esimerkiksi kaksi kuljetinta toisiinsa niin, että niiden reitit yhdistyvät, 
jos komponenttiin on lisätty interface-niminen rajapinta ominaisuus. Kun kompo-
nenttia vie työkalun ollessa aktiivisena toisen komponentin rajapinnan lähelle, 
3DCreate ehdottaa komponentin liityntää vihreällä viivalla. 
 
 
KUVA 17. Komponenttien liittäminen PnP-työkalulla. 
 
Mikäli komponentti sisältää useita eri rajapintoja tai reittejä, eivätkä kaikki reitit ole 
samanaikaisesti käytössä, aktiiviset reitit täytyy määrittää. Se tapahtuu vaikuttamalla 
komponenttien Path-tyyppiseen Behavior-ominaisuuteen. Jos kytkennät ovat koko 
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simulaation aikana pysyviä, voidaan yhteydet määrittää suoraan reitin ominaisuuden 
Connections-parametreista.  
 
 
 
KUVA 18. Erään reitin lähdön kytkentä, mikä on määritetty ”OutPath__HIDE__”-
nimisen reitin tuloon. 
 
Python-ohjelmalla voidaan myös määrittää reittien kytkennät. Se on järkevää silloin, 
kun reitin suunta vaihtuu simulaation aikana. Näin voidaan luoda esimerkiksi sääntö-
jä, milloin mikäkin reitti on yhdistetty. Kaksi reittiä ei voi olla samanaikaisesti kyt-
kettynä yhden reittiin samaan porttiin.  
 
Ohjelmassa reittejä voidaan yhdistää muodossa:  
”1. reitin nimi”.getConnector().connect(”2. reitin nimi”.getConnector()) 
 
getConnector()-metodin sulkeisiin tulee 0 tai 1. Lukuarvo 0 tarkoittaa reitin tuloport-
tia ja 1 tarkoittaa reitin lähtöporttia. 
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Myös dynaamisten rajapintojen yhdistäminen on mahdollista tunnistamalla viereinen 
komponentti käyttämällä Ray Cast-tyyppistä anturia. Käyttökohde voisi olla esimer-
kiksi siirtolavavaunu, johon on liitetty monta eri kuljetinta ja jonka tehtävä on tunnis-
taa kohdekuljetin. 
 
 
KUVA 19. Esimerkki reittien yhdistämisestä ohjelmassa. 
7.3 Kappalevirran generointi todellisen tuotantohistorian mukaisesti 
Simulaatiomaailman kappaleet luodaan käyttäen Component Creator-ominaisuutta. 
Mikäli halutaan simuloida sellaista tilannetta, jossa komponentit generoituvat tuotan-
tohistorian mukaisesti historiatietoja käyttäen, Component Creator-ominaisuutta täy-
tyy käskyttää Python-ohjelmalla. Jotta Python-ohjelma pystyy käskyttämään Com-
ponent Creator-ominaisuutta oikeina aikoina, sen täytyy jostain lukea tuotantoajat 
ohjelmaan. 
 
Component Creator-ominaisuus täytyy kytkeä komponentin reittiin, jotta kappale voi 
lähteä liikkeelle. Component Creator-ominaisuus voidaan liittää olemassa olevaan 
kuljettimeen tai sille voidaan tehdä oma komponenttinsa. Komponentti voi olla geo-
metrialtaan vaikkapa kuutio. 
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KUVA 20. Kappalegeneraattori syöttämässä laatikkoa kuljettimelle. 
 
Alla oleva esimerkkiohjelma lukee tuotannon SQL-tietokannasta tuodusta csv-
tiedostosta kunkin kappaleen todellisen historian lähtöajan, sekä lähettää kappaleen 
simulaatiomaailmaan oikeina aikoina. Lisäksi tiedosto sisältää kappaleiden ID-
numeron, tilausnumeron ja linjatunnuksen. Nämä kaikki tiedot tallennetaan kappa-
leen Note-ominaisuuteen generoinnin yhteydessä. 
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KUVA 21. Esimerkkiohjelma, mikä generoi kappaleita csv-tiedostosta luettujen his-
toriatietojen mukaisesti. 
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Ohjelman toiminta: 
 
LoadfileFunc()-funktio:  
- Suorittaa funktion, kun parametria ” lataatiedosto” vaikutetaan komponentis-
sa ”ohjain”. Se on ”ohjain”-komponentissa oleva painike, mihin simulaation 
käyttäjä voi vaikuttaa. 
- Tuotannon aloitusaika saadaan käyttäjän komponentin parametriin syöttämäs-
tä päivämäärästä ja kellonajasta. Kun parametri syötetään, on tärkeää, että se 
on oikeassa muodossa. Se voi olla ajanhetki, joka sijoittuu taulukon historia-
tietojen ajanjakson sisälle. 
- Ohjelmaan luettavaan tiedostoon muodostetaan kahva ja tallennetaan muuttu-
jaan csvReader1. Muuttuja ”reader” avaa tiedoston csv-formaatissa ja määrit-
telee sarakejaon puolipistemerkkien mukaan. 
- Tiedosto luetaan lista-tyyppiseen ”table”-muuttujaan rivi riviltä käyttäen for-
silmukkaa. 
- Tämän jälkeen tiedosto suljetaan.  
- ”table”-muuttujan rivinumeroiden määrä lasketaan ja tallennetaan ”rows”-
muuttujaan, jonka jälkeen ohjelma käy läpi while-silmukan, mikä on voimas-
sa kunnes silmukka on pyörähtänyt yhtä monta kertaa, kuin ”table”-muuttuja 
sisältää rivejä. Samassa silmukassa karsitaan csv-tiedostosta ylimääräiset 
merkit, jotta tiedoston sisältämät päivämäärän ja kellon ajan ilmoittavat sa-
rakkeet olisivat muutettavissa aika-formaattiin ohjelman sisällä. (Silloin täl-
löin csv-tiedostot sisältävät hieman outoja ja ylimääräisiä merkkejä, kun ne 
tuodaan ohjelmaan. Tämän vuoksi ylimääräiset merkit täytyy tarvittaessa kar-
sia.) Silmukassa karsitaan myös sellaiset sarakkeet pois ”table”-muuttujasta, 
jotka eivät ole simulaation kannalta hyödyllisiä. 
 
OnRun()-funktio: 
- Muuttujalle ”Creator” tallennetaan kahva komponentin ”Component Crea-
tor”-ominaisuudelle. 
- Ohjelma suorittaa while-silmukkaa, kunnes kierroslaskuriksi asetettu muuttu-
ja ”i” saavuttaa lopetusriviarvon, mikä määritettiin LoadfileFunc()-
funktiossa. ”i”-saa ennen silmukkaa muuttujan ”aloitusrivi” alkuarvoksi. 
- Kierroslaskuri ”i”-pitää koko ajan kirjaa rivinumerosta, jotta ”table”-
muuttujasta saadaan aina oikean kappaleen tiedot joka generointikerralla. 
- ”stime”-muuttujaan tallennetaan simulaatiolta kuluneen simulaatioajan get-
Simulation().SimTime-metodilla. (Se on käyttökelpoinen aikaa laskeviin pro-
sesseihin) 
- Muuttujaan ”aika” tallennetaan muuttujasta ”table” kappaleen generointiaika 
ja muutetaan aika-formaattiin, koska se on ”table”-muuttujassa string-
tyyppisessä formaatissa. 
- Ohjelma siirtyy uuteen while-silmukkaan, joka vertaa simuloitua virtuaaliai-
kaa muuttujassa ”aika” laatikon generointiaikaan sekunnin välein. Sinä het-
kenä, kun virtuaaliaika saavuttaa generointiajan ohjelman suoritus jatkuu 
eteenpäin, jolloin uusi laatikko generoidaan ja kierroslaskuriin ”i” lisätään ar-
vo 1.  
- Ohjelman suoritus palaa takaisin ylempään while-silmukkaan, mikäli ”i”:n 
arvo on pienempi, kuin ”lopetusrivi”. Jos lukuarvo on ylittänyt muuttujan 
”lopetusrivi” lukuarvon, tulostetaan 3DCreaten komentoikkunaan teksti ” 
Tiedoston 11 rivit loppu”. 
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OnSignal()-funktio: 
- Aina kun kappale generoidaan, kappale tunnistetaan Component Path-
tyyppisen anturin välittämällä Component-tyyppisellä signaalilla, jolloin On-
Signal()-funktio suoritetaan. Kappaleen Note-ominaisuuteen kirjoitetaan kap-
paleen ID-numero, tilausnumero, linjatunnus sekä kappaleen generointiaika. 
- 3DCreaten komentoikkunaan tulostetaan kappaleen Note-ominaisuuden sisäl-
tö. 
7.4 Statistiikkatietojen kirjoittaminen tiedostoon 
Kun kappale poistuu simulaatiomaailmasta, sen olemassaolo lakkaa. Käytännössä 
tämä tapahtuu, kun kappale poistuu simulaation viimeiseltä kuljettimelta. Jos simu-
laation tarkoitus on optimoida kappalevirtaa, täytyy simulaation jollain tavalla antaa 
prosessista tietoa simulaation käyttäjälle. 3DCreate pitää sisällään omia statistiikka-
ominaisuuksia, mutta voi olla hyvä rakentaa simulaatioon statistiikka kokonaan itse, 
jos simuloidaan kappalevirtaa todellisten tuotannon historiatietojen mukaan. Tällöin 
statistiikkaan saadaan helposti mukaan jokaisen kappaleen identifikaatiot. Se voi tar-
koittaa kappaleen ID-numeroa, tilausnumeroa, linjatunnusta, lähtöaikaa simulaatios-
sa, loppuaikaa ja läpimenemiseen kuluvaa aikaa, tai eri prosesseja, joita kappale on 
käynyt läpi. 
 
Statistiikkatiedot kannattaa kirjoittaa csv-tiedostoon taulukkomuodossa. Tällöin sta-
tistiikan tutkiminen on helppoa vaikkapa Excelissä. Kannattaa ottaa huomioon, että 
jos tiedosto on auki jossakin toisessa ohjelmassa sinä aikana, kun siihen yritetään kir-
joittaa, kirjoitus epäonnistuu. Yksinkertaisin ratkaisu hallita ongelma on kirjoittaa 
joka tallennuskerralla uudenniminen tiedosto, käyttämällä jotain muuttuvaa tunnistet-
ta, kuten tallennushetkellä olevaa päivämäärää ja kellonaikaa. Jos halutaan kirjoittaa 
tietoa turvallisesti tiedostoon niin, ettei siihen voida vaikuttaa simulaation aikana ul-
kopuolisten ohjelmien toimesta, kannattaa kerätä statistiikkatiedot ensin muuttujaan 
ja suorittaa vasta lopuksi kirjoitusprosessi. Kirjoitusprosessi voidaan suorittaa omas-
sa funktiossaan, jonka suoritus käynnistyy tietyn tapahtuman seurauksena. Se voi-
daan kirjoittaa esimerkiksi 3DCreaten omiin funktioihin, kuten OnStop()-funktioon, 
jos halutaan suorituksen tapahtuvan, kun simulaatio pysäytetään. Kirjoituksen voi 
myös ajastaa, mikä voi olla usein järkevää. 
 
35 
 
Jos halutaan kappaleiden yksityiskohtaisia tietoja, kannattaa tietoja kerryttää kappa-
leen sisällä olevaan Note-ominaisuuteen. Lopuksi Note-ominaisuuteen kerrytetty tie-
to voidaan lukea ja tallentaa statistiikkatiedostoksi. Kappaleiden Note-
ominaisuuksien lukeminen tapahtuu jollain anturilla, johon on linkitetty Component-
tyyppinen signaali. 
 Alla oleva esimerkkiohjelma lukee kappaleen tiedon Ray Cast-tyyppiseltä anturilla 
ja kirjoittaa kappaleiden tiedot statistiikkaan.  
 
 
KUVA 22. Esimerkkiohjelma statistiikkatietojen kirjoittamisesta csv-tiedostoon.
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KUVA 23. Esimerkkiohjelmassa statistiikan keräämiseen ja tiedostoon kirjoittami-
seen on rakennettu oma geometrialtaan hyvin yksinkertainen kuutio-mallinen kom-
ponentti. Se sisältää ainoastaan Python-ominaisuuden. Komponentti saa tietonsa Ray 
Cast-tyyppiseltä anturilta, mikä on sijoitettu loppukuljettimen päähän, sekä simulaa-
tioon rakennetusta ohjaimesta, mikä sisältää muun muassa virtuaalisen päivämäärän 
ja kellonajan. 
 
Ohjelman toiminta: 
Ohjelmassa on olemassa tiettyjä toiminnallisuuksia, mitkä eivät kuulu mihinkään oh-
jelmoijan määrittämään funktioon. Näihin kuuluu muuttujakahvat ”lukija” ja ”kirjoi-
tus”.  
Muuttuja ”lukija” muodostaa kahvan kappaleiden lukijan (”statistiikkalukija”) para-
metriin, mikä päivittyy aina, kun se tunnistaa uuden kappaleen. Kun muutos para-
metriin tapahtuu, ohjelma suorittaa ”tallenna_data_muuttujaan_func”-funktion. 
Muuttuja ”kirjoitus” muodostaa kahvan parametriin, joka on komponentissa oleva 
painike, johon simulaation käyttäjä voi vaikuttaa. Kun painiketta vaikutetaan simu-
laation käyttäjän toimesta, ohjelma suorittaa ”kirjoitus_func”-funktion. 
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OnRun()-funktio: 
- Alustetaan muuttuja ”reportdata” ja tehdään siitä lista-tyyppinen 
- Kirjoitetaan muuttujaan ”reportdata” sen ensimmäinen rivi, joka sisältää tule-
van taulukkotiedoston otsikkorivin. Otsikkoriville kirjoitetaan otsikkosarak-
keet ”TUOTENUMERO”, ”TILAUSNRO”, ”LINJANRO”, 
”LÄHTÖAIKA”, ”LOPPUAIKA” ja ”LÄPIMENOAIKA”. 
tallenna_data_muuttujaan_func()-funktio: 
- Muuttujaan ”data” määritellään komponentilta ”statistiikkalukija” string-
tyyppinen parametritieto, mikä sisältää luetun kappaleen Note-tiedon. Tämä 
”statistiikkalukija” on siis ulkopuolinen komponentti, joka lukee kappaleista 
tiedot. Kappaleen Note-ominaisuus sisältää neljä tietoa puolipisteillä erotel-
tuna: tuotenumeron, tilausnumeron, linjanumeron ja kappaleen lähtöajan. 
- ”ohjain”-nimisen komponentin string-tyyppiseen ”Simuloitu kellonaika”-
parametriin muodostetaan kahva ja tallennetaan muuttujalle ”kellonaika”. Pa-
rametri simuloi historiallista kellonaikaa, ja sitä päivitetään sekunnin välein 
”ohjain”-nimisen komponentin toimesta. 
- Muuttujaan ”generointiaika” tallennetaan muuttujalta ”data” string-tyyppinen 
arvo, joka jaetaan lista-tyyppiseksi lauseessa olevien puolipiste-
erotinmerkkien avulla käyttäen delimiter-määritystä.  
- Muuttujan ”kellonaika” kahvasta tallennetaan Value-parametri muuttujaan 
”kellonaikatime”. Tämä parametri on string-tyyppinen ja se sisältää aikatie-
don. Koska aikatietoa halutaan käsitellä myöhemmässä lauseessa aikaformaa-
tissa, muutetaan se aikaformaattiin ja tallennetaan muuttujalle ”kellonaikati-
me”. 
- Lista-tyyppisen muuttujan ”generointiaika” sarakenumeron ”3” sisältämä 
string-tyyppinen aikatieto muutetaan aikaformaattiin ja tallennetaan muuttu-
jaan ”generointiaikatime”. 
- Kappaleen läpimenoaika lasketaan muuttujaan ”lapimenoaika” muuttujien 
”kellonaikatime” ja ”generointiaikatime” erotuksesta. Tämä onnistuu, koska 
aiemmissa lauseissa niiden formaatti muutettiin aikamuotoon. 
- Muuttuja aika-formaatissa oleva ”lapimenoaika” muutetaan string-formaattiin 
ja tallennetaan muuttujaan ”lapimenoaikastring”. Formaatin muutos on tehtä-
vä, jotta se voidaan tallentaa lopulta statistiikkaan string-tyyppisenä arvona. 
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- muuttujalle ”data” annetaan sen oman string-tyyppisen sisällön lisäksi kahvan 
"kellonaika” ”Value”-paramerin sisältö, sekä lapimenoaikastring-muuttujan 
sisältö.  
- Lopuksi lista-tyyppistä muuttujaa ”reportdata” kasvatetaan yhden rivin ver-
ran. Rivin sisältö otetaan muuttujasta ”data” ja se pilkotaan puolipiste-
erotusmerkkien avulla lista-tyyppiseksi, jolloin se voi sisältää useita sarakkei-
ta. 
def kirjoitus_func()-funktio 
- Ohjelma kysyy senhetkistä aikaa, sekä tallettaa tiedon ”now”-muuttujaan.  
- Määritellään ”tiedostonimi”-muuttuja, johon kirjoitetaan csv-tiedoston nimi. 
Muuttujan nimeen tulee ”now”-muuttujasta aikatietoja, joten se määritetään 
string-tyyppiseksi. Lopuksi ”tiedostonimi”-muuttujaan lisätään tiedostopääte 
”.csv”. Koska kyseessä on tiedoston nimi, täytyy valita käytettävät merkit 
huolella. Tässä tapauksessa käytetään väli- ja alaviivoja. 
- Tiedostonimi tulostetaan 3DCreaten komentoikkunaan.  
- Lopulta csv-tiedosto kirjoitetaan oletuskansioon ja koska csv-tiedostot ym-
märtävät sarakevaihtomerkkinä puolipistettä, se määritellään delimiter-sanan 
avulla.  
- write.writerows(reportdata)-lauseella kirjoitetaan lista-tyyppisen ”reportda-
ta”-muuttujan kaikki rivit tiedostoon. 
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KUVA 24. Statistiikkatiedoston näkymä Excel-taulukko-ohjelmassa. Tämä statis-
tiikkatiedosto sisältää aitoja tuotantotietoja, joten sen sisältö on sensuroitu. 
 
Samalla menetelmällä voidaan kirjoittaa myös lavoille pinotuista tuotteista tietoja. 
Kun statistiikan keräämiseen on luotu oma komponenttinsa, siihen on helppo lisätä 
myös muita lukijoita ja tallettaa samaan tiedostoon lopuksi. 
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8 YHTEENVETO 
Tämän raportin tarkoituksena oli tutkia kappalevirran hallintaa ja sen simuloimista 
3DCreate-simulointiohjelmalla. Raportti keskittyi suurelta osin ohjelmoinnin näkö-
kulmaan ja raportissa pyrittiin ottamaan huomioon eri asioita todellisesta tuotannos-
ta. 
 
Tämä raportti sisältää vain pintaraapaisun eri komponenteista ja simulaatioratkaisuis-
ta, mitä 3DCreate mahdollistaa, mutta kuitenkin useimpien komponenttien ohjelmien 
peruselementit rakentuvat samoin tavoin. Ohjelmissa usein luodaan yhteys johonkin 
ominaisuuteen, muutetaan sen käyttäytymistä ja siirretään tietoa simulaation sisällä. 
 
3DCreatella simuloidessa Python-ominaisuus antaa hyvin paljon mahdollisuuksia 
rakentaa erilaisia toiminnallisuuksia komponentteihin. Toiminnoltaan samanlaisen 
ohjelman voi kirjoittaa monella eri tavalla ja tiedonsiirron simulaation sisällä voi 
suorittaa monin eri tavoin.  
 
Tärkeä ja samalla haastava asia on dynaamisten komponenttien kehittäminen, sekä 
dynaamisten yhteyksien luominen simulaation sisällä. Yleiskäyttöiset komponentit 
ovat yleensä dynaamisia. Ne pystyvät muuttamaan käyttäytymistään tilanteen mu-
kaan. 
 
Vaikka komponenttien ohjelmia kirjoitetaan 3DCreaten sisällä, välillä on hyvä ottaa 
huomioon myös simulaation ulkopuolella olevia asioita, erityisesti ulkopuolelta la-
dattavien ja tallennettavien tiedostojen osalta. 
 
Aihe, jota ei käsitelty tässä raportissa juurikaan, on komponenttien käyttöliittymä. Se 
voi olla komponentin parametrivälilehti tai Python-ohjelmalla toteutettu graafinen 
käyttöliittymä. Raportin esittelemiä komponentteja voisi vielä kehittää lisää antamal-
la käyttäjälle enemmän mahdollisuuksia vaikuttaa niiden toimintaan käyttöliittymän 
kautta. Esimerkiksi viivakoodinlukijalla voisi olla parametrit, joilla pienimmän ja 
suurimman lukuetäisyyden voisi määritellä. Kappalegeneraattorilla voisi olla para-
metreja, joilla voi määritellä eri tilausten kappaleille eri värejä. Näin käyttäjän olisi 
helppo seurata mihin tilaukseen mikäkin laatikko kuuluu. Myös statistiikkalukijaan 
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voisi kehittää graafisen käyttöliittymän, jolla sen muuttujaan tallentamaa statistiikkaa 
voisi seurata reaaliajassa.  
 
Projekti, jonka yhteydessä raportti kirjoitettiin, oli haastava. Suurin osa ajasta meni 
ohjelmointiin. Simuloinnin rakentaminen käyttäen suoraan 3DCreaten ominaisuuksia 
oli helpoin osa projektissa. Raportin kirjoittaminen oli melko helppoa varsinaisen 
projektin etenemisen ohessa. Mielestäni sekä projekti, että sen yhteydessä kirjoitettu 
raportti onnistuivat melko hyvin käytettävissä olleen aikataulun puitteissa. 
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