Prolégomènes à une critique du génie logiciel - Partie IV Exigences by Maffezzini, Ivan et al.
G É N I E  L O G I C I E L   n N o 7 2  M A R S  2 0 0 5
E X I G E N C E S
2
1. PR É A M B U L E
Comme nous l’écrivions dans le pre m i e r
a rticle de la série [1], les qu a t re articles ava i e n t
comme but de montrer que « le génie logiciel
(GL) ne peut aspirer à devenir l’un des centre s
- ro b u s te - des activités d’automatisation qu e
si les bra n ches hy p e rt rophiées par les vicissi-
tudes histo ri ques et les conf lits économiqu e s
sont élaguées » et nous espérons avoir au
moins en partie atteint cet objectif. Ce qui est
par contre certain, c’est que nous n’ avons pas
re s p e c té le plan proposé : nous n’ avions pas
p révu de parler de mesures logicielles mais
nous l’avons fait dans le deuxième article où
nous n’ avons pas pu isoler la qu a l i té des
m e s u res ; nous avons mis en conclusion l’ar-
ticle sur les ex i gences qui aurait dû être le tro i-
sième de la séri e .
Prolégomènes à une critique
du génie logiciel1
Partie IV : Exigences
P A R I V A N M A F F E Z Z I N I ,  L O U I S M A R T I N &  A L I C E P R E M I A N A
Ma main tirait avec fo rce le serpent, tirait, tirait - inutilement ! elle ne
réussissait pas à arra cher le serpent de la bouche [du jeune berge r]. Alors
un cri m’éch a p p a : « Mors ! Mors ! Déta che-lui la tête. Mors » [...] Le ber-
ger mordit comme le conseillait mon cri ; et il mordit bien ! Il cra cha la
t ê te du serpent loin de lui et sauta sur ses pieds.
F. Niet z s ch e, Ainsi parla Zara th o u s t ra .
Dans un développement scientifi que mûr, les pré j u gés et les ré s i s ta n c e s
semblent être la rè gle plutôt que l’exc e ption. Non seulement : dans des
c i rc o n s tances normales ils cara c té risent la re ch e rche la meilleure et la
plus cré a t i ve, mais aussi la simple routine. 
T. S. Ku h n, La fonction du dogme dans la re ch e rche scientifi qu e .
Le signe est type, pas occurrence. 
U. Eco, Sémiot i que et philosophie du langa ge .
Résumé : C et article est le dernier d’une série de qu a t re où nous avons essayé de montrer la nécessité
d’élaguer le génie logiciel (GL) afin qu’il puisse se tra n s fo rmer en une bra n che à part entière de l’ingé n i e-
rie. Dans le premier article, nous avons « arbitra i re m e n t » fi xé les principes qui soutiennent not re démarch e .
Dans le deuxième, nous avons mis en évidence certaines lacunes dans le domaine de la qu a l i té et des
m e s u res logicielles. Dans le troisième, nous avons emp l oyé les inte rfaces comme lentilles pour grossir cer-
tains aspects du génie logiciel. Dans cet article, nous considére rons la pro b l é m a t i que des ex i gences en
nous appuyant sur le ch a p i t re de SW E BO K les concernant. Une ébauche d’une appro che alte rn a t i ve aux ex i-
gences fondée sur la sta b i l i té est proposée. La conclusion résume les points essentiels tra i tés dans les qu a t re
a rticles. La bibliographie est précédée par qu a t re encadrés qui abordent des part i c u l a ri tés de thèmes tra i-
tés dans le corps de l’art i c l e .
M ots clés : génie logiciel, ex i gences, descri ption en langa ge naturel, méthodes agiles
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Que les « ex i ge n c e s » concluent nos consi-
d é rations n’ e st nullement anodin, car ce sont
s u rtout les ex i gences qui, à not re avis, tro u b l e n t
le GL. Et si, dans la ve rsion 2004 de SW E BO K [ 2 ] ,
un premier pas a été effectué en laissant to m-
ber les inte rfaces pers o n n e - m a chine, nous
c royons que, sans un coup de hache vigoure u x
qui coupe net tement l’énorme bra n che des ex i-
gences, l’arbre du GL continuera à donner des
f ruits fo rt âpre s .
À moins d’indication contra i re, lors que nous
e mp l o i e rons « on », nous fe rons ré fé rence au GL
tel qu’il est considéré par la maj o ri té des pra t i-
ciens et des th é o riciens qui s’ i n té ressent à lui et
que SW E BO K s y n thétise de façon si re m a rqu a b l e .
Nos cri t i ques des idées pré s e n tées dans SW E BO K
ne seront donc pas des cri t i ques du tex te lui-
même mais de la conception des ex i gences qu i
domine actuellement dans le GL.
Même si les liens avec les autres trois art i c l e s
sont assez imp o rtants nous avons essayé de
re n d re celui-ci le plus autonome possible. Po u r
ce fa i re nous avons re p ris dans l’introduction la
fi g u re qui est à la base de nos considéra t i o n s .
2. IN T R O D U C T I O N
2.1 CY C L E D’A U T O M AT I S AT I O N
La fi g u re suiva n te, tirée de [1], pré s e n te le cyc l e
que nous avons mis à la base de l’auto m a t i s a-
tion définie comme « e mploi de machines pour
t ra n s fo rmer des données reçues de l’ex té ri e u r
et exé c u ter des actions autonomes ayant un
i mpact sur le monde ». La définition d’auto m a-
tisation a été intro d u i te pour souligner que le
logiciel n’ e st que l’un des moyens de l’auto m a-
tisation ; un simple moyen même si, à ce sta d e -
ci de l’évolution de la te ch n i que, il est sans doute
le moyen le plus imp o rta n t .
Nous emp l oyons le te rme machine selon la
d é finition donnée en [1] : « Un arte fact humain
c o mposé de parties nécessaires à la ré a l i s a t i o n
des fonctions qui ont présidé à sa constru c t i o n .
Une partie d’une machine peut être une
m a ch i n e ». Un pro gramme info rm a t i que est donc
une mach i n e .
Nous ne sommes concernés ici que par les
a c t i v i tés et les produits qui perm et tent le pas-
s a ge du domaine à la descri ption en langue natu-
relle (DLN). Pa s s a ge fo n d a m e n tal et difficile, s’ i l
en est. Les diffi c u l tés de ce passage sont dues,
p rincipalement, au fait que l’on doit pro d u i re
un document en partant d’intrants flous et qu i
p roviennent de plusieurs acte u rs. Pa rler d’in-
t rants, c’est déjà une simp l i fication art i fi c i e l l e ,
il fa u d rait sans doute parler d’une nébuleuse qu i
e nveloppe les acte u rs, même ceux qui ont la pré-
tention d’être à l’ex té rieur et d’analyser le
domaine objectivement. Et si l’on considère qu e
la méta p h o re du problème est apte à cara c té ri-
ser l’automatisation, il fa u d ra aj o u ter que, sou-
vent, le problème le plus ardu à ré s o u d re est
celui de découvrir le pro b l è m e .
Dans le syntagme D e s c ri ption en Langue
Na t u re l l e, ce qui est imp o rtant, c’est ce « natu-
re l l e » qui s’oppose à « fo rm e l l e » et indique qu’ i l
ne contient pas de propositions (th é o rè m e s )
d é m o n t rables. Cet te opposition est très imp o r-
ta n te, mais elle n’ i mp l i que pas qu’une descri p-
tion en langue naturelle et une spécifi c a t i o n
fo rmelle ne puissent cohabiter dans un pro j et ,
avec des fonctions comp l é m e n ta i res. Ce qui est
c e rtain, c’est qu’il est impossible de spécifier un
p ro gramme en langue fo rmelle sans avoir une
d e s c ri ption en langue naturelle comme intra n t2.
« Na t u re l l e » n’ i mp l i que surtout pas que la
d e s c ri ption ne puisse pas contenir des dia-
grammes (des diagrammes UML, par exe mp l e )
ou des prototypes exé c u tables des inte rfa c e s
p e rs o n n e - m a ch i n e .
Ce passage du domaine à la DLN, d’un cer-
tain point de vue, aj o u te qu e l que chose par ra p-
p o rt à ce que l’on appelle activités des ex i ge n c e s
et, par ailleurs, enlève qu e l que ch o s e .
• A j o u te, parce qu’il intègre aussi ce que l’o n
appelle souvent descri ption des besoins (et la
p a rtie organisationnelle de l’étude de fa i s a b i-
l i té ) .
• E n l è ve, parce que nous ne considérons ni les
s p é c i fications fo rmelles éventuelles qui, dans
n ot re appro che, font partie du passage de la
DLN à l’o rd i n a teur ni l’allocation des ex i ge n c e s
aux composants. 
Pa rmi to u tes les activités nécessaires pour
a u tomatiser une partie d’un domaine, celles qu i
c o n c e rnent le passage ve rs la DLN sont celles
qui nécessitent le plus d’inte rvention humaine
en tant qu’ i n te rvention pilotée par la comp ré-
hension, la cré a t i v i té et la capacité d’adapta t i o n .
Et c’est bien la « comp ré h e n s i o n », la « cré a t i v i té »
et la capacité d’« a d a pta t i o n » à pra t i qu e m e n t
F i g u re 1.1 : Échange entre ordinateur et domaine I
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n’ i mp o rte quelle situation qui nous fait dire qu e
ce dont on a besoin pour ces activités, c’est ce qu i
e st pro p re à l’humain, indépendamment de to u te
spécialisation : sa capacité langa g i è re. Pour év i-
ter tout malentendu, nous aj o u tons que ce n’ e st
pas en introduisant des ex p e rts des ex i gences ou
des cognitivistes que le GL fe ra des pro grès dans
sa te n ta t i ve de devenir une vraie bra n che du
génie. À not re avis, la seule spécialisation néces-
s a i re dans cet te phase qui est celle liée au
d o m a i n e .
2.1 EX I G E N C E S : D É F I N I T I O N S
Not re point de départ te rm i n o l o g i que est la défi-
nition de Re qu i rements d’IEEE [4], parce qu’ e l l e
e st sans doute la définition la plus unive rs e l l e-
ment acceptée : 1) une condition ou une capa-
c i té dont un utilisateur a besoin pour ré s o u d re
un problème ou pour atte i n d re un objectif. 2)
Une condition ou une capacité que doit posséder
un système ou une comp o s a n te d’un sys t è m e
pour satisfa i re un contrat, une norme, une spé-
c i fication ou un autre document offi c i e l l e m e n t
i mposé. 3) La re p ré s e n tation dans un document
des conditions ou des capacités comme en 1) et
2 ) .
Dans la suite, nous écri rons ex i gences de
type 1 pour indiquer les ex i gences définies par
l ’ a c c e ption 1) et ex i gences de type 2 pour la
deuxième accept i o n .
S o ft wa re Re qu i re m e n t s, est traduit en fra n-
çais en considérant logiciel comme épith è te
d ’ ex i gences (E x i gences logicielles) ou en le consi-
d é rant comme un complément indirect (E x i-
gences du logiciel). L’adjectif dans un cas et le
c o mplément indirect dans l’autre ont une fo n c-
tion déte rm i n a t i ve, c’est - à - d i re qu’ils re st re i g n e n t
le sens du mot « ex i ge n c e ». Quand on écrit ex i-
gences logicielles (ou ex i gences du logiciel), parm i
to u tes les ex i gences énoncées, on ne considère
que celles qui concernent le logiciel. Mais ce
s y n tagme si simple et si commun recèle une
a m b i g u ï té qui se re fl è te immédiatement dans la
d i ffi c u l té de classification et qui crée un certa i n
fouillis te rm i n o l o g i que lors qu’en GL on parl e
d ’ ex i gences. Ceci est dû au fait que l’on peut
c o n s i d é rer la déte rmination de deux manière s
fo rt diffé re n tes :
a ) E x i gences que l’on impose au logiciel. S e l o n
c et te déte rmination, il s’agit de considére r
p a rmi l’ensemble des ex i gences de type 1,
celles qui concernent le composant logiciel
( ex i gences de type 2). Donc le déte rm i n a t i f
a la fonction de fa i re basculer de ex i ge n c e s
de type 1 à ex i gences de type 2. Ce bascule-
ment n’ e st pas sans conséquences, car il
demande une définition des inte rfaces et ,
éventuellement, une organisation en com-
p o s a n t s .
b ) E x i gences que le logiciel imp o s e . C et te déte r-
mination porte à considérer les ex i ge n c e s
que le logiciel qua logiciel impose au maté ri e l
ou à d’autres logiciels. Il ne s’agit donc d’au-
cune des deux acceptions d’IEEE mais plutôt
d’un glissement ve rs la conception système. 
Il est inté ressant de considérer que [4], to u t
é tant un dictionnaire du logiciel, ne définit pas
S o ft wa re Re qu i re m e n t s mais seulement Re qu i-
re m e n t s ; il en est sans doute ainsi parce que les
ex i gences sont indépendantes du type de la
m a chine qui est censée les satisfa i re .
En 1993, Davis, pour montrer les inconsis-
tances te rm i n o l o g i ques ento u rant les ex i ge n c e s ,
c o n st ruisit un tableau avec les te rmes emp l oyé s
par douze aute u rs [5]. Au j o u rd’hui, si l’on re fa i-
sait l’exe rcice il fa u d rait aj o u ter bien des aute u rs ,
car les inconsistances n’ont fait qu’ a u g m e n te r.
Ces inconsistances rendent souvent les éch a n ge s
e n t re ingé n i e u rs du logiciel comp l exes et inef-
ficaces. Cela, à not re avis, n’ e st pas dû aux seules
d i ffi c u l tés pro p res à to u te classification ni au
désir qu’ont les diffé rents aute u rs d’imposer leur
m a rque de commerce. Il y a des diffi c u l té s
réelles, car on s’ e ffo rce de subsumer sous un
seul te rme des éléments fo rt hété ro c l i tes. Le pas-
s a ge d’ex i gences de type 1 à ex i gences de type
2 n’ e st pas innocent par ra p p o rt à ces diffi c u l té s .
En fonction du degré de liberté que nous don-
nons aux besoins par ra p p o rt aux machines ou
à ses composants, nous avons des documents
fo rt diffé rents et des activités agencées diffé-
remment. L’objection « mais, ce qui compte, c’est
le ré s u l tat fi n a l » n’ e st pas re c evable, car, lors qu e
la mainte n a b i l i té est imp o rta n te - et nous croyo n s
qu’elle l’est to u j o u rs quand il s’agit de GL - ce
sont les possibles tra n s fo rmations ulté ri e u re s
qui sont au centre et pas tellement le produit « à
sa pre m i è re sort i e » .
Not re travail de déconst ruction des ex i-
gences ne s’ a t ta qu e ra pas à la définition mais à
ce qui en découle, car ce n’ e st que dans l’ins-
tanciation de la définition dans des documents
plus détaillés que l’on peut voir les dange rs qu i
se cachent derri è re une défi n i t i o n .
3. EX I G E N C E S L O G I C I E L L E S :
U N E L E C T U R E C R I T I Q U E D E S W E B O K
Dans cet te section, nous proposons une lecture
c ri t i que du ch a p i t re 2 de SW E BO K dont nous ga r-
d e rons les mêmes titres de section. Cet te lecture
« cri t i que « ne pré tend être ni comp l è te, ni objec-
t i ve : il s’agit d’une lecture influencée par l’ap-
p ro che du GL que nous avons pré s e n tée dans
les trois articles précédents. Ce qui imp l i qu e
qu’une cri t i que de not re cri t i que pourrait s’ avé-
rer très utile, car not re objectif principal, à ce
stade-ci de la ré fl exion, est de perm et t re de
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d é c l e n cher des discussions en partant d’un fo n d
sinon solide au moins un peu moins nébuleux.
To u tes les citations, à moins d’indication
c o n t ra i re, sont tirées de ce ch a p i t re de SW E BO K. Il
n’ e st sans doute pas inutile d’insister sur le fa i t
que la cri t i que ne concerne pas le ch a p i t re en soi,
qui re fl è te d’une manière très scrupuleuse l’éta t
de l’art, mais la vision sous-jacente des ex i ge n c e s ,
une vision qui est celle de l’énorme maj o ri té des
i n gé n i e u rs du logiciel.
3.1  IN T R O D U C T I O N
Une ex i gence logicielle est définie comme l’ex-
p ression « des contra i n tes et des besoins auxqu e l s
un produit logiciel doit ré p o n d re, logiciel qui contri-
bue à la solution d’un problème du monde ré e l » .
Ici, il s’agit donc des ex i gences de type 2 : c’est - à -
d i re que l’on ne considère les besoins et les
c o n t ra i n tes que le logiciel doit satisfa i re en ta n t
que composant d’une machine. Quand on consi-
d è re le logiciel du point de vue des utilisate u rs
ou des machines ex te rnes, il n’ e st qu’un comp o-
sant d’un système qui contient minimalement l’o r-
d i n a teur où le logiciel s’ exé c u te. Pa rler de
c o mposant imp l i que que la conception du sys-
tème a déjà été réalisée, au moins part i e l l e m e n t .
M a l h e u reusement cet te définition est incomp a-
tible avec le fait que l’on parle ensuite d’élicita-
tion des ex i gences, car l’élicitation est le pro p re des
ex i gences de type 1. Dans cet te introduction on a
une premier exe mple de déra p a ge entre ex i ge n c e s
de type 1 et ex i gences de type 2 ; déra p a ge qu e
bien peu d’aute u rs év i tent, et qui est, sinon la cause
p rincipale, certainement l’une des causes imp o r-
ta n tes du manque de clarté actuel.
On privilégie une classification des ex i ge n c e s
fondée sur le processus plutôt que sur les pro-
duits, car « Le découpage fondé sur le pro c e s s u s
re fl è te le fait que le processus des ex i gences, pour
ré u s s i r, doit être considéré comme un pro c e s s u s
c o mp o rtant des activités comp l exes et fo rte m e n t
c o u p l é e s ». Mais les produits, sortis par la porte
re n t rent par la fe n ê t re, car, dans la suite du ch a-
p i t re, on nous propose de considérer les ex i ge n c e s
à trave rs : 1) Document de définition du syst è m e ,
2) Spécification des ex i gences système, 3) Spéci-
fication des ex i gences logicielles.
NOT E. Qu’à l’inté rieur d’un ch a p i t re intitulé
E x i gences logicielles on introduise une section
E x i gences à l’inté rieur de laquelle on parle, entre
a u t res, des Spécifications des ex i gences syst è m e
s e rait très étonnant si le glissement des ex i ge n c e s
de type 1 à celles de type 2 n’ é tait pas très nor-
mal dans le GL. FI N D E NOT E
3.2 FO N D E M E N T S
« Les ex i gences imposées à un logiciel part i-
culier sont gé n é ralement une combinaison
c o mp l exe d’ex i gences en provenance de per-
sonnes diffé re n tes à diffé rents niveaux de l’o r-
ganisation et de l’env i ronnement dans lequ e l
le logiciel opère . » Ici, puisque l’on considère
les ex i gences du point de vue de l’o rigine, il
s’agit des ex i gences de type 1. L’ ex p ression «
combinaison comp l exe » souligne qu’il ne
s’agit pas d’une simple juxtaposition d’ex i-
gences et laisse justement ente n d re qu’il peut
y avoir des superpositions, des mélanges et
même des contradictions entre les points de
vue des diffé rents inte rvenants sur les ex i-
ge n c e s .
On peut imaginer un grand nombre de
façons très diffé re n tes de démêler cet te combi-
naison comp l exe, to u tes à l’inté rieur des deux
pôles suivants :
1. Par des discussions, des entrevues, des
o b s e rvations des utilisate u rs au travail, et c .
e s s ayer de puri fier les ex i gences et pré p a re r
un document « pro p re » où les pro b l è m e s
d ’ i n te rp ré tation et les diffé rends sont ré gl é s .
Il s’agit de la méthode la plus classique, celle
qui a fait naître dans les années 1970 le déve-
loppement que l’on appelle « fondé sur les
ex i ge n c e s » .
2 . C o n s e rver les diffé re n tes inte rp ré ta t i o n s
dans la documentation des ex i gences, à la
l i m i te jusqu’à la fin du pro j et, et emp l oyer les
d i ffé rences comme des ve rres gro s s i s s a n t s
pour mieux saisir certaines part i c u l a ri té s
qui pourraient se révéler fo n d a m e n ta l e s
dans les développements futurs. Cet te
a p p ro che, pour être efficace, nécessite un
d éveloppement « fondé sur l’arch i te c t u re «
p l u t ôt que sur les ex i gences. Puisque, qu a n d
la machine sera fonctionnelle, elle n’ a u ra
pas de contradictions inte rn e s3, il fa u d ra
que ces dern i è res soient résolues par des
p e rsonnes avant ou pendant la pro gra m-
mation. Cet te manière ex t rê m e4 de fo n c-
t i o n n e r, à l’apparence si étra n ge quand on
p a rle de GL, n’ e st pas dépourvue de reto m-
bées positives en ce qui concerne la qu a l i té
: les pro gra m m e u rs doivent re n d re leurs
p ro grammes plus solides et plus fa c i l e m e n t
m o d i fiables pour être prêts à ré p o n d re aux
ch a n gements d’o ri e n ta t i o n .
Le fait que, dans les Fo n d e m e n t s, l’on sou-
ligne la diffé rence entre ex i gences i mposées au
p ro d u i t et ex i gences imposées au processus et
que, comme exe mple d’ex i gence de ce dern i e r
cas on cite « le logiciel doit être développé en
Ad a », met encore une fois en évidence la va ri é té
des signifiés d’« ex i ge n c e ». Va ri é té qui n’ e st pas
liée au « p roblème du monde ré e l » mais aux
c o n t ra i n tes te ch n i ques et orga n i s a t i o n n e l l e s5 d u
« monde ré e l » mises en œuvre pour ré s o u d re
le « pro b l è m e » .
E X I G E N C E S
G É N I E  L O G I C I E L   n N o 7 2  M A R S  2 0 0 5
6
Un autre élément classifi c a to i re (discri m i-
n a teur) introduit dans cet te section est fo n c-
t i o n n e l ve rsus n o n - fonctionnel :
•E x i gences fonctionnelles : « d é c ri vent les fo n c-
tions que le logiciel doit exé c u te r »
•E x i gences non-fonctionnelles : celle qui « fi xe n t
des contra i n tes sur la solution ». Les ex i ge n c e s
non fonctionnelles éta n t « p a rfois connues
comme contra i n tes ou ex i gences de qu a l i té »
C et te séparation n’ e st valide que pour les
ex i gences de type 1. Quand on parle d’ex i ge n c e s
de type 2, les ex i gences de qu a l i té sont déjà tra n s-
fo rmées en fonctions qui les met tent en œuvre .
Q u’il suffise, à ce propos, de penser aux com-
posants logiciels qu’il faut développer pour obte-
nir certains niveaux de sécuri té, de sûreté ,
d ’ i n te ro p é ra b i l i té, de mainte n a b i l i té ou de fi a-
b i l i té .
« C e rtaines ex i gences re p ré s e n tent des pro-
p ri é tés émerge n tes du logiciel : c’est-à-dire des
ex i gences qui ne peuvent pas être abordées par
un seul composant, mais qui dépendent, pour
sa satisfaction, de la manière dont les comp o-
sants inte ra g i s s e n t ». Ici, on considère la mach i n e
logicielle comme constituée des composants -
elle est une boîte ouve rte et donc au moins par-
tiellement conçue. De cet te manière on s’ e st
éloigné des deux définitions d’IEEE et de la défi-
nition citée au début de cet te section. L’ u t i l i s a t i o n
du mot « comp o s a n t » pour les ex i gences de
t y p e 2, n’ e st pas la même dans IEEE et dans la
c i tation ci-dessus. Dans la définition d’IEEE, le
c o mposant est considéré un élément isolé, il est
un « syst è m e » à lui tout seul et doit ré p o n d re à
des ex i gences parce que contractuellement on
le demande (comme dans le cadre d’une main-
tenance perfe c t i ve). Dans la phrase que nous
venons de considére r, composant est considéré
comme en tant que partie du tout, du syst è m e
d ’où émergent certaines pro p ri é tés. Ce qu i
i mp o rte, ce n’ e st pas le composant en soi, com-
posant qui tout étant partie d’une unité plus
grande a son autonomie, mais d’un comp o s a n t
en tant qu’élément d’une st ru c t u ration où, ce
qui compte, c’est la st ru c t u ration. En ce qu i
c o n c e rne les pro p ri é tés émerge n tes, nous
c royons qu’il faut les considérer de façon com-
p l è tement opposée : la pro p ri é té « émerge n te »
e st ce qu’on ex i ge, c’est la vraie ex i gence et la
division en composants est une manière de
c o n c evoir pour satisfa i re l’ex i gence qui doit être
insensible à la st ru c t u re du logiciel : ce n’ e st pas
la pro p ri é té qui émerge mais le comp o s a n t .
Le concept de pro p ri é tés émerge n tes de SW E-
BO K e st le symptôme d’une appro che aux ex i-
gences du point de vue des concepte u rs de
logiciel qui, aux prises avec « leur » comp o s a n t ,
d o i vent considérer la façon dont il inte ragit ave c
les autres composants pour parta ger les re s-
p o n s a b i l i tés et fa i re émerger les pro p ri é tés holis-
t i qu e s .
3.3 PR O C E S S U S D E S E X I G E N C E S
De cet te section nous ne considérons que la par-
tie concernant les acte u rs, c’est - à - d i re « le rô l e
des gens qui participent au processus des ex i-
ge n c e s ». L’ a c teur principal est le spécialiste des
ex i gences qui doit être un médiateur entre « l e
domaine des parties pre n a n te s6 et le domaine
du GL ». Po u rquoi intro d u i re cet te nouve l l e
fi g u re ? La réponse nous est donnée au début
du ch a p i t re .
« Le syntagme « ingé n i e rie des ex i gences «
est largement emp l oyé dans le domaine [du GL]
pour dénoter un maniement sys té m a t i que des
ex i gences. Pour des raisons de consistance, pour-
tant, ce syntagme ne sera pas emp l oyé [...] puis-
qu’on a décidé d’év i ter l’emploi du te rm e
« i n gé n i e ri e » pour des activités autres que celles
du GL. [...] Pour la même raison, « ingénieur des
ex i ge n c e s » [...] ne sera pas emp l oyé non plus. À
la place, le syntagme « ingénieur du logiciel » ou,
dans certain cas part i c u l i e rs « spécialiste des
ex i ge n c e s » sera emp l oyé, le deuxième quand le
rôle en question est normalement joué par un
individu autre qu’un ingénieur du logiciel »
C et te just i fication d’aller à l’encontre de ce
que la maj o ri té des gens font (« l a rge m e n t
e mp l oyé ») qui semble être dictée par des ch o i x
é d i to riaux ou bure a u c ra t i ques (« on a décidé » ) ,
e st à not re avis un autre élément qui souligne
un malaise évident dans la manière de considé-
rer les ex i gences dans le GL. Le fait de parl e r
d ’ « i n gé n i e rie des ex i ge n c e s », d’une part, peut
ê t re considéré un pas en avant dans le sens de
l i b é rer les ex i gences de la tutelle du GL, mais de
l ’ a u t re il s’agit d’un pas en arri è re, car on imp o s e
aux ex i gences la laisse trop courte de l’ingé n i e-
rie. Le syntagme « spécialiste des ex i ge n c e s » ,
i n t roduit un peu à la bonne fra n qu et te, et qu i
s e m b l e rait aller dans le sens de not re ré fl ex i o n
e st en effet, à not re avis, un remède qui ne fa i t
que reta rder l’explosion du mal. Comme nous
l ’ avons signalé en [1], le nombre pra t i qu e m e n t
i n fini des domaines rend inefficace to u te intro-
duction de domaines hori z o n taux couvrant des
besoins communs à tous les domaines ve rt i c a u x .
Le seul « domaine » hori z o n tal valable pour
to u tes les automatisations est le « domaine » du
l a n ga ge qui... n’ e st pas un domaine du to u t .
Que cet te fi g u re ne soit qu’une éch a p p a-
to i re édito riale, on le voit quand, après l’avo i r
i n t ro d u i te, on écrit « Il ne sera pas possible de
s a t i s fa i re parfa i tement les ex i gences de tous les
i n te rvenants, et c’est le travail de l’ingénieur du
logiciel de négocier les comp ro m i s ». Si c’est l’in-
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génieur du logiciel qui négocie, à quoi sert le
s p é c i a l i ste des ex i gences ?
À propos des choix te rm i n o l o g i ques et de
la consista n c e7 il nous semble utile d’aj o u te r
que, dans SW E BO K, on souligne que le décou-
p a ge du domaine des connaissances des ex i-
gences est compatible avec IEEE 12 2 07, mais
qu’on appelle « pro c e s s u s » des ex i gences ce
que, dans IEEE 12 2 07.0, on appelle « activité » .
Ac t i v i té constituée de trois tâches (É tablir et
d o c u m e n ter les ex i gences logicielles, Éva l u e r
les ex i gences, Tenir des revues conjointe s) qu i
ne sont pas nécessairement cohére n tes avec le
d é c o u p a ge de SW E BO K.
Il est évident que to u tes ces diffi c u l tés te r-
m i n o l o g i ques et les te n ta t i ves, plus ou moins
a d ro i tes, de les ré gler ne sont pas le ré s u l ta t
d’une mauvaise qu a l i té de la synthèse de SW E-
BO K, mais de la vo l o n té du GL de s’ a p p ro p ri e r
des « ex i ge n c e s ». 
3.4 ÉL I C I TAT I O N D E S E X I G E N C E S
É l i c i ta t i o n e st un te rme emp ru n té à la psych o-
logie pour indiquer l’« ex t ra c t i o n » des connais-
sances des personnes. Dans le processus des
ex i gences, c’est « la pre m i è re étape de la constru c-
tion, une comp réhension du problème qu’o n
demande au logiciel de ré s o u d re ». Il s’agit donc
d ’ ex t ra i re les ex i gences des diffé re n tes sourc e s .
Et les diffé re n tes sources sont les éléments hété-
rogènes et imbri qués suivants : O b j e c t i fs de haut
n i veau du logiciel, Connaissance du domaine,
Pa rties pre n a n tes, L’ e nv i ronnement opéra t i o n-
nel, L’ e nv i ronnement orga n i s a t i o n n e l .
Si on voit très bien comment on peut élicite r
les ex i gences des parties pre n a n tes, on voit mal
comment on peut éliciter les connaissances des
documents ex i stants ou en observant les com-
p o rtements des diffé rents inte rvenants et on
voit encore plus mal comment on peut éliciter les
connaissances des connaissances du domaine.
Vraisemblablement le te rme élicitation est
e mp l oyé dans un sens très va ste et qui couvre
donc l’élicitation « classiqu e », l’ex t raction des
documents, la synthèse en partant du comp o r-
tement, etc. Cet élargissement de sens, qui sera i t
a c c e ptable dans un domaine de connaissance
avec une bonne solidité, est très dange reux en
GL, où on a encore besoin de l’o p é ration inte l-
lectuelle inve rse, celle de la diffé renciation, pour
mieux définir les concepts - comme on demande
de le fa i re dans le processus des ex i ge n c e s .
Nous sommes d’accord avec l’affi rm a t i o n
qu’une attention part i c u l i è re doit être ré s e rvé e
« à l’évaluation de la pri o ri té re l a t i ve et des coûts
des objectifs » mais, dans la même ligne de pen-
sée, nous aimerions aj o u ter qu’il est aussi trè s
i mp o rtant de parler le degré de sta b i l i té des
o b j e c t i fs, ce qui dev rait perm et t re non seule-
ment de les classer en tant qu’o b j e c t i fs st ra té-
g i ques ou ta c t i ques, ou en tant qu’o b j e c t i fs à
long, moyen ou court te rme mais de leur donner
une valeur de sta b i l i té qui n’ e st pas nécessaire-
ment liée à leur portée te mp o relle ou à leur
i mp o rta n c e .
En ce qui concerne la connaissance du
d o m a i n e, nous avons des diffi c u l tés à com-
p re n d re comment elle peut perm et t re à l’ingé-
nieur du logiciel d’« i n fé rer les connaissances
ta c i tes que les parties pre n a n tes n’ a rt i c u l e n t
p a s » quand ce sont souvent les connaissances
ta c i tes qui sont l’essence des connaissances du
domaine. Il semble qu’on soit dans un cerc l e
vicieux qu’il n’ e st facile de ro mp re que si on
l i m i te la signification d’élicitation à son sens pri-
m i t i f .
3.5 AN A LY S E D E S E X I G E N C E S
L’ a n a lyse des ex i gences est pré s e n tée comme
é tant constituée de qu a t re sujets :
• C l a s s i fication des ex i ge n c e s .
• Modélisation concept u e l l e .
• C o n c e ption de l’arch i te c t u re et ré p a rtition des
ex i ge n c e s .
• Négociation des ex i ge n c e s .
Si classification, modélisation et né g o c i a-
tion ont, entre elles, assez de cohésion pour pou-
voir être considérées comme des const i t u a n te s
de l’analyse, la conception de l’arch i te c t u re et
donc la ré p a rtition des ex i gences nous semblent
n é c e s s i ter des connaissances, des outils et des
m é thodes très diffé re n tes, ce qui les rend étra n-
g è res à l’analyse des ex i gences. Voir 3.5.3 pour
une analyse plus appro fondie de ce point.
3 . 5 .1 Classification des ex i ge n c e s
Six dimensions pour la classification sont pré-
s e n tées tout en soulignant que « d ’ a u t res clas-
s i fications sont va l a b l e s ». Analysons les
dimensions proposées :
• E x i gences fonctionnelles ou non-fo n c t i o n n e l l e s.
Voir nos commenta i res en 3.2.
• « Si l’ex i gence est déri vée d’une ou plusieurs
ex i gences de haut niveau ou si elle est une pro-
p ri é té émerge n te ». Pour les pro p ri é tés émer-
ge n tes, voir nos considérations en 3.2. Pour ce
qui est des ex i gences déri vées, il s’agit claire-
ment d’ex i gences de type 2 considérées dans
un état avancé de la conception syst è m e .
• E x i gences du produit ou du pro c e s s u s. Il nous
semble dange reux de subsumer deux éléments
ayant des impacts si diffé rents dans la vie d’un
p roduit en un seul concept .
• P ri o ri té de l’ex i ge n c e. Imp o rta n te pour le pro-
j et, mais qui acqu i e rt une grande utilité sur-
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tout quand on la met en relation avec la sta b i-
l i té. Il s’agit clairement d’une ex i gence de
t y p e 1.
•Po rtée de l’ex i ge n c e. Valable pour les ex i ge n c e s
de type 2, si la conception système ex i ste. 
•Sta b i l i té de l’ex i ge n c e. C’est à not re avis un des
éléments les plus imp o rtants et que nous consi-
d é re rons en 4.
3.5.2 Modélisation concept u e l l e
« Le développement de modèles d’un problème du
monde réel est la clef pour l’analyse des ex i ge n c e s
l o g i c i e l l e s ». Impossible de ne pas être d’accord
avec cet te affi rmation, même si dès que l’o n
essaie de bien la comp re n d re on est envahi par
bon nombre de qu e stions. Ici encore, le manqu e
de précision te rm i n o l o g i que obscurcit le
« monde ré e l » .
À quel type de modèle fait-on ré fé rence ?
A n a ly t i que ou analogique ? Est-ce que l’on modé-
lise un problème ? Ne modélisons-nous pas plu-
t ôt une partie du monde réel et c’est cet te
modélisation qui perm et de comp re n d re le pro-
blème ? Le modèle ne sert-il pas avant tout à
d é c ri re les pro p ri é tés du domaine plutôt qu e
les ex i gences ? À moins, bien sûr, d’appeler ex i-
gences les pro p ri é tés du domaine. Quest i o n s
s i mples aux réponses comp l exes et va riées qu e
nous essaye rons d’effl e u re r.
« Dans pre s que tous les cas, il est utile de
commencer [la modélisation] en constru i s a n t
un modèle du contex te du logiciel. Le contex te du
logiciel fo u rnit une connexion entre le logiciel
p révu et l’env i ronnement ex te rn e . « Ceci est cru-
cial pour comp re n d re le contex te du logiciel dans
son env i ronnement opérationnel et pour iden-
t i fier ses inte rfaces avec l’env i ro n n e m e n t ». En
d e h o rs du fait que le contex te d’un logiciel est
to u j o u rs le maté riel d’o rd i n a teur ou un autre
logiciel, le fait qu’il s’agisse d’un contex te de
type fonctionnel (comme les cas d’utilisation)
ou d’un contex te phys i que n’ e st pas sans consé-
qu e n c e s .
3.5.3 Conception de l’arch i te c t u re et ré p a rt i t i o n
des ex i ge n c e s
« À un certain moment l’arch i te c t u re de la solu-
tion doit être déri vée. La conception de l’ar-
ch i te c t u re est le point où le processus des
ex i gences ch eva u che la conception du logiciel
ou du système et montre qu’il est impossible de
n et tement découper les deux tâch e s8 ». No u s
p o u rrions à la limite accepter que la sépara t i o n
e n t re ex i gences et conception système est
moins net te que l’on ne pourrait le penser de
p rime abord, mais nous tro u vons qu’il est fa u x
d ’ a ffi rmer que l’on ne peut pas séparer la
c o n c e ption du logiciel de l’analyse des ex i-
gences de type 1. Même en considérant qu’ i l
e st impossible de séparer net tement les diffé-
re n tes activités dans le cadre de la ré a l i s a t i o n
d’un pro d u i t9, il est évident que s’il est une place
où la séparation est net te, c’est bien celle entre
a n a lyse des ex i gences et conception du logi-
ciel. Souvent, lors qu’on entend parler de la dif-
fi c u l té de séparation, on confond la sépara t i o n
te mp o relle avec une séparation d’o rd re fo n c-
tionnel : mais ce n’ e st pas parce que deux acti-
v i tés sont effectuées en même te mps que les
deux activités ne sont pas dist i n c tes. Pe n d a n t
que maman pré p a re le dîner, sa fille met le cou-
ve rt. Les deux tâches sont clairement séparé e s ,
même si elles sont effectuées en même te mp s
et avec le but commun de fa i re manger l’o gre
qui re n t re après une dure journée de bure a u ,
n’ e st-ce pas ? Pour voir la clarté de la sépara-
tion, il suffit de considérer le type diffé rent de
connaissances nécessaires pour les deux acti-
v i té s .
C et te confusion ne serait just i fiée que si l’o n
donnait à conception une signification diffé-
re n te de celle d’IEEE ; et pourtant non, car on
p a rle bien de composants logiciels : « l ’ i n gé n i e u r
du logiciel agit comme un arch i te c te du logiciel
p a rce que le processus d’analyser et d’élaborer les
ex i gences demande que le composant qui sera
responsable de satisfa i re l’ex i gence soit identifi é » .
L’ i n génieur du logiciel agit comme un arch i te c te
du logiciel, car sa pre m i è re fonction est celle de
d é finir la st ru c t u re et non de modéliser concep-
tuellement le domaine ou d’éliciter les ex i ge n c e s .
Le problème, encore une fois, naît du fait qu e
l o rs que l’on parle d’ex i gences de type 2, on se fa i t
facilement emp o rter par l’o rganisation en com-
posants. To u te fois, cet te confusion n’ e st pas attri-
buable à l’incapacité ou au manque de
p ré p a ration des ingé n i e u rs du logiciel mais au
fait que l’angle par lequel on considère les ex i-
gences est celui des ingé n i e u rs du logiciel qu i
agissent comme de vrais ingé n i e u rs du logiciel,
c ’ e st - à - d i re surtout comme des concepte u rs .
C o n s i d é rons l’exe mple ra p p o rté dans SW E-
BO K pour montrer le ch eva u ch e m e n t .
« Les ex i gences pour les perfo rmances de
f re i n a ge d’une auto (distance de fre i n a ge, sûreté
dans des conditions de conduite limitées, dou-
ceur de l’application, pression de la pédale
re quise, et ainsi de suite) peuvent être assignées
au maté riel de fre i n a ge (parties mécaniques et
hy d ra u l i ques) et à un système de fre i n a ge anti-
b l o quant (SFA). Seulement quand une ex i ge n c e
pour un système SFA a été identifiée, et l’ex i-
gence lui a été allouée, les capacités du SFA, le
m a té riel de fre i n a ge, et les pro p ri é tés émerge n te s
(comme le poids de la vo i t u re) peuvent être
e mp l oyés pour identifier les ex i gences logicielles
d é taillées du SFA. »
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Ici, il s’agit d’allouer des ex i gences déjà éli-
c i tées, analysées, et négociées à l’un des deux
c o mposants qui perm et tent à un conducteur de
f re i n e r. L’o p é ration d’allocation peut bien sûr
causer des reto u rs sur l’élicitation, l’analyse et
la négociation, mais il s’agit d’un simple reto u r
et, à moins d’une imp o s s i b i l i té te ch n i que, il n’y
a u ra pas de grands ch a n gements. En ce qu i
c o n c e rne le poids de l’auto, nous avons des dif-
fi c u l tés à l’imaginer comme une pro p ri é té émer-
ge n te : à moins que l’on établisse le poids de
l ’ a u to en fonction du SFA, ce qui est sans doute
possible mais ne doit pas être souvent le cas.
NOT E. Même si un système a besoin de to u s
ses composants pour fo n c t i o n n e r, les diffé re n t s
c o mposants n’ont pas tous le même poids fo n c-
tionnel, économique ou st ru c t u rel. L’ a rri è re - b e c
d’un pont n’a pas la même imp o rtance qu e
l’abloc. Les ongles d’une femme, même s’ils sont
i mp o rtants, n’ont pas, normalement, le même
poids pour le « système « femme que ses yeux ou
son cerveau. FI N D E LA NOT E.
3.5.4 Négociation des ex i gences 
Quand on négocie, on ne prend pas de déci-
sions unilaté rales. Pas d’étonnement donc
quand, dans une section sur la négociation des
ex i gences, on lit : « Il n’est pas sage que l’ingé-
nieur du logiciel prenne des décisions unilaté-
ra l e s ». Dans ce contex te, « s a ge » est, sans l’o m b re
d’un doute, un euphémisme. Si l’on considère
l ’ a c c e ption de type 1 d’ex i gence, l’ingénieur du
logiciel n’a pra t i quement rien à dire sinon
comme conseiller ex p e rt en logiciel même s’il est
un cas où il peut pre n d re des décision unilaté-
rales : lors qu’une ex i gences de type 1 a de te l s
i mpacts sur le logiciel qu’il est impossible de
réaliser la machine dans le cadre des contra i n te s
fi xées. Dans ce cas, l’ingénieur du logiciel ve i l l e
à ce que les autres parties pre n a n tes ne se lais-
sent pas entraîner trop loin par l’o ptimisme du
« tout domaine contient un partie auto m a t i-
s a b l e » .
La négociation des ex i gences, activité trè s
s o u vent sous-éva l u é e10, est celle où l’on voit le
plus clairement que la qu a l i té la plus imp o rta n te
des parties pre n a n tes, c’est une bonne capacité
de conviction et donc une grande maîtrise de
la langue, le tout bien appuyé sur le socle de la
connaissance du domaine. C’est aussi dans la
négociation des ex i gences qu’il apparaît claire-
ment que les méta p h o res « pro b l è m e », « ingé-
n i e ri e » et « besoins » sont trop re st ri c t i ve s . .
3.6 SP É C I F I C AT I O N D E S E X I G E N C E S
Les trois types de documents « classiqu e s » sont
p ré s e n té s .
•Document de définition du syst è m e11. « C e
document pré s e n te les ex i gences système ave c
les info rmations de base concernant les objec-
t i fs globaux du système, son env i ro n n e m e n t
cible et la fo rmulation des contra i n tes, les hy p o-
thèses et les ex i gences non-fonctionnelles. Il
peut contenir un modèle conceptuel conçu
pour monter le contex te du système, les scé-
n a rios d’emploi, et les entités principales du
domaine [...] »
•S p é c i fication des ex i gences du syst è m e .
S p é c i fication à écri re pour des « s ystèmes ave c
des composants maté riels et logiciels imp o rta n t s .
[...] Les ex i gences logicielles sont déri vées des
ex i gences du sys t è m e » .
•S p é c i fication des ex i gences logicielles. « L a
s p é c i fication des ex i gences logicielles établit les
bases pour un accord [...] sur ce que le pro d u i t
logiciel doit fa i re et aussi ce qu’il n’est pas censé
fa i re. [...] Pour des lectures non te ch n i ques [elle]
est souvent accompagnée d’un document de défi-
nition des ex i ge n c e s » .
La pre m i è re qu e stion que les néophy te s
posent aux ex p e rts quand on leur parle de ces
t rois types de documents est souvent du ge n re :
« Mais, pra t i quement, que dois-je écri re dans ch a-
cun d’entre eux ? » Et si l’on ne se conte n te pas
de les re nvoyer aux tables des matières pro p o-
sées par les normes, on s’ a p e rçoit que la ré p o n s e
n’ e st jamais facile. Seuls les gens d’ex p é rience qu i
d o rment sur les clichés ou ré p è tent des fo rm u l e s
l i v re s ques ont l’imp ression que le parta ge est
c l a i r.
Po u rquoi ?
Nous hasardons une réponse timide : les dif-
fé rences entre les trois documents, fondée sur un
d i s c ri m i n a teur « te ch n i qu e » et sur le détail et la
p récision de la descri ption, emp ê chent de fi xe r
les piliers de l’édifice des ex i gences. La discri-
mination dev rait, plutôt, être fondée sur des cri-
t è res inte rnes aux ex i gences comme leur
sta b i l i té. Si le discri m i n a teur est la sta b i l i té, le
p remier document pourrait être très déta i l l é
quand il décrit des ex i gences sûres et stables et
plus superficiel quand il tra i te d’ex i gences « en
d i s c u s s i o n ». C’est - à - d i re que l’on ne demandera i t
pas à un document d’être unifo rme par ra p p o rt
aux détails seulement parce qu’il s’agit d’une
d e s c ri ption système et non d’une spécifi c a t i o n
logicielle. De la même manière que l’on éta b l i t
une arch i te c t u re du logiciel, on peut établir une
a rch i te c t u re des ex i gences sans, bien sûr, penser
qu’il y a une qu e l c o n que tra n s fo rmation simp l e
de l’une à l’autre, comme pourraient le penser les
a d e ptes de l’un des my thes les plus dange reux du
génie logiciel, celui du développement « sans
c o u t u re » (seamless deve l o p m e n t) .
3.7 VA L I D AT I O N D E S E X I G E N C E S
La validation est un processus très délicat dont
les re s p o n s a b i l i tés sont énormes, car c’est le c’est
lui qui doit établir si le logiciel exé c u te les fo n c-
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tions voulues avec la qu a l i té ex i gée. La va l i d a-
tion ex i ge des points d’ancra ge solides par ra p-
p o rt auxquels on s’ a s s u re que le pro d u i t
demandé a bien été réalisé. Un produit final, par
exe mple, est validé par ra p p o rt à un document
c o n tenant les te sts d’acceptation. Mais, lors qu’o n
p a rle des ex i gences, par ra p p o rt à quoi peut-on
les va l i d e r, étant donné qu’elles sont, en qu e l qu e
s o rte, à l’o rigine du cycle ? SW E BO K p ré s e n te
qu a t re moyens :
•Revues. Les revues sont réalisées par les part i e s
p re n a n tes qui analysent le document, souve n t
avec l’aide d’une liste des éléments à vé ri fi e r.
Fondées sur l’éch a n ge, elles peuvent être consi-
d é rées comme un condensé, dans le te mps et
dans l’espace, des discussions qui ont eu lieu
l o rs de l’élicitation et de l’analyse. L’ a n a lys e
d é taillée en solita i re des documents ava n t
l ’ é ch a n ge en réunion est ce qui rend les rev u e s
si utiles.
•P rotot y p e s . Pour la validation des ex i ge n c e s ,
ce sont surtout les prototypes des inte rfa c e s
p e rs o n n e - m a chine qui sont considérés. Ils ont
s o u vent des fonctions multiples, car ils peu-
vent aussi être emp l oyés pour élicite r, analy-
ser ou décri re les ex i gences. 
•Validation de modèles. Il s’agit d’une partie de
l ’ a n a lyse du document des ex i gences qui, dans
c et te classification de SW E BO K, a été soust ra i te
aux revues sans doute à cause de son imp o r-
tance. Mais il va de soi que la validation du
modèle doit être discutée dans une rev u e .
•Tests d’accepta t i o n . Il s’agit surtout de la
c o n c e ption des te sts d’acceptation. Dans ce
type de te st, il est imp o rtant de ne pas se fa i re
i n fluencer par la st ru c t u re modulaire du logi-
ciel - comme dans les te sts système ou d’inté-
gration. Les te sts d’acceptation sont, à leur to u r,
validés par ra p p o rt aux ex i gences, ce qui cré e
une dynamique d’inte raction fo rt utile pour
mieux décri re les éléments fl o u s .
« La validation des ex i gences consiste en
l ’ examen du document12 des ex i gences pour assu-
rer qu’il définit le bon logiciel, c’est-à-dire le logi-
ciel auquel s’ a t tendent les utilisate u rs », si l’o n
place cet te phrase à côté de cet te autre « Les ex i-
gences peuvent être validées pour assurer qu e
l ’ i n génieur du logiciel ait comp ris les ex i ge n c e s » ,
on peut facilement consta ter que l’on considère
que l’ingénieur du logiciel a participé à l’écri-
t u re du document des ex i gences et, éve n t u e l l e-
ment, qu’il en était le responsable. Mais il suffi t
de jeter un coup d’œil aux qu a t re moyens pré-
s e n tés par SW E BO K pour s’ a p e rc evoir qu’aucun ne
demande la présence d’un ingénieur du logi-
c i e l .
1 ) Revue. L o rs des revues des ex i gences, non
seulement les connaissances en génie lgiciel
sont inutiles, mais elles sont contre - p ro d u c-
t i ves, car elles ri s quent de donner aux ex i-
gences une to n a l i té trop ori e n tée concept i o n
ou mise en œuvre .
2 ) P rotot y p a ge . Dans le protot y p a ge, la fa c i l i té
qu’ont les ingé n i e u rs du logiciel à manipuler
les ord i n a te u rs devient parfois un élément
qui pousse les utilisate u rs, en fonction de leur
c a ra c t è re, à ex p rimer leurs idées avec trop de
t i m i d i té ou avec trop d’arro gance. Et ce sont
ces « tro p » qui augmentent la diffi c u l té d’at-
te i n d re les objectifs. Il va de soi que, compte
tenu des langues actuellement disponibles
pour les inte rfaces pers o n n e - m a chine, il est
p ré fé rable que le prototype ne soit pas pré-
p a ré par l’ingénieur du logiciel.
3 ) M o d è l e. Pour la validation du modèle, en ra i-
son de ses connaissances des langa ges de
modélisation, l’ingénieur du logiciel aug-
m e n te le bruit et les dissonances, et ri s qu e
de donner une place centrale au fo rm a l i s m e
et non au contenu, surtout si c’est lui qui a
choisi le langa ge de modélisation.
4 ) Ac c e ptation. La présence de l’ingénieur du
logiciel ri s que de favo riser une appro che par
c o mposants phys i ques plutôt que par élé-
ments fo n c t i o n n e l s .
Q u o i qu’on en dise dans la litté ra t u re, ces
qu a t re moyens ont des faiblesses pro p res au fa i t
que les ex i gences sont pra t i quement à l’o ri g i n e
du déve l o p p e m e n t13 et donc il ne peut y avo i r
d ’ a n c ra ge solide, au moins au niveau des docu-
ments. Même un prototype, qui peut être consi-
d é ré comme un document spécial, n’ e st pas
assez solide en raison de ses fonctions contra-
d i c to i res : élicitation, analyse et validation. Les
vé ri tables points d’ancra ge des ex i gences, ce
sont les éch a n ges entre les humains fondés sur
l e u rs connaissances du domaine et des objec-
t i fs visés. Il est donc pri m o rdial que les per-
sonnes qui valident possèdent aussi (surtout ?)
des connaissances du domaine qui n’ont pas pu
ê t re inscri tes dans les documents - les connais-
sances ta c i te s .
Dans la définition pré c é d e n te, « logiciel «
e st emp l oyé pour indiquer le produit final exé-
c u table et non l’ensemble des arte facts pro d u i t s
tout au long du cycle de vie. Ce qui est cohére n t
avec ce que l’on écrit, par exe mple, dans la
n o rme pour la mesure de la qu a l i té des pro d u i t s
logiciels [7] : « La validation est norm a l e m e n t
e ffectuée sur le produit final dans des conditions
d ’o p é ration défi n i e s ». Ce « norm a l e m e n t » est
une conséquence du fait qu’il faut avant to u t
s’ a s s u rer qu’on a bien réalisé, comme il est indi-
qué dans SW E BO K, « le logiciel auquel s’ a t te n d e n t
les utilisate u rs » et on peut aussi le considére r
comme l’indice d’une conscience, ou d’un fa ta-
lisme, par ra p p o rt à la diffi c u l té de la va l i d a t i o n
continuelle si imp o rta n te pour obtenir un pro-
duit final inacceptable. Le manque de va l i d a t i o n
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continuelle est justement considéré comme un
s y mptôme de la pauvreté des méthodes d’ingé-
n i e rie chez les déve l o p p e u rs. Mais nous y voyo n s
aussi, encore une fois, le symptôme d’une diffi-
c u l té liée à un certain manque de rigueur dans
l ’ e mploi de la te rminologie du GL. Si, par
exe mple, dans la phrase « le logiciel auquel s’ a t-
tendent les utilisate u rs » on considère le logiciel
comme l’ensemble de tous les arte facts pro d u i t s ,
a l o rs la validation devient une validation de to u s
les arte fa c t s14. Ce qui imp l i que que, si l’on ve u t
ê t re cohérent, le te rme « utilisate u rs » doit lui
aussi être étendu aux « utilisate u rs » de tous les
a rte facts et donc, éventuellement, il faut le sub-
stituer à celui de « parties pre n a n te s » et consi-
d é rer que les parties pre n a n tes peuvent ch a n ge r
en fonction du produit considéré. Dans le cas
du produit « document des ex i ge n c e s », l’ingé-
nieur du logiciel est un utilisateur final comme
l ’ u t i l i s a teur de la machine où le logiciel s’ exé-
c u te : il peut dire s’il considère que le pro d u i t
qu’on lui a livré est facile à lire, cohérent, et c .
Mais, moins il a participé à la pré p a ration des
ex i gences et plus ses cri t i ques sur la fo rme pour-
ront être appro fondies et utiles. 
Voir à ce propos le premier encadré .
3 . 7.1 Considérations pra t i ques 
« Le processus des ex i gences embrasse tout le
c ycle de vie du logiciel. » Voilà une affi rm a t i o n
qui, au début des années 1970, aurait fait sur-
s a u ter tout bon info rmaticien (c’était l’âge d’o r
des développement fondés sur les ex i ge n c e s ,
au moins en th é o rie) et qui actuellement fa i t
p a rtie des clichés de tout bon ingénieur du logi-
c i e l .
Comme tout cliché, il s’agit d’un durc i s s e-
ment et d’une dogmatisation d’évidences et de
vé ri tés contextuelles, mais la peur des clich é s
ne doit pas nous fa i re oublier que derri è re le cli-
ché se tro u vent des vé ri tés imp o rta n tes. Qu’y
avait-il d’imp o rtant dans le vieux cliché sur les
ex i gences qui devaient être « parfa i te s » à la fin de
l ’ a n a lyse et dans le nouveau cliché sur les ex i-
gences « to u j o u rs ch a n ge a n te s » ?
Dans le pre m i e r, il y a sans doute la nécessité
de pousser les humains à appro fondir leurs
connaissances du domaine, car, trop souve n t ,
une mince couche de savoir donne l’illusion
d’une connaissance appro fondie. Dans le
deuxième, il y a la nécessité de perm et t re aux
p a rties pre n a n tes de ch a n ger d’avis sans qu e
ch a que fois les ingé n i e u rs du logiciel aient à
re fa i re leurs applications. En effet, dans la vie -
dans la ré a l i té phys i que comme dans la ré a l i té
i n tellectuelle - il est bien ra re qu’il n’ ex i ste pas
d’éléments fi xes, éléments qui, si on les consi-
d è re comme ch a n geants, peuvent créer des situa-
tions angoissantes, impossibles à maîtriser et
qui fe ront dépenser inutilement des qu a n t i té s
é n o rmes de re s s o u rc e s .
Le processus embrasse donc tout le cycle de
vie, mais de manière très diffé re n te. Un e
a p p ro che que nous avons déjà emp l oyée ave c
une bonne dose de succès dans certains pro j et s ,
c ’ e st de considérer même le premier déve l o p-
pement comme de la maintenance perfe c t i ve15.
« Il est pre s que to u j o u rs irré a l i s te de met t re
en œuvre le processus des ex i gences comme un
p rocessus linéaire et déte rm i n i s te [...] c’est à
coup sûr un my the que les ex i gences, dans le
c a d re des grands pro j ets logiciels, puissent être
p a rfa i tement comp rises et parfa i tement spéci-
fi é e s . » On pourrait certes se demander pour-
quoi ce my the a eu une telle emp rise, mais il
nous semble encore plus inté ressant de se
demander pourquoi tant de my thes circ u l e n t
dans le GL et surtout pourquoi l’ensemble de
ces my thes a une si fo rte cohére n c e16. Quest i o n s
qui méri te raient de fa i re l’o b j et d’un livre à elles
s e u l e s .
À l’essentielle gestion des ch a n ge m e n t s, on
aj o u te la nécessité de pouvoir suivre à la trace les
ex i gences (tracing) : « une ex i gence dev rait pou-
voir être suivie en amont jusqu’aux ex i ge n c e s
et aux parties pre n a n tes qui l’ont intro d u i te (de
l ’ ex i gence logicielle à l’ex i gence système qu’ e l l e
aide à satisfa i re, par exe mp l e ) ». L’ exe mp l e
signalé est imp o rtant pour un concepteur sys-
tème qui a un point d’ancra ge solide dans les
ex i gences systèmes et qui veut vé ri fier l’o ri g i n e
de l’ex i gence que doit satisfa i re un comp o s a n t .
Mais, pour une ex i gence de type 1, de celles qu i
c o n c e rnent les parties pre n a n tes, il s’agit d’al-
ler ch e rcher l’o rigine de l’ex i gence système qu i
peut bien sûr être re nvoyée en amont ve rs un «
besoin « décrit dans un C o n O p s17 ou dans un
a u t re document qui serait à l’o rigine du pro-
cessus fo rmel d’automatisation. Malheure u s e-
ment, la diffi c u l té principale est inhére n te à la
ge stion des ch a n gements des « besoins » initiaux
( c ’ e st pour cet te raison que l’on parle de négo-
ciation des ex i gences). Où ancrer les besoins ?
Q u’y a-t-il avant les besoins ? Rien. Souvent ri e n ,
du point de vue contractuel, mais hors contra t ,
avant, il y a le « ch a o s » des éch a n ges, les luttes de
p o u vo i r, les comp romis... tout ce qui nie to u te
p o s s i b i l i té d’ingé n i e rie. Mais imp o s s i b i l i té d’in-
gé n i e rie n’ i mp l i que pas imp o s s i b i l i té totale de
m a î t rise. Loin de là.
4. QU E L Q U E S P I S T E S
4.1 IN T R O D U C T I O N
A p rès avoir écrit en [1] que « To u te analogie fo n-
dée sur les génies traditionnels crée des modèles
e rronés et de faux espoirs » dans le GL, n’ e st - i l
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pas contra d i c to i re, vo i re illogique, de vo u l o i r
s a u ver le côté « gé n i e » dans le logiciel ? N’est - i l
pas pré fé rable de favo riser une appro che plus
radicale qui consiste à éliminer to u tes ces
n o rmes exc e s s i vement rigides ? Ne faut-il pas
s’ é p a rgner la rédaction de tous ces documents
qui rendent le travail des concepte u rs et des pro-
gra m m e u rs lourd et sans souplesse quand le
p ro p re de la « matière logicielle » c’est juste m e n t
la légèreté et la souplesse ? Ne faut-il pas se libé-
rer de l’écrit et met t re au centre l’o ral et le pro d u i t
lui-même ? On pourrait sans doute suivre les
voies plus radicales ve rs lesquelles pointent ces
qu e stions mais nous croyons que, à l’éta p e
actuelle du développement de la te ch n i que logi-
cielle, ceux qui ont un re ga rd cri t i que sur le gé n i e
logiciel dev raient essayer de tro u ver un équ i-
l i b re entre deux appro ches ench a n te resses qu i
fascinent par leur appare n te simp l i c i té :
1. Laisser le GL évoluer selon les grandes lignes
qui ont été tracées dans les qu a ra n te dern i è re s
années en déplaçant les mêmes éléments de
ga u che à dro i te et de dro i te à ga u che, en
d é p o u s s i é rant de vieilles babioles et en intro-
duisant des distinguos baro ques. C’est - à - d i re
en ne ch a n geant que ce qui ne ch a n ge ri e n .
2 . M et t re une croix sur le GL et passer à d’autre s
m é ta p h o res moins rigides et moins fo rm e l l e s .
Ce qui veut dire, à not re avis, jeter le bébé
avec l’eau du bain. 
Les pistes qui suivent te n tent de pro p o s e r
une démarche possible qui év i te le Chary b d e
du GL actuel sans tomber dans le Scylla de la
p ro grammation naïve .
4.2 UN P R I N C I P E E T S E S C O R O L L A I R E S
Des commenta i res à propos du ch a p i t re de SSW E-
BO K sur les ex i gences nous allons ex t ra i re le pri n-
cipe suivant que nous allons aj o u ter aux neuf
p rincipes fi xés dans les articles précédents (vo i r
l ’ e n c a d ré 2) :
Dans l’automatisation il n’ ex i s te pas de
domaine des ex i ge n c e s . ( P 10 )
Ce qui ex i ste, ce sont les ex i gences des (ou à
l ’ i n té rieur des) domaines. C’est - à - d i re que, dans
le cadre de l’automatisation, les ex i gences sont
liées à un domaine qui, lui, est l’o b j et d’une info r-
matisation éventuelle. On peut bien sûr analys e r
les ex i gences indépendamment des domaines,
mais il s’agit alors de la sociologie ou de la philo-
sophie des ex i gences et non pas d’auto m a t i s a-
tion. De ce principe découle le coro l l a i re suiva n t :
Le rôle d’ex p e rt ou d’ingénieur des ex i ge n c e s
est un rôle vide. ( C 10 - 01 )
Les ex i gences sont du re s s o rt des ex p e rt s
du domaine, des utilisate u rs des machines et
des ge st i o n n a i res des entre p rises qui déve l o p-
pent ou ach è tent les mach i n e s .
4.3 EX I G E N C E S E T C O N T R A I N T E S
Comme nous l’avons déjà souligné, le passage
du domaine au DLN est fondé sur les capaci-
tés langa g i è res des humains qui ont un fo n d
de cré a t i v i té non mécanisable. Cet te cré a t i v i té ,
unie au nombre pra t i quement infini de
domaines automatisables, imp l i que qu’il n’ e st
pas ré a l i ste de proposer des méthodes, des
langues et des outils unive rsels. Nous pro p o-
sons donc une simple classification gé n é ra l e
qu’il faut adapter non seulement à ch a qu e
domaine mais aussi à l’histo i re de l’auto m a t i-
sation part i c u l i è re de l’« i n sta n c e » du domaine
c o n c e rnée par l’auto m a t i s a t i o n .
Nous commençons par proposer une légère
m o d i fication de la pre m i è re définition d’ex i-
gence d’IEEE [4] qui n’en ch a n ge pas le sens
mais le précise selon la direction que nous pri-
vilégions. À l’o riginal : « Une condition ou une
c a p a c i té dont un utilisateur a besoin pour
ré s o u d re un problème ou pour atte i n d re un
o b j e c t i f » nous aj o u tons une précision tirée de
[9] « L’ ex i gence est ce que vot re client aimera i t
c o n s i d é rer comme vrai dans le domaine du pro-
b l è m e ». Les ex i gences doivent donc se tra n s-
fo rmer en algori thmes qui ont la re s p o n s a b i l i té
de limiter le nombre de combinaisons possibles
des données du domaine.
Nous appellerons c a d e n a s s a ge sémantiqu e
la fe rm et u re que la machine opère sur la signi-
fication des te rmes de la langue du domaine. Le
c a d e n a s s a ge sémantique ne doit pas être
c o n fondu avec l’appauvrissement sémantiqu e
dont nous avons parlé en [1] : l’appauvri s s e-
ment opéré par la DLN laisse des ouve rt u re s
ambiguës et éventuellement contra d i c to i res dans
la langue du domaine tandis que le cadenassage
de la machine fe rme to u tes les voies diffé re n te s
de celles qui sont inté grées dans ses algori th m e s .
Ce qui ne veut pas dire qu’il n’y aura plus d’am-
b i g u ï tés mais que les ambiguïtés sont liées aux
i n te rp ré tations que les utilisate u rs humains fo n t
des sorties de la machine - si les sorties dev i e n-
nent les entrées d’autres machines, il n’y aura
pas d’ambiguïté s .
Nous appellerons c o n t ra i n tes les pro p ri é-
tés du domaine qui ne peuvent pas être modi-
fiées par le fonctionnement de la machine en
c o n st ruction. À titre d’exe mple, les mach i n e s
qui ex i stent dans le domaine et qui inte ra g i s-
sent avec la machine à const ru i re imposent des
c o n t ra i n tes. Du point de vue de la ge stion de
p ro j et, les contra i n tes ne sont pas conte sta b l e s ,
on en prend tout simplement acte pour, éve n-
tuellement, les appro fo n d i r.
Du point de vue du développement, les
c o n t ra i n tes sont plus contra i g n a n tes que les ex i-
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gences et, tandis qu’une ex i gence peut fa c i l e-
ment se tra n s fo rmer en contra i n te, l’inve rse est
moins probable. La normalisation inte rn a t i o-
nale est un moyen de tra n s fo rmer une ex i ge n c e
en contra i n te. Par exe mple, la norm a l i s a t i o n
d’IEC de l’inte ro p é ra b i l i té des postes de tra n s-
p o rt de l’électri c i té a tra n s fo rmé l’ex i gence non-
fonctionnelle inte ro p é ra b i l i té en contra i n te du
d o m a i n e .
NOT E. Le te rme contra i n te n’ e st sans doute
pas idéal, mais nous l’aimons à cause de l’idée
d ’ e n t rave à la liberté d’action de la machine en
c o n st ruction opposée aux ex i gences qui sont
les entraves que not re machine impose à la
l i b e rté du domaine. FI N D E LA NOT E. 
4.4 CL A S S I F I C AT I O N S
Avant de pré s e n ter not re classification, nous
allons discuter un para graphe tiré de [10] qu i
nous semble donner un bon exe mple de la nou-
velle vision du développement du logiciel qu i
a p p o rte une cri t i que just i fiée de la ri g i d i té des
a p p ro ches classiques du GL.
« Le développement du logiciel est, dans l’en-
semble, un domaine de grands ch a n gements et
d ’ i n s ta b i l i té, c’est-à-dire qu’il s’agit d’un domaine
de développement de nouveaux produits. Le logi-
ciel n’est pas normalement un domaine de pro-
duction de masse ou prévisible : des zones de
p etits ch a n gements où il est possible et efficace de
d é finir to u tes les spécifications stables et les plans
fiables dès l’o ri g i n e . » Nul doute que, norm a l e-
ment, le logiciel n’ e st pas « un domaine de pro-
duction de masse et prév i s i b l e », mais ce
n o rmalement i mp l i que qu’il y ait aussi une « p ro-
duction de masse et prév i s i b l e » qu’une appro ch e
du logiciel ne peut l’o u b l i e r, qu i t te à le ret ro u ve r
sur son chemin dans un avenir pas fo rc é m e n t
t rès éloigné.
Par contre, il n’ e st pas évident que « dans
l ’ e n s e m b l e » il ex i ste un « domaine de gra n d s
ch a n gements et d’insta b i l i té ». L’ i n sta b i l i té et
les ch a n gements ne dépendent pas du logi-
ciel mais des domaines que l’on veut auto m a-
t i s e r. Ce que Larman appelle gra n d s
ch a n gements et insta b i l i té sont souvent de
p etits ch a n gements fonctionnels que la mau-
vaise st ru c t u re du logiciel ne peut supporte r.
Mais, même si l’on suppose qu’il y ait de
grands ch a n gements, la tendance est ori e n té e
ve rs une plus grande sta b i l i té. Po u rquoi ? Pa rc e
que plus on avance et moins on a de domaines
s o ft wa re fre e ,  ce qui imp l i que que les
m a chines logicielles qui ex i stent déjà imp o-
sent des contra i n tes qui emp ê chent les «
grands ch a n ge m e n t s » parce que le domaine à
é té au moins partiellement cadenassé d’un
point de vue sémantiqu e .
Pour la classification, nous nous appuiero n s
sur deux concepts de l’épistémologie de Imre
L a ka to s18 : celui de noyau dur et de ceinture de
p rotection. La fi g u re suiva n te pré s e n te, à l’inté-
rieur du domaine, le noyau dur ento u ré par la
c e i n t u re de protection et par les éléments fl ot-
tants. 
E X I G E N C E S
F i g u re 2 : Stabilité des exigences, des contraintes...
C et te classification peut aussi être considé-
rée comme une gé n é ralisation et une mise au
c e n t re du degré de sta b i l i té proposé en [8].
4 . 4 .1 Noyau dur
• Nom : Noyau dur (ND).
• D é finition : un ensemble d’ex i gences, de
c o n t ra i n tes, d’o b j ets ou d’o b j e c t i fs que les par-
ties pre n a n tes considèrent comme stables pen-
dant la durée de vie de la mach i n e .
• C o m m e n ta i re : à noter que l’on ne considère
pas juste les contra i n te s .
• Mobile : avoir des points de re p è re solides pen-
dant to u te la vie du produit. Ce qui perm et ,
par exe mple, aux ingé n i e u rs du logiciel de tra-
vailler sans avoir sans cesse à met t re en doute
la nécessité de certains éléments.
• Objection : l ’ i n s e rtion d’un élément dans le
ND comp l i que les ch a n gements ra d i c a u x
l o rs que la conservation d’un élément crée des
d i ffi c u l té s .
• Analogie avec la phys i que : les lois de la dyna-
m i que de New ton font partie du ND que la
p e rturbation de l’o r b i te de Pluton ne ch a n ge
pas. Par contre, il faut l’appro che radicale et
géniale des pionniers de la mécanique qu a n-
t i que pour casser le ND de la phys i que ato-
m i qu e .
• Note 1 : le choix des éléments du ND peut être
t rès difficile à fa i re et peut être influencé par les
p a radigmes cachés des parties pre n a n tes. C’est
pour cela que les éléments du ND doivent être
d o c u m e n tés avec leurs just i fi c a t i o n s .
• Note 2 : la situation ex t rême pré s e n tant un ND
vide est très ra re. Elle peut s’ ex p l i quer par la
n o u ve a u té du domaine mais aussi par la pau-
v reté de l’analyse initiale.
• Note 3 : la situation ex t rême pré s e n tant to u s
les éléments dans le ND est assez ra re. Elle
peut s’ ex p l i quer par une définition fo rm e l l e
des inte rfaces pré ex i sta n te, par la ri g i d i té des
m é thodes de développement ou par une
a p p ro che pilotée par les ge st i o n n a i re s .
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•Note 4 : la lecture du document pré s e n tant le
ND perm et aux ingé n i e u rs du logiciel d’entre r
dans le cœur du domaine et de saisir l’essence
du pro b l è m e .
4.4.2 Ceinture de prote c t i o n
•Nom : C e i n t u re de prote c t i o n .
•D é finition : un ensemble d’ex i gences, de
c o n t ra i n tes, d’o b j ets ou d’o b j e c t i fs ayant une
sta b i l i té satisfa i s a n te dans la partie initiale du
d éveloppement mais qui ont une grande pro-
b a b i l i té de ch a n ger avant le ret rait du pro d u i t .
•C o m m e n ta i re : ce qu’ e st une « sta b i l i té satis-
fa i s a n te » dépend des parties pre n a n tes et de
l ’ h i sto i re de l’automatisation du domaine.
•Mobile : p roté ger le ND des ch a n ge m e n t s
a b ru pts et de l’insta b i l i té .
•Objection : d é finition trop vague qui dépend
d’éléments très subjectifs .
4.4.3 Éléments fl ot ta n t s
•Nom : Éléments fl ot ta n t s .
•D é finition : un ensemble d’ex i gences, d’o b-
j ets ou d’o b j e c t i fs qui va rient, naissent et meu-
rent tout au long du cycle de vie du pro d u i t .
•C o m m e n ta i re : p a rmi les éléments fl ot tants, il
n’y a pas de contra i n te s .
•Mobile : tenir compte des ch a n gements et de
l ’ i n sta b i l i té .
•Objection : les éléments fl ot tants ont une vie
b rè ve, car ils doivent cesser d’être fl ot tants si
l ’on veut réaliser une mach i n e .
4.5 PR O C E S S U S D E S E X I G E N C E S
4 . 5 .1 Appro ch e
Non seulement, en raison des grandes diffé-
rences inte rnes, il n’ ex i ste pas de pro c e s s u s19
applicable de manière efficace à to u tes les
domaines mais il n’ ex i ste pas non plus de pro-
cessus applicable de manière efficace à to u tes les
i n stances d’un domaine, car le processus est
i n fluencé par les dimensions re l a t i ves du noya u
d u r, de la ceinture de protection et des éléments
fl ot ta n t s .
C et te diffi c u l té n’ i mp l i que pas pour auta n t
que tout développement soit un déve l o p p e m e n t
ad hoc et qu’il n’y ait pas de discipline. La clas-
s i fication que nous proposons n’a d’autre pré-
tention que de montrer une possible mise en
o rd re des activités sans que cela devienne une
i n f ra st ru c t u re qui limite les mouvements vita u x .
Pour que le processus des ex i gences soit un
p rocessus ité ratif et incrémentiel qui s’ a ch è ve
avec le ret rait de la machine, il faut que les effo rt s ,
les re s s o u rces et les outils soient modulés dans
le te mps. Dans not re proposition, la modulation
e st donnée par l’imp o rtance re l a t i ve du ND, de
la ceinture et des éléments fl ot tants. Mais cet te
i mp o rtance re l a t i ve non seulement module les
e ffo rts dans le te mps mais aussi elle fait en sorte
que le processus soit plus ou moins discipliné :
de l’ex t rême d’une appro che disciplinée de
ge n re GL classique (ceinture et éléments fl ot-
tants vides) à l’autre ex t rême d’une appro ch e
« j o n gl e u r » (ND et ceinture de protection vides)
en passant par to u tes les nuances possibles
d ’o rd re et de discipline.
Si nous devions donner un nom à ce qu e
nous proposons, par analogie avec le vieux
MCEF (Most Critical Element Fi rs t), nous l’ap-
p e l l e rons MSEF(Most Stable Elements Fi rs t), c’est -
à - d i re que le début du processus de
d éveloppement consiste dans la re ch e rche, l’éli-
c i tation, l’analyse et la spécification des éléments
les plus stables, pour les inté grer au noyau dur.
4.5.2 Documenta t i o n
On suppose que trois documents diffé rents sont
gé n é rés, parmi lesquels au moins un ne doit pas
ê t re vide :
•S p é c i fication du ND (SND).
•S p é c i fication de la ceinture prote c t rice (SCP).
•D e s c ri ption des éléments fl ot tants (DEF).
Les trois documents sont indépendants de la
m a chine et sont le ré s u l tat du travail des part i e s
p re n a n tes mais, sans l’inte rvention des ingé-
n i e u rs du logiciel, si ce n’ e st, éve n t u e l l e m e n t ,
que pour les vé ri fications fo rmelles des docu-
ments. Par définition, la SND est la plus stable, la
SCP est moyennement stable et la DEF est trè s
volatile. Même si, dans la pré p a ration des tro i s
documents, on peut observer une certa i n e
s u p e rposition, l’o rd re d’écri t u re normal va du
document le plus stable au document le moins
sta b l e .
Le tableau suivant donne un aperçu des dif-
fé rences entre les trois documents en fo n c t i o n
du moment du début de l’activité qui les
c o n c e rne, des ch a n gements après la livra i s o n
du document, des parties pre n a n tes pri n c i p a l e s
et des mécanismes principaux de va l i d a t i o n .
E X I G E N C E S
Tableau 1 : Caractérisation des documents
C o n t ra i rement à SW E BO K où le premier docu-
ment n’ e st pas une spécification tandis que les
deux suivants le sont, dans not re appro che c’est
le dernier qui n’ e st pas une spécification. Ceci
i mp l i que que ce n’ e st pas l’o rd re de pro d u c t i o n
des documents qui cause un fo rmalisme plus
ou moins grand, un détail plus ou moins gra n d ,
mais son contenu et en particulier l’indépen-
dance du contenu de la machine à ré a l i s e r. Dans
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le cas ex t rême que nous avons appelé « jongl e u r
«, le document qui décrit les éléments fl ot ta n t s
p o u rrait être un simple ensemble de notes de
t ravail info rm e l l e s2 0.
•SND. La SND est une spécification sans aucune
c o n n otation logicielle et est comp l è tement indé-
p e n d a n te de la st ru c t u re de la machine (des
m a chines) qui met t ra (met t ront) en œuvre les
fonctions re quises pour satisfa i re les ex i ge n c e s .
Même si cet te spécification a la même position
dans le processus de développement que le
Document de définition du sys t è m e de SW E BO K,
elle a un rôle et un contenu très diffé rents. Le
rôle de la SND n’ e st pas de « d é finir les ex i ge n c e s
s ystème de haut nive a u » mais de « s p é c i fier les
éléments stables avec le maximum de déta i l s» .
C ’ e st - à - d i re que la SND n’a pas besoin d’être ulté-
ri e u rement détaillée, car les détails des éléments
sont re ch e rchés et documentés dès le début.
Quant au contenu, tandis que le Document de
d é finition du sys t è m e d é finit to u tes les ex i ge n c e s
de haut niveau la SND définit qu e l ques é l é m e n t s
( s u rtout les contra i n tes) avec tous les détails pos-
s i b l e s .
Dans un développement ité ratif et incré m e n-
tiel fondé sur l’arch i te c t u re, la SND donne un
minimum de sta b i l i té pour qu’il n’y ait pas de
« tsunami » fonctionnel ou de qu a l i té qui balaie
la mach i n e .
Dans un domaine où les seuls éléments sta b l e s
sont les machines pré ex i sta n tes, la SND ne
c o n t i e n d ra que des ré fé rences aux spécifi c a-
tions des mach i n e s .
NOT E. La SND n’ e st pas l’équ i valent de l’arch i-
te c t u re fonctionnelle. Le ND est un ensemble
d’éléments stables. FI N D E NOT E
•S C P. Il s’agit d’un document plus agile que la
s p é c i fication du ND mais avec la même st ru c-
t u re de la spécification du ND. Elle contient
ra rement des contra i n tes et des objectifs. Elle
e st surtout concernée par les ex i gences, c’est -
à - d i re par les limites que la machine doit imp o-
ser au domaine.
L o rs qu’on demande de réaliser une mach i n e
dans un domaine très cadenassé par d’autre s
m a chines où il ex i ste une ouve rt u re ve rs un
u t i l i s a teur spécifi que, la SCP peut être vide. 
•D E F. Il s’agit du document qui contient les élé-
ments les plus volatiles et qu’il serait exc e s s i-
vement coûteux de consigner dans une
s p é c i fi c a t i o n .
4.5.3 Quelques cara c té ri s t i ques 
Voici qu e l ques cara c té ri st i ques de not re ébauch e
d ’ a p p ro che, qu’il fa u d ra un jour préciser et jus-
t i fi e r. 
•Absence de ra ffinement d’un document à
l ’ a u t re .
• D e s c ri ption de certains détails dès le début
du pro c e s s u s .
• Mise en place des ex i gences comme trois mou-
vements à spirale sur la spirale principale du
d éve l o p p e m e n t .
• D éveloppement fondé sur l’arch i te c t u re .
• D éveloppement à appro che va riable en fo n c-
tion de la sta b i l i té re l a t i ve des éléments.
• I mp o rtance des documents écrits en langue
n a t u relle pour perm et t re un type de ré fl ex i o n
que la parole ou la parole et la machine ne per-
m et tent pas.
• Fondement sur l’hy p othèse que les nouve a u x
d éveloppements seront to u j o u rs plus cade-
n a s s é s .
• Ad a pta b i l i té à n’ i mp o rte quel type de domaine.
• Application possible de la production à la
chaîne à la re ch e rche pure .
4.5.4 Exe mples 
Voici des exe mples de classification des ex i-
gences à l’inté rieur d’applications typiques :
1. P rotocole HDLC pour l’env i ronnement Un i x .
Il s’agit d’un cas où to u tes les ex i gences fo n c-
tionnelles font partie du noyau dur (inscri te s
dans la norme ISO qui décrit le proto c o l e ) .
Par contre, certaines ex i gences non-fo n c-
tionnelles pourraient être placées dans la cein-
t u re de prote c t i o n .
2 . S ystème de contrô l e / c o m m a n d e pour des
p o stes d’EDF où l’on impose la norme IEC
61850 pour l’inte ro p é ra b i l i té. L’ ex i gences non-
fonctionnelle inte ro p é ra b i l i té est tra n s fo rm é e
en contra i n te par la norme. L’ ex i gence fo n c-
tionnelle commande en deux phases est dans
la ceinture. 
3 . Gestion de la clientèle pour un cabinet de
d e n t i stes. Si le cabinet n’a jamais été info r-
matisé, il est probable que seuls certa i n s
o b j e c t i fs se tro u vent dans le ND.
4 . C o n t rôle de vite s s e d’une auto. Les ex i ge n c e s
n o n - fonctionnelles de sûreté sont certa i n e-
ment dans le ND.
5 . Une application pour gé rer la pet i te (31 bou-
teilles) cave à vin d’un copain. ND et ceinture
v i d e .
5. CO N C L U S I O N
Dans les prolégomènes, et en particulier dans
ce dernier article, nous avons essayé de mon-
t rer qu’il est pré fé rable de soust ra i re du gé n i e
logiciel l’ensemble des activités concernant les
ex i gences. Nous allons synthétiser les ré s u l ta t s
de not re démarche sous fo rme de principe : 
L’ é l i c i tation, l’o b s e rvation, l’analyse, la
s p é c i fication, la synthèse, la va l i d a t i o n
et la vé ri fication des ex i gences concer-
nent les ex p e rts du domaine, les utilisa-
te u rs, les ge s t i o n n a i res et ne concern e n t
pas les ingé n i e u rs du logiciel. ( P 11 )
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Même si nous avons proposé une nouve l l e
a p p ro che des ex i gences fondée sur la sta b i l i té ,
il est clair que le fond de not re ré fl exion se limite
à l’aspect cri t i qu e .
Nous avons essayé, autant que possible,
d ’ év i ter l’emploi du te rme « syst è m e », d’une part
p a rce qu’il est devenu un te rme fo u rre - tout et, de
l ’ a u t re, parce que nous croyons qu’il est trè s
i mp o rtant dans l’automatisation d’insister sur la
d i ffé rence entre l’humain et la machine, même
si tous deux sont des systèmes, même si,
ensemble, ils créent un système. Cet te diffé re n c e
fondée sur la capacité langa g i è re, source de cré a-
t i v i té et de signification, perm et de considére r
l ’ a u tomatisation selon deux points de vue oppo-
sés :
1. ri g i d i té algori th m i que et manipulation syn-
ta x i que avec ce que nous avons appelé un
c a d e n a s s a ge sémantique du domaine pour
les machines ;
2 . a d a pta b i l i té et capacité d’inte rp ré tation ave c
la création de nouveaux espaces de signifi-
cation pour les humains.
Ces deux points de vue opposés perm et te n t
de voir le processus des ex i gences, pro c e s s u s
c e n t ré sur le langa ge, comme un processus qu i
n é c e s s i te une mise à distance dans l’écrit des
c o n c e pts pour limiter les clashes inte rp ré ta t i fs
des parties pre n a n te s .
Voici pêle-mêle les points principaux, qu e
nous avons parfois appelés principes, et qu i
nous ont guidés ou que nous avons eu l’im-
p ression d’atte i n d re :
• SW E BO K a été un énorme pas en avant, car il a
p e rmis de donner une image assez précise de
ce que l’on appelle génie logiciel.
•Le génie logiciel a perdu trop de te mps à imi-
ter la grenouille d’Ésope.
•Le génie logiciel n’a pra t i quement pas d’ana-
logie avec les autres génies. 
* La bra n che des ex i gences dev rait être coupée
du génie logiciel et laissée aux ex p e rts du
domaine, aux ge st i o n n a i res et aux utilisate u rs .
•Pour sortir de la cacophonie de la métro l o g i e
de la qu a l i té, il fa u d rait avant tout emp l oye r
les mesures comme un simple moyen de cla-
ri fication concept u e l l e .
•Les inte rfaces mach i n e - m a chine dev raient être
au centre des inté rêts des ingé n i e u rs du logiciel.
•La sta b i l i té pourrait être un discri m i n a teur effi-
cace dans le processus des ex i ge n c e s .
•Il est impossible d’établir des méthodes uni-
ve rselles valides (dans le sens de l’effi c a c i té et
de la qu a l i té des produits livrés) pour tous les
types de déve l o p p e m e n t .
•La mainte n a b i l i té perfe c t i ve est au centre de
l ’ a u tomatisation fondée sur le logiciel et un
d éveloppement qui dépasse une durée de
qu e l ques semaines dev rait être considéré
comme de la maintenance perfe c t i ve .
•Dans l’automatisation, il n’ e st d’aucune utilité
de parler de domaine des ex i gences en gé n é-
ral et donc d’intro d u i re la fi g u re de l’ex p e rt
des ex i gences, de l’ingénieur des ex i ge n c e s
ou du cognitiviste .
•La validation des ex i gences s’ a n c re au dialogue
des parties pre n a n te s .
Même si, sur le fond, les trois aute u rs sont en
a c c o rd, sur certains détails, les visions de ch a-
cun demeurent assez diffé re n tes, à propos de
l ’ i mp o rtance de la DLN, par exe mple. C’est pour-
quoi nous avons introduit un encadré titré L a
DLN court - c i rc u i té e ! où une appro che sans des-
c ri ption en langue naturelle est pro p o s é e .
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La définition « vulga i re » de la validation en ta n t
que processus perm et tant de s’ a s s u rer que l’on a ré a l i s é
le bon p roduit et celle de la vé ri fication en tant qu e
p rocessus perm et tant de s’ a s s u rer que l’on réalise b i e n
le produit font désormais partie des acquis de base de
tout étudiant en génie logiciel. Cet te distinction est ana-
logue à celle qui ex i ste entre ex i gences et concept i o n
que l’on discriminait jadis à l’aide de deux autres te rm e s
m a g i ques : quoi et c o m m e n t. Mais la diffé rence entre le
« qu o i » et le « comment » s’ e sto mpe dès que l’on ch a n ge
de point d’o b s e rvation, il en va de même pour le « bon »
et le « bien ». Ce n’ e st donc pas un hasard si la vé ri fi c a-
tion et la validation sont si souvent solidement cou-
plées dans l’acro nyme V&V.
A p rès cet te mise en ga rde, voici la définition de [3]
de validation :
« C o n fi rmation par examen en fo u rnissant une
p re u ve objective que les ex i gences part i c u l i è res concer-
nant un emploi spécifi que visé sont satisfa i te s . »
A p rès cet te définition, il n’ e st pas étonnant de
ret ro u ver la note suiva n te : « la validation est norm a-
lement effectuée sur le produit final dans des condi-
tions d’o p é ration défi n i e s » ce qui n’ e st qu’une défi n i t i o n
plus fo rmelle de ce que l’on entend par l’ex p ression «
bon produit «. Mais la note continue ainsi : « elle peut être
n é c e s s a i re dans les phases pré c é d e n te s », ce qui nous
ramène à nos considérations sur les ex i gences. Po u r
nous aider à éclaircir les implications de la validation des
ex i gences, on peut considérer une autre note associée
à la définition pré c é d e n te : « Dans la conception et dans
le développement, la validation concerne le pro c e s s u s
qui consiste à examiner un produit pour en déte rm i n e r
la confo rm i té avec les besoins de l’utilisate u r ». Même
si nous ne considérons pas la désinvo l t u re avec laqu e l l e ,
dans une norme qui définit la conception comme l’une
des phases du développement, on met sur le même
plan conception et développement, nous ne pouvo n s
pas ne pas nous arrê ter sur les « besoins de l’utilisa-
te u r ». 
CO D A D I A L O G I Q U E.
— Besoins de quel utilisateur ?
— De l’utilisateur du produit final, bien sûr ! De celui qu i
va emp l oyer la mach i n e .
— Mais le document qui pré s e n te les ex i gences n’ e st - i l
pas, lui aussi, un produit ? « Final «, lui aussi, en
qu e l que sorte .
— C e rte s .
— Qui, lui aussi, a des utilisate u rs ?
— Comment le nier.
— Mais, qui sont ces utilisate u rs ?
EN C A D R É 1
DU B O N E T D U B I E N AV E C C O D A D I A L O G I Q U E
— Les ingé n i e u rs du logiciel, et tous ceux qui part i c i-
pent aux rev u e s .
— La note peut donc vouloir dire qu’il faut valider par
ra p p o rt aux besoins des ingé n i e u rs du logiciel et de
l ’ u t i l i s a teur final, n’ e st-ce pas ?
— Sans l’o m b re d’un doute .
— E st-ce que ces deux ge n res de validation ont qu e l qu e
chose en commun ?
— De prime abord, je ne vois pas. Les produits sont te l-
lement diffé rents. 
— Nous qui travaillons en GL et qui croyons que la main-
tenance perfe c t i ve n’ e st pas une simple annexe du
d éveloppement mais son vrai centre, nous tous, nous
d ev rions y ré fl é ch i r. Mais aujourd’hui limito n s - n o u s
à dire que les besoins de l’ingénieur du logiciel sont
beaucoup plus liés à la fo rme des documents qu’ à
leur contenu et conte n tons-nous de considérer l’uti-
l i s a teur fi n a l .
— Oui, c’est déjà assez comp l i qué comme ça.
— Il faut « une pre u ve objective » que les besoins sont
s a t i s faits. Il faut donc que... disons que l’ex i ge n c e
E 0 01 soit reconductible à un ou plusieurs besoins et
que le besoin soit clairement ex p rimé et inte rp ré-
table sans ambiguïté .
— Ce qui est impossible avec des documents en langue
n a t u re l l e .
— Comment ne pas être d’accord ? Alors doit-on lais-
ser tomber la validation des ex i gences ? 
— Je ne sais pas. Il semble que vous vouliez me fa i re
d i re que oui.
— Pas du to u t .
— Mais comment fa i re, alors ?
— Il faut commencer par donner à cet « objective m e n t »
une autre signification que celle qu’on lui donne
d’habitude, du ge n re « indépendant de to u te consi-
d é ration subjective » .
— N ’ e st-ce pas plus simple de, simplement, effacer «
o b j e c t i ve m e n t » ?
— Plus simple mais moins utile si on veut appro fo n d i r
ce qu’ i mp l i que vouloir une « pre u ve objective » pour
p o u voir valider les ex i gences. Considérons les rev u e s ,
par exe mple. Comment avoir une pre u ve objective en
p a rtant de deux documents en langue naturelle et
qui sont donc assujettis à de possibles inte rp ré ta-
tions diffé re n tes ?
— On est revenu à la case de départ .
— A p rès un tour ex p l o ra to i re qui perm et de mieux cibler
les concepts. Imaginons que la pre u ve objective soit
le ré s u l tat des éch a n ges entre les participants à la
revue. On discute de l’ex i gence Ex001, on la com-
p a re avec le besoin B004, on tro u ve qu’il faut ch a n ge r
qu e l que chose en Ex001 mais en même te mps en
B 0 04 . . .
— Mais si on ch a n ge le besoin, on ne valide plus ri e n .
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tout des qu a l i tés des inte rve n a n t s .
— Aussi de la qu a l i té des inte rvenants, mais surtout de
l e u rs connaissances du domaine et de leur connais-
sance de ce que veulent les utilisate u rs, les clients,
les ge st i o n n a i res, et c .
— Mais qui connaît tous cela ?
— Les ex p e rts du domaine, les utilisate u rs, les clients, les
ge st i o n n a i res, bien sûr.
— Et les ingé n i e u rs du logiciel ?
E X I G E N C E S
EN C A D R É 1 (S U I T E)
— Ou on valide encore plus, parce qu’on revient en
a rri è re, on appro fondit, on fait naître de nouve l l e s
i d é e s . . .
— Et comme ça le développement ne fi n i ra jamais...
— Il fi n i ra parce que les te mps alloués sont limités et
les méthodes de travail doivent être appliquées. La
revue pre n d ra fin et finalement on aura des ex i ge n c e s
et des besoins mieux pré c i s é s .
— Mais l’« objectivité » que l’on re ch e rche dépendra sur-
EN C A D R É 2
PR I N C I P E S
P 01 : Tout domaine contient au moins une partie auto-
matisable. P rincipe d’o u ve rt u re, car il indiqu e
que dès que les humains créent un domaine, on
peut y intro d u i re une machine qui en auto m a t i s e
une part i e
P02 : Une partie d’un domaine est comp l è tement auto-
matisable si, et seulement si, ses fro n t i è res sont
fo rmalisables. P rincipe de fe rm et u re, car il indiqu e
que seul un sous-ensemble des domaines est com-
p l è tement auto m a t i s a b l e .
P03 : Le génie logiciel n’est pas un génie comme les
a u t res en raison du nombre illimité de domaines
pour lesquels on peut pro d u i re des logiciels et de
l ’ ex t rême fa c i l i té à gé n é rer des copies des exé c u-
tables. 
Avec son coro l l a i re : To u te analogie fondée sur
les génies traditionnels crée des modèles erro n é s
et de faux espoirs
P 04 : La m a i n te n a b i l i té est la qu a l i té intri n s è que pri n-
cipale de to u te appro che d’ingé n i e rie au déve-
loppement du logiciel.
P05 : Les coûts d’info rmatisation de qu e l que chose de
c o mp l exe sont to u j o u rs élevés, quelle que soit la
s i mp l i c i té de la solution.
P06 : Pour qu’il y ait éch a n ge d’info rmation, il faut un
s u b s t rat. 
P 07 : Pour spécifier une inte rface, il faut des connais-
sances dans le domaine où la machine opère .
P08 : Seule la spécification des inte rfaces inte rnes d’une
m a chine logicielle appartient au domaine du GL.
P09 : Une personne ne peut pas éch a n ger des données
avec un logiciel.
P 10 : Dans l’automatisation il n’ ex i s te pas de domaine
des ex i ge n c e s .
Avec comme coro l l a i re : Le rôle d’ex p e rt ou d’in-
génieur des ex i gences est un rôle vide.
P 11 : L’ é l i c i tation, l ’o b s e rvation, l ’analyse, la spé-
c i fication, la synthèse, la validation et la vé ri-
fication des ex i gences concernent les ex p e rt s
du domaine, les utilisate u rs, les ge s t i o n n a i re s
et ne concernent pas les ingé n i e u rs du logi-
c i e l .
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EN C A D R É 3
TA X O N O M I E D E S A P P L I C AT I O N S V E R S U S TA X O N O M I E D A N S L E S A P P L I C AT I O N S
Dans l’introduction de [5], l’un des livres les plus
c i tés dans SW E BO K, et, à not re avis, l’un des livres « clas-
s i qu e s » les plus inté ressants, après une partie sur l’im-
p o rtance des ex i gences, on en tro u ve une autre qui est
intitulée Ta xonomie des applications, qui perm et d’ap-
p ro fondir not re cri t i que des tra i tements des ex i ge n c e s
dans le génie logiciel.
La ta xonomie des applications est proposée dans
le but de « Diviser le monde des applications logicielles
en classes montrant des pro p ri é tés communes qui per-
m et tent d’appliquer unifo rmément un ou des outils et
des te ch n i ques pour les ex i ge n c e s» .
Les cinq classes proposées sont :
« 
1. Diffi c u l tés du pro b l è m e .
2. Relations te mp o relles entre les données et le tra i-
te m e n t .
3. No m b re de tâches simultanées à exé c u te r.
4. Diffi c u l tés re l a t i ves des aspects données, contrô l e
et algori thmes du pro b l è m e .
5. Déte rm i n i stes ve rsus non-déte rm i n i ste s .
»
Des cinq classes proposées, les qu a t re dern i è re s
sont d’une très grande utilité dans la conception. Il suf-
fit d’avoir participé au développement de qu e l qu e s
applications pour savoir que ces qu a t re classes ont un
grand impact sur la manière de décri re la concept i o n .
En effet, le titre du ch a p i t re dit bien « ta xonomie des
a p p l i c a t i o n s », mais la ta xonomie des applications, lors-
qu’elle est appliquée aux ex i gences, devient une ta xo-
nomie qui brouille les pistes parce qu’elle introduit des
ex i gences qu’on impose à l’application ( st ru c t u re de
l’application) comme des ex i gences qu’on demande
de satisfa i re par l’exécution (la dynamique) de l’ap-
p l i c a t i o n .
En ce qui concerne la pre m i è re classe, D i ffi c u l té
du pro b l è m e, il fa u d rait voir de quel problème il s’ a g i t
: du problème lié au domaine ou du problème de
c o n st ruction de l’application ? S’il s’agit du pro b l è m e
de const ruction de l’application, ce n’ e st pas dans
le cadre des ex i gences qu’on le résout ; s’il s’agit d’un
p roblème lié au domaine, de la diffi c u l té de qui parl e -
t-on ? De celle des ex p e rts pour décri re le domaine
et fi xer les objectifs ou de celle des ingé n i e u rs du
logiciel qui doivent le comp re n d re ? Dans le pre m i e r
cas, c’est le domaine (et donc ses ex p e rts) qui déte r-
mine les outils et les te ch n i ques ; dans le deuxième,
il s’agit des problèmes de lisibilité, de cohére n c e ,
etc. c’est - à - d i re de problèmes psych o l o g i ques pro p re s
aux humains et qui dépassent le cadre du génie logi-
ciel. 
C et exe mple de ta xonomie est un très bel exe mp l e
de la confusion qui règne dans le monde du génie logi-
ciel lors que le « domaine des ex i gences « y est annexé .
C et te annexion crée des fro n t i è res fluides entre la
c o n c e ption et les ex i gences qui peuvent fa c i l e m e n t
fa i re penser que le « développement s e a m l e s s » est autre
chose qu’une ex p ression de marketing pour désigner
des outils et des méthodes ori e n tés objet. Ce n’ e st pas
p a rce que l’on emploie UML dans les diagra m m e s
c o n c e ptuels et dans la conception qu’ e n t re les deux il
y a une confusion possible. Que l’un des livres cano-
n i ques sur les ex i gences puisse se laisser aller à de te l l e s
c o n s i d é rations n’ e st pas un indice de la faiblesse de
l ’ a u teur mais celui de la maladie ch ro n i que (et non de
la crise !) du génie logiciel.
C et te classification est une classification hori z o n-
tale, c’est - à - d i re qu’elle couvre tous les domaines pour
t ro u ver des outils et des te ch n i ques valables en fo n c t i o n
des attributs des applications et non des cara c té ri s-
t i ques du domaine. Nous croyons que ce qui est imp o r-
tant, c’est d’adopter des classifications ve rticales :
c ’ e st - à - d i re en fonction des domaines d’application. Et
c ’ e st à l’inté rieur de ch a que domaine que l’on peut
i n t ro d u i re des classifications des ex i gences comme
nous l’avons fait en 4.
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LA DLN C O U RT-C I R C U I T É E !
C e rtaines habitudes de travail favo risent une
a p p ro che de développement plutôt qu’une autre. La
d e s c ri ption en langue naturelle tend à favo riser un
c ycle de développement en cascade. Il est naturel de
vouloir obtenir une DLN la plus comp l è te possible
avant d’aborder les phases suiva n tes. Pour certains sys-
tèmes, cela est nécessaire. Dans une grande maj o ri té de
cas, le cycle en cascade est contre - p ro d u c t i f .
Le livre de Boehm et Tu rn e r, Balancing Agility and
D i s c i p l i n e, Addison We s l ey, 2004 propose une gri l l e
d ’ a n a lyse pour déte rminer quand une appro che « dis-
c i p l i n é e » est pré fé rable à une appro che « agile ». Fo rc e
e st de consta ter que, sauf dans les cas où la vie humaine
e st en jeu ou qu’un pro j et imp l i que plusieurs centa i n e s
de déve l o p p e u rs, l’appro che « agile » tend à être favo-
ri s é e .
Les aléas du cycle de développement en cascade
ont fait le sujet de nombreuses études. Larman, dans
Agile & Ite ra t i ve Deve l o p m e n t, Addison We s l ey, 2004 ,
c o n s a c re un ch a p i t re entier à résumer les études les
plus perc u ta n tes à ce sujet. Dans une étude citée, sur les
p ro j ets analysés, 45% des fo n c t i o n n a l i tés décri tes dans
les DLN n’ont pas été utilisées et 19%, l’ont été ra re-
ment, une fois le système déve l o p p é .
Quelle est la solution de re mplacement ?
Pour certains, la DLN n’ é tant ni re quise ni souhaita b l e
dans une maj o ri té de cas, plusieurs solutions de re m-
placement ont été proposées ces dern i è res années.
Pa rmi les plus connues, citons UP (Un i fied Pro c e s s ) ,
XP (Extreme Pro gramming), SCRUM et EVO (Evo l u-
t i o n a ry Project Management). Certaines de ces
a p p ro ches ne sont pas ré c e n tes. EVO fut utilisée dès
les années 60 et a été publiée à partir de 1976 .
Ces appro ches ont en commun les cara c té ri st i qu e s
s u i va n tes :
1. Ces appro ches sont à gé o m é t rie va riable. Elles ch e r-
chent à couvrir un large espace allant d’un degré de
« c é ré m o n i e » faible à moyennement fo rt. Ce degré
de « c é ré m o n i e » se cara c té rise par l’ex i gence de pro-
d u i re ou non certains documents fo rmels. Il appar-
tient à l’équipe de pro j et d’établir très tôt le degré de
c é rémonie optimal et de ne pas hésite r, le cas éch é a n t ,
à le modifier en cours de ro u te .
2 . Ces appro ches sont to u tes ité ra t i ves et incré m e n-
tielles. La durée d’un cycle peut va rier de deux à huit
semaines. Une durée ne dépassant pas qu a t re
semaines est fo rtement suggé rée. À ch a que cyc l e ,
l ’ é quipe du pro j et doit livrer un système fo n c t i o n-
nel, même si incomp l et. Un système fo n c t i o n n e l
exclut des prototypes et inclut un design et du code
de qu a l i té « pro d u c t i o n » .
3 . P l u s i e u rs favo risent un éch a n ge dire c te et continu
e n t re un re p ré s e n tant du client (le client étant le déci-
deur et le payeur pour le système en opposition ave c
les utilisate u rs du système) et l’équipe de déve l o p-
pement. Ce re p ré s e n tant parta ge phys i quement l’es-
pace de travail de l’équipe. L’objectif est de diminuer
le plus possible les délais et les problèmes d’inte r-
p ré tation entre ce que le client désire et ce qu e
l ’ é quipe en comp re n d .
4. Au début de ch a que ité ration, l’équipe établit, avec le
re p ré s e n tant du client, les fo n c t i o n n a l i tés à imp l é-
m e n ter dans l’ité ration. Avec l’appro che XP, la des-
c ri ption des fo n c t i o n n a l i tés est écri te à la main sur
une pet i te carte (sto ry cards), une fo n c t i o n n a l i té par
c a rte. Le détail sera établi au fur et à mesure par des
discussions entre tous (réunions qu otidiennes où les
p a rticipants re stent debout).
5 . L’ é quipe, après qu e l ques ité rations, est capable d’es-
timer sa vitesse de réalisation. Avec l’appro che XP,
l ’ é quipe dira qu’elle imp l é m e n te, par exe mple, en
m oyenne 15 sto ry cards en deux semaines.
6 . Le re p ré s e n tant du client, grâce à une ré t roaction ra p i d e ,
peut voir si le système en développement répond à
ses besoins. Il est maître de modifier ses besoins et leur
s é quence d’imp l é m e n tation à ch a que cyc l e .
7. L’ a rch i te c t u re du système est réalisée très tôt. Car on
veut pouvoir démontrer le fonctionnement du sys-
tème même incomp l et en mode « pro d u c t i o n ». Les
éléments ri s qués sont résolus le plus tôt possible.
8 . Un minimum de documentation est pro d u i te, juste le
n é c e s s a i re pour aider à la pro chaine ité ra t i o n .
En conclusion
Les diffi c u l tés de la DLN sont inhére n tes au fait qu’o n
te n te de décri re un système en devenir et que ch a qu e
p a rtie pre n a n te en a une vision pro p re dans un vo c a-
b u l a i re lui étant pro p re. Ce problème est similaire à ce
qui est ra p p o rté dans la Bible concernant la Tour de
Babel. Le génie logiciel ch e rche encore à ré s o u d re ce
p roblème. Les appro ches « agiles » conto u rnent le pro-
blème en réalisant très tôt un système fonctionnel et
en le modifiant à ch a que ité ration avec l’apport néces-
s a i re d’un re p ré s e n tant du client ayant les pouvo i rs
décisionnels re quis. Il serait ainsi possible et pré fé ra b l e
d ’ exc l u re la DLN du domaine du génie logiciel.
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NO T E S
1 Un re m e rciement particulier à Véro n i qu e
Dassas pour le travail ingrat de révision du
tex te .
2 La cri t i que qui consiste à dire qu’il n’ e st pas
n é c e s s a i re d’avoir un document conte n a n t
la descri ption en langue naturelle et qu’il suf-
fit d’avoir « la descri pt i o n » en tête est pour
nous contra i re à to u te saine appro che te ch-
n i que et donc irre c evable dans ce contex te .
À moins bien sûr qu’il s’agisse de va ri a t i o n s
minimales sur des automatisations déjà ré a-
lisées plusieurs fois (mais, là aussi, il fa u d ra i t
en discuter), des applications jouets ou de
la re ch e rche « pure » .
3 À moins de considérer les défauts comme
des contradictions et non comme une
« réponse corre c te » aux erre u rs humaines.
4 C et ex t rême est un clin d’œil à la « pro gra m-
mation ex t rê m e » qui, ex p u rgée d’un gra n d
n o m b re de naïvetés, pourrait être l’une des
m é thodes du génie logiciel dans des
domaines bien spécifi qu e s .
5 S o u vent de simples pré fé rences non mot i-
vées (et non just i fiables) de certains inte r-
ve n a n t s .
6 Sta ke holders.
7 Les ingé n i e u rs du logiciel, dans les diffi c u l té s
de classification de leur pro p re domaine,
p o u rraient tirer pro fit de la connaissance des
d i ffi c u l tés que, dans la longue histo i re des
c l a s s i fications animales, on a eues à classer
l ’o rn i th o ry n que, cet animal qui a bien des
ressemblances, cachées bien sûr, avec le
génie logiciel.
8 Ce « tâch e » est sans doute l’« a c t i v i té » de ISO
12 2 07.
9 Il est tellement clair que to u te séparation qu i
se veut net te entre des activités humaines est
a rt i ficielle qu’il est inutile de le souligner.
Po u rquoi donc, dans le GL, souligne-t-on si
s o u vent qu e l que chose de si évident ? Sans
d o u te parce que dans les deux pre m i è re s
décennies du GL, on a créé des sépara t i o n s
é ta n ches très art i ficielles pour contrer une
a p p ro che naïve qui voyait le déve l o p p e m e n t
du logiciel comme une nébuleuse où il éta i t
inutile de diffé rencier les activités et les docu-
m e n t s .
10 Il est courant dans un pro j et que des leaders
i mposent leurs vues en écrasant, du haut de
l e u rs comp é tence et de leur ch a risme, des
idées qui n’ont pas de ch a mpions assez
e n t raînés. On dira : « C’est normal, c’est ça la
v i e » ; on est d’accord. No rmal mais avec des
c o n s é quences très néga t i ves pour l’élicita-
tion des ex i gences qui ont besoin de « démo-
c ra t i e » au moins au niveau du discours. Ce
n’ e st donc pas un hasard si, souvent, les per-
s o n n a l i tés très fo rtes, si utiles pour bien ré a-
liser une pre m i è re ve rsion d’un pro d u i t ,
d eviennent un frein et un poids quand les
te mps longs et fo n d a m e n taux de la mainte-
nance perfe c t i ve prennent le dessus.
11 Ce que dans les normes IEEE on appelle
C o n c e pt of Opera t i o n.
12 À noter que l’on ne parle pas des spécifi c a-
tions mais, de façon plus gé n é ri que, de docu-
m e n t .
13 L’o b s e rvation que l’on peut valider les ex i-
gences par ra p p o rt aux besoins, si les besoins
sont consignés dans un document, ne fa i t
que déplacer le problème en amont.
14 Ce qui crée éventuellement de possibles
c o n flits sémantiques avec vé ri fi c a t i o n .
15 Ce qui est exa c tement le contra i re de ce qu e
l ’on dit normalement : c’est - à - d i re que la main-
tenance est un déve l o p p e m e n t .
16 Si les my thes ont mauvaise presse dans un
monde étro i tement scientiste, c’est parce qu e
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l ’on ignore la fonction fo n d a t rice des my th e s
dans not re civilisation (dans to u tes les civi-
lisations). Les my thes actuels du GL sont eux
aussi une nécessité pour pouvoir un jour pas-
ser à... d’autres my th e s .
17 C o n c e pt of Operation : principes d’o p é ra-
t i o n .
18 Le choix de l’épistémologie de Laka tos ave c
son « ra t i o n a l i s m e » parfois excessif nous
semble idéal en ces te mps anarch i ques où l’o n
c roit ré gler tous les problèmes à l’aide d’une
a u tomatisation sauva ge. Cet te anarchie dev ra i t
fa i re cra i n d re aux personnes très peu sensibles
aux problèmes ouve rts et résolus par l’auto-
matisation un retour de balancier où l’on ch e r-
ch e ra à diaboliser l’automatisation comme
s o u rce de tous les maux. Il vaut donc la peine,
au moins quand on se pique de réaliser des
m a chines et d’écri re des articles, de limiter une
l i b e rté qui pousse trop souvent à la const ru c-
tion de machines de piètre qu a l i té et à la ré d a c-
tion d’articles ex s a n g u e s .
19 Nous ne parlons pas nécessairement de pro-
cessus fo rmel, mais d’un ensemble d’activité s
nommées et reconnues par les parties pre-
n a n te s .
2 0 Sans se ré d u i re à des analyses écri tes sur des
s e rv i et tes de re sta u rant comme c’était sou-
vent le cas dans les opt i m i stes et incons-
c i e n tes années 197 0 .
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