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Kudama の有用性を確認するために Kudama スクリプトの記述しやすさと，Kudama
を使用して作成したプログラムの修正のしやすさを評価するための実験を行った．この実
験では，Android Studio を使って Android アプリ開発をしたことのある複数の被験者に
Kudamaを使って動的処理を記述させた．評価の結果，Kudamaが対応している画面遷移







Code Generation Tool Repeatedly Applicable to Android
Application Development
Mayu OKUDA
We generally use Android Studio, which is an integrated development environment
(IDE), when we develop Android applications. In development using Android Studio,
we describe the design, such as arrangement of buttons and color settings, in XML
and dynamic behavior, such as screen transitions on button press, in Java. Android
applications often have simple dynamic behavior like screen transitions and dialog pop-
ups in many places. Although such dynamic behavior is realized by a typical program
fragment, it is tedious to describe this fragment because the fragment comprises a few
lines. Furthermore, it is dicult to understand correspondence between buttons and
descriptions of dynamic behavior because similar program fragments are repeated.
The purpose of this study is to make it easier to implement frequently used dy-
namic behavior, particularly screen transitions and dialog pop-ups. For this purpose,
we developed a program generation tool, named Kudama, which generates Java pro-
grams of such dynamic behavior. The input of Kudama is a XML document containing
description in our domain specic language (Kudama Script) and a template of Java
programs, and its output is a Java program, which is the template ll with descriptions
of dynamic behavior. Kudama can be used repeatedly in development of Android appli-
cation by using the program that Kudama generated as a template. Kudama Script is
domain specic language for describing screen transitions and dialog pop-ups, which is
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designed to allow the users to describe such dynamic behavior with simple description.
Moreover, we designed Kudama Script to be described in the XML document so as to
improve readability by making correspondence between design elements such as buttons
and descriptions of their dynamic behavior clear.
We evaluated Kudama in terms of describability of Kudama Script and diculty of
modication of programs generated by Kudama. In the experiment, we had ten devel-
opers who have experience of Android application development using Android Studio
use Kudama to program dynamic behavior. Results of this evaluation revealed that
programing those dynamic behavior using Kudama is easier than that using Java that
Kudama supports, that is, screen transitions and dialog pop-ups. However, diculty of
modication of programs in a development with Kudama was similar to that without
Kudama.
key words Android, domain specic language, Java, code generation
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間がかかる．図 1.1 は Android アプリに設置されたボタンを押した際に画面遷移を行う動
的処理を表すプログラム片の例である．1行目では，R.id.menu buttonにより，XML中
で menu buttonという IDをつけたボタンのオブジェクトを作成している．2行目では，そ
のボタンを押した場合の処理とするため，setOnClickListener インターフェイスを実装







1 Button button = (Button) findViewById(R.id.menu_button );
2 button.setOnClickListener(new View.OnClickListener () {
3 @Override
4 public void onClick(View v) {













するツールである Kudamaを開発した．Kudamaは，Android Studioを用いて Android
アプリを開発する際に利用することを想定する．Kudama を使った開発では，画面遷移と
ダイアログの表示の動的処理を，これらを記述するのに特化しているスクリプト言語 (以下，
Kudama スクリプト) で記述し，XML のボタンなどを表す要素に対して付加する．XML
の要素に直接動的処理を書き込めるため，デザインと動的処理の対応が分かりやすくなる．
Kudamaは図 1.2のように，Kudamaスクリプトを記述した XMLと雛形となる Javaプ
ログラムを入力として，Kudamaスクリプトで記述された動的処理の内容を含む Javaのプ





2 android:layout_width =" wrap_content"
3 android:layout_height =" wrap_content"







図 1.3 Kudamaスクリプトを記述した XMLドキュメントの例
スクリプトを記述した例である．図 1.3の 9行目の下線部は画面遷移を表す Kudamaスク




本論文の構成は以下の通りである．第 2章で本研究の前提となる Android Studioを用い
た Androidアプリの開発について説明する．第 3章では，本研究で作成したツールである
Kudamaの設計について述べる．第 4章では，第 3章をもとにした Kudamaの実装につい





















Activity として機能するための最低限の Java のプログラムと対応する XML が含まれる．












6 public class MainActivity extends AppCompatActivity {
7
8 @Override





図 2.1 Android Studioで自動生成される Activityの例
Android Studio では，Android アプリのデザインを XML で全て記述する必要はなく，
Android Studioに搭載されている図 2.2のような GUIである程度自動生成する．




Android Studio で Android アプリの一つの画面を作成する流れを図 2.3 に示す．まず，
Android アプリの画面デザインを GUI で編集する．GUI で編集しきれないものは XML
で記述する．次に，この編集した XML ファイルに対応する Activity に必要な動的処理を







2. 各画面の Activity の枠組みを Android Studio の機能で自動生成し，それぞれの
Activityに対応するデザインの XMLを GUIを用いて作成する．例として，ホーム画
面の XMLを図 2.4に示す．8から 15行目はデザインを表す要素であり，Andridアプ
リ上ではメンバーと書かれたボタンとして表示される．8行目の Buttonはこの要素の







1 <?xml version ="1.0" encoding ="utf -8"?>
2 <android.support.v4.widget.DrawerLayout
3 xmlns:android ="http :// schemas.android.com/apk/res/android"











9 android:layout_width =" match_parent"
10 android:layout_height =" wrap_content"
11 android:text="メ ン バ ー"
12 android:id="@+id/member_button"
13 android:background =" @android:color/holo_red_light"
14 android:layout_alignParentLeft ="true"






図 2.4 ホーム画面の XML

















4 public class HomeActivity extends AppCompatActivity {
5 @Override




10 Button member = (Button) findViewById(R.id.member_button );
11 final AlertDialog.Builder member_dialog = new AlertDialog.Builder(this);
12 member.setOnClickListener(new View.OnClickListener () {
13 @Override
14 public void onClick(View v) {
15 secret_dialog.setMessage ("別 の 画 面 に 遷 移 し ま す が ， よ ろ し い で す か ？")
16 .setTitle ("注 意!")
17 .setPositiveButton ("は い" , new DialogInterface.OnClickListener () {
18 @Override
19 public void onClick(DialogInterface dialogInterface , int i) {
20 Intent intent = new Intent(getApplication (), MemberActivity.class);
21 startActivity(intent );
22 }})



















Kudama スクリプトを記述した XML と雛形となる Java プログラムが記述されたファイ
ルを入力として，Activityとなる Javaプログラムを生成する．この Javaプログラムには
Kudamaスクリプトをもとにした動作を表すプログラム片が含まれる．









XML で書かれたコードの要素に対して Kudama スクリプトを組み込むことができる．
組み込む場合は図 1.3の 9行目のように Kudama=”hKudamスクリプト i”の形で記述す
る．Kudamaスクリプトでは組み込んだ要素が表すものをタップした際に起動する動作を対
象としている．Kudama スクリプトが対応している動的処理は画面遷移とダイアログの表
示である．Kudamaスクリプトの文法を図 3.2に示す．ここで ActivityNameと IconName
は Javaのであり，Messageと Titleは文字列である．文字列は [ ]で囲って記述し，[ ]内
で]と n は nでエスケープする．























 3行目のように public classを含む文が書いてある
Prog ::= Stmt
Stmt ::= GoStmt j Dia log
GoStmt ::= go( Activi tyName )
Dia log ::= Dia l o gL i s t Dia logBut ton*
Dia l o gL i s t ::= dialog( Message )
j dialog( Message , T i t l e )
j dialog( Message , T i t l e , IconName )







1 Kudama = "go(MenuActivity )"
図 3.3 画面遷移を表す Kudamaスクリプトの例
1 Kudama = "dialog ([ボ タ ン が 押 さ れ ま し た] ,[ ダ イ ア ロ グ])"
図 3.4 簡単なダイアログを表示する Kudamaスクリプトの例
 4行目から 8行目のようにオーバーライドされた onCreateメソッドが書いてあり，メ
ソッド内に図 3.6の 7行目の文が書いてある















1 Kudama = "dialog ([あ な た は 鵜 川 研 の メ ン バ ー で す か ？] ,[ ボ タ ン ６] , icon_plask)
2 　 　 　 　 　 　 　.([ は い]){ dialog ([は い が 押 さ れ ま し た]).([ OK]){} }
3 .([い い え]){}"
図 3.5 複雑なダイアログを表示する Kudamaスクリプトの例
3.6 Kudamaを用いたAndroidアプリ開発
Kudamaを用いた Androidアプリ開発の流れを図 3.8に示す．開発の流れとしては，デ
ザインの作成までは 2.2 節で記述した Android アプリ開発の流れと同じだが，動的処理の










3　 　 public class
4
5 @Override








図 3.7 Kudamaの設定書き込み用 GUI
図 3.8 Kudamaを用いた Androidアプリ開発の流れ
いて述べる．Kudamaを用いて作成する際の XMLは，図 3.9のようになる．研究室の web
ページに移動する処理など Kudamaは対応していない処理は，雛形のプログラムか生成さ
れた Javaのプログラムに対してあらかじめ記述する．Kudamaを使った開発では，図 2.5




1 <?xml version ="1.0" encoding ="utf -8"?>
2 <android.support.v4.widget.DrawerLayout
3 xmlns:android ="http :// schemas.android.com/apk/res/android"











9 android:layout_width =" match_parent"
10 android:layout_height =" wrap_content"
11 android:text="メ ン バ ー"
12 android:id="@+id/member_button"
13 android:background =" @android:color/holo_red_light"
14 android:layout_alignParentLeft ="true"
15 android:layout_alignParentStart ="true"
16 Kudama = "dialog ([注 意!] ,[ 別 の 画 面 に 移 動 し ま す が ， よ ろ し い で す か?])
17 .([は い]){ go( MemberActivity ) }























例として図 4.1 の XML の場合，下線部の情報が抽出される．19 行目の下線部が上記の
Kudama スクリプト，12 行目の下線部が要素名，16 行目の下線部が要素の ID，10 行目
の下線部が Activity 名である．10 行目は Activity を自動生成する際に同時に生成された
{ 17 {
4.1 XML解析部
1 <?xml version ="1.0" encoding ="utf -8"?>
2 <RelativeLayout xmlns:android ="http :// schemas.android.com/apk/res/android"
3 xmlns:tools ="http :// schemas.android.com/tools"
4 android:layout_width =" match_parent"
5 android:layout_height =" match_parent"
6 android:paddingBottom =" @dimen/activity_vertical_margin"
7 android:paddingLeft =" @dimen/activity_horizontal_margin"
8 android:paddingRight =" @dimen/activity_horizontal_margin"
9 android:paddingTop =" @dimen/activity_vertical_margin"
10 tools:context ="com.plask.plaskapp.MainActivity ">
11
12 <Button
13 android:layout_width =" wrap_content"
14 android:layout_height =" wrap_content"







図 4.1 アプリデザイン XMLの例
XMLの場合にはあらかじめ書き込まれているが，XML単体でファイルを生成した場合に
は書き込まれていないため，Kudamaを適用させる際にユーザが書き込む必要がある．
































1 Button button = (Button) findViewById(R.id.button );
図 4.2 対応する要素の IDを読み込むプログラムの例
1 button.setOnClickListener(new View.OnClickListener () {
2
3 @Override
4 public void onClick(View v) {
5
6 Intent intent = new Intent(getApplication (), Activity1.class);
7 startActivity(intent );
8 }});
図 4.3 画面遷移の Javaプログラムの例











要素に図 3.4の Kudamaスクリプトを記述した際に生成されるプログラムを図 4.4に示す．
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4.4 Javaプログラム合成部
1 final AlertDialog.Builder button_builder= new AlertDialog.Builder(this);
2 button.setOnClickListener(new View.OnClickListener () {
3
4 @Override
5 public void onClick(View v) {
6 button2_builder.setMessage ("ボ タ ン が 押 さ れ ま し た")
7 .setTitle ("ダ イ ア ロ グ"). show ();
8 }});
図 4.4 ダイアログの Javaプログラムの例
4.4 Javaプログラム合成部
Javaプログラム合成部では，雛形となる Javaプログラムを読み込んで，XML解析部で























例として，図 4.1 をファイル名 activity main.xml とし，このファイルと Kudama
のデフォルトの雛形を指定して Kudama を適用すると図 4.5 のような Java ファイルが
生成される．生成される Java のプログラムは Activity とするため，11 行目のように
AppCompatActivityを継承したクラスとしている．16行目のように記述することで，入力














11　 　 public class MainActivity extends AppCompatActivity {
12
13 　 @Override
14 　 protected void onCreate(Bundle savedInstanceState) {




19　 　 　 　 　/* kudamaStart */
20　 　 　 　 　 Button button= (Button) findViewById(R.id.button1 );
21 　 button.setOnClickListener(new View.OnClickListener () {
22
23 　 　 @Override
24 public void onClick(View v) {
25
26 Intent intent = new Intent(getApplication (), Activity1.class);
27 startActivity(intent );
28 }});
29 /* kudamaEnd */
30 }
31　 　}










は Kudama を使うグループと Kudama を使わないグループにそれぞれ 5 名ずつに分けて
行った．Kudamaを使うグループは，Kudamaの使用法を書かれた紙を用意しておき，そ
れを見ながら作業を行わせた．Kudamaで記述できるものは全て Kudamaスクリプトで記


























のアプリ開発を想定しデザイン作成と動的処理の記述の両方を行う作業 2，作業 1と作業 2









図 5.1 作業を行う Activityの画面
5.1のような画面がデザインされた XMLを準備し，この画面のボタンを押した際の動的処





























































Kudama を利用して実験を行った人に対してアンケートを行い Kudama を評価させた．
アンケートでは以下を 4段階で評価させた．










表 5.3 Kudamaを使用したグループの作業時間 (分)
作業 1 作業 2 作業 3
　　 画面遷移 ダイアログの表示 トースト
A 3.11 7.40 27.20 15.63 17.76
B 1.00 2.13 9.51 9.15 7.91
C 2.20 2.75 26.61 12.88 9.61
D 1.55 4.07 17.78 9.00 8.91
E 3.45 5.09 13.3 12.41 10.16
{ 29 {
5.3 実験結果
表 5.4 Kudamaを使用しないグループの作業時間 (分)
作業 1 作業 2 作業 3
　　 画面遷移 ダイアログの表示 トースト
E 37.00 6.61 2.51 10.58 11.11
F 15.65 7.81 5.21 12.28 8.81
G 17.48 10.65 5.58 19.58 19.85
H 6.56 7.81 3.95 16.20 8.58
I 12.8 7.65 15.26 16.83 10.05
図 5.3 グループごとの平均時間 (分)
図 5.4 項目 1の結果
{ 30 {
5.3 実験結果
図 5.5 項目 2の結果




作業 1 では，予備練習を行っていなかったため，Kudama を使用しないグループの画面








アンケートの項目 1 の結果で Kudama を用いることで Java コードが編集しやすくなっ
たと全員が回答しているにも関わらず，作業 3でこのような結果になった原因について，結
果から XML に対して記述することで対応が分かりやすくはなったが，Kudama スクリプ
トの記述しやすや，修正しやすさに問題があるためではないかと考える．これは Kudama
スクリプトが複雑化すると括弧が多くなってしまい，どの括弧がどの括弧に対応しているの















Javaの代わりに C#で動的な処理を記述する．デザインは XAMLもしくは XMLで記述
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