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Insinöörityön tavoitteena oli uudistaa metsätalousalan yrityksen toiminnanohjausjärjestel-
mä. Uudistamisen tarve oli syntynyt sovelluksen elinkaaren aikana tehtyjen laajennusten ja 
muutosten määrän kasvaessa niin suureksi, että jatkokehitys oli alkanut muuttua kohtuut-
toman työlääksi. Uudistamisen yhteydessä haluttiin päivittää samalla sivuston ulkoasu 
täsmäämään aiemmin uusitun yrityksen ilmeen kanssa ja käyttöliittymää haluttiin kehittää 
helpommin ja nopeammin käytettäväksi. Projektissa oli tarkoitus uudistaa järjestelmä sen-
hetkisten toimintojen kanssa, minkä jälkeen sovellusta voitaisiin ryhtyä laajentamaan ja 
kehittämään. 
 
Feelforest Oy:n kanssa käytiin keskustelua, onko sovellus järkevä kirjoittaa kokonaisuudes-
saan uudelleen paremmalla rakenteella toimivaan muotoon vai olisiko olemassa valmiita 
alustoja, joiden päälle sovellus voitaisiin siirtää. Sisällönhallintajärjestelmät osoittautuivat 
tutkimuksissa riittämättömiksi, mutta tutkimuksen aikana löydettiin ohjelmistokehyksiä, 
joiden avulla uudistaminen olisi järkevää toteuttaa. 
 
Ohjelmistokehyksistä vertailtiin kahta parasta ehdokasta, joista lopulta valittiin toinen. Eh-
dokkaina olivat CakePHP- ja Zend-ohjelmistokehykset. Valituksi kehykseksi päätyi CakePHP 
sen tarjoamien nopean kehityksen malleihin perustuvien toiminnallisuuksien ja toimivaksi 
todetun tietokantayhteysjärjestelmän vuoksi. Sovelluksen uudistettu versio haluttiin alun 
perin toimimaan vanhan tietokannan päällä, joten CakePHP  tarjosi tähän parhaat työkalut. 
Sovelluksen toiminnallisuudet laajenivat jo uudistamisvaiheessa asiakkaan toiveiden myö-
tä, joten alkuperäisestä tietokannan yhteensopivuudesta jouduttiin luopumaan, mutta 
vanhan tietokannan siirrettävyys säilytettiin uuden sovelluksen tietokannan pohjana. 
 
Uudistamisen aikana sovellus sai uuden ulkoasun ja nykyaikaistettuja toiminnallisuuksia 
varsinkin käyttöliittymätasolla. Sovelluksen tärkeimpiä toimintoja järkeistettiin, ja kehitet-
tiin uusia ratkaisuja työskentelyn tehostamiseksi. Uutena lisänä kehitettiin alihankkijoille 
suunnattu oikeustaso ja pääsy järjestelmään. Uusi ForestFile2-sovellus otettiin käyttöön 
onnistuneesti, ja kehityssuunnitelmat saivat jatkoa uusien ominaisuuksien ehdotusten ja 
toiveiden muodossa. 
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The purpose of the thesis was to reform an existing enterprise resource planning softare 
for a forest industry business. The need for this project had accumulated over time due to 
the existing software modifications and additions growing in numbers causing the devel-
opment of the software to become cumbersome and slow. During the reforming process 
the customer wanted to refresh the visual look and feel of the software to match the visu-
al elements of the company, which had been reformed recently. The user interface was to 
be developed as well to make the software more easy and faster to use. The reform pro-
ject was to reform all the existing functionality of the old software. 
 
The project began with research on different tools for the reform. A decision had to be 
made between rewriting the whole software using a more refined approach to achieve a 
more functioning end product and using an existing platform upon which to develop the 
new software. Some content management systems were researched but none offered the 
needed functionality. However, during the research, some frameworks were discovered, 
which would make the development considerably less time consuming. 
 
Of the different available frameworks, two were chosen as final candidates. Finally after 
researching both CakePHP and Zend, the choice was made to use CakePHP due to its rap-
id application development based functionalities and highly refined database connectivity 
functions. The reformed version of Forestfile software was meant to use the same data-
base that the old version was using so this resulted in the use of CakePHP. During the 
development process Feelforest made wishes for changes and upgrades and the original 
idea of database compatibility had to be removed. The changed database was kept com-
patible to use the data from the old database. 
 
During the reform process the software was given a new visual look and a new user inter-
face designed for faster and easier use. The most important components were re-
engineered for more efficient use. A new addition was to add subcontractor access to the 
software with limited privileges. The new Forestfile2 software was published and future 
development has already been planned. 
Keywords Re-engineering, framework, SaaS, software development 
  
Sisällys 
 
1	   Johdanto 1	  
2	   Sovelluskehityksen arkkitehtuuriratkaisut 3	  
2.1	   Natiivisovellukset 3	  
2.2	   Palvelusovellukset (SaaS, Software as a service) 7	  
3	   Ohjelmistokehityksen edut ja onglemat pienen ja keskisuuren yrityksen kannalta 10	  
3.1	   Oman ohjelmiston kehityksen etuja 10	  
3.2	   Oman ohjelmistokehityksen ongelmia 13	  
4	   Sisällönhallintajärjestelmät, PHP ja PHP-ohjelmistokehykset 16	  
4.1	   MVC-arkkitehtuuri 16	  
4.2	   Web-sisällönhallintajärjestelmät 17	  
4.3	   Ohjelmistokehysratkaisuvertailu 18	  
4.3.1	   CakePHP-ohjelmistokehys 20	  
4.3.2	   Zend-ohjelmistokehys 27	  
5	   ForestFile2-toiminnanohjausjärjestelmän toteutus 33	  
5.1	   Toiminnanohjausjärjestelmien historia ja tarkoitus 33	  
5.2	   Olemassa oleva Forestfile-sovellus 34	  
5.3	   Suunnittelu 37	  
5.4	   Toteutus 39	  
6	   Käyttöönoton testaus ja uuden järjestelmän käyttöönotto 45	  
6.1	   Uuden järjestelmän säästöt 45	  
6.2	   Testaus ja muutoshallintaketju 46	  
7	   Yhteenveto 50	  
Lähteet 52	  
Liitteet  
Liite 1. Forestfile-sovelluksen tietokannan ER-kaavio, A2 neljänä A4-dokumenttina 
Liite 2. ForestFile2-sovelluksen työmaan lisäysfunktion lähdekoodi 
Liite 3. ForestFile2-sovelluksen kuvion lisäysfunktion lähdekoodi 
Liite 4. ForestFile2-sovelluksen päätyylitiedosto
1 
 
1 Johdanto 
 
Insinöörityön tarkoituksena on metsäalan yrityksen Feelforest Oy:n SaaS-ratkaisuna eli 
eräänlaisena palvelusovelluksena tarjotun toiminnanohjausjärjestelmän uudistaminen.  
Feelforest tekee metsänhoitotöitä koko maan alueella ja työllistää 60 metsäalan am-
mattilaista. Insinöörityön tarkoituksena on uudistaa vanha sovellus, jota on kehitetty ja 
ylläpidetty vuodesta 2003 asti. Ajan myötä sovelluksen laajennus ja kehitys on paisut-
tanut sovelluksen niin suureksi ja laajalle levinneeksi kokonaisuudeksi, että uusien omi-
naisuuksien lisääminen tai vanhojen muokkaaminen on erittäin hankalaa ja työlästä. 
Pienenkin muutoksen tekeminen johonkin sovelluksen osioon voi aiheuttaa ennalta 
arvaamattomia ongelmia muualla sovelluksessa. 
 
Käytönnön työ tehdään Epte Tukipalvelut Oy:n toimeksiannosta. Työn tarkoituksena on 
uudistaa olemassa oleva asiakasyrityksen käyttöön kehitetty työnohjausjärjestelmä 
CakePHP-ohjelmistokehystä käyttäen, jotta järjestelmän kehitys ja ylläpito tulevaisuu-
dessa saataisiin helpommaksi. Järjestelmä on alun perin asiakkaan omassa käytössä 
ajan myötä tarpeiden mukaan kehittynyt sovellusprojekti, jonka kehitys jatkuu edel-
leen. Se kehitettiin alun perin tukemaan pienen yrityksen omaa toimintaa. Sovellus 
sisältää useita eri moduuleita, joista merkittävimpiä ovat asiakastietojen kirjaus ja hal-
linta, työmaiden kirjaus ja hallinta, työajanseuranta ja raportointi. 
 
Työn suunnitteluvaiheessa sovittiin, että järjestelmä uudistetaan osittain usean henki-
lön tekemänä työnä. Insinöörityön osuus on pääosin järjestelmän kehitys ja  analyytti-
nen tarkastelu. 
 
Feelforestin nykyinen sovellus on toteutettu PHP-ohjelmointikielellä ja sovellus käyttää 
PostgreSQL-tietokantajärjestelmää. Uudistamisen yhtenä vaatimuksena on tietokannan 
muuttumattomuus, joten työkaluiksi on valittava yhteensopiva ratkaisu. Uudistamispro-
jektin on tarkoitus toimia tuotannossa olevan järjestelmän kanssa samanaikaisesti ja 
käyttää samaa tietokantaa muuttamatta sen sisältöä merkittävästi. Tietokannan muut-
tumattomuuden kannalta on haastavaa valita soveltuva alusta. 
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Insinöörityöraportin alussa tutustutaan erilaisiin sovelluskehityksen arkkitehtuuriratkai-
suihin teoriatasolla, jotta voidaan ymmärtää minkälaisia ratkaisuja sovelluksia kehitet-
täessä on vertailtava. Myöhemmin käsitellään pienten ja keskisuurten yritysten omien 
sovelluskehitysprojektien etuja ja haittoja. Loppuosassa tutustutaan insinöörityön käy-
tännön toteutuksen aikana tutkittuihin kehitystyökaluvaihtoehtoihin. Lopuksi tarkastel-
laan insinöörityön käytännön toteutuksen vaiheet ja toteutusratkaisut. Viimeisenä käsi-
tellään käytännön työvaiheessa kehitetyn sovelluksen käyttöönottoa ja testausta.  
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2 Sovelluskehityksen arkkitehtuuriratkaisut 
 
2.1 Natiivisovellukset 
 
Yritysmaailmassa pyritään usein tehostamaan tuotantoa hankkimalla oman yrityksen 
tarpeisiin räätälöityjä sovelluksia. Perinteisessä mallissa sovellus kehitetään toimimaan 
integroituna yrityksen omiin olemassa oleviin tietojärjestelmiin. Oman sovelluksen ke-
hittäminen voi edellyttää tietojärjestelmähankintoja riippuen sovelluksen arkkitehtuuri-
ratkaisuista ja laskentatehon tarpeesta. 
 
Natiivisovelluksen kehitys saa yleensä alkunsa tilanteesta, jossa johonkin ongelmaan 
yrityksen liiketoiminnan edistämisessä kaivataan tietotekninen ratkaisu. Kehitys aloite-
taan vaatimusmäärittelyllä, jossa selvitetään, mitä sovelluksella on tarkoitus saada teh-
tyä (1, s. 1–10). Tämän jälkeen aloitetaan sovelluksen suunnittelu ja kartoitetaan lait-
teiston asettamat vaatimukset, jolla suunniteltu sovellus voidaan toteuttaa. Sovelluksen 
kehityksen elinkaari jatkuu toteutuksella, minkä jälkeen suoritetaan testauksia ja lopul-
ta julkaistaan valmis tuote. Tätä kutsutaan vesiputousmallin sovelluskehitykseksi (1, s. 
1–9), jota kuvio 1 havainnollistaa. Joissakin tapauksissa kehitys tapahtuu vaiheittain, 
jolloin sovelluksen osia voidaan ottaa käyttöön ja lisäominaisuuksia lisätään vähitellen. 
Tätä sovelluskehitysmallia kutsutaan nopean kehityksen malliksi (1, s. 1–16). Kehitys-
kaaren aikana sovelluksen määrityksiin voi usein tulla muutoksia, mikä voi vaikuttaa 
projektin aikatauluun. Sovelluksen tuottamiseen kuuluu myös ylläpitoa ja virheiden 
korjausta valmiin tuotteen julkaisun jälkeen. 
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Kuvio 1. Sovelluskehityksen vesiputousmalli (1, s. 1–9). 
 
Sovelluksia tehdään joko palvelintekniikkaa hyödyntäen, jolloin sovelluksesta tehdään 
omat versiot palvelimelle ja työasemalle, tai paikallisina asiakassovelluksina työasemil-
le. Palvelintekniikkaa hyödyntävissä sovelluksissa palvelimella sijaitsee yleensä sovel-
luksen tietovarasto ja mahdollisesti laskentalogiikka, jos sovelluksen täytyy suorittaa 
raskaita laskutoimituksia (2). Tehokkaat palvelimet tarjoavat suuremman laskentate-
honsa vuoksi paremman alustan raskaiden laskutoimitusten tekoon kuin yleisimmät 
työasemat. Työasemasovelluksella voidaan lähettää palvelimelle pyyntöjä laskutoimi-
tuksista tai tiedonhauista, jolloin palvelin tarjoaa halutut resurssit työasemasovelluksen 
käyttöön. Kuviossa 2 havainnollistetaan tyypillistä rakennetta, jossa asiakastyöasema 
lähettää pyynnön palvelimelle, joka käsittelee pyynnön ja hakee tietovarastosta tietoa, 
minkä jälkeen tieto palautetaan sitä pyytäneelle asiakastietokoneelle. (2) 
 
 
Kuvio 2. Tavallinen asiakas-palvelinarkkitehtuuriesimerkki (2). 
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Morganin (2) mukaan asiakas-palvelinarkkitehtuuri muistuttaa käyntiä ranskalaisessa 
ravintolassa. Asiakas (käyttäjä) tekee tilauksen tarjoilijalle (sovellus). Saatuaan tilauk-
sen tarjoilija kääntää tilauksen kielen ranskaksi ja välittää sen keittiömestarille (palve-
lin). Keittiömestari toimittaa tilauksen tarjoilijalle, joka tarjoilee sen asiakkaalle. 
 
Palvelintekniikkaa hyödyntävää sovellusta voidaan käyttää myös yrityksen toimitilojen 
ulkopuolelta, jos yrityksen tietojärjestelmiin on pääsy ulkopuolisesta verkosta. Pääsy 
voidaan toteuttaa näennäistä yksityisverkkoa (VPN, Virtual private network) käyttämäl-
lä. VPN-yhteydellä luodaan salattu yhteys yrityksen tietojärjestelmiin, jolloin verkko-
resurssien käyttö on turvallista myös yrityksen omien tilojen ulkopuolelta (3, s. 7). Ku-
vio 3 havainnollistaa tyypillistä LAN to LAN VPN -ratkaisua, jossa kahden eri toimipai-
kan lähiverkot on yhdistetty VPN-tunnelin avulla (3, s. 12). Virtuaalisen näennäisverkon 
avulla tietojärjestelmät on yhdistetty näennäisesti kuten tilanteessa, jossa molempien 
toimipisteiden työasemat olisivat samassa lähiverkossa fyysisesti. 
 
 
Kuvio 3. Kahden lähiverkon yhdistäminen VPN-tunnelilla (3, s. 8). 
 
VPN-yhteys voidaan myös luoda työntekijän kotoa käsin. Tällöin VPN-
asiakassovelluksella otetaan yhteys yrityksen VPN-palvelimeen ja yhteyden muodostut-
tua työasema on suoraan yhteydessä yrityksen verkkoon suojatun yhteyden kautta. 
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Paikalliset asiakassovellukset suunnitellaan toimimaan yhdellä tai useammalla työase-
malla itsenäisesti. Vain oman paikallisen tietovaraston käyttö on tarpeen. Paikallisia 
asiakassovelluksia kehitetään yleensä tukemaan muita olemassa olevia työkaluja tai 
tarkoituksiin, jotka eivät suoranaisesti tue työskentelyn tehostamista, mutta ovat tar-
peellisia työskentelyn jatkuvuuden kannalta (4, s. 115). Sovellukset vaativat asennuk-
sen käyttöönottovaiheessa. Myös jokainen päivitys, viankorjaus ja muutos vaatii asen-
nustapahtuman. 
 
Omien sovellusten kehittäminen voi tulla kalliiksi. Ohjelmistokehityksen hinnat vaihtele-
vat välillä 30–160 euroa riippuen ohjelmointityön vaativuudesta (5). Yksinkertainen 
sovellus voidaan toteuttaa lyhyessäkin ajassa, mutta monimutkaisemman sovellusrat-
kaisun työtunnit voivat olla tuhansissa. Monet yritykset harkitsevat nykyään oman 
työnohjausjärjestelmän hankintaa. Työnohjausjärjestelmät ovat suuria projekteja, joi-
den kehitykseen kuluu suuria määriä resursseja. Varoittavana esimerkkinä voidaan 
mainita Hewlett-Packard, joka vuonna 2004 menetti lähes 160 miljoonaa dollaria on-
gelmallisen toiminnanohjausjärjestelmän kehityksen ja käyttöönoton yhteydessä (6).  
 
Sovellusta kehitettäessä on otettava huomioon sovelluksen oletettu hyödyllinen käyt-
töikä ja käytettävien tietokoneiden ja palvelinten kehitys. Muutaman vuoden välein 
tehdään yleensä suurempi käyttöjärjestelmäpäivitys. Kuviossa 4 on sijoitettu Microsof-
tin käyttöjärjestelmät aikajanalle. Pelkästään työasemakäyttöjärjestelmiä 2000-luvulla 
on viisi (7). Kun kehitetään omaan käyttöön räätälöity sovellus, ei oman sovelluksen 
toiminnan varmuutta voida koskaan taata suuren muutoksen yli. Muutokset käytettä-
vissä järjestelmissä saattavat aiheuttaa sovellukseen suurenkin uudistuksen, jos sovel-
lus on kehitettävä uudelleen tukemaan uutta järjestelmää. Nykypäivänä hyvänä esi-
merkkinä voidaan mainita siirtyminen 32-bittisistä käyttöjärjestelmistä 64-bittisiin käyt-
töjärjestelmiin. Erään toisen Epte Tukipalveluiden asiakasyrityksen ympäristössä käyte-
tään 32-bittistä Microsoft Office -tuoteperhettä siitä syystä, että Microsoft CRM -
ohjelmiston lisenssi ei ole 64-bittiselle versiolle eikä 32-bittinen CRM-laajenne toimi 64-
bittisen Microsoft Outlookin kanssa ilman ongelmia. 
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Kuvio 4. Windows versioita aikajanalla. 2000-luvulla viisi eri versiota (7). 
 
Jos käyttöjärjestelmän muutokset vaativat sovelluksen uudelleensuunnittelun, on sa-
malla harkittava tarkasti, kannattaako vanhaa ruveta muokkaamaan vai kehitetäänkö 
olemassa olevan vaatimusmäärittelyn pohjalta aivan uusi sovellus. Ohjelmistotekniikan 
kehitys on nopeaa, joten vanhan sovelluksen menetelmät voivat olla jo vanhentuneita 
tai ne voidaan toteuttaa tehokkaammin jollakin muulla menetelmällä. Uuden version 
kehitys voi tosin vaatia lähes yhtä suuria investointeja, kuin ensimmäinen oma sovel-
lus. 
 
2.2 Palvelusovellukset (SaaS, Software as a service) 
 
Internetaikakaudella on kehitetty uusia menetelmiä, joilla internetin tarjoamaa ympä-
ristöä voidaan hyödyntää. Työntekijät työskentelevät yrityksen toimiston lisäksi usein 
myös kotoa käsin tai asiakkaan tiloista (8, s. 33). Yleensä yrityksen sovellusten käyttä-
minen vaatii näennäisen yksityisverkon käyttöä, jotta mukana kulkeva kannettava tie-
tokone saadaan kytkettyä yrityksen omiin tietojärjestelmiin. SaaS-sovelluksella voidaan 
poistaa VPN-yhteyksien tarve, sillä sovellus voi sijaita kokonaisuudessaan www-sivulla 
internetissä (9). 
 
Software as a Service -sovelluksella tarkoitetaan yleisesti sovellusta, joka ei vaadi oh-
jelmiston asennusta työasemalle. Sovellusta pääsee käyttämään yrityksen valinnan 
mukaan joko avoimesti internetistä käyttäjäntunnistuksen avulla tai suljetusta verkosta 
yrityksen sisällä, jos tietoturvatarpeet ovat tavallista suuremmat (9). Jos tietovaraston 
luottamuksellisuuden vuoksi tietoa täytyy säilyttää yrityksen omassa infrastruktuurissa 
tietoturvan säilyttämiseksi, on yleistä, että sovelluksesta on kehitysversio, jossa ei ole 
luottamuksellista tietoa käytettävissä. Tässä kehitysversiossa voidaan suorittaa sovel-
luksen laajennusta ja asiakkaan toiveiden mukaan yksilöimistä ja muutosten testausta. 
 
Windows	  2000	  
helmikuu	  2000	  
Windows	  ME	  
syyskuu	  2000	  
Windows	  XP	  
lokakuu	  2001	  
Windows	  Vista	  
marraskuu	  2006	  
Windows	  7	  
lokakuu	  2009	  
8 
 
Yleensä SaaS-sovellus on palveluntarjoajan laitteistossa ja palveluntarjoaja antaa joko 
osan tai koko sovelluksen asiakasyrityksen käyttöön (9). Samaa sovellusta voivat sa-
manaikaisesti käyttää useat eri yritykset, sillä palveluita kehittävillä yrityksillä voi olla 
useita ajan myötä kertyneitä valmiita moduuleita, joista ei ole hyötyä yhdelle yrityksel-
le, mutta toiselle yritykselle ne ovat elinehto. Palvelussa käytössä olevat ominaisuudet 
voidaan räätälöidä yrityskohtaisesti asiakkaan tarpeisiin sopiviksi kehittämällä uusia 
moduuleita. Praven Kumma on artikkelissaan luetellut useita SaaS-sovellusten hyötyjä 
asiakkaan kannalta, esimerkiksi omaan laitteistoon ja sen ylläpitoon ei tarvitse investoi-
da (9). 
 
SaaS-sovelluksen ylläpito ja päivitys on myös tavanomaisia sovelluksia helpompaa ja 
nopeampaa. Päivittämistä varten ei tarvita päivitysversion asennusta jokaiselle sovel-
lusta käyttävälle, koska sovellus itsessään on vain www-selainnäkymä. Samalla poistuu 
tarve etätyöskentelijöiden käydä toimistolla päivittämässä sovellus, koska palvelimelle 
tehdyt muutokset näkyvät heti julkaisun jälkeen kaikilla käyttäjillä. 
 
SaaS-sovelluksen jatkokehitys voi olla edullisempaa asiakasyrityksen kannalta, jos käyt-
täjäyrityksiä on useampia. Yksi yritys voi tilata laajennuksen tai ominaisuuden, jonka 
huomataan sopivan toisenkin yrityksen tarpeisiin. Tällöin kehityskuluja voidaan jakaa 
yritysten kesken, jotka ominaisuutta kaipaavat. Käytännössä asiakasyritys voi hyötyä 
toisen yrityksen maksamasta tuotteen laajennuksesta, jos laajennuksen tarve ilmenee 
pian sellaisen valmistumisen jälkeen. Etua SaaS-järjestelmissä tuottaa myös se, että 
internetin välityksellä toimivat sovellukset ovat alustasta riippumattomia. Yleisimpiä 
käyttöjärjestelmiä varten (Windows, Linux ja OS X) ei tarvita omia käyttöjärjestelmä-
arkkitehtuurille käännettyjä versioita sovelluksesta vaan pelkkä www-selain riittää. Ku-
viossa 5 on havainnollistettu arkkitehtuuria monelle yritykselle ja monelle käyttäjälle 
jokaisessa yrityksessä. Asiakasyrityksissä sovelluksen käyttöä varten ei vaadita laitteis-
tohankintoja vaan olemassa olevien työasemien käyttö riittää, eikä uusia palvelinhan-
kintoja tarvita, ellei sovellusta haluta suorittaa yrityksen omalta paikalliselta palvelimel-
ta käsin. 
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Kuvio 5. SaaS-arkkitehtuurin usean yrityksen havainnollistuskuva. 
 
 
Palveluna tarjotuissa sovelluksissa myyntimalli eroaa tavanomaisista sovelluksista siinä, 
että sovelluksia ei lisensoida yritysten käyttöön kertamaksuna vaan sovelluksen käytös-
tä maksetaan kuukausittainen maksu (9). Sovelluksen hinta koostuu yleensä sovelluk-
sessa saatavilla olevista ominaisuuksista. Kaikesta turhasta ei siis tarvitse maksaa. So-
velluksen lisenssejä ei tarvitse arkistoida, eikä niitä tarvitse raportoida sovelluksen toi-
mittajille, kuten jotkut suuremmat tavanomaisten sovellusten toimittajat edellyttävät. 
 
Lisenssien tarpeettomuus helpottaa sovelluksen käytön jatkuvuutta monessa mielessä. 
Jos työasema vikaantuu, tavanomaisessa tapauksessa tarvittaisiin korvaava työasema, 
johon sovellus pitäisi asentaa, mikä edellyttää lisenssitietojen ja sovelluksen asennus-
median etsimistä arkistosta. SaaS-ratkaisussa sovellus tietoineen ei ole menetetty vaan 
voidaan hyvin nopeasti siirtyä toiselle työasemalle jatkamaan työskentelyä. Kun palvelu 
on turvassa palveluntarjoajan palvelimella, tietohäviöitä ei laiterikon yhteydessä tapah-
du. Yleisesti tiedon säilyvyyden kannalta ratkaisu on myös  tavanomaista sovellusta 
turvallisempi, sillä tietovarasto on käytännössä aina varmistettu fyysisesti toimiston 
ulkopuolelle eikä tulipalokaan tuhoa tietovarastoa. 
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3 Ohjelmistokehityksen edut ja onglemat pienen ja keskisuuren yri-
tyksen kannalta 
 
3.1 Oman ohjelmiston kehityksen etuja 
 
Pienillä ja keskisuurilla yrityksillä on usein hyvinkin tarkat tarpeet käyttämiensä sovel-
lusten toiminnalle. Pienet yritykset erikoistuvat yleensä pienelle toiminta-alueelle, jol-
loin oman ohjelmiston vaatimukset ovat rajallisia. Monet kaupalliset suuret sovellukset 
mahdollistavat työskentelyn helpottamisen, mutta täydellisen ratkaisun löytäminen voi 
olla vaikeaa ja kallista ellei jopa mahdotonta. Joissakin tapauksissa yritykset ostavat 
konsulttipalveluita pelkästään sopivan ohjelmiston etsimistä varten. Konsultti kartoittaa 
yrityksen tarpeet ja selvittää saatavilla olevista ratkaisuvaihtoehdoista sopivimmat. So-
vellusmarkkinoilla on suuri tarjonta yrityslogiikkasovelluksia, joten alalle on syntynyt 
konsultteja, jotka tuntevat useimmat valmiit kaupalliset ratkaisut ja voivat suositella 
oikeaa ratkaisua yrityksille (10). 
 
Osa suuremmista ohjelmistotuottajista tarjoaa asiakkailleen sovellusten muutoksia asi-
akkaiden tarpeisiin sopivaksi. Joillekin suuremmille sovelluksille, kuten Microsoftin Dy-
namics CRM-asiakkuudenhallintaohjelmisto (11), löytyy kokonaisia yrityksiä, jotka tar-
joavat yrityksille sovelluksen laajennuspalveluita. Valmiiseen ratkaisuun päätyminen voi 
kuitenkin osoittautua kalliiksi, koska markkinoiden suurimpien sovellusten käyttäjäli-
senssit maksavat helposti tuhansia euroja, eikä lopputulos ole välttämättä vieläkään 
täysin tarpeet täyttävä. Taulukossa 1 on eritelty Microsoft Dynamics CRM -sovelluksen 
erilaisten lisenssien hinnoittelu Yhdysvaltain dollareina. Suomessa hinnoittelu muuntuu 
määrältään lähes suoraan euroiksi, mitä havainnollistaa verrokkihinta taulukossa. Tau-
lukosta voidaan arvioida aloituskustannukset sovelluksen käyttöönotolle riippuen yrityk-
sen koosta. Kymmenen henkilön yritykselle CRM-lisenssin hankinta tulisi maksamaan 
noin 12 000 euroa. Tässä hinnassa ei ole mukana vielä mahdollista SQL Server -
lisenssin tuomaa lisäkustannusta. Keskimääräisellä 80 € ohjelmointityön tuntiveloituk-
sella laskettuna (6) lisenssikustannuksilla voisi ostaa lähes 20 henkilötyöpäivää ohjel-
mointityötä. 
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Taulukko 1. Microsoft Dynamics CRM:n lisenssihinnoittelu (12). 
Palvelinsovellusversio Hinta Yhdysvaltain dollareina 
(euroina, jos tieto saatavilla) 
Lisätietoja 
Microsoft CRM Workgroup 2 499 $ 
2 759 € alv 0% (13). 
 
Palvelinlisenssi + enintään 5 
käyttäjää. 
Microsoft Professional CRM 
Server 
1 995 $ Ei sisällä käyttäjälisenssejä. 
Microsoft Enterprise Server 4 995 $ Ei sisällä käyttäjälisenssejä. 
Microsoft Client Access Li-
cense (CAL) 1 käyttäjä 
995 $ Oltava Professional- tai En-
terprise-palvelinlisenssi. 
 
Pienelle yritykselle oman sovelluksen kehittäminen voi olla järkevä sijoitus tulevaisuu-
teen. Kun hankitaan järjestelmä, joka räätälöidään yrityksen omiin tarpeisiin, voidaan 
kattaa kaikki tarvittavat ominaisuudet. Kun kehitetään sovellus omiin tarpeisiin, ollaan 
tietoisia kaikista sovelluksen tarjoamista ominaisuuksista ja sovelluksesta saatava hyöty 
voidaan maksimoida.  
 
Kustannusten hallinta on oman sovelluksen kehittämisessä paremmin pienelle yrityksel-
le sopiva. Suurta alkuinvestointia lisenssien hankintaan ei tarvita, vaan kustannukset 
voidaan jakaa sovelluksen kehityselinkaaren aikana useammalle kuukaudelle. Tekemä-
töntä työtä ei voida etukäteen laskuttaa, ellei sovellusta kehitetä ennakkomaksusopi-
muksella. Käyttäjien lukumäärän kasvattaminen ei myöskään kohota sovelluksen lisen-
siointikuluja yhtä jyrkästi kuin suurten valmistajien tuotteet (12). Kehityksen aikana 
haluttujen ominaisuuksien priorisointi ja niiden käyttöönotto tärkeysjärjestyksessä 
mahdollistaa parhaan hyödyn, kun sovelluksen tärkeimmät osat voidaan ottaa käyttöön 
kehityksen vielä jatkuessa ja vähemmän tärkeät ominaisuudet voidaan jättää myö-
hemmin kehitettäviksi. Tässä tapauksessa oman sovelluksen tuomat yritystoiminnan 
tehokkuuden kasvu ja kustannussäästöt alkavat maksaa kehityskustannuksia takaisin 
jo ennen lopullisen tuotteen valmistumista. 
 
Sovelluskehityksen avuksi on määritetty prosessimalleja, joita noudattamalla sovellus-
kehitystä voidaan tehostaa. Yksi tämän hetken käytetyimmistä menetelmistä on kette-
räksi ohjelmistokehitykseksi kutsuttu menetelmä. Pienelle tai keskisuurelle yritykselle 
ketterät menetelmät sopivat hyvin, koska niissä kehitys jaetaan pienempiin osiin. Esi-
merkiksi Extreme Programming -menetelmällä, jota kutsutaan nimellä XP, sovelluskehi-
tysprojekti jaetaan viikon mittaisiin osioihin, joista jokainen sisältää kokonaisen sovel-
luskehityksen elinkaaren elementit (14, s. 18).  
12 
 
 
Sovelluskehitysprojektia suunniteltaessa ajatellaan yleensä vesiputousmallia, jossa 
suunnittelu ja määritys tehdään ennen itse sovelluksen toteutusvaiheen aloittamista (1, 
s. 1–10). Tästä voi usein johtua sovelluksen heikko lopputulos, sillä määrittely- ja 
suunnitteluvaiheessa on jäänyt huomioimatta tärkeitä seikkoja tai jotakin on unohtunut 
määrittelyä tehtäessä. Ketterissä menetelmissä määrittelyä ja suunnittelua ei jätetä 
kiinteäksi määrittelyksi, vaan jokainen päivä, jolloin sovellusta kehitetään, voi olla päi-
vä, jolloin sovellusta määritellään ja suunnitellaan uudelleen. Tästä syystä ketterillä 
kehitysmenetelmillä voidaan välttää useita kompastuskiviä, joita sovelluskehitysprojek-
tissa voi tulla vastaan. Ketteriä menetelmiä käyttämällä vältetään helpommin tilanne, 
jossa asiakas saa tuotteensa eikä olekaan tuotteeseen lainkaan tyytyväinen. Kuvassa 6 
on havainnollistettu, miltä XP-menetelmän sovelluskehitysprojektin elinkaari näyttää 
kaaviona. Jokaisen viikon kestoisen osion työjärjestykseen on sisällytetty sovelluskehi-
tyksen elinkaaren tärkeimmät osat. Viikoittaisten osioiden välissä on aina sovelluksen 
version julkaisu. 
 
 
Kuvio 6. Ketterän XP-menetelmän elinkaarikaavio (14, s. 18). 
 
Kuviosta 6 voidaan myös havaita ero verrattuna tavalliseen vesiputousmallin sovellus-
kehitykseen sovelluksen kehittäjän kannalta. Perinteisessä kehitysprojektissa tuotteesta 
suoritetaan maksu vasta, kun valmis tuote julkaistaan ja asiakas sen hyväksyy. XP-
menetelmällä sovelluskehittäjäyritys voi mahdollisesti laskuttaa jokaisen osion yhtey-
dessä tehdyistä töistä, jos julkaistu osuus otetaan tuotantokäyttöön. Tästä ilmenee 
myös pienyritysten saama etu oman sovelluksen kehityksessä, kun maksuja suoritetaan 
pienemmissä erissä viikoittain tai harvemmin. Suuren kertainvestoinnin tarve häviää. 
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On myös hyvä muistaa oman sovelluksen maksun olevan kertaluontoinen. Jos sovellus 
ostetaan omaksi, siitä saa tehdä niin monta kopiota kuin haluaa. Lisenssimaksut eivät 
kasva yrityksen koon mukana. 
 
Kehitettäessä omaa sovellusta voidaan laadunvalvontaa ylläpitää itse. Sovelluskehittä-
jän vastuulla on laadukkaan ohjelmiston toimittaminen ja testaaminen, mutta jos sovel-
lusta kehitetään osissa ja sovellus otetaan vaiheittain käyttöön kehityksen vielä jatku-
essa, voidaan laadullisista pulmista raportoida kehittäjälle ja epäkohtiin voidaan reagoi-
da nopeasti. Etuna laadunvalvonnassa kehityksen jatkuessa on ohjelman kehittäjän 
ajantasainen kosketus lähdekoodiin. Jos sovelluksen kehittämisestä on kulunut pidempi 
aika, ei kehittäjän muisti enää palvele yhtä hyvin vaan sovelluksen osien lähdekoodia 
joutuu lukemaan ja ymmärtämään uudestaan, kuten teoksessa Introduction to Psycho-
logy (15, s. 244) mainitaan luvussa ”Features of long term memory”. Asioiden palaut-
taminen muistista pidemmän ajan kuluttua voi osoittautua haasteelliseksi. 
 
3.2 Oman ohjelmistokehityksen ongelmia 
 
Oman sovelluksen kehittäminen voi toisaalta olla kallista. Jos tarpeita on paljon, kuluu 
sovelluksen kehittämiseen paljon henkilötyötunteja. Mitä monimutkaisempi ratkaisu on 
tarpeen, sitä pidempään kehittämisessä menee. Kaikissa tapauksissa pienten yrityksen 
oman sovelluksen kehittämisprojektia ei siis kannata aloittaa harkitsematta tarkasti 
saavutettavan hyödyn arvoa. 
 
Kun lähdetään kehittämään omaa sovellusta, on otettava tarkasti selvää, mihin tarkoi-
tukseen sovellusta ollaan hankkimassa. On syytä tutkia markkinoiden valmiit ratkaisut. 
Jos valmista ratkaisua ei omiin tarpeisiin löydy, on ratkaisuna oma sovelluskehityspro-
jekti. Menettely ennen sovelluksen toteutusvaiheeseen pääsyä voi olla työläs. Siksi täs-
sä vaiheessa on järkevää harkita ohjelmistokonsultoinityritys Axmorin kaltaisen yrityk-
sen palveluita (10). Jos kumppania etsittäessä ei osata esittää riittävän tarkkaa kuvaus-
ta sovelluksen tarpeista, päädytään helposti tilanteeseen, jossa määrittelyn sisältö ei 
täsmää osittain tai laisinkaan sovellukseen, joka päädytään kehittämään. Tällöin sovel-
luksen kustannukset saattavat karata yli budjetin. Yleisesti on tiedossa useita epäonnis-
tuneita sovellusprojekteja, jotka ovat aiheuttaneet tilaajilleen jopa satojen miljoonien 
dollarien tappioita (7).  
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Oikean kumppanin löytäminen voi olla vaikeata, sillä ohjelmistoalalla yritykset erikois-
tuvat usein erilaisiin toteutuksiin ja malleihin rajatulla alueella. Pelkkä tuntihinnan ha-
keminen tarjouspyyntökierroksella ei anna oikeata kuvaa tulevasta kumppanista. Toi-
saalta jos tarjouspyynnöillä pyydetään kokonaishintaa ratkaisun toteuttamisesta, pääs-
tään lähemmäksi järkevän kumppanin löytämistä. Jos hinta sovitaan määrittelyn yhtey-
dessä lopulliseksi, voi ainoastaan virheellinen määrittely aiheuttaa yllättäviä lisäkustan-
nuksia. Kumppania etsittäessä on syytä harkita ulkopuolisen konsultin palveluita. 
 
Koko ohjelmiston kehityselinkaaren aikana voi tulla vastaan ongelmia, jotka hidastavat 
ja vaikeuttavat kehitystä. Määrittelyn ja suunnittelun tärkeyttä ei korosteta riittävästi. 
Usein ollaan tilanteessa, jossa kaksi aivan eri alan asiantuntijaosapuolta neuvottelevat 
yhdessä yhteisprojektista. Insinöörityön aihe on juuri tällainen. Metsäalan yrityksen 
edustajat keskustelevat ohjelmistokehittäjien kanssa. Tilanteessa voi tulla vastaan 
kommunikaatio-ongelmia, joita ei huomata korjata ajoissa. Jos sovellusta lähdetään 
tekemään ilman yhteisymmärrystä toivotusta tuotteesta molempien osapuolten taholla, 
päädytään tilanteeseen, jossa luodaan sovellus, joka täyttää sovelluksen kirjallisen tek-
nisen määrityksen, mutta ei teekään sitä, mitä asiakas on toivonut. Virheellisen määri-
tyksen aiheuttamat kulut voivat olla merkittäviä, jos laajoja toimintoja joudutaan oh-
jelmoimaan kokonaan uudelleen. Tämänkaltaiseen tilanteeseen joudutaan usein, jos ei 
osallistuta aktiivisesti sovelluksen kehitykseen, testaukseen ja valvontaan. 
 
Kehitysprojektia aloitettaessa on myös hyvä määrittää tarkasti, miten ohjelman ja läh-
dekoodin omistusoikeus siirtyy. Jos lähdekoodin omistusoikeudet säilyvät kehittäjäyri-
tyksellä, voi vastaan tulla tilanteita, jolloin sovelluksen päivitystarpeen ilmaantuessa 
sovellusta ei saadakaan päivitettyä, sillä lähdekoodi onkin jonkin muun kuin oman yri-
tyksen omistuksessa. Tällä menetelmällä kehityskustannukset voivat nousta tulevai-
suudessa voimakkaasti, sillä sovelluksen jatkokehityksen kilpailuttaminen on käytän-
nössä mahdotonta (16). 
 
Oman sovelluksen päivittämisessä voi tulla ongelmia vastaan, jos sovelluksen kehittä-
nyt taho ei olekaan saatavilla tai yritys on vaihtanut omistajaa. Kriittinenkin tarve voi 
joutua odottamaan pitkään, jolloin sovelluksen puutteellinen toiminta aiheuttaa merkit-
täviä taloudellisia tappioita. Kustannukset voivat myös nousta, jos sovelluksesta tulee 
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kriittinen osa oman yrityksen toimintaa, sillä alkuperäisen sovelluksen toimittaja voi 
joissakin tapauksissa käytännössä sanella hintansa (16) ja jatkokehitys voi loppua kus-
tannusten kasvaessa liian suuriksi. 
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4 Sisällönhallintajärjestelmät, PHP ja PHP-ohjelmistokehykset 
 
4.1 MVC-arkkitehtuuri 
 
Alkuperäinen Forestfile-sovellus oli toteutettu käyttäen PHP-kieltä yhdessä postgresql-
tietokannan kanssa. Sovellus oli kirjoitettu kokonaisuudessaan PHP-kielellä käyttämättä 
apuna mitään valmiita apuluokkia tai ratkaisuja. Kun suunnittelu sovelluksen uudista-
mista varten aloitettiin, tutkittiin joitakin vaihtoehtoja. Pääehdokkaina olivat CakePHP- 
(http://www.cakephp.org) ja Zend- (http://framework.zend.com) ohjelmistokehykset, 
sillä senhetkisillä sisällönhallintajärjestelmillä ei pystytty toteuttamaan sovelluksen tar-
vitsemia toimintoja. 
 
Suunnitteluvaiheessa päätettiin ottaa käyttöön teollisuudessa laajemmin käytössä oleva 
ohjelmiston rakennearkkitehtuuri MVC. MVC tulee englannin kielen sanoista model, 
view ja controller, jotka on käännetty suomen kielessä muotoon malli, näkymä ja käsit-
telijä. MVC-arkkitehtuurissa tarkoituksena on erottaa käyttöliittymä sovellustason toi-
minnoista (17, s. 14–15). Kuviossa 7 havainnollistetaan, miten käyttäjän lähettämä 
pyyntö käsitellään MVC-arkkitehtuurisovelluksessa. 
 
 
Kuvio 7. MVC-arkkitehtuuri, pyynnön käsittely. 
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Arkkitehtuurin malliosa sisältää tietovaraston ja käsittelee kommunikaation varaston 
kanssa. Tällä tarkoitetaan sitä, että malliin ohjelmoidaan yhteydet tietovaraston käyttöä 
varten sekä lukemis- että kirjoitusmielessä. Malliin sisällytetään myös suurin osa las-
kentalogiikasta, jota suoritetaan, kun tietoa käsitellään. Näkymässä on taas näkyvä 
käyttöliittymä. Käyttöliittymässä määritellään, miten tieto näytetään käyttäjälle visuaali-
sesti. Käyttöliittymä on erillisenä osanaan täysin muokattavissa. Käsittelijän tehtävänä 
on välittää mallista tietoa näkymille. Käsittelijä välittää pyynnöt mallille, joka suorittaa 
tiedon hakua, tiedon käsittelyä tai tiedon tallennusta. Suoritettuaan pyydetyn toimin-
non malli palauttaa tulokset käsittelijälle, joka vuorostaan muokkaa näkymän näyttä-
mään halutun tiedon tarpeeseen soveltuvassa muodossa (17, s. 14). Suoraa kommuni-
kointia näkymän ja mallin välillä ei suosita.  
 
 
4.2 Web-sisällönhallintajärjestelmät 
 
Sisällönhallintajärjestelmät käsitetään web-maailmassa yleensä valmiina alustoina, jot-
ka mahdollistavat www-sivujen nopean ja helpon kehityskaaren suunnittelusta julkai-
suun ja yksinkertaisen tavan hallita sivustoja. Web-sisällönhallintajärjestelmät tarjoavat 
työkaluja sisällön luomiseen, muokkaamiseen ja ylläpitoon (18, s. 49). Sisällönhallinta-
järjestelmät koostuvat yleensä graafisesta käyttöliittymästä ja useasta erilaisesta val-
miista sivustopohjasta. Järjestelmien tarkoitus on antaa keinot luoda ja ylläpitää sisäl-
töä verkkoon ilman ohjelmointikielien tai tietokantojen tuntemusta. Useimmissa sisäl-
lönhallintajärjestelmissä kirjoitettu tieto säilytetään tietokannassa. 
 
Sisällönhallintajärjestelmiä harkitaan yleensä, jos verkkosovelluksen sisällön määrä on 
suuri ja sisältöä lisätään ja muokataan jatkuvasti. Tällöin sivuston ylläpitoa varten kai-
vataan ratkaisua, jolla sivuston hallinta saadaan hoidettua keskitetysti ja rakenteellises-
ti samoja menetelmiä käyttämällä. Jos sisällöstä vastaavat useat henkilöt, joilla ei ole 
ohjelmointitaustaa, on löydettävä ratkaisu, jolla sisällön päivitys ja ylläpito voidaan hoi-
taa ilman internetohjelmoinnin tuntemusta. 
 
Käyttöliittymän rakentaminen on sisällönhallintajärjestelmien vahvuus. Voidaan valita 
ulkoasu valmiista pohjista ja muokata siitä halutun näköinen ilman ohjelmakoodin kir-
joitusta. Kuvat ja grafiikka täytyy tuottaa itse, jos ei käytetä sivupohjan mukana tulevia 
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graafisia elementtejä. Tekstisisältöä hallitaan tekstinkäsittelysovelluksia muistuttavalla 
kuvion 8 esimerkin tapaisella WYSIWYG-editorilla (What you see is what you get) tai 
vaihtoehtoisesti www-lomakkeella, jonka kautta dokumentti luodaan noudattaen ole-
massa olevia dokumentin elementtejä (18, s. 66). 
 
 
Kuvio 8. Joomla!-julkaisujärjestelmälle kehitetty laajenne JCE-tekstieditori (19). 
 
Web-sisällönhallintajärjestelmän käyttöönotto vaatii yleensä kokeneen asiantuntijan 
työskentelyä. Järjestelmät vaativat aina palvelimen, johon järjestelmä asennetaan. 
Myös tietovaraston asennus, käyttöönotto ja valmistelu vaatii asiantuntijan toimenpitei-
tä. Tietovarastoina voi olla lähes mikä tahansa tietokantaratkaisu tai joissakin tapauk-
sissa xml-tiedostot. Osa sisällönhallintajärjestelmistä on maksullisia. Niitä lisensoidaan 
yleensä vuosittaisella käyttöoikeusmaksulla. 
 
4.3 Ohjelmistokehysratkaisuvertailu 
 
Nykyisin suuremman mittaluokan sovelluksia ja järjestelmiä rakennettaessa on hyvin 
yleistä, että kehitystyökaluista olennaista osaa pitää jonkinasteinen ohjelmistokehys. 
Useita erilaisia ja erilaisiin käyttötarkoituksiin tarkoitettuja ohjelmistokehyksiä on lukui-
sia. Projektissa tutustuttiin suunnitteluvaiheessa useaan ohjelmistokehykseen, joista 
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lopussa parhaiksi ehdokkaiksi valittiin CakePHP- ja Zend-ohjelmistokehykset. Molem-
mat kehykset ovat monipuolisia ja tarjoavat laajan valikoiman tehokkaita työkaluja. 
Vertailussa huomioitiin monia seikkoja, joista tärkeimpiä on esitelty taulukossa 2, joka 
on lainattu pääosin 2 tablespoons -sivuston artikkelista. 
 
Taulukko 2. Ohjelmistokehysten ominaisuusvertailu (20). 
Ominaisuus CakePHP Zend Huomioita 
Lisenssi MIT BSD  
Yhteensopivuus PHP 4 ja 5 PHP 5 Zendin etu mahdollisesti tehokkuudes-
sa  uudemman version tuen myötä. 
Dokumentaatio hyvä erinomainen CakePHP:n dokumentaatio on hyvä, 
mutta Zendin rajapintadokumentaatio 
on erinomainen ja laaja. 
Esimerkkien saata-
vuus 
erinomainen riittävä CakePHP:n Bakery (21) tarjoaa laajan 
valikoiman käyttäjäyhteisön luomia 
esimerkkejä ja valmiita ratkaisuja. 
Zendin dokumentaatio vaatii MVC-
kokemusta, mutta aloittelijan videot 
ovat hyvä lisä. 
MVC pakollinen valinnainen  
Konfigurointi PHP-tiedosto PHP-
taulukko, 
XML-
tiedosto, INI-
tiedosto 
 
Tietoturva ACL-
pohjainen 
ACL-
pohjainen 
Molemmat kehykset tarjoavat laaduk-
kaan Access Control List -
ominaisuuden. 
Tiedon käsittely 
 
hyvä erinomainen Molemmat tarjoavat validoinnin ja 
syötteen siistimisen. Zendillä hieman 
monipuolisempi validointi. 
Helper-luokat hyvä erinomainen Molemmat tarjoavat perushelper-
luokat yleisimpiin toimintoihin, mutta 
Zendin luokkakirjasto on laajempi. 
AJAX/Javascript hyvä riittävä CakePHP:ssa sisäänrakennettu tuki 
prototype- ja scriptapulous-kirjastoille. 
Zendissä ei vakiona tukea. 
Lokalisointi erinomainen erinomainen Molemmissa l10n- ja i18n-tuki. 
 
Projektin alkuvaiheessa molemmat kehykset olivat melko uusia eikä kirjallisuutta ollut 
juurikaan saatavilla. Tutkimus ja testaus oli suoritettava käyttökokemusten kautta. Käy-
tännön testeissä CakePHP osoittautui paremmin projektin toteutuksen kannalta sopi-
vaksi kehykseksi, sillä sen avulla sovelluksen kehityksen aloitus on nopeampaa ja itse 
laskentalogiikan ohjelmointityöhön päästään syventymään nopeasti. 
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4.3.1 CakePHP-ohjelmistokehys 
 
CakePHP on ilmainen avoimeen lähdekoodiin ja nopean kehityksen malliin (RAD, Rapid 
application development (22)) perustuva ohjelmistokehys, jonka kehitys on alkanut 
vuonna 2005. CakePHP:n alkuperäiset kehittäjät halusivat siirtää Suositun Ruby-
ohjelmointikielen Ruby on rails -ohjelmistokehyksen ominaisuudet PHP-kielelle. Ohjel-
mistokehyksen on tarkoitus mahdollistaa nopea, rakenteellinen ja joustava ohjelmiston 
kehityselinkaari ohjelman suunnittelijalle. 
 
CakePHP:n avulla ohjelmiston kehitys poikkeaa tavanomaisesta sovelluskehityksestä 
suhteellisen paljon. Kehyksen on tarkoitus tarjota alusta, jossa on jo perustason infra-
struktuuri olemassa ja ohjelmoija pääsee heti ohjelmoimaan sovelluksen ydintä eli so-
velluslogiikkaa huolehtimatta uuden projektin alkutaipaleen infrastruktuurin rakentami-
sesta. Sovelluksen kehityksen alkuvaiheessa kehitetään yleensä suuri määrä erilaisia 
ohjelmakoodikirjastoja sovelluksen tarpeisiin. CakePHP:ta käyttämällä voidaan tiedon-
hallinnan kommunikoinnin rakentaminen unohtaa kokonaan, sillä CakePHP tarjoaa 
valmiin ”CRUD” (Create Read Update Delete) -rungon tietovaraston hallintaan (23, s. 
5). Kehityksen alkuvaiheessa riittää siis tietovaraston tai tietokannan rakenteen suun-
nittelu määrittelyvaiheessa. Jälkikäteen tietokantarakenteen muuttaminen ei myöskään 
aiheuta murheita, vaan ohjelmistokehys osaa automaattisesti mukautua muutoksiin. 
 
CakePHP:n ympärille on muodostunut kookas ja erittäin aktiivinen yhteisö, joka 
edesauttaa ohjelmistokehyksen kehitystä ja tarjoaa suuren määrän opastusta kirjallisen 
dokumentaation, keskustelualueiden ja jopa reaaliaikaisen internetkeskustelun kautta. 
Yhteisöllä on oma palvelunsa, jossa moni jäsen jakaa avoimesti kehittämiään laajen-
nuksia ja oppaita. CakePHP on suunniteltu MVC-arkkitehtuurin PHP-ympäristöön tar-
joavaksi.  
 
Koodin generointi 
 
Yksi kehyksen käytännöllisimpiä ominaisuuksia on lähdekoodin generointi. Kehys tarjo-
aa työkalun, jolla voidaan luoda automaattisesti lähdekoodi pelkästä tietokannasta. Kun 
tietokantarakenne on valmis, voidaan ohjelmistokehyksen bake-työkalulla ottaa yhteys 
tietokantapalvelimeen ja luoda valmis lähdekoodi mallitiedostoille, käsittelijöille ja nä-
kymille (23, s. 64). Automaattinen lähdekoodin luonti luo automaattisesti muun muassa 
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html-lomakkeet tiedon lisäämiseen, muokkaamiseen ja käyttöliittymänäkymät tiedon 
tarkasteluun. Generaattori osaa lukea tietokannasta myös viiteavaimet ja tietokenttien 
ehtoasetukset ja integroi ne lähdekoodiin mallitasolla validointisäännöiksi. Generaatto-
rin luomat näkymät voidaan luoda joko kehyksen vakiopohjaan tai sitten generoitavien 
näkymien ulkoasu voidaan muokata etukäteen omanlaiseksi, jolloin ulkoasukin tulee 
jokaiselle sivuston alueelle automaattisesti. Eri toimintojen näkymät ladataan perusul-
koasussa määrättyyn kohtaan. 
 
Validointi 
 
Yksi tärkeimpiä tietoturvaan liittyviä ominaisuuksia verkkosovelluksissa on validointi eli 
syötetyn tiedon vahvistaminen sallituksi syötteeksi (23 s. 102). Tätä pidetään myös 
yleisesti yhtenä työläimmistä ominaisuuksista kehittää. Mikä tahansa verkkosovellus, 
joka lukee tai kirjoittaa tietoa tietokantaan, on haavoittuvainen tietomurroille, ellei lo-
makesyötteitä tarkasteta. Ilman validointia kehitetty sovellus on erittäin haavoittuvai-
nen muun muassa SQL-injektiohyökkäyksille. Validoinnilla pidetään huoli myös siitä, 
ettei tietokantaan yritetä syöttää vääränmuotoista tietoa. Validoinnin kulkua on kuvattu 
kuviossa 9. 
 
 
Kuvio 9. Tietosyötteen validoinnin työnkulku vuokaaviona. 
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Validointi estää muun muassa sanojen syöttämisen tietokantakenttään, johon sallitaan 
tietotyyppinä vain numeerinen tieto. Jos syötettyä tietoa ei validoida, tavallisesti PHP-
kielellä ohjelmoidussa sovelluksessa tietokanta antaa palautteena vain virheen ja sovel-
luksen suoritus keskeytyy. Validointiautomatiikan avulla CakePHP ohjaa käyttäjän ta-
kaisin lomakkeelle kertoen samalla, mikä lomakkeen kenttä sisältää virheellisen syöt-
teen. CakePHP:n validointiautomatiikalla voidaan myös määrittää lomakkeen kentät, 
jotka ovat pakollisia. 
 
URL-reititys 
 
Tavallisesti www-sivujen rakenne pohjautuu palvelimella sijaitsevien tiedostojen hake-
mistorakenteeseen. Www-palvelimen asetuksissa määritetään juurihakemisto, johon 
sivuston www-osoite osoitetaan. Tässä hakemistossa sijaitsee index-tiedosto, joka voi 
olla joko html-tiedosto tai jokin muu palvelimen tukema ennalta määrätty tiedostomuo-
to. Suoritettava tiedosto määritetään www-palvelimen asetuksissa. Esimerkiksi apache 
www-palvelimessa suoritettava tiedosto määritetään DirecectoryIndex-direktiivillä (24).  
 
Tavallinen www-osoite on muotoa http://www.sivu.pääte/hakemisto/tiedosto.html. 
CakePHP:n sisäänrakennettu reititys muuttaa www-osoitteen rakenteen tulkintaa. Tie-
dostopäätteitä, kuten ”.html”, ei käytetä, sillä CakePHP noudattaa omia reitityssääntö-
jään (23, s. 175). CakePHP:lla rakennetut sivustot noudattavat omaa kaavaansa, mikä 
tekee URL-osoitteista helpommin luettavia eikä osoitteissa tarvita suurta määrää para-
metreja, joita sovellukselle tarjotaan.  
 
CakePHP:lla luotujen sivustojen URL-osoitteet ovat muotoa http://www.sivu.pääte 
/käsittelijä/toiminto/arg1/arg2/. Osoitteessa voi olla mukana argumentteja, jotka välite-
tään funktioille näitä kutsuttaessa. Edellä mainitussa tapauksessa toiminto voi olla 
funktio, jota kutsuttaessa annetaan kaksi parametria. CakePHP:n tapauksessa palveli-
mella ei ole hakemistorakennetta, josta löytyisivät hakemistot käsittelijä, toiminto, ar-
gumentti1 ja argumentti2. Kehyksen reititys paloittelee www-osoitteen sisällön ja ha-
kee käsittelijän PHP-tiedoston omasta sijainnistaan, ja toiminto taas on yleensä html-
näkymä, johon ladataan tietoa samannimisen metodin toimesta, joka on määritetty 
käsittelijätiedostossa (23, s. 175). 
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Komponenttiluokat 
 
CakePHP tarjoaa joitakin ohjelmointia helpottavia työkaluja käsittelijätasolla. Niitä kut-
sutaan komponenttiluokiksi. Niillä on tarkoitus tarjota ohjelmoijalla työkalut usein käy-
tettäviin toimintoihin, kuten käyttäjätunnistus, sähköposti, istunnot ja evästeet (23,  s. 
198). Komponentit eivät lataudu sovelluksiin automaattisesti, vaan ne otetaan käyttöön 
tarvittaessa suorituskyvyn säilyttämiseksi. Käyttöönotto tapahtuu määrätyn toiminnon 
käsittelijätiedostossa.  
 
Käyttäjien tunnistus on yksi yleisimmistä toiminnoista verkkosovelluksissa. CakePHP 
tarjoaa tähän tarkoitukseen komponenttiluokan nimeltään Auth (23, s. 189). Auth-
komponentilla voidaan käsitellä käyttäjätunnistusta usealla eri tavalla, joko koko sivus-
tolle tai vain osiin sivuston toiminnoista. Yksinkertaisimmalla tasolla komponentti tar-
kastaa onko kirjautumista yrittävällä käyttäjällä olemassa oleva käyttäjätili sivustolle, ja 
löytäessään tietokannasta käyttäjän komponentti antaa pääsyn sivustolle. Auth-
komponentti voidaan yhdistää ACL (Access Control List) -toimintoihin. Niillä voidaan 
asettaa sivuston eri alueille omat oikeustasovaatimuksensa, ja Auth-komponentin ja 
ACL-toiminnon avulla yhdessä voidaan määrittää sisäänkirjautuneen käyttäjän sallitut 
sivut ja toiminnot. Vahvasti autentikointiin ja tietoturvaan on sidottu Security-
komponentti. Sillä voidaan määrittää sivuston vaatima turvallisuustaso, jossa määrite-
tään istunnon maksimikesto ja muita tietoturvaan liittyviä asetuksia. Korkeammilla tur-
vatasoilla muun muassa kesken suorituksen tapahtuva uusi kutsu aiheuttaa uloskirja-
uksen estäen suorituksenaikaisen tiedon muokkausyritykset. 
 
CakePHP tarjoaa myös valmiin komponentin sähköpostin lähetykseen. Email-
komponentilla voidaan laatia ja lähettää sähköpostia joko PHP-kielen omalla mail()-
funktiolla tai jopa käyttäen ulkoista SMTP (Simple Mail Transfer Protocol) -palvelinta. 
Sähköpostien luonti noudattaa samankaltaista käsittelijä-näkymätoiminnallisuutta kuin 
tavallisetkin sivut (23, s. 196). Sähköposteille voidaan laatia erikseen teksti- ja html-
versiot käyttäen kaikkia samoja työkaluja, joita on käytettävissä näkymiä luotaessa. 
 
Varteenotettava komponentti verkkosovelluskehityksen kannalta on myös RequestHan-
dler-komponentti. Sen avulla voidaan tutkia, minkälaisia kutsuja sivustolle saapuu (23, 
24 
 
s. 198). RequestHandler-komponenttia voidaan käyttää esimerkiksi selaintunnistuk-
seen. Sen avulla voidaan toteuttaa sivuston mobiiliversion automaattinen tunnistus ja 
tyylitiedostojen valinta. Komponentin avulla voidaan myös hakea sivuston käyttäjän ip-
osoite ja mahdollinen sivusto, jonka kautta käyttäjä on sovellukseen tullut. 
 
Helper-luokat 
 
Yksi ohjelmoijan kannalta helpottava ominaisuus on ohjelmistokehyksen tarjoama työ-
kaluvalikoima, joka vähentää verkkosivua luotaessa html-kielen kirjoittamisen määrää 
huomattavasti (23, s. 139). Näitä työkaluja kutsutaan helper-luokiksi. Ne ovat PHP-
kielellä ohjelmoituja luokkia, jotka tarjoavat automaattisia toimintoja verkkosivun näky-
vän puolen rakentamiseen. Helper-luokat toimivat oletusarvoisesti MVC-arkkitehtuurin 
näkymätasolla CakePHP-ohjelmistokehyksessä. Html-elementit, kuten lomakkeet, on 
tehty helpoiksi luoda oliopohjaisen luokan avulla. Helper-luokkia käyttämällä voidaan 
luoda html-elementtejä, joita verkkosivuissa käytetään usein, paljon nopeammin kun 
tavallisesti verkkosivua tehtäessä. Helper-luokkia käyttämällä esimerkiksi html-
lomakkeen luominen käy käden käänteessä. Käsin kirjoittamalla html-lomakkeesta tu-
lee jopa kymmeniä rivejä pitkä, kun form helper -luokan avulla voidaan lomake gene-
roida lähes automaattisesti muutamalla koodirivillä (23, s. 150). Esimerkkikoodeissa 1 
ja 2 nähdään sama lomake html-kielellä ja CakePHP:n form helper -luokan avulla kirjoi-
tettuna. 
 
***form.html 
<FORM action="http://sivu.com/users/add.php" method="post"> 
  <LABEL for="firstname">First name: </LABEL> 
<INPUT type="text" id="firstname"><BR/> 
     <LABEL for="lastname">Last name: </LABEL> 
<INPUT type="text" id="lastname"><BR> 
<LABEL for="email">email: </LABEL> 
<INPUT type="text" id="email"><BR> 
<LABEL for="age">age: </LABEL> 
<INPUT type="text" id="age"><BR> 
<LABEL for="sex">sex: </LABEL> 
<SELECT id=”sex”> 
  <OPTION value="male">male</OPTION> 
  <OPTION value="female">female</OPTION> 
  <OPTION value="na">N/A</OPTION> 
</SELECT><BR/> 
<INPUT type="submit" value="Send"> 
</FORM> 
Esimerkkikoodi 1. Html-lomake. 
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 ***users/add.ctp 
$form->create(’User’); 
 $form->input(’firstname’); 
 $form->input(’lastname’); 
 $form->input(’age’); 
 $form->input(’sex’); 
 $form->submit(’Send’); 
Esimerkkikoodi 2. Html-lomake luotuna form helper -luokan avulla. 
 
Helper-luokkien todellisen tehon näkee vertaamalla koodiesimerkkejä 1 ja 2. Pelkäs-
tään kirjoitettavan koodin määrä on huomattavasti pienempi, mutta myös muita asioita 
on otettava huomioon. Form helper -luokka luo automaattisesti pudotusvalikkoelemen-
tin sukupuolelle MVC-arkkitehtuurin avulla. Jo tietokannassa on määritetty viiteavain 
sukupuolelle, joka viittaa tietokantatauluun, jossa on kolme vaihtoehtoa. Koska vii-
teavaimet ovat jo tietokantatasolla, osaa helper-luokka lukea tiedon ja luoda lomak-
keen elementit automaattisesti oikeanlaisiksi. CakePHP:n nimeämispolitiikan (23, s. 31–
37) ansiosta myös label-elementit tulevat lomakkeelle automaattisesti. Myös lomakkeen 
validointi tapahtuu automaattisesti, kun taas esimerkkikoodi 1:ssä mainitussa 
add.php:ssa pitäisi jokainen lomakkeen välittämä elementti validoida käsin. CakePHP:n 
form helper -luokassa on useita automaattisia lomake-elementtejä. Jos tietokannassa 
on aika- tai päivämääräkenttiä, luo helper-luokka automaattisesti näille kentille lomake-
elementit, joissa on päivämäärä ja kellonaika valittavissa pudotusvalikoiden avulla. Jos 
lomakkeiden luonnissa auttavan form helper -luokanrinnalle tuodaan muita helper-
luokkia, kuten Javascript helper -luokka, voidaan aika- ja päivämääräkentät muuttaa 
automaattisesti graafisesti kalenteria muistuttaviksi datepicker-elementeiksi.  
 
Ajax-toiminnallisuuksia voidaan lisätä lomakkeisiin ja näkymäsivuihin Ajax helper -
luokkaa käyttämällä. Luokan käyttö mahdollistaa dynaamisesti päivittyvät pudotusvali-
kot, joiden vaihtoehdot päivittyvät asynkronisesti, kun lomakkeen aiemmissa pudotus-
valikoissa tehdään valintoja (23, s. 115). Ajax helper -luokan avulla voidaan päivittää 
sivustolta lähes mitä tahansa sisältöä dynaamisesti. Kutsumalla käsittelijän metodeita 
taustalla voidaan näkymän mitä tahansa DOM (Document Object Model) -elementtiä 
päivittää tausta-ajona. Joissakin tapauksissa Ajax helper -luokan avulla voidaan tarvit-
taessa kirjoittaa tietokantaan rivejä. Tämänkaltaista ratkaisua voidaan käyttää halutta-
essa seurata määrätyn linkin klikkausten lukumäärää. Käsittelijään luodaan funktio, 
joka kirjoittaa tietokantaan klikkauksesta tietoja linkkiä klikattaessa. Klikkauksen aihe-
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uttamat toimenpiteet eivät näy käyttäjälle, eikä sivuston suoritus keskeydy tietokanta-
päivityksen ajaksi. 
 
Suuria tietomääriä käsiteltäessä on joskus hyvä tallentaa osa tiedoista välimuistiin. Täl-
lä toimintatavalla voidaan vähentää verkkoliikennettä ja parantaa sovelluksen suoritus-
kykyä palvelimella. Välimuistia voidaan käyttää tilanteessa, jossa halutaan säilyttää 
raskaan tietokantakyselyn tiedot palvelimen päässä tiedostossa, ettei jokaisella sivun 
latauskerralla tietokantakyselyä tarvitse tehdä uudestaan. CakePHP tarjoaa tiedon vä-
limuistitallennukseen useita eri vaihtoehtoja Cache helperin avulla (25, luku 7.2). Vaih-
toehtoina ovat palvelimelle luotavat väliaikaistiedostot, joihin tietoa tallennetaan, tai 
jopa palvelimen käyttömuistin varaaminen väliaikaistiedon tallennukseen, jos resursse-
ja on vapaana riittävästi. 
  
Lokalisointi 
 
Nykyään kehitettäessä verkkosovellusta on tärkeää ottaa huomioon sovelluksen mah-
dollisuudet laajentua kansainvälisille markkinoille. Tästä syystä on kehystä valittaessa 
hyvä ottaa huomioon mahdollisuudet erilaisten käännösten tekemiselle. CakePHP:ssa 
on sisäänrakennettuna tuki sovellusten sisällön kääntämiselle käyttäen apuna i18n- ja 
l10n-menetelmiä (23, s. 202). I18n on numeronyymi sanasta ”internationalization”. 
Siinä on sanan ensimmäinen ja viimeinen kirjain ja kirjainten lukumäärä, josta on vä-
hennetty ensimmäinen ja viimeinen kirjain. L10n taas tulee sanasta ”localization” sa-
manlaisella menetelmällä. Merkinnässä käytetään suuraakkos-L-kirjainta, ettei pientä L-
kirjainta sekoiteta I-kirjaimeen. 
 
CakePHP:n kielivalinnat tukeutuvat käännösfunktioon. Funktio toimii kaikissa näkymissä 
automaattisesti. Sovelluksen oletuskieli määritetään etukäteen asetustiedoissa. Kään-
nösfunktion toiminto perustuu siihen, että kaikki merkkijonot, jotka on kirjoitettu kään-
nösfunktion ”__()” sisään (23, s. 204), tutkitaan läpi. Sovelluksen juuritasolta löytyy 
kieliparitiedostoille paikka. Niissä määritetään oletuskielen merkkijono tai lause ja kieli-
kohtaisesti käännetty vastine muodostaen kieliparin. Käännösfunktio korvaa automaat-
tisesti merkkijonon tai lauseen, jos kieliparitiedostosta löytyy vastine käännösfunktion 
sisällä olevalle merkkijonolle. Kieliparitiedoston luontiin löytyy oma konsolityökalu, jolla 
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luetaan sovelluksen lähdekoodista kaikki merkkijonot, jotka on ympäröity __()-
funktiolla. 
 
Www -palvelimen konfigurointitarve 
 
CakePHP:n asennus on tehty äärimmäisen yksinkertaiseksi. Www-palvelimella määri-
tettyyn sivun juurihakemistoon puretaan CakePHP-paketin sisältö kokonaisuudessaan. 
Apache-palvelimen asetuksista määritetään sivuston juurihakemiston sijainniksi Ca-
kePHP:n asennuksen mukana määrittynyt app/webroot-hakemisto. Apachen asetuksis-
ta riittää mod_rewrite-moduulin lataaminen, jos sitä ei ole oletuksena ladattu, ja 
”.htaccess”-tiedostossa CakePHP:n purkuhakemistossa ”AllowOverride All” rivin lisää-
minen. Muuta konfiguraatiota www-palvelimelle ei juurikaan tarvita. Sovelluksen tieto-
kantayhteys määritetään config-hakemistossa olevassa database.php-tiedostossa. Siel-
lä määritetään tietokantapalvelimen osoite, tyyppi ja autentikointitunnukset (23, s. 9–
16). 
 
4.3.2 Zend-ohjelmistokehys 
 
Zend-ohjelmistokehys on ohjelmistokehittäjille tehty avoimeen lähdekoodiin perustuva 
PHP5-kielelle tarkoitettu kokoelma valmiita luokkakirjastoja, joilla voidaan luoda verk-
kosovelluksia. Kehys on tehty täysin olio-ohjelmointimallia noudattaen (26, luku ”Over-
view). Muista ohjelmistokehyksistä Zend eroaa siinä, että jokainen komponentti, joka 
kehyksestä löytyy, on joitakin poikkeuksia lukuun ottamatta sellaisenaan käytettävissä 
omana yksittäisenä kirjastonaan. Zend-kehyksen sisäiset riippuvuudet komponenttien 
kesken on pyritty minimoimaan, jotta yksittäisiä kirjastoja voidaan ottaa käyttöön. 
Vaikka komponentteja voidaankin käyttää erillään ohjelmistokehyksestä, on silti järke-
vää käyttää kokonaisuutta, sillä Zend tarjoaa tehokkaan MVC-arkkitehtuuritoteutuksen, 
helppokäyttöisen rajapinnan tietokantapalvelimen kanssa kommunikointiin ja laaduk-
kaat ja monipuoliset html helper -kirjastot. Nämä voimavarat yhdistämällä saadaan 
kokoon tehokas sovellusrunko, jonka pohjalta kehitys voidaan aloittaa. 
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Lähdekoodin generointi 
 
Zend-ohjelmistokehyksessä lähdekoodi generoidaan jokaiselle tiedostolle erikseen. Ke-
hys tarjoaa työkalut, joilla mallien, käsittelijöiden ja näkymien perusrungon luonti on-
nistuu. Kehyksen tarjoama työkalu on nimeltään Zend_Tool, ja se on myös konsolissa 
ajettava tekstipohjainen sovellus (27, s. 27). Prosessi aloitetaan luomalla ensin tieto-
kanta. Tietokannan luomisen jälkeen ajetaan konsolisovellus, jolla luodaan tiedon läh-
de- ja kartoittajaluokat. Kun ne on luotu, voidaan luoda vihdoin itse malliluokan perus-
rakenne. Perusrakenne sisältää get- ja set-metodit tietokannan kaikille tietokentille. 
Mallin luomisen jälkeen luodaan käsittelijäluokka, jolla tietoa hallitaan käyttämällä mal-
liluokkaa. Käsittelijän luonnin jälkeen voidaan luoda näkymä. Näkymätiedosto tulee 
luoda kokonaisuudessaan itse. Käsittelijän indexAction()-metodin näkymässä näytetään 
perusnäkymä, jossa listataan yleensä mallin tietokantataulun tiedot ja linkit muihin 
toimintoihin.  
 
Validointi 
 
Kehyksessä validointi on toteutettu tehokkaasti ja helposti käytettäväksi. Validointiluo-
kat ovat automaattisesti mukana lomakkeita luotaessa ja kehyksen sisään on rakennet-
tu useita valmiita validointisääntöjä ohjelmistokehittäjän tarpeisiin. Validointi tehdään 
luomalla uusi olio validointiluokasta ja kutsumalla olion isValid()-metodia. Lomakeluok-
ka osaa tehdä kutsut automaattisesti lomakemääritysten mukaisesti, mutta syötteet 
voidaan myös validoida käsin käyttämällä luokan tarjoamia metodeita. Validointiluokas-
sa on vain kaksi metodia, isValid() ja getMessages(). Ensimmäistä käytetään syötteen 
tarkastukseen, ja jälkimmäisellä kutsulla luokka palauttaa validoinnin epäonnistumisen 
syyn tai syyt, jos syötteessä on useampia virheitä kuin yksi. Zend-kehyksen validointi ei 
ole oletuksena automaattisesti käytössä, vaan validointi täytyy suorittaa itse ajamalle 
isValid()-metodi lomakeluokan lomaketta käsittelevässä metodissa (27, s. 124). 
 
URL-reititykset 
 
Zend-ohjelmistokehyksessä on myös sisäänrakennettu uudelleenreititys URL-osoitteille. 
Reititys toimii muodossa http://sivu.pääte/käsittelijä/metodi. Kehyksen nimeämispolitii-
kan (27, s. 61) vuoksi automaattinen perusreititys on heikompi, sillä kehyksen ni-
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meämispolitiikkaa noudattamalla metodien nimet voivat venyä hyvinkin pitkiksi ja URL-
osoitteista voi muodostua pitkiä ja epäselviä lukea. Zend tarjoaa työkalut omien reittien 
luomiseen. Kuviossa 10 on jaettu URL-osoite osiin selitteineen. 
 
 
Kuvio 10. URL-reitityksen komponentit selityksineen (27, s. 63). 
 
URL-osoitteet jaetaan reititystoiminnoissa osiin, joista määritetään PHP-tiedostot, jotka 
halutaan ladata sivua kutsuttaessa. Omien reititysten tekoon tarjotut työkalut antavat 
mahdollisuuden tehdä selkeämmin luettavia osoitteita tapauksissa, jossa metodifunk-
tioden nimet ovat nimeämistapojen mukaan tehtynä pitkiä. Oletetaan, että sovelluksen 
”musiikki” käsittelijällä listataan musiikkiteoksia. Jos halutaan listata musiikkiteokset 
kaikkien artistien tekemänä, voi metodin nimeksi muodostua ”listaaKaikkienArtistienLe-
vytAction()”. Vastaavassa tilanteessa on otollista luoda oma reitti sitomalla kyseinen 
metodi esimerkiksi sanaan ”kaikkien_teokset”, jolloin URL-osoitteeksi muodostuu 
http://sivu.pääte/musiikki/kaikkien_teokset. 
 
Komponenttiluokat 
 
Komponenttiluokkia Zend-kehyksessä ei tarjota samassa mielessä kuin CakePHP-
kehyksessä. Kaikki kehyksen tarjoamat luokkakirjastot ovat käytettävissä tarvittaessa. 
Zend-kehyksessä on komponenteiksi nimettyjä luokkia raportin kirjoitushetkellä 70 (26, 
luku ”Zend Framework Reference”). Suurimmalla osalla komponenttiluokista on myös 
aliluokkia, mikä kasvattaa käytettävissä olevien luokkien määrän satoihin. Luokat ote-
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taan käyttöön PHP:n omalla require-funktiolla, minkä jälkeen komponenttiluokan tar-
joamat lisämenetelmät ovat heti käytettävissä. 
 
Zend-kehyksessä komponenttiluokkien käyttöä ei ole rajattu samalla tavalla kuin Ca-
kePHP:n mallissa (26, luku ”Overview”), jossa komponenttiluokat on määritetty erik-
seen ja niitä voi käyttää ainoastaan käsittelijäluokissa. Tämä mahdollistaa joitakin hel-
pompia käsittelytapoja esimerkiksi dynaamista sisältöä ajatellen. Jos Zendin Ajax-
toiminnoilla halutaan luoda dynaamisesti ponnahdusikkunan kaltainen elementti, joka 
sisältää lomakkeen, se voidaan luoda käyttämällä Zend_Form-luokkaa, kun taas Ca-
kePHP:n puolella lomakkeesta täytyy luoda oma näkymä, joka ladataan dynaamisesti 
käsittelijän kautta alkuperäisessä näkymässä avattuun elementtiin. 
 
Helper-luokat 
 
Näkymätasolle tarkoitettuja helper-luokiksi kutsuttuja luokkia Zend-kehys tarjoaa usei-
ta, yleisimpien verkkosivun toimintojen tarpeisiin, kuten päivämäärien muotoilu UNIX-
aikaleimasta tai html-lomakkeet. Kuten CakePHP:n avulla, myös Zend-kehyksen avulla 
html-lomakkeiden luontia on helpotettu helper-luokilla. Zend-kehyksessä lomakkeita voi 
luoda käyttämällä Zend_Form-luokkaa (27, s. 116). Lomaketta varten on laajennettava 
Zend_Form-luokkaa ja luotava oma luokka lomakkeelle. Lomakkeessa määritetään näy-
tettävät lomake-elementit ja niiden asetukset yksitellen. 
 
$this->addElement('text', 'email', array( 
'label'      => 'Your email address:', 
'required'   => true, 
'filters'    => array('StringTrim'), 
'validators' => array('EmailAddress',) 
)); 
Esimerkkikoodi 3. Zend_Form-luokalla luotu sähköpostikenttä html-lomakkeessa. 
 
Lomake-elementtejä luotaessa Zend-kehyksessä elementin asetukset, kuten validointi-
säännöt, tulee määrittää käsin. Automatiikka ei huolehdi näistä asioista kehittäjän puo-
lesta, jos lomake-elementti ei ole tuettua muotoa (27, s. 124). Tällöin lomake-
elementtiä luotaessa täytyy määrittää käytettävä validointi. Lomakkeen käsittelyssä 
käsittelijän funktioissa on myös kutsuttava isValid()-metodia, jos halutaan käyttää ke-
hyksen omia validointityökaluja. 
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Lähes kaikki html-sivun yleisimmät elementit on sisällytetty erilaisiin helper-luokkiin. 
Pelkän tyhjän dokumentin muuttaminen validiksi html-tiedostoksi onnistuu helper-
luokkien avulla. Zend tarjoaa esimerkiksi html doctype -määritystä varten oman helper-
luokkansa, jonka avulla tulostetaan html-tiedoston alkuun dokumenttityypin määrityk-
set (27, s. 87). Myös meta-määritykset onnistuvat helper-luokkien avulla. Voidaan sa-
noa, että lähes jokaiselle html-sivun tärkeälle elementille, hyvin muotoillussa html-
koodissa, löytyy helper-luokka. 
 
Lokalisointi 
 
Zend-kehys tarjoaa pitkälle kehittyneet työkalut sivuston kansainvälistämistä ja tulkka-
usta varten. Taustalla voidaan määrittää erikseen sijaintiasetus, jolla määritetään kun-
kin eri kulttuurin perussäännöt, kuten etunimi, sukunimi, valuutta, kirjoitussuunta, nu-
meroiden kirjoitusasut ja muut asetukset, jotka voivat vaihdella kulttuurista riippuen. 
Tällä työkalulla saadaan taustalla toimivat prosessit toimimaan oikein eri maiden käy-
täntöjen mukaan (26, luku ”Zend_Translate, Introduction”). 
 
Monikielisissä kansainvälisissä verkkosovelluksissa kielen vaihtaminen voi olla tärkeä ja 
haluttu ominaisuus. Zend_Translate-luokalla voidaan kääntää sivuston sisältöä kielestä 
useampaan eri kieleen muutamia sääntöjä noudattamalla. Käännösluokka osaa käyttää 
lähdemateriaalinaan useita eri lähdetietomuotoja yksinkertaisista PHP-taulukosta aina 
sql-tietokantaan. CakePHP:n ratkaisu kääriä kaikki käännöstä mahdollisesti tarvitsevat 
merkkijonot käännösfunktioon on samankaltainen kuin Zend-kehyksen vastaava. Esi-
merkkikoodissa 4 havainnollistetaan kehyksen käännösfunktion toiminnallisuutta. Esi-
merkkikoodissa on käytetty käännöstietona gettext-menetelmää. 
 
 
$translate = new Zend_Translate 
    array( 
'adapter' => 'gettext', 
'content' => '/path/to/translation/source-de.mo', 
'locale'  => 'de' 
    )); 
print $translate->_("Esimerkki") . "\n"; 
print "=======\n"; 
print $translate->_("Tämä on lause.") . "\n"; 
Esimerkkikoodi 4. Zend_Translate-luokan käyttö. 
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Esimerkkikoodi 4 käyttää source-de.mo-tiedostoa, joka viittaa saksankieliseen kään-
nökseen. Käännösfunktio eroaa CakePHP:sta siinä, että käännösluokan olio täytyy luo-
da ennen käyttöä ja käännettävät merkkijonot tulee tulostaa erikseen käännösoliota 
kutsumalla jokaisen merkkijonon kohdalla. 
 
Www-palvelimen konfigurointi 
 
Kehyksen käyttöönotto www-palvelimella ei vaadi kovin laajoja toimenpiteitä. Asennet-
tuna tulee olla Apache 2.2 tai uudempi ja PHP 5.2.4 tai uudempi. Tietokantapalvelin on 
valinnainen, sillä sovelluksen ei tarvitse välttämättä lukea tai kirjoittaa tietoa tietokan-
taan. Zend tukee tarvittaessa useita eri tietokantoja. Kuten CakePHP, myös Zend vaatii 
toimiakseen Apachen mod_rewrite-moduulin (27, s. 25). Kun www-palvelin on toimin-
nassa ja konfiguroitu oikein, riittää Zend-kehyksen asentamiseksi kehyksen tiedostojen 
purku sovelluskohtaiseen kansioon. Latauspaketti puretaan sovelluksen päätasolle, 
jolloin oikeat kehyksen tiedostot päätyvät automaattisesti oikeisiin hakemistoihinsa. 
Muuta asennusta www-palvelimessa ei tarvita. 
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5 ForestFile2-toiminnanohjausjärjestelmän toteutus 
 
5.1 Toiminnanohjausjärjestelmien historia ja tarkoitus 
 
Toiminnanohjausjärjestelmällä, jota myös kutsutaan lyhenteellä ERP (Enterprise re-
source planning),  tarkoitetaan sovellusta, johon pyritään integroimaan mahdollisim-
man suuri määrä työkaluja, joita yrityksen toiminnan tehokkaaseen operointiin tarvi-
taan. Toiminnanohjausjärjestelmään voi kuulua kirjanpito, reskontra, työajanseuranta, 
projektinhallinta, tilanvaraukset ja oikeastaan mitä tahansa toimintoja, mitä yrityksen 
tehokkaan toiminnan kannalta olisi tarpeellista saada hallintaan yhden ratkaisun kautta. 
ERP-ratkaisut tarjoavat yrityksen eri osastojen yhteistoiminnan saman järjestelmän 
kautta. (28, s. 1.) 
 
Toiminnanohjausjärjestelmät ovat saaneet alkunsa jo 1960-luvulla IBM:n ja traktorin-
valmistajan J. I. Casen yhteistyön tuloksena. Niiden tarkoituksena oli kehittää tietoko-
neavustettu järjestelmä, jolla voitiin hallinnoida materiaalien ja osatoimitusten aikatau-
luja ja varastosaldoja. Alkujaan järjestelmää kutsuttiin materiaalinohjausjärjestelmäksi, 
mutta siitä kehittyi myöhemmin laajempi konsepti, kun sovellukset alkoivat yleistyä ja 
niihin lisättiin ominaisuuksia toiminnan muiltakin alueilta. Lopulta 1990-luvun alkupuo-
lella järjestelmiä alettiin kutsua niiden nykyisellä nimellä ERP. (28, s. 3.)  
 
Toiminnanohjausjärjestelmillä on tarkoitus yksinkertaistaa toimintaa ja vähentää kulu-
ja, joita voi syntyä eri osastojen toiminnasta. Reaaliaikainen tieto, joka syntyy syöttä-
mällä eri osastojen tietoja, kuten varaston saldotietoja, voi nopeuttaa ja helpottaa si-
säänosto-osaston henkilöiden työskentelyä merkittävästi. Työajanseurantaan liitetyt 
läsnä- ja poissaolotiedot helpottavat työvuorojärjestelijän työtä, jos yrityksessä työs-
kennellään vuoroissa. Pieneltä vaikuttavilla ominaisuuksilla voi olla suuria vaikutuksia 
yrityksen toimintaan, jos ne on toteutettu harkiten ja oikein. 
 
Perinteinen työskentelymalli metsäalalla sisältää erikseen dokumentoitavat projektit, 
asiakassuhteet, työntekijätiedot, alihankkijatiedot, istutustiedot, taimitiedot, tuntikirja-
ukset työntekijöille, laskutuspuolen, kirjanpidon ja reskontran. Aiemmin lähes kaikki eri 
osuudet on hoidettu paperikirjauksilla. Työnjohtaja kerää tuntilistat työnteijöiltä, hy-
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väksyy ne ja lähettää eteenpäin palkanlaskentaan, missä suoritetaan palkanlaskenta ja 
raportoidaan kirjanpitoon. Hyvin suunnitellussa järjestelmässä työnjohtajan tulee käydä 
omasta toiminnanohjausjärjestelmästä hyväksymässä kirjaukset, minkä jälkeen tiedot 
ovat automaattisesti käytettävissä seuraavalle osastolle lähes reaaliajassa. 
 
5.2 Olemassa oleva Forestfile-sovellus 
 
Forestfile-sovellus on kehitetty Feelforest Oy:n tarpeeseen ylläpitää lukuisia asiakas-
kontakteja, työmaita, työmaiden kulkua ja omaa henkilöstöä. Pääominaisuuksina ovat 
työnohjaus, asiakastiedot ja henkilöstön työajanseuranta. Sovelluksen kehitys on aloi-
tettu vuonna 2003, jolloin Feelforest halusi kehittää yrityksensä toimintaa yhdistämällä 
useita toimintoja yhteen sovellukseen. 
 
Forestfile-sovelluksen tärkeimpiin ominaisuuksiin lukeutuu asiakkaiden hallinta. Uutta 
asiakasta hankittaessa asiakkaan yhteystiedot kirjataan järjestelmään, minkä jälkeen 
aloitetaan neuvottelut asiakkaan tarvitsemista metsänhoitotöistä. Asiakkaana voivat 
olla yksityishenkilöt, yritykset ja yhdistykset. Yleensä asiakas toimii maanomistajan 
roolissa, mutta välillä asiakas voi myös olla suuri metsäalan yritys, joka tarvitsee ali-
hankintana työvoimaa. Asiakkuuden edetessä asiakaan tietoihin lisätään tila. Tilalla on 
omat tietonsa, joissa määritetään tilan sijainti, pinta-ala ja omistajat. 
 
Jos neuvottelut asiakkan kanssa etenevät työvaiheeseen, lisätään asiakkaan tietoihin 
työmaa. Työmaata luotaessa määritetään työmaan työn laatu, onko kyseessä istutus- 
vai raivaushakkuutyömaa ja tehdäänkö työmaa urakkana vai tuntityönä ja työmaan 
aloitusaikataulu. Kun työmaa on luotu, jaetaan asiakkaan tilan pinta-ala palstoihin, joita 
kutsutaan kuvioiksi, joille on tarkoitus tehdä metsänhoitotöitä. Kuviossa 11 näkyy erään 
työmaan pinta-ala jaettuna vihreillä rajoilla useampiin kuvioihin. 
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Kuvio 11. Erään metsänhoitotyömaan kartta Forestfile-sovelluksesta. 
 
Työmaalle luodaan kuvioita tarpeen mukaan useita. Voidaan olettaa, että tila on jaettu 
esimerkiksi viiteen kuvioon, joista kolmessa tehdään taimikon hoitoa ja kahdessa raiva-
ushakkuuta. Kuviokohtaisesti määritetään pinta-ala, onko hoitotöitä tehty aiemmin, 
maaperän tiedot, puusto, istutusvuosi, kasvuluokat, istutustiheys, ojikot ja tiestöt. Ku-
viotasolla hinnoitellaan myös työn hinta työmaan budjetointia varten. Jos työ teetetään 
alihankkijalla, voidaan kuviotasolla syöttää myös kateprosenttivaatimus, jonka avulla 
voidaan laskea maksimiostohinta työlle. Kun kuviot on lisätty työmaalle, ne nähdään 
työmaan tiedoissa ja työmaanäkymässä lukuarvoina nähdään kumulatiiviset summat 
kaikkien kuvioiden tiedoista laskettuna. Kuviossa 12 nähdään vanhan Forestfile-
sovelluksen valmiin työmaan näkymä. Näkymässä ovat työmaan perustiedot avainlu-
kuineen. 
 
36 
 
 
Kuvio 12.  Forestfile-sovelluksen erään työmaan perustiedot (henkilötiedot poistettu). 
 
Työmaan tiedoista voidaan seurata työmaatasolla, paljonko työmaahan on käytetty 
resursseja ja miltä budjetti ja budjetissa pysyminen näyttävät. Työmaan edetessä ti-
lanne päivittyy sitä mukaa, kuin työntekijä raportoi työaikojaan järjestelmään. Työ-
maanäkymästä voidaan myös seurata työmaahan liitettyjä muistiinpanoja ja tiedostoja 
ja tarkastella työmaalle tehtyjä työaikakirjauksia. Työmaanäkymän kautta tulostetaan 
myös työmaaohjeet metsureille ja alihankkijoille. Työmaaohjetulosteissa on kuviokoh-
taisesti rajatut tiedot, joiden perusteella metsuri osaa tehdä oikeita hoitotoimenpiteitä. 
 
Työajanseurannassa on tunti- ja urakkatyön seuranta erikseen hakkuu- ja istutustöille. 
Järjestelmässä on melko pitkälle kehittynyt automatisoitu työajanseuranta, joka hoitaa 
samalla palkanlaskentaa ja välittää tietoa työmaiden tietoihin. Työaikakirjauksia tehtä-
essä määritetään työlaji, tehdyt tunnit, kilometrikorvaukset ja muut kulut. Työaikakir-
jausta tehtäessä voidaan raportoida myös istutustyömaan tapauksessa istutettujen 
taimien lukumäärä. Työaikakirjaus tehdään aina työmaan kuviolle, jolloin vastaavia 
avainlukuja saadaan järjestelmästä myös kuviotasolla. 
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Tärkeänä osana Forestfile-sovellusta on raportointi. Erilaisia raportteja koostetaan 
muun muassa työmaista, työajanseurannasta, palkoista, laskutuksesta ja koosteena 
työtunneista työlajien mukaan. Raportointi on osana koko yrityksen liiketoiminnan ydin-
tä, sillä näillä tiedoilla nähdään koko yrityksen tasolle tärkeitä avainlukuja ja kassavirtaa 
voidaan tarkastella lähes reaaliajassa. Sovellus tulostaa halutuilla kentillä csv-
muotoisen tiedoston, joka voidaan viedä taulukkolaskentaohjelmaan sellaisenaan jat-
kokäsittelyä varten. 
 
Vanhan sovelluksen ylläpitotoiminnot ovat hyvin rajalliset. Suurin osa lisäyksistä täytyy 
tehdä suoraan tietokantaan. Vuoden vaihtuessa työntekijöiden työehtosopimustiedot 
tulee syöttää uutena rivinä sisältäen eri palkkaryhmien tuntipalkat, kilometrikorvaukset, 
päivärahat ja muut korvaukset. Myös muut tiedot, kuten maaperäluokka ja muita met-
säalaan liittyviä valintoja, joiden määrä voi kasvaa, on lisättävä suoraan tietokantaan. 
Ainoastaan järjestelmään syötettyjä tietoja voidaan muokata pääkäyttäjätunnuksilla. 
 
5.3 Suunnittelu 
 
Toiminnanohjausjärjestelmän uudistamissuunnitelman alkuvaiheessa asiakkaan kanssa 
päätettiin, että uutta järjestelmää ryhdytään kehittämään vanhan järjestelmän rinnalla 
käyttäen olemassa olevaa tietokantaa pohjana uudelle. Suunnitelmissa oli kaksi rinnak-
kain toimivaa järjestelmää, jotka käyttäisivät samaa tietokantaa. Suunnitteluvaiheessa 
tultiin myös siihen tulokseen, että tapauksessa, jossa sovelluksen uudistaminen ei ole 
mahdollista kahden rinnakkaisen järjestelmän samanaikaisen ajon suhteen, tietokan-
tamuutokset oli jätettävä minimiin, jotta järjestelmän päivittäminen vanhasta uuteen 
olisi mahdollisimman vähällä vaivalla toteutettavissa. Liitteessä 1 on kuvattu alkuperäi-
sen Forestfile-sovelluksen tietokannan rakennetta relaatioineen. Tietokanta oli paisunut 
suureksi tietomäärän ja sovelluksen toimintojen lisääntyessä, ja kantaan oli jäänyt usei-
ta tietokenttiä turhiksi. 
 
Uudistamista suunniteltaessa painotettiin sovelluksen tulevaisuutta. Alun perin sovel-
luksen uudistamista ryhdyttiin suunnittelemaan, koska järjestelmän päivittäminen oli 
käynyt sovelluksen lähdekoodin rivimäärän kasvaessa hitaaksi ja vaikeaksi. Hiljalleen 
kasvanut sovellus oli paisunut niin suureksi, että muutokset toisaalla vaikuttivat usein 
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useampaan toimintoon aiheuttaen ennalta arvaamattomia seuraamuksia ja ongelmia. 
Tärkeänä kriteerinä pidettiin myös ylläpitotoimintojen lisäämistä sovelluksen uudistetun 
version ohjelmoinnin yhteydessä. 
 
Sivuston ulkoasu päätettiin päivittää vastaamaan yrityksen uutta ilmettä. Sovelluksen 
graafinen ilme haluttiin kuitenkin pitää hillittynä, jotta järjestelmä saataisiin mahdolli-
simman kevyeksi. Joitakin muutoksia haluttiin helpottamaan ja nopeuttamaan käyttö-
liittymän navigointia sovelluksen sisällä. Uusi väriteema ja sivuston ulkoasun koko valit-
tiin noudattamaan aiempaa leveämpää näkymää. Alkuperäisessä Forestfile-
sovelluksessa oli 800 pikselin levyinen ulkoasu. Uudistettuun versioon haluttiin leveäm-
pi, 1 000 pikselin levyinen näkymä, ja pienemmät selkeät fontit, jotta yhdelle näkymä-
ruudulle saadaan kerralla enemmän luettavaa tekstiä. Kuvissa 13 ja 14 on etusivun 
näkymä sisäänkirjautumisen jälkeen sekä vanhan sovelluksen että uudistetun ForestFi-
le2-sovelluksen ulkoasu.  
 
 
Kuvio 13. Forestfile-sovelluksen vanha ulkoasu. 
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Kuvio 14. Uuden ForestFile2-sovelluksen ulkoasu 
 
Sovelluksen ulkoasun muutoksen siivittäjänä oli yrityksen tarve muuttaa ilmettään hie-
man nykyaikaisemmaksi. Vuonna 2003 kehitetty sovellus oli elänyt jo aikansa, ja sen 
ulkoasu oli jäänyt ajastaan jälkeen. Vanha ulkoasu oli kokonaisuudessaan toteutettu 
html-taulukkotaittona, joten dynaamisten elementtien lisäys oli työlästä. Uusi ulkoasu 
päätettiin toteuttaa xhtml- ja CSS2-standardeja noudattavaksi. Myös tulosteiden ulko-
asu oli riisuttu näkymä täydestä sivusta. Tulostusnäkymissä tulostettiin lähes identtinen 
näkymä työmaan tiedoista, mutta valikot ja kuvat riisuttiin pois. Uudessa järjestelmäs-
sä tulostaminen haluttiin toteuttaa muulla tavalla, kuten laatimalla halutusta tiedosta 
oma PDF-tiedosto, joka voidaan tallentaa sellaisenaan ja lähettää sähköpostitse eteen-
päin työmaaohjetta tarvitsevalle. Tällöin tulosteen ulkoasu olisi riippumaton myös käyt-
täjän selaimesta eikä tulostusnäkymän yhteensopivuuden kanssa tarvittaisi erityisiä 
toimenpiteitä. 
 
5.4 Toteutus 
 
Uuden, ForestFile2:ksi nimetyn sovelluksen kehitys aloitettiin vuonna 2008, kun sopi-
van ohjelmistokehyksen valinta oli tehty. Valinta osui CakePHP-kehykseen, sillä se si-
sälsi projektin kannalta tärkeitä ominaisuuksia enemmän kuin kilpaileva kehys Zend. 
Tärkeimpänä kriteerinä pidettiin CakePHP:n nopeaa kehitystä tukevaa bake-
konsolikäyttöliittymää, jolla voidaan luoda valmista lähdekoodia tietokannan pohjalta. 
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Kehityksen alkuvaiheessa päätettiin myös siirtää sivusto ja tietokanta UTF-8-merkistöä 
käyttäviksi sovelluksen vanhan version merkistöongelmien vuoksi. Vanha sovellus käytti 
ISO-8859-1-merkistöä. Olemassa olevasta tietokannasta otettiin kopio, joka sijoitettiin 
kehityspalvelimelle. Samalla tietokannan sisältö muunnettiin ISO-8859-1-merkistöstä 
UTF-8-merkistöön.  
 
Konkreettinen ohjelmointityö alkoi, kun tietokannasta oli valittu päätaulut, joita käyte-
tään malliluokkien tietolähteinä, minkä jälkeen bake-konsolilla (23, s. 64) luotiin tarvit-
tavat PHP-lähdekooditiedostot malleille, käsittelijöille ja näkymille. Tämän prosessin 
jälkeen sovelluksen perusrunko oli käytännössä valmis ja päästiin nopeasti suoraan 
hiomaan koodigeneraattorin tuottamaa sisältöä. Koodigeneraattorissa on lukuisia oh-
jelmointityötä helpottavia ominaisuuksia, mutta yksi huono puoli on lomakkeiden gene-
rointi. Automatiikka luo lomakekentät html-lomakkeisiin jokaisesta tietokantataulun 
kentästä. Koska sovellus on vanha ja usein muutettu, oli tietokantatauluissa paljon 
käytöstä poistuneita tietokenttiä. Nämä kentät tuli siivota jokaisesta lomakkeesta pois 
käsin. 
 
Kun sovellus oli perustasolla siistitty näkymäpuoleltaan, ryhdyttiin siirtämään ohjelma-
logiikkaa vanhasta sovelluksesta uuteen. Kehitysvaiheessa suoritettiin ominaisuuksien 
siirron priorisointi. Kuvassa 15 on koottu pääominaisuuksien kehitysjärjestys järjestel-
mää uudistettaessa. Tarkoituksena oli saada uusi sovellus vanhan rinnalle tuotantoon 
mahdollisimman nopeasti, jotta vanhan ja uuden sovelluksen rinnakkaiskäytön testaus 
voidaan aloittaa. 
 
 
Kuvio 15. Sovelluksen uudistamisprojektin sovittu kehityselinkaari. 
 
Pääpaino kehityksessä keskittyi aluksi työmaiden hallinnan kehitykseen. Vanhan tieto-
kannan sidoksien vuoksi työmaan kehitys oli tehtävä käyttäjähallinnan ja asiakashallin-
nan kanssa rinnakkain. Työmaata ei voinut vanhassa järjestelmässä luoda ilman asia-
kasta, joten oli järkevää tehdä samalla työmaiden hallintaan kaikki suoraan sidoksissa 
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olevat toiminnot. Lähdekoodissa, joka luotiin generaattorilla, oli valmiit metodit tiedon 
lisäämiselle, poistamiselle, muokkaamiselle ja päivittämiselle. Ne tarjosivat pohjan, jos-
ta logiikkaa päästiin ohjelmoimaan.  
 
Generaattorin tarjoamat perusmetodit olivat riittämättömiä halutunkaltaisen sovellus-
toiminnon tuottamiseksi. Itsessään työmaan lisääminen ei vaadi juurikaan laskentaa, 
mutta kun ajatellaan kokonaisuutta, tuli vastaan suuri määrä laskentaa. Avainluvut ja 
euromäärät työmailla määräytyvät kuvioiden ja työaikakirjausten kautta. Itse työmai-
den käsittelijätiedoston perusmetodeja ei juurikaan jouduttu laajentamaan, mutta re-
laatioiden kautta lisättävää sisältöä sen sijaan jouduttiin käsittelemään melko moni-
mutkaisesti. Tämän vuoksi jouduttiin kehittämään muut työmaan rinnakkaistoiminnot 
samanaikaisesti työmaan hallinnan kehityksen aikana. 
 
Suurimmaksi haasteeksi sovelluksen uudistamisessa osoittautui työmaiden kuvioiden 
hallintatoimintojen ohjelmointi. Jokaisen kuvion tietoihin tulee suuri määrä laskennallis-
ta tietoa, jota käsitellään osittain monesta ehdosta riippuen. Liiteessä 2 on kokonaisuu-
dessaan työmaan lisäyksen käsittelyfunktio. Kun sitä verrataan liitteen 3 kuvion lisäyk-
sen funktioon, voidaan huomata jo koodin rivimäärästä, kuinka paljon monimutkai-
semmaksi ja laskentaa sisältäväksi sovelluksen logiikka muuttuu, kun rahaan liittyvä 
laskenta alkaa. Liitteen 3 lähdekoodin määrä on noin kolminkertainen verrattuna liit-
teen 2 koodimäärään. On otettava huomioon myös seikka, että näkyvä koodi on käsit-
telijä-luokan lähdekoodi. Kun käsittelijä kutsuu mallia, voi mallissa olla vielä useita toi-
mintoja, joita suoritetaan ennen tiedon tallennusta tietokantaan. Tässä tapauksessa 
kuviota lisättäessä mallitasolla ajetaan vielä useampi funktio, joilla lasketaan muun 
muassa myydyt yksiköt ja työlajista riippuen työtunnille eurohinta, budjetoidut työtun-
nit ja tavoitetuntihinta. 
 
Kuvion lisäyksen jälkeen luotiin työaikakirjausten lisäys. Tässä vaiheessa sovelluksen 
kehitys monimutkaistui entisestään, sillä työaikakirjauksia oli monenlaisia. Työaikakirja-
uksen käsittelijäluokkaan lähdekoodia kehittyi 1 266 riviä. Tästä määrästä työaikakirja-
uksen lisäysfunktion osuus on 577 riviä. Työmaan lisäysfunktion rivimäärä on 57 ja 
kuvion lisäyksen 122. Työaikakirjauksen mallitiedostossa on vielä 123 riviä lisää ohjel-
makoodia, joka sisältää laskentaa ikälisien ja keskituntiansioiden saamiseksi. Kehityk-
sen tässä vaiheessa projektin laajuus alkoi valjeta. Oltiin vasta perustoimintojen siirto-
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vaiheessa, ja tässä vaiheessa ohjelmointityön määrä alkoi lisääntyä merkittävästi alku-
peräisestä arviosta. 
 
Kun työmaanhallinta oli saatu peruskäytännöllisyydeltään valmiiksi, ryhdyttiin laajen-
tamaan ominaisuuksia. Erilaisia dokumenttitulosteita oli toivottu, ja niitä ryhdyttiin 
työstämään seuraavaksi. Ryhdyttiin selvittämään sopivaa ratkaisua sovelluksen tulos-
tusominaisuuksien parantamiseksi, ja tutkimustyö johti TCPDF-luokkakirjaston (29) 
löytämiseen. Tulosteiden luomisessa käytettiin TCPDF-luokan työkaluja, joilla voitiin 
hieman olemassa olevia html-näkymiä muokkaamalla luoda halutunlaisia PDF-
dokumentteja helposti ja nopeasti. Toimivan työmaaohjetulostuksen lisäksi asiakas 
pyysi mahdollisuuden liittää työmaaohjeen tulostukseen myös työmaahan, kuvioon tai 
tilaan liitettyjä tiedostoja. Ominaisuus lisättiin onnistuneesti työmaaohjetulostukseen. 
Asiakkaan pyynnöstä muitakin dokumentteja, kuten sopimuspohjia, haluttiin tulostaa ja 
tulostustoimintoja laajennettiin myös henkilöhallinnan ja asiakashallinnan puolelle. 
 
Perustoimintoja ohjelmoitaessa asiakkaaseen oltiin usein yhteydessä ja uudistusehdo-
tuksista käytiin useita keskusteluita. Asiakkaan toiveita kuunneltiin usein, jolloin pelkkä 
uudistamisprojekti sai vähitellen uudenlasta sisältöä, kun toiminnanohjausjärjestelmän 
jatkokehitystä integroitiin uudistamiseen. Uusia toimintoja tuli kehityksen jatkuessa 
lisää useita, ja varsinkin käyttöliittymäpuolen kehitystä jatkettiin aktiivisesti. Uuden 
sivuston ulkoasun ja taiton myötä dynaamisia elementtejä voitiin integroida käyttöliit-
tymään. Käytännön toteutus tehtiin Javascrip-kielen Prototype- ja jQuery-kirjastoja 
käyttämällä. Kuviossa 16 on esitetty palkkaraportin luontilomakkeen näkymä, johon on 
lisätty Javascript-elementteinä kalenteripoimija ja tavallinen html-monivalintakenttä on 
muutettu kokonaan uudenlaiseksi elementiksi, josta löytyy dynaamisesti tuloksia päivit-
tävä hakukenttä ja muita web 2.0 -toimintoja. Monivalintakenttä on toteutettu ”jQuery 
ui multiselect” -laajenteella, joka on ladattavissa vapaasti verkosta (30). Laajenteen 
toiminta perustuu siihen, että html-elementti ”multiselect” nimetään määrätyllä tavalla, 
jolloin ladattu Javascript-toiminnallisuus muuttaa näkyvän elementin kokonaisuudes-
saan uudenlaiseksi elementiksi. 
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Kuvio 16. ForestFile2-sovelluksen palkkaraportin luontilomake. 
 
Käyttöliittymän uudistamisessa noudatettiin vankkaa linjaa dynaamisen sisällön suosi-
misessa. Vanhassa sovelluksessa dynaamisia lomakkeita oli totetutettu lataamalla koko 
sivu uudelleen uusilla parametreilla, jos pudotusvalikosta valittiin lomakkeen sisältöön 
vaikuttava valinta. Www-osoitteesta www.prototypejs.org saatavilla olevan Prototype 
(23, s. 116) ja osoitteesta, www.jquery.com löytyvän jQueryn (23, s. 161) Ajax-
toiminnallisuuksilla lomakkeista saatiin aidosti dynaamisia siten, että ainoastaan loma-
kentät, joihin valinta vaikuttaa, päivittävät sisältöään. 
 
Kokonaan uutena ominaisuutena sovellukseen kehitettiin alihankkijatoimintoja. Ali-
hankkijoille luotiin oma käyttäjätaso rajatuilla käyttöoikeuksilla. Kirjauduttaessa sisään 
järjestelmään alihankkija voi nähdä itselleen osoitetut työmaat ja omat työntekijänsä 
järjestelmästä. Käytössä on sovelluksen rajattu versio, joka tarjoaa alihankkijoille käyt-
töön samoja työkaluja, joita on käytössä Feelforest Oy:n toiminnanohjauksessa. Ali-
hankkijat voivat tulostaa omista työmaistaan työaikaraportteja ja muita hyödyllisiä tie-
toja. 
 
Uutena ominaisuutena lisättiin myös kokonaisuuden luontitoiminto, jota käyttämällä 
voidaan luoda yhtä lomakesarjaa käyttämällä työmaakokonaisuus. Lomakesarjalla voi-
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daan lisätä asiakas, asiakkaan tila, työmaa ja ensimmäinen kuvio. Kokonaisuuden luon-
ti helpottaa uusien asiakkuuksien luontiin liittyvää prosessia, joten ominaisuus oli asi-
akkaan toiveesta mukana kehitysprosessissa jo ennen lopullisen tuotteen valmistumis-
ta. Kun sovelluksen uudistetun version kehitys eteni riittävän pitkälle, jotta kaikkia toi-
minnan ohjaukseen vaadittavia sovelluksen osia voidaan käyttää luotettavasti, päätet-
tiin sovellus ottaa tuotantoon. 
 
Kehityksen edetessä alkuperäisestä toiveesta saman tietokannan yhteiskäytöstä kah-
della sovelluksella jouduttiin luopumaan. Uudet ominaisuudet vaativat uusia kenttiä 
tietokannan olemassa oleviin tauluihin ja kokonaan uusia tauluja tietokantaan liitostau-
luineen relaatioiden ylläpitoon. Jatko suunniteltiin kuitenkin niin, että vanhan sovelluk-
sen tietokannasta otettu varmuuskopio voidaan palauttaa uuden sovelluksen tyhjään 
tietokantaan. 
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6 Käyttöönoton testaus ja uuden järjestelmän käyttöönotto 
 
6.1 Uuden järjestelmän säästöt 
 
Forestfile-toiminnanohjausjärjestelmän uudistamisen lähtökohtana voidaan pitää kus-
tannusten kasvua kehityksessä. Feelforestin vanha sovellus oli laajentunut tilanteeseen, 
jossa pienen muutoksen tekeminen vaati suhteettoman suuren määrän työtä. Jos muu-
tos sisälsi tietokantamuutoksia, tuli lähdekoodi käydä hyvin tarkasti läpi, sillä ohjelma-
koodin seassa oli lukuisia suoria SQL-kyselyitä useissa eri paikoissa. Tietokantataulun 
rakennemuutos saattoi rikkoa toimintoja useista täysin erilaisista ominaisuuksista. Uu-
den sovelluksen myötä CakePHP-kehyksen tuomat edut kehityksessä ovat olleet huo-
mattavia. Kehyksen kyky muuntua tietokannan muuttuessa tai laajentuessa hyvin pie-
nellä työmäärällä on osoittautunut jatkokehityksen kannalta edulliseksi asiakkaalle. 
Pieniä muutoksia tilattaessa työaika-arviot vaihtelevat muutoksen suuruudesta riippuen 
enää tunneista muutamiin päiviin, kun aiemmin kohtalaisen pienen ominaisuuden li-
sääminen saattoi vaatia henkilötyöviikon verran työtä. 
 
Forestfile-sovellus on alusta asti ollut kehittyvä ja kasvava konsepti, ja tiedossa on ollut 
jo pitkään sovelluksen jatkokehityksen tarve. Ajatusta ryhdyttiin myymään asiakkaalle 
konseptilla, jolla jatkokehitys helpottuu ja nopeutuu huomattavasti. Oma osuuteni kehi-
tystyöstä on vuoteen 2011 saakka sisältänyt noin 900 tuntia ohjelmointityötä. Ennen 
uudistusta pienen muutoksen selvitystyöhön saattoi mennä jopa kymmenen tuntia, 
ennen kuin pystyttiin varmasti arvioimaan muutostyön vaatima tuntimäärä. Uuden jär-
jestelmän myötä kymmenessä tunnissa ehditään tehdä jo kokonaisia laajempia ominai-
suuksia CakePHP-kehyksen tarjoaman automatiikan ja pitkälle kehittyneiden luokkien 
myötä. 
 
ForestFile2-sovellusta lähdettiin uudistamispäätöksen jälkeen kehittämään myös taus-
ta-ajatuksella, että sitä voidaan mahdollisesti myydä myös muiden yritysten käyttöön. 
Sovellus on kehitetty niin, että se voidaan muokata tarvittaessa kokonaan uuden yri-
tyksen käyttöön omalla tietokannallaan ja ulkoasulla, jolloin sovelluksen kehityskuluja 
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voitaisiin jakaa käyttäjäyritysten kesken palvelumaksujen kautta ja mahdollisina uusina 
ominaisuuspyyntöinä uusien asiakasyritysten kautta. 
6.2 Testaus ja muutoshallintaketju 
 
Uuden ForestFile2-sovelluksen testausta varten perustettiin oma testipalvelin, johon 
sovelluksen versioita päivitettiin kehityksen edetessä aina siihen pisteeseen, että uusia 
testausta vaativia ominaisuuksia oli saatu valmiiksi. Palvelimena käytettiin Ubuntu LTS 
8.04 -käyttöjärjestelmällä varustettua Linux-palvelinta, jossa oli Apache 2 -www-
palvelinsovellus varustettuna PHP:n versiolla 5.2. Www-kehityspalvelimen rinnalla käy-
tettiin kehitykseen tarkoitettua tietokantapalvelinta, jossa tietokantana käytettiin Post-
greSQL 8.2:ta. Molemmat kehityspalvelimet olivat virtuaalipalvelimia VMWare-
palvelimessa. Feelforestin edustajille toimitettiin kehitysprojektin alussa tunnukset kehi-
tysversioon, ja tiiviin kommunikoinnin avulla pyrittiin rohkaisemaan aktiivista testausta. 
 
Sovelluksen kehityksen aikana testausta tehtiin lähes viikoittain. Uudet ominaisuudet 
julkaistiin kehityspalvelimelle, ja asiakkaan edustajille ilmoitettiin muutoksista. Uudet 
ominaisuudet ja lisää testausta vaativat vanhemmat ominaisuudet kerrottiin sähköpos-
titse Feelforestin testaajille. Testaustulosten perusteella ohjelmointityötä päästiin joko 
jatkamaan seuraavaan vaiheeseen tai korjaamaan ominaisuuksien vikoja. Joissakin 
tapauksissa testausprosessin aikana asiakkaalle syntyi uusia ideoita toiminnallisuuksien 
parantamiseksi, jolloin testattua ominaisuutta ryhdyttiin muokkaamaan toivottuun 
suuntaan. 
 
Tarkimmat testaukset suoritettiin toiminnallisuuksissa, jotka liittyivät jollakin tapaa ra-
haliikenteeseen. Työmaiden ja kuvioiden laskentojen testaamiseen kului monin verroin 
aikaa toisiin ominaisuuksiin verrattuna, sillä erilaisia työmaamalleja ja ansaintamalleja 
on useita. Etuna testauksessa oli olemassa oleva sovellus, jonka tietokannasta otettiin 
ajantasainen kopio kehitysversioon ennen uusia testauksia, jolloin lukuarvoja voitiin 
verrata vanhan sovelluksen avulla oikeisiin lukuihin. Työaikakirjaukset vaikuttavat niin 
moneen paikkaan, että niiden testauksessa oli tehtävä useille työmaille ja kuvioille 
identtisiä kirjauksia. Työaikakirjausten testaus toteutettiin ottamalla esimerkiksi maa-
nantaiaamuna kopio tuotantotietokannasta ja keskiviikkona kirjattiin kahden päivän 
aikana kertyneet uudet työaikakirjaukset kehitysversioon uusina työaikakirjauksina. 
Tällä menetelmällä voitiin testata laskentalogiikan toimivuutta, jos luvut täsmäsivät. 
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Eri käyttäjätasojen testausta tehtiin pääosin itse. Feelforestin edustajien oli välillä haas-
teellista testata sovellusta riittävästi, joten testausta oli tehtävä myös Epte Tukipalve-
luiden puolesta. Testattaessa itse tehtyä sovellusta tuli välillä vastaan tilanne, että oh-
jelmoija osoittautui huonoksi testaajaksi. Virheitä ei havaitse samalla tavalla itse teh-
dystä sovelluksesta, sillä virhe on voinut tapahtua jo ohjelmointivaiheessa ja omassa 
mielessä sovellus toimii niin kuin pitääkin. Alihankkijatoiminnot olivat pulmallisia testa-
ta, koska ominaisuudet olivat uusia eikä aiemmasta sovelluksesta ollut hyötyä testaus-
tilanteissa. 
 
Testausta tehtiin kolmella selaimella. Windows-ympäristössä käytettyjä selaimia olivat 
Mozilla Firefox (versiot 3.0–3.6) ja Google Chrome (1.2:sta eteenpäin). OS X -
ympäristössä testausta tehtiin Mozilla Firefoxilla, Google Chromella ja Safarilla (versiot 
3.1–5.0). Microsoftin Internet Explorerin jätettiin pois tuetuista selaimista tietoisesti 
varhaisessa vaiheessa. Internet Explorerin heikko tuki CSS-tyyleille aiheutti kehityksen 
alkuvaiheessa useita ongelmatilanteita, joiden ratkaisuun kului kohtuuttomia määriä 
kehitysaikaa. Liitteessä 4 on sovelluksen päätyylitiedosto, joka on rivimäärältään yli 300 
riviä pitkä. Testattuja selaimia olivat Internet Explorerin versiot 6.0, 7.0 ja 8.0. Internet 
Explorerilla testattaessa pienenkin muutoksen jälkeen ulkoasu piirtyi rikkinäisenä. On-
gelmien selvityksen yhteydessä selvisi yleinen käsitys selaimen aiheuttamista murheista 
www-sovelluskehittäjille. Tarjolla on työkaluja ongelmien välttämiseksi, kuten IETester 
(31), mutta työn määrä tyylitiedostojen ylläpitämiseksi erikseen selaimelle, jota ei kehi-
tysympäristössä voida testata, osoittautui liian työlääksi. Vielä tutkielmaa kirjoitettaessa 
haulla ”known internet explorer css issues” löytyy 155 miljoonaa osumaa Googlen ha-
kukoneesta. Internet Explorerin omat menetelmät tulkita CSS-tyylejä olivat niin kauka-
na muista selaimista, että asiakkaan kanssa tehtiin päätös jatkaa kehitystä vain pa-
remmin standardeja noudattaville selaimille. 
 
Kun sovellus oli kehitetty riittävän pitkälle, jotta yrityksen toimintaa voitiin harkita oh-
jattavan uuden sovelluksen avulla, tehtiin päätös aloittaa siirtymä uuteen sovellukseen 
vaiheittain. Uutta sovellusta varten luotiin uusi sivusto tuotantopalvelimelle, ja uusi 
tuotantotietokanta perustettiin aidolle tietokantapalvelimelle. Koska sovellusta tarjotaan 
SaaS-sovelluksena, molemmat palvelimet toimivat Epte Tukipalveluiden omassa infra-
struktuurissa. Feelforestin kanssa sovittiin katkos tiedon syöttöön vanhassa sovelluk-
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sessa siirtymävaiheen ajaksi, jotta käyttöönoton aikana tietokanta pysyisi muuttumat-
tomana. Feelforest tiedotti etukäteen hyvissä ajoin työntekijöilleen katkoksesta järjes-
telmässä ja siirtymästä uuteen sovellusversioon. 
 
Kun sovelluksen käyttöönotto oli käsillä, vanhan sovelluksen tietokantayhteydeltä pois-
tettiin varmuuden vuoksi kirjoitusoikeus tietokantaan, etteivät uusi ja vanha tietokanta 
vahingossakaan eroaisi tietosisällöltään toisistaan siirtymähetkellä. Vanha tuotantotie-
tokanta kopioitiin sellaisenaan, minkä jälkeen suoritettiin aiemmin kehitysvaiheessa 
kehitetty merkistön konversio. Konversio oli tarpeellinen, sillä vanhan tietokannan mer-
kistö ei ollut yhteensopiva uuden merkistön kanssa. Kun tietokanta oli konvertoitu, se 
palautettiin tyhjään tietokantaan. Palautuksen jälkeen suoritettiin SQL-kyselyinä uusien 
taulujen ja relaatioiden lisäys uuteen tietokantaan. Uusi sovellus pidettiin alkuun suljet-
tuna jonkin aikaa. Tänä aikana tehtiin sisäistä testausta sovelluksen päätoimien toimin-
nasta. Kun sovellus todettiin toimivaksi, asiakkaalle annettiin pääsy uuden sovelluksen 
tuotantoversioon. 
 
Sovelluksen julkaisun jälkeen vanha järjestelmä jätettiin käyntiin pelkällä lukuoikeudella 
siltä varalta, että osa vanhasta tiedosta ei näkyisi oikein. Vanhan sovelluksen iän ja 
ajan myötä tapahtuneiden muutosten vuoksi kaikki tieto ei ollut samanlaista. Testaus-
vaiheessa oli jätetty huomioimatta vanhat työmaat vanhan sovelluksen alkuajoilta. 
Vanhojen työmaiden selaus aiheutti joitakin virheitä selauksessa, ja siksi vanha sovellus 
jätettiin ongelman ratkaisun ajaksi toimintaan, jotta vanhoja tietoja voitiin tarkastella. 
 
Julkaisun jälkeen järjestelmässä alkoi tulla vastaan lukuisia virheitä, joita ei ollut osattu 
testata asiakkaan eikä Epte Tukipalveluiden toimesta. Virheet löytyivät yleensä jonkin 
suuremman ominaisuuden alitoiminnoista, kuten asiakkaan tilan muistiinpanojen lisäys-
lomakkeen käsittelyssä. Jokaisen toiminnon alla olevia toimintoja ei saatu testattua 
systemaattisen testaussuunnitelman puuttuessa. 
 
Julkaisun jälkeinen aika oli kiireellistä jatkokehitysaikaa, kun tuotannossa olevasta jär-
jestelmästä jouduttiin korjaamaan useita aliominaisuuksia päivittäin. Tässä yhteydessä 
huomattiin testauksen tärkeyden huomioimisen olleen kehitysvaiheessa riittämätön. 
Sovelluksen viimeiset korjaukset saatiin kuitenkin pikaisesti kuntoon, ja sovelluksen 
tuotantokäyttö saatiin aloitettua. Uudet ominaisuudet ja vanhojen ominaisuuksien ke-
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hittyneet versiot toimivat kuten pitikin, ja asiakkaan yritystoiminta sai jatkua tavalliseen 
tapaan. 
 
Sovelluksen jatkokehityksestä ryhdyttiin sopimaan lähes välittömästi. Useita jatkokehi-
tysajatuksia ja suuria ominaisuuskokonaisuuksia alkoi kehittyä Feelforestin johdon mie-
lessä välittömästi, kun uuden sovelluksen tuoma edistys huomattiin. Sovelluksen käyt-
tömukavuus oli kasvanut ja käyttö helpottunut uusitun ulkoasun ja eri elementtien uu-
den järjestelyn avulla. 
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7 Yhteenveto 
 
Insinöörityönä tehty Forestfile-sovelluksen uudistaminen tuotti tuloksena nykyaikaiste-
tun, toimivan ja visuaaliselta ulkoasultaan Feelforestin uusittuun ilmeeseen sopivan 
sovelluksen, joka on käytännöllisyydellään ohittanut vanhan sovelluksen jo ennen viral-
lista julkaisua. Kehitystyön aikana kehitettyjä ominaisuuksia tuli useita, ja niitä oli mie-
lenkiintoista yhdistää olemassa oleviin toiminnallisuuksiin. Osa toivotuista toiminnoista 
jouduttiin siirtämään myöhemmin kehitettäväksi niitten laajuuden vuoksi, mutta itses-
sään projekti onnistui hyvin. 
 
Vanha sovellus, joka oli rönsyillyt useisiin suuntiin, oli aluksi vaikea sisäistää. Alkuvai-
heessa pidempiä funktioita oli pakko kirjoittaa käsin pseudokoodina puhtaaksi, jotta 
ymmärsin, mitä laskentalogiikalla oikeasti haluttiin toteuttaa. Hiljalleen ohjelman eri 
toimintojen logiikka kuitenkin alkoi aueta ja kehitys pääsi kunnolla vauhtiin. Kun vauh-
tiin oli päästy, ei jarruja enää löytynyt, eikä niitä oikeastaan tehnyt edes mieli etsiä.  
 
ForestFile2:n kehityksen aikana opin kokonaan uuden tavan kehittää sovelluksia. Ca-
kePHP:n käytöstä on jäänyt pysyvä jälki omaan tapaani suunnitella sovelluksen kehitys-
tä. Käytetty ohjelmistokehys säästi satoja tunteja kehitysaikaa tarjotessaan pitkälle 
kehittyneen perusrungon sovellukselle kehityksen varhaisessa vaiheessa. Pitkälle kehi-
tetty ohjelmistokehys on jo ollut tärkeänä työkaluna myös insinöörityön jälkeen toteu-
tuneissa muissa projekteissa, ja sillä on suuri osa työnantajani sovelluskehityksen tule-
vaisuudessa. Kuten yleisesti sanotaan, pyörää ei kannata keksiä uudelleen. 
 
Sovelluksen vastaanotto asiakkaan puolesta on ollut myönteistä. Käyttöliittymän uudis-
taminen on tuonut lisää nopeutta ja selkeyttä sovelluksen käyttöön, ja uudet ominai-
suudet ovat osoittautuneet tehokkaiksi ja tuottavuutta helpottaviksi. Suurta kiitosta on 
saatu eritoten kokonaisuuden luomistoiminnosta, jossa lomakesarjalla voidaan luoda 
kerralla kaikki tiedot, jotka vaaditaan työmaalta, jotta sille voidaan aloittaa työaikojen 
kirjaus. 
 
Projektin sydämenä oli CakePHP, jonka avusta ei voi monta pahaa sanaa sanoa. Joita-
kin puutteita kehyksen toiminnallisuuksista löytyi projektia tehtäessä, mutta nykyään 
niihinkin on jo kehyksen versiopäivitysten myötä puututtu. Pienet puutteet kehyksessä 
aiheuttivat välillä tilanteita, joissa kehityksen jatkaminen vaati hyvinkin luovia ratkaisu-
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ja, mutta niiden löytyminen oli aina voitokkaan tuntuinen hetki. CakePHP:n ansiosta 
lopullisesta sovelluksesta tuli helposti laajennettava kokonaisuus, jonka muokkaaminen 
sujuu käden käänteessä. Vanhan sovelluksen spagettikoodiongelmasta päästiin eroon 
reilun vuoden mittaisella ”kertaheitolla”. 
 
Kokonaisuudessaan projekti antoi minulle suuren määrän kokemusta keskisuuren oh-
jelmistoprojektin työvaiheista ja käytännön toteutuksesta. Opin uusia asioita PHP-
kielestä ja Javascriptin käytöstä. Ohimennen kokemusta kertyi myös curl-
palvelupyynnöistä ja erilaisten palveluntarjoajien rajapintojen käytöstä. Kehityksen lop-
pupuolella järjestelmään ryhdyttiin integroimaan maanmittauslaitoksen karttajärjestel-
mää, jotta työmaiden kartoista saataisiin maastorasterikartat sovelluksen kautta. Ikävä 
kyllä tämä toiminnallisuus jäi vielä odottamaan parempaa huomista, mutta odotan päi-
vää, jolloin karttaprojekti viedään loppuun. 
 
Välillä työnteko vanhojen monimutkaisten funktioiden parissa tuntui raskaalta ja haas-
teelliselta. Kun sovellusta ei tuntunut millään saatavan toimimaan halutulla tavalla, oli 
voiton tunne ongelman ratkettua kerta kerralta mieluisampi. Voisin sanoa, että löysin 
projektin aikana vihdoinkin varmasti työn, josta nautin, ja sen, mitä haluan tehdä. Oh-
jelmointityö mutkikkaan projektin parissa on kuin mikä tahansa ongelmapeli. Ratkaisu 
on löydettävä tavalla tai toisella, jos haluaa edetä ja päästä maaliin. 
 
Yhteistyö asiakasyrityksen kanssa jatkuu edelleen, ja kehitysehdotuksia tulee Feelfores-
tin suunnalta jatkuvasti lisää. Tämä lienee hyvä merkki siitä, että asiakas on vieläkin 
tyytyväinen, koska haluaa jatkaa yhteistyötä. ForestFile2-sovellus julkaistiin tuotantoon 
jo alkuvuodesta 2010, mistä on kulunut yli vuosi. Edelleen jatkuva yhteistyö on mieles-
täni hyvä merkki siitä, että asiakas luottaa asiantuntemukseeni, joka on kehittynyt pro-
jektin elinkaaren aikana enemmän kuin koko muun opiskelu-urani aikana. Loppuaikoina 
sovelluksen kehityksen vastuu päätyi lähes kokonaisuudessaan minulle, sillä projektin 
alkuaikoina mukana ollut ohjelmistokehittäjä siirtyi toisen yrityksen palvelukseen kes-
ken projektin. Jouduin eräässä kehityksen vaiheessa astumaan melko kookkaisiin saap-
paisiin, mutta saappaat mahtuivat ja olivat itse asiassa erittäin mukavat kävellä. 
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ForestFile2 -sovelluksen työmaan lisäysfunktion lähdekoodi 
 
function admin_add() { 
//Tarkastetaan lähetetyn lomakkeen sisältä, jos ei tyhjä, tallennetaan. 
if (!empty($this->data)) { 
 //Luodaan uusi työmaa tietokantaan. 
 $this->Project->create(); 
 if ($this->Project->save($this->data)) { 
  $this->Session->setFlash(__('Tallennus onnistui', true)); 
  $this->redirect(array('action'=>'view', $this->Project->id)); 
 } else { 
$this->Session->setFlash(__('Tallennus epäonnistui, ole hyvä 
ja yritä uudelleen.', true)); 
 } 
} 
if (!empty($this->data)) { 
 $id = (int)$this->data['Project']['company_id']; 
$this->set('company_people', $this->Project->Company->CompanyPerson-
>getCompanyPeople($id)); 
} else { 
 $this->set('company_people', array()); 
} 
//Lisäyslomakkeen pudotusvalikoiden sisältöä varteen noudetaan id-nimi listat. 
$this->set('farms', $this->Project->Farm->getAllFarmsList()); 
$this->set('companies', $this->Project->Company->getAllCompaniesList()); 
$this->set('ProjectClassifications', $this->Project->ProjectClassification->find('list', 
array('conditions' => array('ProjectClassification.deleted' => 0)))); 
$this->set('owners', $this->Project->Company->CompanyPerson->getAllManagers()); 
   
$this->set('project_status', $this->Project->ProjectStatus->getAllList()); 
$this->set('project_land_owner', $this->Project->ProjectLandOwner->getAllList()); 
$this->set('project_invoicing_method', $this->Project->ProjectInvoicingMethod-
>getAllList()); 
 
//Tarkastetaan käyttään rooli onko alihankkija. Jos on, listataan vain alihankkijalle 
sallitut tiedot. 
if($this->Session->read('Auth.CompanyPerson.company_people_role_id') == 9) 
{ 
$farm = $this->Project->Farm->find('first', array('conditions' => ar-
ray('Farm.deleted' => 0, 'CompanyPerson.company_id' => $this->Session-
>read('Auth.CompanyPerson.company_id') ))); 
$this->set('company_people', $this->Project->Company->CompanyPerson-
>getCompanyPeople($farm['CompanyPerson']['company_id'])); 
 $this->set('farm', $farm); 
} else if(isset($this->passedArgs['f_id'])) 
{ 
 $farm = $this->Project->Farm->read(null, $this->passedArgs['f_id']); 
 $this->set('farm', $farm); 
$this->set('company_people', $this->Project->Company->CompanyPerson-
>getCompanyPeople($farm['CompanyPerson']['company_id'])); 
}else{ 
 $farm = array(); 
 $this->set('farm',$farm); 
} 
} 
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ForestFile2 -sovelluksen kuvion lisäysfunktion lähdekoodi 
 
function admin_project_add($project_id = null) { 
// If pricing model selection was changed, 
// we need to update the view with proper data 
if ($this->RequestHandler->isAjax()) { 
    
$this->set('defaults', $this->ProjectLandForm->find('first', array('order' 
=> 'ProjectLandForm.id DESC', 'conditions' => ar-
ray('ProjectLandForm.pricing_model_id' => $this-
>data['Project']['0']['pricing_model_id'],'ProjectLandForm.deleted' => 
0)))); 
$this->set('pricing_model', $this-
>data['Project']['0']['pricing_model_id']); 
$this->set('status_list', $this->LandForm->ProjectLandForm->ProjectStatus-
>getAllList()); 
$this->set('project', $this->LandForm->Project-
>getBasicInformation($project_id)); 
$this->set('care_list', $this->LandForm->ProjectEarlierCare->getAllList()); 
 $this->set('main_type_list', $this->LandForm->LandMainType->getAllList()); 
 $this->set('sub_type_list', $this->LandForm->LandSubType->getAllList()); 
 $this->set('soil_type_list', $this->LandForm->SoilType->getAllList()); 
$this->set('soil_land_type_list', $this->LandForm->SoilLandType-
>getAllList()); 
$this->set('soil_wood_type_list', $this->LandForm->SoilWoodType-
>getAllList()); 
$this->set('soil_dev_class_list', $this->LandForm->SoilDevelopmentClass-
>getAllList()); 
 $this->set('soil_class_list', $this->LandForm->SoilClass->getAllList()); 
$this->set('pickup_distance_list', $this->LandForm->ProjectLandForm-
>PickupDistance->getAllList()); 
$this->set('snow_depth_list', $this->LandForm->ProjectLandForm->SnowDepth-
>getAllList()); 
 $this->set('soil_modify_list', $this->LandForm->SoilModify->getAllList()); 
$this->set('install_tool_list', $this->LandForm->ProjectLandForm-
>InstallTool->getAllList()); 
$this->set('wood_type_list', $this->LandForm->ProjectLandForm->WoodType-
>getAllList()); 
$this->set('sappling_type_list', $this->LandForm->ProjectLandForm-
>SapplingType->getAllList()); 
$this->set('work_type_list', $this->LandForm->ProjectLandForm->WorkType-
>getAllList()); 
$this->set('pickup_list', $this->LandForm->ProjectLandForm->PlantPickup-
>getAllList()); 
$this->set('pickup_amount_list', $this->LandForm->ProjectLandForm-
>PlantPickupAmount->getAllList()); 
 
 $this->render('admin_project_add_details_render'); 
} 
else if (!empty($this->data)) { 
 foreach($this->data['LandForm'] as $key => $value ) 
     { 
      $temp = substr($value,0,1); 
      //e($temp.':'.$value.'  '); 
       
      if(is_numeric($temp)) 
      { 
       $converted = $this->convert_comma($value); 
       $this->data['LandForm'][$key] = $converted; 
      } 
     } 
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     foreach($this->data['Project'][0] as $key => $value ) 
     { 
      $temp = substr($value,0,1); 
      //e($temp.':'.$value.'  '); 
       
      if(is_numeric($temp)) 
      { 
       $converted = $this->convert_comma($value); 
       $this->data['Project'][0][$key] = $converted; 
      } 
     } 
 $proj_id = $this->data['Project'][0]['project_id']; 
 $year = date('Y'); 
$this->data['LandForm']['CommonSettings'] = $this->CommonSettings-
>find('first', array('conditions' => array('year' => $year)));  
     $this->LandForm->create(); 
     
 if ($this->LandForm->saveAll($this->data, array('validate'=>'first'))) { 
  $this->Session->setFlash(__('Tallennus onnistui', true)); 
     
$this->redirect(array('controller' => 'projects', 
'action'=>'view2', $proj_id, 'admin' => true)); 
 } else { 
  $errors = $this->LandForm->invalidFields(); 
  if(!empty($errors)) 
  { 
  $flashmsg = ''; 
  foreach($errors as $key => $value) 
  { 
  $flashmsg .= ' **'.$value; 
  }  
$this->Session->setFlash(__('Vaadittu kentt√§ puuttuu: 
'.$flashmsg, true));  
  }else{ 
$this->Session->setFlash(__('Tallennus ep√§onnistui, ole 
hyv√§ ja yrit√§ uudelleen', true)); 
  } 
  $this->redirect($this->referer());  
   
 } 
} 
else if (!$project_id) { 
 if($this->passedArgs['f_id'] > 0){ 
  $farm_id = $this->passedArgs['f_id']; 
  $this->set('f_id', $this->passedArgs['f_id']); 
$this->set('farm',$this->LandForm->Farm->find('first', ar-
ray('conditions' => array('Farm.deleted' => 0, 'Farm.id' => 
$farm_id)))); 
$this->set('status_list', $this->LandForm->ProjectLandForm-
>ProjectStatus->getAllList()); 
$this->set('project', $this->LandForm->Project-
>getBasicInformation($project_id)); 
$this->set('care_list', $this->LandForm->ProjectEarlierCare-
>getAllList()); 
$this->set('main_type_list', $this->LandForm->LandMainType-
>getAllList()); 
$this->set('sub_type_list', $this->LandForm->LandSubType-
>getAllList()); 
$this->set('soil_type_list', $this->LandForm->SoilType-
>getAllList()); 
  $this->set('soil_land_type_list', $this->LandForm- 
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  >SoilLandType->getAllList()); 
$this->set('soil_wood_type_list', $this->LandForm-
>SoilWoodType->getAllList()); 
$this->set('soil_dev_class_list', $this->LandForm-
>SoilDevelopmentClass->getAllList()); 
$this->set('soil_class_list', $this->LandForm->SoilClass-
>getAllList()); 
$this->set('pickup_distance_list', $this->LandForm-
>ProjectLandForm->PickupDistance->getAllList()); 
$this->set('snow_depth_list', $this->LandForm-
>ProjectLandForm->SnowDepth->getAllList()); 
$this->set('soil_modify_list', $this->LandForm->SoilModify-
>getAllList()); 
$this->set('install_tool_list', $this->LandForm-
>ProjectLandForm->InstallTool->getAllList()); 
$this->set('wood_type_list', $this->LandForm-
>ProjectLandForm->WoodType->getAllList()); 
$this->set('sappling_type_list', $this->LandForm-
>ProjectLandForm->SapplingType->getAllList()); 
$this->set('work_type_list', $this->LandForm-
>ProjectLandForm->WorkType->getAllList()); 
$this->set('pickup_list', $this->LandForm->ProjectLandForm-
>PlantPickup->getAllList()); 
$this->set('pickup_amount_list', $this->LandForm-
>ProjectLandForm->PlantPickupAmount->getAllList());  
  } 
  else 
  { 
$this->Session->setFlash(__('Virheellinen tunnistetieto', 
true)); 
  $this->redirect(array('action'=>'index')); 
  } 
 } 
   
 $this->set('p_id', $project_id); 
 $project = $this->LandForm->Project->getBasicInformation($project_id); 
$this->set('project', $this->LandForm->Project-
>getBasicInformation($project_id)); 
  
$this->set('pricing_model', $this->PricingModel-
>getAllList($project['Project']['project_invoicing_method_id'])); 
}
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Forestfile2 –sovelluksen päätyylitiedosto 
 
/************/ 
/*  GLOBAL  */ 
/************/ 
 
/* NON-HEADER */ 
*{padding:0; margin:0;} 
 body {font-size:62.5%; background-color:rgb(255,255,255); font-
family:verdana,arial,sans-serif;} /*Font-size: 1.0em = 10px when browser default size is 
16px*/ 
.page-container {width:1024px; margin:0px auto; margin-top:10px; margin-bottom:10px; 
border:solid 1px rgb(150,150,150); font-size:1.0em;} 
.main {clear:both; width:1024px; padding-bottom:30px; background:transparent 
url(./images/bg_main_withnav.jpg) top left repeat-y;} 
.main-navigation {display:inline /*Fix IE floating margin bug*/; float:left; 
width:200px; overflow:visible !important /*Firefox*/; overflow:hidden /*IE6*/;} 
.main-content {display:inline; /*Fix IE floating margin bug*/; float:left; width:780px; 
margin:0 0 0 15px; overflow:visible !important /*Firefox*/; overflow:hidden /*IE6*/;} 
.footer {clear:both; width:1024px; padding:1.0em 0 1.0em 0; background:rgb(225,225,225) 
url(./images/bg_foot.jpg) no-repeat; font-size:1.0em; overflow:visible !important 
/*Firefox*/; overflow:hidden /*IE6*/;} 
.red {margin-left:4px;} 
/* --- For alternative headers START PASTE here --- */ 
 
/* HEADER */ 
.header {width:1024px; font-family:"trebuchet ms",arial,sans-serif;} 
.header-middle {width:1024px; height:52px; background:rgb(230,230,230) 
url(./images/bg_head_middle2.jpg); overflow:visible !important /*Firefox*/; over-
flow:hidden /*IE6*/;} 
.header-bottom {width:1024px;} 
.header-breadcrumbs {clear:both; width:1024px; padding:0.5em 0 0.5em 0; back-
ground:rgb(255,255,255) url(./images/bg_head_breadcrumbs.jpg) repeat-y;} 
 
/********************/ 
/*  HEADER SECTION  */ 
/********************/ 
.sitelogo {width:60px; height:40px; position:absolute; z-index:1; margin:22px 0 0 20px; 
background:url(./images/bg_head_top_logo.jpg); } 
.sitename {width:300px; height:45px; position:absolute; z-index:1; margin:20px 0 0 90px; 
overflow:visible !important /*Firefox*/; overflow:hidden /*IE6*/;} 
.sitename h1 {font-size:240%;} 
.sitename h2 {margin:-4px 0 0 0; color:rgb(125,125,125); font-size:120%;} 
.sitename a {text-decoration:none; color:rgb(125,125,125);} 
.sitename a:hover {text-decoration:none; color:rgb(50,50,50);} 
 
.nav0 {width:350px; position:absolute; z-index:2; margin:25px 0 0 0; margin-left:550px 
!important /*Firefox*/; margin-left:553px /*IE6*/;} 
.nav0 ul {float:right; padding:0 20px 0 0;} 
.nav0 li {display:inline; list-style:none;} 
.nav0 li a {padding:0 0 0 3px;} 
.nav0 a:hover {text-decoration:none;} 
.nav0 a img {height:14px; border:none;} 
 
.nav1 {width:350px; position:absolute; z-index:3; margin:45px 0 0 550px;} 
.nav1 ul {float:right; padding:0 15px 0 0; font-weight:bold;}  
.nav1 li {display:inline; list-style:none;} 
.nav1 li a {display:block; float:left; padding:2px 5px 2px 5px; color:rgb(125,125,125); 
text-decoration:none; font-size:120%;} 
.nav1 a:hover {text-decoration:none; color:rgb(50,50,50);} 
 
.sitemessage {width:400px; height:80px; position:absolute; z-index:1; margin:20px 0 0 
480px; color:rgb(234,239,247); /*overflow:visible !important /*Activate if Firefox print 
problems*/; overflow:hidden /*IE6*/;} 
.sitemessage h1 {width:400px; text-align:right; font-size:230%;} 
.sitemessage h2 {float:right; width:320px; margin:8px 0 0 0; text-align:right; line-
height:100%; font-size:160%;} 
.sitemessage h3 {float:right; width:320px; margin:10px 0 0 0; text-align:right; font-
size:140%;} 
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.sitemessage h3 a {text-decoration:none; color:rgb(234,239,247);} 
.sitemessage h3 a:hover {text-decoration:none; color:rgb(50,50,50);} 
 
/*Drop-down menu*/ 
.nav2 {white-space:nowrap /*IE hack*/; float:left; width:1024px; border:none; back-
ground:rgb(225,225,225) url(./images/bg_head_bottom_nav.jpg) no-repeat; col-
or:rgb(75,75,75); font-size:110%;} /*Color navigation bar normal mode*/ 
.nav2 ul {list-style-type:none;} 
.nav2 ul li {float:left; z-index:auto !important /*Non-IE6*/; z-index:1000 /*IE6*/; 
border-right:solid 1px rgb(175,175,175);} 
.nav2 ul li a {float:none !important /*Non-IE6*/; float:left /*IE-6*/; display:block; 
height:2.5em; line-height:2.5em; padding:0 16px 0 16px; text-decoration:none; font-
weight:bold; color: rgb(100,100,100);} 
.nav2 ul li ul {display:none; border:none;} 
 
/*Non-IE6 hovering*/ 
.nav2 ul li:hover {position:relative;} /*Sylvain IE hack*/ 
.nav2 ul li:hover a {background-color:rgb(210,210,210); text-decoration:none;} /*Color 
main cells hovering mode*/ 
.nav2 ul li:hover ul {display:block; width:10.0em; position:absolute; z-index:999; 
top:2.4em; margin-top:0.1em; left:0;} 
.nav2 ul li:hover ul li a {white-space:normal; display:block; width:10.0em; height:auto; 
line-height:1.3em; margin-left:-1px; padding:4px 16px 4px 16px; border-left:solid 1px 
rgb(175,175,175); border-bottom: solid 1px rgb(175,175,175); background-
color:rgb(237,237,237); font-weight:normal; color:rgb(50,50,50);} /*Color subcells nor-
mal mode*/ 
.nav2 ul li:hover ul li a:hover {background-color:rgb(210,210,210); text-
decoration:none;} /*Color subcells hovering mode*/ 
 
/*IE6 hovering*/ 
.nav2 table {position:absolute; top:0; left:-1px; border-collapse:collapse;} 
.nav2 ul li a:hover {position:relative /*Sylvain IE hack*/; z-index:1000 /*Sylvain IE 
hack*/; background-color:rgb(210,210,210); text-decoration:none;} /*Color main cells 
hovering mode*/ 
.nav2 ul li a:hover ul {display:block; width:10.0em; position:absolute; z-index:999; 
top:3.1em; t\op:3.0em; left:0; marg\in-top:0.1em;} 
.nav2 ul li a:hover ul li a {white-space:normal; display:block; w\idth:10.0em; 
height:1px; line-height:1.3em; padding:4px 16px 4px 16px; border-left:solid 1px 
rgb(175,175,175); border-bottom: solid 1px rgb(175,175,175); background-
color:rgb(237,237,237); font-weight:normal; color:rgb(50,50,50);} /*Color subcells nor-
mal mode*/ 
.nav2 ul li a:hover ul li a:hover {background-color:rgb(210,210,210); text-
decoration:none;} /*Color subcells hovering mode*/ 
 
 
 
.header-breadcrumbs ul {float:left; width:560px; list-style:none; padding:0 0 0 15px; 
font-family:verdana,arial,sans-serif;} 
.header-breadcrumbs ul li {display:inline; padding:0 0 0 10px; background:transparent 
url(./images/bg_bullet_arrow.gif) no-repeat 0 50%; font-weight:bold; col-
or:rgb(125,125,125); font-size:100%;} 
.header-breadcrumbs ul a {color:rgb(70,122,167); text-decoration:none;} 
.header-breadcrumbs ul a:hover {color:rgb(42,90,138); text-decoration:underline;} 
 
.header-breadcrumbs .searchform {float:right; width:285px; padding:0 17px 0px 0px !im-
portant /*Non-IE6*/; padding:0 12px 0px 0px /*IE6*/;} 
.header-breadcrumbs .searchform form fieldset {float:right; border:none;} 
.header-breadcrumbs .searchform input.field {width:10.0em; padding:0.2em 0 0.2em 0; 
border:1px solid rgb(200,200,200); font-family:verdana,arial,sans-serif; font-size:120%; 
} 
.header-breadcrumbs .searchform input.button {width:3.0em; padding:1px !important /*Non-
IE6*/; padding:0 /*IE6*/; background:rgb(230,230,230); border:solid 1px 
rgb(150,150,150); text-align:center; font-family:verdana,arial,sans-serif; col-
or:rgb(150,150,150); font-size:120%;} 
.header-breadcrumbs .searchform input.button:hover {cursor:pointer; border:solid 1px 
rgb(80,80,80); background:rgb(220,220,220); color:rgb(80,80,80);} 
 
/* --- For alternative headers END PASTE here --- */ 
 
/******************/ 
/*  MAIN SECTION  */ 
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/******************/ 
 
/* MAIN NAVIGATION */ 
 
.main-navigation .round-border-topright {width:10px; height:10px; position:absolute; z-
index:10; margin:0 0 0 190px; background:url(./images/bg_corner_topright.gif) no-
repeat;} 
 
/* MAIN CONTENT */ 
.column1-unit {width:640px; margin-bottom:10px !important /*Non-IE6*/; margin-bottom:5px 
/*IE6*/;} 
.column2-unit-left {float:left; width:300px; margin-bottom:10px !important /*Non-IE6*/; 
margin-bottom:5px /*IE6*/;} 
.column2-unit-right {float:right; width:300px; margin-bottom:10px !important /*Non-
IE6*/; margin-bottom:5px /*IE6*/;} 
.column3-unit-left {float:left; width:186px; margin-bottom:10px !important /*Non-IE6*/; 
margin-bottom:5px /*IE6*/} 
.column3-unit-middle {float:left; width:186px; margin-bottom:10px !important /*Non-
IE6*/; margin-bottom:5px /*IE6*/; margin-left:40px;} 
.column3-unit-right {float:right; width:186px; margin-bottom:10px !important /*Non-
IE6*/; margin-bottom:5px /*IE6*/;} 
 
/********************/ 
/*  FOOTER SECTION  */ 
/********************/ 
.footer p {line-height:1.3em; text-align:center; color:rgb(125,125,125); font-
weight:bold; font-size:110%;} 
.footer p.credits {font-weight:normal;} 
.footer a {text-decoration:underline; color:rgb(125,125,125);} 
.footer a:hover {text-decoration:none; color:rgb(0,0,0);} 
.footer a:visited {color:rgb(0,0,0);} 
 
/******************/ 
/*  CLEAR FLOATS  */ 
/******************/ 
.page-container:after, .header:after, .header-bottom:after, .header-breadcrumbs:after, 
.main:after, .main-navigation:after, .main-content:after {content:"."; display:block; 
height:0; clear:both; visibility:hidden;} 
.column1-unit:after, .column2-unit-left:after, .column2-unit-right:after, .column3-unit-
left:after, .column3-unit-middle:after, .column3-unit-right:after {content:"."; dis-
play:block; height:0; clear:both; visibility:hidden;} 
 p:after {content:"."; display:block; height:0; /*clear:both*/; visibility:hidden;} 
.footer:after {content:"."; display:block; height:0; clear:both; visibility:hidden;} 
.clear-contentunit {clear:both; width:640px; height:0.1em; border:none; back-
ground:rgb(210,210,210); color:rgb(210,210,210);} 
 
/********************************/ 
/*  PRINTING and MISCELLANEOUS  */ 
/********************************/ 
@media print {.header-breadcrumbs {width:1024px; background:transparent;}} 
@media print {.nav2 {float:left; width:1024px; border:none; background:rgb(240,240,240); 
color:rgb(75,75,75); font-size:1.0em; font-size:130%;}} /*Color navigation bar normal 
mode*/ 
@media print {.nav3 {float:left; width:1024px; border:none; background:rgb(240,240,240); 
color:rgb(75,75,75); font-size:1.0em; font-size:130%;}} /*Color navigation bar normal 
mode*/ 
@media print {.main {clear:both; width:1024px; padding-bottom:30px; back-
ground:transparent;}} 
@media print {.main-navigation {display:inline /*Fix IE floating margin bug*/; 
float:left; width:199px; border-right:solid 1px rgb(200,200,200); border-bottom:solid 
1px rgb(200,200,200); background-color:rgb(240,240,240); overflow:visible !important 
/*Firefox*/; overflow:hidden /*IE*/;}} 
@media print {.footer {clear:both; width:1024px; height:3.7em; padding:1.1em 0 0; back-
ground:rgb(240,240,240); font-size:1.0em; overflow:visible !important /*Firefox*/; over-
flow:hidden /*IE6*/;}} 
 
/******************/ 
/*  MAIN SECTION  */ 
/******************/ 
 
/* MAIN NAVIGATION */ 
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.nav3-grid {width:199px; border-bottom:solid 1px rgb(200,200,200);} 
.nav3-grid dt a, .nav3-grid dt a:visited {display:block; min-height:2.0em /*Non-IE6*/; 
height:auto !important; height:2.0em /*IE6*/; line-height:2.0em; padding:0px 10px 0px 
20px;  border-top: solid 1px rgb(200,200,200); text-decoration:none; col-
or:rgb(70,122,167); font-weight:bold; font-size:120%;} 
.nav3-grid dd a, .nav3-grid dd a:visited {display:block; min-height:1.7em /*Non-IE6*/; 
height:auto !important; height:1.7em /*IE6*/; line-height:1.7em; padding:0px 10px 0px 
40px; border:none; font-weight:normal; text-decoration:none; color:rgb(70,122,167); 
font-size:120%;} 
.nav3-grid dt a:hover, .nav3-grid dd a:hover {background-color:rgb(225,225,225); col-
or:rgb(42,90,138); text-decoration:none;} 
 
.nav3-bullet {width:170px; margin:10px 0 0 20px;} 
.nav3-bullet dt a, .nav3-bullet dt a:visited {line-height:2.0em; padding:0 0 0 10px; 
background:url(./images/bg_bullet_full_1.gif) no-repeat 0px 50%; text-decoration:none; 
color:rgb(70,122,167); font-weight:bold; font-size:100%;} 
.nav3-bullet dd a, .nav3-bullet dd a:visited {line-height:1.7em; margin:0 0 0 15px; 
padding:0 0 0 10px; background:url(./images/bg_bullet_half_1.gif) no-repeat 0px 50%; 
text-decoration:none; color:rgb(70,122,167); font-weight:normal; font-size:100%;} 
.nav3-bullet dt a:hover {background:url(./images/bg_bullet_full_2.gif) no-repeat 0px 
50%; text-decoration:underline; color:rgb(42,90,138);} 
.nav3-bullet dd a:hover {background:url(./images/bg_bullet_half_2.gif) no-repeat 0px 
50%; text-decoration:underline; color:rgb(42,90,138);} 
 
.nav3-nobullet {width:170px; margin:10px 0 0 20px;} 
.nav3-nobullet dt a, .nav3-nobullet dt a:visited {line-height:2.0em; text-
decoration:none; color:rgb(70,122,167); font-weight:bold; font-size:120%;} 
.nav3-nobullet dd a, .nav3-nobullet dd a:visited {line-height:1.7em; margin:0 0 0 15px; 
text-decoration:none; color:rgb(70,122,167); font-weight:normal; font-size:120%;} 
.nav3-nobullet dt a:hover, .nav3-nobullet dd a:hover {text-decoration:underline; col-
or:rgb(42,90,138);} 
 
.main-navigation .loginform {width:160px; margin:-10px 20px 0 20px;} 
.main-navigation .loginform p {clear:both; margin:0; padding:0;} 
.main-navigation .loginform fieldset {width:160px; border:none;} 
.main-navigation .loginform label.top {float:left; width:125px; margin:0 0 2px 0; font-
size:110%;} 
.main-navigation .loginform label.right {float:left; width:125px; margin:5px 0 0 0; 
padding:0 0 0 3px; /*IE6*/; font-size:110%;} 
.main-navigation .loginform input.field {width:158px; margin:0 0 5px 0; padding:0.1em 0 
0.2em 0 !important /*Non-IE6*/; padding:0.2em 0 0.3em 0 /*IE6*/; border:solid 1px 
rgb(200,200,200); font-family:verdana,arial,sans-serif; font-size:110%;} 
.main-navigation .loginform input.checkbox {float:left; margin:5px 0 0 0 !important 
/*Non-IE6*/; margin:2px 0 0 -3px /*IE6*/; border:none;} 
.main-navigation .loginform input.button {float:left; width:5.0em; margin:10px 0 5px 0; 
padding:1px; background:rgb(230,230,230); border:solid 1px rgb(150,150,150); text-
align:center; font-family:verdana,arial,sans-serif; color:rgb(150,150,150); font-
size:110%;} 
.main-navigation .loginform input.button:hover {cursor:pointer; border:solid 1px 
rgb(80,80,80); background:rgb(220,220,220); color:rgb(80,80,80);} 
 
.main-navigation .searchform {width:160px; margin:0 20px 0 20px;} 
.main-navigation .searchform fieldset {border:none;} 
.main-navigation .searchform input.field {float:left; width:158px; padding:0.1em 0 0.2em 
0 !important /*Non-IE6*/; padding:0.2em 0 0.3em 0 /*IE6*/; border:1px solid 
rgb(200,200,200); font-family:verdana,arial,sans-serif; font-size:120%;} 
.main-navigation .searchform input.button {float:left; width:3.0em; margin-top: 0.5em; 
padding:1px; background:rgb(230,230,230); border:solid 1px rgb(150,150,150); text-
align:center; font-family:verdana,arial,sans-serif; color:rgb(150,150,150); font-
size:120%;} 
.main-navigation .searchform input.button:hover {cursor:pointer; border:solid 1px 
rgb(80,80,80); background:rgb(220,220,220); color:rgb(80,80,80);} 
 
.main-navigation h1.first {clear:both; margin:0px; padding:4px 20px 3px 20px; back-
ground-color:rgb(190,190,190); font-family:"trebuchet ms",arial,sans-serif; col-
or:rgb(255,255,255); font-weight:bold; font-size:120%;} 
.main-navigation h1 {clear:both; margin:30px 0 20px 0; padding:4px 20px 3px 20px; back-
ground:rgb(190,190,190); font-family:"trebuchet ms",arial,sans-serif; col-
or:rgb(255,255,255); font-weight:bold; font-size:120%;} 
.main-navigation h2 {clear:both; margin:20px 10px 10px 20px; font-family:"trebuchet 
ms",arial,sans-serif; color:rgb(100,100,100); font-weight:bold; font-size:150%;} 
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.main-navigation h3 {clear:both; margin:10px 10px 5px 20px; color:rgb(80,80,80); font-
weight:bold; font-size:110%;} /* Note: h2 not existent, to make identical to formats for 
main-navigation for easier exchange */ 
.main-navigation p {clear:both; margin:0 10px 10px 20px; color:rgb(80,80,80); line-
height:1.3em; font-size:110%;} 
.main-navigation p.center {text-align:center;} 
.main-navigation p.right {text-align:right;} 
 
.main-navigation ul {list-style:none; margin:0.5em 10px 1.0em 20px;} 
.main-navigation ul li {margin:5px 0 0.2em 2px; padding:0px 0px 0 11px; back-
ground:url(./images/bg_bullet_full_1.gif) no-repeat 0 0.4em; line-height:1.2em; font-
size:100%;} 
.main-navigation ol {margin:0.5em 10px 1.0em 40px !important /*Non-IE6*/; margin:0.5em 
10px 1.0em 45px /*IE6*/;} 
.main-navigation ol li {list-style-position:outside; margin:0 0 0.4em 0; font-
size:110%;} 
 
/* MAIN CONTENT */ 
.main-content h1.pagetitle {margin:0 0 0.4em 0; padding:0 0 2px 0; border-bottom:solid 
7px rgb(225,225,225); font-family:"trebuchet ms",arial,sans-serif; col-
or:rgb(100,100,100); font-weight:bold; font-size:220%;} 
.main-content h1.block {clear:both; margin:0 0 0 0; padding:2px 0 2px 2px; back-
ground:rgb(190,190,190); font-family:"trebuchet ms",arial,sans-serif; col-
or:rgb(255,255,255); font-weight:bold; font-size:220%;} 
.main-content h1 {clear:both; margin:1.0em 0 0.5em 0; font-family:"trebuchet 
ms",arial,sans-serif; color:rgb(80,80,80); font-weight:normal; font-size:210%;} 
.main-content h2 {clear:both; margin:1.0em 0 0.5em 0; font-family:"trebuchet 
ms",arial,sans-serif; color:rgb(80,80,80); font-weight:normal; font-size:170%;} 
.main-content h3 {clear:both; margin:-1.0em 0 0.5em 0; font-family:"trebuchet 
ms",arial,sans-serif; color:rgb(125,125,125); font-weight:normal; font-size:130%;} 
.main-content h1.side {clear:none;} 
.main-content h2.side {clear:none;} 
.main-content h3.side {clear:none;} 
 
.main-content h4 {margin:1.5em 0 1.0em 0; color:rgb(80,80,80); font-family:"trebuchet 
ms",arial,sans-serif; font-weight:normal; font-size:170%;} 
.main-content h5 {margin:1.5em 0 1.0em 0; color:rgb(80,80,80); font-family:"trebuchet 
ms",arial,sans-serif; font-size:140%;} 
.main-content h6 {margin:1.2em 0 0.2em 0; color:rgb(80,80,80); font-weight:bold; font-
size:120%;} 
.main-content p {margin:0 0 0.5em 0; line-height:1.5em; font-
size:100%;/*test*/clear:none; text-align:left;} 
.main-content p.center {text-align:center;} 
.main-content p.right {text-align:right;} 
.main-content p.details {clear:both; margin:-0.25em 0 1.0em 0; line-height:1.0em; font-
size:110%;} 
.main-content blockquote {clear:both; margin:0 30px 0.6em 30px; font-size:90%;} 
 
.main-content table {clear:both; width:760px; margin:1.5em 0 0.2em 5px; /*table-layout: 
fixed;*/ border-collapse:collapse; empty-cells:show; background-color:rgb(233,232,244);} 
.main-content table th.top {height:2.5em; padding:0 4px 0 4px; empty-cells:show; back-
ground-color:rgb(175,175,175); text-align:left; color:rgb(255,255,255); font-
weight:bold; font-size:100%;} 
.main-content table th {height:2.5em; padding:1px 10px 1px 4px; border-left:solid 1px 
rgb(255,255,255); border-right:solid 1px rgb(255,255,255); border-top:solid 1px 
rgb(255,255,255); border-bottom:solid 1px rgb(255,255,255); background-
color:rgb(225,225,225); text-align:left; color:rgb(80,80,80); font-weight:bold; font-
size:110%;} 
.main-content table td {height:1.5em; padding:1px 4px 1px 4px; border-left:solid 1px 
rgb(255,255,255); border-right:solid 1px rgb(255,255,255); border-top:solid 1px 
rgb(255,255,255); border-bottom:solid 1px rgb(255,255,255); background-
color:rgb(225,225,225); text-align:left; font-weight:normal; color:rgb(80,80,80); font-
size:90%;} 
.main-content table th a.header {color:rgb(255,255,255); font-weight:bold; text-
decoration:none;} 
.main-content table th a.header:hover {color:rgb(255,255,255); font-weight:bold; text-
decoration:underline;} 
.main-content table td.altrow {background-color:rgb(205,205,205);} 
p.caption {clear:both; margin:0.5em 0 2.0em 20px; text-align:left; color:rgb(80,80,80); 
font-size:110%;} 
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.main-content ul {list-style:none; margin:0.5em 0 1.0em 0;} 
.main-content ul li {margin:0 0 0.2em 2px; padding:0 0 0 0; back-
ground:url(./images/bg_bullet_full_1.gif) no-repeat 0 0.5em; line-height:1.4em; font-
size:100%;} 
.main-content ol {margin:0.5em 0 1.0em 20px !important /*Non-IE6*/; margin:0.5em 0 1.0em 
25px /*IE6*/;} 
.main-content ol li {list-style-position:outside; margin:0 0 0.2em 0; line-height:1.4em; 
font-size:120%;} 
 
.contactform {width:650px; margin:0.5em 0 0 0; padding:10px 10px 0 10px; border:solid 
1px rgb(200,200,200); background-color:rgb(240,240,240);} 
.contactform fieldset {padding:20px 0 0 0 !important /*Non-IE6*/; padding:0 /*IE6*/; 
margin:0 0 10px 0; border:solid 1px rgb(220,220,220);} 
.contactform fieldset legend {margin:0 0 0 5px !important /*Non-IE*/; margin:0 0 20px 
5px /*IE6*/; padding:0 2px 0 2px; color:rgb(80,80,80); font-weight:bold; font-
size:130%;} 
.contactform label.left {float:left; width:200px; margin:0 0 2px 10px; padding:2px; 
font-size:110%; text-align:left;} 
.contactform select.combo {margin-bottom:2px; max-width:375px; min-width:175px; 
width:auto; padding:2px; border:solid 1px rgb(200,200,200); font-
family:verdana,arial,sans-serif; font-size:110%;} 
.contactform input.field {margin-bottom:2px; max-width:200px; min-width:100px; 
width:auto; padding:2px; border:solid 1px rgb(200,200,200); font-
family:verdana,arial,sans-serif; font-size:110%;} 
.contactform textarea {margin-bottom:2px; width:375px; padding:2px; border:solid 1px 
rgb(200,200,200); font-family:verdana,arial,sans-serif; font-size:110%;} 
.contactform input.button {float:right; width:9.0em; margin-right:20px; padding:1px 
!important /*Non-IE6*/; padding:0 /*IE6*/; background:rgb(230,230,230); border:solid 1px 
rgb(150,150,150); text-align:center; font-family:verdana,arial,sans-serif; col-
or:rgb(150,150,150); font-size:110%;} 
.contactform input.button:hover {cursor: pointer; border:solid 1px rgb(80,80,80); back-
ground:rgb(220,220,220); color:rgb(80,80,80);} 
 
.detailsview table {clear:both; width:720px; margin:2.0em 0 0.2em 0px; table-layout: 
fixed; border-collapse:collapse; empty-cells:show; background-color:rgb(255,255,255); 
border-top-color:rgb(42,90,138);} 
.detailsview table th.top {height:2.5em; padding:0 7px 0 7px; empty-cells:show; back-
ground-color:rgb(175,175,175); text-align:left; color:rgb(255,255,255); font-
weight:bold; font-size:120%;} 
.detailsview table th.top select {width:9em;} 
.detailsview table th.top2 {height:2.5em; padding:0 7px 0 5px; empty-cells:show; back-
ground-color:rgb(175,175,175); text-align:left; color:rgb(255,255,255); font-
weight:bold; font-size:90%;} 
.detailsview table th.top3 {height:2.5em; padding:0 7px 0 5px; empty-cells:show; back-
ground-color:rgb(175,175,175); text-align:left; color:rgb(255,255,255); font-
weight:bold; font-size:100%;} 
.detailsview table th {height:3.0em; padding:2px 20px 2px 7px; border-left:solid 1px 
rgb(255,255,255); border-right:solid 1px rgb(255,255,255); border-top:solid 1px 
rgb(255,255,255); border-bottom:solid 1px rgb(255,255,255); background-
color:rgb(245,245,245); text-align:left; color:rgb(80,80,80); font-weight:bold; font-
size:110%;} 
.detailsview table td {height:auto; padding:1px 3px 1px 3px; border-left:none; border-
right:none; border-top:solid 1px rgb(42,90,138); border-bottom:solid 1px rgb(42,90,138); 
background-color:rgb(255,255,255); text-align:left; font-weight:normal; col-
or:rgb(80,80,80); font-size:100%;} 
.detailsview table td.data {height:1.5em; padding:1px 3px 1px 3px; border-left:none; 
border-right:none; border-top:solid 1px rgb(42,90,138); border-bottom:solid 1px 
rgb(42,90,138); background-color:rgb(255,255,255); text-align:left; font-weight:normal; 
color:rgb(80,80,80); font-size:100%;white-space:pre-wrap;} 
.detailsview table td.title {background-color:rgb(245,245,245); width:15%} 
.detailsview table td select {width:9em;} 
.detailsview table th a.header {color:rgb(255,255,255); font-weight:bold; text-
decoration:none;} 
.detailsview table th a.header:hover {color:rgb(255,255,255); font-weight:bold; text-
decoration:underline;} 
.detailsview div.submenuLinks {float:left; padding:0px 5px 0px 0px;} 
.detailsview div.tableheader {background: #BEBEBE;position: relative;top: 0px;left: 
0px;width: 690px;height: 17px;padding: 4px 0 0 2px;} 
.detailsview div.tablerow {background: #fff;position: relative;width: 690px;height: 
22px;padding: 2px 0 0 2px;} 
.detailsview div.tabledata {background: #eeeeee;float:left;width: 341px;height: 
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16px;border-style:solid; padding: 2px 0 0 2px;border-width:1px;border-color:#BEBEBE; 
font-weight:bold;} 
.detailsview div.tabledata2 {background: #dddddd;float:left;width: 341px;height: 
16px;border-style:solid; padding: 2px 0 0 2px;border-width:1px;border-color:#BEBEBE;} 
  
 
 
 
 
/********************/ 
/*  COMMON CLASSES  */ 
/********************/ 
.main img {clear:both; float:left; margin:3px 10px 7px 0; padding:1px; border:1px solid 
rgb(150,150,150);} 
.main img.center {clear:both; float:none; display:block; margin:0 auto; padding:1px; 
border:1px solid rgb(150,150,150);} 
.main img.right {clear:both; float:right; margin:3px 0 7px 10px; padding:1px; border:1px 
solid rgb(150,150,150);} 
 
.main a {color:rgb(70,122,167); font-weight:bold; text-decoration:none;} 
.main-content h1 a {color:rgb(70,122,167); font-weight:normal; text-decoration:none;} 
.main a:hover {color:rgb(42,90,138); text-decoration:underline;} 
.main a:visited {color:rgb(42,90,138);} 
.main a.right {color:red; font-size:1.2em; font-weight:bold; text-decoration:none;} 
.main a.info {margin:0 0 2px 10px; padding:2px;color:red; font-size:1em; font-
weight:bold; text-decoration:none;} 
 
.main a img {border:solid 1px rgb(150,150,150);} 
.main a:hover img {border:solid 1px rgb(220,220,220);} 
.error-message {font-weight:bold;color:red;padding-left:220px;} 
 
#flashMessage { 
 padding: 2px 2px 2px 2px; 
 margin: 2px 2px 2px 2px; 
 border:solid 2px; 
 background-color:lightyellow; 
 font-size:200%; 
 color:red; 
 font-weight:bold; 
 } 
 
#tabs{ 
        /*margin-left: 4px;*/ 
        padding: 0; 
        background: transparent; 
        voice-family: "\"}\""; 
        voice-family: inherit; 
        /*padding-left: 5px;*/ 
    } 
#tabs ul{ 
 font: bold 11px Arial, Verdana, sans-serif; 
 margin:0; 
 padding:0; 
 list-style:none; 
} 
#tabs li{ 
 display:inline; 
 margin:0 2px 0 0; 
 padding:0; 
 /*text-transform:uppercase;*/ 
} 
#tabs a{ 
 color:#FFFFFF; 
 float:left; 
 background:#A3BBE6 url(./images/tabs_left.gif) no-repeat left top; 
 margin:0 2px 0 0; 
 padding:5px 10px 5px 10px; 
 text-decoration:none; 
} 
#tabs a span{ 
 float:left; 
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 display:block; 
 background: transparent url(./images/tabs_right.gif) no-repeat right top; 
 padding:4px 9px 2px 6px; 
} 
#tabs a span{float:none;} 
#tabs a:hover{background-color: #7E94B9;color: white;} 
#tabs a:hover span{background-color: #7E94B9;} 
#tabHeaderActive span, #tabHeaderActive a { background-color: #42577B; color:#fff;} 
.tabContent { 
 clear:both; 
 border:2px solid #42577B; 
 padding-top:2px; 
 background-color:#FFF; 
} 
 
.tooltip a.tip{ 
    position:relative; /*this is the key*/ 
    z-index:24;  
    text-align:left; 
    text-decoration:none} 
 
.tooltip a.tip:hover{z-index:25; background-color:#ff0} 
 
.tooltip a.tip span{display: none} 
 
.tooltip a.tip:hover span{ /*the span will display just on :hover state*/ 
    display:block; 
    position:absolute; 
    top:1em; left:1em; width:15em; 
    border:1px solid #0cf; 
    background-color:#cff; color:#000; 
    text-align: center} 
 
