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El concepto de calidad total aplicado por
los japoneses como estrategia de desa-
rrollo a partir de la Segunda Guerra
Mundial, con el fin de recuperar su eco-
nomía y tener una presencia a nivel in-
ternacional, ha empezado a populari-
zarse a nivel mundial y es el tema obli-
gado de las naciones, organizaciones,
entidades e individuos que buscan con-
solidación y presencia en los mercados
del mundo.
El concepto de calidad total propende
por la búsqueda de la excelencia en
lodo lo que el hombre, la sociedad y las
organizaciones realizan.
Este concepto puede entonces aplicar-
se al desarrollo de sistemas de informa-
ción basados en equipos de procesa-
miento de datos y en programas diseña-
dos por el hombre. Hoy en día las inves-
tigaciones en el área de la ingeniería
de software se centran en el desarrollo
de metodologías que garanticen y con-
trolen la calidad en el software construi-
do.
El presente documento busca ilustrar,
además del concepto de calidad en el
software, las actividades necesarias
para controlar y garantizar la calidad de
los sistemas de información que se im-
plementen. El problema principal para
garantizar la calidad en el software está
en la concepción de la gran mayoría de
las personas cuando suponen que la
garantía de calidad es algo que se impo-
ne bajo una medida que se obtiene al
finalizar un proyecto de software. El con-
trol de calidad en el software se funda-
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menta en el principio de que la calidad
se construye a través de un proceso
continuo de desarrollo, verificación (re-
visión) y optimización en diferentes eta-
pas.
El control de calidad en el software, de-
nominado SQA ("Software Quality As-
surance"), se basa en las siguientes
actividades:
1) Uso de métodos y herramientas de
análisis, diseño, codificación y prue-
ba.
2) Revisiones técnicas formales, que
se aplican durante cada paso de la
Ingeniería de software.
3) Estrategia de prueba multiescalada.
4) Control de la documentación del
software y de los cambios realiza-
dos.
5) Procedimientos que aseguren un
ajuste a los estándares de desarro-
llo.




Se han formulado muchas definiciones
sobre el concepto de calidad en el soft-
ware. Para no transcribir estas definicio-
nes en el presente documento tratemos
de responder la pregunta ¿qué es cali-
dad en el software? Seguramente la pri-
mera respuesta en que pensaría la ma-
yoría de las personas es:
La calidad en el software está en rela-
ción directa con el cumplimiento de los
requerimientos formulados por el usua-
rio, de tal forma que si un programa no
cumple con alguno de estos requeri-
mientos es un software de baja calidad.
Aunque el criterio de cumplimiento de
los requerimientos es un factor impor-
tante, no es el único factor, ya que exis-
ten condiciones implícitas que el softwa-
re debe cumplir como son eficiencia,
seguridad, integridad, consistencia,
etc.; por lo tanto no podemos afirmar
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que un software es de alta calidad cuan-
do cumple con los requerimientos del
usuario, pero:
- No es eficiente al utilizar los recursos
de la máquina (programas muy len·
tos).
- O no es confiable; los resultados que
entrega varían, no son siempre igua·
les al procesar los mismos datos.
- O no es fácil de utilizar.
- O no es seguro.
- O no es fácil hacerle mantenimiento.
La calidad en el software es una mezcla
compleja de ciertos factores que varían
de acuerdo con el usuario y con los tipos
de aplicación.
Podemos resumir el concepto de la ca-
lidad en el software en los siguientes
puntos:
1) Los requerimientos del usuario so-
bre un programa son los fundamen-
tos desde los que se mide la calidad.
La falta de concordancia con estos
requerimientos es una falta de cali-
dad.
2) Los estándares especificados defi-
nen un conjunto de criterios de desa-
rrollo que guían la forma como se apli-
ca la ingeniería de software; si no se
siguen estos estándares, probable-
mente se obtendrá software de baja
calidad.
3) Existe un conjunto de requerimien-
tos implícitos que a menudo no se
mencionan (eficiencia, facilidad de
uso, facilidad de mantenimiento). Si
el software falla en alcanzar los re-
querimientos implícitos, la calidad en
el software queda en entredicho.
FACTORES Y CRITERIOS
QUE DETERMINAN LA CALIDAD
EN EL SOFTWARE
Los elementos básicos empleados para
medir la calidad en el software se deno-
minan factores; éstos pueden clasificar-
se en dos grandes categorías:
a) Factores que pueden ser medidos
directamente:
(N9 de errores/unidad tiempo).
b) Factores que sólo pueden ser medi-
dos indirectamente; valores subjeti-
vos (Ejemplo: facilidad de uso).
Según los estudios realizados por J.A.
McCall y P.K. Richards para la RADC
('Rome Air Development Center"), los
factores de calidad se pueden agrupar
de acuerdo con tres aspectos importan-
tes de todo programa, como son sus
características operacionales, su capa-
cidad de soportar los cambios y su
adaptabilidad a nuevos entornos.
laclasificación sugerida por J.A. McCa"
en su libro Factors in Software Ouality,
se ilustra en la tabla N° 1, Y la descrip-
ción de cada factor se ilustra en la tabla
W2.
En la mayoria de los casos los factores
son difíciles de medir, para facilitar el
proceso de cuantificar la calidad, McCall
propone dividir los factores en sus ca-
racterísticas independientes o criterios
medibles. Las razones fundamentales
para dividir los factores son:
1) los criterios ofrecen una definición
más concreta y completa de los fac-
tores.
2) Los criterios comunes a dos o más
factores ayudan a ilustrar la interre-
lación entre los factores.
3) Los criterios son medibles yverifica-
bles a través de métricas (valor nu-
mérico de la medida de calidad).
La lista de criterios se ilustra en la grá-
fica 1,y la relación entre los criterios y
los factores se muestra en la gráfica 2.
NEGOCIACIONES ENTRE
LOS FACTORES DE CALIDAD
Si observamos los factores de calidad
podemos ver que el incrementar un fac-
tor puede causar efectos negativos (de~
cremento) en otros factores. Por ejem-
plo, si nosotros solicitamos que el factor
. de facilidad de uso sea muy alto segu-
ramente esto se logrará a expensas de
disminuir la eficiencia del programa.
Las relaciones negativas entre factores
se ilustran en la gráfica 3.
Es necesario definir, basados en fa na·
turaleza y tipo de software a producir,
los factores que el usuario considere de
mayor importancia y estimar el impacto
negativo que se pueda causar en otros
factores, con el fin de establecer una
negociación hasta obtener la pondera-
ción deseada en cada factor. Esta acti-
vidad de negociación debe establecerse










Revisión del producto Facilidad de mantenimiento
Facilidad de prueba
Flexibilidad






DE LA CALIDAD EN EL SOFTWARE
Se define como métrica el valor asocia-
do con la respuesta a una pregunta for-
mulada en una revisión para evaluar o
establecer un atributo o un requerimien-
to de un criterio o subcriterio relacionado
con un factor. Por ejemplo:
Un criterio del factor de calidad "Eficien-
cia" es "Ejecución eficiente" y un atributo
de este subcriterio seria "datos agrupa-
dos para procesamiento eficiente". En
una revisión para evaluar este subcrite-
rio se podría formular la siguiente pre-
gunta: "¿Están los datos agrupados
para permitir un procesamiento eficien-
te"?
,
Si la respuesta a la pregunta es "sí",
podemos calificar con 1 en la hoja de
chequeos este subcriterio; si la respues-
ta es "no" lo calificamos con O.
El valor de la métrica para el factor de
calidad que está siendo juzgado será la
suma de todos los valores obtenidos por
criterios/subcriterios divididos por el nú-
mero de preguntas aplicadas.
En los estudios realizados por McCall
se establece un conjunto de métricas
para los diferentes criterios y subcrite-




Cumplimiento El grado en que un programa satisface sus especi-
ficaciones y consigue los objetivos de la misión
encomendada por el cliente.
Fiabilidad El grado en que se puede esperar que un progra-
ma lleve a cabo sus funciones esperadas con la
precisión requerida.
Eficiencia La cantidad de recursos de hardware y de código
requerido por un programa para realizar su función.
Integridad El grado en que puede controlarse el acceso al
software o a los datos por personas no auto-
rizadas.
Facilidad de uso El esfuerzo requerido para aprender, trabajar,
preparar la entrada e interpretar la salida de un
programa.
Facilidad de El esfuerzo requerido para localizar y arreglar un
mantenimiento error en un programa.
Facilidad de El esfuerzo requerido para probar un programa de
prueba forma que se asegure que realiza la función re-
querida.
Portabilidad El esfuerzo requerido para transferir el programa
desde una configuración de hardware o sistema
operativo a otro.
Reusabilidad El grado en que un programa (o partes de él) se
pueden reutilizar en otras aplicaciones.





Facilidad de auditoría Facilidad con que se puede comprobar la confor-
midad con los estándares.
Exactitud La precisión en los cálculos y el control.
Normalización de las El grado en que se usan el ancho de banda, los
comunicaciones. protocolos y las interfases estándar:
Completitud El grado en que se ha conseguido la total imple-
mentación de las funciones requeridas.
Concisión Lo compacto que es el programa en términos de
Iíneas de código.
Consistencia El uso de un diseño uniforme y de técnicas de do-
cumentación.
Estandarización datos El uso de estructuras de datos y de tipos datos
estándar.
Tolerancia de errores El daño que se produce cuando el programa en-
cuentra un error.
Eficiencia en la ejecución El rendimiento en tiempo de ejecución de un
programa.
Facilidad de expansión El grado en que se puede ampliar el diseño arqui-
tectónico de datos.
Generalidad La amplitud de aplicación potencial de los compo-
nentes del programa.
Independencia del El grado en que el software es independiente del
hardware hardware que usa.
Instrumentación El grado en que el programa muestra su propio
funcionamiento e identifica errores que aparecen.
Modularidad Independencia funcional de los componentes
del programa.
Facilidad de operación Grado de facilidad de operación.
Seguridad La disponibilidad de mecanismos que controlen
o protejan los programas o los datos.
Autodocumentación El grado en que el código fuente proporciona
documentación significativa.
Simplicidad El grado en que un programa puede ser entendido
sin dificultad.
Facilidad de trazo La posibilidad de seguir la pista de la represen-
tación del diseño de los componentes reales del
programa hacia atrás.
Formación El grado en que el software ayuda a permitir que
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y COMPLEJIDAD DE HALSTEAD
La teoría de complejidad del software
propuesta por Maurice Halstead en su
libro Elements of Software Science, es
probablemente la más conocida y estu-
diada. Esta teoria está basada en la su-
posición fundamental de que la medida
de un programa bien estructurado está
en función de sus operandos yoperado-
res.
donde
n1 = N9 total de operadores distintos
en el programa
n2 = N° total de operandos distintos en
el programa
La medida de concisión (MC) se obtiene




Estudios realizados en las universida-
des sobre un gran número de progra-
mas existentes han confirmado la vali-
dez de las premisas de Halstead.
La medida de concisión propuesta por
Halstead involucra el cálculo de dos va-
riables:
Otra medida propuesta por Halstead es
el cálculo del "Esfuerzo", entendido
como la cantidad de tiempo requerido
para escribir, modificar, mantener o de-
purar un código; para obtener esta me-
dida se deben evaluar las siguientes va-
riables:
A) La longitud calculada (Nc):
Nc = n, Log2 n, + n2 Log2 n2
A) El volumen (V): número de bits re-
queridos al especificar el programa.
V = (N1 + N2) log2 (n1 + n2)
B) La longitud observada (No):
No = n1 + n2
B) El volumen potencial (V*): número







atributos: 1) Referencia sin ambigüedad (entrada, salida. función)
2) Definidas todas las referencias externas, calculadas
u obtenidas por fuentes externas.
3) Definidas todas las funciones usadas
4) Definidas todas las funciones referenciadas.
5) Definidas todas las condiciones para cada punto
de decisión.
6) Definidos todos los parámetros para la secuencia
de llamadas a procesos.
7) Todos los problemas reportados están resueltos.
8) Diseño está de acuerdo con los requerimientos.








atributos: a) Representación estándar en el diseño'
b) Secuencia de llamada a módulo según lo establecido'
c) Entrada / salida según lo establecido'
d) Manejo de errores según el estándar'
Valor métrica:
Valor métrica: 1-
Número módulos que violan la regla
Número total de módulos
(") Significa Que la fórmula de evaluación se aplica a cada atribulo.
V* = (n1 + n2*) Log2 (n1 +n2*)
donde
N1 = Ngtotal de ocurrencias
de los operadores
N2 = Ng total de ocurrencias
de los operandos
n2* = Ng de parámetros de l/O en el
procedimiento.
Usando el volumen y el volumen poten-




Estas métricas propuestas por Halstead
permiten al grupo de control de garantía
del software obtener valores no subjeti·
vos de la calidad de un programa.
Existen otras métricas como la medida
de complejidad ciclomática propuesta
por Tom McCabe en su artículo A "Soft·
ware Complexity Measure", publicado
en la revista IEEE Trans. Software En·
gineering, vol. 2, diciembre de 1976;
pero el objetivo de este documento no





DE CALIDAD DEL SOFTWARE
Hasta el momento hemos mencionado
el concepto de calidad en el software y
algunas técnicas empleadas para esta-
blecer una medida cuantitativa de la ca-
lidad.
La historia de la garantía de la calidad
en el desarrollo de programas y siste-
mas arranca en los años SO y 60, en
donde la calidad era responsabilidad
únicamente del programador. Durante
los años 70 se introdujeron estándares
de garantía de calidad para el software
en los contratos militares y se incorpora-
ron las metodologías para el desarrollo
de sistemas.
Actualmente la responsabilidad de la
garantía de calidad del software no es
función de una persona; en esto están
comprometidos los ingenieros de análi-
sis y diseño, los gestores y coordinado-
res del proyecto, los usuarios, los pro-
gramadores y todas las personas invo-
lucradas en el desarrollo del proyecto.
La garantía de calidad en el software
no es una certificación impuesta luego
de haber desarrollado un programa. Es
un proceso que involucra las siguientes
actividades:
1) Aplicación de metodologías de inge-
niería de software para conseguir
una especificación y un diseño de
alta calidad.
2) Realización de revisíones técnicas
formales.
3) Prueba del software.
4) Ajuste a los estándares de la organi-
zación.
5) Control de cambios y modificaciones
(mantenimiento).
6) Mediciones.
7) Registro e ,informes.
La garantía de calidad en el software
comienza realmente con la aplicación
de una metodologia formal para enfren-
tar las etapas de análisis y diseño del
. sistema a construir; luego de creada la
especificación del sistema (o prototipo),
se debe garantizar su calidad.
La actividad que nos permite garantizar
la calidad es la revisión técnica formal
realizada por el grupo de control de ca-
lidad.
. Los objetivos de la revisión técnica for-
mal son:
1) Descubrir errores en la función, la
lógica o la implementación de cual-
quier representación del software.
2) Verificar que el software bajo revi-
sión alcanza los requerimientos.
3) Garantizar que el software ha segui-
do los estándares predefinidos.
4) Conseguir un software que sea de-
sarrollado en forma uniforme.
S) Propender por que los proyectos
sean manejables.
La revisión técnica formal es un proceso
que se aplica a cada una de las fases
del desarrollo del sistema en el momen-
to en que el grupo de trabajo considera
terminada su labor en esa fase.
Como resultado de la revisión técnica
formal se obtiene una autorización para
que el grupo pueda continuar con la fase
siguiente, o una recomendación de no
continuar hasta realizar las modificacio-
nes y ajustes al proceso en 'la fase bajo
revisión (Gráfico S).
Una vez que se ha terminado la imple-
mentación, se inicia la fase de pruebas
del software. Durante esta fase se dise-
ñan casos de prueba que ayudan a la
detección de errores producidos en las
fases anteriores y no detectados duran-
te la revisión técnica formal.
Para muchos grupos de desarrollo las
pruebas del software son consideradas.
una "red de seguridad" para la garantía
de la calidad.
Una de las principales amenazas para
mantener la calidad de un software, es









Sistema de control de la garantía de software
del cual se originan cambios que pue-
den introducir errores o crear efectos
laterales que propaguen errores.
El proceso de control de cambios contri-
buye directamente a mantener la cali-
dad de un programa al formalizar las
peticiones de mantenimiento, evaluar la
naturaleza del cambio y controlar el im-
pacto de éste en el resto del programa.
Finalmente la medición de la calidad se
fundamenta en las métricas, las cuales
nos permiten cuantificar y tener valores
comparativos sobre el comportamiento
y la eficiencia, en el desarrollo de pro-
gramas y sistemas para la organización.
CONCLUSION:
En los últimos años se están adelantan-
do esfuerzos por parte de los grupos de
investigación en el área de ingeniería
de software con el fin de formular estra-
tegias, procedimientos de control y me-
dida de la calidad en el software.
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Desafortunadamente algunos de estos
procedimientos son bastante complejos
de implementar; por esta razón la mayo-
ría de las organizaciones en sus depar-
tamentos de sistemas no están utilizan-
do el enfoque de control de calidad en
el software.
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