This paper describes a laboratory setup suitable for implementing low cost real-time solutions in the fields of control, synchronization and information transmission based on chaotic oscillators. The setup has the following features: (a) it is composed of a Chua oscillator furnished with three actuators thus permitting mono-and multi-variable control; (b) the actuators can be driven by the analog outputs of a standard I/O-board; in order to be able to actuate fast enough (c) the I/O-board is driven by a real time program written for Linux and (d) an inductorless implementation of Chua's circuit permits to slow down the original dynamics to just a few hertz. This enables implementing sophisticated control schemes without severe time restrictions. The paper concludes with a sample of experiments performed using the new setup.
Introduction
The so-called chaos advent was rekindled after the computer simulation carried out by Lorenz in the early sixties [Lorenz, 1963] . During the seventies some basic research took place which aimed at establishing new concepts concerning chaotic dynamics [Ruelle & Takens, 1971] . The eighties were strongly marked by the goal of developing tools to characterize chaos [Grassberger & Procaccia, 1983; Eckmann & Ruelle, 1985] , subjects of modeling [Gouesbet & Letellier, 1994; Aguirre & Billings, 1995] control and synchronization [Ditto & Showalter, 1997; Kennedy & Ogorzalek, 1997] of chaotic systems were mainly developed in the nineties. Of course, there is active ongoing research in these fields.
As many new algorithms were developed to provide estimates for some dynamical invariants, from the mid-eighties considerable effort was devoted to build simple laboratory systems that could be used to produce chaotic data. An electronic circuit that has come to be known as Chua's circuit is to be found among such endeavors [Madan, 1993; Matsumoto, 1984] . Such a circuit has undoubtedly become a standard benchmark in the study of nonlinear dynamics and chaos. Several modifications were made to the original topology in order to yield a circuit that would be more amenable to practical implementations [Kilic, 2003] .
The field of chaos control and synchronization of nonlinear oscillations has attracted much attention lately [Bocaletti et al., 2000; Bocaletti et al., 2002; Andrievskii & Fradkov, 2003] . While much has been accomplished in the realm of theory, quite understandably much less has been reported in terms of practical results [Andrievskii & Fradkov, 2003] . One of the reasons for this imbalance is the obvious fact that more often than not ideas (theory) develop before actual implementation. Another possible cause is the natural difficulty to assemble a suitable setup for testing new ideas as opposed to simulating solutions on a digital computer.
In order to be able to take full advantage of the many benefits of Chua's circuit in the investigation of control and synchronization algorithms, it is important that the real circuit should include devices -called actuators -to implement the control action. In order to gain flexibility, it is usually desirable that the control law be implemented on a digital computer. This will require additional realtime I/O capabilities in order to drive the actuators. The advantages of a setup that includes actuators goes beyond implementing control and synchronization algorithms. Indeed, (simulated) driven Chua's circuits are useful in a number of different ways such as, for instance, in the identification of new bifurcation scenarios [Baptista & Caldas, 1998 ]. This paper will describe a laboratory setup, named Chua's Circuit Control PrototypePCChua, with the following features: (a) composed of a Chua oscillator furnished with three actuators thus permitting mono-and multi-variable control; (b) the actuators can be driven by the analog outputs of a standard I/O-board; in order to be able to actuate fast enough (c) the I/O-board is driven by a real-time program written for Linux 1 and (d) an inductorless implementation of Chua's circuit permits to slow down the original dynamics to just a few hertz. This enables implementing sophisticated control schemes without severe time restrictions.
It is believed that this setup is both sufficiently simple and flexible to be useful in a number of situations such as design and verification of chaos control algorithms, practical synchronization studies, experimental chaos based information transmission systems, to mention a few. This paper is organized as follows. Section 2 provides details of the electronic design of Chua's circuit, and the accompanying actuators' implementation, is discussed. The experimental setup as a whole, hardware and software, is presented in Sec. 3. In Sec. 4, some practical results are shown in order to exemplify the great flexibility of the proposed setup. Final remarks are made in Sec. 5.
The Circuit
The setup includes an inductorless implementation of Chua's circuit, as described in [Tôrres & Aguirre, 2000] . Recently, various configurations have been compared in [Kilic, 2003] .
The standard circuit
The circuit in its standard form, however, is composed by a network of linear passive elements connected to a nonlinear active component called Chua's diode as seen in Fig. 1 .
The set of differential equations that describes the circuit behavior is
where C 1 , C 2 , L and R are the values of the passive linear elements shown in Fig. 1(a) , and r L denotes the internal resistance of the inductor winding, not shown in the figure. The static nonlinearity of Chua's diode is the piecewise linear function given by
where m 0 , m 1 and B p are the parameters. The nonlinear characteristic can be easily realized using operational amplifiers [Kennedy, 1992] , as shown in Fig. 2 .
Adopting the following conventions
it is possible to write the following normalized Chua's circuit equationṡ Figure 3 shows the measured static nonlinearity of the implemented Chua's diode.
The inductorless circuit
Chua's circuit exhibits a broadband spectrum, but the majority of the power density is concentrated roughly around the frequency determined by the resonant subcircuit composed by L and C 2 in Fig. 1 .
Very slow chaotic oscillations are desirable in many situations where computers are employed to measure data from the circuit, run sophisticated algorithms based on these data and to take some control action or to run some file or graphical output operation. In order to slow down the chaotic oscillations, it is necessary to use larger energy storage elements, i.e. greater values for C 1 , C 2 and L in (1).
However, despite the fact that off-the-shelf capacitors cover a very wide range of capacitance values, the same is not true for commercial inductors. Furthermore, the trade-off between coil size and maximum allowed inductance leads to very large and low-accuracy inductors.
The kernel of the present experimental setup is a circuit that simulates the behavior of an ideal grounded inductor [Antoniou, 1969] over several decades of frequency. This circuit is, indeed, a gyrator circuit built as an impedance transformer as seen in Fig. 4 . A different configuration of an inductorless Chua circuit has been recently suggested in [Radwan et al., 2003] .
From Fig. 4 , one can see that the third state; variable z in (1); which is the current through the inductor L shown in Fig. 1 , can be readily determined by measuring the voltage z y shown in Fig. 4 and using the expression z = (z y − y)/R 7 ; where y is the state variable corresponding to the voltage across the capacitor C 2 . Therefore the complete state vector is composed of voltages, which is in general easier to measure.
The equivalent inductance can be computed as [Antoniou, 1969] 
where R 7 through R 10 and C 3 are shown in Fig. 4 . The theoretical transfer function of the simulated The voltage at zy point can be readily used to determine the "current through the simulated inductor". In this type of circuit, it is mandatory that one of the terminals of the simulated inductor be grounded, this corresponds to one of the terminals of R 10 .
inductance is
where L stands for the Laplace transform. Obviously (6) suggests that the inductor is ideal since it is a pure differentiator as indicated by zero at the origin of the complex s-plane. In order to investigate the limits of the implemented configuration, a realistic SPICE model was implemented and the resulting frequency response was obtained by simulation (Fig. 5 ). A parametric model was developed from the simulated frequency response of the gyrator in order to be useful in realistic simulations without having to resort to SPICE. Such a model is
where c, z, p, ω 1 , ω 2 , ζ 1 and ζ 2 ∈ R. c is the highfrequency gain, z is the real (noncomplex) zero, p is the real pole, ω 1 and ω 2 are the resonant natural frequencies, ζ 1 and ζ 2 are the damping ratios corresponding to ω 1 and ω 2 . All the resistors in Fig. 4 were considered identical and for each parameter in model (7) a function was obtained, for instance:
, and so on, where R ind = R 7 = R 8 = R 9 = R 10 and C ind = C 3 . In this development it was further assumed that the gyrator was implemented using an LM741 Op-Amp. The results of this modeling are summarized in Table 1 .
For this circuit, the equivalent internal resistance obtained from (7) as s → 0 is very small. This is important to guarantee that the Chua's circuit nontrivial fixed points remain unstable saddles [Aguirre & Tôrres, 1997] .
The complete circuit without actuators is shown in Fig. 6 . The parameters used in the implementation are listed in Table 2 . For these values the main resonant frequency is approximately 1.60 Hz. This is important in real-time applications because it enables the user to implement rather involved algorithms without being pressed too hard by computation time. Table 1 . Models for the parameters of (7) 
47.4% 135.0% ζ 2 = α 10 6.8% −17.1% Table 3 . Table 2 . Parameter values used in the implementation of PCChua setup.
Parameter
Value
The actuators
The PCChua setup implements the following vector differential equatioṅ
where x = [x y z] T ∈ R 3 is the state vector, F(·) : R 3 → R 3 is the nonlinear vector field, and
T ∈ R 3 is the vector of control inputs.
Equation (8) can be written in detail from (3) and (4) aṡ
where the parameters p, q and r depend on the components used, see (3).
From a practical point of view, the addition of the control vector u(t, x) in (9) can be accomplished by including in the circuit controlled voltage and current sources (actuators), as indicated in Fig. 7 . The control inputs and the actuators are related by
From Fig. 7 it is clear that the relative position of the voltage controlled source r z in the circuit implies that a floating simulated inductor (gyrator circuit) is necessary. The solution adopted was to use an independent power source to supply energy to the simulated inductor. With this modification, the simulated inductor becomes a self-contained circuit with only two external terminals. However, it is important to note that there are different simulated floating inductor circuit topologies that can be employed, as pointed out in [Kilic, 2003 ]. An alternative is to use a floating voltage controlled voltage source instead of a floating simulated inductor.
The actuators were implemented as indicated in 
The Experimental Setup
An overview of the built experimental setup is depicted in Fig. 9 . The setup is composed of two main parts: hardware, which comprises an I/O board together with the Chua's Circuit Control Prototype -PCChua; and software, which is implemented as a set of real-time processes dedicated to PCChua's measurement and control. The experimental setup was conceived with the purpose of implementing as many synchronization/control techniques as possible. This was accomplished by moving these techniques to the computer, making them algorithms to be executed in real-time; i.e. pieces of software that can be easily modified or updated.
It is important to highlight that this flexibility was made possible by using simulated inductors (gyrator circuits) to produce sufficiently slow chaotic oscillations [Tôrres & Aguirre, 2000] .
As the majority of the available Chua's circuit control and synchronization techniques were designed as continuous-time strategies, it was decided to oversample both measurements and control signals, thus minimizing the necessity to adapt the methods to the discrete-time domain. Actually, despite the fact that the sampling frequency can be promptly adjusted through software, the default sampling rate is f s = 1 kHz, which is much greater than the corresponding resonance frequency (1.6 Hz) of the L and C 2 parallel combination shown in Fig. 1. 
The I/O hardware
A multipurpose data acquisition and analog output board was used to measure the three voltages x, y and z y (Figs. 1 and 4) , and to issue three control signals r x , r y and r z to the actuators in the PCChua (Fig. 7) .
All the measured voltages were acquired using 12 bits of resolution. Two of the analog outputs (r x and r y ) have ten bits of resolution and the third one (r z ) is limited to eight bits.
It is important to note that, as the sampling rate is not very high (f s = 1 kHz, and could be even less), low cost data acquisition boards can be used. Moreover, independent analog output boards could equally be employed.
The software for data acquisition and control
The necessary real-time routines, which implement the control algorithms and the data storage on hard disk, were programmed in C language, for Linux; a freely available operational system; using real-time extensions [Yoidaken & Barabanov, 1999] . The software package is partitioned in three main subsystems: the graphical user interfacePCChua GUI (nonreal-time task, low scheduling priority), the PCChua daemon (nonreal-time task, high scheduling priority) and the PCChua realtime task. These programs communicate data, commands and error messages with each other.
Each subsystem uses a different data sampling frequency. The PCChua real-time task, which actually measures the state variables and issues control actions, runs at every t s = 1 ms, as stated before. The data is sent to the high scheduling priority PCChua daemon every 10 ms, and the PCChua daemon sends data to the graphical user interface every 50 ms. As the PCChua daemon is responsible for writing the data to disk, the maximum data storage sampling period is limited to 10 ms or higher.
The PCChua GUI runs on top of the X-Windows system. 2 This means that it can make use of the inherent network capability of opening the program window in the computer at the office, while the program is actually running on the computer connected to the PCChua experimental setup at the laboratory.
In the PCChua GUI it is possible to choose among various preprogrammed control strategies, along with many different ways of perturbing the Chua's chaotic oscillator. Moreover, all the time series, together with the 2D-projections of the three-dimensional Chua's circuit state space, are visualized in real-time during the experiments (with 50 ms sampling period).
Each control algorithm is implemented as a compiled module, that is loaded dynamically by the PCChua daemon, obeying the command posted through the PCChua GUI. In order to include specific control strategies, a small set of macros, written in C language, are available to facilitate the process of writing new modules.
It is important to note that, not only the operational system, but also the other software components are freely available on the Internet.
Finally, the software package, including the source code, can be obtained from the authors on request should there be interest in reproducing this experimental setup.
A Sample of Results
In this section two selected experiments are presented in order to illustrate the flexibility of the proposed platform.
Perturbing the chaotic oscillator
A typical Chua's circuit perturbation experiment is shown in Fig. 10 . The amplitude and frequency of the perturbation can be easily adjusted in the PCChua GUI.
It is interesting to note that the estimated signal to noise ratio of the measured time series, in the unperturbed case, was about 40 dB for the three state variables, indicating that the proposed experimental setup has a good noise immunity.
This perturbation experiment is used in the experiment presented in Sec. 4.3 to introduce an information signal in the natural chaotic dynamics of the oscillator.
Obtaining the bifurcation diagram automatically
Using the platform flexibility to add arbitrary signals at each differential equation describing Chua's circuit behavior, as pointed out in Eq. (9), it is possible to simulate a parameter variation, without actually varying the physical parameter. For example, in order to obtain the bifurcation diagram relative to the variation of the resistance R shown in Fig. 1 , one can assign the following perturbation laws to the actuators:
where R new denotes a new value for the parameter R. Using this procedure, after the measurement of the actual value of the parameter R, a sequence of different dynamical behaviors was obtained, as shown in Fig. 11 .
It is interesting to note the small deviations from the expected stable equilibrium condition for R new = 1900 Ω, leading to a small region in phase space, instead of a point, which is caused by unavoidable measurement errors. Despite this, the 1-period and 2-period limit cycles, together with the spiral and double-scroll chaotic attractors, can be clearly observed. Unfortunately, it was not possible to exhibit the 4-period limit cycle accurately.
Transmitting information by control and synchronization
Once the information signal is added to the dynamics of the oscillator, by means of the actuators r x , r y and r z (simultaneously or not), as it was shown in the experiment presented in Sec. 4.1, the perturbed time series can be recorded to be used again as part of an information transmission experiment. The information transmission concept is based on the attempt to recover the original perturbation (the information signal) by using only the recorded time series. In this case, the process of acquiring and recording the data represents the process of transmitting the signal to the receiver.
At the receiver, a control algorithm is used to synchronize the Chua's circuit with the recorded/transmitted time series. As the same circuit was employed at the information injection phase, this is equivalent to try to synchronize two identical oscillators. A more realistic situation can be easily reproduced by changing parameters (changing components) of the circuit; or by adding noise to the recorded time series; right before the start of the synchronization phase. This flexibility allows for studying the practical aspects of information transmission by gradually increasing the system complexity.
The information transmission experiment is depicted schematically in Fig. 12 . It was shown [Tôrres, 2001; Tôrres & Aguirre, 2004] that, under mild assumptions, if both oscillators identically synchronize; i.e. their state vectors become equal: x → y; the control action u(s, y, t) at the receiver, shown in Fig. 12 , will become identical to the perturbation i(t) injected at the transmitter, thus recovering the original information signal. Some experimental results are shown in Fig. 13 . In Fig. 14, a detailed view of Fig. 13 is presented. It can be seen that the control action becomes very similar to the original information signal injected at the transmitter.
Conclusions
A very flexible and low cost experimental setup based on Chua's circuit together with controlled voltage and current sources was presented.
Chua's circuit was implemented using a simulated inductor in order to slow down the chaotic oscillations. This allows the use of a computer to issue control signals calculated from many different control and synchronization strategies that can be chosen in the control and acquisition software.
Moreover, the software package is comprised only of free and open source software (Sec. 3.2).
Experimental results were provided, showing that the proposed platform can be used to study many areas of chaos control and synchronization, such as information transmission relying on synchronized chaotic oscillators (Sec. 4.3).
PCChua Components Values
Together with the main parameters shown in Table 2 , the component values shown in Table 3 were used in the PCChua implementation. 
