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RESUMO
Este trabalho apresenta um sistema de auxílio à locomoção de deficientes visuais em ambientes fecha-
dos em formato de óculos, denominado Bleye (blind people eyes) onde são utilizados sensores de medição
de distância para o desenvolvimento de um controlador fuzzy para desvio de obstáculos, chamado FLOA
(fuzzy logic-based obstacle avoidance). Inicialmente o sistema foi desenvolvido usando código estrutu-
rado, para servir como referência e, posteriormente, foi explorado o paralelismo intrínseco dos algoritmos
envolvidos usando arquiteturas de hardware mapeadas em dispositivos FPGAs (Field Programmable Gate
Array) utilizando representação numérica em ponto flutuante. Um ambiente de co-simulação usando o
Matlab R© e o Questasim R© foi utilizado para realizar comparações numéricas com um código desenvolvido
em texto estruturado que serviu como modelo de referência. A regularidade das arquiteturas em hardware
desenvolvidas para o FLOA permitiu a criação de um gerador automático de código VHDL (Very high
speed integrated circuits Hardware Description Language) a partir de um modelo de alto nível de contro-
ladores fuzzy Takagi-Sugeno genéricos. Com essa ferramenta de geração de código VHDL, denominada
fis2hdl, foi possível comparar o impacto no consumo de recursos em relação: (a) tamanho da palavra, (b)
número de entradas e (c) número de saídas. Os testes realizados com a implementação das arquiteturas de
hardware propostas mostram que: (a) o sistema possui um tempo de execução de 17.5 µs, em contraste
com implementações em software usando um Desktop Intel core i7 operando a 2.4 GHz e um Arduino
Mega operando a 16 MHz, os quais tem um que teve um tempo de execução de 1 ms e 752 ms, respectiva-
mente; (b) a escolha da representação numérica de 27 bits se mostrou eficiente em relação ao consumo de
recursos. No pior cenário foram consumidos 8256 LUTs, 2759 FFs e 10 DSPs atingindo uma precisão de
4.89×10−5 se comparado com uma implementação de 64 bits e uma frequência de operação de 50 MHz;
(c) No pior caso o consumo estimado de energia foi de 189 mW, sendo 92 mW de potência dinâmica. Os
resultados mostram que o sistema Bleye/FLOA é eficaz quanto ao tempo de execução e o menor consumo
de recursos quando comparados com uma solução de 64 bits. Finalmente, uma analise de escalabilidade
realizada com auxílio da ferramenta fis2hdl permitiu verificar que o consumo de recursos de hardware au-
menta mais significativamente com a variação do número de entradas do sistema, pois este parâmetro afeta
diretamente o número de elementos da base de regras.
i
ABSTRACT
This work presents a locomotion aid system for the visually impaired in indoor environments, cal-
led Bleye (blind people eyes), where distance measuring sensors were used to develop a fuzzy system
for obstacle avoidance, called FLOA (fuzzy logic-based obstacle avoidance). Initially the system was de-
veloped using structured code to serve as a reference, and later the intrinsic parallelism of the involved
algorithms was explored using hardware architectures mapped on FPGAs (Field Programmable Gate Ar-
rays) and custom floating-point numerical representations. A co-simulation environment using Matlab R©
and Questasim R© was used to perform numerical comparisons against the code developed in structured
text that served as reference model. The regularity of the proposed hardware architectures for the FLOA
allowed the creation of an automatic VHDL (Very high speed integrated circuits Hardware Description
Language) code generator, called fis2hdl, from a high-level representation of generic Takagi-Sugeno fuzzy
controllers. This generator tool enables to compare the impact on resource consumption in relation to: (a)
word size, (b) number of inputs and (c) number of outputs. The tests performed with the implementation of
the proposed hardware architectures show that: (a) the system has a execution time of 17.5µs, in contrast to
software implementations based on an Desktop Intel core i7 operating at 2.4 GHz and an Arduino Mega at
16 MHZ, which achieved an execution time of 1 ms and 752 ms, respectively; (b) the choice of the 27-bit
numerical representation was efficient in relation to resources consumption. In the worst case scenario,
8256 LUTs, 2759 FFs and 10 DSPs were consumed achieving an accuracy of 4.89×10−5 compared to a
64-bit implementation and an operational frequency of 50 MHz; (c) In the worst case, the estimated energy
consumption was 189 mW (92 mW of dynamic power). The results show that the Bleye/FLOA system is
efficient in terms of runtime and resource consumption if compared to a 64-bit solution. Finally, a scalabi-
lity analysis was performed using the fis2hdl tool, verifying that the number of inputs notably affects the
increment on the hardware resources consumption since this parameter increases the number of elements
of the rule base.
ii
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O objetivo da Tecnologia Assistiva (TA) é desenvolver equipamentos, dispositivos e sistemas que sejam
capazes de superar a lacuna que faz com que as pessoas com deficiências não se tornem um cidadão pleno,
capazes de fazer tudo o que os demais podem fazer (1). O comitê de ajudas técnicas (CAT) estabeleceu em
2006 a seguinte definição (2):
“Tecnologia Assistiva é uma área do conhecimento, de característica interdisciplinar, que en-
globa produtos, recursos, metodologias, estratégias, práticas e serviços que objetivam pro-
mover a funcionalidade, relacionada à atividade e participação, de pessoas com deficiência,
incapacidade ou mobilidade reduzida, visando sua autonomia, independência, qualidade de
vida e inclusão social.”
Com o empoderamento das pessoas com deficiência o conceito de deficiência tem mudado bastante
e, atualmente, o mais aceito é do modelo social, onde a deficiência é definida como a perda ou redução
de oportunidades, barreiras físicas e sociais, para que esses sujeitos tenham igualdade de condições. Esse
conceito se difere do conceito médico, que considera como deficiência “qualquer perda ou anormalidade
de estrutura ou função psicológica, física ou anatômica”. Mesmo com a atualização da definição, em 2001,
o conceito ainda está focado de forma individual, sem levar em consideração o meio externo. Isso é evi-
denciado quando se observa que a grande maioria dos projetos não levam em consideração as necessidades
das pessoas com deficiência (1).
Apesar da importância da avaliação dos resultados dos projetos em TA – cujos dados poderiam ser
utilizados para, primeiro, diminuir as altas taxas de abando do dispositivo (Fuhrer et al., 2003 apud (1)),
segundo, aumentar a responsabilidade dos governos (DeRuyter, 1997 apud (1)) e até mesmo dar evidências
para que o mesmo possam financiá-los – a maioria dos projetos não são avaliados adequadamente, pois
há uma crença na obviedade dos benefícios (1). A maioria dos projetos de TA tem o foco nos avanços
tecnológicos, sem a devida preocupação em verificar a interação dos mecanismos desenvolvidos com o
usuário, levando a utilização de mais de uma tecnologia para atingir o objetivo e a confecção de dispositivos
muito grandes ou pesados – mesmo com o avanço na miniaturização de dispositivos. Todos esses fatorem
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levam a uma alta taxa de rejeição dos projetos pelos usuários finais (Phillips e Zhau, 1993 apud (1)). No
caso específico de deficientes visuais o estudo feito em Nottingham revelou que três em cada dez pessoas
com deficiências visuais não saem de casa sem acompanhamento (Clark-Carter et al. 1981 apud (1)).
Em idosos o resultado é ainda mais alarmante, pois dois em cada três idosos não se locomovem sozinhos
(Yerasimou, 2002 apud (1)). 86% destes deficientes não se sentem seguros em utilizar o transporte público
e isso, afeta a oportunidade de emprego (Campion et al., 2003 apud (1)). Além disso, Yerasimou (2002
apud (1)) relata que um ponto crucial para os deficientes visuais é o medo da perda de orientação e alta
ocorrência de acidentes durante a viagem devido à colisão com obstáculos.
Historicamente os deficientes visuais sempre se utilizaram de vários métodos e ferramentas para seu
apoio e mobilidade, como simples varas e animais adestrados. Os sistemas atuais só tiveram avanços há
poucas décadas, inclusive as bengalas, que só tiveram seu uso generalizado a partir de 1950 e os cães guias,
a partir de 1920 (ver Figura 1.1).















Figura 1.1: Histórico dos dispositivos de TA para deficientes visuais - adaptado (Hersh, 2008)
Interessante notar que o primeiro dispositivo eletrônico foi desenvolvido em 1897, quando Noiszewski
criou o Elektroftalm para auxiliar à mobilidade dos cegos através de uma única célula de selênio colocada
na testa do deficiente para indicar se havia luz através de uma saída sonora (3), mas os grandes avanços
só ocorreram a partir da Segunda Guerra Mundial com o advento do sensoriamento remoto utilizando
ultrassons e radiação infravermelha. Já no ano de 1960 iniciou o desenvolvimento de bengalas a laser.
Outro foco, no início do século 21, consistiu no desenvolvimento de dispositivos para orientação espacial
que indicam para o usuário sua posição em relação a um determinado sistema, usando, por exemplo,
radiação infravermelha. Essa tecnologia é bem sucedida, mas possui uma instalação relativamente cara,
assim como os sistemas atuais que utilizam câmeras e sistemas de posicionamento global (GPS) (1).
Um ponto fundamental no desenvolvimento de equipamentos de TAs com tecnologia nacional é buscar
um diminuição de custos em relação a equipamentos importados, além de poder melhorar o atendimento
coberto pelo SUS (Sistema Único de Saúde). É válido ressaltar que, além de construções tecnológicas para
a melhoria de vida dos deficientes, é importante a relação dos processos históricos, ambientais e sociais que
envolvem a vida do mesmo, pois o sofrimento humano aborda questões que vão além da parte biológica
(2)
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1.2 DESCRIÇÃO DO PROBLEMA
Atualmente no LEIA/UnB (Laboratory of Embedded Systems and Integrated Circuits Applications) está
sendo desenvolvido um dispositivo de auxílio à locomoção de deficientes visuais em ambientes fechados,
denominado Bleye (blind people eyes), em formato de óculos. A proposta é que o sistema seja capaz de
indicar para o deficiente visual onde se localiza uma loja ou local dentro de ambiente fechado, como shop-
pings, centro culturais, hospitais, universidades, etc. A localização global do deficiente será realizada por
triangulação utilizando antenas bluetooth ou wifi. Já a detecção de obstáculos que possam impedir a livre
movimentação do deficiente será feita através de sensores como ultrassom, infravermelho e um sistema de
visão estéreo. O sistema conta com a ajuda de dispositivos auxiliares, como sistemas inerciais para indicar
a intenção de movimento e de atuadores piezoelétricos para indicar ao usuário a direção de movimento.
Dois trabalhos relacionados a esse projeto foram desenvolvidos: (a) um PIBIC (Programa Institucional de
Bolsas de Iniciação Científica) no qual foi especificado um filtro de Kalman para Fusão sensorial e (b) um
TCC (Trabalho de Conclusão de Curso) no qual se integraram os FKs (Filtros de Kalman) em um FPGA
(4). Por outro lado, um trabalho de mestrado está trabalhando com a parte de visão computacional para
determinação do mapa de disparidade entre as imagens direita e esquerda de um kit estereoscópico.
O diagrama do sistema Bleye está representado na Figura 1.2 e o mesmo irá demandar uma alta capa-
cidade computacional para lidar com algoritmos de visão estéreo, filtros Kalman e lógica fuzzy, sendo que
sua execução deve ocorrer em apenas algumas dezenas de milissegundos, de preferência em menos de 100
ms, para garantir a segurança do usuário. Além disso, é importante que o sistema seja ajustado de acordo


































































































































Figura 1.2: Esquema geral do sistema proposto - Bleye
Diante do exposto, o presente trabalho apresenta um módulo de auxílio a deficientes visuais em formato
de óculos, o Bleye, cujo sistema de controle está baseado em um controlador fuzzy Takagi-Sugeno (TS) de
ordem zero, denominado FLOA (fuzzy logic based obstacle avoidance), e implementado em arquiteturas




Desenvolver um sistema baseado em lógica fuzzy para desvio de obstáculos usado na navegação de
deficientes visuais em ambientes fechados, FLOA, embarcado em arquiteturas reconfiguráveis de forma a
se obter um sistema de alto desempenho em termos de velocidade de execução e com baixo consumo de
hardware.
1.3.2 OBJETIVOS ESPECÍFICOS
Espera-se alcançar os seguintes objetivos específicos:
• Projetar um sistema de controle fuzzy do tipo Takagi-Sugeno (TS) para o desvio de obstáculos
(FLOA);
• Implementar o FLOA numa arquitetura reconfigurável, explorando o paralelismo intrínseco do algo-
ritmo;
• Implementar o FLOA em código estruturado no Matlab R© para servir de referência;
• Desenvolver uma ferramenta de geração automática de código VHDL.
1.4 METODOLOGIA
A proposta desta dissertação está na utilização de múltiplos sensores ultrassônicos e em quatro atua-
dores piezoelétricos, posicionados num dispositivo em formato de óculos (vide Figura 1.3), para indicar
ao usuário qual a direção de movimento que o mesmo deve seguir para evitar a colisão com obstáculos




Figura 1.3: Disposição dos dispositivos no óculos: (i) 5 sensores ultrassônicos dispostos 45◦ entre si
fixados na haste/aro do óculos; (ii) 4 atuadores piezoelétricos dispostos ao longo da haste; (iii) SoC fixado
na ponteira dos óculos, dando a possibilidade de ficar oculto no vestuário.
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A decisão de qual direção de movimento o usuário deve seguir para desviar de obstáculos será realizada
por um controlador fuzzy com modelo de inferência Takagi-Sugeno (TS). A escolha desse controlador se
deve a alguns pontos importantes:
1. O controle se baseia em conhecimentos heurísticos e pode ser alterado de forma relativamente sim-
ples após a realização de testes reais do sistema com deficientes visuais;
2. Em comparação com os outros controladores fuzzy, o controlador fuzzy–TS é o que possui os cálculos
mais simples de serem implementados em plataformas embarcadas com restrições em termos de
capacidade computacional;
3. Comparado a outros controles que vêm sendo amplamente utilizados para a detecção de obstácu-
los, como Zonas Virtuais Deformáveis (ZVD), Lei da Atração/ Repulsão e Redes Neurais Artificiais
(RNAs) a Lógica fuzzy também já está consolidada e, apesar disso, pouco utilizada para esse caso
específico. Essa simplicidade é uma característica do controlador fuzzy–TS e irá facilitar a imple-
mentação do algoritmo em FPGA.
A escolha do sistema em FPGA se deve ao fato da busca por um dispositivo com dimensões reduzidas
e de alto poder computacional. Outro fator preponderante é poder explorar o paralelismo dos algoritmos,
visto que o sistema global, representado pela Figura 1.2, irá receber várias informações do meio - através
dos sensores de ultrassom, infravermelho, câmeras, antenas, etc. e alguns desses módulos possuem entra-
das múltiplas que poderão ser tratadas de forma paralela, como o módulo de filtragem de sinais, o módulo
de localização e o módulo de detecção de obstáculos - demandando um sistema mais robusto. Além disso,
alguns módulos do sistema, como o de visão computacional, consomem uma quantidade razoável da área
no dispositivo, pois possuem algoritmos de alta complexidade.
Os sistemas foram descritos em linguagem de descrição de hardware VHDL e com isso, observou-se
que existia algumas vantagens e/ou desvantagens ao se utilizar os controladores fuzzy-TS, como as descritas
a seguir:
1. A regularidade da estrutura dos códigos desenvolvidos desde o início da criação do projeto do con-
trolador fuzzy–TS, principalmente no desenvolvimento do código em Matlab e em Linguagem C;
2. Descrever manualmente sistemas complexos em VHDL é processo propenso a erros, que só são
verificadas após a síntese lógica do projeto;
3. Dificuldade em se alterar o código VHDL em caso de necessidade de alteração nos números entradas/
saídas/ regras no controlador fuzzy (escalabilidade).
O projeto foi desenvolvido utilizando arquiteturas de hardware em ponto flutuante; apesar da saída ser
o valor do duty cycle do PWM (Pulse Width Modulation), e não ser necessário uma precisão tão grande.
Deve-se ressaltar que a maioria dos trabalhos pesquisados utilizam inteiros ou ponto fixo para descrever
controladores fuzzy em VHDL. A utilização do ponto flutuante é justifica porque na maioria das aplicações
que demandam uma alta capacidade computacional, como em robótica, devem ser calculados com alta
precisão (5) e (6).
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Para atender aos propósitos citados acima, o projeto de dissertação foi desenvolvimento em etapas que
estão descritas sucintamente abaixo e que serão melhor explanadas no decorrer da dissertação:
1. a Etapa: Projeto do controlador fuzzy–TS. Detalhes do projeto serão apresentados no capítulo 3;
2. a Etapa: Implementação, usando a toolbox fuzzy do Matlab R© do controlador fuzzy–TS para verifi-
cação dos requisitos. O capítulo 3 também apresenta os respectivos resultados de simulação usand o
toolbox fuzzy do Matlab;
3. a Etapa: Desenvolvimento, em texto estruturado, do código do controlador fuzzy–TS.
4. a Etapa: Validação do código desenvolvido em texto estruturado, comparando com a implementação
realizada na etapa 2. Os resultados dessa comparação sao apresentados no capítulo 4;
5. a Etapa: Implementação das arquiteturas de hardware do controlador fuzzy–TS em VHDL, tendo
como base o código em texto estruturado desenvolvido na etapa 3 (Capítulo 04). O capítulo 4
apresenta detalhes das arquiteturas propostas.
6. a Etapa:Validação da arquitetura de hardware desenvolvida em VHDL, comparando-a com o código
em texto estruturado;
7. a Etapa: Desenvolvimento de um gerador automático de código VHDL para controladores fuzzy–TS
de ordem zero. Os requisitos, desenvolvimento, resultados e analises do gerador de código, assim
como as suas limitações serão apresentados no capítulo 5.
Nas etapas acima foram utilizadas ferramentas computacionais que já são bastante difundidos na litera-
tura, como o software Matlab R© e suas toolboxs, o software Vivado da Xilinx R©, necessário para desenvolver
e testar os códigos em VHDL e o QuestaSim da Mentor R© que é um software de co-simulação que será uti-
lizado para validação do algoritmo em VHDL.
1.5 CONTRIBUIÇÕES DO TRABALHO
Este trabalho originou duas publicações listadas no Apêndice A, além de uma publicação para confe-
rência internacional, COBEM 2017, que está sendo finalizada.
Nesse trabalho foi desenvolvido um controlador fuzzy–TS embarcado em um sistema reconfigurável
em formato de óculos para o auxílio a locomoção de deficientes visuais em ambientes fechados. O sistema
mostrou se eficiente quanto ao tempo de execução sendo que as duas arquiteturas propostas, paralela e
sequencial, são mais de 40000 vezes superior ao mesmo controlador implementado em uma arquitetura de
software (Arduíno Mega). A arquitetura paralela se mostrou eficiente quando utilizada, sendo superior a
cinco vezes mais rápido do que a arquitetura sequencial. O sistema testado mostrou-se de acordo com o
esperado, mas espera-se uma melhora com testes reais.
A principal contribuição do trabalho foi o desenvolvimento de um gerador automático de códigos
VHDL do controlador fuzzy–TS de ordem zero a partir da obtenção dos dados de uma ferramenta de
alto nível. No caso o toolbox fuzzy do Matlab. Isso foi possível devido a regularidade das arquiteturas
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desenvolvidas. A utilização da representação aritmética em ponto flutuante deixa o trabalho na fronteira
do conhecimento, pois até o presente momento não foi encontrado nenhum gerador automático de código





A lógica fuzzy é uma das várias técnicas de Inteligência Artificial (AI) que vem se desenvolvendo
desde meados do século passado. A AI se baseia na inteligência humana, considerando principalmente
o seu comportamento, para solucionar problemas (7). O fator mais importante da AI é a capacidade de
aprendizagem dos sistemas, melhorando seu desempenho pela aplicação de novos métodos e conhecimento
ou pela melhoria dos métodos existentes.
Utilizar a lógica clássica, de Aristóteles, para descrever o modelo do raciocínio humano é praticamente
impossível. Lukasiewicz, em 1920, quebrou essa premissa com a ideia de um conjunto de valores entre
verdadeiro e falso para refletir o grau de verdade (8). Zadeh (9), em 1965, apresentou o conceito de lógica
fuzzy expandiu a teoria dos conjuntos clássicos, que permitia uma maior aproximação com a forma como
a mente humana processa as informações. Embora a construção de regras básicas seja fácil, ajustar o
sistema não é tão simples e demanda excessivos testes e erros: aprendendo com experiência e se adaptando
a mudanças das condições operacionais (10).
A teoria dos conjuntos fuzzy permite fazer uma associação gradual nos processos de tomadas de de-
cisão, através da avaliação do grau de pertinência dos termos fuzzy. Muitos sistemas de AI, ao lidar com
sistemas difusos, tem seu projeto facilitado (11).
Os conceitos de conjuntos fuzzy são apresentados a seguir.
2.1.1 TEORIA DOS CONJUNTOS FUZZY
A teoria de conjuntos se baseia no conceito elementar de pertinência, µ(x), de um elemento “x” a
um determinado conjunto. Na lógica clássica, um determinado elemento pertence ou não pertence a um
determinado conjunto. Na Lógica fuzzy, além deste conceito, se faz necessário indicar o grau de pertinência
deste elemento ao conjunto (12). Por exemplo, na Figura 2.1, dado o conjunto Universal de cores, U,
suponha que queremos determinar a pertinência dos elementos x1 e x2 em relação ao subconjunto de cores
vermelha, V, sendo que V ⊂ U. Apesar do elemento x2 pertencer ao conjunto vermelho, o mesmo não
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pode ser dito, com tanta propriedade, do elemento x1 , visto que o mesmo está numa região entre as cores
vermelho e amarelo (alaranjado). Essa questão não interessa para a lógica booleana, e o resultado deve
ser x1 ∈ V ou x1 /∈ V. Isso limita o alcance computacional em solucionar determinados problemas. Nesses
casos a lógica fuzzy se mostra eficiente, onde o resultado parece impreciso (fuzzy) e o convencional não
consegue resolver facilmente.
No caso da Figura 2.1, tanto x1 quanto x2 pertenceriam ao conjunto V, {x1,x2} ∈ V , faltando indicar o
grau de pertinência de cada elemento - o quão vermelho são os elementos x1 e x2. Para determinar essa grau
de pertinência os valores 0 e 1 seriam o limite - nada vermelho e totalmente vermelho, respectivamente -
podendo existir infinitos valores esses limites (indicando o grau de vermelho). Por exemplo, a pertinência
do elemento x1 pode ser igual a 0.8, µV(x1), e a pertinência de x2 igual a 0.4, µV(x2) , como exemplo.
x1 x2
Figura 2.1: Conjunto de Cores - U
2.1.1.1 DEFINIÇÃO DE CONJUNTOS FUZZY
Um subconjunto fuzzy A de X fica definido por sua função de pertinência µ, que associa a cada elemento
de X um grau de pertinência µA(x), com o qual x pertence ao subconjunto A (13), sendo representado pelo
par ordenado (12):
{[x, µA(x))],∀x ∈ X} (2.1)
No conjunto fuzzy, as operações não ocorrem diretamente com seus elementos, mas sim com seus graus
de pertinência. Sendo assim, um conjunto A, definido por A = {(x1,0),(x2,0.5),(x3,1),(x4,1)}, pode ser
representado, com clareza, apenas por seu vetor de pertinência: A = {0; 0.5; 1; 1} (12).
Definição: Um conjunto é completamente definido por seu vetor de pertinências (12).
2.1.1.2 PROPRIEDADES FUNDAMENTAIS
A ∩ A¯ necessariamente não é vazia;
A ∪ A¯ necessariamente não é o conjunto Universo.




As principais operações do conjunto fuzzy são a interseção, a união e o complemento, sendo definidos
pelas equações (2.2), (2.3) e (2.4), respectivamente.
(∀x ∈ X) =⇒ µA ∩ B(x) = min(µA(x), µB(x)) (2.2)
(∀x ∈ X) =⇒ µA ∪ B(x) = max(µA(x), µB(x)) (2.3)
(∀x ∈ X) =⇒ µAC(x) = µ¯A(x) = 1− µA(x) (2.4)
2.1.2 VARIÁVEIS LINGUÍSTICAS
Segundo Campos (13), a variável linguística é definida por três elementos V, X e Tv, em que “V”
indica uma variável de um conjunto X. Tv é um subconjunto fuzzy indicando termos, nomes, rótulos ou,
simplesmente, “valores linguísticos” que caracterizam a variável V. A variável linguística é indicada por
um substantivo, enquanto o termo linguístico representa um adjetivo/ advérbio que caracteriza essa variável
linguística (14) e (15).
No caso do conjunto da Cor Vermelha (V), poderíamos definir como termos linguísticos: T{V} =
{claro, escuro}.
2.1.3 FUNÇÕES DE PERTINÊNCIA
A maioria das funções de pertinência que representam os subconjuntos fuzzy possuem uma transição
suave, sem mudanças abruptas, e as mais utilizadas são as triângulares, trapezoidais, gaussianas, entre
outras (13), como representado na Figura 2.2
Figura 2.2: Algumas das principais funções de pertinência utilizadas
2.1.4 SISTEMAS FUZZY
A implicação conectiva P → Q (P implica Q) é uma forma clássica, onde a proposição P também é
referida como a hipótese ou o antecedente e a proposição Q também é referida como a conclusão ou o
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consequente. Essa premissa pode ser reescrita como indicado na equação (2.5).
ifP(antecedente), thenQ(consequente) (2.5)
Essa é a forma mais comum de representar o conhecimento humano e de expressá-lo naturalmente (16).
Ao usar as propriedades básicas e as operações definidas para conjuntos fuzzy qualquer estrutura de
regra composta pode ser decomposta e reduzida a uma série de regras canônicas simples conforme indicado
na Tabela 2.1.
Tabela 2.1: Regras canônicas de sistemas fuzzy - Adaptado de (Ross, 2010)
Regra 1: IF condition C1, THEN restriction R1
...
Regra n: IF condition Cn, THEN restriction Rn
Essa simplicidade, que expressa a linguagem humana e baseadas em conjuntos fuzzy, descreve sistemas
complexos com um conjunto de restrições de saída (consequentes) baseados em certas condições de entrada
(antecedentes), que são conectadas por conectivos “e”, “or” ou “else” (16)
Quando se tem múltiplas regras de entrada (antecedentes) a saída é determinada através da agregação,
que pode utilizar a operação de intersecção ou de união para determinar a saída (consequente). Três mo-
delos comumente utilizados para inferência de sistemas fuzzy são: (a) Mamdani, (b) Takagi-Sugeno e (c)
Tsukamoto.
O método de Mamdani é o mais utilizado na prática e citado na literatura (16). A base de regras segue
a equação (2.5) e os “n” conjuntos de regras IF–THEN estão de acordo com a forma Mamdani, descrita
pela (2.6) (16) e (17).
IF x1k AND x2k THEN yk e´ Bk, for k = 1, 2, ..., n. (2.6)
Apesar da equação (2.6) representar apenas duas entradas (x1 e x2) e uma saída (y) a mesma é válida para
múltiplas entradas e/ou saídas.
Na determinação da saída (defuzzificação) pode ser utilizado vários métodos, sendo os mais comuns
(15):
• Média dos Máximos: a saída é a média dos máximos valores de pertinência definidos pela inferência;
• Máximo das pertinências: a saída é o maior valor de pertinência inferido no processo;
• Centro da área: a saída é o centro de gravidade de distribuição;
O próximo método, denominado Takagi-Sugeno (TS), foi idealizado tentando sistematizar a geração
das regras fuzzy. A principal diferença para o método Mamdani é que a saída é uma função dependente das
entradas, como apresentado na equação (2.7) (16).
IF x1 AND x2 THEN y = f(x1,x2) (2.7)
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onde f(x1,x2) é uma função polinomial das entradas x1 e x2.
No caso de f(x1,x2) ser uma constante, o sistema de inferência é denominado modelo Sugeno de ordem
zero, sendo um caso especial do sistema Mamdani no qual cada consequência da regra é especificada como
um singleton fuzzy (16).
A saída do sistema no método TS é a média ponderada ((18), (16)) definida pela equação (2.8). Essa
forma de defuzzificação é realizada de forma direta, sendo computacionalmente mais eficiente quando
comparado ao modelo Mamdani (15). ∑
(µi × f(x1, ..., xn))∑
µi
(2.8)
onde µ indica a menor pertinência das “n” entradas e f(x1, ..., xn) a função de saída relativa à regra ativada
(k).
Já o método de Tsukamoto é muito parecido como de Takagi-Sugeno, mas tem como consequente
funções monotônicas, que, em geral, são utilizadas apenas em casos bastante específicos. Também tem a
vantagem da saída ser determinada de forma a evitar a parte de defuzzificação (16).
De acordo com o estudo feito por Zavala, (8), o método de inferência mais comum é o Mamdani, pois
sua principal vantagem é ser mais fácil para projetar. Em contrapartida no método de inferência de Sugeno
cada regra tem como saída um valor numérico, dispensando o processo de defuzzificação e diminuindo a
complexidade computacional. Além disso, os controladores fuzzy–(TS) são fáceis de serem caracterizados,
dispensando escolhas do tipo de implicação e de defuzzificação (19).
2.2 CONTROLADORES FUZZY
2.2.1 INTRODUÇÃO
Nos controladores clássicos o objetivo é determinar o modelo da planta para, então, calcular os parâ-









Figura 2.3: Diagrama de blocos de um controlador clássico: a ideia principal é identificar o modelo da
planta para determinar os parâmetros do controlador - adaptado (Simões, 2007).
Já o controlador fuzzy tem seu foco no operador da planta, que detém o conhecimento para operá-la










Figura 2.4: Diagrama de blocos de um controlador fuzzy: o modelo é baseado em como o operador do
sistema controla a planta, identificando informações relativas ao processo de controle para automatizar a
planta - adaptado (Simões, 2007).
2.2.2 DEFINIÇÕES E CONCEITOS
Os controladores baseados na Lógica fuzzy podem ser representados como indicado na Figura 2.5,
















Figura 2.5: Diagrama de blocos de um controlador fuzzy - adaptado (Campos, 2004) e (Ross, 2010).
Para que seja possível utilizar uma variável real em sistemas fuzzy essas devem ser fuzzificadas, isto é,
traduzidas para uma função que possa ser interpretada pelo sistema fuzzy (16). Assim, os sinais dos senso-
res e dos atuadores devem ser convertidos em variáveis linguísticas e seus respectivos termos linguísticos.
Nessa fase se define o universo de discurso e são atribuídos a cada termo linguístico a sua função de per-
tinência. É de fundamental importância a escolha do número de termos linguísticos, visto que um número
excessivo pode sobrecarregar o sistema, mas possibilita um ajuste mais fino no controle (13) e (16).
O módulo de inferência utiliza a base de conhecimento para definir o comportamento do sistema e
determinar o valor de saída, que pode ou não continuar sendo uma variável linguística, dependendo do tipo
de inferência escolhido (ver seção 2.1.4). A base de conhecimento contém o banco de regras que associa
as variáveis linguísticas de entrada com as variáveis linguísticas de saída. O desenvolvimento do banco de
regras é a parte mais crítica do projeto, pois o desempenho do controlador poderá ser comprometido se não
for bem elaborada. O banco de regras pode ser definido através do comportamento do operador do sistema
ou pela modelagem do processo e essas informações podem ser obtidas de forma manual ou automática
(13).
Em grande parte dos processos se faz necessário que a saída fuzzy precise ser única, em oposição a
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um conjunto fuzzy. Essa etapa é denominada defuzzificação, onde ocorre a conversão de uma quantidade
fuzzy para uma quantidade precisa, o valor real. Assim como foi dito que a fuzzificação é a conversão de
uma quantidade precisa em uma quantidade fuzzy (16). Os métodos de defuzzificação já foram tratados na
seção 2.1.4.
2.3 SISTEMAS RECONFIGURÁVEIS
Uma tarefa computacional pode ser dividida tanto em software, quanto em hardware e podem se di-
ferenciar quanto ao processamento das informações, pois as aplicações em software são implementadas
no processador RISC (Reduced Instruction Set Computer), usando, por exemplo, a linguagem C / C++,
enquanto as aplicações em hardware são implementados em circuitos analógicos e/ou digitais, usando lin-
guagem de descrição de hardware, como o VHDL (VHSIC Hardware Description Language) (20). Aplica-
ções de hardware baseadas em circuitos digitais podem fazer uso de ASICs (Application specific integrated
circuits), lógica TTL (Transistor-Transistor Logic ) ou CPLDs (Complex Programmable Logic Devices).
Dentre os CPLDs, as plataformas mais comuns são os sistemas reconfiguráveis, tais como FPGAs, que
consistem numa matriz de blocos lógicos reprogramáveis que podem ser interconectados fisicamente de
forma a obter o resultado desejado (21).
Atualmente, muitos sistemas de tempo real necessitam de alta capacidade computacional, aliando fle-
xibilidade (inerentes aos dispositivos baseados em softwares), velocidade e capacidade de processamento
paralelo, o que são características inerentes das arquiteturas reconfiguráveis (21) e (22). Ao se comparar
processadores RISC e DSP (Digital signal processing), com um FPGA em aplicações para filtros do tipo
FIR (Finite Impulse Response) e IIR (Infinite Impulse Response) (23) e criptografia (24) mostram o alto
desempenho das FPGAs, em relação aos outros dois (taxa de transferência), só perdendo em consumo
energético para o DSP, em aplicações com filtros, como pode ser observado na Tabela 2.2.
Tabela 2.2: Comparação do rendimento e da eficiência energética entre RISC, DSP e FPGA para o algo-
ritmo de criptografia IDEA, e dos filtros digitais do tipo FIR e IIR - Adaptado (Pless, 2003).
Mbit/s Mbit/s Mtap/s Mtap/Ws Mtap/s Mtap/Ws
RISC Strong ARM AS-110 32.0 32.0 9.9 26.7 1.5 3.6
TI TMS320C6x 53.1 8.9 - - - -
TI TMS320C2xx - - 20.0 769.2 1.0 52.4
Xililnx XC4020XL 528.0 167.9 - - - -





Apesar de o hardware dedicado ter um desempenho muitas vezes maior que os hardwares reconfigurá-
veis, devido ao seu elevado grau de especialização, ele é pouco flexível, sendo este o forte dos processa-
dores baseados em software. Mesmo assim, estudos mostram que quando o processo pode ser combinado
em estruturas paralelas, a eficiência dos sistemas reconfiguráveis são muito superiores e, em alguns casos,
podem chegar a ser mais eficientes energéticamente do que os DSPs (vide colunas FIR e IIR da Tabela
2.1).
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Na última decada tem se difundido o uso de dispositivos reconfiguráveis baseados em sistemas em chip
(SoCs), os sao circuitos integrados com alto grau de integração, incorporando em um único chip elemetos
tais como FPGAs, processadores embarcados, blocos de memória, blocos de interface, blocos analógicos
e componentes que lidam com funções de processamento de aplicação específica (22), (25) e (26).
2.3.1 FPGAs e SOC
FPGA é um dispositivo lógico que contém uma matriz bidimensional de células lógicas, que podem ser
interligadas entre si para executar uma função. Essa interligação é realizada por switches programáveis,
como mostrado na Figura 2.6 (27).
Figura 2.6: Estrutura geral de um FPGA - (CHU, 2008).
As células lógicas são o elemento básico de construção dos projetos em FPGA, pois as mesmas podem
implementar circuitos combinacionais ou sequenciais, mas apesar de sua importância, os blocos lógicos
(que são grupos de células lógicas com finalidade específicas, como carry, adicionadores e subtratores) são
mais representativos, pois estão organizados estrategicamente e interligados com vias de comunicação mais
rápidas, resultando em projetos com redução de atrasos e com melhor desempenho (28). Adicionalmente,
os FPGAs atuais contam com blocos de Processamento Digital de Sinais (DSP) e blocos de memória RAM
(RAM blocks) que permitem a elaboração de circuitos mais complexos. Outra definição, então, pode ser:
FPGA é um dispositivo lógico programável, que consiste de uma matriz bidimensional de blocos lógicos
ligados por uma rede de encaminhamento programável, como mostrado na Figura 2.7.
Os fabricantes de FPGAs, visando atender ao mercado, incorporaram circuitos integrados de aplicação
específica (ASIC) tais como processadores de software e conversores de dados ADC, formando os sistemas
SoC. Na Figura 2.8 podemos verificar a inclusão de vários dispositivos, mantendo a base como blocos
lógicos que interagem com os demais elementos do chip. A adição destes dispositivos serve para fins
específicos e, apesar de poderem ser implementados dentro da lógica reconfigurável, é mais eficiente em
termos de desempenho e consumo energético, incorporá-los on-chip (28).
Dentre estes elementos ASIC, destacam-se processador de software que aumentam a flexibilidade das
soluções e conversores de dados ADC ou DAC; entre outros. Todos visam melhorar os projetos, a fim de
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Figura 2.7: Diagrama de Blocos de um FPGA, mostrando as células lógicas, elementos de armazenamento,
geradores de função e lógica de roteamento (Sass, 2010).
Figura 2.8: Visão de uma Plataforma FPGA (SoC) - (Sass, 2010).
16
liberar recursos da lógica programável e diminuir o consumo de energia (28).
2.4 ESTADO DA ARTE
Pesquisas relacionadas a pessoas com deficiência visual são extensivamente estudadas desde os anos
70 e, ultimamente, se destacam os dispositivos com sensores baseados em visão (29), (30), (31), (32) e
(33), obtenção de informações do ambiente através de etiquetas ou RFID-tags (34), (35), (36) e (37), laser
(38) e o cão-guia robô (39), (40) e (41). É nessa área do cão-guia, também, onde se encontra a maioria dos
trabalhos combinados com a Lógica fuzzy, que se baseia na experiência humana para as tomadas de deci-
são. Grande parte das soluções apresentadas atualmente são onerosas, ineficientes em relação ao consumo
energético, relativamente grandes e utilizam apenas um elemento sensor. Os que possuem dimensões pe-
quenas possuem um baixo poder computacional e poucos são os trabalhos que utilizam a lógica fuzzy para
solucionar problemas relacionados a tomadas de decisão por parte do deficiente visual. Entre esses traba-
lhos se destaca o de Wang (42), onde a detecção de obstáculos se baseia no controle fuzzy e na utilização
de múltiplos sensores ultrassônicos.
Foi no controle automático onde a lógica fuzzy teve sua maior atuação (8). O primeiro trabalho foi
realizado por Mamdani, em 1972, aplicando técnicas de controle, baseado na lógica fuzzy, em uma máquina
a vapor. A saída do controle foi inferida usando uma base de regras (17). Em 1984, Sugeno apresentou
um projeto de estacionamento automático onde o esquema de controle fuzzy tinha como consequentes
equações lineares de primeira ordem ((18)). Atualmente, os sistemas de controle baseados na lógica fuzzy
são bastante utilizados em várias aplicações como máquinas de lavar roupa – aumentando seu desempenho
–, controle de tráfego ferroviário – como o japonês, e em sistemas industriais para controlar: (a) Purificação
de água, (b) Reatores nucleares, (c) Robótica, (d) Reconhecimento de padrões, entre outros (8).
Zavala e Camacho (8), em 2012, fizeram um estudo sobre o uso de Lógica fuzzy no controle de sistemas
com implementação em hardware (analógico e/ou digital) desde 2012 (vide Tabela 2.3). Foram listadas as
características de mais de 50 trabalhos que utilizavam a lógica fuzzy, como: (a) Tecnologia: VLSI (Very
Large Scale Integration), FPGA, CMOS (Complementary Metal Oxide Semiconductor), entre outros; (b)
Arquitetura (serial, paralela ou mista); (c) Tipo de inferência; (d) Número de entradas; (e) Número de
termos linguísticos por entrada; (f) Número de saídas; (g) Número de regras; (h) Tamanho das palavras
(bits); entre outros. De acordo com o levantamento é possível inferir algumas características, como: (a) O
número de entradas varia de duas a oito; (b) O número de saídas varia de uma a quatro; (c) O número de
termos linguísticos varia num máximo 16 para as entradas; e (d) 256 singletons para a saída; (e) A sobre-
posição de termos linguísticos é limitado a dois. Vinte e quatro destes trabalhos foram desenvolvidos em
FPGAs, sendo maioria em código VHDL e utilizando a técnica de pipeline, que garante uma considerável
aceleração do tempo de execução (43).
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Trabalhos envolvendo o auxílio para locomoção para deficientes visuais utilizando FPGAs são em sua
grande maioria aplicados ao uso de visão estéreo ((44), (45) e (46) e (47)) e alguns com o uso de sensores
ultrassônicos, como (48).
Existem alguns geradores automáticos de código VHDL de sistemas fuzzy como o Digital Fuzzy Logic
Controller (DFLC) que trabalha com palavras com resolução de 8 bits na entrada e de 12 bits na saída. O
sistema está limitado a duas variáveis de entrada, com no máximo sete termos linguísticos cada (8 bits de
resolução) o que possibilita ter no máximo 49 base de regras. A inferência é baseada no modelo Takagi-
Sugeno de ordem zero com a defuzzificação sendo feita pela Média Ponderada (49).
Outro gerador de códigos VHDL de sistemas fuzzy bastante conhecido e difundido na literatura é o
xFuzzy com várias citações em projetos e livros (50). Esse sistema integra várias ferramentas para o
desenvolvimento de projetos fuzzy que vão desde a descricao inicial de forma gráfica, passando pela simu-
lação e a sintese em C, C++, Java e VHDL. Adicionalmente essa ferramente permite o desenvolvimento
de projetos fuzzy do tipo Mamdani e Sugeno. As limitações do gerador de codigo VHDL do xFuzzy
consistem: (a) na utilização de ponto fixo para representação numérica, (b) as entradas e as saídas de-
vem possuir o mesmo número de termos linguísticos e tipo das funções de pertinência e (c) de permitir
a sobreposição de no máximo duas funções de pertinência. A ferramenta encontra-se disponível no link
<http://www2.imse-cnm.csic.es/Xfuzzy/>.
2.5 CONCLUSÕES DO CAPÍTULO
Nesse capítulo foi realizada uma revisão dos principais tópicos que serão utilizados no decorrer da
dissertação: (a) Lógica fuzzy, (b) Controladores fuzzy e (c) Sistemas Reconfiguráveis. Assim como uma
pesquisa sobre o atual estado da arte referentes a Lógica fuzzy, a implementação em descrição de hardware
e geradores automáticos de código VHDL.
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Capítulo 3
PROJETO DO CONTROLADOR FUZZY
TAKAGI-SUGENO PARA DESVIO DE
OBSTÁCULOS
Neste capítulo serão utilizados os conceitos formulados na fundamentação teórica para projetar um
controlador fuzzy do tipo Takagi-Sugeno (TS) aplicado ao auxilio da locomoção de deficientes visuais em
ambientes fechados. Na definição do controlador devem ser definidos os parâmetros que identificam a
estrutura do sistema, como o tipo de controlador, as variáveis de entrada e saída, as variáveis linguísticas,
os termos linguísticos, as funções de pertinência e a base de regras. Estas escolhas devem estar de acordo
com a proposta descrita na seção 1.4.
3.1 FUZZIFICAÇÃO
As variáveis de entrada do sistema serão os sinais dos cinco sensores ultrassônicos e as variáveis de
saída serão os sinais dos quatro atuadores piezoeléctricos, como indicados na Tabela 3.1. Nessa tabela
também constam os símbolos que representam cada sensor/ atuador e o universo de discurso das variáveis
de entrada/ saída.
Tabela 3.1: Variáveis de entrada (sensores) e saída (atuadores) do sistema com seus respectivos símbolos e
universo de discurso.
Sensor/ Atuador Símbolo Universo de Discurso
Sensor 1 S1 2–400 cm
Sensor 2 S2 2–400 cm
Sensor 3 S3 2–400 cm
Sensor 4 S4 2–400 cm
Sensor 5 S5 2–400 cm
Atuador 1 A1 0–100
Atuador 2 A2 0–100
Atuador 3 A3 0–100
Atuador 4 A4 0–100
Essas variáveis devem ser fuzzificadas para que possam ser utilizadas pelo controlador, para isso, os va-
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lores reais das variáveis de entrada serão representadas pela variável linguística “distância”, cujo universo
de discurso está definido entre 2 e 400 cm (sensores ultrassônicos HC–SR04). Esse universo de discurso
foi dividido em termos linguísticos, como indicados na Tabela 3.2. Cada um desses termos linguísticos
deve estar relacionada a uma função de pertinência. Definiu-se que os termos seriam melhor representados
pelas funções trapezoidais, como indicados na Figura 3.1.





É importante ressaltar que a escolha da melhor função de pertinência, assim como os ajustes dos seus
respectivos parâmetros (inclinações e interceptos) podem ser feitos após a implementação inicial através
de um processo de otimização.





Figura 3.1: Funções de pertinência dos termos linguísticos de entrada (distância): todas as funções de
pertinência são do tipo trapezoidal.
Também é necessário que os sinais de saída dos sensores piezoelétricos sejam representados por uma
variável linguística. Como a vibração dos sensores piezoelétricos é controlada por um sinal PWM, cuja
intensidade pode variar de 0 a 100% através da modificação do valor do duty cycle, esse sinal será utilizado
como a variável linguística de saída. O universo de discurso será definido entre 0 e 100%. Na maioria das
aplicações, como a saída do controlador fuzzy–TS é uma função dependente das entradas, não é necessário
definir termos linguísticos para a saída. No presente caso, onde a saída será representada por funções
constantes, o uso de termos linguísticos para a variável PWM irá facilitar (a) o preenchimento da tabela
relativa à base de regras e (b) possíveis alterações em seus valores. Sendo assim, os termos linguísticos da
variável de saída, seus símbolos e os respectivos valores numéricos estão representados na Tabela 3.3.
Tabela 3.3: Termos linguísticos da variável de saída (PWM) com seus respectivos símbolos e valores
numéricos






3.2 INFERÊNCIA E DEFUZZIFICAÇÃO
Para o caso particular, onde cada uma das cinco entradas possuem três termos linguísticos, existem 243
possibilidades que formarão a base de conhecimento. Essas possibilidades são apresentadas no Apêndice
I. A partir da inferência desse conjunto de condições de entrada o controlador irá gerar ações de controle
(12). Essas ações são as saídas da defuzzificação, que no caso do controlador fuzzy–TS é feita de forma
direta, pois a saída da equação 2.8 é um valor numérico real, e não uma variável linguística.
De acordo com a vibração dos atuadores piezoelétricos o usuário saberá qual é a direção a seguir. A
Tabela 3.4 indica quais as direções possíveis, de acordo com as ativações dos sensores.




























3.3 SIMULAÇÕES E VALIDAÇÃO DO CONTROLADOR EM CÓDIGO
ESTRUTURADO
O controlador fuzzy–TS projetado nesse capítulo foi implementado no toolbox fuzzy do Matlab R© (vide
Figura 3.2).
Figura 3.2: Projeto desenvolvido no toolbox fuzzy do Matlab R©. Pode-se verificar o número de entradas,
o número de saídas, o tipo de inferência utilizada, o tipo AND (MIN), o tipo OR (MAX) e o tipo de
defuzzificação (wtaver = média ponderada).
O objetivo dessa implementação é validar um projeto desenvolvido em código estruturado, que será
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usado como modelo e para validar o projeto desenvolvido em arquiteturas de hardware. Os dois projetos
desenvolvidos foram comparados de forma a se obter o erro quadrático médio no intuito de validar o código
estruturado (vide Figura 3.3).
Figura 3.3: Projeto desenvolvido no toolbox Simulink do Matlab R©. As entradas são geradas de forma
randômica e a saída yout é a diferença entre os sinais do bloco fuzzy e os sinais do bloco Matlab Function.
Esse valor é usado para determinar o erro quadrático médio.
A figura 3.4 apresenta a saída do sistema desenvolvido no toolbox fuzzy.
número de amostras
PWM (%)
Figura 3.4: Gráfico demonstrando a saída do controlador fuzzy-Ts desenvolvido no toolbox Simulink do
Matlab R©.
Já na figura 3.5 está apresentado a saída do sistema desenvolvido em código estruturado fuzzy.
Observando as figuras verifica-se que as saídas são praticamente idênticas. Para confirmar essa hipótese
foram gerados 86400 amostras randômicas para determinar o erro entre os dois sistemas. No gráfico




Figura 3.5: Gráfico demonstrando a saída do controlador fuzzy–Ts desenvolvido em código estruturado.
o valor do erro é utilizando o erro quadrático médio, visto que os dados possuem valores negativos e
















Figura 3.6: Erro para 86400 amostras, com o erro quadrático médio igual a 3.5182×10–33.
3.4 CONCLUSÕES DO CAPÍTULO
Nesse capítulo foi apresentado o desenvolvimento do controlador fuzzy–TS e uma implementação
usando o toolbox fuzzy do Matlab. Esse projeto serviu para validar o código em texto estruturado, que
é utilizado como referência e modelo para o desenvolvimento da arquitetura em hardware do controla-
dor fuzzy–TS. O baixo valor do erro quadrático médio confirma que o projeto desenvolvido em código
estruturado está de acordo com o esperado pelo toolbox fuzzy.
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Capítulo 4
IMPLEMENTAÇÃO EM FPGA DO
CONTROLADOR FUZZY
TAKAGI-SUGENO
Este capítulo apresenta as arquiteturas implementadas em hardware do controlador fuzzy–TS modelado
no capítulo precedente. O modelo do controlador TS foi implementado em duas configurações: paralela
e sequencial, no intuito de comparar o tempo de execução dos cálculos e a utilização de recursos de hard-
ware. Nesse capítulo foi utilizado o conceito de “regra ativa” onde são processados apenas os antecedentes
que realmente são necessários (estão ativos), economizando cálculos desnecessários e recursos tais como
blocos de DSPs (8). Essa solução foi explorada em alguns trabalhos (51), (52) e (53).
Esse projeto tem como diferencial a utilização de ponto flutuante para realização dos cálculos, que
foram desenvolvidos pelos pesquisadores do grupo LEIA – GRACO (Grupo de Automação e Controle) do
Departamento de Engenharia Mecânica (ENM) da Universidade de Brasília. Os IPCores trabalham com
representação aritmética em ponto flutuante usando o padrão IEEE754 ((6), (54), (55), (56) e (57)) e têm
sido utilizados em diversas aplicações tais como controle, filtragem de sinais, aprendizagem de maquina,
identificação de sistemas, entre outras. A utilização des tes IPCores garantem uma flexibilidade no tamanho
das palavras utilizadas e, como os blocos DSPs da Artix 7 são de 9x9 ou 18x18, é interessante a utilização
de múltiplos desses valores buscando um menor consumo de recursos.
4.1 PLATAFORMA NEXYS4 - ARTIX7
Para realização da implementação das arquiteturas de hardware desenvolvidas foi utilizada a plata-
forma Nexys4 DDR para desenvolvimento de circuitos digitais, que possui um FPGA de média capacidade
(Artix-7 XC7A100T-1CSG324C), conversor ADC on chip (xadc) de 1 MSPS (Mega Samples per Second),
memórias externas, USB, Ethernet, entre outros, podendo trabalhar desde projetos de circuitos combina-
cionais simples até potentes processadores incorporados. Possui, também, vários periféricos integrados,
incluindo um acelerômetro, um sensor de temperatura, um microfone digital, um amplificador de alto-
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falante e vários dispositivos de E/S que permitem que o Nexys4 DDR seja usado para uma ampla gama de
projetos sem a necessidade de outros componentes (58). Na Artix-7 vem inclusos:
• 4860 Kbits de memory RAM;
• 63400 look-up-table (LUT);
• 126800 Flip-Flop (FF);
• 240 Digital Signal Processing (DSP).
4.2 ARQUITETURAS PARALELA E SEQUENCIAL DO CONTROLA-
DOR FUZZY–TS PROPOSTO































Figura 4.1: Arquitetura geral do controlador TS paralelo. A arquitetura faz uso de cinco blocos fuzzy – um
para cada sensor – juntamente com o bloco de inferência e o bloco de defuzzificação
Essa arquitetura possui um bloco de fuzifficação para cada sensor (S1, ..., S5) e cada bloco tem como
saída três valores de pertinência (fi1, ...,fi3), relativos aos três termos linguísticos de cada entrada. O bloco
de inferência recebe um total de 15 valores de pertinências que, combinados e de acordo com a base de
regras, irá determinar as quatro saídas do sistema (A1,...,A4).
Observando a arquitetura sequencial, mostrada na Figura 4.2, verifica-se a utilização de apenas um
bloco de fuzzificação, que será ativado e reutilizado por uma máquina de estados finitos (FSM - Finite
State Machine). A FSM controla o início dos cálculos das pertinências e o armazenamento nas respectivas
variáveis de cada sensor (f11, f12, ..., f53). Por ser feita de forma sequencial espera-se que essa etapa seja























if start = ‘1'
if terminou a fuzzificação
e i<=5


























Figura 4.2: (a) Arquitetura geral do controlador TS sequencial. (b) FSM que irá controlar a reutilização do
único bloco de fuzzificação e o bloco de inferência.
Ambas as arquiteturas possuem o mesmo bloco de inferência, pois devido a escolha de se priorizar
o consumo de recursos não foi possível realizar todas as tomadas de decisões de forma paralela. Isso se
deve pela limitação do número de blocos de DSPs para efetuar todos os cálculos necessários de forma
simultânea.
Nas próximas seções serão explicados o funcionamento dos blocos de fuzzificação e de inferência.
4.3 BLOCO DE FUZZIFICAÇÃO
Cada variável linguística de entrada possui três termos linguísticos e o bloco de fuzzificação será o
responsável por calcular os valores numéricos da pertinência para cada termo linguístico das entradas do
sistema. Ao todo serão quinze valores de pertinência calculados (f11, f12, ..., f53). Para determinar o valor
da pertinência de cada termo linguísto é necessário dividir a função de pertinência trapezoidal em regiões,
como apresentado na Figura 4.3.









Figura 4.3: Divisão em regiões dos termos linguísticos para o cálculo de suas respectivas pertinências
Os cálculos das pertinências ocorrem de forma paralela e são determinados pelas funções de pertinência
ativadas de acordo com o valores medidos pelos sensores. A Figura 4.4 apresenta a arquitetura de hardware
29
proposta para implementar o bloco de fuzzificação.
Figura 4.4: Arquitetura do bloco de fuzzificação. Aqui verifica-se que o valor de entrada do sensor é
utilizado para determinar as pertinências (f1,f2 e f3) de cada termo fuzzy (MP, P e L) da variável de entrada
(distância). Os parâmetros r1a, r1b, ... r3b correspondem às regiões das funções de pertinência de cada
termo linguístico.
Devido à escolha da forma trapezoidal para as funções de pertinência algumas regiões não necessitam
de cálculo para determinar o valor da pertinência, pois já são conhecidas (zero ou um), como a 1ł e a 2ł
partes do termo MP (r11 e r12), a 2ł parte do termo P (r22) e a 2ł e 3ł partes do termo L (r32 e r33). Já
as outras são determinadas usando as funções que representam cada reta, de acordo com os valores de
inclinação (m1, m2, etc.) e dos interceptos (b1, b2, etc.). No final, um comparador irá verificar em qual
região o sensor está apontando e armazenará o valor correto na respectiva pertinência, como indicado na
Figura 4.4.
4.4 BLOCO DE INFERÊNCIA
A arquitetura de hardware proposta para o bloco de inferência pode ser observada na Figura 4.5.
Essa parte do controlador envolve verificar todas as bases de regras, determinando as que estão ativas
e as relacionando com a respectiva função de saída. Esses valores serão utilizados pelo bloco de defuzzifi-
caçãoo para determinar a saída do sistema. O controle do bloco de inferência é feito pela FSM mostrada
na Figura 4.6 a qual calcula o numerador e denominador da Equação 2.8.
As 243 comparações não foram realizadas em paralelo por dois motivos: (a) diminuir o consumo de
recursos economizando área para a implementação dos vários módulos que compõem o sistema global
(vide Figura 1.2) e que futuramente deverão ser implementados na FPGA; (b) a limitação do número


















































Figura 4.5: Arquitetura do bloco de inferencia. A FSM controla os multiplexadores de entrada e de endere-
çamento dos pesos da base de regras. Um contador é usado para percorrer sequencialmente as 243 regras.
O calculo do valor da menor pertinência é feito de forma sequencial e são usados cinco multiplicadores, em
paralelo, para calcular o valor da menor pertinência pelo respectivo peso oriundo da base de regras. Esse
valor é acumulado, assim como o valores das menores pertinência. Tudo isso de acordo com a Equação
































if start = ‘1'
if ready_div = ‘1'
if ready_mul = ‘1'
if n = 242





if ready_as = ‘1'
Figura 4.6: FSM do bloco de inferência que, entre outras operações, permite calcular o numerador e
denominador da equação (2.8).
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quantidade de DSPs ser bastante expressiva, o numéro não é suficiente para realizar todos os cálculos de
forma simultâna. É importante salientar que foram utilizados os IPCores desenvolvidos no LEIA para
realizar os cálculos aritméticos, sendo que a unidade de multiplicação faz uso de blocos DSP visando a
diminuição do consumo de LUTs.
A forma mais apropriada de armazenar a base de regras é usando blocos RAM (BRAM) próprios
da plataforma. Contudo, neste trabalho a base de regras foi armazenada em LUTs, devido ao processo
de inicialização dos dados dos blocos BRAM, fato que dificulta a parametrização do código VHDL. Se
faz necessário um aprofundamento nesse assunto de forma a retirar a base de regras das LUTs buscando
diminuir o consumo de recursos.
Nessa etapa do controlador o bloco de inferência receberá 5 valores de pertinência, relativas a cada
sensor de entrada e, através da interseção dos elementos, será determinado o menor valor entre as cinco
possíveis sendo esses valores acumulados para posterior utilização na defuzzificação. Além disso, cada
valor de pertinência calculado nessa etapa deve ser multiplicado pelo respectivo valor de saída determinado
pela base de regras e, também, deve ser acumulado. Essas etapas podem ser observadas na Figura 4.5,
juntamente com a FSM que controla o bloco.
4.5 BLOCO DE DEFUZZIFICAÇÃO
A parte de defuzzificação não existe no controlador fuzzy–TS, pois a saída já é um valor real, mas esse
é o nome mais adequado para essa parte do controle. As saídas desse bloco estão de acordo com a média
ponderada, dada pela equação (2.8). Cada entrada do bloco é multiplicada pelo valor correspondente da
saída – dado pela tabela da base de regras – e esses valores são acumulados e divididos pela soma das




















Figura 4.7: Arquitetura do bloco defuzzificação
A saída do bloco de inferência (s sp1, ..., s sp4 e soma u) são utilizados para determinar a saída do mó-
dulo de detecção de obstáculos em duas etapas: (a) uma divisão que irá determinar o valor de (soma u)−1
e (b) a multiplicação do resultada da divisão pelo somatório das ativações multiplicadas pelos respectivos
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valores de saída (s sp1, ... e s sp4), determinando o valor das saídas (A1, ... e A4).
4.6 COMPARAÇÃO DO PROJETO DESENVOLVIDO EM CÓDIGO ES-
TRUTURADO COM O PROJETO DESENVOLVIDO EM VHDL
Com o contralador desenvolvido em software funcionando corretamente, foram desenvolvidas em
VHDL as arquiteturas paralela e sequencial do controlador fuzzy–TS proposto. Os testes para valida-
ção foram feitos utilizando a ferramenta de co-simulação QuestaSim R© que facilita o acesso as variáveis do
projeto e a simulação de arquiteturas de hardware descritas em VHDL em conjunto com outras ferramen-
tas do Matlab R©, como o HDL Verifier e a toolbox Simulink. O esquema da co-simulação está representada
na figura 4.8.
Figura 4.8: Esquemático para validação do projeto desenvolvido em hardware
O erro quadrático médio associado as arquiteturas paralela e sequencial estão representados na Tabela
4.1.
Tabela 4.1: Erro quadrático médio das arquiteturas propostas com tamanho de 27 bits
Arquitetura Erro quadrático Médio
Paralela 4.89×10-5
Sequencial 4.89×10-5
O mesmo valor de erro quadrático médio para ambas as arquiteturas é explicado pelo fato das mesmas
utilizar os mesmos módulos, apenas de uma forma diferente. O baixo valor do erro quadrático médio indica
que os controladores, apesar de utilizarem uma representação numérica intermediária (27 bits), possuem
uma alta precisão, adequada para o propósito do projeto.
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4.7 CONSUMO DE RECURSOS DAS ARQUITETURAS PROPOSTAS
A síntese das arquiteturas em paralelo e sequencial fornecem dados relativos ao uso dos recursos de
hardware pelo sistema e estão indicados na tabela 4.2.
Tabela 4.2: Dados relativos à utilização de recursos após a síntese das arquiteturas (a) paralela e (b) se-
quencial.
(a) Paralela (b) Sequencial
Recursos Utilizado Utilização (%) Recursos Utilização Utilização (%)
LUT 8256 13.02 LUT 4079 6.43
FF 2759 2.18 FF 1835 1.45
DSP 10 4.17 DSP 7 2.92
Ao observar o número de blocos de DSPs utilizados pode-se inferir que o software Vivado está otimi-
zando o código. Observa-se a partir das figuras 4.4 e 4.5 que o bloco de fuzzificação deveria fazer uso de
três multiplicadores e o bloco de inferência de cinco multiplicadores, além de mais quatro multiplicadores
relativos a cada saída do sistema. Além disso, a implementação poderia ser mais eficiente se a base de
regras fossem mapeadas nas BRAMs disponíveis na plataforma FPGA.
4.8 COMPARAÇÃO DO TEMPO DE EXECUÇÃO
Na Tabela 4.3 é apresentada uma comparação do tempo de execução do controlador fuzzy–TS em
diversas plataformas computacionais. Observa-se que as arquiteturas de hardware possuem um tempo de
execução muito superior em relação às implementações em software. Tendo como padrão o tempo de
execução da arquitetura paralela (FPGA), verifica-se que o mesmo tem um fator de aceleração superior
a 41 em comparação com o DevC++ e mais de 30 mil vezes em relação a plataforma Arduino. Nota-se
que o tempo de execução da arquitetura paralela é praticamente idêntico ao da arquitetura sequencial e
esse fato pode ser explicado levando em consideração que o módulo de inferência não foi desenvolvido
de forma paralela, pois um dos critérios era a utilização dos IPCores desenvolvidos no LEIA, visando um
menor consumo de recursos, e pela limitação do SoC utilizado, pois seriam necessárias 243 comparações
e vários cálculos matemáticos. Mesmo assim, foi possível constatar a vantagem da arquitetura paralela na
parte da fuzzificação, onde são necessário 50 ns para a execução, enquanto na arquitetura sequencial são
necessários 290 ns (fator de aceleração de 5.8).
Tabela 4.3: Tempo de execução dos algoritmos do controlador fuzzy–TS
Plataforma Tempo de execução us Fator de aceleração
ARDUINO Mega - 16 MHz (32 bits) 7.52× 105 31.07× 103
DevC++ R© Windows 64 bits Core i7 - 2.40 GHz (32 bits) 1.00× 103 41.32
FPGA arquitetura sequencial - 50 MHz (27 bits) 2.50× 101 1.03
FPGA arquitetura paralela - 50 MHz (27 bits) 2.42× 101 1
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4.9 TESTES PRÁTICOS COM O PROJETO DESENVOLVIDO EM VHDL
Para verificação das arquiteturas de hardware propostas foram utilizados os switches emulando os
sensores ultrassônicos, enquanto os leds foram utilizados para emular os sensores piezoelétricos. Dos
16 switches disponíveis na plataforma Nexys4, os 12 primeiros foram utilizados como bits de entrada
simulando os 12 bits de saída do conversor ADC (vide Figura 1.2) e os 3 últimos são usados para indicar
o sensor. Logo após, esse sinal de 12 bits é convertido para um sinal de 27 bits, pois internamente todos os
cálculos são realizados com 27 bits. Na saída os leds devem receber um valor de duty cycle entre 0 e 100,








































































Figura 4.9: Esquemático do projeto final para testes
Durante o processo de implementação foi necessário acrescentar algumas restrições de timming, dentre
as quais a mais importante foi a diminuição da frequência de clock para 50 MHz.
A figura 4.10 mostra o resultado obtido após processo de place and route (PAR), onde pode se observar
a área ocupada pela fuzzificação (amarelo) e a área ocupada pela inferência (vermelha). Essa figura deixa
evidente que a demanda de recursos de hardware por parte da inferência é mais significativa que a parte de
fuzzificação e, por isso, a inferência acaba sendo a parte crítica do projeto.
Figura 4.10: Área de recursos alocados pela arquitetura sequencial. No zoom destaca-se a área vermelha,
relativa a área ocupada pela inferência e a área amarela, relativa a área ocupada pela fuzzificação.
35
A Figura 4.11 mostra a área ocupada pela arquitetura paralela na FPGA. É possível observar que a
área ocupada pela arquitetura paralela é maior que a sequencial, o que coincide com os dados relativos à
Tabela 4.2. Nessa implementação a parte da fuzzificação (amarelo) demanda mais recursos, visto que são
implementados cinco blocos de fuzzificação em paralelo .
Figura 4.11: Área de recursos alocados pela arquitetura paralela. No zoom destaca-se a área vermelha,
relativa a área ocupada pela inferência e a área amarela, relativa a área ocupada pela fuzzificação.
Devido a menor área necessária para a implementação da arquitetura sequencial espera-se que a mesma
consuma uma menor potência, como observado na Tabela 4.4, que apresenta o consumo estimado pelas
arquiteturas propostas após a implementação da arquitetura.
Tabela 4.4: Consumo de potência estimado após implementação das arquiteturas propostas.
Arquitetura Potência Dinâmica (W) Potência Estática (W) Potência Total (W)
Paralela 0.092 0.097 0.189
Sequencial 0.004 0.104 0.108
Os testes realizados com a plataforma Nexys 4 Artix-7 FPGA pode ser verificados no vídeo disponibi-
lizado no link <https://www.youtube.com/watch?v=eJUcsxSTD8w>. Nele são demonstrados alguns testes
que comprovam a eficácia da utilização do controlador fuzzy–TS como responsável por indicar os desvios
necessários para evitar possíveis obstáculos.
4.10 CONCLUSÕES DO CAPÍTULO
Nesse capítulo foi detalhado a implementação em hardware dos blocos do controlador fuzzy–TS: a
fuzzificação, a inferência e a defuzzificação.
O controlador fuzzy–TS foi projetado para cinco sensores de entrada, espaçados de 45 graus entre si,
contudo o ângulo de abertura dos sensores ultrassônicos é de aproximadamente 15 graus o que indica a
necessidade de se usar mais sensores em anel para fazer a varredura de 180 graus (Figura 1.2).
Modificar a arquitetura de hardware para processar mais entradas envolve instanciar mais componentes
de fuzzificação, assim como retrabalhar o componente da inferência que inclui a base de regras. Esse
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processo geralmente é dispendioso e propenso a erros.
A dificuldade de modificar a arquitetura de hardware em termos de número de entradas e saídas, assim
como o tamanho da palavra, o que afetaria diretamente a precisão do resultado.
O próximo capítulo descreve o desenvolvimento de uma ferramenta de geração de código VHDL a




GERADOR AUTOMÁTICO DE CÓDIGO
VHDL PARA CONTROLADORES
FUZZY TAKAGI-SUGENO DE ORDEM
ZERO
No decorrer do projeto verificou-se uma regularidade na implementação em VHDL do controlador
fuzzy–TS. Esse fato possibilitou o desenvolvimento de uma ferramenta de geração automática de código
VHDL de controladores fuzzy–TS genéricos, sendo esse resultado uma das contribuições mais importantes
do presente trabalho.
5.1 REQUISITOS DO GERADOR AUTOMÁTICO DE CÓDIGO VHDL
Abaixo são descritos os requisitos para o funcionamento do gerador automático de código VHDL:
1. Captura dos parâmetros do controlador a partir de um modelo de alto nível desenvolvido no toolbox
fuzzy do Matlab R©;
2. Estrutura parametrizável em termos do número de entradas e saídas do sistema fuzzy;
3. Realizar cálculos em ponto flutuante baseado no padrão IEEE754;
4. O gerador deve ser parametrizável em função do tamanho da palavra desejada informando o tamanho
do expoente e da mantissa;
5. O gerador deve criar um modelo de simulação do sistema de acordo com o universo de discurso
fazendo uso de arquivos testbech com capacidade de leitura e escrita de dados;
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6. A frequência de operação deve ser no mínimo de 100 MHz (frequência típica do sinal de clock dos
FPGAs comerciais de baixo custo).
5.2 DESENVOLVIMENTO DO GERADOR DE CÓDIGO VHDL
O algoritmo do gerador automático de código VHDL foi projetado tendo como base a arquitetura















Figura 5.1: Arquitetura de um controlador fuzzy–TS geral, com n entradas m saídas e k funções de perti-
nência nos termos linguísticos de entrada.
O sistema proposto gera automaticamente um código VHDL a partir da captura dos dados de um
modelo de alto nível desenvolvido no toolbox fuzzy do Matlab. Esses dados do modelo do controlador são
armazenadas em um arquivo do tipo struct, que consiste numa matriz que contem as seguintes informações:
(a) nome; (b) tipo de inferência do controlador; (c) tipo de interseção (AND); (d) tipo de união (OR); (e)
forma de implicação; (f) forma de agregação; (g) dados relativos a entrada; (h) dados relativos a saída e (j)
dados relativos a base de regras, conforme mostrado na Figura 5.2.
Figura 5.2: Arquivo struct que armazena as informações do controlador desenvolvido no toolbox fuzzy.
No caso das entradas é necessário informar o número de termos linguísticos e o tipo e as características
das funções de pertinência de cada termo linguístico. Expandindo a estrutura da variável de entrada é
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possível verificar essas informações (vide Figura 5.3).
(a) (b)
Figura 5.3: Arquivos structs que armazenam: (a) Informações relativas às variáveis linguística de entrada
e (b) Respectivos termos linguísticos.
Já para as variáveis linguísticas de saída também é necessário informar o número de termos linguísticos
e a função de saída do sistema. No caso do controlador fuzzy–TS de ordem zero só terá o valor relativo
ao termo linear da equação. Ao expandir a estrutura da variável de saída é possível constatar esses dados
(vide Figura 5.4).
(a) (b)
Figura 5.4: Arquivos structs que armazenam: (a) Informações relativas às variáveis linguística de saída e
(b) Dados relativos às funções de saída.
A ferramenta desenvolvida gera o código VHDL dos seguintes módulos ou componentes:
1. top module.vhd: arquivo principal que instancia os outros módulos;
2. fuzzy.vhd: arquivo que faz o cálculo das pertinências de cada variável de entrada;
3. inference.vhd: arquivo responsável por fazer o cálculo da inferência e calcular a saída;
4. tb top module.vhd: arquivo que irá gerar um testbench automático com vetores de teste aleatórios de
acordo com o universo de discurso.
5. fpupack.vhd: biblioteca que tem todos os parâmetros da arquitetura;
6. entities.vhd: arquivo em que é declarado todas as entidades utilizadas;
Adicionalmente, são gerados os IPCores desenvolvidos no LEIA necessários para realizar os cálculos
aritméticos:
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1. addsubfsm v6.vhd: responsável pelos cálculos de soma e de subtração;
2. multiplierfsm v2.vhd: bla bla bla.
3. divNR.vhd: responsável pelos cálculos de divisão;
4. fixMul v6.vhd: IPCore de auxílio a divisão.
Um exemplo de geração de códigos pode ser visto em <https://www.youtube.com/watch?v=AQNXxJWOuiE>.
5.3 TESTES COM O GERADOR AUTOMÁTICO DE CÓDIGO VHDL
O gerador automático de código foi utilizado para verificar o impacto no consumo de recursos ao se
alterar alguns parâmetros do controlador: (a) o tamanho das palavras, onde foram realizadas sínteses com
diferentes formatos numéricos padrões do IEEE754, 32 bits (float) ou 64 bits (double), além de represen-
tações intermediárias, mantendo constante o número de entradas (cinco) e de saídas (quatro); (b) o número
de entradas e de saídas, mantendo constante o tamanho das palavras em 27 bits.
Primeiro foi realizada a síntese alterando o tamanho das palavras. O resultado da síntese está apresen-
tado na Tabela 5.1, onde é possível verificar que o aumento do número de bits aumenta significativamente
o consumo de LUTs, FF e DSPs, mostrando que o formato numérico é um requisito fundamental ao se
projetar sistemas complexos.
Tabela 5.1: Consumo de recursos para sistemas fuzzy com diversos tamanhos de palavra. O sistema fuzzy
testado possui 5 entradas e 4 saídas.
Número de bits LUT FF DSP
27 8350 2639 10
32 9841 3108 20
48 17844 4635 30
64 24723 6201 70
Também foram realizados testes de síntese para verificar o impacto no consumo de recursos com o
aumento do número de entradas e saídas. A Tabela 5.2 apresenta os resultados da síntese lógica.
Tabela 5.2: Consumo de recursos para sistemas fuzzy com alterações no número de entradas e/ou saídas.
Em todos os casos os sistemas tinham palavras com 27 bits.
Número de entradas Número de saídas LUT FF DSP
2 1 3713 1171 8
2 2 4115 1332 9
3 1 5501 1549 11
3 2 6333 1710 12
3 3 5484 1871 13
4 1 6470 1928 14
4 2 6952 2096 15
6 3 9755 3029 10
7 3 11603 3445 11
8 4 14877 4075 13
10 5 38005 4942 16
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Na Figura 5.5, referente ao consumo de LUTs, verifica-se que o aumento do número de saídas, man-
tendo as entradas constantes, não afeta o consumo de recursos tanto quanto a alteração no número de
entradas, mantendo o número de saídas constantes. O aumento do consumo de recursos é maior quando




Figura 5.5: Gráfico que relaciona o número de look-up-table (LUTs) com os números de entradas e saídas.
Na Figura 5.6, que se refere ao consumo de FFs, verifica-se o mesmo que no caso das LUTs: a maior
variação ocorre na diagonal, mas o impacto do aumento no número de entradas é mais relevante, porque




Figura 5.6: Gráfico que relaciona o número de Flip-Flop (LUTs) com os números de entradas e saídas.
Como os DSPs estão diretamente ligados aos cálculos aritméticos é de se esperar que qualquer aumento
no número de entradas e saídas altere o seu valor. Na Tabela 5.2 e na Figura 5.7 se verifica que, a partir de
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6 entradas, o Vivado começa a otimizar de forma mais intensa a síntese e, ao invés de ocorrer um aumento
no gasto de DSP, ocorre uma diminuição significativa com posterior aumento. Novamente, o crescimento
do número de entradas é mais impactante do que o aumento das saídas. Isso se deve ao fato do bloco de
fuzzificação estar diretamente relacionando com o número de entradas, no qual são mais usados os cálculos
de multiplicação.
Figura 5.7: Gráfico que relaciona o número de Digital Signal Processing (DSPs) quando os números de
entradas e saídas variam.
5.4 LIMITAÇÕES DO GERADOR AUTOMÁTICO DE CÓDIGO VHDL
DESENVOLVIDO
A versão atual do gerador de código VHDL desenvolvido possui algumas limitações que estão descritas
a seguir:
1. A ferramenta desenvolvida gera o código VHDL somente para controladores fuzzy–TS de ordem
zero, pois são mais simples de serem implementados. Os modelos do controlador fuzzy–TS de
ordem superior podem ser mais eficientes do ponto de vista de consumo de recursos, visto que seria
necessário armazenar apenas os parâmetros das funções de saídas;
2. As entradas e as saídas devem possuir as mesmas características (número de termos linguísticos e
tipo das funções de pertinência);
3. As funções de pertinência devem ser do tipo trapezoidal. Para trabalhos futuros se faz necessário
que seja adicionado novas funções de pertinência;
4. Só pode haver a sobreposição de no máximo duas funções de pertinência;
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5. O universo de discurso das entradas deve ser sempre positivo.
5.5 CONCLUSÕES DO CAPÍTULO
Nesse capítulo foi apresentado as ideias gerais para o desenvolvimento do gerador automático VHDL
para controladores fuzzy–TS. Devido a criação do gerador foi possível verificar a influência do tamanho
das palavras (bits) e do número de entradas e de saídas no consumo de recursos. É possível concluir que o




Este capítulo resume os resultados e contribuições dessa dissertação de mestrado, seguidos de uma
discussão sobre o encaminhamento dos trabalhos futuros.
6.1 CONCLUSÕES GERAIS
Nesse trabalho foi desenvolvido um sistema de detecção de obstáculos para deficientes visuais utili-
zando dispositivos reconfiguráveis, cuja tomada de decisão de qual direção o usuário deveria seguir para
evitar os obstáculos foi realizada por um controlador fuzzy Takagi-Sugeno.
A implementação do controlador em arquiteturas reconfiguráveis confirmou o correto funcionamento
das arquiteturas de hardware propostas, indicando ao usuário a direção de movimento no intuito de desviar
o obstaculo. Adicionalmente, esta implementação permitiu verificar a vantagem em relação ao tempo
de execução, quando comparados aos sistemas em software, e a escolha da utilização da representação
numérica de 27 bits mostrou uma forma de reduzir o consumo de recursos da plataforma mantendo um alto
nível de precisão nos cálculos.
O projeto foi além do proposto inicialmente ao desenvolver um gerador automático de código VHDL
a partir de uma implementação inicial no toolbo fuzzy do Matlab. Ao gerar códigos em ponto flutuante o
software desenvolvido colocou o trabalho no limiar da arte, visto que não foi encontrado nenhum outro
gerador de códigos automático com essa capacidade.
A seguir são feitas algumas conclusões acerca do que foi desenvolvido nos capítulos anteriores e a
indicação de melhorias em trabalhos futuros.
6.2 IMPLEMENTAÇÃO EM FPGA DO CONTROLADOR FUZZY TAKAGI-
SUGENO
No capítulo 4 foram implementadas duas arquiteturas em hardware do controlador fuzzy–TS, uma com
a defuzzificação sendo feita de forma paralela e outra de forma sequencial. O propósito do desenvolvimento
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das duas arquiteturas foi mostrar o ganho expressivo no tempo de execução quando essa parte do algoritmo
é executado de forma paralela. O módulo de fuzzificação da arquitetura paralela é 5 vezes mais rápido
que no modo sequencial. Em contrapartida, a arquitetura sequencial consome cerca de 53,7% do total
de recursos da arquitetura paralela, mostrando ser mais eficiente no consumo de recursos. Também é
importante ressaltar que após a analise de timming foi necessário reduzir a frequência do clock pela metade
(50 MHz).
6.3 DESENVOLVIMENTO DE UM GERADOR AUTOMÁTICO DE CÓ-
DIGO VHDL
O capítulo 5 apresentou o desenvolvimento de uma ferramente de geração automática de código VHDL
de controladores Fuzzy. A ideia de fazer esse gerador surgiu ao longo do projeto ao se verificar que o código
possuía uma regularidade, da necessidade de se evitar possíveis erros de digitação e de poder escalonar
facilmente o projeto. Foi realizado uma analise do consumo de recursos alterando alguns parâmetros do
controlador, como: (a) tamanho das palavras, onde foi verificado o aumento significativo no consumo de
recursos com o aumento do tamanho da palavra; (b) o número de entradas e/ou saídas, indicando que o
consumo de recursos aumenta mais significativamente com a variação do número de entradas, pois este
parâmetro afeta diretamente o número de elementos da base de regras. É visível que o maior impacto
ocorre no número de LUTs, que aumenta de forma significativa com as alterações nos números de entradas
e saídas (vide Figura 5.5).
6.4 TRABALHOS FUTUROS
A seguir são relacionados propostas de trabalho futuro buscando melhorar o projeto proposto.
• TESTES PRÁTICOS: Foi constatada uma necessidade de melhorar as bases de regras, principal-
mente utilizando especialistas (deficientes visuais) para testar o controlador proposto. Além disso,
como foi citado na introdução, o sistema só será aprovado, se atender as necessidades dos usuários
finais, que deve ocorrer após a submissão do projeto ao comitê de ética da UnB, e a realização de
testes reais;
• PARALELIZAR ARQUITETURA DE INFERÊNCIA: Apesar da limitição do SoC utilizado, em re-
lação ao número de regras da base de conhecimento, é interessante a realização da parte de inferência
de forma paralela. Uma solução possível seria a paralelização por conjuntos de regras;
• UTILIZAÇÃO DA MEMÓRIA BRAM: Todas as 243 regras foram armazenadas utilizando as LUTs
e isso aumenta o consumo de recursos da plataforma, o que não é adequado. Portanto, um trabalho
futuro é o armazenamento dessas informações nos blocos de memórias RAM (BRAM), liberando
espaço para que as LUTs sejam utilizadas apenas para descrever o hardware;
• MELHORIAS NO GERADOR AUTOMÁTICO DE CÓDIGO VHDL: O gerador de códigos VHDL
mostrou-se uma ferramenta útil ao facilitar o desenvolvimento de projetos de descrição de hardware.
46
Entretanto, a versão atual do gerador é limitada apenas aos controladores Fuzzy Takagi-Sugeno de
ordem zero. Sendo assim, se faz necessário a expansão do projeto para controladores Fuzzy T-S de
qualquer ordem e para controladores baseados no método de inferência Mamdani. Isso aproximaria
a ferramenta desenvolvida do gerador de código VHDL do grupo xFuzzy (50). Adicionalmente, a
ferramenta desenvolvida pode ser incorporada ao toolbox fuzzy do Matlab R©.
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Abstract Assistive technology pursuit the development of systems which are capable of insert a disabled person into society 
in order to help, facilitate and provide his inclusion and develop his quality of life. Although practically all devices developed to 
assist people with disabilities meet the proposed objectives, most of them do not consider the aspects experienced by visually 
impaired people and, consequently the users may reject these devices. In addition, these systems tend to be expensive, inefficient 
in relation to energy consumption, relatively large and usually make use of only one sensor to detect obstacles. This paper pro-
poses a system to detect obstacles based on the user, using distance measuring sensors and Takagi-Sugeno Fuzzy controller for 
decision making. The intrinsic parallelism of the algorithms involved was explored using hardware architectures mapped into 
FPGAs devices. A co-simulation environment using Matlab® and Questasim® was developed allowing perform numerical com-
parisons. The hardware system enabled gains in runtime, compared with the software systems. 
Keywords Visually impaired; Navigation system; Fuzzy Control; Takagi-Sugeno;  FPGA. 
Resumo A tecnologia assistiva busca o desenvolvimento de sistemas capazes de inserir uma pessoa com deficiência na socie-
dade para ajudar, facilitar e proporcionar sua inclusão e desenvolver sua qualidade de vida. Embora praticamente todos os dis-
positivos desenvolvidos para auxiliar as pessoas com deficiência satisfazem os objetivos propostos, a maioria deles não conside-
ra os aspectos vivenciados por deficientes visuais e, conseqüentemente, os usuários podem rejeitar esses dispositivos. Além dis-
so, esses sistemas tendem a ser caros, ineficientes em relação ao consumo de energia, relativamente grande e geralmente fazem 
uso de apenas um sensor para detectar obstáculos. Este artigo propõe um sistema para detecção de obstáculos baseado no usuá-
rio, utilizando sensores de medição de distância e um controlador Fuzzy do tipo Takagi-Sugeno para as tomadas de decisões. O 
paralelismo intrínseco dos algoritmos envolvidos foi explorado usando arquiteturas de hardware mapeadas em dispositivos 
FPGAs. Um ambiente de co-simulação usando o Matlab® e Questasim® foi desenvolvido permitindo realizar comparações nu-
méricas. O sistema em hardware permitiu ganhos em tempo de execução, se comparados com os sistemas em software. 
Palavras-chave Deficientes visuais; Sistemas de navegação; Controlador Fuzzy; Takagi-Sugeno; FPGA.
1    Introdução 
A Tecnologia Assistiva (TA) é uma área do co-
nhecimento que tem como objetivo promover a auto-
nomia, independência, qualidade de vida e inclusão 
social de pessoas com alguma deficiência. 
 Pesquisas relacionadas a pessoas com deficiên-
cia visual são extensivamente estudadas desde os 
anos 70 e ultimamente se destacam os dispositivos 
com sensores baseados em visão (Nagarajan, 2202),  
(Dunai, 2014), (Landa, 2012), (Alghamdi, 2012) e 
(Han, 2015), obtenção de informações do ambiente 
através de etiquetas ou RFID-tags (Tatsumi, 2006), 
(Balakrishnan, 2004), (Alamy, 2012) e (Sammouda, 
2014), laser (Watanabe, 2015) e o cão-guia robô 
(MacNamara, 2000), (Wei, 2013) e (Wei, 2014). É 
nessa área do cão-guia, também, onde se encontra a 
maioria dos trabalhos combinados com a Lógica Fu-
zzy, que se baseia na experiência humana para as 
tomadas de decisão. Grande parte das soluções apre-
sentadas atualmente são onerosas, ineficientes em 
relação ao consumo energético, relativamente gran-
des e utilizam apenas um elemento sensor. Os que 
possuem dimensões pequenas possuem um baixo 
poder computacional e poucos são os trabalhos que 
utilizam a lógica fuzzy para solucionar problemas 
relacionados a tomadas de decisão por parte do defi-
ciente visual. Entre esses trabalhos se destaca o de 
Wang (Wang, 2012), onde a detecção de obstáculos 
se baseia no controle fuzzy e na utilização de múlti-
plos sensores ultrassônicos. 
Este trabalho propõe a implementação em arqui-
tetura em hardware de um controlador nebuloso para 
desvio de obstáculos. Para atender a estes requisitos 
foi utilizado um sistema embarcado com FPGA, onde 
foram desenvolvidas duas implementações em 
hardware, uma com arquitetura paralela e outra com 
arquitetura sequencial, para efeito de comparação no 
ganho do tempo de execução. Foram, também, utili-
zados cálculos em ponto flutuante para melhorar a 
precisão e a faixa dinâmica das operações se compa-
rado com sistemas implementados com pontos fixos 
(Baturone, 2008). Para diminuir o consumo de recur-
sos foram utilizados pontos flutuantes de 27 bits, 
cujos resultados foram comparados com uma arquite-
tura de 64 bits. 
2    Lógica Fuzzy 
A lógica fuzzy formaliza os conceitos que vão além 
do exato, atingindo valores aproximados ou impreci-
sos que são medidos através do seu grau de pertinên-
cia. É fortemente baseada na teoria de conjuntos, mas 
comumente é confundida com teoria de probabilida-
de (Zadeh, 2004). 
A arquitetura geral dos controladores basea-







Figura 2. Diagrama do controlador Fuzzy 
Os principais módulos do controlador são a fuz-
zificação, a base de conhecimento, a inferência e a 
defuzzificação. No módulo de fuzzificação os sinais 
dos sensores e dos atuadores devem ser convertidos 
em variáveis linguísticas. A seguir, o módulo de infe-
rência utiliza o conjunto de regras definidos no mó-
dulo de base de conhecimentos para definir o com-
portamento do sistema e determinar o valor de saída, 
que continua sendo uma variável linguística. No fi-
nal, o módulo de defuzificação converte esse resulta-
do linguístico em um valor real (Campos, 2004), 
(Simões, 2007) e (Ross, 2010). 
3 Modelo do Controlador Fuzzy 
O sistema tem como base o desenvolvimento de 
um dispositivo, em formato de óculos, de auxílio à 
locomoção de deficientes visuais em recintos fecha-
dos. Para o sistema de detecção de obstáculos são 
utilizados cinco sensores ultrassônicos e quatro atua-
dores piezoeléctricos que através de vibração indi-
cam a direção a ser seguida pelo deficiente visual 
(vide Figura 1) 
  
 
Figura 2. Vista superior do sistema para detecção de obstáculos  
As variáveis de entrada são os sinais dos cinco 
sensores e as variáveis de saída são os sinais dos qua-
tro atuadores, como indicado na Tabela 1. 
Tabela 1. Indicação dos sensores e atuadores do sistema. 
 Sensores Atuadores 
 1 2 3 4 5 1 2 3 4 
Símbolo S1 S2 S3 S4 S5 A1 A2 A3 A4 
A seguir as variáveis linguísticas são divididas 
em termos linguísticos, como indicado na Tabela 2 
(sensores) e na tabela 3 (atuadores). 
Tabela 2. Termos Fuzzy das variáveis linguísticas de entrada. 
Termos Fuzzy da variável 
linguística de entrada 
Símbolo 




Tabela 3. Temos Fuzzy das variáveis linguísticas de saída. 






Logo após, cada termo linguístico será relacio-
nado a uma função de pertinência. No caso das en-
tradas o universo de discurso está entre os valores de 
20 cm e 400 cm, que define a escala dos sensores 









Figura 3. Funções de Pertinência para entrada 
O controlador utilizado foi o de Takagi-Sugeno 
que, apesar de fácil implementação, requer atenção 
quando ao tempo de processamento, pois são anali-
sadas várias sentenças para se obter o resultado final. 
Esse fato decorre do controlador Fuzzy Takagi-
Sugeno seguir a regra do tipo equação 1, para variá-
vel i (Campos, 2004). 
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No controlador proposto a função 
    , 121 xxxf   está representada na Figura 4, que 
relaciona os termos Fuzzy da variável linguística de 







Figura 4. Funções de Pertinência para saída 
 
A base de conhecimento está constituída a partir 
deste método, onde a quantidade de regras depende 
do número de entradas e do número de termos lin-
guísticos. Portanto são necessárias 243 regras, que 
resultam dos três termos linguísticos definidos para a 
entrada combinados 5 vezes (número de sensores). O 
método de inferência do controlador se baseia na 
agregação das regras e a defuzzificação, na média 
ponderada de cada regra, como indicado na equação 
2, onde  ixu representa a pertinência das entradas e 


















1  (2) 
 
Os atuadores piezelétricos são ativados de forma 
a indicar a direção que o mesmo deve seguir, como 
indicado na Tabela 4. 
 











      
4 Implementação do Controlador Fuzzy em FPGA 
Apesar da maioria dos trabalhos serem imple-
mentados na forma sequencial utilizando-se micro-
controladores, PC’s e processadores de propósito 
geral, o sistema nebuloso proposto foi mapeado em 
um dispositivo FPGA, usando a linguagem VHDL, 
explorando o paralelismo intrínseco dos algoritmos. 
Com isso espera-se diminuir consideravelmente o 
tempo de execução dos cálculos, realilzando opera-
ções de forma simultânea, tais como a fuzzificação 
dos sensores e a defuzzificação das saídas. 
A arquitetura geral do controlador nebuloso está 
mostrada na Figura 3. Para efeitos de comparação, o 
controlador nebuloso foi implementado, também, em 
uma arquitetura sequencial, como indicado na Figura 
4. A diferença entre as duas arquiteturas propostas é 
que a arquitetura paralela terá cinco blocos fuzzy em 
sua estrutura, enquanto a arquitetura sequencial terá 
apenas um bloco fuzzy que será ativado e reutilizado 
por uma máquina de (vide Figura 4). 
 
 
Figura 3. Esquema geral do Controlador com Arquitetura Paralela 
 
Figura 4. Esquema geral do Controlador Sequencial 
O bloco fuzzy determina o valor do grau de per-
tinência dos sensores em relação a cada termo lin-
guístico da variável linguística. Como cada sensor 
possui três termos linguísticos, cada bloco Fuzzy tem 
três valores de saída. Como são cinco sensores, ao 
todo são quinze entradas para o bloco de inferência. 
A Figura 5 apresenta a arquitetura de hardware pro-
posta para implementar o bloco Fuzzy. Observa-se 
que quatro multiplicações e quatro somas são reali-
zadas em paralelo. 
O bloco de inferência (vide Figura 6) determina 
os valores de ativação de cada regra através do ope-
rador de intersecção e os disponibiliza para o bloco 
de defuzzificação (vide Figura 7). Esse bloco arma-
zena os valores de ativação, e dos pesos relativos a 
cada regra, para calcular a saída dos atuadores de 
acordo com a equação 2. Como cada regra tem um 
valor de peso relacionado, não foi possível imple-
mentar a inferência de forma  paralela, pois para isso 
demandaria um número excessivo de recursos do 
hardware, que não estava disponível. 
 
Figura 5. Bloco Fuzzy 
 
Figura 6. Bloco Inferência  
 
Figura 7. Bloco Defuzzificação  
5  RESULTADOS 
No intuito de validar o correto comportamento das 
arquiteturas de hardware propostas para o controla-
dor fuzzy, uma implementação em software usando o 
Matlab® foi usada como modelo de referência.  Si-
mulações comportamentais foram realizadas usando 
obstáculos em diversas posições e os resultados obti-
dos pelo controlador foram comparados com a saída 
do modelo de referência. Para esta etapa foi utilizado 
o sistema de cosimulação cosimWizard do Matlab® 
que facilita a inserção do Questasim® como verifica-
dor de código em VHDL (HDL Verifier), possibili-
tando a simulação de vários casos. A Tabela 1 mostra 
o erro quadrático médio associado às arquiteturas em 
paralelo e sequencial, em relação ao código em Ma-
tlab.  
Tabela 2: Erro quadrático médio das arquiteturas propostas 




Esses valores de erros indicam que a escolha de 
uma arquitetura de 27 bits é viável, pois além do erro 
ser pequeno o uso da arquitetura de 27 bits tem um 
melhor custo benefício em termos de utilização de 
recursos de hardware, se comparados com platafor-
mas de 32 e 64 bits [14].  
A síntese das arquiteturas em paralelo e sequen-
cial forneceram dados relativos ao uso dos recursos 
do hardware pelo sistema e estão indicados nas tabe-
las 2 e 3, que mostra um vantagem da arquitetura 
sequenciail. 
Tabela 3: Dados relativos à utilização de recursos após síntese – 
arquitetura paralela 
Recursos Estimado Utilização (%) 
LUT 8404 13,2 
FF 2619 2,07 
DSP 10 4,17 
 
Tabela 4: Dados relativos à utilização de recursos após síntese – 
arquitetura sequencial 
Recursos Estimado Utilização (%) 
LUT 3943 6 
FF 1693 1 
DSP 7 3 
 
A Tabela 4 apresenta uma comparação numérica 
do tempo de execução do controlador fuzzy em dife-
rentes plataformas. Pode-se observar que as arquite-
turas de hardware aceleram o tempo de execução do 
controlador fuzzy se comparado com as implementa-
ções em software. Adicionalmente, o tempo de exe-
cução da arquitetura paralela é praticamente idêntico 
à arquitetura sequencial. Isso foi devido ao bloco de 
inferência não ter sido desenvolvido de forma parale-
la. A vantagem da arquitetura paralela é visível na 
parte de fuzzificação, onde os cálculos foram realiza-
dos em 50 ns em comparação com 290 ns da arquite-
tura sequencial.  
 












paralela – 100 MHz 
17,145 33,32 
FPGA arquitetura 
sequencial – 100 
MHz 
17,495 32,65 
6  Conclusão 
Este trabalho fez uma análise comparativa entre três 
plataformas distintas para implementação de um con-
trolador Fuzzy para detecção de obstáculos para defi-
cientes visuais. Os resultados demonstraram a efici-
ência no tempo de execução das arquiteturas em 
hardwares quando comparadas com arquiteturas em 
software. A utilização de arquiteturas com ponto flu-
tuante de 27 bits mostrou um excelente custo benefí-
cio ao mostrar um baixo erro quadrático médio, em 
relação às arquiteturas de 64 bits, e consumindo um 
número menor de recursos, se comparado com arqui-
teturas em hardware de 32/64 bits. Este trabalho tam-
bém demonstrou que as arquiteturas desenvolvidas 
são regulares e por isso é interessante o desenvolvi-
mento de um gerador automático de códigos. A fina-
lização do projeto, como a integração do sistema com 
o óculos e a verificação de sua aceitação por parte 
dos usuários é fundamental. 
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Resumo: O atual processo de ensino-aprendizagem em disciplinas de sistemas de controle é 
baseado em aulas expositivas abordando tópicos teóricos e requerendo uma infraestrutura 
laboratorial onerosa. O uso de kits didáticos de baixo custo pode melhorar o processo de 
aprendizagem na sala de aula através do uso de casos de estudo reais. Por outro lado, a 
motivação por parte dos estudantes nestas disciplinas pode ser melhorada fazendo uso de 
temas transversais tais como as Tecnologias Assistivas. O presente trabalho propõe um 
sistema para detecção de obstáculos para deficientes visuais utilizando um protótipo 
composto por cinco sensores ultrassônicos espaçados entre si em 45º, permitindo uma 
varredura de 180º. O dispositivo é controlado por um controlador Fuzzy do tipo Takagi-
Sugeno que foi embarcado na plataforma Arduino onde foram realizados testes para 
validação do projeto. O sistema de controle poderá ser melhorado com o feedback dos 
usuários finais, permitindo que as regras de decisões sejam ajustadas, sendo essa uma das 
vantagens do sistema Fuzzy: ser baseado na experiência humana. O projeto proposto tem um 
baixo custo e pode ser utilizado de forma didática e interdisciplinar, envolvendo disciplinas 
como sistemas de controle, microcontroladores, instrumentação, entre outras. Além disso, 
esse projeto, além de atender a uma orientação da OMS, vai de encontro com os ideais dos 
Parâmetros Curriculares Nacionais (PCN), inserindo o tema de saúde e sua importância na 
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 A educação é fundamentalmente um processo de exploração, de descoberta, de 
observação e construção do conhecimento que vivenciamos no mundo. O processo de 
constituição do pensamento lógico e matemático parte do pressuposto de que existe uma 
relação interdependente entre o sujeito conhecedor e o objeto a se conhecer, envolvendo 
mecanismos complexos, englobando aspectos que entrelaçam e se complementam (PIAGET, 
1969). O uso da computação como ferramenta de educação, tem se tornado a cada dia 
indispensável para a melhoria da qualidade e dinamismo como alternativa ao ensino 
tradicional produzindo material atraente ao aluno, concatenando teoria, tecnologia e 
interdisciplinaridade (OLIVEIRA, 2010).  
 O ensino dos conceitos de sistemas de controle envolve diversos desafios devido ao 
denso conteúdo teórico inerente à disciplina. De forma geral, os professores que atuam nessa 
área fazem uso de aulas expositivas e/ou simulações computacionais para apresentar 
exemplos que demonstram o uso das técnicas de controle aplicadas em casos práticos. 
Contudo, a absorção dos conceitos nesta área de conhecimento é melhor consolidada através 
de aulas práticas através de casos de estudo reais (FERNANDES & GUEDES, 2003). 
 No Instituto Federal de Goiás (IFG), Campus Jataí, se oferece uma disciplina de sistemas 
de controle na qual são apresentados conceitos gerais sobre o tema. Uma das técnicas de 
controle mais utilizadas nos últimos anos é a Lógica Fuzzy, devido à sua facilidade de 
implementação além de possibilitar lidar com variáveis do tipo linguísticas. No intuito de 
melhorar o processo de ensino-aprendizagem da referida disciplina foi planejado o uso de kits 
didáticos de baixo custo que possam ser usados para colocar em prática os conceitos de 
Lógica Fuzzy. 
 A Lógica Fuzzy foi desenvolvida em 1965 por Lotfi Zadeh, professor da Universidade da 
Califórnia em Berkeley, e apresenta a ideia de gerar conclusões e respostas baseadas em 
informações imprecisas, qualitativas, incompletas, ambíguas e vagas, proporcionando 
sistemas que usam um raciocínio similar ao dos seres humanos (ZADEH, 1965). 
 Visando melhorar a motivação por parte dos estudantes da disciplina foi escolhido um 
tema com impacto social. Em particular trata-se do uso de tecnologias assistivas (TA) para 
auxílio à locomoção de deficientes visuais. A tecnologia assistiva visa englobar produtos, 
recursos, metodologias, estratégias, práticas e serviços para promoverem a autonomia, 
independência, qualidade de vida e a inclusão social de pessoas com deficiências, 
incapacidades ou mobilidades reduzidas (COMITÊ DE AJUDAS TÉCNICAS, 2016). 
 Segundo a Organização Mundial da Saúde (OMS), estima-se que 285 milhões de pessoas 
no mundo são deficientes visuais. Sendo que 39 milhões não conseguem enxergar nada e 246 
milhões possuem baixa visão (possuem algum tipo de visão residual) (OMS, 2014). Pessoas 
que perdem a visão têm suas vidas afetadas de forma significativa, não somente no sentido 
pessoal, como também no sentido econômico e social, resultando em um problema sério de 
saúde coletiva (WEST & SOMMER, 2001). 
 A contribuição do presente trabalho é o desenvolvimento de um kit didático de baixo 
custo com as seguintes características: (a) sistema baseado em um controlador Fuzzy para 







obstáculos; (b) sistema portável em termos de tamanho, peso e consumo energético; (c) 
sistema que possa ser usado em sala de aula para aplicar os conceitos de Lógica Fuzzy na 
disciplina de sistemas de controle. A proposta consiste no desenvolvimento de um dispositivo 
para auxílio à mobilidade de deficientes visuais. Tal dispositivo será composto por cinco 
sensores ultrassônicos, quatro atuadores piezoelétricos e um sistema microcontrolado baseado 
na plataforma Arduino. 
 O presente trabalho está organizado da seguinte maneira: A seção 2 apresenta a 
fundamentação teórica abordando temas como lógica Fuzzy e tecnologias assistivas. A seção 
3 detalha o desenvolvimento do kit didático, incluindo a descrição do controlador Fuzzy, 
assim como uma descrição da plataforma computacional e dos sensores usados no 
desenvolvimento. Antes de concluir, a seção 4 apresenta os resultados de simulação numérica 
e os testes experimentais feitos com o protótipo desenvolvido. 
  
2. FUNDAMENTAÇÃO TEÓRICA 
 
2.1. Lógica Fuzzy 
  
 Até o final do século XIX a comunidade científica não aceitava a incerteza em sistemas 
dinâmicos, pois representava um estado ineficaz que deveria ser evitado. O cientista tcheco 
Lofti A. Zadeh (professor da Universidade de Berkeley na Califórnia) apresentou a lógica 
Fuzzy como alternativa para problemas de lógica incompatíveis com a lógica clássica 
(CAVALCANTE, 2012). 
 A lógica Fuzzy conhecida também por teoria das possibilidades e lógica nebulosa 
diferencia-se por representar uma nova forma de manuseio de informações imprecisas, de 
uma forma muito distinta. Os sistemas Fuzzy são considerados sistemas inteligentes, pois 
representam esforços na direção da emulação da capacidade humana (CAVALCANTE, 
2012). A lógica Fuzzy traduz expressões verbais, vagas, qualitativas e imprecisas, recorrentes 
na comunicação humana em valores numéricos, possibilitando a conversão da experiência 
humana em uma forma que seja compreensível pelos computadores e tornando possível a 
inclusão dessa experiência em tomadas de decisão em problemas complexos (SIMÕES & 
SHAW, 2007). Nessa lógica, ao contrário dos conjuntos binários clássicos, onde as variáveis 
podem assumir valores verdadeiro ou falso (0 ou 1), as variáveis podem ter um valor verdade 
que varia em grau entre 0 e 1 (NOVÀK et al., 1999). 
 Um sistema de controle Fuzzy é definido como uma conjunção de conjuntos Fuzzy 
determinados por variáveis linguísticas de entrada e saída, acompanhadas de regras de 
controle Fuzzy, que fazem a ligação de um ou mais conjuntos Fuzzy de entrada a um conjunto 
Fuzzy de saída (ORTEGA, 2001). A estrutura básica de um controlador pode ser ilustrada na 
Figura 1. No módulo de fuzzificação os sinais dos sensores e dos atuadores devem ser 
convertidos em variáveis linguísticas. A seguir, o módulo de inferência utiliza o conjunto de 
regras definidos no módulo de base de conhecimentos para definir o comportamento do 
sistema e determinar o valor de saída, que continua sendo uma variável linguística. No final, o 












Figura 1 - Diagrama de um Controlador Fuzzy. 
 
 
 O modelo Takagi-Sugeno é um tipo de sistemas de inferência cujas regras são baseadas 
na seguinte Equação 
 
( )ninini ,...,xx f, então y  é A e ...e x é ASe x 111 =  (1) 
 
onde f(x1,....,xn) é uma função dependente das entradas do sistema xi e cuja saída real é 

















y  (2) 
  
onde iw 	representam as ativações de cada regra Fuzzy. 
 
2.2. Tecnologias Assistivas para Deficientes Visuais 
 
 Existem diversos instrumentos no mercado que auxiliam na locomoção dos deficientes 
visuais. Alguns exemplos comuns que podem ser citados são bengalas e cães-guia. Apesar das 
bengalas serem acessíveis e mais utilizadas, elas não detectam obstáculos acima da linha da 
cintura. Além disso, o seu alcance é pequeno, aproximadamente 0,5 metros. Já o cão-guia 
possui maior eficiência por detectar e prever obstáculos que a bengala não localiza. Contudo, 
o seu treinamento é extenso, caro, a demanda solicitada não é suprida pela quantidade 
disponível desses animais e geralmente são incapazes de guiar o usuário em ambientes 
desconhecidos (HERSH & JOHNSON, 2008). 
 Um dos principais problemas das tecnologias assistivas é que, embora resolvam um 
problema tecnicamente, nem sempre obtêm aceitação por parte dos usuários. Isso ocorre 
porque a maioria desses produtos são desenvolvidos sem levar em consideração a avaliação 
por parte dos usuários e a real necessidade dos mesmos. Neste contexto é importante 
considerar que os usuários se relacionam com a tecnologia para exercer tarefas dentro de um 
contexto social, econômico, político e físico. Todos esses fatores devem ser levados em 
consideração para que dispositivos futuros sejam tanto tecnologicamente bem-sucedidos, 








2.3. Microcontroladores e Sistemas Embarcados 
  
 Os microcontroladores são conhecidos como a evolução dos clássicos circuitos digitais e 
são constituídos principalmente por um processador, memória, periféricos de entrada e saída, 
dispositivos de comunicação serial e temporizadores, além de serem programados por um 
software. Esse tipo de plataforma embarcada possibilita a realização de um conjunto de 
tarefas predefinidas designadas para um único sistema. Os microcontroladores são 
considerados um conjunto processador-software, sendo mais baratos, simples e compactos do 
que a lógica das portas digitais (PENIDO & TRINDADE, 2013). 
 Comumente os microcontroladores são utilizados para implementar sistemas embarcados. 
Esses sistemas geralmente são microprocessados e projetados de forma que a unidade de 
processamento seja inteiramente aplicada ao dispositivo ou sistema que será controlado. Ao 
contrário dos desktops e notebooks, que são dispositivos de finalidade geral, os sistemas 
embarcados realizam um grupo de tarefas preestabelecidas, satisfazendo requisitos e 
finalidades específicas (JÚNIOR & DUARTE, 2010).  
 Existem três grandes vantagens em se utilizar sistemas embarcados, o que os tornam 
bastante atrativos para diversos projetos: 
 1. Um sistema embarcado realiza apenas um programa de forma repetida; 
 2. Um sistema embarcado possui custos não muito altos, tempo de resposta para 
processamento em tempo real e pouco consumo de potência; 
 3. Um sistema embarcado reage a mudanças e proporciona resultados em tempo real. 
 Os sistemas embarcados vêm sendo bastante implementados em sistemas de tecnologia 
assistiva, auxiliando na coleta de dados exteriores para manutenção da segurança de uma 
pessoa. Tais sistemas podem garantir independência e conforto ao usuário, seja ele deficiente 
físico ou visual. Adicionalmente, sistemas embarcados são bastante eficientes nas interações 
humano-computador e podem ser utilizados, por exemplo, na assistência de uma pessoa com 
deficiência visual a se locomover em ambientes desconhecidos. 
 
3. DESENVOLVIMENTO DO DISPOSITIVO  
 
 Para realização do protótipo, foram levantados dados e comparações. A partir dessa 
análise, foram decididos os componentes necessários que mais se adequam ao problema e ao 
projeto. Para tal protótipo, foram necessários cinco sensores ultrassônicos, quatro atuadores 
piezoelétricos e uma plataforma Arduino Mega. Um esquema generalizado da disposição dos 



















Figura 2 – Esquema da disposição dos 
sensores e atuadores no protótipo. Si 
representam os sensores e Ai os atuadores.  
 
 
 Para a coleta dos dados de distância entre o usuário e os obstáculos foram utilizados 
sensores ultrassônicos. Ao todo foram utilizados cinco sensores, disponibilizados entre si em 
45º, gerando um alcance de 180º. Os sensores ultrassônicos são dispositivos utilizados em 
diversas áreas de medição e utilizam-se da banda de frequência ultrassônica (maiores do que 
20kHz) para seu funcionamento. As mudanças na variável de medição são determinadas pela 
variação no tempo que uma onda ultrassônica leva para ser emitida por um transmissor e 
captada por um receptor ou também pela variação da fase ou frequência da onda emitida 
(MORRIS, 2001). No projeto foi escolhido o sensor ultrassom HC-SR04 (HC-SR04 USER 
GUIDE, 2016), com tensão de alimentação de 5,5 V e alcance de medição entre 2 cm e 4 m. 
O sensor ultrassom utilizado é apresentado na Figura 3. As características do sensor são (a) 
baixo custo; (b) alcance entre 2 cm e 4m; (c) consumo de potência (corrente de 
alimentação de 15 mA); (d) desempenho estável; (e) medição acurada. 
 











 Para a construção do protótipo foi utilizada a plataforma Arduino Mega devido ao seu 
baixo custo e baixo consumo energético. O Arduino Mega é projetado com um 
microcontrolador ATmega1280, sendo designado como um computador em apenas um chip 
(PENIDO & TRINDADE, 2013). 
 Para o controle e processamento das informações foi utilizada a lógica Fuzzy. O 
controlador Takagi-Sugeno foi escolhido por ter cálculos mais simples de serem 
implementados no Arduino. 
 As variáveis linguísticas de entrada são representadas pelas distâncias dos sensores e cada 
variável foi dividida em termos linguísticos e esses representados pelas funções de pertinência 
de acordo com a Figura 4. 
 
Figura 4 – Variável Linguística de entrada: distância em centímetros; termos linguísticos: MP – 
Muito Perto; P – Perto e L – Longe. 
 
 
 Como saída do sistema foram utilizados quatro LEDs emulando os atuadores 
piezoelétricos, disponibilizados no protótipo de acordo com a Figura 2. As saídas do 
controlador Fuzzy são valores de PWM (do inglês Pulse Width Modulation) que irão indicar a 
intensidade de luz nos LEDs. Foram escolhidas funções constantes com valores definidos de 
acordo com a Tabela 1. Essa intensidade do valor PWM indica, ao mesmo tempo, o quão 
próximo o objeto se encontra do usuário e o quão rápido deve ser a reação do mesmo. 
 
Tabela 1 – Valores de saída das funções do controlador Takagi-Sugeno. 
Nomenclatura Valor PWM (Função constante) 
OFF (Desligado) 0 
B (Baixo) 30 
M (Médio) 60 
F (Forte) 90 
 
 Para o processo de inferência é necessário um conjunto de 243 regras de decisões pré-
estabelecidas, derivadas dos três termos (Muito Perto, Perto e Longe) e das entradas dos cinco 














Figura 5 – Base de regras parcial para as tomadas de decisões 





 Vários testes foram realizados para validar a proposta do controlador Fuzzy. Inicialmente 
foram realizadas simulações comportamentais usando o toolbox Fuzzy do Matlab® (vide 
Figuras 6). Em seguida o controlador Fuzzy foi implementado em código M (Matlab) e foram 
realizadas comparações numéricas entre ambas as implementações (vide Figuras 7 e 8). 
 
















Figura 7 – Esquema de simulação para comparação numérica entre as 
implementações Matlab do controlador Fuzzy usando o toolbox Fuzzy e o 
código estruturado.  
 
 
Figura 8 – Comparação dos resultados das implementações do controlador Fuzzy.  Linha 
superior: sinal dutycycle dos atuadores obtidos pelo toolbox Fuzzy do Matlab. Linha inferior: 




 Após a validação do controlador Fuzzy proposto, o mesmo foi embarcado no Arduíno 
Mega e um protótipo de baixo custo foi desenvolvido (vide Figura 9). Um vídeo 























 Testes experimentais com obstáculos laterais, diagonais e frontais foram realizados. Na 
maioria dos testes foi evidenciado o correto funcionamento do sistema proposto, porém foi 
constatada a necessidade de ajuste do controlador Fuzzy no intuito de aprimorar o resultado. 
O ajuste foi realizado modificando a base de regras, sendo possível concluir que o mecanismo 
de regras de inferência da lógica Fuzzy permite realizar possíveis ajustes fáceis e rápidos. Este 
fato demonstra que o feedback do usuário pode melhorar a tabela de regras de forma simples, 
diferenciando-se de tecnologias de difícil aprimoramento por feedback do usuário após a 
implementação, tais como as Redes Neurais Artificiais (RNAs). 
 
5. CONSIDERAÇÕES FINAIS E CONCLUSÕES 
  
 Esse trabalho propôs o desenvolvimento e validação do protótipo de um dispositivo 
didático para ensino de lógica Fuzzy em disciplinas de sistemas de controle. Em particular o 
protótipo desenvolvido permite o auxílio à mobilidade de deficientes visuais por meio da 
implementação de um controlador Fuzzy embarcado numa plataforma microcontrolada de 
baixo custo e de baixo consumo de energia. Os testes realizados com o protótipo 
desenvolvido se mostraram satisfatórios em termos da capacidade de desvio de obstáculos. 
 Em aplicações acadêmicas, a potencialidade da a utilização do protótipo como uma 
ferramenta didática para disciplinas de sistemas de controle pode permitir aos estudantes o 
uso de um dispositivo acessível e de fácil ajuste para aplicações baseadas em lógica Fuzzy.  
Adicionalmente, o dispositivo didático insere os estudantes a um tema transversal nas aulas 
relacionando ao uso de tecnologias focado principalmente na inserção digital dos deficientes 
visuais na sociedade (PCN, 2017). 
 Como trabalhos futuros pretende-se substituir os LEDs por atuadores piezoelétricos assim 
como implementar o dispositivo em formato de óculos de forma que possa ser testado por 
usuários com deficiência visual. Adicionalmente, espera-se fazer uso do dispositivo didático 
em sala de aula da disciplina de Sistemas de Controle do Instituto Federal de Goiás, Campus 
Jataí, visando coletar dados em relação ao processo de ensino-aprendizagem e à aceitação por 
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DIDACTIC DEVICE FOR OBSTACLE AVOIDANCE FOR VISUALLY 




Abstract: Commonly, the teaching-learning process in control system courses is based on 
expositive talks regarding teoretical background and requiring expensive laboratorial 
infrastructure for practicing. The usage of low cost didactic kits can improve the learning 
process through the use of real case studies. In addition, the student’s motivation in those 
courses can be improved by using transversal topics such as Assistive Technologies. This 
work proposes a system for detecting obstacles for the visually impaired using a prototype 
composed of five ultrasonic sensors spaced at 45º, allowing a scan of 180º. The device is 
controlled by the Takagi-Sugeno Fuzzy controller that was embedded on the Arduino platform 
where tests were carried out for project validation. The control system can be improved with 
feedback from end users, allowing decision rules to be adjusted, which is one of the 
advantages of the Fuzzy system: to be based on human experience. The proposed prototype 
has a low cost and can be used in a didactic and interdisciplinary way, involving disciplines 
such as control systems, microcontrollers, instrumentation, among others. In addition, this 
solution meets the WHO orientation, is in line with the ideals of the National Curricular 
Parameters (PCN), inserting the theme of health and its importance in the quality of life of 
citizens. 
 
Key-words: Teaching in engineering, Asssitive technologies, Obstacle detection, Fuzzy 
controller, Embedded systems. 
 
B. BASE DE REGRAS
Tabela B.1: Banco de regras do Controlador Fuzzy Takagi-Sugeno
num S1 S2 S3 S4 S5 Descrição A1 A2 A3 A4
1 MP MP MP MP MP parar F F F F
2 MP MP MP MP P parar F F F F
3 MP MP MP MP L direita virar OFF OFF F F
4 MP MP MP P MP parar F F F F
5 MP MP MP P P parar F F F F
6 MP MP MP P L direita virar OFF OFF F M
7 MP MP MP L MP parar F F F F
8 MP MP MP L P parar F F F F
9 MP MP MP L L diagonal direita OFF F B OFF
10 MP MP P MP MP parar F F F F
11 MP MP P MP P parar F F F F
12 MP MP P MP L direita virar OFF OFF F F
13 MP MP P P MP parar F F F F
14 MP MP P P P parar F F F F
15 MP MP P P L direita virar OFF OFF F M
16 MP MP P L MP parar F F F F
17 MP MP P L P parar F F F F
18 MP MP P L L diagonal direita OFF F B OFF
19 MP MP L MP MP seguir em frente F OFF F OFF
20 MP MP L MP P seguir em frente F OFF F OFF
21 MP MP L MP L seguir em frente F OFF F OFF
22 MP MP L P MP seguir em frente F OFF F OFF
23 MP MP L P P seguir em frente F OFF M OFF
24 MP MP L P L seguir em frente F OFF B OFF
25 MP MP L L MP seguir em frente F OFF F OFF
26 MP MP L L P seguir em frente F OFF M OFF
27 MP MP L L L seguir em frente F OFF B OFF
28 MP P MP MP MP parar F F F F
29 MP P MP MP P parar F F F F
30 MP P MP MP L direita virar OFF OFF F F
31 MP P MP P MP parar F F F F
32 MP P MP P P parar F F F F
33 MP P MP P L direita virar OFF OFF F M
34 MP P MP L MP parar F F F F
Continua na próxima página
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S1 S2 S3 S4 S5 atividade A1 A2 A3 A4
35 MP P MP L P parar F F F F
36 MP P MP L L diagonal direita OFF F B OFF
37 MP P P MP MP parar F F F F
38 MP P P MP P parar F F F F
39 MP P P MP L direita virar OFF OFF F F
40 MP P P P MP parar F F F F
41 MP P P P P parar F F F F
42 MP P P P L direita virar OFF OFF F M
43 MP P P L MP parar F F F F
44 MP P P L P parar F F F F
45 MP P P L L diagonal direita OFF F B OFF
46 MP P L MP MP seguir em frente F OFF F OFF
47 MP P L MP P seguir em frente F OFF F OFF
48 MP P L MP L seguir em frente F OFF F OFF
49 MP P L P MP seguir em frente F OFF F OFF
50 MP P L P P seguir em frente F OFF M OFF
51 MP P L P L seguir em frente F OFF B OFF
52 MP P L L MP seguir em frente F OFF F OFF
53 MP P L L P seguir em frente F OFF M OFF
54 MP P L L L seguir em frente F OFF B OFF
55 MP L MP MP MP parar F F F F
56 MP L MP MP P parar F F F F
57 MP L MP MP L direita virar OFF OFF F F
58 MP L MP P MP parar F F F F
59 MP L MP P P parar F F F F
60 MP L MP P L direita virar OFF OFF F M
61 MP L MP L MP parar F F F F
62 MP L MP L P parar F F F F
63 MP L MP L L diagonal direita OFF F B OFF
64 MP L P MP MP parar F F F F
65 MP L P MP P parar F F F F
66 MP L P MP L parar F F F F
67 MP L P P MP parar F F F F
68 MP L P P P parar F F F F
69 MP L P P L direita virar OFF OFF F M
70 MP L P L MP parar F F F F
71 MP L P L P parar F F F F
72 MP L P L L diagonal direita OFF F B OFF
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73 MP L L MP MP seguir em frente F OFF F OFF
74 MP L L MP P seguir em frente F OFF F OFF
75 MP L L MP L seguir em frente F OFF F OFF
76 MP L L P MP seguir em frente F OFF F OFF
77 MP L L P P seguir em frente F OFF M OFF
78 MP L L P L seguir em frente F OFF B OFF
79 MP L L L MP seguir em frente F OFF F OFF
80 MP L L L P seguir em frente F OFF M OFF
81 MP L L L L seguir em frente F OFF B OFF
82 P MP MP MP MP parar F F F F
83 P MP MP MP P parar F F F F
84 P MP MP MP L direita virar OFF OFF F F
85 P MP MP P MP parar F F F F
86 P MP MP P P parar F F F F
87 P MP MP P L direita virar OFF OFF F M
88 P MP MP L MP parar F F F F
89 P MP MP L P parar F F F F
90 P MP MP L L diagonal direita OFF F B OFF
91 P MP P MP MP parar F F F F
92 P MP P MP P parar F F F F
93 P MP P MP L direita virar OFF OFF F F
94 P MP P P MP parar F F F F
95 P MP P P P parar F F F F
96 P MP P P L direita virar OFF OFF F M
97 P MP P L MP parar F F F F
98 P MP P L P parar F F F F
99 P MP P L L diagonal direita OFF F B OFF
100 P MP L MP MP seguir em frente F OFF F OFF
101 P MP L MP P seguir em frente F OFF F OFF
102 P MP L MP L seguir em frente F OFF F OFF
103 P MP L P MP seguir em frente F OFF F OFF
104 P MP L P P seguir em frente F OFF M OFF
105 P MP L P L seguir em frente F OFF M OFF
106 P MP L L MP seguir em frente F OFF F OFF
107 P MP L L P seguir em frente F OFF M OFF
108 P MP L L L seguir em frente F OFF B OFF
109 P P MP MP MP parar F F F F
110 P P MP MP P parar F F F F
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111 P P MP MP L direita virar OFF OFF M F
112 P P MP P MP parar F F F F
113 P P MP P P parar F F F F
114 P P MP P L direita virar OFF OFF M F
115 P P MP L MP parar F F F F
116 P P MP L P parar F F F F
117 P P MP L L diagonal direita OFF M B OFF
118 P P P MP MP parar F F F F
119 P P P MP P parar F F F F
120 P P P MP L direita virar OFF OFF M F
121 P P P P MP parar F F F F
122 P P P P P parar F F F F
123 P P P P L direita virar OFF OFF M M
124 P P P L MP parar F F F F
125 P P P L P parar F F F F
126 P P P L L diagonal direita OFF M B OFF
127 P P L MP MP seguir em frente M OFF F OFF
128 P P L MP P seguir em frente M OFF F OFF
129 P P L MP L seguir em frente M OFF F OFF
130 P P L P MP seguir em frente M OFF F OFF
131 P P L P P seguir em frente M OFF M OFF
132 P P L P L seguir em frente M OFF M OFF
133 P P L L MP seguir em frente M OFF F OFF
134 P P L L P seguir em frente M OFF M OFF
135 P P L L L seguir em frente M OFF B OFF
136 P L MP MP MP parar F F F F
137 P L MP MP P parar F F F F
138 P L MP MP L parar F F F F
139 P L MP P MP parar F F F F
140 P L MP P P parar F F F F
141 P L MP P L diagonal direita OFF M M OFF
142 P L MP L MP parar F F F F
143 P L MP L P parar F F F F
144 P L MP L L diagonal direita OFF M B OFF
145 P L P MP MP parar F F F F
146 P L P MP P parar F F F F
147 P L P MP L parar F F F F
148 P L P P MP parar F F F F
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149 P L P P P parar F F F F
150 P L P P L diagonal direita OFF M M OFF
151 P L P L MP parar F F F F
152 P L P L P parar F F F F
153 P L P L L diagonal direita OFF M B OFF
154 P L L MP MP seguir em frente M OFF F OFF
155 P L L MP P seguir em frente M OFF F OFF
156 P L L MP L seguir em frente M OFF F OFF
157 P L L P MP seguir em frente M OFF F OFF
158 P L L P P seguir em frente M OFF M OFF
159 P L L P L seguir em frente M OFF M OFF
160 P L L L MP seguir em frente M OFF F OFF
161 P L L L P seguir em frente M OFF M OFF
162 P L L L L seguir em frente M OFF B OFF
163 L MP MP MP MP esquerda virar F F OFF OFF
164 L MP MP MP P esquerda virar F F OFF OFF
165 L MP MP MP L direita virar OFF OFF F F
166 L MP MP P MP esquerda virar F F OFF OFF
167 L MP MP P P esquerda virar F F OFF OFF
168 L MP MP P L direita virar OFF OFF F M
169 L MP MP L MP esquerda virar F F OFF OFF
170 L MP MP L P esquerda virar F M OFF OFF
171 L MP MP L L diagonal direita OFF F M OFF
172 L MP P MP MP esquerda virar F F OFF OFF
173 L MP P MP P esquerda virar F F OFF OFF
174 L MP P MP L direita virar OFF OFF F F
175 L MP P P MP esquerda virar F F OFF OFF
176 L MP P P P esquerda virar F M OFF OFF
177 L MP P P L direita virar OFF OFF F M
178 L MP P L MP esquerda virar F F OFF OFF
179 L MP P L P esquerda virar F M OFF OFF
180 L MP P L L diagonal direita OFF F B OFF
181 L MP L MP MP seguir em frente F OFF F OFF
182 L MP L MP P seguir em frente F OFF F OFF
183 L MP L MP L seguir em frente F OFF F OFF
184 L MP L P MP seguir em frente F OFF F OFF
185 L MP L P P seguir em frente F OFF M OFF
186 L MP L P L seguir em frente F OFF B OFF
Continua na próxima página
77
Tabela B.1 – Continuação da página anterior
S1 S2 S3 S4 S5 atividade A1 A2 A3 A4
187 L MP L L MP seguir em frente F OFF F OFF
188 L MP L L P seguir em frente F OFF M OFF
189 L MP L L L seguir em frente F OFF B OFF
190 L P MP MP MP esquerda virar M F OFF OFF
191 L P MP MP P esquerda virar M F OFF OFF
192 L P MP MP L direita virar OFF OFF M F
193 L P MP P MP esquerda virar M F OFF OFF
194 L P MP P P esquerda virar M M OFF OFF
195 L P MP P L direita virar OFF OFF M M
196 L P MP L MP esquerda virar M F OFF OFF
197 L P MP L P esquerda virar M M OFF OFF
198 L P MP L L diagonal direita OFF M B OFF
199 L P P MP MP esquerda virar M F OFF OFF
200 L P P MP P esquerda virar M F OFF OFF
201 L P P MP L direita virar OFF OFF M F
202 L P P P MP esquerda virar M F OFF OFF
203 L P P P P esquerda virar M M OFF OFF
204 L P P P L direita virar OFF OFF M M
205 L P P L MP esquerda virar M F OFF OFF
206 L P P L P esquerda virar M M OFF OFF
207 L P P L L diagonal direita OFF M B OFF
208 L P L MP MP seguir em frente M OFF F OFF
209 L P L MP P seguir em frente M OFF F OFF
210 L P L MP L seguir em frente M OFF F OFF
211 L P L P MP seguir em frente M OFF F OFF
212 L P L P P seguir em frente M OFF M OFF
213 L P L P L seguir em frente M OFF M OFF
214 L P L L MP seguir em frente M OFF F OFF
215 L P L L P seguir em frente M OFF M OFF
216 L P L L L seguir em frente M OFF B OFF
217 L L MP MP MP esquerda diagonal B OFF OFF F
218 L L MP MP P esquerda diagonal B OFF OFF F
219 L L MP MP L direita virar OFF OFF B F
220 L L MP P MP esquerda diagonal B OFF OFF F
221 L L MP P P esquerda diagonal B OFF OFF M
222 L L MP P L direita virar OFF OFF F F
223 L L MP L MP esquerda diagonal B OFF OFF F
224 L L MP L P esquerda diagonal B OFF OFF M
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225 L L MP L L diagonal direita OFF B B OFF
226 L L P MP MP esquerda diagonal B OFF OFF F
227 L L P MP P esquerda diagonal B OFF OFF F
228 L L P MP L direita virar OFF OFF B F
229 L L P P MP esquerda diagonal B OFF OFF F
230 L L P P P esquerda diagonal B OFF OFF M
231 L L P P L direita virar OFF OFF B M
232 L L P L MP esquerda diagonal B OFF OFF F
233 L L P L P esquerda diagonal B OFF OFF M
234 L L P L L diagonal direita OFF B B OFF
235 L L L MP MP seguir em frente B OFF F OFF
236 L L L MP P seguir em frente B OFF F OFF
237 L L L MP L seguir em frente B OFF F OFF
238 L L L P MP seguir em frente B OFF F OFF
239 L L L P P seguir em frente B OFF M OFF
240 L L L P L seguir em frente B OFF M OFF
241 L L L L MP seguir em frente B OFF F OFF
242 L L L L P seguir em frente B OFF M OFF
243 L L L L L seguir em frente B OFF B OFF
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