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特徴量として検知する NIDS および Web アプリケーションが動作する OS のシステムコー
ルや DBアクセスに行う SQLクエリ発行といったホストイベントの挙動を特徴量として検知
する HIDS である．IDS は攻撃を検知するとアラートとして通知を行う．このアラート通知
を受けて対応を行うのがWebサーバの管理者やセキュリティに関するアラートを専門的に扱




































Web applications are essential for people’s daily life and they are play an important role
as social infrastructure. Because web applications are publicly accessible, attackers can
easily reach to them and find its vulnerability. As a result, attacks against web applications
occur frequently. Intrusion Detection System (IDS) is used to detect attacks against web
applications. IDS can be roughly classified into two types based on the difference in the
features they used. Network-based IDS (NIDS) leverages requests and responses that
occur in network communications. Host-based IDS (HIDS) leverages host events such
as system calls or SQL queries. IDS notify users of alerts when an attack is detected.
Server administrators and Security Operation Center (SOC) analysts receive IDS alerts
and investigate the damage and effects of attacks manually. To minimize the damage of an
attack, it is required that a successful attack be treated as quickly as possible. However,
current NIDS and HIDS have problems with alert notifications: NIDS alerts are generated
in large quantities and HIDS alerts do not correlated with HTTP request information.
As a result, it becomes difficult for server administrators and SOC analysts to investigate
all alerts in a limited amount of time. These problems can be divided into three issues:
issue of false positive detection of NIDS, issue where HTTP request information is not
correlated to alerts in HIDS and issue in which there is no information on the success or
failure of the attack in the alert in NIDS.
To cope with these issues, this thesis proposes a methodology to more efficiently handle
attacks against web applications. We propose a method that contributes to solving these
three issues.
For the NIDS false alarm issue, we propose a more accurate attack detection algorithm
based on anomaly detection. We focus on the character structure of each element of the
HTTP request to create more precise models. The evaluation results show that the pro-
posed method has higher accuracy than the existing methods, and that the performance
is practical.
6 Abstract
Regarding the issue that attack information is not related to alerts in HIDS, we propose
a method for correlating HIDS alerts with HTTP requests. By correlating system calls
and SQL query events with the ID of the thread that processed the HTTP request and
the accurate timestamp of processing start and processing end, proposed method enables
the administrator to specify the URL of the target web application and the IP address
of the attack source when an attack detected by HIDS. The evaluation shows that the
proposed method does not cause incorrect correlation and the performance degradation
to web applications is lower than 5%.
Regarding the issue that the alert of NIDS has no information about the result of the
attack, we propose a method to extract indicator of compromise which indicate the attack
is successful by emulating attack code. The proposed method determines the success or
failure of an attack based on whether the indicator is observed in the HTTP response
or not. The accuracy and performance evaluation results show the proposed method is
practical.
As a result, by reducing alert notifications or lowering the priority of handle to attacks
that do not require to investigate, the tasks of server administrators and SOC analysts is
reduced, leading to more efficient incident response.
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ることが一般である．IDSは利用する特徴量の違いからネットワーク型 IDS (NIDS) とホス
ト型 IDS (HIDS) の 2種類に大別される．NIDSは，ネットワーク通信に発生するリクエスト
やレスポンスを特徴量として検知を行う．HIDSは，Webアプリケーションが動作するオペレ
ーティングシステム (OS) のシステムコールやデータベース (DB) にアクセスする際に利用
する SQLクエリ発行などのサーバ内で発生するイベント (ホストイベント) を特徴量として
検知を行う．NIDS/HIDSは攻撃を検知するとアラートとして通知を行う．このアラート通知
を受けて攻撃に対応するのが，Webサーバの管理者やセキュリティに関するアラートを専門























(legitimate) であり，一部分が攻撃 (attack) であり IDSが検知すべき対象である．本研究で
























































































































































ョンとしてWordPress [10]や Joomla [11]などが存在する．一方，Webサーバは，ユーザか
らの要求をWebアプリケーションに転送する役割を果たしている．例えば，Apache HTTP
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2.3 HyperText Transfer Protocol
















情報データベースである CVE (Common Vulnerabilities and Exposures) [16]から収集した
過去 10年間に毎年発見された脆弱性の件数とそのうちWebアプリケーションに関する脆弱






















活用したスキャン [21]や Google Dorking [22]を行なっているため，Web空間では攻撃が日
々大量に発生している．セキュリティ企業である Positive Technologiesのレポートによると，
IT企業，銀行，政府のWebサイトに対して 1日約 1000件にも上る攻撃が行われている [23]．
また，世界でも有数の大規模 CDN (Contents Delivery Network) 事業者である Akamaiの観
測によると，2015年には 13億件だった攻撃数が，2017年には 35億件へと増加しており，近












SELECT name FROM users WHERE id = '$_GET["id"]';
この SQL 文はユーザが指定した id に該当するユーザの名前のみを取得するものであり，
$_GET["id"]がユーザが入力する値である．通常，idには数値が入力されることが想定され
るが，' OR 1=1 --'のように SQL文を入力値とすることで以下のような SQL文が実行され
る．







ping -c 4 $_GET["host"];
$_GET["host"]には IP アドレスや FQDN のようなホスト名の入力が期待されるが，
; cat /etc/passwdのようにコマンドを入力することで以下のようなコマンドが実行される．
ping -c 4 ; cat /etc/passwd;






<?php echo '<html>Welcome! $_GET["name"]</html>' ?>;
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$_GET["name"]に Alice や Bob のような名前が入力されることが想定されるが，























(Open Web Application Security Project) が公開している対策すべき重要なWebアプリケ


































利用する特徴量の違いから NIDSと HIDSの 2種類に大別する．NIDSと HIDSの区別につ
いては IDSが導入される形態によって区別する概念も存在する．つまり，ネットワーク経路







Application Firewall (WAF) と呼ぶ．既存手法にはネットワーク通信に現れるバイト列の頻
度あるいは，通信の特徴を数値化した後に異常検知を適用する手法が存在する [28, 29, 30]．こ
れらの手法はその特徴量の取り方から通信プロトコルに依存しないで攻撃検知が可能なため，
幅広いプロトコルに対する攻撃を検知することができる．Webアプリケーションの HTTP通
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2.7.3 攻撃を遮断する IPS







米国 NISTでは，サイバー攻撃の脅威に対するより良い対策として，NIST Cyber Security



























































Web アプリケーションの URL パラメタを悪用する攻撃に対して異常検知を試みた手法に






着目した手法に Anagram [4]，Inghamらの手法 [5]，Luoらの手法 [6]や Betarteらの手法 [7]
が存在する．Anagram では学習時に HTTP リクエスト全体の文字列に対して n-gram を求
め，保持する．検知時は同様に HTTPリクエストに対して n-gramを求め，各 n-gramの出
現割合によって攻撃か否かを判定手法である．Inghamらの手法ではまず，トークンと呼ばれ
る HTTPリクエストに表れる特徴的な表現を定義し，HTTPリクエストに対してトークン列
を作成する．例えば，GET / HTTP/1.1のような HTTPリクエストがあった場合，トークン
列は (GET, /, HTTP/1.1) となる．学習時は HTTPリクエストから作成したトークン列から各



















• parameter : (key, value) …
• header : (key, value) …
• cookie : (key, value) …
HTTP
Request
T2 Transforming T3 Filtering
D1 Parsing
• path
• parameter : (key, value) …
• header : (key, value) …




































ている点では共通している．Kruegelらの手法 [1]や Kimらの手法 [3]では文字列の構造を表
す際に，文字列そのものの遷移モデルを利用している．例えば，文字列 abcという入力があっ
た場合，a→ b，b→ cという遷移が学習される．Anagram [4]や Inghamらの手法 [5]では
特徴に文字列の n-gramやトークンを用いているが，上記の手法と同様に文字列そのものが特




















入力された HTTPリクエストを URLパス，URLパラメタの Keyと Value，ヘッダの Key






URL パスは/index.php，URL パラメタは {id: 1, name: alice} といった Key-Value 形
式，ヘッダは {Host: example.net, User-Agent: Mozilla/5.0}といった Key-Value形式，


















A アルファベット {a, ..., z, A, ..., Z}
N 数字 {0, 1, ..., 9}
T 空白およびタブ {␣, \t}
Q クオート {', "}
B 括弧 {(, ), ...}
M マルチバイト文字 {\x0100, ... }
. ピリオド {.}
/ スラッシュ {/}









ス列の出現確率が閾値 α (0 ≤ α ≤ 1) 未満の場合，これを除外する．例えば，ある URLパラ
メタの入力値が img2019.jpg，img2020.png，../../etc/passwd の 3つである場合，文字
クラス AN.Aの出現確率は 23 = 0.66，文字クラス././A/Aの出現確率は 13 = 0.33となる．閾
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Algorithm 1 Character Class Sequence Generation
Require:
ccmap = {A: abcd, N: 0123, ...}
1: function prefix-match(x, cc)
2: for i, y in x do
3: if y not in cc then
4: return i, x[0:i]
5: end if
6: end for




11: bc, bl = null, 0
12: for c, l in cands do
13: if l > bl then
14: bc, bl = c, l
15: end if
16: end for




21: ccseq = []
22: while len(x) > 0 do
23: cands = []
24: for c, cc in ccmap do
25: l, z = PREFIX-MATCH(x, cc)
26: if l > 0 then
27: cands += [(c, l)]
28: end if
29: end for
30: bc, bl = GET-BEST-CANDIDATE(cands)
31: ccseq += [bc]
32: if bl == 0 then
33: x = x[bl+1:]
34: else









含まれるユニークな文字クラス列の個数を nとし，閾値 β と比較する．n < β の場合，入力
値は規則性を有すると見なし，全ての入力値から得られた文字クラス列をプロファイルとす
る．n ≥ β の場合，入力値は規則性をもたないものと見なし，得られた文字クラス列から文字
クラス集合を求め，プロファイルとする．例えば，入力値から得られた複数の文字クラス列が
(AN.A, ANA.A, A/A.A) とすると，文字クラス集合は {AN./}となる．
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T5: Profiling
提案手法では Key-Value 形式でプロファイルを作成する．プロファイルの Key は HTTP
リクエストの各要素の Keyに相当する．URLパラメタやヘッダ，Cookieなどはすでに Key-
Value の形式になっているため，各要素の Key をそのままプロファイルの Key として扱う．
また，URL パスや各要素の Key の部分に攻撃コードが挿入される可能性もあるため，URL
パス，URLパラメタの Key，ヘッダの Key，Cookieの Keyの値を Valueとして捉え，それ
ぞれ個別のプロファイルを作成する．よって上記の例の HTTPリクエストによって作成され





parameter key = p(id, name)
header key = p(Host, User-Agent)























|x|+ |y| − |LCS(x, y)|
例えば 2つの文字クラス列 AN.Aと ANA.Aの類似度は 44+5−4 = 0.8となる．算出した類似度
の集合を S = {s1, s2, ..., sn}とする．次に，得られた複数の類似度 S の中で最大の値max(S)
を求め，異常値 a = 1−max(S)と閾値 γ (0 ≤ γ ≤ 1) を比較する．a ≥ γ の場合，プロファ
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A 3,534 237 11,498 11,735
B 8,658 311 20,426 20,737
C 10,977 414 30,284 30,698
D 6,454 281 31,820 32,101
E 15,948 233 37,446 37,679
F 36,078 176 90,353 90,529
G 20,653 284 99,469 99,753
H 45,006 4,298 123,927 128,225
I 59,390 2,468 147,085 149,553
J 40,384 140 154,633 154,773
K 51,314 180 163,212 163,392
L 67,659 1,074 197,285 198,359
M 88,222 148 226,061 226,209
合計 454,277 10,244 1,333,499 1,343,743
OSSの IDS/WAFであるModSecurity [44]や Snort [45]，フリーで利用できる Emergence
Threats [46]のシグネチャによって攻撃か否かを判断した結果を元に，一部人手でチューニン
グを行った．
表 3.2に評価に使用したデータセットの概要を示す．13のWeb サイトから合計 1,798,020
件の HTTPリクエストを収集し，454,277件を学習データ，1,343,743件を検知データとした．
収集期間は 2017年 1月 1日から 2017年 1月 31日である．検知データに含まれる攻撃種別の







習によって URL パラメタに id，name のプロファイルが作成されたとする．検知時に page
という URLパラメタが出現した場合，異常と判定できないため正常であると判定することと












たマシンのスペックは 3.1GHz Intel Core i5 CPU，16GB RAM, 1TB SSDであった．
3.4.3 指標














値 n，Luoらの手法では XGBoostの学習繰返し回数の閾値 b，Betarteらの手法では初期クラ
スタ数 c，また全ての手法において検知時に攻撃として判定する閾値 tが検知精度に対して大
きな変化をもたらすと考え，これらのパラメタを調整することで図 3.3を求め，最適な検知精度



















































False Positive Rate (%)




手法 検知率 (%) 誤検知率 (%)
平均 標準偏差 平均 標準偏差
Proposed 83.5 14.8 0.50 0.25
Kruegel 68.7 22.9 2.43 0.99
Kim 18.0 25.7 0.73 2.54
Angram 59.9 25.4 4.33 2.54
Ingham 60.3 27.8 3.25 2.47
Luo 25.4 31.6 0.07 0.11




















α : Threshold of Frequency
False Positive Rate True Positive Rate










また，αの値が [0, 0.001]区間と小さい場合，誤検知率の増加 (0.70%) より検知率の増加が大




図 3.5により β の変化に対して誤検知率は大きく変化しないことがわかる．また，検知率に
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β : Threshold of Variation
False Positive Rate True Positive Rate
図3.5: 閾値 β の変化 (α = 0.001, γ = 0.5)
制約が取り除かれてしまい，検知率が低下した．例えば，入力値 hello 2019/03を学習して，
SQLインジェクションである文字列 or 1=1 を検知することを考える．文字クラス集合とし
て学習する場合，{ATN/}となるため，検知時，文字 =が学習済みの文字クラスに含まれない
ため，攻撃として検知できる．しかし，文字クラス列として強制的に学習させた場合，文字ク
ラス列 ATN/Nとなり，or 1=1の文字クラス列 ATN=Nとの類似度は 45+5−4 = 0.66と高い値と
なるため，検知率が低下してしまったことが原因である．
閾値 γ に関する分析
図 3.6より，γ が増加すると，検知率，誤検知率は単調減少する．γ の増加に対して誤検知率
より検知率の方が減少が著しいため，αと同様，0に近い値に設定することが望ましい．
3.4.6 誤検知分析
検知データ全体に対して提案手法の精度が最も高くなる閾値設定である α = 0.001, β =






XFFヘッダに起因する誤検知 XFF (X-FORWARDED-FOR) ヘッダはプロキシ等を経由し
3.4 評価 43
2.7 1.5 0.8 0.4 0.3 















γ : Threshold of Anomaly Score
False Positive Rate True Positive Rate









集合として認識する．よく利用される RFC 4648 の Base64 エンコーディングではア
ルファベット，数字および記号 +，/ の 64 文字で構成される．そのため記号 +，/ は
2













187 170 70 54 
Header Value Cookie Value
Path Parameter Key
















































ネットワーク通信に対する異常検知を適用する手法 [28, 29, 30]では通信プロトコルに依存
せずに対応する必要があるため，ネットワーク通信に現れるバイト列の頻度あるいは，通信の
特徴を数値化した後に異常検知を適用することが一般的である．
Web アプリケーションの通信に特化した異常検知手法には古くから文字列⻑や n-gram 等
を利用する手法 [1, 3, 4, 5]などが存在する．近年では，並列的に学習器を 1つずつ順番に構





いる [50, 51, 52]．ニューラルネットワークを活用する場合，検知精度を維持するために特徴
量を選択したり調整したりする必要がない点が利用者にとっての利点である．例えば，本手法






















































攻撃検知に用いられる IDSはその利用形態から大きくネットワーク型 (NIDS) およびホス
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となっている IPアドレスを遮断したりなど根本的な解決ではないが，一時的に同じ攻撃によ
って再度被害が発生しないようにするための処置である．そのため，アラートの調査では標的




















システムコールや SQL クエリ発行の情報に HTTP リクエストを関連付けることは異なる
種類のイベントを関連付けることと考えることができる．異なる種類のイベントを関連付ける
手法にはイベントの発生時刻の近さやイベントを発生させたプロセスの ID (PID) あるいはス






























図 4.2に提案手法の概要を示す．提案手法は HTTP リクエストおよびイベントの収集
(Collecting) ，HTTP リクエストとイベントの関連付け (Event Correlating) およびイベン
トとアラートの関連付け (Alert Correlating) の 3つのフェーズに大別される．提案手法では
2つの HIDSの形態を想定している．図 4.2の HIDS (a) の様に HIDSが提案手法で収集した














































4から 8行目は HIDSアラートに関する情報であり，3つのイベントが HIDSによって異常と
検知されたことを示す．10から 12行目は HIDSアラートが示すシステムコールを引き起こし






2 * Report of proposed system #1
3 ===================================================
4 * HIDS alert:
5 * anomaly events:
6 - execve, sed -ie s/deny/allow/g .htaccess
7 - open, ./sed3wZccC, O_RDWR|O_CREAT
8 - rename, ./sed3wZccC, .htaccess
9 ---------------------------------------------------
10 * correlated http request:
11 - POST /user/register?
12 element_parents=account/mail/%23value
13 ---------------------------------------------------
14 * correlated host events:
15 - syscall, open, .htaccess, O_RDONLY:O_CLOEXEC
16 - syscall, connect, /var/lib/mysql/mysql.sock
17 - db, SELECT cid, data, ... FROM ...
18 ...
19 - syscall, open, .htaccess, O_RDONLY
20 - syscall, open, ./sed3wZccC, O_RDWR,O_CREAT









条件 1 イベントを発したスレッドが HTTPリクエストを処理したスレッドと同一，あるい
はイベントを発したプロセスが HTTPリクエストを処理したプロセスを根とするプロ
セスツリーに含まれる場合
条件 2 イベントの発生時刻が HTTPリクエストの処理スレッドによる処理開始時刻と処理
終了時刻の間にある場合
条件 1および条件 2両方が満たされる場合に関連付けを行う．
























時に 2つ以上の HTTPリクエストを処理することがないというWebサーバの特性 [58]に基
づいている．高精度な時刻情報をどのように取得するかは 4.3.3節にて詳説する．以下に 2つ
の関連付けの例を示す．
図 4.4に 3 つの HTTP リクエストとそれに関連付けられたイベントの例を示す．3 つの
HTTPリクエストはそれぞれスレッド 1，スレッド 2，スレッド 1によって処理されている．こ
の例ではイベントと HTTPリクエストの TIDが一致したことにより関連付けられた様子を示
している．図 4.4ではイベントの種類 (event type) とそのイベントの TID/PID/PPIDを表す
のに，event_type::tid1やevent_type::pid1の様に表現する．http.req.start::tid1
とhttp.req.end::tid1 はスレッド 1 で処理された HTTP リクエストの処理開始と処理終
了を示すイベントである．open::tid1 はスレッド 1 から発生したファイル操作イベントで
ある．このファイル操作イベントはスレッド 1より発生していること (条件 1) および HTTP
リクエストの処理開始時刻と処理終了時刻の間にあること (条件 2) から，open::tid1 はス
レッド 1で処理された HTTPリクエストに関連するものであって，スレッド 2で処理された
HTTPリクエストに関連するものではない図 4.4 (a) ことがわかる．加えて，open::tid1が
最初のスレッド 1で処理された HTTPリクエストに関連付くものであって，2番目のスレッ



























わかるため，これら 2つのイベントはプロセス 1で処理した HTTPリクエストに関連するも
のであると判断する．
4.3.2 Alert Correlatingフェーズ
従来提案されてきた手法ではどれも異常なシステムコールを検知する手法 [33, 34, 35]や異




SQLクエリと一意に関連付けが可能と考える．つまり図 4.2の HIDS (a) あるいは (b) いずれ














ェーズの処理はロギングモジュール (Logging Module) に実装され，4.3.1節および 4.3.2節に
示した，Event Correlatingフェーズおよび Alert Correlatingフェーズの処理は Correlating
Moduleに実装されている．
プロトタイプでは PHP で作成された Web アプリケーションが Apache HTTP Server














































かネイティブドライバーであるmysqlnd.so を介して SQL クエリ発行が行われる．そのた
め，本実装ではラッパーに実装されている SQL クエリ発行を担う関数であるmysql_query，























なった．HTTPリクエストの送信には Apache JMeter [63]を利用した．Webサーバ






*1 デフォルト値は次の通り．MinSpareServers: 5, MaxSpareServers: 10, MaxClients: 150, MinS-
pareThreads: 25, MaxSpareThreads: 75, ThreadsPerChild: 25
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表4.1: HTTPリクエストとホストイベントの関連付け精度
サーバモード 同時接続数 最大 RPS 平均 RPS 関連付け精度
BackTracker 提案手法
Prefork
1 113 66 83.56% (∆ = 0.10) 100%
5 490 480 88.53% (∆ = 0.01) 100%
10 521 517 17.65% (∆ = 0.01) 100%
Worker
1 81 48 21.01% (∆ = 0.10) 100%
5 333 329 12.24% (∆ = 0.01) 100%
10 346 340 0.23% (∆ = 0.01) 100%
50 316 312 0.1% (∆ = 0.01) 100%
100 309 298 0.01% (∆ = 0.01) 100%
装は論文に基づいて著者らが行なった．BackTrackerでは時間間隔 ∆を指定する必要
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1 <?php
2 $uid = $_GET[ ’ uid ’ ] ;
3 // f i l e access
4 $fp = fopen ( ”/tmp/{$uid}” , ’ r ’ ) ;
5 fclose ( $fp ) ;
6 // network access
7 $socket = socket_create (AF_INET, SOCK_STREAM,
8 SOL_TCP) ;
9 $ r e su l t = socket_connect ( $socket , ’ 1 27 . 0 . 0 . 1 ’ ,
10 $uid ) ;
11 socket_close ( $socket ) ;
12 // command
13 system( ” cat /tmp/{$uid}” ) ;
14 // db access
15 $mysqli = new mysqli ( ’ 1 27 . 0 . 0 . 1 ’ ,
16 ’ root ’ , ’ root ’ ,
17 ’ information_schema ’ ) ;
18 $sq l = ”SELECT {uid} FROM information_schema” ;








の性能測定は実施しなかった．性能測定に使用したマシンのスペックは Intel Xeon 2.40-GHz














準備 Webアプリケーションのパフォーマンス測定ツールとして有名な Apache JMeterを利
用して測定を行なった．スループット値は 1,000リクエストを同時接続数 10の状態で
送信し計測することを 1セットとし，5セット測定した際の平均で求めた．Webサーバ
には Preforkモードの Apache HTTP Serverを利用し，サーバパラメタはデフォルト
値を利用した．Td と Te をそれぞれイベントロギングを無効にした場合と有効にした場
合のスループットとし，スループット低下率は Td−TeTd で求めた．
結果 表 4.3に測定結果を示す．どのアプリケーションも平均スループット低下率が 5%以下
であった．Joomlaの平均スループット低下率が最も大きい結果となった．
考察 イベント収集を無効にした際の Joomlaの RPSが 13.56であるため，4.62%のスルー











ト低下の要因につながっていると考える．表 4.3中の UP 割合は全てのイベントの内，
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表4.3: スループットの低下率









51.126KBlogin 19.24 3.84% 16.18% 30.83KBcreate post 9.09 5.47% 39.09% 60.63KB










login 16.80 4.44% 53.69% 61.02KB
create post 14.23 0.17% 46.67% 42.50KB
view post 18.43 2.78% 45.03% 31.59KB









62.67KBlogin 6.03 1.98% 29.00% 60.77KB










login 14.73 0.62% 3.29% 34.67KB
create post 3.55 1.52% 4.97% 47.17KB
view post 12.55 2.08% 3.86% 42.32KB






















名称 メモリ CPU ディスク/リクエスト
Joomla 53.4MB 7.80% 12.0KB
Drupal 53.4MB 9.40% 11.3KB
MediaWiki 53.3MB 4.60% 10.8KB






















の発行ログやシステムコールログ等から No.2から No.5および No.7から No.16のイベント
を関連づける必要がある．通常，SQLクエリ発行ログにはどのプロセス∕スレッドで発生し
たものなのかを示す識別子は存在しないため，Webアプリケーションの仕様に基づいて関連
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表4.5: Drupalに対する OSコマンドインジェクションに対する関連付け結果
No. HIDS異常判定 種類 内容
1 http POST /user/register?element_parents=account/mail/%23value
2 syscall open, .htaccess, O_RDONLY:O_CLOEXEC
3 syscall net, connect, /var/lib/mysql/mysql.sock
4 db SET NAMES utf8mb4
5 db SELECT cid, data, ... FROM cache_container WHERE cid IN (*) ORDER BY cid
6 3 syscall execve, sed -ie s/allow,deny/deny,allow/g .htaccess
7 syscall open, /lib64/libc.so, O_RDONLY:O_CLOEXEC
8 syscall open, /proc/meminfo, O_RDONLY:O_CLOEXEC
9 syscall connect, /var/run/nscd/socket
10 syscall open, /etc/nsswitch.conf, O_RDONLY:O_CLOEXEC
11 syscall open, /etc/ld.so.cache, O_RDONLY:O_CLOEXEC
12 syscall open, /etc/passwd, O_RDONLY:O_CLOEXEC
13 syscall open, /lib64/libpcre.so, O_RDONLY:O_CLOEXEC
14 syscall open, /proc/filesystems, O_RDONLY
15 syscall open, /usr/lib64/charset.alias, O_RDONLY,O_NOFOLLOW
16 syscall open, .htaccess, O_RDONLY
17 3 syscall open, ./sed3wZccC, O_RDWR,O_CREAT,O_EXCL




我々は HIDSおよびブログサイトを日々運用しており，2019年 4月 1日から 2019年 7月















No. HIDS異常判定 種類 内容
1 http GET /category/events
2 3 syscall open, /lib64/libsoftokn3.so, O_RDONLY:O_CLOEXEC
3 3 syscall open, /lib64/libfreeblpriv3.so, O_RDONLY:O_CLOEXEC
4 3 syscall open, /etc/passwd, O_RDONLY
5 3 syscall open, /etc/pki/nssdb/pkcs11.txt, O_RDONLY
6 3 syscall open, /proc/sys/crypto/fips_enabled, O_RDONLY
7 3 syscall open, /lib64/libnsssysinit.so, O_RDONLY:O_CLOEXEC
8 3 syscall open, /etc/pki/nssdb/cert9.db, O_RDWR:O_CREAT:O_CLOEXEC
9 3 syscall open, /etc/pki/nssdb/key4.db, O_RDWR:O_CREAT:O_CLOEXEC
10 3 syscall open, /etc/pki/nss-legacy/nss-rhel7.config, O_RDONLY
















NIDS はパケットや通信データから特徴量を抽出し，攻撃検知を行う．WAF は NIDS の
領域において，Web アプリケーションに特化したものである．研究は古くから行われてい
る [1, 32, 31]．NIDSはシステム改変が少ないことから導入が容易であるが，失敗した攻撃も
アラートとして通知してしまうため，管理者の調査すべきアラートが大量になってしまい，管
理者の負担が大きくなりがちである．
HIDS はホストであるサーバや端末の OS から収集できる情報を利用して攻撃検知を行う．
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サーバ改変を要するため，導入時にアプリケーションの動作に悪影響がないか検証を再度行う
必要があるため手間を要する．システムコールの順序やシステムコールの引数を特徴量として
異常検知を行う手法 [33, 34, 35]や，Webアプリケーションに特化し，DBアクセスの際に利




















































跡である IOC (Indicator Of Compromise) を抽出する．その後，IOCが HTTPレス

























ードの抽出を行う (Category Identification) ．次に，抽出した攻撃コードから複数の部分
的な攻撃コード (攻撃コード候補) を生成し (Candidate Generation) ，生成した複数の攻
撃コード候補をエミュレータで実行する (Code Emulation) ．次に，エミュレータの出力を
整形し，攻撃の痕跡 (IOC) を抽出する (Indicator Extraction) ．最後に，IOCを HTTP
レスポンスと比較し，攻撃が成功したか否かを判定する (Attack Verification) ．以降，各
節にて各処理ステップを詳しく説明する．
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攻撃カテゴリを判別する理由は 2 つある．1 つ目はエミュレーションの正確性を高めるた
めである．正しくないエミュレータを利用して得られた攻撃の痕跡はその攻撃の成否を断定
する根拠として乏しいので，攻撃の実行に適切な環境を選択することは精度向上のために重















ラミング言語の固有表現には関数名の一覧等を利用する．SQLI (SQL Injection) カテゴリの
固有表現には DBにアクセスする際に使用する SQL句を利用する．PT (Path Traversal) カ
テゴリの固有表現にはファイルパスの相対参照をする際に必要な../といった表現，および
Webアプリケーションとは直接関連しないパス (/etc，/proc) ，バックアップファイルパス





















SH echo, cat, uname
PHP phpinfo(), $_GET, $_POST
... ...
SQLI SELECT, UPDATE
PT ../, /etc/, /proc/, *.bak, *~






































QEMU [78]等の OS仮想化技術ではなく，より軽量に実行・復元が可能である Linuxコンテ
ナ技術である Docker [79]を活用して実装を行うことで上記の 3つの条件を解決した．
実際の環境とエミュレーション環境の差異が生じることで，成否判定の結果に悪影響を及ぼ
すことがあるため，広く利用される OSや実行環境を用意しエミュレーションを行う．例えば





























1. IOCの文字列⻑が T 以下 (T は予め指定する)
2. 汎用的な HTMLタグ (例：<html>, <head>, <body>等)が存在
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を正規表現に変換する．これらの表現は予め用意する．例えば，lastコマンドを実行時に
はwtmp begins 15:55:59 2017という文字列が標準出力として得られるが，本処理によっ
てwtmp begins \d+:\d+:\d+ \d+のような IOC候補に変換される．正規化できない場合は
正規化を施さずに処理を終える．
残った IOC候補を攻撃の成否判定に利用する IOCとする．残った IOC候補がない場合，攻
撃の成否を判断することができないことから，判定不可の結果を出力し，一連の処理を終える．
5.3.5 Attack Verification






の取得には OSSのネットワーク監視ツールである Zeek (Bro) [80]を利用した．攻撃カテゴ
リの判定および攻撃成否の判定は Pythonで実装した．攻撃コードをエミュレートする環境に







験では，頻繁に発生するコンテンツ管理システム (CMS) である WordPress，Drupal およ




















観測期間 – Feb 2017 – Feb 2018
データ数 1,208 184,599
送信元 IPアドレス数 – 10,138
送信先 IPアドレス数 – 848













































RCE 217 cat, ls, uname, whoami, last, netstat 等の情
報を出力するコマンドの実行
SQLI 222 SELECT 文による DB のバージョン，ユーザ名，DB
名，ホスト名，テーブル名の取得
PT 136 Linux や Windows の設定ファイル等 (passwd,
win.ini) の取得










適合率 = 判定結果が正しいデータの個数判定可能なデータの個数 (5.1)








次に，Dreal に対する評価結果を表 5.8に示す．成功と判定した件数は 190件であった．190
件のアラートについてその正しさを目視で確認した結果，攻撃成功と確認できたのは 90件で

















































































Dlab で評価した際，失敗した攻撃を成功と判定した件数は 108 件であった．その原因












最小 IOC文字列⻑ T による精度の変化
提案手法では IOCを抽出する際，最小 IOCの文字列⻑として閾値 T を設けている．T の
変動による適合率，再現率の変化を図 5.4，図 5.5にそれぞれ示す．適合率に関しては攻撃成
功および攻撃失敗ともに頂点が存在する．特に T = 5の時は，攻撃成功の適合率が 100%に
なり，成功した攻撃を見逃すことがなくなる．再現率に関しては，攻撃成功する場合は頂点
(T = 10) が存在する．以上のことから，T は [5, 10]の間に設定するのが適切である．
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2 5 10 20
攻撃成功 99.9 100.0 99.9 98.9
















2 5 10 20
攻撃成功 73.0 71.9 70.6 59.5















T 2 5 10 20
全 IOC数 78,662 76,990 68,766 50,134
T の増加に対して，適合率・再現率が単調増加あるいは単調減少にならない理由は IOCの
数によるものである．表 5.10より，T と全 IOC数が反比例していることがわかる．全 IOC数
とは全攻撃コードから抽出した IOCの数である．T が [0, 5)と小さ過ぎる時は不適切な IOC
が除外されないため，精度が低い．逆に T が (10, 20]と大き過ぎる時は正しく判定するのに寄
与する IOCが除外されてしまい，精度が落ちてしまった．
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1 UNION SELECT CHAR(45,120,49,45,81,45),CHAR(45,120,50,45,81,45),CHAR(45,120,51,45,81,45),CHAR
(45,120,52,45,81,45), ... -- /*
図5.6: SQLインジェクションの攻撃コード
1 <table>
2 <tr><th class="style_th">entry1</th><td class="style_td"> -x5-Q- </td></tr>










• 事例 1： SQLインジェクションの脆弱性有無を確認する攻撃
• 事例 2： WordPressの設定ファイルの漏えい














1 GET //wp-config.php~ HTTP/1.1
図5.8: WordPress設定ファイルのバックアップに対するリクエスト
1 /* WordPress Database Table prefix. */
2 $table_prefix = 'wp_';
3 define('WP_DEBUG', false);
4 if ( !defined('ABSPATH') )
5 define('ABSPATH', dirname(__FILE__) . '/');
図5.9: WordPress設定のバックアップファイルアクセスのレスポンス
1 GET /*.asp?lang="><script >alert(String.fromCharCode(88,83,83))</script> HTTP/1.1
図5.10: ログインフォームに対する XSS攻撃
1 <form method="POST" action="*.asp" name="login">
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1 push 0x6603a8c0 ; ipaddr = 192.168.3.102
2 push 0xefb0 ; port = 45295
3 push 2




8 mov ecx, esp
9 mov esi, eax
10 push 3 ; set connect
11 pop ebx
12 push 0x66 ; set socketcall
13 pop eax
14 int 0x80 ; syscall
図6.1: シェルコードの逆アセンブル結果の例
本研究の貢献は以下の通りである．
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1 番目の抽出方法では IDS の検知シグネチャを公開しているサイトである Emerging
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表6.2: 抽出した攻撃痕跡の例
動作 IPアドレス ポート番号
connect, sendto 192.168.1.2 4444





る．痕跡の動作が connect, sendtoの場合，抽出した IPアドレスおよびポート番号に接続を行
う通信，つまり TCPの SYNパケットあるいは UDPのパケットが送信されたか否かによっ
て判定を行う．送信された場合，攻撃は成功，送信されていない場合に攻撃は失敗と判定する．




合，ICMP Port unreachableが攻撃者に返送されたか否かによって判定を行う．ICMP Port
unreachableを返送した場合，ポートは利用できる状況でないため，攻撃は失敗したと判定す
る．返送しない場合攻撃は成功したと判定する．
通信の観測には一定時間 T が設けられており，時間 T 以内の通信記録から判定する．T は







OSSのネットワーク監視ツールである Zeek (Bro) [80]を利用した．攻撃成否の判定の部分は
Pythonで実装した．攻撃コードをエミュレートする環境には Docker [79]および既存の CPU



























判定できている割合 (適合率) および，仮に IDSが誤検知した際に正常の通信をシェルコード














再現率および適合率を評価するデータセットは 2 種類用意した．1 種類目のデータセット
Dedb は様々なシェルコードに対応できるかという観点で，シェルコードのデータベースであ
る Exploit-DB [104] から収集したシェルコード 898 件を用いて作成した．今回の評価では
Linux OSを対象とした x86および x86-64アーキテクチャに対するシェルコード及び攻撃の






プロトコルの通信が含まれる 779個の PCAPファイルから作成した．収集した PCAPファ
イルから 87,774件の TCP/UDPストリームを抽出し，各ストリームを提案手法で攻撃として
判定してしまうか否かを調べた．表 6.4に評価結果を示す．Dedb, Dmsf どちらともに 60%以
上のシェルコードから痕跡を抽出でき，正しく攻撃が成功したと判定できていた．シェルコー
ドから痕跡を抽出できなかった理由はシェルコードの実行に失敗してたためである．この原因







再現率 Dedb 60.0% (69/115)
Dmsf 64.8% (70/108)





















Dedb および Dmsf のシェルコードに対してエミュレーションに要した時間を計測した結果
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表6.5: MACCDCデータセットに適用した結果
年 2010 2011 2012
TCPセッション数 4,862,720 2,575,472 715,430
攻撃 TCPセッション数 11,215 16,233 25,640
攻撃成功判定数 2 0 0
攻撃失敗判定数 4,204 5 137


























年 動作 IPアドレス ポート番号





bind 150.204.83.15 4186, 22990, 28369
2011 connect 192.168.202.172 1465, 1543, 3035, 3171, 3559



























にはデータ実行防止機構 (DEP: Data Execution Prevention) が備わっている [109]．
DEPを回避し，シェルコードを実行することを目的とした攻撃手法が ROP (Return-
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