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1. Introducción
Podemos definir un mutador como un operador que cambia o modifica en algo un objeto, es
decir, dada una determinada estructura de datos modifica alguna de sus partes, en lugar de
construir una nueva versión del objeto.
En el tema 9 se introduce el concepto de asignación y con él estudiamos el mutador más
sencillo set!. Este mutador modifica la asociación entre variable y valor establecida
mediante un define.
Sintaxis de set!: (set! simb expr)
set! es una forma especial, por lo que tiene sus propias reglas de evaluación: toma el
segundo argumentoexpr y lo evalua usando las reglas estándar; después toma el primer
argumento simb y lo trata como si fuera un símbolo (no lo evalúa). Entonces, busca la
asociación de ese símbolo y la modifica para que se asocie al nuevo valor.
Sin asignación: programación funcional (modelo de sustitución):
(define x 10)
(+ x 5)
15
(+ x 15)
15 --> Las expresiones siempre devuelven el mismo valor
Con asignación: programación imperativa (modelo de evaluación basado en entornos)
(define x 10)
(+ x 5)
15
(set! x 94)
(+ x 5)
99 --> El resultado depende de "cuándo" se evalue
El resultado depende del momento en se evalue, es decir, de qué otras expresiones se han
evaluado antes. Dos expresiones con idéntica sintaxis pueden tener semántica diferente.
2. Primitivas set-car! y set-cdr!
No sólo se pueden mutar datos simples (utilizando set!), sino que también se pueden mutar
datos compuestos o estructuras de datos (construidas con parejas). Para ello tenemos dos
mutadores, uno para cada parte de la pareja: set-car! y set-cdr!.
Sintaxis:
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(set-car! p new-x)
(set-cdr! p new-y)
Sus reglas de evaluación son similares a las de set!: en primer lugar se evalúa el segundo
argumento para obtener el nuevo valor o estructura de datos. Después se toma la pareja
apuntada por el primer argumento y se cambia (muta) la parte car o cdr correspondiente al
nuevo valor.
2.1. Como implementar cons, set-car! y set-cdr!
No es necesario que los procedimientos set-car! y set-cdr! sean primitivos, basta con el set!:
(define (cons x y)
(define (set-x! v) (set! x v))
(define (set-y! v) (set! y v))
(define (dispatch m)
(cond ((eq? m 'car) x)
((eq? m 'cdr) y)
((eq? m 'set-car!) set-x!)
((eq? m 'set-cdr!) set-y!)
(else (error "Undefined operation -- CONS" m))))
dispatch)
(define (car z) (z 'car))
(define (cdr z) (z 'cdr))
(define (set-car! z new-value)
((z 'set-car!) new-value)
z)
(define (set-cdr! z new-value)
((z 'set-cdr!) new-value)
z)
3. Mutación
La mutación nos aporta potencia computacional, pero también conlleva algunos problemas.
Por ejemplo, supongamos que creamos la siguiente lista:
(define a (list 1 2))
Le damos el nombre de a. A continuación le damos el nombre b a la misma lista:
(define b a)
Este segundo define asocia el literal b al valor de a (es un puntero a la estructura). En este
caso no se crean nuevas parejas, sino que se apunta a la misma estructura de datos. Si
preguntamos por el valor de b, obtendríamos la lista (1 2).
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a --> (1 2)
b --> (1 2)
Si en un momento dado, evaluamos la instrucción (set-car! a 10), la parte car de la
pareja pasa a apuntar al valor 10, ahora a es (10 2).
Si preguntamos por el valor de b ¡ha cambiado! También es (10 2).
Ejemplo 1:
(define x '((a b) c d))
(define y '(e f))
(set-car! x y)
Tema 10: Tipos de datos mutables
Page 4
Copyright © 2006 Depto. CCIA, Universidad de Alicante All rights reserved.
(define z (cons y (cdr x)))
(set-cdr! x y)
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Ejemplo 2:
(define (last-pair x)
(if (null? (cdr x))
x
(last-pair (cdr x))))
(define (make-cycle x)
(set-cdr! (last-pair x) x))
(define z (make-cycle (list 'a 'b 'c)))
Dibuja los diagramas caja y puntero de las expresiones anteriores. ¿Qué pasa si intentamos
calcular (last-pair z)?
4. Igualdad
Podemos preguntarnos: Dado que partes diferentes de una estructura de datos pueden
cambiarse usando mutación ¿cómo podemos saber si dos cosas son equivalentes? Ya hemos
visto que podemos tener dos variables distintas apuntando a la misma estructura, y
cambiando el valor de una, el valor de la otra también cambia.
La mutación nos obliga a considerar el significado de equivalencia. Si queremos saber si dos
variables apuntan exactamente al mismo objeto, utilizamos eq?. Devuelve true si los
valores de los dos argumentos apuntan exactamente a la misma estructura.
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Por otra parte, si sólo queremos saber si dos objetos "parecen el mismo", es decir, tienen los
mismos valores pero en estructuras diferentes, entonces usamos equal?
De forma que tenemos dos niveles de granularidad en la equivalencia de estructuras de datos,
con eq? tenemos el nivel más fino de detalle; eq? nos devuelve una igualdad de referencia,
mientras que equal? evalua una igualdad de contenido.
(define x (list 'a 'b))
(define z1 (cons x x))
(define z2 (cons (list 'a 'b) (list 'a 'b)))
(define (set-to-wow! h)
(set-car! (car h) 'wow)
h)
z1
(set-to-wow! z1)
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z2
(set-to-wow! z2)
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(define z1 '(a b))
(define z2 '(a b))
(define z3 z1)
(equal? z1 z2) --> #t
(eq? z1 z2) --> #f
(equal? z2 z3) --> #t
(eq? z2 z3) --> #f
5. TADs con datos mutables
5.1. Lista ordenada
Si quisiéramos tener en Programación Funcional una lista ordenada, podríamos utilizar la
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siguiente función insert:
(define (insert n olist)
(cond ((null? olist) (cons n '()))
((< n (car olist)) (cons n olist))
((= n (car olist)) olist)
(else (cons (car olist)
(insert n (cdr olist)) )) ))
Ejemplos
(define a (list 3 7 20))
(define b (insert 15 a))
(trace cons)
(insert 1 b) ; solo hace 1 cons
(insert 27 b) ; tiene que hacer 5 cons
En Programación Funcional, se devuelven copias de las estructuras, no se modifican. Se crea
una nueva lista con el nuevo dato insertado en la posición correcta.
En Programación Imperativa podemos evitar copiar la lista original usando mutadores:
(define (insert! n olist)
(cond
((null? (cdr olist)) (set-cdr! olist (cons n '())))
((< n (cadr olist)) (set-cdr! olist (cons n (cdr olist))))
((= n (cadr olist)) #f) ; el valor devuelto no importa
(else (insert! n (cdr olist))) ))
Ejemplos
(define a (list '*list* 3 7 20)) ;necesitamos una cabecera
(insert! 15 a)
a
(trace cons)
(insert! 1 a) ; solo hace un cons
(insert! 27 a) ; éste tambien
Se necesita añadir una cabecera a la lista, porque si no lo hiciéramos y quisiéramos insertar
un elemento en la primera posición de la lista, perderíamos su referencia. Añadiendo una
cabecera, todos los elementos se insertarán a continuación de ella, por lo que la lista siempre
será la misma.
Una versión mejorada, usando un TAD:
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(define (make-empty-olist)
(cons '*list* '()))
(define (empty-olist? olist)
(null? (cdr olist)))
(define (first-in-olist olist)
(cadr olist))
(define (rest-of-olist olist)
(cdr olist))
(define (add-to-olist! item olist)
(set-cdr! olist (cons item (cdr olist))))
(define (insert! n olist)
(cond ((empty-olist? olist) (add-to-olist! n olist))
((< n (first-in-olist olist)) (add-to-olist! n olist))
((= n (first-in-olist olist)) #f) ; el valor devuelto no importa
(else (insert! n (rest-of-olist olist))) ))
(define c (make-empty-olist))
(insert! 5 c)
(insert! 8 c)
...
5.2. Árboles
Constructores y selectores de árboles genéricos:
(define (make-tree dato hijos)
(cons dato hijos))
(define (dato tree)
(car tree))
(define (hijos tree)
(cdr tree))
(define (hoja tree)
(null? (hijos tree)))
La función print-tree muestra los datos del árbol genérico por pantalla:
(define (print-tree tree)
(print (dato tree))
(print-forest (hijos tree)))
(define (print-forest forest)
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(if (not (null? forest))
(begin
(print-tree (car forest))
(print-forest (cdr forest)))))
La funcion double-tree! modifica el árbol pasado como parámetro, haciendo el doble de
cada nodo. No se devuelve una copia del árbol, sino que es el propio árbol pasado como
argumento el que contiene los nuevos datos. En primer lugar se modifica el dato raíz y se
recorre el resto del árbol utilizando recursión mutua. En cada subárbol o árbol hijo se
modifica el nodo raiz mediante un set-car! con el nuevo dato:
(define (double-tree! tree)
(set-car! tree (* 2 (dato tree)))
(if (not (hoja tree))
(double-forest! (hijos tree))))
(define (double-forest! forest)
(if (not (null? forest))
(begin
(double-tree! (car forest))
(double-forest! (cdr forest)))))
5.3. Árboles binarios
Constructores y selectores:
(define (make-btree dato izq der)
(list dato izq der))
(define empty-btree '())
(define empty-btree? null?)
(define (datum-btree btree) (car btree))
(define (left-btree btree) (car (cdr btree)))
(define (right-btree btree) (car (cdr (cdr btree))))
Las funciones add-to-left! y add-to-right! insertan un dato en la rama izquierda
o derecha respectivamente de un árbol binario ordenado.
(define (add-to-left! x btree)
(let ((node (list x empty-btree empty-btree)))
(set-car! (cdr btree) node)))
(define (add-to-right! x btree)
(let ((node (list x empty-btree empty-btree)))
(set-car! (cddr btree) node)))
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Utilizando las funciones anteriores, la función insert-btree! inserta un dato en un árbol
binario ordenado. El hecho de que el árbol está ordenado implica que todos los datos del hijo
izquierdo son menores que el dato de la raíz y los del hijo derecho son mayores. Por eso la
recursión de la función se basa en identificar en qué subárbol va el dato que estamos
insertando. Los datos se insertan en las hojas del árbol. Si el dato es mayor que la raíz hay
que ponerlo en el hijo derecho y si es menor en el izquierdo. De esta forma vamos
recorriendo el árbol hasta llegar a la hoja donde hay que insertar el árbol. Llamamos a la
función add-to-right! si el dato a insertar es mayor que la hoja y a add-to-left! si
es menor.
(define (insert-btree! x btree)
(cond
((null? btree) (make-btree x nil nil))
((< x (datum-btree btree))
(if (empty-btree? (left-btree btree))
(add-to-left! x btree)
(insert-btree! x (left-btree btree))))
((> x (datum-btree btree))
(if (empty-btree? (right-btree btree))
(add-to-right! x btree)
(insert-btree! x (right-btree btree))))
(else btree)))
Probamos el código:
(define tree (make-btree 50 empty-btree empty-btree))
(insert-btree! 20 tree)
tree --> (50 (20 () ()) ())
(insert-btree! 10 tree)
tree --> (50 (20 (10 () ()) ()) ())
(insert-btree! 70 tree)
tree --> (50 (20 (10 () ()) ()) (70 () ()))
La función insert-list-btree! inserta los datos de una lista en un árbol binario
existente, modificándolo (usando mutación). Para cada dato de la lista, se hace una llamada a
la función insert-btree! que inserta el dato en cuestión en la posición correcta del
árbol. Se hace una llamada recursiva con el resto y se confía en la recursión.
(define (insert-list-btree! list btree)
(if (not (null? list))
(begin
(insert-btree! (car list) btree)
(insert-list-btree! (cdr list) btree))))
La función list-to-btree construye un árbol binario a partir de una lista, mientras que
la función btree-to-list devuelve una lista con los datos del árbol binario:
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(define (list-to-btree list)
(let ((btree (make-btree (car list) empty-btree empty-btree)))
(if (not (null? list))
(insert-list-btree! list btree))
btree))
(define (btree-to-list btree)
(if (empty-btree? btree)
'()
(append (btree-to-list (left-btree btree))
(list (datum-btree btree))
(btree-to-list (right-btree btree)))))
5.4. Tabla hash
Vamos a implementar una tabla hash usando una lista de asociación. Una lista de asociación
es una lista cuyos elementos son parejas de la forma (key . valor). Las asociaciones
son útiles para almacenamiento de información (valores) asociados con ciertos objetos
(keys). En primer lugar, vamos a ver qué hace la función assq. Esta función busca usando la
igualdad eq?.
; ejemplo de assq
(define l-assoc (list (cons 'a 1) (cons 'b 2) (cons 'c 3)))
(assq 'a l-assoc) --> (a.1)
(assq 'b l-assoc) --> (b.2)
(assq 'c l-assoc) --> (c.3)
(assq 'd l-assoc) --> #f
(cdr (assq 'c l-assoc)) --> 3
; assq busca usando la igualdad eq?
(define h "hola")
(define l '(1 2))
(define l-assoc (list (cons h 1) (cons l 2) (cons 'c 3)))
(assq "hola" l-assoc) --> #f
(assq h l-assoc) --> ("hola".1)
La función assq se podría definir de la siguiente forma:
(define assq
(lambda (x ls)
(cond
((null? ls) #f)
((eq? (caar ls) x) (car ls))
(else (assq x (cdr ls))))))
Implementamos una tabla hash usando una lista de asociacion. Como tenemos que añadir
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elementos a la lista usando una mutacion, debemos definir un lugar "fijo" en el que comience
la lista de asociacion:
(define (make-table)
(list '*table*))
(define (get key table)
(let ((record (assq key (cdr table))))
(if (not record)
#f
(cdr record))))
(define (put key value table)
(let ((record (assq key (cdr table))))
(if (not record)
(set-cdr! table
(cons (cons key value)
(cdr table)))
(set-cdr! record value)))
'ok)
Las funciones put y get almacenan y recogen los datos de la tabla. Ejemplos:
(define tab (make-table))
(put 'a 10 tab)
(get 'a tab)
(put 'b '(a b c) tab)
(get 'b tab)
(put 'a 'ardilla tab)
(get 'a tab)
Una tabla en dos dimensiones se podría definir como:
(define (get-2d key-1 key-2 table)
(let ((subtable (get key-1 table)))
(if subtable
(get key-2 subtable)
false)))
(define (put-2d key-1 key-2 value table)
(let ((subtable (get key-1 table)))
(if subtable
(put key-2 value subtable)
(let ((subtable (make-table)))
(put key-2 value subtable)
(put key-1 subtable table)))))
5.5. Ejemplo de mutación con listas de asociación
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Una vez introducidos los distintos tipos de datos mutables y las listas de asociación, vamos a
terminar el tema con un ejemplo práctico en el que intervienen las listas y las listas de
asociación. Se trata de escribir un procedimiento regular->assoc! que mute una lista
regular en una lista de asociación sin crear nuevas parejas. La lista regular (k1 v1 k2
v2 k3 v3 ...) deberá convertirse en la lista de asociación ((k1 . v1) (k2 . v2)
(k3 . v3) ...). Ejemplo:
(define my-list (list 'a 1 'b 2 'c 3))
my-list --> (a 1 b 2 c 3)
(regular->assoc! my-list)
my-list --> ((a . 1) (b . 2) (c . 3))
Una posible solución a este problema sería la siguiente (no es la única solución):
Cuando trabajamos con este tipo de problemas, es muy útil ayudarse con los diagramas caja y
puntero. Vamos a crear los diagramas caja y puntero para el ejemplo anterior:
Antes de llamar a regular->assoc!:
Después de llamar a regular->assoc!:
Por un lado, no podemos crear nuevas parejas, por lo que cada pareja en el primer diagrama
corresponde a una pareja particular en el segundo diagrama. Por otro lado, no podemos
modificar la primera pareja de la lista (porque perderíamos la ligadura de la variable
my-list), por lo que es primera pareja tiene que permanecer en el primer lugar. Por otra
parte, a y 1 van a formar parte del mismo par en la lista de asociación, por lo que vamos a
considerar el siguiente cambio:
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Antes de llamar a regular->assoc!:
Después de llamar a regular->assoc!:
Vamos a nombrar el par mostrado en rojo como p:
(define (manejar-dos-parejas! p)
1. (let ((key (car p)))
2. (set-car! p (cdr p))
3. (set-cdr! p (cdr (car p)))
4. (set-cdr! (car p) (car (car p)))
5. (set-car! (car p) key)))
Se han numerado las líneas para una mejor explicación. En la línea 1, (let ((key (car
p))), utilizamos un let para guardar el valor actual del (car p), ese valor será la key
de la primera pareja de la lista de asociación; necesitamos almacenarlo para no perderlo.
En la línea 2, (set-car! p (cdr p)), cambiamos el car de p para que apunte a la
siguiente pareja (la azul):
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En la línea 3, (set-cdr! p (cdr (car p))), cambiamos el cdr de p para que
apunte al cdr de la pareja en azul:
En la línea 4, (set-cdr! (car p) (car (car p))), cambiamos el cdr de la
pareja en azul al car de la misma pareja. Hacemos ésto porque en una lista de asociación,
los valores se guardan en los cdrs y los keys en los cars:
Por último, en la línea 5 (set-car! (car p) key))), completamos el problema
poniendo la key que habíamos guardado, en el car de la pareja azul:
Reordenamos el diagrama para verlo más claro:
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Hemos definido un procedimiento que maneja un subproblema (dos parejas) del problema
real. Ahora sólo nos queda definir la función que maneja toda la lista:
(define (regular->assoc l)
(if (null? l)
'okay
(begin (manejar-dos-parejas! l)
(regular->assoc! (cdr l)))))
6. Referencias
Para saber más de los temas que hemos tratado en esta clase puedes consultar las siguientes
referencias:
• Structure and Interpretation of Computer Programs
(http://mitpress.mit.edu/sicp/full-text/book/book.html) , Abelson y Sussman, MIT Press
1996 (pp. 251-266). Disponible biblioteca politécnica (acceso al catálogo
(http://gaudi.ua.es/uhtbin/boletin/285815) )
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