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Hoy en día, la expansión que tienen las aplicaciones móviles es un hecho al igual que el
comercio electrónico. Por ello, muchas de las plataformas web migran o sacan versiones de
las mismas para dispositivos móviles, por su portabilidad y para lograr potenciar su negocio,
facilitando su expansión y dinamismo.
Este Trabajo de Fin de Grado se ha desarrollado en la empresa Delonia Software SL. Ha
consistido en realizar una aplicación , llamada SaleSquire, para tablets Android. Que ha sido
propuesta por Delonia al cliente como alternativa a la plataforma web que poseen actualmente.
Estará disponible para Android con el objetivo de abaratar costes. Irá dirigida a los agentes
comerciales que se dediquen a vender los productos actuales y futuros del cliente.
La motivación de esta propuesta es el análisis detallado realizado sobre la actual plataforma
web, desarrollada por otras empresas previamente y cuyo mantenimiento ha recaído en Delonia
Software. Durante los primeros tres meses de este mantenimiento se han hecho patentes las
deﬁciencias y carencias del sistema informático, tanto en estabilidad y arquitectura como en
la capacidad de cumplimiento de normativa aplicable al negocio al cual se da soporte desde la
aplicación. Siendo ciertos criterios de seguridad de la información y protección de datos una de
las preocupaciones principales.
SaleSquire, permite el escaneo de documentos de identidad a través de la cámara de la
tablet, soportando tanto NIF como NIE. Y de la lectura de ﬁrmas manuales a partir de un
panel aprovechando la pantalla táctil del dispositivo móvil. Posibilitando al agente comercial,
desplazarse por su zona de venta y no obligar al cliente (comprador) a hacerlo hasta el punto
de venta (stand), e impulsando la captación de un mayor número de clientes.
La aplicación se ha visto marcada por un conjunto de fases muy distintas, secuenciales e
imprescindibles para lograr un buen producto ﬁnal. Habiéndose realizado un análisis exhaustivo
para comprobar la viabilidad del proyecto, como primera etapa. En la segunda etapa, se ha
llevado a cabo el diseño de la arquitectura, de la base de datos y de la interfaz gráﬁca; todo
ello basado en los requisitos obtenidos en la fase previa. Y la última fase, ha consistido en el
desarrollo, incluyendo su codiﬁcación y testeo (pruebas) del producto.
Por último, el sistema ha sido supervisado por un ingeniero y arquitecto de software. El
sistema engloba tanto back-end, base de datos (BD)y servidor, como front-end aplicación móvil.
Utilizando el gestor de base de datos PostgreSQL (OpenSource), .NET Core(OpenSource) y con
la arquitectura Uaithne (desarrollada en Delonia y actualmente OpenSource) para el back-end.
La parte correspondiente a la capa de presentación se ha desarrollado con Xamarin Forms, que
utiliza el lenguaje C Sharp.
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Abstract
Nowadays, the expansion of mobile apps is a fact as well as e-commerce. Because of this,
many of the web platforms migrate or launch a mobile device version, due to portability reasons
and to enhance its business, having an easier expansion and dynamism.
This end-of-degree project has been developed in the company Delonia Software SL. It con-
sisted in creating an app, called SaleSquire, for Android tablets. This app has been a request
made by Delonia for the client as an alternative to the web platform, that the client already
has. It will be available for Android with the purpose of lowering costs. SaleSquire is aimed for
commercial agents that sell actual and future products to the clients.
The motivation of this proposal is the detailed analysis executed on the actual web platform,
previously developed by other companies and which maintenance is now carried out by Delonia
Software. In the ﬁrst three months of this maintenance obvious lacks and deﬁciencies have
been seen in the computer system, both in stability and architecture, also on the compliance
capacity applicable to the business that the app is backing. Being some speciﬁc security and
data protection standards a main concern.
SaleSquire, allows the scanning of identiﬁcation documents through the tablets camera,
supporting both NIF and NIE. And the reading of hand-made signatures from a panel, taking
advantage of the touch-screen of the mobile device. This enables the commercial agent to move
around his selling area without making the client (buyer) go to the point of sale, therefore
enabling to have a higher number of clients.
The app has followed a set of very distinct sequential and indispensable phases, to end up
with a great ﬁnal product. With a ﬁrst phase that consisted of an in-depth analysis to prove the
viability of the project. In the second stage, the designs of the architecture, the database and the
graphic interface were made; all based on the requirements obtained in the previous phase. And
the last phase consisted in the development, including the coding and testing of the product.
Ultimately, the system has been supervised by an engineer and software architect. The sys-
tem comprises both back-end, database (DB) and server, and front-end, the mobile app. Using
the database manager PostgreSQL (OpenSource), .NET Core (Open Source) and the Uaithne
architecture (developed by Delonia and currently and OpenSource) for the back-end. The co-
rresponding part for the presentation layer has been developed using Xamarin Forms, which
uses the C Sharp language.
Key words
App, NIF, NIE, Xamarin Forms, RSS, C#, PostgreSQL, Android, iOS, Windows Phone,
agent, salesperson, client, contractor, customer, SaleSquire, OpenSource DB, C Sharp.
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En este primer capítulo se da una idea contextualizada de la temática del proyecto. Y se
indica la estructura de la que se compone el cuerpo de la memoria.
1.2. Motivación del proyecto
A partir de una propuesta a un cliente sobre una solución que consiste en un cambio tanto
tecnológico como de proceso de negocio, pues más allá de la tecnología que se utiliza, se ha
observado un problema de base en el funcionamiento actual de agencias que generan y gestionan
las solicitudes.
Motivación tecnológica
El cambio tecnológico está motivado tanto por la obsolescencia de las tecnologías actualmente
aplicadas en la solución de Solicitudes F2F (Face to Face (Cara a cara)) Web, así como en
la precaria condición de las estructuras y el diseño tecnológico, lo cual requiere de un perﬁl
técnico bastante especializado para dar soporte, muchas veces con la frustración de no poder
realizar cambios o ajustes, o implicando éstos un gran esfuerzo. En este sentido se propone un
cambio orientado a nuevas tecnologías, simpliﬁcando procesos que actualmente provocan errores
o inconsistencias, en un compromiso de rediseño, reutilización de componentes y creación de
nuevas piezas desde cero. Este cambio propuesto permitirá que perﬁles técnicos más normales
(menos experiencia requerida) puedan proveer de soporte y evolución al sistema en un futuro.
Motivación de negocio
En el análisis y soporte ofrecido a la actual plataforma se han observado las limitaciones
existentes para extender funcionalmente el sistema, o realizar cambios en las estructuras y pro-
cesos de negocio existentes. La solución que se propone ﬂexibiliza el proceso de negocio y la
vinculación de Ubicación, Stand, Agencia, Agente y Productos; para reducir la necesidad de
modiﬁcaciones en el futuro, cuando se produzcan cambios en los procesos de venta de la compa-
ñía. Existe también un aspecto de normalización y simpliﬁcación de la operativa técnica de los
agentes en los stand : la solución actual requiere de un conjunto de elementos hardware (HW)
1
Aplicación móvil sobre Tablets para la correcta gestión y soporte del proceso de negocio de
Solicitudes de tarjetas Face to Face que se procesan en "Hubs" de transporte.
(portátil, escáner, tableta de ﬁrma, acceso Internet) que incrementa la fragilidad del sistema
ante cualquier problema de infraestructuras, como de hecho se ha constatado en estos meses de
soporte (antivirus, drivers, permiso en ﬁcheros, etc.). La solución propuesta, basada en el uso de
tablets, está inspirada en otros proyectos y experiencias del sector bancario, ya que este dispo-
sitivo permite simpliﬁcar en un único elemento el formulario, captura de imágenes (cámara) y
recogida de ﬁrma (pantalla táctil del propio dispositivo/tablet) además de mejorar la movilidad
de los agentes.
Motivación por normativas
Como se indicaba anteriormente, una motivación importante para plantear esta solución
es el no cumplimiento de normativas de seguridad o privacidad de la información que se está
dando con la solución actual. El punto crucial de incumplimiento es el hecho de que los datos
del cliente (formulario, digitalización de NIF, ﬁrma, tarjetas de ﬁdelidad o embarque) están
alojadas en equipos de las agencias, a disposición de los agentes tanto para su uso correcto como
para otros usos (fraudulentos o simplemente no controlados y, por tanto, fuera de control de
normativa).
La solución basada en dispositivo móvil permite controlar la información, creando un entorno
seguro y estanco el cual es gestionado por la aplicación que se desarrolla para tal efecto. De
esta forma la información queda correctamente clasiﬁcada localmente en el tablet, subida al
servidor y posteriormente eliminada, sin posibilidad de ser extraída para otros usos. El hecho
de no tener que emplear otros dispositivos permite este aislamiento y por tanto, la seguridad
de la información, que se vería reforzado por otras medidas de seguridad y cifrado propias
del dispositivo. También permitiría que las agencias dispusieran de equipos portátiles para sus
propias gestiones, separando claramente el material y control de la agencia (datos no relacionados
con clientes) del material propiedad de cliente sobre el que se aplican las medidas de seguridad
y control (datos de clientes y sus solicitudes).
1.3. Objetivos y enfoque
El objetivo de este trabajo de ﬁn de grado es llevar acabo todo el el proceso de un desarrollo
de software, que en este caso consiste en una aplicación para tablet Android. Es decir, cubre la
parte de análisis, diseño y desarrollo de SaleSquire. Esto incluye la parte del back-end, base de
datos y servidor, no sólo la de front-end, parte de la interfaz gráﬁca y navegación entre ellas.
Objetivos más especíﬁcos consistirán en integrar en la aplicación móvil: un escáner para NIF
o NIE y un panel para registrar la ﬁrma personal del contratante del producto.
El enfoque del proyecto pretende centralizar y agilizar todo el proceso de solicitudes y con-
tratación de productos a través de un dispositivo móvil, en este caso tablet. Que actualmente se
ofertan en puestos de venta, ubicados en zonas concurridas como estaciones de tren y aeropuer-
tos.
1.4. Metodología y plan de trabajo
La metodología de desarrollo del software es un enfoque de carácter estratégico y estructurado
con base a modelos de sistemas, reglas, sugerencias de diseño y guías, que permiten el desarrollo
de programas [1].
A continuación deﬁno qué es una metodología ágil de Scrum para el desarrollo de un producto
software, ya que, ha sido la escogida para este proyecto.
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La metodología ágil de Scrum consiste en realizar un conjunto de entregas parciales de forma
regular, beneﬁciando al receptor del proyecto, en este caso el cliente. Con el objetivo de minimizar
todo tipo de riesgos en la elaboración del proyecto y lograr una alta productividad del equipo
de desarrollo implicado. Enfocado principalmente en entornos complejos, es decir, donde sobre
la marcha y con mucha frecuencia se producen cambios. Esto juega un papel importante y exige
tener una gran ﬂexibilidad ante los cambios que puedan surgir [2].
Las entregas parciales periódicas y regulares también permiten al cliente, comprobar el cum-
plimiento de sus expectativas, y le proporcionan un feed back [2].
Los cuatros roles en Scrum se pueden ver en la siguiente imagen [3]:
Figura 1.1: Roles en Scrum
Fuente: https://www.softeng.es/es-es/empresa/
metodologias-de-trabajo/metodologia-scrum/proceso-roles-de-scrum.html
Los roles de Product Owner, que es el encargado de la parte de las negociaciones con el
cliente y de que se corresponda el producto resultante con el dinero invertido y no tenga un
valor superior a su inversión y de Scrum Master, el guía para que se siga la metodología (tanto
las reglas como los procesos).Han sido desempeñados por el jefe de proyecto asignado en la
empresa de Delonia Software SL.
El rol de Scrum Team, que le corresponde la parte más técnica y encargado del desarrollo
del producto cumpliendo los plazos marcados. Se ha visto reducida a un grupo de a uno.
Resumiendo, el proyecto ha sido cubierto por un total de dos personas. Durante el mismo
se ha utilizado una metodología de Scrum, algo más simpliﬁcada, dado el grupo tan reducido
que lo ha formado. Aún así, se han realizados daily meeting donde se comentaba el estado del
proyecto, que se realizaron con el Scrum Master, y un Product Backlog, este último realizado
por el jefe de proyecto ejerciendo las funciones de Product Owner que también hacía de Scrum
Master en los daily meeting.
A continuación se justiﬁca el porqué de haber utilizado una metodología Scrum, en vez de
una metodología no ágil como puede ser la metodología en cascada. Es cierto que Scrum está
pensado para trabajar en grupos y en este caso no ha sido así pero si se han aprovechado otras
características, por esta razón se ha aplicado un Scrum pragmático, esto es, utilizando algunos
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de sus recursos como el Canvas, con el que gestionar las tareas, sus estados y prioridades. Otro de
las características ha sido las entregas en periodos cortos de tiempo y las reuniones diarias (daily
meeting) de cinco a quince minutos con el arquitecto de software que supervisaba y asesoraba
en el proyecto [4].
Antes de ﬁnalizar este punto, se hablará de la herramienta que se ha utilizado para la
gestión de conﬁguración del software (código, documentos, y resto de artefactos que conﬁguran
la evolución del sistema), además de servir como control de versiones. La herramienta ha sido
Git, pensada para que trabajen varias personas en un proyecto con un gran número de ﬁcheros
compartidos de la manera más eﬁciente y ﬁable (sin conﬂictos en las líneas de código) posible.
Es verdad, que al haber trabajado una única persona no se ha aprovechado todo su potencial,
pero si ayuda a tener un mejor control al tener un gran número de ﬁcheros de código fuente. Y
sobre todo a poder rectiﬁcar cambios, ya que, se puede volver a puntos pasados siempre que se
hayan registrado previamente en el historial del repositorio remoto. El uso de la herramienta de
Git se ha complementado con el programa de SourceTree.
Sourcetree, es un programa disponible para los S0 macOS y Windows. Y te permite gestionar
cualquier repositorio git a través de una interfaz gráﬁca. Su ventaja principal es, que a la hora de
ver el historial de cambios y líneas muy concretas que se han añadido,modiﬁcado o eliminado es
más cómodo, esto es, al hacer una revisión de los cambios que se vayan a subir se detecta antes los
cambios que pueden ser de interés y los que no y así poder descartarlos, si es necesario. Además,
de ser un programa bastante intuitivo. Se puede ver en las siguientes imágenes la diferencia entre
un 'git status mostrado en terminal y otro en SourceTree. Figura 1.2 y ﬁgura 1.3.
Figura 1.2: Captura de terminal(git status)
Fuente: propia
1.5. Organización de la memoria
La memoria se ha estructurado según las etapas de un proyecto de desarrollo de software.
Ha sido la siguiente:
Capítulo 1: Este capítulo da una idea de lo que tratará el proyecto, además de mostrar
la estructura de la memoria.
Capítulo 2: En este capítulo se realiza una introducción al comercio electrónico, desde
sus inicios hasta la actualidad. También se habla de los SO para dispositivos móviles, de
las aplicaciones móviles, de programas semejantes en el mercado tanto app como web. Por
último, de las bases de datos (BBDD) y los diversos gestores para las relacionales SQL.
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Figura 1.3: Captura de SourceTree(git status)
Fuente: propia
Capítulo 3: En este capítulo se mostrará detalladamente el análisis realizado y el alcance
de la aplicación.
Capítulo 4: En este capítulo se detalla la fase de diseño que incluye el diseño de la
arquitectura, la base de datos, el patrón de diseño, la maquetación y las herramientas
utilizadas en esta fase.
Capítulo 5: En este capítulo se tratará la fase de desarrollo del proyecto, hablando de las
tecnologías y herramientas. E indicando las referencias al anexo Manual del programador,
para ejemplos de código con su explicación correspondiente.
Capítulo 6: En este capítulo se habla de las diferentes pruebas que se han realizado a lo
largo del proyecto. Indicando cómo se han realizado, dónde y el porqué.
Capítulo 7: En este capítulo se comentan las conclusiones obtenidas tras ﬁnalizar el
proyecto y se habla de las posibilidades de trabajo futuro.





En este capítulo se abordarán los siguientes temas: el comercio electrónico, las bases de datos
y sus gestores, los diferentes sistemas operativos en dispositivos móviles y las aplicaciones móviles.
En éste último se incluye: tipos de aplicaciones móviles y las apps de comercio más conocidas.
Todos ellos considerados imprescindibles para hablar del estado del arte de SaleSquire.
2.2. El comercio electrónico
El comercio electrónico o e-commerce, consiste en la venta y compra de productos a través
de medios electrónicos, principalmente redes informáticas entre las que destaca Internet.
La aplicación desarrollada en este proyecto pertenecería llamado e-commerce. Por esta razón,
se cuenta más adelante el inicio y la evolución de este tipo de comercio hasta llegar a convertirse
en un negocio multimillonario.
El desarrollo de Internet dio pie a la llegada del comercio electrónico y su crecimiento ha
sido exponencial año tras año. Por ejemplo en 2013 ya el 32% de la población española había
comprado online a lo largo del año. Y en 2017, el 27% de la población española compra online
al menos una vez por semana. China, encabeza la lista ya que este pasado 2017 el 70% de su
población compra online semanalmente.
En 1981 se dio la primera venta online B2B, cuando los agentes de viajes de Thompson
Holidays fueron conectados para que pudiesen ver los productos disponibles en el catálogo al
instante y así ofrecérselo a los clientes.
Un primer punto de inﬂexión fue en 1991 cuando se permitió el uso de Internet para ﬁnes
comerciales. Pero no fue hasta 1994, gracias a la implementación de SSL que permitía el envío
de datos personales de forma segura, que se abrió un nuevo abanico de posibilidades para este
negocio.
También la revolución del móvil marca otro importante hito en la historia de este tipo de
comercio. Cuando en 1997 Coca Cola permite por primera vez comprar online vía SMS.
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Ya en el año 2000 se lanzó la primera web de compra colectiva y 8 años después nace el con-
cepto de compra ﬂash, que consiste en cupones de descuentos por geolocalización principalmente
o periodos de tiempo.
Las grades multinacionales de las TIC no se querían quedar al margen de este negocio. Por
ejemplo, Google en 2006 lazó su servicio de pago, Google Checkout. Y una de las plataformas
de pago más populares, PayPal, ya en 2014 es pionera y es la primera en incluir la tecnología de
identiﬁcación por huella dactilar de Samsung [5, 6].
Se ha podido comprobar, que la evolución del comercio electrónico ha sido ininterrumpida
y las cifras hablan por si solas. Desde las grandes multinacionales hasta los pequeños negocios
unipersonales están implicadas en él.
Figura 2.1: Volumen de ventas del comercio electrónico a nivel mundial desde 2013 hasta 2018
(en miles de millones de USD)
Fuente: https://es.statista.com/estadisticas/634596/ventas-de-comercio-electronico-minorista--2018/
2.3. Sistemas operativos para dispositivos móviles
Para comenzar este punto se realiza una breve introducción sobre qué son los sistemas ope-
rativos. Ya que, es importante a la hora de desarrollar una app y tener en cuenta y valorar cuál
será o cuáles serán los sistemas operativos sobre los que se ejecutará la aplicación.
Un sistema operativo (SO) es un programa (o conjunto de programas) de control que tiene por
objeto facilitar el uso del dispositivo al programador a un nivel de abstracción que simpliﬁca el
uso de esos recursos. Y esto lo hace, gestionando sus recursos, es decir, controlando y facilitando
estos con el ﬁn de conseguir que éste se utilice de la manera más eﬁciente posible [7, 8].
Esta industria tan cambiante, ha hecho que los sistemas operativos (SSOO) que hace años
abarcaban la mayor cuota del mercado, hayan desaparecido casi por completo. Un claro ejemplo
es Symbian que a ﬁnales de 2011 encabezaba las listas con mayor cuota de mercado con un
33,59% siguiéndole por detrás les seguía iOS y Android [9] .
Los valores de cuota de mercado para Android e iOS actualmente (primer trimestre de 2018)
8 CAPÍTULO 2. ESTADO DEL ARTE
Aplicación móvil sobre Tablets para la correcta gestión y soporte del proceso de negocio de
Solicitudes de tarjetas Face to Face que se procesan en "Hubs" de transporte.
son de 69.40% y de un 29.45%, respectivamente [10]. Por esta razón, se ha decidido hablar a
continuación de estos dos últimos SSOO, ya que, encabezan el mercado a día de hoy y parece
que así va a ser durante los próximos años.
En la siguiente gráﬁca se puede ver cuáles eran los sistemas operativos más destacados hace
un año (2017). Así se veriﬁca que los SSOO en cuestión mantienen el segundo y primer puesto.
Incluso uno de ellos (Android) incrementando su cuota de mercado, corroborando así que se
puede prever su futuro liderazgo en el mercado los próximos años:
Figura 2.2: Gráﬁco de cuota de mercado de Sistemas Operativos Móviles (principios 2017)
Fuente: https://jmacuna.tecnoblog.guru/2017/03/sistemas-operativos-moviles.html
Tanto iOS como Android llevan un gran recorrido. Poco a poco han ido ganando mercado
sin parar hasta alcanzar la actual cuota, desde hace más de 10 años, coincidiendo con el anuncio
de la primera generación de iPhone que dio comienzo a una pequeña revolución [11].
Ahora se hablará algo más en profundidad de estos dos SSOO, más comercializados y ex-
pandidos a día de hoy. Empezando por el segundo más representativo, iOS, seguido del primero,
Android, que ha sido el escogido para este proyecto. Omitiendo un tercero que también se en-
cuentra en teléfonos inteligentes (smart phones), que es Windows Phone, debido a su inminente
desaparición.
2.3.1. iOS
Pertenece y está desarrollado y mantenido por la multinacional Apple Inc.. A pesar de ser
muy demandado por los usuarios no llega a alcanzar el primer puesto y por una diferencia abis-
mal. Esto sucede principalmente por el elevado precio de salida al mercado de los dispositivos,
y también porque debe abonarse una cantidad de dinero para adquirir gran parte de sus aplica-
ciones compatibles, únicamente disponibles en su tienda, App Store. Aunque es cierto que esta
exclusividad está justiﬁcada con las actualizaciones que habitualmente reciben sus dispositivos
para que esté adaptado a las últimas tecnologías. Y a su vez obliga a los desarrolladores de apps
a mantenerse al día. Llegando a limpiar aplicaciones ya abandonadas.
2.3.2. Android
Actualmente y ya desde hace años, pertenece a Google. Comprada por ésta en 2005 y donde
en un comienzo era un SO avanzado para cámaras digitales (2003). Y ya a ﬁnales de 2007 se
lanzó una beta pero su primera versión estable y ya en un móvil inteligente fue en septiembre
de 2008 [12].
A día de hoy está desarrollado por Google. Y mantenido y adaptado tanto por Google como
por las diferentes empresas que crean dispositivos móviles con este S0, una de las más conocidas
es Samsung. Es el SO más destacado y popular ya desde hace unos años. Se encuentra en una
CAPÍTULO 2. ESTADO DEL ARTE 9
Aplicación móvil sobre Tablets para la correcta gestión y soporte del proceso de negocio de
Solicitudes de tarjetas Face to Face que se procesan en "Hubs" de transporte.
gran variedad de dispositivos, como pueden ser móviles, tablets, televisiones, neveras, relojes o
coches. Y a su vez en muchos de ellos hay un amplio abanico de diferentes fabricantes y gamas.
Que lo hace accesible y asequible a gran parte del mundo, obligando a las empresas a ser más
competentes y mantener sus dispositivos.
También se ajusta a nuestras necesidades gracias a la fácil personalización que permite este
SO, tanto sus recursos hardware (HW), como la parte visual. Por esta razón y ya que gran parte
de estos dispositivos no alcanzan el valor tan elevado que tienen los dispositivos con iOS y sus
aplicaciones en su plataforma Google Play (Play Store) suelen ser más baratas, se ha posicionado
en el primer puesto y lo ha mantenido durante los últimos años.
2.4. Las aplicaiones móviles
Actualmente hay un gran número de aplicaciones móviles, basta con ver las cifras de las dos
grandes plataformas App Store y Play Store, donde nos encontramos un total de 2,2 millones y
2,8 millones aplicaciones, respectivamente [13]. Y todas ellas desarrolladas de forma distinta, es
decir hay diferentes tipos de apps en función de cómo se han implementado y qué herramienta
se ha utilizado. En los siguientes subapartados pasan a describirse [14].
2.4.1. Aplicaciones móviles Nativas
Son aquellas que se desarrollan especíﬁcamente para un solo sistema operativo. Es decir, se
utiliza un lenguaje especíﬁco y que únicamente es compatible en una plataforma. Por ejemplo,
en iOS fue Objetive C, actualmente es Swift. Y para Android se utiliza Java. A continuación, se
indican algunas de sus ventajas e inconvenientes:
Ventajas:
 Se aprovechan al máximo los recursos al permitir el acceso completo al Hardware
(HW).
 Mejor rendimiento.
 Una mejor experiencia al usuario.
 Tienen más visibilidad en las plataformas de tienda de aplicaciones (App Store).
 Las actualizaciones de la app son constantes.
Desventajas:
 Distintas funcionalidades en cada plataforma.
 El código es exclusivo de cada plataforma y personalizado. No puede reutilizarse.
 Su desarrollo y mantenimiento es bastante costoso.
 Se debe hacer un desarrollo diferente para cada plataforma.
2.4.2. Aplicaciones móviles Híbridas
Aplicaciones móviles Web o Webapp
Son aplicaciones independientes del sistema, o sea, se pueden ejecutar en diferentes platafor-
mas sin tener que crear múltiples aplicaciones, tantas como plataformas en las que se quieran
cubrir. Se codiﬁcan en lenguajes muy conocidos como son CSS, JavaScript y HTML. Tienen
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una base nativa mínima pero transparente al programador, ya que, se ejecutan en el propio
navegador web del dispositivo. Una buena opción cuando se desea adaptar la web a formato
móvil. Algunas de sus ventajas y desventajas:
Uno de los frameworks más conocidos para el desarrollo de este tipo a apps es Ionic, evolución
de Cordova y PhoneGap.
Ventajas:
 Se pueden reutilizar sitios 'responsive (auto-ajustable a tamaño pantalla) diseñados
previamente.
 Código reutilizable para diferentes plataformas.
 Bajos costes de aprendizaje.
 Una persona puede desarrollar para dos Sistemas con menor esfuerzo de formación
(cross-platform).
Desventajas:
 Acceso muy limitado a los recursos del dispositivo.
 El tiempo de respuesta es peor y genera una experiencia al usuario menor. Porque es
más costosa computacionalmente.
 El tamaño de las aplicaciones es mayor por deber incluir librerías.
Aplicaciones móviles Cross-Platform Native
Son aplicaciones que tienen las ventajas tanto de las aplicaciones nativas como de las híbridas,
que se indicaban anteriormente. Es decir, logran ese alto rendimiento y el casi acceso completo
a los recursos hardware y de la plataforma (por parte de las nativas). Y el ser multiplataforma
a partir de un único código base, o sea, un sólo lenguaje de programación que este luego es
traducido a código nativo al compilarse y ensamblarse. El resultado es compatible con diversas
plataformas cumpliendo la misma funcionalidad y con un diseño semejante, por respetar al
nativo de cada plataforma.
Esto hace que sea de las opciones más escogidas a día de hoy para proyectos de aplicaciones
móviles principalmente por lo que se abaratan costes, ya que, su curva de aprendizaje es bastante
empinada, lo que da lugar a una mayor eﬁciencia en el aprendizaje y reduce los costes al hacerse
en un tiempo reducido.
Por los anteriores motivos porque es casi seguro que en un futuro se lleve la aplicación de
SaleSquire a la plataforma iOS y porque Delonia conoce la tecnología, hace que el proyecto se
desarrolle e con esto. A continuación, se muestran las principales herramientas que sirven para
generar estas apps Cross-Platform.
React Native
Es un proyecto OpenSource similar al proyecto React, en cuanto a su funcionalidad. Ambos
creados por Facebook.
React es una librería JavaScript con el ﬁn de crear aplicaciones web, en concreto, lo que se
conoce como Single Page Application (SPA). En ambos casos, React y React Native, los estilos
se hacen a partir de Flexbox CSS pero en el caso de React Native no se pueden incluir etiquetas
HTML en el código JavaScript, ya que, no se trata de un webview.
Una de las ventajas para este framework es que los cambios se muestran al instante, esto es
porque el código base es un lenguaje interpretado. También, la curva de aprendizaje no es mala
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pero peor que en Xamarin. Además de que las herramientas ofrecidas para Xamarin como puede
ser su IDE, en este caso Visual Studio, a la hora de debuggear es muy satisfactorio.
Por último, decir que si que cumple con las expectativas y características de ser Cross-
Platform Native porque el resultado son aplicaciones potentes y ﬂuidas con un rendimiento casi
idéntico a las nativas.
Appcelerator Titanium
También es OpenSource, donde Titanium hace referencia al SDK que permite crear aplica-
ciones nativas en Android, iOS y Windows Phone. El lenguaje de programación utilizado es
JavaScript, junto con XML para la parte gráﬁca. Appcelerator Titanium es el IDE para utilizar
el SDK de Titanium. Este IDE deja mucho que desear, al menos en lo que no es su versión gra-
tuita. En la versión Premium mejora notablemente pero no se solventan los grandes conﬂictos
que da el cambiar de una versión de Titanium SDK a otra, donde se debe de revisar la aplicación
entera porque componentes que antes se comportaban de una manera lo hacen luego de otra o
incluso llegan a dejar de funcionar. Tampoco permite ver el resultado tras cada cambio pudiendo
aprovechar la característica de JavaScript como lenguaje interpretado.
Finalmente, no logra un rendimiento tan óptimo de las aplicaciones nativas como lo consiguen
React Native o Xamarin. Aunque su IDE sea bastante intuitivo, siendo un punto a favor, a veces,
se bloquea o sufre cierres inesperados. Aclarar que todo lo indicado sobre el IDE es en la versión
gratuita.
Xamarin
De nuevo, es un proyecto OpenSource desde abril de 2016[15]. Creado por la empresa Xa-
marin, fundada en 2011 por Nat Friedman (actual director ejecutivo), Miguel de Icaza y Joseph
Hill. Y que a su vez pertenece a Microsoft desde 2016[16].
Xamarin ofrece diversos productos y todos ellos para desarrollo de software tanto para An-
droid, iOS, Mac, Cross-Platform como para el diseño y desarrollo de juegos y gráﬁcos[17]. Pero se
debe centrar la atención en Xamarin.Forms que ha sido el framework utilizado para el desarrollo
de este proyecto.
Su IDE es Visual Studio, que es muy potente. Anteriormente era Xamarin Studio. Utilizando
C# como lenguaje, el cual es muy potente también y está avalado por Microsoft.
Con Xamarin.Forms se logra un rendimiento prácticamente idéntico al de las aplicaciones
nativas. Se puede compartir casi el 100% del código entre distintos proyectos, es decir, es com-
patible entre distintas plataformas, e implementar cosas nativas especíﬁcas y resulta sencillo
ligar éstas al proyecto principal es sencillo. Además de la gran comunidad que posee que se ve
reﬂejado, en sus paquetes, conocidos como paquetes Nugets, muchos de ellos desarrollados por
terceros y evaluados por la comunidad. Que implementan una funcionalidad que puede lograr
hacerte ahorrar horas de programación. Sus documentos oﬁciales de gran claridad y los diversos
cursos gratuitos que se ofertan en la propia web oﬁcial supone otra ventaja. Todo esto hace que
destaque y constituye el motivo principal de haber sido escogido.
2.5. Semejantes en el mercado
Esta aplicación, SaleSquire, no es una app comercializada, es decir, no está entre las casi 3
millones de aplicaciones que hay en las grandes plataformas para distribución y comercialización
de apps, que son Google Play y App Store. Este tipo de aplicaciones suelen ser web aunque
algunas poseen versiones móviles también. Por ello se habla de algunas de las aplicaciones más
utilizadas actualmente con un objetivo parecido al de ésta, lo que se conoce como comercio
electrónico o E-Commerce. Las más populares son las siguientes[18]:
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MailChimp: es un gestor de envío de correos electrónicos y newsletters, y para ello ges-
tiona las listas de contactos de los clientes del negocio que utilice esta plataforma.
Webgility ECC: principalmente ayuda a gestionar la contabilidad de tu negocio auto-
matizando ésta.
Ordoro: un gestor para sistemas de envío haciéndolo más eﬁciente y fácil.
Stich Labs: gestor basado en los productos, lo que es la parte de pedidos. Es decir,
cualquier reserva realizada del producto es actualizada en el inventario y sincroniza auto-
máticamente esa información en todos los canales.
HubSpot: esta si es una app y ayuda al usuario a conducir el email marketing de forma
más fácil, con la sincronización previa de datos de sus clientes.
Lexity Retargeting: app que gestiona y optimiza automáticamente las ofertas y anun-
cios. Además de permitir en otros sitios recuperar ventas perdidas con anuncios persona-
lizados.
ShipStation: plataforma que te gestiona el procesamiento de pedidos y lotes ahorrando
dinero y tiempo. También con aplicación móvil.
Olark: permite al usuario mantener conversaciones directas con el cliente a través de un
chat. Es decir, chateando en vivo permite ser más cercano al cliente y poder hacerle ofertas
exclusivas.
71 libras: su función consiste en monitorizar pedidos con retraso para hacerlos llegar lo
antes posible y evitar tener que realizar el reembolso del mismo.
2.6. Bases de datos
Las bases de datos nacen de la necesidad de registrar y almacenar una gran cantidad de
datos. Para luego poder acceder a ellos de la forma más rápida y eﬁciente posible. Desde el
punto de vista informático, es un sistema formado por un conjunto de de datos almacenados en
un lugar físico, que son discos, a los que se tiene acceso directo a través de unos programas y
herramientas con el ﬁn de manipularlos, haciendo consultas y modiﬁcaciones sobre ellos [19, 20].
Hay varios tipos de bases de datos (BBDD). El primero de ellos son las bases de datos
relacionales. Como su propio nombre indica utilizan un modelo relacional y se utilizan cuando
los datos que vas a tratar son consistentes y y lo tienes planiﬁcado. Como éste es el tipo de
BBDD que se utiliza para este proyecto nos centraremos en él, más adelante en este mismo
punto[19].
Otro tipo de BBDD son los no relacionales, también se conocen como NO-SQL(Not Only
SQL). Son una alternativa para solucionar algunas de las limitaciones que tiene el modelo rela-
cional, ya que, ofrecen mayor ﬂexibilidad en cuanto a la consistencia de datos. Por ejmplo, está
MongoDB y Redis[19].
Pero antes de centrarse en los modelos relacionales, se deben mencionar dos tipos que entre
ellos dos agrupan a los tres tipos descritos previamente. estas son: el de Procesamiento de
Transacciones en Línea ,OLTP (On Line Transaction Processing), al que se le asocian las BBDD
relacionales orientadas a transacciones, o sea, las operaciones se realizan de manera atómica
pudiendo insertar, consultar, actualizar y borrar datos en la base de datos en tiempo real. Y el
tipo OLAP (On-Line Analytical Processing), Procesamiento Analítico en Línea, enfocado a la
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Figura 2.3: Relación entre OLTP y OLAP
Fuente: https://miblogtecnico.wordpress.com/2012/11/14/inteligencia-de-negocio-en-sql-server/
lectura de grandes cantidades de datos con el ﬁn de extraer algún tipo de información útil, por
ejemplo, tendencias en ventas o predecir futuras compras [21].
Ahora toca centrarse en los modelos relacionales escogidos para este proyecto. Y esto es
porque los datos a tratar son consistentes. Por ello comentar algunos de los muchos gestores de
bases de datos para ellos pero no, sin antes, describir qué es un gestor de base de datos. Por
gestor de base de datos se entiende:es un conjunto de programas que permiten el almacenamien-
to, modiﬁcación y extracción de la información en una base de datos, además de proporcionar
herramientas para añadir, borrar, modiﬁcar y analizar los datos [22].
Algunos de los gestores de bases de datos son: Microsoft SQL Server, Oracle y PostgreSQL.
Se han nombrado estos tres porque son utilizados en la mayoría de proyectos de Delonia Software
SL. El último de ellos ha sido el seleccionado para este proyecto. Los dos motivos principales
han sido: OpenSource; y que ya se tenía cierta experiencia con él (al haber trabajado durante
la universidad con esta herramienta y haber continuado en el mundo laboral).




El análisis es la primera de las etapas de proyecto de ingeniería de software. Es bastante
importante, ya que, se deben captar todos los detalles para poder ajustar al máximo el resultado
ﬁnal del producto a lo solicitado por el cliente. Logrando así el mínimo número de cambios para
poder cumplir con todos los plazos y evitar retrasos en las entregas.
3.2. Alcance de la aplicación
SaleSquire es una aplicación para realización de solicitudes de concontración de productos
ﬁnancieros. Durante el proceso de solicitud se agiliza toda la operativa para hacerla más econó-
mica, eﬁciente y más segura.
La aplicación surge de un problema detectado por Delonia durante el mantenimiento en la
actual plataforma web del cliente. Fue plateado al cliente y aceptado por el mismo, acordando la
realización de SalesSquire, un contrato de mantenimiento de la mismas, una posibles ampliación
a la plataforma iOS.
En un futuro se barajan diversos proyectos relacionados con este. Uno de ellos estaría enfo-
cado a las empresas subcontratadas que le proporcionan agentes comerciales, que serán los que
utilicen la aplicación de SaleSquire.Otro proyecto futuro consistiría en hacer una plataforma web
para la administración de la base de datos de este sistema (posiblemente una Intranet).
3.3. Roles
Antes del análisis de requisitos es necesario aclarar los diferentes roles que se dan en todo el
sistema. Son un total de tres roles y son los siguientes:
Agente Comercial: es el usuario de la aplicación de SaleSquire, y dispone de todas las
funcionalidades que ofrece la app.
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Empresa Subcontrata: puede dar de alta o de baja a sus agentes comerciales. Y asig-
narlos a sus diferentes stands.
Empresa/Cliente/Administrador: se encarga de administrar los productos, el alta y
baja de empresas subcontratadas y también administra los stands.
3.4. Análisis de Requisitos
El análisis de requisitos es crucial, cualquier ambigüedad puede suponer un grave problema
en etapas futuras del proyecto. Entrado en juego un intenso proceso de comunicación con el
cliente que es clave para eliminar cualquier mal entendimiento.
Además otras de las razones por la que es importante tener claro todo, es para ver si el
proyecto es viable a o no. Y así poder hacerle una estimación y un presupuesto del proyecto lo
más acertado posible.
3.4.1. Requisitos Funcionales
Los requisitos funcionales tratan de abarcar todas las acciones que se realizan sobre el sistema
por parte de los diversos usuarios en función de su rol. Se pueden agrupar en subsistemas cuando
varios de ellos se encarguen de gestionar algo más especíﬁco. A continuación se enumeran los
diferentes requisitos y se agrupan en los subsistemas correspondientes [23]:
Subsistema de gestión del agente
 RF1: un agente puede iniciar sesión siempre que las credenciales introducidas sean
correctas (nick + contraseña).
 RF2: un agente podrá cambiar de contraseña siempre que lo desee.
 RF3: un agente podrá cambiar de nombre siempre que lo desee.
 RF4: un agente podrá cambiar entre sus stands disponibles siempre que quiera.
 RF5: un agente podrá crear una nueva solicitud.
 RF6: un agente podrá ﬁnalizar y enviar una solicitud.
 RF7: un agente podrá borrar una solicitud (con posibilidades de ser retomada).
 RF8: un agente podrá cancelar una solicitud (sin posibilidad de ser retomada)
 RF9: un agente podrá buscar entre los productos disponibles.
 RF10: un agente podrá buscar entre los clientes a través de su NIF/NIE/CIF.
 RF11: un agente podrá añadir un nuevo cliente al sistema.
 RF12: un agente podrá modiﬁcar el email del cliente.
 RF13: un agente podrá cerrar sesión cuando lo desee.
 RF14: un agente tendrá acceso a las noticias de los productos.
 RF15: un agente podrá escanear la parte frontal del documento de identidad.
 RF16: un agente podrá escanear la parte trasera del documento de identidad.
 RF17: un agente podrá ver su Nick Name (único).
 RF18: un agente no podrá cambiar su Nick Name (único).
 RF19: un agente podrá ver su correo electrónico.
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 RF20: un agente podrá cambiar su correo electrónico siempre que lo desee.
 RF21: un agente podrá ver el historial de las solicitudes hechas por él.
 RF22: un agente podrá retomar una solicitud borrada.
 RF23: un agente no podrá retomar una solicitud cancelada.
 RF24: un agente podrá ver los datos de una solicitud aceptada.
 RF25: un agente no podrá modiﬁcar una solicitud una vez enviada.
 RF26: un agente podrá registrar la ﬁrma del cliente para cada solicitud.
 RF27: un agente podrá hacer que el cliente repita su ﬁrma siempre y cuando no se
haya enviado la solicitud.
 RF28: un agente podrá ver los productos que puede ofrecer.
 RF29: un agente podrá obtener la información detallada de cada producto que pueda
vender.
 RF30: un agente podrá cambiar su foto de perﬁl cuando lo desee.
Subsistema de Subcontrata
 RF31: una subcontrata podrá dar de alta a agentes asociados a ésta.
 RF32: una subcontrata podrá dar de baja a agentes asociados a ésta.
 RF33: una subcontrata podrá activar stands.
 RF34: una subcontrata podrá desactivar stands.
 RF35: una subcontrata podrá asignar un stand a un agente.
 RF36: una subcontrata podrá denegar un stand a un agente.
 RF37: una subcontrata podrá acceder a la información de sus agentes.
Subsistema de Administrador
 RF38: el administrador podrá dar de alta a subcontratas.
 RF39: el administrador podrá dar de baja a subcontratas.
 RF40: el administrador podrá asignar stands a una subcontrata.
 RF41: el administrador podrá rehusar stands a una subcontrata.
Subsistema de gestión altas/modiﬁcaciones clientes
 RF42: el sistema validará el NIF/NIE/CIF del nuevo cliente.
 RF43: el sistema comprobará que no esté ya dado de alta ese NIF/NIE/CIF.
 RF44: el sistema comprobará que todos los campos obligatorios en una solicitud se
hayan completado.
 RF45: el sistema revisará que el ﬁchero RSS esté actualizado.
3.4.2. Requisitos no funcionales
Estos requisitos a diferencia que los funcionales están marcados por características más con-
cretas de la aplicación tanto estéticas como de hardware, rendimiento o escalabilidad.
Los requisitos no funcionales recogidos para este proyecto ha sido los siguientes:
RNF1: la aplicación debe ser compatible con cualquier tablet Android con una versión de
Android 4 o superior.
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RNF2: en todas las páginas de la aplicación debe mostrarse el nombre de la app, SaleS-
quire.
RNF3: mientras se abre la aplicación se debe mostrar una pantalla de carga con fondo
blanco y logo de la app en el centro.
RNF5: la app debe ajustarse a cualquier resolución de pantalla.
RNF6: los servicios que lleven más tiempo no deben ralentizar ni bloquear la app a no ser
que sea necesario, es decir, los procesos costosos y que no es necesario esperar su respuesta
hacerlo en asíncrono.
RNF7: debe haber un spinner de carga para cada pantalla y que se muestre en caso de
que demore mucho tiempo la carga de ella.
RNF8: debe ser intuitiva.
RNF9:las comunicaciones con el servidor serán seguras.
RNF10: no se tendrá acceso a información delicada de cualquiera de los clientes.




En este capítulo se hablará del diseño, la etapa posterior al análisis y previa al desarrollo.
Aquí se determina el funcionamiento y la arquitectura del proyecto en rasgos generales.
Consiste en diseñar los componentes que formarán todo el sistema respondiendo a las fun-
cionalidades descritas en el anterior capítulo, etapa de análisis.
4.2. Patrón de diseño
El patrón de diseño utilizado ha sido el Modelo Vista VistaModelo (MVVM). Aunque es
una adaptación al patrón de Martin Fowler, Presentation Model. También ha derivado en una
variación del patrón de diseño Modelo Vista Controlador (MVC). Por esta razón se centra la
atención en MVC y MVVM.
La diferencia está que para el MVVM, la vista toma mayor protagonismo, esto es, tiene un
papel mayor que en el MVC. Por esta razón se explica a continuación estos dos patrones de
diseño.
En MVC cuando se realiza un cambio en la lógica de negocio ella es la que actualiza la vista.
Es decir, en este patrón, el Modelo es el objeto de aplicación o del dominio, con lo que se rellenará
la vista. La Vista es la representación en pantalla, la interfaz de usuario. Y el Controlador deﬁne
el modo en que la interfaz reacciona a la entrada del usuario,y lo hace escogiendo la Vista
(pantalla) y el Modelo que contiene los datos a representar. Resumiendo, el Controlador es el
primero y el último en actuar [24].
Sin embargo, en el patrón MVVM hay un Modelo que al igual que en el MVC, es donde se
encuentra los datos y la lógica de negocio, es decir, contiene la información pero no los servicios
o acciones que operan con ella. La Vista, también encargada de mostrar los datos del Modelo
pero en este caso es activa, esto es, posee eventos, y enlaces a datos (binders) por esto debe
tener cierto conocimiento del Modelo latente. Por último, el ViewModel que es el intermediario
entre los dos componentes anteriores, contiene toda la lógica de presentación y se comunica con
la vista a través de los binders [25, 26].
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Figura 4.1: Esquema de MVVM
Fuente: http://lawebdelprogramador.cl
En Xamarin Forms se pueden crear las interfaces (vistas) a partir de C# o XAML. Para el
proyecto se ha escogido hacerlo únicamente con C#.
4.3. Arquitectura
La arquitectura se basa en una arquitectura móvil. La capa de presentación (front-end)está
formada por la app desde la cual se hará las llamadas a los servicios para las consultas, modiﬁ-
caciones o inserciones en la base de datos. La capa de acceso a datos (back-end), estará formada
por una base de datos relacional SQL y un servidor desarrollado en .NET Core, junto con el
framework Uaithne que hará mantener un metodología propia en Delonia.
Las comunicaciones entre el front-end y el back-end será con peticiones de arquitectura
REST y una conexión HTTPS. Además deberán tener un token authentication que se obtendrá
al iniciar sesión y que será validado en cada petición. Este token caducará cada cierto tiempo
por seguridad, y además irá codiﬁcado con JWT. El periodo de vida del token irá en función del
tiempo medio activo que se estime para los agentes comerciales por jornada laboral, que serán
de unas 6 horas. Los datos intercambiados irán en formato JSON.
Acerca del porqué de desarrollar el servidor en .NET Core, es porque esta tecnología es de
las últimas versiones de .NET y está avalada por Microsoft. También es OpenSource y multi-
plataforma, esto es, se puede desplegar tanto en Windows, Linux y Mac. Otro factor más es
que permite descargar e integrar las bibliotecas imprescindibles y necesarias para cada proyecto,
entre ellas Linq, que simpliﬁca notablemente la forma de construir las consultas para la bases de
datos. Sus servicios se desarrollan en C# con una arquitectura de microservicios. Por último, su
compatibilidad con Docker es otro punto a favor, se pueden crear imágenes de Docker para de
.NET Core de forma muy sencilla [27], y por ejemplo, esto facilitaría que en un futuro hubiese
varios desarrolladores en el proyecto que trabajen con entornos diferentes.
Docker es un proyecto OpenSource escrito en el lenguaje Go. Que automatiza el despliegue de
aplicaciones dentro de contenedores de software, es decir, facilita la creación, implementación y
despliegue de aplicaciones en estos contenedores. Es el sustitutivo de las máquinas virtuales [28,
29, 30].
Los contenedores de software son un empaquetado de elementos (código y herramientas), que
permiten que una aplicación pueda ejecutarse en cualquier SO sin que se vean sus resultados
afectados por la plataforma [31, 30].
Una última razón por la que se ha elegido, es porque se buscaba un sistema de back-end de
fácil mantenimiento, rápido, sencillo y con un buen enfoque a móviles. Y también porque en un
futuro se utilice para aplicaciones web basadas en el paradigma Single Page Aplication (SPA).
Junto con .NET Core 2.0, se utilizará el framework/generador de código Uaithnet, desarro-
llado en la propia empresa Delonia, que simpliﬁca las conexiones para las consultas con la base
de datos SQL.
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Figura 4.2: Esquema de Arquitectura del proyecto
Fuente: Propia
4.4. Base de Datos
El diseño de la base de datos es bastante importante y se debe dedicar un tiempo suﬁcien-
te para lograr un buen diseño para evitar complicaciones posteriores al hacer cambios sobre
ella. Estos pueden ser por ejemplo, ampliar su esquema añadiendo tablas nuevas al añadirse
funcionalidades nuevas al producto y éstas requieran dichos cambios en BD.
En elApéndice A se muestra el diseño de la base de datos de este proyecto con un diagrama
ER que a la vez es un diagrama de estructura de datos (DSD).
4.5. Maquetación
El proceso de maquetación consiste en mostrar la interfaz de la aplicación al cliente, con el
ﬁn de tener una idea más clara del producto ﬁnal que desea obtener.
De esta manera se ahorra tener durante el desarrollo, en la parte de codiﬁcación concre-
tamente, varias versiones de código. Que supondría un coste mayor que el de hacer distintas
versiones de maquetas hasta que esté de acuerdo el cliente. Por esta razón, es importante hacer
tantas versiones de maquetas como sean necesarias por evitar encarecer el proyecto en un futuro.
Las maquetas se han realizado con un programa gratuito, Pencil [32]. Son unas maquetas
que su objetivo es mostrar los componentes que tendrán las diferentes pantallas, por esto, se
utilizan unos colores neutrales y fríos. También se logra ver un poco cómo será la navegación
entre las distintas pantallas. En las siguientes imágenes, se muestran un par de pantallas como
ejemplo, Figura 4.3.
4.6. Herramientas utilizadas
En esta sección se hablará de las herramientas utilizadas para la fase de diseño. Algunas ya
nombradas en las secciones previas de este capítulo.
4.6.1. Draw IO
Herramienta de plataforma web que permite realizar esquemas y gráﬁcos a partir de iconos.
Se ha utilizado para diseñar el esquema de la arquitectura. Aunque soporta multitud de gráﬁcos
y diagramas como son: diagrama de ﬂujos, diagrama de procesos, UML, ER y organigramas [33].
Posee una gran cantidad de iconos y permite guardar los gráﬁcos tanto en local como en la
nube como puede ser Google Drive. Es gratuito y además es muy intuitivo y sencillo de utilizar.
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(a) Maqueta pantalla inicio de sesión (b) Maqueta pantalla principal
Figura 4.3: Maquetas de ejemplo
Fuente: Propia (Herramienta: Pencil)
4.6.2. Visual Paradigm
Es una herramienta muy completa que soporta una gran cantidad de modelos de datos ya
sean bases de datos o UML.
Se ha utilizado para el diseño de la base de datos, esto es porque te permite una vez acabado
el diseño, obtener un script para generar las tablas de la base de datos. Para ello es necesario que
el diseño sea correcto, es decir, que no haya inconsistencias, y te va avisando de ellos. Por ello,
se debe indicar las relaciones entre las distintas tablas con sus correspondientes claves primarias
y foráneas.
El código del script auto generado es en SQL. Es bastante ﬁable pero se debe revisar para
corregir algún detalle.
4.6.3. Pencil
Herramienta gratuita utilizada para la fase de maquetación del proyecto. Se caracteriza por
su gran variedad de componentes, esto es, te permite mostrar un diseño cubriendo todas las
funcionalidades asociadas a los componentes que aparecerán en las diferentes pantallas. Pero no
está pensado para lograr un diseño atractivo, ya que, destacan sus colores fríos y neutrales.




Esta etapa es más larga que las dos anteriores juntas. Pero el haber hecho un buen trabajo
en la fase de Análisis y Diseño se verá reﬂejado en ésta de forma positiva y viceversa. Esto es,
la importancia de una etapa no es directamente proporcional al tiempo que se debe invertir en
ella.
5.2. Front-End
En este apartado se hablará del Visual Studio, IDE, una herramienta utilizada en este caso
para el desarrollo de Xamarin. Y luego se centrará en la tecnología/plataforma Xamarin Forms,
que sirve para la creación de apps cross-platform.
5.2.1. Visual Studio (IDE)
Este entorno de desarrollo integrado es compatible en sistemas operativos Windows y Mac,
para este segundo hasta hace menos de dos años no era compatible. Y soporta multitud de
lenguajes y algunos de ellos son C#, F# (apareció en Visual Studio 2010), C++, Visual Basic,
Java, Ruby, Python y PHP; además de entornos de desarrollo web, entre ellos Django y ASP.NET
MVC.
El lanzamiento inicial de este IDE fue en 1997 pero fue a partir de 2002 cuando permitió a
los desarrolladores crear sitios y aplicaciones web en cualquier entorno soportado por .NET[34].
Actualmente y con la versión de Visual Studio 2017, es compatible con Xamarin Forms.
Antes se utilizaba la versión Xamarin Studio hasta la versión 6.3 que ya fue reemplazada por
Visual Studio en mayo de 2017 al hacerse compatible con la plataforma de Mac[35].
Esta herramienta ha sido utilizada para el desarrollo del front-end. Todo ello a partir de
Xamarin Forms y diversos complementos de los propios desarrolladores de Xamarin (Microsoft)
o de terceros (la comunidad).
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Figura 5.1: Logo de Visual Studio
Fuente: [36]
5.2.2. Xamarin Forms
Una de las características de C Sharp a destacar, es su facilidad de programar tareas asín-
cronas. Algo importante para el desarrollo de aplicaciones móviles, porque así no se sobrecarga
el hilo principal, que en el caso de Android es donde se encuentra la aplicación ejecutada en
primer plano, y que dentro de esa aplicación lo ocupa la pantalla mostrada actualmente. Por
tanto, en el caso de sobrecargarlo los resultados podrían ser de una aplicación poco ﬂuida e
incluso generar el cierre inesperado o el bloqueo de la misma. Esta programación asíncrona, por
debajo está paralelizando las tareas. Y es recomendable utilizarlo para operaciones del tipo I/0
(E/S), porque consumen más tiempo estas tareas de E/S, por ejemplo, un acceso a la red o a
un ﬁchero.
Respecto a la programación asíncrona en C# cabe destacar por lo mucho que lo abstrae y eso
hace que se simpliﬁque considerablemente su manera de programarlo. Y para ello se muestra un
ejemplo de cómo sería su sintaxis y en una de las situaciones que se ha utilizado para el desarrollo
del proyecto. Para la llamada a los métodos asíncronos se debe utilizar async y await. Y para
crearlos usaremos la palabra clave Task. En el Subsección B.1.2, Manual del programador, se
muestran un par de ejemplos que se explica en detalle cada uno de ellos, y también hay otro
ejemplo de como se crean los componentes gráﬁcos a partir de código C Sharp y no XAML.
Los binders que tiene C Sharp son muy importantes en Xamarin, porque permiten cargan
datos de forma dinámica y asíncrona e incluso modiﬁcando el dato (u objeto) antes de cargarlo, o
sea, un objeto remoto. Por ejemplo, se desea crear una lista que contendrá productos pero cuando
creas la pantalla aún no sabes cuántos productos te llegarán para saber cómo representarlos o si
no te llegarán. Un ejemplo se muestra en el Subsección B.1.1. Esto es característico del patrón
de diseño MVVM utilizado en la capa de presentación.
La elección de Xamarin en lugar de React Native, que sería otra buena opción, es porque
está implantado en la empresa desde hace años, cuando ya éste estaba maduro al contrario que
React Native. Entonces la línea de aprendizaje es mejor, ya que las dudas más especíﬁcas podían
ser resueltas por este trabajador.
La elección de la empresa se basó en el TFG realizado por un compañero de la empresa, en el
que hacía un detallado análisis y estudio de todos los frameworks disponibles para el desarrollo
de apps híbridas y nativas, y sus comparativas [37].
5.3. Servidor
Si se divide en dos partes el back-end, servidor y base datos, siendo el servidor el intermediario
entre el front-end y la base de datos (BD). Procesando todas las peticiones hechas por parte del
usuario. Pues se hablará en este apartado de la herramienta, Visual Studio Code y las tecnologías,
Uaithne y .NET Core, utilizadas para su desarrollo.
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5.3.1. Visual Studio Code
Es un editor de texto, aunque con ciertas herramientas, algunas de ellas opcionales que lo
asemejan a un IDE. Además es otro proyecto de Microsoft y avalado por el mismo, OpenSource
y multiplataforma.
Se ha escogido este editor para desarrollar todo el código fuente del servidor, probarlo y
ejecutarlo. Y la razón ha sido porque contiene un debugger que siempre ayuda bastante durante
el proceso de desarrollo. La gestión de librerías/bibliotecas a utilizar en él, es muy sencilla. Y
por poder ejecutarse además de en Windows y Mac también en Linux.
Aun así, se debe indicar que la ejecución se puede realizar con Visual Studio o a través de
consola con comandos propios de .NET Core.
Figura 5.2: Logo de Visual Studio CODE
Fuente: [38]
5.3.2. Uaithne
Para comenzar, se resuelve la primera de las primeras cuestiones que se suelen tener respecto
a Uaithne, ¾qué es Uaithne y cuál es su principal objetivo?: Uaithne es un proyecto que planteo
en respuesta a la necesidad de tener una arquitectura sólida en el bac-kend de las aplicaciones y
a la vez conseguir mejorar signiﬁcativamente la productividad del equipo al desarrollar esta parte
de la aplicación. La ﬁlosofía central de Uaithne es conseguir que elbac-kend se asemeje a un juego
de LEGO©, en donde se disponen de piezas altamente intercambiables que se componen hasta
conseguir el resultado deseado, cuya función ﬁnal es conseguir la ejecución de una operación
(comando)[39].
Uaithne es el resultado de una ingeniosa combinación de los patrones de diseños: Command
(Orden)[40], Chain of Responsibility (Cadena de responsabilidad)[41], Visitor (Visitante)[42] y
Strategy (Estrategia)[43].
Esta combinación de patrones dan como resultado una estructura sobre la cual construir el
bac-kend de una aplicación, permitiendo incorporar muchas de las ventajas de la Programación
Orientada a Aspectos sin sus complicaciones.
Esta arquitectura está formada por un total de 5 componentes. Se debe saber que en Uaithne
la información y la lógica debe estar separada. Los componentes se indica y explican en la
siguiente tabla:
Uaithne está desarrollado en Delonia y se utiliza actualmente en muchos de sus proyectos
en activo y en alguno nuevos. En un principio fue diseñado para Java, aunque se han realizado
una adaptación para ajustarlo a .NET Core en C#. La idea, su estructura base y objetivos se
mantienen. Que es poder modularizar lo máximo posible y que luego encajen todos ellos como
piezas de un puzle que en u futuro pueda crecer y sigan encajando igual de bien incluso con
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Componente Deﬁnición
Entidad(Entity) Clase que encapsula la información sin añadir lógica de ningún tipo
Vista de Entidades
(EntityView)
Clase que encapsula solo la información deseada a obtener
de una consulta a BBDD
Operaciones
(Operation)
Clase que contiene sólo la información necesaria para que




Encargado de ejecutar las operaciones de un módulo.
Cada módulo deﬁne su propia interfaz de ejecutor
que debe extender de la interfaz Executor
Busde ejecución
(Execution Bus)
Al agrupar los módulos y conectarlos entre ellos se crea el bus
de ejecución
Cuadro 5.1: Componentes Uaithne
distintas combinaciones. Otro de sus objetivos es que se mantenga una misma metodología en
los proyectos de la empresa a la hora de desarrollar código.
Se muestra un ejemplo de código en el Apéndice B, sobre la utilización de este framework
en el servidor.
5.3.3. .NET Core
Además de las características ya indicadas sobre .NET Core en el capítulo de diseño, sección
de arquitectura, ahora se comentan otras características pero en este caso centradas en la parte
de seguridad. Aunque para ello se tratará toda la infraestructura.
Primero, el patrón de diseño de servicios web REST, donde su uso es muy común en las
TIC, utilizado, por ejemplo, en las API de empresas como Apple[44] o Microsoft[45]. Al no
proporcionar seguridad es necesario incluir unas determinadas tecnologías para que garanticen
esta seguridad en las comunicaciones, la autentican del usuario y la integridad de los datos.
Por un lado, está HTTPS que proporciona una comunicación cifrada aportando integridad
de datos y seguridad.
Por otro lado, se utiliza JWT para garantizar que se autentiﬁque el usuario. JWT (JSONWeb
Token) es un método de peticiones seguras vía web. Es un estándar industrial (RFC 7519[46]).
En su algoritmia utiliza algoritmos de cifrado simétrico como AES.
Con este conjunto de tecnologías se ha conseguido un entorno tecnológico de conﬁanza.
Por último, se debe explicar el uso de la librería Linq. Una biblioteca muy potente y utilizada
en este proyecto para la construcción de las consultas SQL, que evita el SQL injection. Otro
motivo más para reaﬁrmar que se trata de un stack tecnológico de conﬁanza.
En el Apéndice B, se muestran un ejemplo de como se genera el token de sesión con JWT
en .NET Core, lenguaje C#.
5.4. Base de Datos
En este último apartado del capítulo, se abordará de la segunda parte de la que se compone
el back-end, como ya se había descompuesto en el apartado previo. Hablando del administrador
y el gestor de base de datos escogido para el desarrollo de este proyecto.
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5.4.1. PostgreSQL & pgAdmin
PostgreSQL, es el gestor de base de datos SQL relacional utilizado para este proyecto. Es un
proyecto OpenSource. Y para facilitar su administración se ha utilizado pgAdmin.
pgAdmin es la plataforma OpenSource utilizada para administrar la base de datos del proyec-
to. Principalmente, su uso ha consistido en crear la base de datos, la inserción de datos necesarios
en las tablas para hacer pruebas y para ver posibles errores o si las gestiones realizadas con la
app y que afecta a la base de datos se hace de la forma esperada. También para incluir modiﬁ-
caciones en el diseño de la misma aunque han sido mínimos. Todo esto gracias al editor de SQL
que posee y resalta la sintaxis, avisando de errores. Por último, comentar el agente que posee y
permite lanzar scripts programados, como pueden ser procedimientos almacenados.
Resumiendo, pgAdmin es un entorno gráﬁco y su función principal ha sido ejecutar los scripts
SQL necesarios y gestionar la conexión a BD de PostgreSQL. Y además, gracias a la interfaz de
pgAdmin, permite desarrollar la base de datos de forma muy fácil e intuitiva.
En el Apéndice B se ha añadido parte del código del script para generar las tablas del
diseño de la base de datos.
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6
Pruebas Realizadas y Resultados
6.1. Introducción
El objetivo de las pruebas es comprobar que el comportamiento del sistema o aplicación
resultante, cumple con todos los requerimientos establecidos al comienzo del proyecto durante
la fase de análisis.
Para este proyecto se han hecho pruebas de veriﬁcación y validación para la aplicación. Y
pruebas unitarias para el módulo de validación de NIF y NIE.
Aun así con todas las pruebas y experimentos realizados se va a poder demostrar que el
software esté completamente libre de defectos.
6.2. Pruebas de veriﬁcación
Se comprueba que el software cumple con todos los requisitos de su especiﬁcación, recogidos
previamente en los requisitos funcionales y los no funcionales.
6.2.1. Pruebas estructurales o de caja blanca
Estas pruebas se escogen en función del conocimiento de la implementación del módulo a
probar, que suelen ser módulos pequeños.
En ellas se busca que se ejecute al menos una vez cada sentencia de código.
En el proyecto se han realizado pruebas de este tipo tanto en la parte de front-end como la
de back-end. Algo más exhaustivas en la parte del servidor. Y se ha hecho según se ﬁnalizaba
un módulo o un par de ellos. Con especial interés en aquellos que eran algo más complejos. Aun
así, todas estas pruebas se han reﬁnado con las pruebas de caja negra.
6.2.2. Pruebas funcionales o de caja negra
Este tipo de pruebas se seleccionan en función de las especiﬁcaciones independientemente de
la estructura interna del software.
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Para la aplicación móvil, se han realizado estas pruebas, y ha sido testeandola lo más a fondo
posible. Para conseguirlo ha colaborado el quality tester de la empresa asignado a aplicaciones
móviles. Cada vez que se detectaba un error se registraba en un excel, en el que se iba actuali-
zando el estado de cada uno de ellos con su ID, nombre, prioridad y una breve descripción para
poder reproducirlo con facilidad a la hora de corregirlo. También se actualizaba con errores que
el cliente iba viendo y nos lo comunicaba vía correo electrónico.
6.3. Pruebas de validación
Consisten y permiten comprobar que el sistema software, cumple con las especiﬁcaciones
requeridas por el cliente. Es decir, se comprueba que el software cumple las expectativas del
cliente.
Se corresponden con las ideas y necesidades de negocio del cliente, de las que se obtuvo su
aprobación en las fases de análisis y diseño del proyecto tras escribir los requisitos y hacer las
diferentes versiones de las maquetas, hasta éstas ser aceptadas.
Aunque se fue muy meticuloso en las fases de análisis y diseño del proyecto, si quedó algún
tema mal interpretado, con cierta ambigüedad, ya que, fue el cliente quien detectó las pequeñas
anomalías en estas pruebas.
6.4. Pruebas unitarias
El objetivo de las pruebas unitarias es lograr comprobar que las partes individuales son
correctas aislando previamente cada una de estas.
Forman parte de la metodología ágil al igual que la metodología Scrum utilizada en este
proyecto aunque con algunas variantes, ya explicadas. La metodología ágil utilizada para estas
pruebas ha sido TDD o Test-Driven Development, que consiste en haber escrito las pruebas y
posteriormente escribir el código fuente. Es decir el código es el último paso [47].
Las pruebas unitarias han sido realizadas sobre el módulo de validación de NIF/NIE. Dicho
módulo se ha desarrollado como proyecto de Visual Studio utilizando el lenguaje C#, por esta
razón se ha utilizado Xunit para probar la batería de pruebas de un total de treinta y seis.
La batería de pruebas contenían NIFs correctos, NIFs con fallo, NIEs correctos y NIEs con
fallo. Nueve casos para cada uno de los cuatro tipos. La pruebas fueron superadas con éxito
salvo aquellas que contenían un espacio al ﬁnal o al comienzo del documento (NIF/NIE). El
error estaba porque no se controlaban las excepciones que lanzaban las expresiones regulares.
Para solventarlo se hicieron leves cambios en dichas expresiones regulares y se controló esas
excepciones con un try catch.
Las demás pruebas que se superaron al principio consistían en:
Introducir caracteres raros entre medias, al comienzo, al ﬁnal.
Intercalar mayúsculas por minúsculas.
Colocar letras donde debía de haber números y viceversa.
Documentos a primera vista correctos, cumpliendo el formato, pero no cumplían el algo-
ritmo.
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Además de esas treinta y seis pruebas unitarias, se ha probado contra un listado de docu-
mentos (NIF y NIE) obtenidos de una base de datos de un sistema en producción desde hace
años, donde había datos tanto válidos como no válidos. En dicha lista había errores porque esos
datos nunca habían sido veriﬁcado. La mayoría era por errores de formato.
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7
Conclusiones y trabajo futuro
Este Trabajo de Fin de Grado ha surgido a raíz de una solución a un problema que previa-
mente Delonia detectó durante el mantenimiento de la plataforma web del cliente. Este proyecto
me lo ofreció la empresa y lo acepte al ver una oportunidad para aprender a utilizar nuevas
tecnologías y para tener la experiencia real de tomar las riendas en un proyecto de desarrollo de
software, que hasta entonces no había sido posible. El resultado ha sido satisfactorio tanto para
mí como para la empresa.
Ha consistido en la realización de un aplicación móvil para tablets Android, con el ﬁn de
realizar solicitudes para la contratación de productos ﬁnancieros de una manera más eﬁciente,
segura y cómoda; para los dos implicados, vendedor y comprador.
A lo largo las diferentes fases del proyecto he ido adquiriendo nuevos conocimientos sobre todo
en la parte de desarrollo. He sido consciente de la importancia de muchos de los conocimientos
adquiridos y de herramientas utilizadas durante la carrera. Por ejemplo, de la rama de ingeniería
del software, las metodologías ágiles, en este caso Scrum algo cambiado.
Una de las cosas que he aprendido, es la importancia de escoger las tecnologías teniendo en
cuenta el trabajo futuro que pueda tener el proyecto a desarrollar.
Otra cosa importante que he observado es, el realizar pruebas cuando se desarrolla software.
Como mejora para próximos proyectos, sería más práctico y coordinado llevar el registro de
las pruebas y sus errores en un canvas digital como puede ser Jira, ya utilizado en este mismo
proyecto para el control de cada iteración de Scrum, que se conoce como Sprint. Donde podría
hacer reportes el cliente y él o los quality tester del proyecto.
También me gustaría comentar que se ha trabajado con la herramienta de Latex para la
realización de este documento. Conocida de oídas antes pero ha sido ahora, cuando se ha utilizado
esta herramienta tan potente y es seguro que la utilice en el futuro cuando me toque realizar
documentación, por ejemplo, la de una API.
Los trabajos futuros relacionados con este proyecto serían los siguientes:
SaleSquire en otras plataformas: consistiría en ajustar la aplicación móvil a los dispo-
sitivos móviles iOS. Una razón por la que se ha utilizado Xamarin.
Internacionalizar la app: afectará tanto al front-end como al back-end. Consistirá en
añadir nuevas tablas en la base de datos para recibir los textos desde el servidor en función
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del idioma escogido. Y para aquellos textos estáticos de la capa de presentación se utilizaría
los ﬁcheros con extensión .resx, propios de Xamarin, que cambia el idioma de la aplicación
en función del que tenga conﬁgurado el dispositivo móvil en ese momento.
Intranet para gestión de la base de datos: consistirá en una plataforma web, con
un estilo Single Page para la administración de la base de datos en el ámbito de rol
administrador. De la que podría encargarme yo mismo y aprendería otra tecnología que
sería React junto con TypeScript. El haber trabajado con .NET Core, simpliﬁcará este
tema.
Integración con sistema externo: consistiría en hacer una integración con un sistema
externo del cliente. Que ﬁnalmente no ha sido posible realizar lo en éste por diversos
motivos, que hacían que escapasen del ámbito de este proyecto por su gran envergadura.
Y pasaría a formar parte de otro proyecto, por supuesto ligado a éste y que lo ampliaría.
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Glosario de acrónimos
TFG: Trabajo de Fin de Grado
NIF: Número de Identiﬁcación Fiscal
NIE: Número de Identidad de Extranjero
SO: Sistema Operativo
SSOO: Sistemas Operativos
SMS: Short Message Service
IDE: Entorno de Desarrollo Integrado
OpenSource: Código abierto. Desarrollo de software en colaboración abierta[48].
Framework: Visión general amplia, esquema o esqueleto de elementos inter-conectados
que admite un enfoque particular para un objetivo especíﬁco, y sirve como una guía que
se puede modiﬁcar según se requiera agregando o eliminando elementos[49].
E-Commerce: Comercio Electrónico
Email Marketing: envío directo de un mensaje comercial a través del canal de correo
electrónico.
BD: Bases de Datos
BBDD: Bases de Datos
MVVM: Modelo Vista VistaModelo
MVC: Modelo Vista Controlador
HTTP: Hypertext Transfer Protocol o Protocolo de transferencia de hipertexto.
POST: Método de HTTP para neviar información desde el cliente para ser procesada.
REST: REpresentational State Transfer o Transferencia de Estado REpresentacional.
JSON: JavaScript Object Notation
JWT: JSON Web Tokens
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TIC: Tecnologías de Información y Comunicación
API: Application Programming Interface o Interfaz de Programación de Aplicaciones
AES: Advanced Encryption Standard
B2B: Business to Business
DNI: Documento Nacional de Identidad
ID: Identiﬁcador
TDD: Test-Driven Development
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En este Anexo se muestra una imagen del diagrama Entidad Relación (ER) resultante durante
el diseño de la base de datos.
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Figura A.1: Diagrama ER pantalla inicio de sesión




B.1.1. Generación de componente y binders
En el siguiente ejemplo se muestra la creación de distintos elementos de Xamarin como son:
ListView, Label, StackLayout y ViewCell. Además del uso de binders para gestionar la propiedad
de los textos en los Label.
_listView = new ListView ()
{
VerticalOptions = LayoutOptions.FillAndExpand ,
HorizontalOptions = LayoutOptions.FillAndExpand ,
SeparatorVisibility = SeparatorVisibility.None ,
SeparatorColor = Color.Gray ,
HasUnevenRows = true ,
ItemsSource = new
ObservableCollection <ProductData >(),
ItemTemplate = new DataTemplate (() =>
{
var nameLabel = new Label()
{
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var descriptionLabel = new Label()
{






new Binding("Description", converter: new
DescriptionConverter ()));
var effectiveDateLabel = new Label()
{










StackLayout stackLabels = new StackLayout ()
{







Children = { nameLabel , descriptionLabel }
};
StackLayout stackImage = new StackLayout ()
{







Children = { effectiveDateLabel ,
stackLabels }
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};
StackLayout stck = new StackLayout ()
{








return new ViewCell { View = stck };
}),
};
Y en el código que hay justo debajo, se trata del OnAppearing, que se ejecuta siempre que se
que recargue la página. Y es un método que se sobrescribe en este caso para asignar los valores
al ListView.








Después se muestra un código que sirve de ejemplo de cómo se construiría una función
asíncrona. Éstas deben devolver siempre un Task o Task<T> y declararse como asíncrona con
async.
Consiste en una función que lee un RSS que devuelve una lista con todos los elementos
obtenidos del archivo con los campos que interesan de cada uno de ellos.




return await Task.Run(() =>
{
List <RssObject > resultado = new List <RssObject >();
var rssFeed = XDocument.Load(url);
string urlImagenPrincipal = "";
bool flag = false;
using (XmlReader rdr = XmlReader.Create(
new System.IO.StringReader(rssFeed.ToString ())))
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if (rdr.NodeType == XmlNodeType.Element)
{















A continuación, un ejemplo de llamada a la función de ReadFeed se utiliza la palabra clave
await.
private List <RssObject > _news;
// ...
_news = await auxReader.ReadFeed(new RssFeedReader (),
@"http ://www.pwop.com/feed.aspx?show=dotnetrocks&filetype=master");
B.1.3. Llamada a servicio
El código que se ve luego hace referencia a una llamada a un servicio REST. También se
trata de un método asíncrono. Donde se recibe como parámetro la ruta del servicio al que se
llamará y luego un diccionario con clave y valor, ambas de tipo string con el que se construirá
el JSON a enviar. Y luego gestionará la respuesta a dicha petición.
En este caso se trata de de una función genérica para crear las peticiones REST (POST), en-
viarlas al servidor y gestionar su respuesta. ya que, contempla los diferentes valores de respuesta
del servidor entre ellas, que haya caducado el token de sesión.
public RestService (){
_client = new HttpClient (); _
client.Timeout = TimeSpan.Parse("0:0:40");
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private async Task <T> GetJSON <T>( string path ,









//SE FORMA EL RAW JSON







sendContent = new ByteArrayContent(sendBody);
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B.2.1. Inicio de sesión & Generación token autentiﬁcador
El método que muestra a continuación, es el servicio de inicio de sesión al que deberá llamarse
desde el front-end. En el se indica que es POST con la etiqueta [HttpPost]. Para los servicio que
necesiten el autorización (Authorization) deben llevar, además, una etiqueta similar [Authorize].
[HttpPost]
public IActionResult Login([ FromBody]LoginRequest
loginRequestData)
{




















var response = loginOperation.Execute(_loginStream ,
new Context ());
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return Ok(response);
}
En el siguiente código se muestra la forma de hacer las restricciones que debe cumplir el objeto
de la petición. Con etiquetas del tipo [Required], obliga a que tenga ese campo y [Required] obliga
a que sea un email. Esto es, permite que se veriﬁque que el modelo de datos del objeto se cumpla.
[Required]
[EmailAddress]
public string Email { get; set; }
[Required]
public string Password { get; set; }
El código de la función que se muestra abajo, se encarga de generar el token de autentiﬁcación.
Utiliza JWT que este ya solo encripta, pero al hacerlo de forma interna se comprueba una segunda
vez, es decir, hay mayor seguridad.






validationParameters , out validatedToken);
var userCodClaim = principal.Claims.FirstOrDefault(
claim => claim.Type == ClaimTypes.NameIdentifier);
var tokenClaim = principal.Claims.FirstOrDefault(
claim => claim.Type == "token");
if (userCodClaim == null || tokenClaim == null)
{
throw new SecurityTokenExpiredException(
"The incoming token has a bad structure.
Get a new access token from the
Authorization Server.");
}
// Comprobamos en la base de datos que existe ese
usuario
//con ese token y que su fecha de finalización es
mayor a
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&& clienteToken.Token ==
tokenClaim.Value);
if (clientesToken == null)
{
throw new SecurityTokenExpiredException(
"The incoming token does not exist.















"The incoming token has expired.






Aquí se muestra un claro caso de la utilización de Uaithne, de como facilita el anidar execu-
ters, que es su principal característica. Porque permite tener un código modularizado y que su
escalabiliadad en un futuro sea más sencilla.







//Aquí se aprovecha la tenología de
Uaithne
_loginStream = new DataBaseReaderExecutor(_dbContext)
{
Next = new TokenGeneratorExecutor
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_logoutStream = new DataBaseTokenExecutor(_dbContext);
}
B.3. Base de Datos
Ahora se muestra parte del script auto-generado por Visual Paradigm para la creación de la
base de datos.
En este caso no ha recibido ninguna modiﬁcación. Pero cuando se ejecutó si se modiﬁcaron
algunos detalles aunque la mayoría fueron nombres y alguna entidad que introducía mal o de
más. De ahí, que sea una buena herramienta porque se ajusta bastante el resultado que te da al
esperado.
CREATE TABLE Stand (IdStand SERIAL NOT NULL ,
IdCompany int4 NOT NULL , Description varchar (100) NOT
NULL ,
EffectiveDate timestamp NOT NULL , Active bool NOT NULL ,
CreateDate timestamp NOT NULL , AlterDate timestamp NOT
NULL ,
CreateUser varchar (100) NOT NULL , AlterUser varchar (100)
NOT NULL ,
PRIMARY KEY (IdStand));
CREATE TABLE AgentStand (IdUser int4 NOT NULL , IdStand int4 NOT
NULL ,
CreateDate timestamp NOT NULL , AlterDate timestamp NOT
NULL ,
CreateUser varchar (100) NOT NULL , AlterUser varchar (100)
NOT NULL ,
PRIMARY KEY (IdUser , IdStand));
CREATE TABLE Agent (IdAgent SERIAL NOT NULL , IdCompany int4 NOT
NULL ,
LoginName varchar (100) NOT NULL UNIQUE , LoginPass
varchar (100) NOT NULL ,
Name varchar (100) NOT NULL , Surname varchar (100) NOT NULL ,
Email varchar (100) NOT NULL , IdCurrentStand int4 ,
EffectiveDate timestamp NOT NULL ,
Active bool NOT NULL , CreateDate timestamp NOT
NULL , AlterDate timestamp NOT NULL , CreateUser
varchar (100) NOT NULL ,
AlterUser varchar (100) NOT NULL , PRIMARY KEY (IdAgent));
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--- ...
ALTER TABLE Stand ADD CONSTRAINT posee FOREIGN KEY
(IdCompany) REFERENCES Company (IdCompany);
ALTER TABLE AgentStand ADD CONSTRAINT FKAgentStand367232
FOREIGN KEY (IdUser) REFERENCES Agent (IdAgent);
ALTER TABLE AgentStand ADD CONSTRAINT FKAgentStand136620
FOREIGN KEY (IdStand) REFERENCES Stand (IdStand);
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