Introduction
As a result of analyzing the art of computer program development, new skills are being suggested to improve programming efficiency.
Two of these skills are the use of structured programming and the ability to work as a member of a team (Khailany and Saxon, 1978) .
The benefits gained from employing these skills in an educational setting (Cheney, 1977; Lemos, 1978; Weinberg, 1971) and in commercial areas (Baker and Mills, 1973; Schonberger and Franz, 1978) have been discussed in the literature.
Structured programming is a method of designing computer programs that provides readability, maintainability, and reliability.
Readability is an important feature of good programming since it facilitates maintenance. Maintainability is concerned with reducing the time required to correct malfunctions or make design modifications. Maintainability is enhanced since structured programs are composed of modules of code that can be easily removed and replaced.
Reliability is based on how long the program operates before it fails. Increased reliability in programs is obtained from reducing the number of component parts (modules), improving the reliability of each and using redundant modules.
Team programming involves the process of one's peers inspecting one's work for errors, ideas, and design methods in order to improve productivity and learning.
The group technique is being applied to proPermission to copy without fee all or part of this material is granted provided that the copies are not made or distributed for direct commercial advantage, the ACM copyright notice and the title of the publication and its date appear, and notice is given that copying is by permission of the Association for Computing Machinery. To copy otherwise, or to republish, requires a fee and/or specific permission. @ 1982 ACM0-89791-067-2/82/002/0156 $00.75 gramming in industrial settings and is advocated for educational settings as one approach to improving programming. As Gruenberger states, cooperation is vital to our industry; students in computing should "learn to depend on the cooperation of others and to offer their cooperation to others" (Gruenberger, 1964, p.6) . Cheney (1977) supports this by advocating that programming instructors need to provide the necessary environment in which the desired skill development can take place.
But little has been done to develop these skills in the classroom in preparation for careers in programming. In fact, the classroom environment has discouraged the development of team approaches.
In the normal computer programming classroom, many instructors stress that programming assignments be done individually.
Collaboration is often viewed as cheating.
The result is an environment in which most learning must be accomplished on an individual basis. "This is a restrictive and undesirable situation that inhibits the degree of learning that can take place" (Cheney, 1977) .
Under this approach, many programming instructors have stressed individuality in student programming because this facilitated measurement of a student's performance.
Many students are secretive about their programming knowledge because they realize that one way they can gain an advanced standing in the class is to meet moredeadlines than their classmates. The result is a learning environment in which the learner is isolated and restricted from developing desirable cooperation and communication skills.
However, it appears to be an environment in which the learner develops independence and self-reliance.
There appears to be a conflict between the classroom instructional strategies which have evolved to promote language learning and the strategies which are advocated by industrial computer managers for developing programming skills.
Language learning has generally been considered an individual endeavor whereas programming may be best achieved as a group activity. This research is designed to determine if the use of team methods in solving programming assignments affects student achievement. Student achievement in this case is measured by scores on the final examination.
The primary objective of this study is to investigate the effect of group programming as an instructional activity. More specifically, the study is to determine whether significant end-of-semester differences exist between two particular groups of students enrolled in an Introduction to COBOL Programming course at the University of Wisconsin-La Crosse, (henceforth UWL) when a control group writes programs in the traditional individualized manner and the experimental group writes programs in teams of three.
Differences in COBOL language achievement will be measured along three dimensions: i.
knowledge'of grammatical structure and syntax rules, 2.
ability to read programs and determine the output of a program given its input and, 3.
the ability to write a COBOL program or program segments, given a statement of the problem.
The secondary objective is to attempt to contribute much needed research to areas of teaching and learning a computer programming language.
Statement of Hypotheses
The hypotheses to be tested was there are no significant differences between students who complete class programming assignments on their own and students who complete class programming assignments in teams i.
in the scores on the end-of-term COBOL language grammar/syntax portion of the final exam 2.
in scores on the end-of-term COBOL reading portion of the final exam 3.
in scores on the end-of-term COBOL program writing portion of the final exam 4.
in average programming scores 5.
in course grade.
Sample
The subjects included in the study were students enrolled in the four sections of Introduction to COBOL Programming Computer Science 222 (henceforth CPTS 222), at UWL during the Spring and Fall semesters of 1980.
Each semester, one of the four sections was randomly chosen as the control group with the remaining three (3) sections comprising the experimenta~ group.
One instructor had two experimental sections and the control section while the other instructor had the remaining experimental section. Seventy (70) students received a grade for the course after the Spring semester and 99 students received a grade for the course after the Fall semester.
The same programming assignments were made for all sections.
The students in the experimental sections were randomly assigned to teams of three and the teams were different for each programming assignment.
Analysis of Data
The means and standard deviations for both treatment groups (experimental and control) for all biographical variables and control) for all students are presented in Table I .
The t test indicates a significant difference between treatment groups in computer science grade point average.
No significant differences were found for any of the other biographical variables.
The F ratios of the analysis of variance of criterion variables by treatment group is presented in Table II .
The F ratio for average programming scores indicates that treatment has a highly significant effect on the average programming scores.
The experiment group has the higher score of the two treatment groups.
The F ratio for the pretest-posttest syntax difference indicates a significant difference between treatment groups with the control group scoring the higher of the two treatment groups.
The F ratio for the writing portion of the final exam indicates a significant difference between treatment groups. The control had the higher score of the two treatment groups.
Since the computer science grade point average for the control group was significantly higher than for the treatment group, the computer science grade point average was used as a covariate. The F ratios from the analysis of variance for the criterion variables by treatment with computer science grade point average as a covariate are presented in Table III . The F ratio for the average programming score indicates a highly significant difference between treatment groups when the variation due to computer science grade point average is removed.
No significant differences were found between treatment and control groups for syntax differences, reading difference, posttest writing scores, or course grade.
Discussion
The research was conducted to determine the effect of team programming on student achievement in a beginning computer programming language class.
The results of this investigation indicated some very interesting patterns concerning student achievement in the areas of learning the syntax of a new computer language and the development of reading and writing abilities.
As was expected, the average programming scores for those subjects working in teams were better than for those subjects working alone.
The programs were graded by the instructors without knowledge of whether the program was from the control group or the experimental group. These findings supported the research of Baker and Mills (1973) and Lemos (1978) . These results also agree with the findings of Laughlin and Johnson (1966) that members of a team provide complementary information.
The fact that the teams had higher average programming scores indicated the students involved in team programming activities in a classroom situation were able to work together in some manner to produce a satisfactory program.
This was of some initial concern to the researcher since the experimental ggoup was under additional constraints of scheduling work time together.
Even under these constrants, they were more productive.
A significant difference was found between the treatment and control groups on the amount of time spend coding the programming assignments.
This supported the findings of Baker and Mills (1973) that programmer teams spend less time producing the better programs.
Thus, the experimental group had more time to put in the extras to qualify for additional points in the scoring categories of program length, output embellishments, and program design.
The control group, on the other hand, spent more time meeting the minimal requirements and may not have had time for the extras.
There were no significant differences found between the experimental and control groups in their syntax, reading, or writing scores or in their grades.
The control group improved more than the treatment group in the syntax portion of the posttest.
The control also scored higher than the treatment group in the writing portion of the posttest.
However, since the control group was superior in intellectual ability, the results were difficult to interpret.
One possibility was that students working as individuals do learn more syntax.
A second possibility was that brighter students can be expected to gain more than less intelligent students. The analysis of covariance used deleted part of the variance due to computer science grade point average but not all the variance.
For those considering using team programming in classroom situations, consideration might be given to the use of computer assisted instruction or other supplementary instruction for the experimental group to help them with syntax.
Conclusions
Several benefits can be identified in using team programming in classroom situations.
First for the faculty involved, the team programming results in fewer programs to grade (one-third as many programs when using teams of three). Another benefit to the faculty, as stated by Schonberger and Franz (1978) , is that students learn from their team members instead of asking the instructor or consultants for assistance.
Secondly, the computer center would benefit from team activities in the classroom.
Fewer resources would be necessary and, as found by Lemos (1978) , fewer runs would be made for each programming assignment.
Team programming, when used in upper division computer science courses would allow the students to complete larger more realistic projects in the course of a semester than could be done individually.
This was one advantange to team assignments in computer programming classes cited by Schonberger and Franz (1978) . Baker and Mills (1973) indicated that industry was interested in improving the quality and productivity of programming through the use of structure programming and programmer teams.
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