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Industrijski roboti postajajo vsako leto bolj priljubljeni, ekonomsko dostopni in potrebni za 
opravljanje različnih, predvsem nevarnih, natančnih in hitrih operacij v proizvodnji. Vsakega 
robota, ki ga vključimo na novo delovno mesto, je treba najprej sprogramirati oz. ga naučiti 
potrebnih pomikov. Ta proces je zamuden, v nekaterih primerih pa tudi nevaren, saj lahko 
vodi v mehanske poškodbe drage robotske opreme in tudi ljudi. Z razvojem računalništva se 
je začel razvoj simulacije, ta pa postaja čedalje pomembnejše vizualizacijsko, načrtovalno 
in strateško orodje na različnih področjih raziskav in razvoja. Še posebno izrazito vlogo ima 
prav v robotiki. V zaključnem delu je predstavljen postopek izdelave simulacijskega modela 
za robotsko roko proizvajalca Fanuc. V prvem delu so predstavljeni različni industrijski 
roboti, ROS, v sklopu katerega delujejo uporabljeni simulator Gazebo, robotska simulacija, 
dinamika in paket MoveIt! V drugem delu pa je opisan postopek izdelave simulacijskega 
modela od nalaganja ROS do končnega rezultata. 
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Industrial robots are becoming more and more popular, economically accessible and 
necessary to perform various, especially dangerous, precise and fast operations within 
production. Each robot that we introduce to a new working place must first be programmed 
or taught the necessary moves. This process is not only time consuming, but in some cases 
also dangerous, as it can lead to mechanical injuries to both expensive robotic equipment 
and humans. With the development of computer science, simulation is becoming an 
increasingly important visualization, planning and strategic tool in various fields of research 
and development. It has a particularly prominent role in robotics. The thesis presents the 
process of making a simulation model for a robotic arm manufactured by Fanuc. The first 
part includes descriptions of various industrial robots, ROS on which Gazebo simulator 
operates, robot simulation, dynamics and the MoveIt! package. The second part describes 
the process of creating a simulation model from installing ROS to the final usable model. 
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1 Uvod 
1.1 Ozadje problema 
Zaradi razvoja cenejše, zmogljivejše in prilagodljivejše tehnologije ter vseh prednosti, ki jih 
industrijski roboti ponujajo v primerjavi s človekom (ponovljivost, natančnost, 
prilagodljivost, hitrost, delo v težkih razmerah …), se čedalje več podjetij, v katerih je to 
mogoče in predvsem ekonomsko smotrno, odloča za uporabo robotov. Prav tako se 
predvsem zaradi pocenitve tehnologije in enostavne programabilnosti ter implementacije v 
proizvodnem sistemu industrijski roboti začenjajo uporabljati tudi v neserijskih in malo 
serijskih proizvodnjah ter drugih obratih, ki niso nujno vezani na proizvodnjo (skladišča, 
trgovine, bari …).  
 
Vsak robot, ki ga uvedemo na novo delovno mesto, je treba najprej sprogramirati oz. naučiti 
določenih gibov. To je po navadi delo upravljavca robota, ki to izvede z uporabo naprave za 
učenje (angl. teaching pendant), ki se ji reče TP, in v programskem jeziku, ki ga določi 
proizvajalec. Torej je treba robota pri vsaki spremembi dela oz. gibov, ki jih opravlja, ustaviti 
oz. ga nadomestiti z drugim robotom, ki smo ga teh gibov že naučili. 
 
Robotski operacijski sistem (angl. Robot Operating System) oz. krajše ROS je na tem 
področju velika prednost, saj omogoča uporabo drugih in predvsem naprednejših ter 
razširjenih programskih jezikov (npr. C++, Python itd.). Tako je lahko programska koda in 
s tem operacija, ki jo robot opravlja, bolj kompleksna in optimizirana, poleg tega pa je lažje 
dobiti usposobljen kader, ki obvlada enega izmed teh programskih jezikov, kot pa 
proizvajalčevega (npr. Karel). Prav tako je programska oprema ROS odprtokodna, kar 
pomeni, da ljudje, ki v tem okolju ustvarjajo kodo in aplikacije, to lahko prosto objavijo na 
spletu, da je dostopna vsem drugim uporabnikom, s tem pa podjetju precej zniža stroške 
nabave programske opreme.  
 
Velika prednost na tem področju je tudi uporaba simulacijskih programov oz. simulatorjev 
(v mojem primeru bo to simulator Gazebo), ki nam omogočajo razvijanje programske kode 
oz. aplikacij brez zanašanja na fizičnega robota, s tem pa podjetja veliko prihranijo pri času 
in (s tem) tudi pri stroških. Prav tako lahko aplikacije varno testiramo v simuliranem 
računalniškem okolju, ki nam omogoča, da implementirano kodo in gibe robota vidimo v 
grafičnem vmesniku, s čimer lahko identificiramo razne napake, jih odpravimo in se s tem 
izognemo tudi morebitnim mehanskim poškodbam fizičnega robota, njegovega delovnega 
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prostoru ali posameznika. Testirano aplikacijo lahko nato v nekaterih primerih (če robotova 
programska oprema to omogoča (zato uporabimo ROS)) prenesemo neposredno na robota. 
 
 
1.2 Cilji 
Cilj moje zaključne naloge je bil: 
- raziskati ROS in kreiranje simulacijskih modelov, 
- izdelati simulacijski model robotske roke Fanuc LR mate 200iD znotraj simulacijskega 
okolja Gazebo, 
- uresničiti možnost premikanja robotske roke z uporabo paketa MoveIt! 
 
Končni cilj je torej bil narediti simulacijski model robotske roke, ki jo uporabljajo v 
laboratoriju LAKOS predvsem za izvedbo vaj in učenje bodočih strojnikov ter mehatronikov 
o programiranju/učenju robotov. Ta simulacijski model bo, poleg že omenjenega 
identificiranja in s tem preprečevanja napak, omogočal tudi, da bodo lahko študenti na vajah 
namesto zamudnega posamičnega dela na robotu kodo pisali v svoje prenosne računalnike 
in to, ko bo dokončana, naložili neposredno na robota (pod pogojem, da ima robot 
integrirano primerno odprtokodno programsko opremo). 
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2 Teoretične osnove in pregled literature 
2.1 Industrijski roboti 
Industrijski robot je po standardu ISO 8373:2012 [1, 2] definiran kot avtomatsko krmiljen 
(povratnozančno voden), reprogramirljiv večnamenski manipulator, programirljiv v treh ali 
več oseh. Lahko je fiksen ali mobilen. Uporabljamo ga v procesih industrijske 
avtomatizacije. Standard razlaga tudi uporabljene pojme v definiciji: 
- reprogramirljiv/programirljiv: zasnovan tako, da je sprogramirana gibanja in pomožne 
funkcije mogoče spremeniti brez dodatnih fizičnih modifikacij, 
- večnamenski: možnost prilagajanja različnim aplikacijam s fizičnimi modifikacijami, 
- manipulator: stroj, pri katerem je mehanizem sestavljen iz serije segmentov (povezanih v 
členkih), ki se pomikajo relativno drug na drugega z namenom držanja ali premikanja 
objektov (orodje ali kos), po navadi v več prostostnih stopnjah, 
- os: smer, uporabljena za specificiranje giba posameznega elementa strukture robota, gib 
je lahko linearen ali rotirajoč. 
Opomba: industrijski robot vključuje manipulator (vključno z aktuatorji), krmilnik (ki 
vključuje TP) in komunikacijski vmesnik (kar zajema programsko in strojno opremo)) [1]. 
 
Definicija industrijskih robotov torej zajema zgolj večnamenske manipulatorje, ne pa tudi 
industrijskih robotov, ki so bili razviti zgolj za opravljanje specifične funkcije (namenski) in 
niso reprogramirljivi [2]. 
 
 
2.1.1 Razvoj industrijskih robotov  
Razvoj robotike se je kot pri skoraj vsaki tehnologiji začel z znanstveno fantastiko. Karel 
Čapek je leta 1922 v svoji drami Rossum's Universal Robots prvič uporabil izraz robot, 
nadaljeval pa je ameriški pisatelj Isaac Asimov, ki je v štiridesetih letih 20. stoletja prvič 
uporabil izraz robotika. Njuna pristopa sta se pomembno razlikovala, Čapek je robote že 
takrat označil za zlobne stvaritve, ki bodo nekoč zavladali svetu, Asimov pa je vanje vgradil 
vezja, ki naj bi preprečevala, da bi roboti kdaj škodovali človeku. Asimov je zasnoval tudi 
tri zakone robotike, ki so še zdaj vodilo razvijalcem robotske inteligence. Ti zakoni so:  
1. Roboti ne smejo škodovati ali s svojim mirovanjem dovoliti poškodbo človeškemu bitju. 
2. Roboti morajo upoštevati vse ukaze človeka, razen če ti nasprotujejo prvemu zakonu. 
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3. Roboti morajo varovati tudi svoj obstoj, a le, če ta ne nasprotuje prvemu ali drugemu 
zakonu. 
 
Zgodovina robotike kot znanosti se je začela z Georgeem C. Devolom, ki je že leta 1954 
zaprosil za prvi patent za programibilen robotski manipulator. Leta 1956 je spoznal Josepha 
Engelbergerja, z intenzivnim delom na njegovih idejah in prototipih pa sta leta 1959 izdelala 
prvi prototip delujočega robota. Ta isti prototip sta do leta 1961 izboljšala in ga tudi uspešno 
prodala ter implementirala v tovarno General Motors. Gre za prvi industrijski robot v 
zgodovini, poimenovala sta ga Unimate in je prikazan na sliki 2.1. Istega leta je Georgeu C. 
Devolu tudi uspelo dobiti patent iz leta 1954, kar je bila podlaga za nastanek prvega 
robotskega podjetja na svetu Unimation Inc. Funkcija robota Unimate je bila vse do leta 
1969 nalaganje ulitkov, za tem sta robota adaptirala in spet kot prvemu prodala General 
Motorsu za funkcijo točkovnega varjenja [2, 3]. 
 
 
 
Slika 2.1: Robot Unimate [3] 
 
Ker je bila implementacija tega robota tako uspešna (kmalu so jih kontaktirala še druga 
velika avtomobilska podjetja, kot so Fiat, Chrysler, Ford), je temu sledil zelo hiter napredek 
tehnologije robotov. Razvoj robotov se je začel tudi v drugih državah, ki so zelo pomembne 
na področju robotike (Japonska, Nemčija, Švedska …) [2, 3]. 
 
Čedalje širši nabor funkcij, ki so jih roboti bolje in hitreje opravljali od ljudi, je povzročil 
razvoj zelo različnih struktur, ki so predstavljene v naslednjem poglavju. Daleč 
najpomembnejši napredek je bil razvoj DC-elektromotorjev, ki so hitro nadomeščali prej 
uporabljene hidravlične pogone. Hidravličen pogon je bil dober za velika bremena, problem 
pa je imel v hitrosti, natančnosti in ponovljivosti. Pnevmatski pogoni prav tako niso bili 
uporabni zaradi ekstremno slabe ponovljivosti in kontrole. Tako so DC-elektromotorji 
kmalu prevladali na trgu robotov. Njihov problem je bil le še v nosilnosti, kar se je z 
razvojem AC-servo motorjev povsem spremenilo. Hidravlični pogoni so se uporabljali 
praktično le še v aplikacijah barvanja (kjer so elektromotorji predstavljali preveliko požarno 
nevarnost). V današnjih robotih zato večinoma prevladujejo AC-servo motorji [2, 3]. Zaradi 
velikega tehnološkega napredka pa se močno razlikujejo od starih po ceni in zmogljivosti. 
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Uporabljamo jih v številnih industrijah, saj omogočajo veliko boljšo vzdržljivost, 
ponovljivost, hitrost in natančnost kot ljudje, predvsem pa delujejo v nemogočih in celo 
nevarnih delovnih razmerah. Prevladujejo na naslednjih aplikacijah: varjenje, barvanje, 
sestavljanje in razstavljanje, pobiranje in odlaganje, pakiranje, kontrola kakovosti, testiranje 
itd. Po zadnjih statistikah naj bi bilo leta 2020 v uporabi okrog 1,7 milijona industrijskih 
robotov po vsem svetu [4]. 
 
 
2.1.2 Vrste 
Industrijski roboti so ponavadi spojena struktura, ki jo je mogoče najti v več različnih 
konfiguracijah [3]. Pri odprtih manipulatorjih (kar pomeni, da imajo odprte kinematične 
verige) te konfiguracije običajno delimo glede na prve tri sklepe od osnove. Od 72 možnih 
konfiguracij jih je nekaj bolj običajnih kot drugih [19]. Vsaka izmed njih ima prednosti in 
slabosti. V tem poglavju je predstavljena klasifikacija za 5 najpogostejših: 
- artikulirani roboti, 
- kartezični roboti, 
- SCARA roboti, 
- cilindrični roboti 
- paralelni roboti. 
  
Najpogostejša konfiguracija robotov, ki jih najdemo v industriji, so artikulirani roboti. Ti, 
navadno 6-osni stroji (čeprav obstajajo tudi manj, predvsem 4- in večosni) so podobni 
človeški roki; sestavljeni so iz samih rotacijskih sklepov in so zelo primerni za delo v težko 
dostopnih prostorih [3]. Artikuliran robot je prikazan na sliki 2.2.  
 
 
 
Slika 2.2: Artikuliran robot [3] 
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Konfiguracija je med vsemi najbolj razširjena in obsega 60 odstotkov vseh uporabljenih 
industrijskih robotov na svetu. Uporablja se za veliko različnih aplikacij, predvsem varjenje, 
barvanje, rezkanje, litje, pobiranje in odlaganje. Dosegi variirajo od 0,5 m do več kot 3,5 m, 
nosilnost pa znaša med 3 in 1000 kg [3]. 
 
Artikulirana robotska roka z izbirno podajnostjo, imenovana SCARA (angl. Selective 
compliance assembly robot arm), je bila originalno razvita za aplikacije sestavljanja (od tu 
tudi ime). Ta 4-osna robotska roka je sestavljena iz dveh rotacijskih sklepov, ki delujeta v 
isti rotacijski ravnini, in iz translatornega sklepa ter še enega rotacijskega sklepa, prikazana 
pa je na sliki 2.3. Ta konfiguracija je zelo toga v vertikalni smeri in omogoča visoke hitrosti, 
pospeške in delo z zelo ozkimi tolerancami. Običajno so precej majhni, imajo nosilnost do 
2 kg in doseg do enega metra. Uporabljajo se predvsem za aplikacije sestavljanja, pa tudi za 
pakiranje in pobiranje ter odlaganje [3].  
 
 
 
Slika 2.3: SCARA-robot [3] 
 
Kartezični roboti vključujejo vse industrijske robote, ki vsebujejo le translatorne sklepe za 
vse glavne osi, imenujejo pa se tako, saj so gibi enaki kartezičnemu koordinatnemu sistemu. 
Običajno so 3-osni, čeprav obstajajo izvedbe z dodano rotacijsko osjo, montirano na zadnji 
linearni osi. Velika prednost te konfiguracije je, da jo je mogoče sestaviti iz modularnih 
kompletov, kar omogoča veliko fleksibilnosti, kljub konstruiranju za neko specifično 
aplikacijo. Dolžina glavne osi je lahko manjša od enega metra in tudi večja od deset metrov, 
nosilnost pa je lahko majhna ali pa s primerno konstrukcijo ogromna, tudi večja od 3000 kg. 
To pomeni, da so ti roboti primerni za majhne in lahke kose, pa tudi za zelo velike in težke 
kose. Ta konfiguracija obsega 22 odstotkov vseh prodanih robotov letno in je primerna za 
zelo veliko aplikacij, od pobiranja in odlaganja, do varjenja, rezkanja, 3D-tiskanja in še 
veliko drugega [3]. Kartezični robot je prikazan na sliki 2.4. 
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Slika 2.4: Kartezični robot [3] 
 
Paralelni roboti, imenovani tudi delta roboti, so med novejšimi konfiguracijami na trgu in 
so prikazani na sliki 2.5. Sestavljeni so iz baze s pogoni, na katero so pritrjene roke, ki imajo 
sočasne prizmatične in rotacijske sklepe. Njihova velika prednost je, da se zaradi oblike 
zmanjša obremenitev znotraj posamičnih rok, kar omoči velike hitrosti in pospeške. Omejeni 
pa so predvsem z nosilnostjo, ki je tipično pod 8 kg. Tipične aplikacije uporabe so pobiranje 
in odlaganje na tekočih linijah in sestavljanje elementov [3].  
 
 
 
Slika 2.5: Paralelni robot [3] 
 
Cilindrični roboti imajo kombinacijo rotacijskih in translatornih sklepov. Zasnovani so 
tako, da tvorijo cilindrični koordinatni sistem. Tipično so sestavljeni iz rotirajoče baze, ki ji 
sledita vertikalen in horizontalen sklep. Programiranje in vizualizacija sta preprosta. 
Najbolje so opremljeni za splošne operacije pobiranja in odlaganja. Prikazani pa so na sliki 
2.6.  
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Slika 2.6: Cilindričen robot [5] 
 
2.2 Učna celica Fanuc 
Zaključna naloga je izvajana na robotu proizvajalca Fanuc, model LR mate 200iD, na naši 
fakulteti pa je v učni celici Fanuc. Ker drugi deli učne celice Fanuc, poleg robotske roke, 
niso povezani z mojo zaključno nalogo, so v tem poglavju le omenjeni. 
  
Učna celica Fanuc je odličen pripomoček za učenje robota novih procesov in gibov, prav 
tako pa tudi za učenje novih upravljavcev robotov, saj je robotska roka znotraj posebne 
varnostne kletke, ki uporabnika varuje. Učna celica poleg robotske roke in varnostne kletke 
pod mizo vsebuje še kamero, učno enoto (TP) in krmilnik. Celica je prikazana na sliki 2.7.  
 
 
 
Slika 2.7: Učna celica Fanuc [6] 
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2.2.1 Fanuc LR mate 200Id 
V učni celici je nameščen robot oz. robotska roka Fanuc LR mate 200 iD. Gre za 
artikuliranega robota, sestavljenega iz 6 rotacijskih sklepov. Po velikosti in dosegu je zelo 
podoben človeški roki. Tehta 25 kg, ima doseg 717 mm, dviguje pa lahko bremena, težka 
manj kot 7 kg. Robotska roka je prikazana na sliki 2.8 [7]. 
 
Delovni prostor robota oz. volumen, v katerem robot obratuje, je prikazan na sliki 2.9 [7]. 
Delovni volumen je določen z razdaljo, ki jo doseže središče 5. osi robota, kar pomeni, da je 
znotraj delovnega prostora robot zmožen postaviti orodje pod katerikoli kot.  
 
 
 
Slika 2.8: Fanuc LR mate 200iD [7] 
 
 
 
Slika 2.9: Delovno območje robotske roke Fanuc LR mate 200iD [7] 
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2.3 Robotski operacijski sistem (ROS) 
Robotski operacijski sistem je fleksibilno ogrodje za pisanje oz. kreiranje robotske 
programske opreme (aplikacij). Je zbirka orodij, knjižnic in konvekcij, usmerjenih v 
poenostavitev ustvarjanja kompleksne in robustne programske opreme za čim večje število 
različnih robotskih platform [9]. Kreiranje robustne, splošne robotske programske opreme 
je zelo zapleteno (predvsem, ker skoraj vsako robotsko podjetje uporablja različno 
programsko opremo), prav tako pa je znanje, potrebno za implementacijo nekega (nam 
ljudem verjetno trivialnega) problema, zelo obsežno. Prav zato je bil v prvem desetletju 21. 
stoletja ustvarjen ROS, pri tem pa je sodelovalo ogromno raziskovalcev (večinoma z 
Univerze Stanford), ki so prispevali ogromno strokovnega znanja in seveda časa. Zaradi 
številnih prednosti, ki so predstavljene v naslednjem podpoglavju, je platforma postala zelo 
uporabljena v raziskovalni in industrijski robotiki [8, 9]. 
 
 
2.3.1 Zakaj ROS? 
Pri razvoju novega robota bi se za razvoj programske opreme na platformi ROS odločili 
zaradi številnih prednosti [8, 10]. Nekatere izmed njih so: 
- Deluje na Unixovih platformah, kar pomeni, da je sistem intuitiven za uporabo vsem 
uporabnikom, ki imajo izkušnje z uporabo operacijskega sistema Linux. 
- Sistem je decentraliziran in deluje na principu enak z enakim (P2P), kar pomeni, da je 
sestavljen iz večjega števila majhnih programov (vozlišč), ki komunicirajo neposredno 
med seboj (ni vmesnega centralnega vozlišča). Sistem je zato bolj kompleksen, a bolj 
varen in se ob večji količini podatkov bolje obnese. 
- Ogromna količina orodij: lahko najdemo veliko že pripravljenih in dobro optimiziranih 
orodij, ki jih le naložimo in že so pripravljeni na uporabo (npr. simulatorja RViz in 
Gazebo). 
- Velika knjižnica v industriji uporabljenih robotov ter senzorjev in aktuatorjev, ki se vsak 
dan še povečuje. 
- Podpira več jezikov: za določene specifične naloge, ki jih mora program izvajati, so 
nekateri programski jeziki primernejši in ROS omogoča, da je vsako vozlišče napisano v 
poljubnem programskem jeziku (python, C++, java …), česar druge platforme ne 
omogočajo. To pomeni tudi, da lahko vzamemo obstoječo knjižnico, napisano v 
poljubnem jeziku, kar nato obdamo z ROS-infrastrukturo in uporabimo. 
- Ogromna in aktivna skupnost: na spletu lahko najdemo veliko različnih vodnikov in 
literature za učenje ROS, prav tako lahko pomoč poiščemo na katerem izmed forumov. 
- Gre za odprtokodno in brezplačno platformo: izdan je bil pod odprtokodno licenco, kar 
omogoča zasebno in komercialno rabo (uporabnik lahko svoj projekt zadrži v svojem 
privatnem arhivu ali pa ga deli s svetovno skupnostjo).  
 
ROS ima tudi nekaj slabosti, na primer učenje do najvišje ravni znanja ni ravno preprosto (z 
njihovimi wiki stranmi in vodniki je mogoče preprosto pridobiti le bolj osnovno znanje), 
poleg tega je problem tudi v modeliranju robotov, saj ni uporabniškega vmesnika za 
enostavno vizualizacijo med pisanjem kode (kot smo strojniki navajeni v modelirnikih) [8, 
10].  
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2.3.2 Ravni ROS 
Za poznavanje in razumevanje delovanja ROS je treba spoznati nekaj ključnih konceptov in 
pojmov, ki so pri ROS v splošnem razdeljeni na tri ravni [8]: 
- raven datotečnega sistema, 
- raven ROS (računskega) grafa (angl. computational graph), 
- raven skupnosti. 
 
 
2.3.2.1 Raven datotečnega sistema 
Podobno kot pri operacijskem sistemu so tudi ROS-datoteke na trdem disku organizirane v 
določenem zaporedju. Naslednji diagram na sliki 2.10 dobro prikaže, kako so datoteke na 
disku urejene. 
 
 
Slika 2.10: ROS datotečni sistem [8] 
 
Razlaga posameznih blokov datotečnega sistema [8, 11]: 
- Meta paketi so specializirani paketi, ki predstavljajo skupino več povezanih paketov. 
- Paketi so najbolj osnovna enota ROS-programske opreme. Vsebujejo postopke izvajanja 
ROS (vozlišča), knjižnico, konfiguracijske datoteke, lahko tudi še katere druge podatke 
in kode. Paketi so najbolj osnovni elementi gradnje in izdaje v ROS (pomeni, da je to 
najmanjši element, ki ga lahko sestavimo in delimo z drugimi uporabniki). 
- Manifesti paketov (paket.xml) vsebujejo podatke o paketu, vključno z njegovim 
imenom, različico, opisom, podatkih o licenci, odvisnostmi in drugimi informacijami, kot 
so npr. uvoženi paketi. 
- Sporočila (.msg) definirajo strukture podatkov, ki se pošiljajo med posameznimi procesi 
ROS.  
- Storitve (.srv) definirajo strukture podatkov o zahtevah in odzivih pri 
interakciji/komunikaciji med posameznimi procesi. 
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- Repozitorij (spada tudi že na raven skupnosti) je zbirka paketov, ki ima skupen kontrolni 
sistem verzije (angl. VCS- version control system), kot je npr. Git. Na ta način je 
vzdrževanih večina ROS-paketov. 
 
 
2.3.2.1.1 ROS-paket 
Tipična struktura ROS-paketa je prikazana na sliki 2.11. Razlaga posameznih blokov [8, 11]: 
- V mapi config so zbrane vse konfiguracijske datoteke. 
- V mapo include so vključene vse glave in knjižnice, ki morajo biti v paketu. 
- V mapi scripts so zbrane vse skripte Python. 
- V mapi src so zbrane skripte C++ izvorne kode. 
- V mapi launch so zbrane vse (zagonske) datoteke, potrebne za zagon posameznih vozlišč. 
- V mapi msg so zbrane definicije sporočil. 
- V mapi srv so zbrane definicije sporočil. 
- V mapi action so zbrane definicije akcij. 
- Package.xml je manifest paketa. 
- CMakeLists.txt pa je izgradna datoteka CMake-a (ki je podrobneje predstavljen v 
nadaljevanju). 
 
 
 
Slika 2.11: Tipična struktura paketa [8] 
 
2.3.2.2 Raven ROS (računskega) grafa 
ROS (računski) graf je omrežje P2P procesov ROS, ki skupaj procesirajo podatke. Osnovni 
koncepti so prikazani na diagramu na sliki 2.12 [8]. 
 
Razlaga posameznih konceptov [8, 11]: 
- ROS-vozlišča (nodes) so procesi, ki izvajajo računanje. ROS je zasnovan modularno, 
sistem za nadzor robota torej običajno obsega veliko vozlišč. Na primer eno vozlišče 
upravlja kamero, eno krmili kolesne motorje, eno načrtuje pot, eno omogoča grafični 
prikaz (na računalniku) itd. Vozlišča so zapisana z uporabo knjižnice odjemalcev, kot sta 
roscpp (C++) in rospy (Python). 
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- Vodja (master) je glavno vozlišče. Zagotovi registracijo imen in iskanje preostalih 
vozlišč. Brez glavnega vozlišča se vozlišča med seboj ne bi mogla najti, izmenjati sporočil 
ali uveljaviti storitev (o tem podrobno v naslednjem podpoglavju). 
- Strežnik parametrov (parameter server) omogoči shranjevanje podatkov na neki 
centralni lokaciji. Do teh podatkov lahko dostopajo in jih modificirajo vsa vozlišča. Je 
del glavnega vozlišča (master). 
- Sporočila: vozlišča med seboj komunicirajo s posredovanjem sporočil. Sporočilo je 
podatkovna struktura, ki vsebuje podatke o tipu in polje, ki lahko vsebuje set podatkov, 
ki se lahko pošljejo drugemu vozlišču. To so standardni primitivni tipi (kot so cela števila, 
števila s plavajočo vejico itd.). S temi standardnimi tipi gradimo tudi svoja sporočila. 
- Teme: sporočila so usmerjena prek sistema po principu objave/naročnine. Vozlišče pošlje 
sporočilo tako, da ga objavi v temi. Tema je ime, ki se uporablja za prepoznavanje vsebine 
sporočila. Vozlišče, ki ga zanima določena vrsta podatkov, se bo naročilo k ustrezni temi. 
Za isto temo lahko obstaja več sočasnih objaviteljev in naročnikov, eno vozlišče pa lahko 
objavi in/ali se naroči na več tem. Na splošno se založniki in naročniki ne zavedajo 
obstoja drug drugega. Ideja je ločiti proizvodnjo informacij od njene porabe.  
- Storitve: model objava/naročanje pri nekaterih robotskih aplikacijah enostavno ni dovolj, 
saj je bolj enosmeren način transporta podatkov, in ko delamo z distribuiranim sistemom, 
potrebujemo tudi interakcijo zahteva/odziv. Za to se uporabljajo ROS-storitve, ki 
definirajo par struktur sporočil; ena je za zahtevo in ena je za odgovor. Z ROS-storitvami 
lahko spišemo strežnik vozlišče (server node) in odjemalec vozlišče (client node). 
Strežnik vozlišče pod nekim imenom ponuja storitev, odjemalec pa storitev uporablja 
tako, da pošlje sporočilo z zahtevo in čaka na odgovor.  
- Vreče so oblike za shranjevanje in ponovno predvajanje ROS-sporočil. So pomemben 
mehanizem za shranjevanje podatkov (npr. podatki nekega senzorja), ki jih ni enostavno 
zbirati, ampak so pomembni za testiranje in razvoj bolj kompleksnih robotskih 
algoritmov. 
 
 
 
Slika 2.12: Struktura ROS (računskega) grafa [8] 
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2.3.2.2.1 ROS-vodja vozlišče (master node) 
Vodja vozlišče ima v ROS (računskem) grafu zelo pomembno vlogo, saj deluje kot imenska 
storitev, v ROS pa so imena še kako pomembna. To vozlišče shranjuje podatke o 
registriranih temah in storitvah, preostala vozlišča pa z vodjo komunicirajo, ko sporočijo 
podatke o registraciji. Od vodje nato prejmejo informacije o drugih registriranih vozliščih in 
nato po potrebi vzpostavijo direktne povezave s temi vozlišči. Vodja vozlišče bo preostalim 
vozliščem sporočil tudi, ko se bodo informacije o registraciji spremenile, kar omogoča 
vozliščem, da ustvarjajo dinamične povezave tudi, ko se zaženejo nova vozlišča. Prav ta 
arhitektura omogoča ločeno delovanje, pri čemer so imena glavna sredstva, s katerimi lahko 
gradimo ogromne in bolj kompleksne sisteme [8, 11]. 
 
 
2.3.2.3 Raven (ROS) skupnosti 
Koncepti te ravni posameznim skupnostim omogočajo izmenjavo programske opreme in s 
tem znanja. Ti so [8, 11]: 
- Distribucije so zbirke »paketov«, ki jih lahko namestimo. Olajšajo namestitev zbirke 
programske opreme, poleg tega pa vzdržujejo programsko opremo na zadnji dosegljivi 
verziji. 
- Repozitoriji (kot omenjeno že na ravni datotečnega sistema) so zbirke paketov, ki imajo 
skupen kontrolni sistem verzije (angl. VCS- version control system), kot je npr. Git. Na 
ta način je vzdrževanih večina ROS-paketov. 
- ROS wiki je glavni forum za dokumentacijo informacij o ROS (učenje, vaje, 
dokumentacije posameznih paketov). 
- Sistem vstopnic hroščev uporabimo, kadar najdemo hrošča (bug) v obstoječi programski 
opremi. 
- Seznami poštnih sporočil so primarni vir komunikacije o novih nadgradnjah ROS. 
- ROS-odgovori: ta spletna stran je namenjena postavljanju vprašanj o problemih, na 
katere uporabniki naletijo, na vprašanja prav tako odgovarjajo preostali uporabniki. 
- Blog: vsebuje novice, slike in videe, relevantne za ROS-skupnost. 
 
 
2.3.3 Drugi pomembni pojmi 
Za boljše razumevanje ROS je treba razložiti še nekaj pojmov. 
 
Roscore je ukaz, s katerim zaženemo vozlišče vodjo (master node), ROS-parameter server 
in pa vozlišče rosout, ki zbira sporočila od drugih vozlišč in jih shranjuje v log datoteko [8].  
 
Roslaunch je ukaz, s katerim zaženemo zbirke ROS-vozlišč. V nasprotju z Roscoreom 
upravlja launch datoteke, ki opisujejo zbirko vozlišč z njihovimi lastnostmi in imeni, ter 
njihove parametre [8].  
 
Catkin je sistem za izgradnjo ROS-paketov. Odgovoren je za generiranje programov, 
knjižnic, skript, ki jih lahko uporablja uporabnik. Bazira na CMaku (angl. Cross platform 
make). To ponuja ogromno prednosti, kot je uvoz paketov na druge operacijske sisteme, ki 
podpirajo CMake in Python (kot je Windows (kar včasih ni bilo mogoče)) [8]. Prva zahteva 
pri kreiranju ROS-paketov je, da ustvarimo catkin delovni prostor ROS. To je prostor, v 
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katerem gradimo ROS-sistem, poenostavljeno pa je to zgolj niz map, znotraj katerih bo ROS-
koda. Ustvarimo ga v več korakih, ki so predstavljeni v naslednjem poglavju, pri opisovanju 
namestitve ROS in kreiranja delovnega prostora [8]. 
 
 
2.3.4 ROS-industrial 
ROS-industrial je odprtokodni projekt, ki razširi in aplicira napredne zmogljivosti 
programske opreme ROS na industriji relevantno proizvodnjo, avtomatizacijo in robotiko. 
ROS-industrial repozitorij vsebuje knjižnice, orodja in gonilnike za industrijsko uporabljeno 
strojno opremo (za pogoste industrijske manipulatorje, prijemala in senzorje). Podpira in 
vodi ga ROS-industrijski konzorcij. Cilji tega konzorcija so [12]: 
- Ustvariti skupnost, ki jo podpirajo strokovnjaki industrijske robotike in raziskovalci z 
vsega sveta. 
- Zagotoviti eno mesto, na katerem najdemo vse potrebno za industrijske aplikacije ROS. 
- Razviti zanesljivo in robustno programsko opremo, primerno potrebam industrije. 
- Združitev prednosti, ki jih ponuja ROS, z obstoječimi industrijskimi tehnologijami. 
- Zagotoviti preproste uporabniške vmesnike z enostavno uporabo in dobro dokumentacijo. 
- Poenostaviti izvajanje vrhunskih raziskav v industrijski robotiki z uporabo arhitekture 
ROS. 
 
 
2.4 Robotska simulacija 
Simulacija je bila kot pomembno orodje za raziskave in razvoj prepoznana že na začetku 20. 
stoletja. Z razvojem računalništva in predvsem programske opreme se je začela tudi njena 
uporaba za gospodarske (industrijske in druge tehnične) namene. Zdaj je uporabljena na 
številnih področjih, a verjetno ni nikjer tako nepogrešljiva kot v industrijski robotiki in 
avtomatizaciji [13]. 
 
Simulacija je postopek oblikovanja modela dejanskega ali pa teoretičnega fizičnega sistema, 
izvedba modela in analiza izvedbenega rezultata. Pri simulaciji je bistveno načelo učenja, 
saj se s simulacijo lahko na zelo učinkovit način naučimo o nečem (v tem konkretnem 
primeru o obnašanju/gibanju robota in njegovi interakciji z okoljem) in s spreminjanjem 
parametrov (oz. pravil) opazujemo učinke naše interakcije. Drugo najpomembnejše načelo 
simulacije pa je vizualizacija, saj se ljudje na vid najbolj zanašamo. Uporaba simulacije nam 
zato odpira veliko možnosti za reševanje različnih problemov. Mogoče je izvajati raziskave, 
načrtovanje, vizualizacijo in testiranje rešitve nekega problema. Mogoče pa je, da rešitve ne 
bodo ustrezne, ali bodo celo nevarne, vendar bo to razvidno že v simulaciji, ne pa, ko bo 
rešitev že implementirana. Tako se z uporabo simulacijskih orodij izognemo mehanskim 
poškodbam, nepotrebnim spremembam dizajna, ko se proizvodnja posameznih delov že 
začne, predolgim ciklom v proizvodnem procesu in še marsikateri nepredvideni težavi [13].  
Simulacijska orodja so bila prav zaradi naštetega prepoznana kot zelo pomembna ravno v 
robotiki. Pomagajo predvsem pri načrtovanju novih izdelkov (robotov), raziskovanju 
njihovih zmogljivosti in oblikovanju aplikacij (programske opreme), proučevanju strukture, 
značilnosti in funkcije teh izdelkov. Z večanjem kompleksnosti robotskega sistema pa 
postaja vloga simulacije še pomembnejša, saj nam ta poleg že vseh naštetih prednosti 
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omogoča izboljšanje oz. optimiziranje zasnove in delovanja takšnih kompleksnih sistemov, 
poleg tega pa to načrtovanje tudi precej poceni [13]. Simulacija pa ni uporabna le za 
proizvajalce robotske opreme in tiste, ki jih zgolj uporabljajo pri načrtovanju proizvodnje, 
ampak tudi za vsakdanjo rabo v proizvodnji in izobraževanju, predvsem za učenje novih 
gibov brez zanašanja na dejanskega fizičnega robota. 
 
 
2.4.1 Gazebo 
Gazebo je odprtokodni 3D-robotski simulator, ki je integriran tudi v ROS. Od leta 2004 do 
2011 je bil komponenta projekta Player Project, leta 2011 pa je postal samostojen in ga je 
vodil raziskovalni laboratorij in tehnološki inkubator Willow Garage. Leta 2012 je vodenje 
prevzela fundacija odprtokodne robotike OSRF, ki se je pozneje preimenovala v OR (Open 
robotics) [14]. Gazebo je na trgu precej uveljavljen in uporabljen simulator (predvsem, ker 
je odprtokoden in posledično brezplačen, pa tudi zaradi svoje enostavne integracije na ROS). 
Ponaša se z več odlikami v primerjavi z drugimi simulatorji [15]:  
- Omogoča dinamično simulacijo z uporabo več fizikalnih motorjev (angl. physics 
engines), kot so: ODE, Bullet, Simbody in DART. 
- Omogoča napredno 3D-vizualizacijo z uporabo 3D-motorja za upodabljanje (angl. 3D 
rendering engine) OGRE, ki omogoča realistično upodabljanje (angl. rendering) zunanjih 
in notranjih okolij, visoko kakovostne osvetlitve, senc in tekstur. 
- Omogoča generiranje podatkov senzorjev (tudi z dodanimi motnjami iz okolja) iz 
velikega nabora različnih senzorjev (kontaktni senzorji, senzorji navora, sile, 2D- in 3D-
kamer, laserjev …). 
- Omogoča kreiranje povsem novih posamičnih dodatkov in modulov za razne robote in 
senzorje. 
- Vključuje ogromno knjižnico že obstoječih robotov, lahko pa uporabimo tudi obstoječe 
knjižnice iz ROS. 
- Omogoča tudi kreiranje povsem novih robotov s kompleksno geometrijo (prek uporabe 
modelirnika), ki jih zapišemo v formatu URDF/SDF. 
- Omogoča tudi izvajanje simulacije v oblaku ali na oddaljenih serverjih (prek transporta 
TCP/IP).  
  
 
2.5 Dinamika 
Končni gib prijemala je vsota gibov vseh posameznih členkov robota. Posamezni členki pa 
se premikajo zaradi sil in navorov, ki prihajajo iz sklepov. Vsak člen na robotskem 
manipulatorju je podprt z reakcijskimi silami in navori predhodnih členov v verigi in je 
izpostavljen svoji teži ter teži, silam in navorom členov, ki temu členku sledijo v verigi. 
Stanje v vsakem posameznem sklepu je precej kompleksno, ampak se ga da za serijo členkov 
popisati zelo elegantno in jedrnato kot niz sklopljenih diferencialnih enačb v matrični obliki 
(enačba 2.1) [16]. 
𝑸 = 𝑴(𝒒)?̈? + 𝑪(𝒒, ?̇?)?̇? + 𝑭(?̇?) + 𝑮(𝒒) + 𝑱(𝒒)𝑻𝑾 
(2.1) 
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Enačba 2.1 popisuje manipulatorjevo dinamiko. Manipulator je obravnavan kot togo telo. 
Ko poznamo položaj robota, hitrosti in pospeške, nam ta enačba vrne potrebne sile in navore 
na sklepih. Enačbo lahko izpeljemo na več načinov, npr. iz Newtonovega drugega zakona in 
Eulerjeve formulacije gibanja ali pa iz Lagrangeevega energijskega pristopa. Zelo učinkovit 
pristop za izračun te enačbe je Newton-Eulerjev algoritem [16]. 
 
 
2.5.1 Gravitacija 
Člen 𝐺(𝑞) v enačbi (2.1) predstavlja gravitacijo, ki je od vseh preostalih sil najbolj 
dominantna (prisotna je, kadar robot miruje in kadar se giblje). Nekateri roboti uporabljajo 
protiuteži ali pa vzmeti, da zmanjšajo potreben navor zaradi gravitacije, kar posledično 
omogoča uporabo manjših in cenejših motorjev [16].  
 
 
2.5.2 Matrika masnih vztrajnostnih momentov 
Člen 𝑀(𝑞)?̈? v enačbi (2.1) predstavlja matriko masnih vztrajnostnih momentov in je 
funkcija stanja manipulatorja. Ta matrika je pozitivno definitna in tudi simetrična (jo je 
mogoče invertirati). Diagonalni elementi matrike 𝑀𝑗𝑗  opisujejo vztrajnost, ki jo čuti sklep j 
(tj. 𝑄𝑗 =  𝑀𝑗𝑗 ?̈?). Nediagonalni elementi 𝑀𝑖𝑗 = 𝑀𝑗𝑖 (𝑖 ≠ 𝑗) so produkti vztrajnosti in 
predstavljajo vpliv pospeška od sklepa 𝑗 do generalizirane sile na sklepu 𝑖 [16]. 
 
 
2.5.3 Coriolisova matrika 
Člen 𝐶(𝑞, ?̇?)?̇? v enačbi (2.1) predstavlja Coriolisovo matriko in je funkcija sklepnih 
koordinat in sklepnih hitrosti. Sestavljeni so iz centripetalnih navorov (sil), ki so sorazmerni 
z ?̇?𝑗
2, in Koriolisovih navorov (sil), ki so sorazmerni z ?̇?𝑖?̇?𝑗 [16]. 
 
 
2.5.4 Trenje 
Člen 𝐹(?̇?) v enačbi (2.1) predstavlja trenje, ki je za večino električno gnanih robotov 
naslednja najbolj dominantna sila (v sklepih) takoj za gravitacijo. Pri obravnavi trenja lahko 
tega modeliramo kot viskozno trenje, ki je proporcionalno hitrosti, ali pa kot Coulombovo 
trenje, ki je konstantno. Viskozno trenje je skalar, ki velja za pozitivno in negativno hitrost. 
Coulombovo trenje pa je vektor, sestavljen iz pozitivne in negativne komponente [16]. 
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2.5.5 Učinek obremenitve 
Zadnji člen 𝑊 v enačbi (2.1) predstavlja dodatno obremenitev na vrhu robota. Vsak realen 
robot ima specificirano maksimalno obremenitev, ta pa je določena predvsem glede na dva 
efekta. Prvi je, da masa na koncu robota poveča vztrajnost, ki jo čutijo motorji v sklepih 
robota, zaradi česar se zmanjša pospešek in poslabša dinamična odzivnost robota. Drugi 
efekt pa je, da dodatna masa na koncu generira tudi gravitacijsko silo (težo), ki jo morajo 
podpirati vsi sklepi robota [16].  
 
 
2.6 MoveIt! 
MoveIt! je set paketov in orodij za mobilno manipulacijo v ROS in je odprtokoden. Vsebuje 
programsko opremo, ki se uporablja za načrtovanje gibov, manipulacijo, 3D-dojemanje, 
preverjanje trkov, kinematiko, kontrolo in navigacijo. Na uradni spletni strani paketa lahko 
najdemo dokumentacijo, seznam robotov, na katerih deluje, in primere uporabe te 
programske opreme. Seznam robotov, na katerih deluje, je ogromen in vključuje industrijske 
robote največjih robotskih proizvajalcev in nekatere eksperimentalne oz. raziskovalne robote 
manjših podjetij in raziskovalnih ustanov. Poleg vsega tega pa MoveIt! ponuja tudi 
enostaven grafičen vmesnik za nove robote [8]. 
 
 
2.6.1 MoveIt! arhitektura 
Za lažjo predstavo je na sliki 2.13 predstavljen diagram MoveIt! arhitekture. 
 
 
 
Slika 2.13: MoveIt! arhitektura [8] 
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Na diagramu arhitekture je osrednje vozlišče imenovano move_group. To vozlišče poveže 
različne funkcionalnosti MoveIt! in integrira kinematiko, načrtovanje pomikov in dojemanje 
robota (senzorji). Gre torej za vozlišče integrator, na katerem se ne izvajajo nobeni algoritmi, 
npr. za planiranje gibov, ampak se zgolj povežejo oz. integrirajo vse zmožnosti kot vtičniki. 
Obstaja veliko različnih vtičnikov; za reševanje kinematike, planiranje gibov itd. Delovanje 
na principu vtičnikov (podobno kot ROS) pa ponuja še eno veliko prednost, in to je 
enostavno dodajanje novih vtičnikov, s čimer lahko še razširimo količino zmožnosti znotraj 
MoveIt! [8]. 
 
Ko je robot ustrezno konfiguriran in pripravljen za uporabo v MoveIt!, ga lahko premikamo 
prek vozlišča move_group na tri načine [8]: 
- uporaba paketa move_group_interface, ki temelji na C++ API-ju in je primeren za 
napredne uporabnike, 
- uporaba paketa moveit_commander, ki temelji na Python API-ju in je prav tako primeren 
za napredne uporabnike, 
- uporaba grafičnega vmesnika RViz, ki je primerna za začetnike in tudi naprednejše 
uporabnike. 
 
 
2.6.2 Načrtovanje gibanja 
Predpostavimo, da poznamo začetno pozicijo robota, želeno končno pozicijo robota, 
geometrijski opis robota in sveta (URDF), potem je načrtovanje poti gibanja tehnika iskanja 
optimalne poti, ki premika robota postopoma od začetne pozicije do ciljne pozicije, pri čemer 
se robot ne sme dotakniti nobenih ovir v svetu ali se zaleteti z drugimi členi robota. Torej, z 
vtičnikom za načrtovanje poti iščemo trajektorijo, ki bo zadostila vsem tem pogojem. 
Privzeto se v Moveit! uporablja vtičnik OMPL za načrtovanje poti, vendar lahko uporabimo 
različne vtičnike (lahko kreiramo tudi svoje) [8].  
 
Za začetek načrtovanja poti pošljemo zahtevo vtičniku za načrtovanje poti, ki vključuje 
specifikacije končne pozicije robota. Vtičniku pa predpišemo tudi dodatne omejitve, ki jih 
mora upoštevati pri načrtovanju (po navadi zapisane že v URDF-datoteki), ki so: 
- omejitve pozicije (omejijo pozicije posameznih členov), 
- omejitve orientacije (omejijo orientacije posameznih členov), 
- omejitve vidljivosti (te določijo točke na členih, ki morajo biti vidne (za senzorje)), 
- omejitve sklepov (določijo meje pozicij sklepov), 
- individualne omejitve (uporabnik lahko določi še dodatne lastne omejitve). 
Na podlagi vseh teh podatkov lahko vtičnik za načrtovanje poti generira ustrezno 
trajektorijo, ki jo prek vozlišča move_group posreduje na krmilnike posameznih sklepov [8]. 
 
 
2.6.3 Kinematika 
Računanja kinematike se lahko lotimo na več različnih načinov. MoveIt! podpira direktno 
kinematiko, pri kateri računamo lego prijemala robota na podlagi poznanih spremenljivk 
sklepov robota, pa tudi inverzno kinematiko, pri čemer poznamo lego končnega sklepa in 
računamo vrednosti posameznih spremenljivk sklepov [8].  
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Algoritem za izračun direktne kinematike je v MoveIt! že integriran in dodatnih vtičnikov 
ne potrebujemo [8]. 
 
Za reševanje inverzne kinematike pa MoveIt! uporablja vtičnike, zato nam na tem področju 
zagotavlja veliko prilagodljivosti pri izbiri algoritmov za izračun inverzne kinematike; 
uporabnik lahko napiše svoj algoritem za izračun (numeričen ali analitičen, ki je po navadi 
hitrejši) in ga uporabi kot vtičnik, lahko pa uporabi privzeti algoritem, ki temelji na 
numeričnem reševanju [8].  
 
 
2.6.4 Načrtovalni prostor 
Izraz načrtovalni prostor (angl. planning scene) se uporablja za predstavitev (delavnega) 
okolja, v katerem je robot, in tudi za shranjevanje vseh vmesnih stanj robota. Za vzdrževanje 
okolja je odgovoren načrtovalec scene (angl. planning scene monitor), ki deluje v okviru 
vozlišča move_group. Znotraj tega vozlišča pa deluje še načrtovalec geometrije sveta (angl. 
world geometry monitor), ki zgradi geometrijo sveta na podlagi podatkov o robotu (URDF) 
in podatkov iz senzorjev [8]. 
  
 
2.7 Modeliranje robota (URDF) 
Prvi korak pri uporabi robotske roke znotraj ROS je imeti popisan model robotske geometrije 
in kinematike. Uporaba navadnih CAD-orodij tukaj ni ustrezna, saj ti formati z ROS niso 
kompatibilni, mogoče pa jih je uporabiti do določene mere prek pretvorbe v formatih .stl ali 
.obj, toda tako vsebujejo le informacijo o geometriji, nič pa o kinematiki posameznega člena. 
Zato ROS omogoča več različnih načinov modeliranja robota, večinoma prek različnih 
paketov (kot je tudi meta paket robot_model), ali pa prek uporabe univerzalnega formata 
robotovega opisa, imenovanega URDF [8]. 
 
Glavna značilnost URDF in tudi omejitev je uporaba drevesne strukture za popis robota (kar 
onemogoča uporabo tega formata za robote brez drevesne strukture, kot so paralelni roboti). 
Drevesno strukturo znotraj URDF v glavnem tvorita dve osnovni XML-oznaki oz. 
komponenti. To sta člen (angl. link), ki opisuje fizične lastnosti posameznega togega člena 
(dimenzije, pozicija v prostoru, material, barva), in sklep (angl. joint), ki med seboj povezuje 
posamezne člene in tako opisuje kinematiko in dinamiko povezav (vrsta sklepa, os vrtenja 
…). Na naslednji strani je predstavljen in razložen en preprost primer z dvema osnovnima 
členoma, ki sta povezana prek vmesnega (fiksnega) sklepa [8, 17].  
 
1  <?xml version="1.0"?> 
2 
3  <robot name="robot1"> 
4      <link name="bazni_link"> 
5        <visual> 
6          <geometry> 
7            <cylinder length="0.6" radius="0.2"/> 
8          </geometry> 
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9        </visual> 
10      </link> 
11  
12     <link name="noga_link"> 
13       <visual> 
14         <geometry> 
15           <box size="0.6 0.1 0.2"/> 
16         </geometry> 
17       </visual> 
18     </link> 
19  
20     <joint name="baza_na_nogo" type="fixed"> 
21       <parent link="bazni_link"/> 
22       <child link="noga_link"/> 
23     </joint> 
24 
25  </robot> 
 
Razlaga: Vsi členi XML-sintakse morajo biti znotraj komponente <robot>. Kot vidimo, 
imamo dva člena tega robota (link), bazni_link je valj z dolžino 0,6 m in radijem 0,2 m, 
noga_link pa je škatla dimenzij 0,6 x 0,1 x 0,2 m. Drugih parametrov, kot so na primer masa 
inercija in drugi, tu nismo definirali, saj so pomembni zgolj za izvedbo simulacije, ne pa tudi 
le za vizualizacijo (npr. v RViz-u). Nazadnje pa je opisan še sklep (angl. joint) 
baza_na_nogo, ki je v tem primeru fiksiran, torej se ne premika [17]. 
 
Kot lahko vidimo v primeru robota z dvema členoma in enim vmesnim sklepom, je ta zapis 
zelo preprost. Precej se zaplete v primerih bolj kompleksnih robotskih sistemov, ko je teh 
elementov še več, vsakemu elementu pa je treba definirati še več parametrov, kot so mase, 
inercije, barve, materiali in drugo. Takrat zapis postane zelo dolg in nepregleden, še posebno 
za nekoga, ki ni avtor tega zapisa. Ravno zato (za lažje branje in preglednost) je bil ustvarjen 
jezik xacro (oz. XML Macros), ki je XML-makro jezik in omogoča, da v primeru enakih ali 
vsaj geometrijsko podobnih členov in sklepov lahko večkrat uporabimo isti odstavek kode, 
pri tem pa spremenimo le nekaj ključnih parametrov [8].  
 
Za številne industrijsko uveljavljene robote (in tudi druge) že obstajajo URDF-zapisi, ki jih 
najdemo znotraj ROS-knjižnic. Tako je bilo tudi v mojem primeru (fanuc_experimental 
paket), toda URDF-datoteka ni imela ključnih parametrov za izvedbo uspešne simulacije, 
zato je bilo treba te dodati (opis dodanega je v naslednjem poglavju). 
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3 Izdelava simulacijskega modela 
Za svojo zaključno nalogo sem torej izdelal simulacijski model robotske roke Fanuc LR 
mate 200iD. Za izvedbo sem potreboval računalnik z naloženim operacijskim sistemom 
Linux Ubuntu 16.04, na katerega sem namestil ROS Kinetic, ki je že vključeval simulator 
Gazebo. 
 
 
3.1 Namestitev ROS in ROS-paketov 
Najprej je treba glede na pakete, ki jih nameravamo uporabiti, izbrati ustrezno distribucijo 
ROS, ki bo uporabljena. Te informacije lahko pridobimo na spletni strani wiki.ros.org, na 
kateri imajo paketi tudi svoje spletne strani z osnovnimi informacijami o tem, kaj paket 
vsebuje in kako ga namestiti. V našem primeru je bila to distribucija ROS Kinetic. Ko vemo, 
katero distribucijo ROS uporabiti, sledi namestitev ustreznega operacijskega sistema, ki to 
distribucijo podpira. V našem primeru je bil to Linux Ubuntu 16.04. Po namestitvi 
operacijskega sistema sledi namestitev ROS-okolja po navodilih na spletni strani.  
 
Po namestitvi ROS je na vrsti nameščanje paketov, potrebnih za izvedbo dela. Za njihovo 
namestitev pa je treba najprej ustvariti svoj delovni prostor catkin, kar naredimo v več 
korakih.  
 
1 $ mkdir ~/catkin_ws/src 
2 $ cd ~/catkin_ws/src 
3 $ catkin_init_workspace 
4 $ cd ~/catkin_ws 
5 $ catkin_make 
6 $ source devel/setup.bash 
 
S prvim ukazom ustvarimo mapo delovnega prostora (catkin_ws) v domačem direktoriju (~) 
in znotraj delovnega prostora ustvarimo še mapo src, ki bo vsebovala originalne, klonirane 
(source) datoteke paketov. Z drugim ukazom gremo v direktorij delovnega prostora src, ki 
smo ga ravno ustvarili. S tretjim ukazom sledi inicializacija novega delovnega prostora 
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catkin. S četrtim ukazom gremo v direktorij delovnega prostora catkin_ws. Peti ukaz je 
zadnji korak, s katerim delovni prostor dejansko zgradimo. S tem ukazom v mapi src 
generiramo novo datoteko CMakeLists.txt, ustvarita pa se tudi novi mapi znotraj delovnega 
prostora catkin (catkin_ws), mapa build, znotraj katere pakete v mapi src zgradimo, in pa 
mapa devel, znotraj katere so namestitvene datoteke in datoteke za razvoj/testiranje. Zdaj, 
ko je delovni prostor zgrajen, je treba nastaviti še, da bo okolje novega delovnega prostora 
vidno v ROS-sistemu, kar naredimo s šestim ukazom.   
 
Ko je delovni prostor pravilno nameščen, se lahko začne ustvarjanje novih ali nameščanje 
obstoječih paketov ROS. V svojem primeru sem moral namestiti paketa fanuc in fanuc 
experimental, ki sta znotraj ROS-industriala. Namestitev paketa je izvedena po opisanem 
postopku (postopek nameščanja za vsak ROS-paket je objavljen tudi na spletni strani 
vsakega paketa wiki ROS). V ukazno lupino vpišemo naslednje ukaze: 
  
1  $ cd ~/catkin_ws 
2  $ git clone –b kinetic-devel https://github.com/ros-¸ 
industrial/fanuc.git src/fanuc 
3 $ git clone –b kinetic-devel https://github.com/ros-
industrial/fanuc_experimental.git src/fanuc_experimental 
4 $ rosdep install –from-paths src –ignore-src –rosdistro    
kinetic 
5 $ source devel/setup.bash 
 
V prvem ukazu spremenimo lokacijo v naš delovni prostor, kamor želimo pakete namestiti. 
V drugem in tretjem ukazu kloniramo želene pakete (fanuc in fanuc_experimental) iz njunih 
repozitorijev Github. S četrtim ukazom pakete namestimo, s petim pa poskrbimo, da se bodo 
naložili vsakič, ko odpremo ukazno lupino.   
 
Zdaj je treba le še kreirati nov paket, znotraj katerega bo simulacijski model robotske roke 
Fanuc LR mate 200iD, pripravljen za uporabo v Simulatorju Gazebo. Za kreiranje novega 
paketa v ukazno lupino vpišemo ukaze: 
 
1  $ cd ~/catkin_ws 
2 $ catkin_create_pkg fanuc_nejckarlo_diploma roscpp rviz 
3 $ catkin_make 
 
Najprej se spet pomaknemo na lokacijo našega delovnega prostora. Nato uporabimo ukaz 
catkin_create_pkg, ki je catkin ukaz, uporabljen za kreiranje paketov (sintaksa je takšna: 
catkin_create_pkg ime_paketa odvisnost1 odvisnost2), odvisnosti lahko dodamo tudi 
naknadno, tako da jih vpišemo v datoteko paketa package.xml. Nazadnje uporabimo še ukaz 
catkin_make, s katerim, kot že omenjeno, paket zgradimo.  
 
 
3.2 Uvoz modela robota in modeliranje za simulacijo 
Robotska roka Fanuc LR Mate200iD ima že izdelano svojo knjižnico, imenovano 
fanuc_experimental, ki že vključuje URDF-datoteko robotske roke. V obstoječi knjižnici so 
prav tako formati modelov posameznih členov.stl, torej imamo geometrijo in osnovno 
Izdelava simulacijskega modela 
24 
kinematiko (omejitve gibov in hitrosti) naše robotske roke že popisano. Model robotske roke 
iz obstoječe knjižnice (brez kakršnihkoli modifikacij) je prikazan na sliki 3.1 (v ROS-orodju 
za vizualizacijo, imenovanem RViz).  
 
 
 
Slika 3.1: Robotska roka brez modifikacij v RVizu 
 
Formata URDF in stl lahko v svoj paket vključimo na več načinov. Lahko jih enostavno 
skopiramo v svoj paket in nato naknadno modificiramo. Druga enostavnejša možnost pa je, 
da enostavno vključimo URDF-paketa fanuc_experimental v svoj paket, tako da v URDF-
datoteko našega paketa zapišemo naslednji ukaz: kar pa seveda pomeni, da moramo pri 
uporabi našega paketa hkrati naložiti tudi paket fanuc_experimental): 
 
1  <xacro:include filename="$(fanuc_experimental)/ime_urdf-
ja.xacro" /> 
 
Kot je razvidno s slike 2.14, obstoječi model robotske roke vključuje vse člene in sklepe z 
izjemo prijemala. Zato ga moramo v model dodati sami (pri postopku uporabimo osnovne 
elemente, predstavljene v poglavju 2.7. Modeliranje robota je precej trivialno, zato ga ne 
bom podrobneje predstavljal). Robotsko roko v RVizu tudi premikamo po vseh oseh. Toda 
RViz je zgolj orodje za pomoč pri vizualizaciji, medtem ko izdelujemo 3D-model robota, in 
ne simulator. Ko imamo 3D-model robota dokončan, je naslednja faza simulacija.  
 
Da lahko model v simulatorju Gazebo sploh odpremo, je treba v URDF dodati še podatke o 
masi in inerciji za vsak člen posebej. Masa posameznih členov iz dokumentacije proizvajalca 
ni dostopna in bi jo lahko določili zgolj eksperimentalno. Sami smo vrednosti mas dobili iz 
že enega obstoječega simulacijskega modela iste robotske roke (ki nam ga je poslal profesor) 
[18]. Inercije posameznih členov pa lahko določimo na več načinov. Lahko jih izračunamo 
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v modelirniku (npr. Solidworksu) ali v programu MeshLab (kot je to zapisano na uradni 
spletni strani simulatorja Gazebo) iz obstoječih modelov .stl. Lahko pa jih izračunamo tudi 
na približno z uporabo osnovnih geometrijskih teles (npr. kvader). Za naš paket smo prav 
tako uporabili vrednosti iz obstoječega modela (po tem, ko smo jih preverili tako na približno 
kot v MeshLabu in ugotovili, da so vrednosti iz obstoječega simulacijskega modela 
ustrezne). 
 
 
3.3 Simulacija v okolju Gazebo 
Ko je 3D-model robota dokončan (vsebuje vse potrebne geometrične in kinematične 
podatke), sledi simulacija v okolju Gazebo. Da lahko model v simulatorju sploh odpremo, 
je treba najprej napisati ustrezno zagonsko datoteko .launch, ki vključuje podatke o nekaterih 
parametrih Gazeba, okolja robota in ukaze, potrebne za zagon posameznih ROS-vozlišč, ki 
omogočijo, da se v simulatorju model sploh odpre (angl. spawn). Ker je ta datoteka (tako 
kot zagonska datoteka potrebna za odpiranje v RVizu) precej trivialna, postopka in korakov 
nisem podrobneje opisoval. Ko je naša zagonska datoteka napisana, lahko model odpremo 
v simulatorju z naslednjim ukazom: 
 
1 $ roslaunch fanuc_nejckarlo_diploma gazebo_zagon.launch 
 
Kaj naredi ukaz roslaunch, je opisano v poglavju 2.3.3 Drugi pomembni pojmi. Sintaksa pa 
je roslaunch ime_paketa ime_zagonske_datoteke.  
 
Na tej točki je pripravljeno vse potrebno za simulacijo. Za izboljšavo izgleda v URDF 
dodamo še naslednje oznake za barvo materiala Gazebo (po želji bi lahko dodali tudi 
teksturo):  
 
1 <gazebo reference="spodnji_link"> 
2  <material>Gazebo/Yellow</material>  
3 </gazebo> 
 
Stanje robota po zagonu v simulatorju Gazebo je prikazano na sliki 3.2. Vidimo, da se robot 
takoj po odpiranju sesede pod vplivom gravitacije in drugih sil. Da se robot pod vplivom 
zunanjih sil ne bo sam od sebe premikal, mu je treba definirati krmilnike za vsak sklep 
posebej. To naredimo tako, da najprej v URDF-datoteko robotske roke zapišemo oznake 
<transmission>, s čimer povežemo aktuatorje s sklepi. Primer oznake za en sklep: 
 
1 <transmission name="tran1"> 
2   <type>transmission_interface/SimpleTransmission</type> 
3    <joint name="joint1"> 
4     <hardwareInterface>PositionJointInterface</ 
hardwareInterface> 
5   </joint> 
6   <actuator name="motor1"> 
7     <mechanicalReduction>1</mechanicalReduction> 
8   </actuator> 
9 </transmission> 
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Tukaj se oznake <joint> nanašajo na sklep, ki ga hočemo povezati z aktuatorjem, oznaka 
<type> se nanaša na tip, znotraj oznake <hardwareinterface> pa zapišemo tip strojnega 
vmesnika, ki ga hočemo uporabiti, v mojem primeru je želeno krmiljenje prek pozicije 
(krmilimo lahko še prek navora ali hitrosti) [8]. 
 
 
 
Slika 3.2: Robotska roka brez definiranih krmilnikov 
 
Naslednji potreben korak je še, da dodamo vtičnik, imenovan gazebo_ros_control, ki bo 
upošteval prej dodane oznake <transmission> in dodelil ustrezne strojne vmesnike (angl. 
hardware interfaces) [8]. Vtičnik vključimo tako, da dodamo ustrezne oznake v URDF- 
datoteko po naslednjem postopku:  
 
1  <gazebo> 
2  <plugin name="gazebo_ros_control 
filename="libgazebo_ros_control.so"> 
3      <robotNamespace>/fanuc</robotNamespace> 
4  </plugin> 
5 </gazebo> 
 
Tukaj element <plugin> specificira vtičnik, ki ga bomo uporabili. Oznaka 
<robotNamespace> služi zgolj za poimenovanje robota, če pustimo prazno ime, dobi iz 
datoteke URDF [8].  
 
Da bomo robota lahko premikali z uporabo ROS-krmilnikov, moramo vsakemu sklepu 
dodeliti ROS-krmilnik, ki je združljiv s strojnim vmesnikom. ROS-krmilnik se v večini 
sestoji iz povratnih mehanizmov, največkrat gre za PID-povratno zanko, ki dobi določeno 
vrednost in nato nadzira izhod, glede na povratne informacije, ki jih dobi iz aktuatorjev. 
ROS-krmilnik ne komunicira neposredno s strojno opremo robota, ampak s strojnim 
vmesnikom, katerega glavne funkcije so mediacija med ROS-krmilniki in dejansko strojno 
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opremo/simulatorjem, alokacija potrebnih virov za premik in preverjanje virov za možne 
konflikte. ROS-krmilnike dobimo v setu paketov, imenovanem ros_control [8].  
 
Povezava robotskih krmilnikov na vsak sklep je precej preprosta naloga. Najprej je treba 
napisati konfiguracijsko datoteko za dva krmilnika. Prvi je joint_state_controller, ki je 
odgovoren za objavljanje stanj robotske roke, drugi pa je joint_position_controller, ki dobi 
končno pozicijo za vsak sklep in lahko vsak sklep tudi premakne. Definicija povezav obeh 
krmilnikov na posamezen sklep je zapisana konfiguracijski datoteki v control.yaml, spodaj 
pa je predstavljen po en primer za vsak uporabljen ROS-krmilnik: 
 
1  joint_state_controller: 
2  type: joint_state_controller/JointStateController 
3  publish_rate: 50 
 
4  joint1_position_controller: 
5  type: position_controllers/JointPositionController 
6  joint: joint_1 
7  pid: {p: 100.0, i: 0.01, d: 10.0} 
  
V prvih treh vrsticah je definiran krmilnik stanja (joint_state_controller), ki bo stanja 
objavljal s frekvenco 50 Hz. V vrsticah od štiri do sedem pa je definiran krmilnik pozicije 
(joint_postion_controller), ki se nanaša na sklep, imenovan joint_1, in ima definirane tudi 
parametre P I D.   
 
Za zagon modela z ROS-krmilniki je treba znova napisati novo zagonsko datoteko .launch, 
ki je spet precej trivialna. Pomembno je, da vključimo vozlišče controller_spawner in mu 
določimo vse krmilnike, ki jih mora zagnati ob odprtju modela (vrstica 2), in da naložimo 
konfiguracijo iz datoteke yaml (vrstica 1). Oboje izvedemo z naslednjo kodo: 
 
1 <rosparam file="$(find 
fanuc_nejckarlo_diploma)/config/control.yaml"command="load"/> 
2 <node name="controller_spawner" pkg="controller_manager" 
type="spawner" respawn="false" output="screen" ns="/fanuc" 
args="joint_state_controller 
joint1_position_controller … 
 
Zdaj lahko robota v simulatorju odpremo, ne da se ta sesede pod vplivom zunanjih sil. 
Robota lahko prav tako premikamo z uporabo ROS-krmilnikov z naslednjim ukazom v 
ukazni lupini:  
 
1  $ rostopic pub /fanuc/joint1_position_controller/command 
std_msgs/Float64 1.0 
 
Z ukazom v zgornji (prvi) vrstici premaknemo sklep joint1 za en radian (v tem primeru gre 
za rotacijski sklep).  
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3.4 Paket MoveIt!  
Robotsko roko zdaj lahko uspešno odpremo in premikamo v simulatorju Gazebo. Problem 
nastane, ker je premikanje robota s pisanjem kompleksnih ukazov v ukazno lupino pretežko 
za običajnega uporabnika in za načrtovanje kompleksnih gibov robota. Zato uporabimo 
paket MoveIt! Najprej moramo izdelati konfiguracijski paket, in sicer s programom MoveIt! 
Setup Assisatant. Zaženemo ga iz ukazne lupine z naslednjim ukazom: 
 
1 $ roslaunch moveit_setup_assistant 
setup_assistant.launch 
 
Odpre se na grafični vmesnik MoveIt, prikazan na sliki 3.3. 
 
 
 
Slika 3.3: MoveIt! setup assistant 
 
Prvi korak je izdelava novega konfiguracijskega paketa (angl. Create New MoveIt! 
Configuration Package), kjer izberemo URDF-datoteko našega robota. Nato v naslednjem 
koraku, imenovanem lastni trki (angl. self-collisions), določimo vse pare sklepov robota, ki 
so med seboj vedno v trku (so pritrjeni), in pare, kjer do trka sploh ne more priti. Vse te pare 
izločimo iz preračunavanja in tako prihranimo čas, ki bi ga računalnik drugače porabil za 
izračun pri načrtovanju pomikov. Z naslednjim korakom navidezni sklepi (angl. virtual 
joints) robotu določimo, kje v celotnem okolju bo. Dodamo navidezni sklep in ga povežemo 
z v mojem primeru spodnjim členom robota (bazo) in s svetom (podlago) ter izberemo tip 
povezave kot fiksiran (angl. fixed). Nadaljujemo na naslednji korak načrtovane skupine 
(angl. planning groups), s katerim določimo skupino sklepov/členov, ki skupaj načrtuje 
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pomike, v našem primeru je treba izdelati dve skupini, in sicer eno za robotsko roko in eno 
za prijemalo. V tem koraku določimo tudi reševalca kinematike (npr. KDL). V naslednjem, 
petem koraku, imenovanem robotska poza (angl. robot pose), lahko dodamo določene 
fiksirane pozicije, v katerih želimo, da je robot. Na primer, nastavimo lahko domačo pozo 
ali pa določen položaj za pobiranje in odlaganje. Z naslednjim korakom lahko nastavimo še 
vrhe robota (angl. end effector), v našem primeru je ta le eden, in to je prijemalo. S 
predzadnjim, sedmim korakom lahko določimo pasivne sklepe, ki nimajo svojih aktuatorjev, 
v našem primeru takih sklepov ni. Sledi še zadnji korak, in to je ustvarjanje paketa MoveIt!. 
Rezultat je tako kot prej simulacijski model robotske roke v okolju Gazebo, vendar lahko 
zdaj tega premikamo prek prej omenjenega orodja za vizualizacijo RViz, ki je precej bolj 
preprost za premikanje robota, kot pisanje dolgih vrstic kode v ukazno lupino. Grafični 
vmesnik za premikanje robotske roke je prikazan na sliki 3.4.  
  
 
 
Slika 3.4: Uporabniški vmesnik za premikanje robota 
  
 30 
 
4 Rezultati 
4.1 Simulacijski model 
Rezultat te zaključne naloge je simulacijski model robotske roke Fanuc LR Mate 200iD, ki 
je predstavljen na slikah v tem poglavju. Na sliki 4.1 je prikazan končni model (v začetni 
(domači) pozi) s Schunkovim prijemalom v okolju Gazebo.  
 
 
 
Slika 4.1: Simulacijski model v okolju Gazebo 
 
Robotsko roko v okolju Gazebo premikamo z uporabo vmesnika MoveIt!, ki želene gibe 
najprej prikaže v ROS-vizualizacijskem orodju RViz, nato pa gib izvede tudi v simulatorju. 
Uporabniški vmesnik za načrtovanje gibov je (bil) prikazan na sliki 3.4
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Potek načrtovanja gibov v uporabniškem vmesniku je prikazan na spodnjih slikah. Na sliki 
4.2 lahko vidimo začetno pozo robotske roke v RVizu, ki jo nato s klikom na posamezno os 
(rotacijsko ali translatorno) na koncu roke premaknemo v želeno pozo tako, da klik držimo 
in povlečemo vzdolž osi. 
 
 
 
Ko smo z načrtovanim gibom zadovoljni, pritisnemo na gumb načrtovanje (angl. plan) in 
gib se izvede v RVizu. Ko želimo gib izvesti v simulatorju, pritisnemo na gumb izvedi (angl. 
execute), ki je obkrožen z zelenim pravokotnikom. Oboje je prikazano na sliki 4.3.  
 
 
 
Slika 4.3: Izvedba načrtovanega giba v RVizu 
Slika 4.2: Načrtovanje premika v RVizu 
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Sledi le še izvedba giba v simulatorju Gazebo. Na sliki 4.4 je prikazan isti gib, izveden v 
simulatorju Gazebo. Na sliki 4.5 lahko vidimo, da se je trenutni položaj v simulatorju zdaj 
shranil tudi v RViz. 
 
 
 
Slika 4.4: Izveden gib v simulatorju 
 
 
 
Slika 4.5: RViz po izvedenm gibu 
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4.2 Aplikacija primi in odloži 
V simulaciji smo poskusili izvesti aplikacijo poberi in položi. Najprej je treba v simulacijo 
dodati nov, majhen objekt za premikanje. Na srečo ima Gazebo dokaj preprost grafični 
vmesnik, ki nam dovoljuje dodajanje enostavnih modelov v obliki krogle, valja in kvadra. 
Nazadnje je treba modelu določiti še primerno velikost in ga premakniti v bližino roke, ker 
je ta seveda fiksna. Model za premikanje pred robotsko roko je prikazan na sliki 4.6 (del 
ukazne vrstice za dodajanje enostavnih modelov je obkrožen z rdečim pravokotnikom).  
 
 
 
Slika 4.6: Model za pobiranje in odlaganje 
 
Naslednji korak je premik robotske roke v primeren položaj za manipulacijo, kar naredimo 
prek vmesnika RViz, kot je prikazano v prejšnjem poglavju. Ko je model ustrezno med 
obema prstoma prijemala, je treba to zapreti. Na sliki 4.7 levo je prikazan robot v primernem 
položaju z zaprtim prijemalom. Nato robotsko roko premaknemo. Tu nastane problem. Kos 
med premikom izpade iz prijema, roka pa se z zaprtim prijemalom lepo pomakne v končni 
položaj, kar je prikazano na sliki 4.7 desno. 
 
Kljub ogromni ROS-skupnosti, na katero smo se obrnili za reševanje problema, nam ga ni 
uspelo rešiti z nastavljanjem visokih vrednosti parametrov, kot sta trenja v obeh smereh 
(oznaka <mu1> in <mu2>) in koeficienta kontaktne togosti (oznaka <kp>). Ali pa 
nastavljanja nizke vrednosti koeficienta kontaktnega dušenja (oznaka <kd>). Priporočene 
vrednosti so kontakt nekoliko izboljšale, predmet med prstoma ni več toliko drsel, vendar 
sila še vedno ni bila zadosti velika, da bi lahko uspešno izvedeli manipulacijo. Nato smo na 
forumih zasledili, da je implementacija čisto enostavnih operacij, kot je primi in položi, na 
krmilnikih položaja (ki smo jih uporabili v zaključni nalogi) zelo kompleksna, saj je treba 
najti ravno pravo ravnotežje prav vseh parametrov, vključno s parametri P, I, D vseh 
posameznih motorčkov (za vsako os) ter vsemi drugimi prej naštetimi parametri. Da bi si to 
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poenostavili, bi lahko prešli na krmilnike prek navora, ki pa imajo spet svoje težave z že 
narejenimi datotekami in konfiguracijami. Ostala možnost je še uporaba vtičnikov (angl. 
plugin) drugih uporabnikov, ki jih najdemo na spletnih repozitorijih (Github). Problem teh 
pa je predvsem v tem, ker gre za odprtokodno programsko opremo, najprej v množici 
vtičnikov najti primeren vtičnik za pravo vrsto prijemala, nato pa tega (ki ima po navadi kar 
precej datotek in vrstic kode) implementirati v obstoječi model. 
 
 
 
Slika 4.7: Izvedba aplikacije poberi in odloži 
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5 Diskusija 
Med izdelavo zaključne naloge smo se dobro seznanili s posameznimi vrstami industrijskih 
robotov in konkretneje z delovanjem ter specifikacijami robota proizvajalca Fanuc. Sledil je 
pregled literature programskega paketa ROS, za katerega lahko rečemo, da je zelo zanimiv 
in ambiciozen projekt, primeren za uporabo na skoraj kateremkoli robotu. Prva težava, na 
katero smo naleteli in naletijo nanjo vsi pri uporabi ROS, je izbira različice sistema Linux 
Ubuntu, saj ima ROS več distribucij, ki delujejo le na določenih različicah Ubunta. Prava 
izbira je zelo pomembna, saj želimo uporabiti čim novejšo različico ROS, v sklopu katere 
delujejo vsa orodja, ki jih bomo potrebovali. Pri izbiri se obrnemo torej na uporabljene 
pakete, ki imajo na svojih Wiki straneh vedno napisano, na katerih distribucijah delujejo. Za 
uspešno inštalacijo in uporabo ROS smo ugotovili tudi, da je zelo dobrodošlo kakršnokoli 
predznanje sistema Linux, saj večina dela poteka prek uporabe ukazne lupine sistema. Še en 
problem ROS, ki ga lahko izpostavimo, je, da se veliko literature in odgovorov na raznih 
ROS-forumih nanaša na starejše distribucije ROS in tako nekateri ukazi in postopki v 
različnih virih nekoliko variirajo. 
 
Dobro se je bilo treba seznaniti tudi z modeliranjem robotov v XML-jeziku ter robotsko 
simulacijo in simulatorjem Gazebo, ki je za začetnega uporabnika zelo kompleksen. Na 
srečo smo imeli neki osnovni model (brez vseh potrebnih podatkov) naše roke že 
implementiran v paketu fanuc_experimental. Glede Gazeba je bilo kar nekaj problemov, saj 
konkretne in obsežne literature za Gazebo (poleg njihove spletne strani) ni. Na srečo imajo 
na spletni strani kar nekaj treningov za začetek, ki pa so bolj le osnova in so spet premalo 
nazorni ob morebitnem bolj kompleksnem problemu.  
 
Nazadnje je bilo treba spoznati še paket MoveIt!, ki ima odličen grafični vmesnik in je zato 
ob pravi literaturi, ki nas vodi po korakih, precej preprost za uporabo tudi za ne tako 
izkušenega uporabnika. Težava spet nastane, ko želimo paket MoveIt! uporabiti za bolj 
kompleksne operacije ali namene (ne le za simulacijo), kjer je treba koregirati 
konfiguracijske datoteke, ki jih ustvari grafični vmesnik MoveIt! (MoveIt! Launch 
Assistant).  
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Na koncu smo dobili želeni rezultat: izdelan simulacijski model robotske roke Fanuc LR 
Mate 200iD v okolju Gazebo, ki ga je mogoče premikati prek vmesnikov MoveIt! in RViz. 
Z modelom smo za to stopnjo precej zadovoljni in menimo, da je precej dobra osnova za 
nadaljnje nadgradnje in optimizacijo. Med izvedbo simulacije lahko vidimo še nekaj 
problemov. Manjšega delajo gravitacija in druge zunanje sile (kar je v simulaciji mogoče 
pričakovati), kar bi z bolj natančnimi podatki o posameznih elementih, kot sta točna masa in 
inercija členkov, lahko skoraj v celoti odpravili. Robotska roka se v simulaciji precej 
enostavno premika (predvsem zaradi vizualizacije v RVizu). Ima pa tudi večji problem, ki 
ga je za izvedbo čisto enostavnih operacij, kot je primi in položi, treba odpraviti. Natančno 
bi bilo treba določiti večino parametrov (tudi eksperimentalno), kot so mase, parametri P, I, 
D, trenja in lastnosti materialov v kontaktih. Treba bi bilo še dobro dodelati svet, v katerem 
je robot, in njegove interakcije z drugimi objekti v simulaciji.  
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6 Zaključki 
V zaključnem delu smo pokazali, kako se znotraj ROS izdela simulacijski model robota 
(konkretno robotske roke Fanuc LR Mate 200iD). Pokazali smo izvedbo simulacije in 
predstavili, kaj nam omogoča.  
 
V prvem delu zaključne naloge smo pregledali potrebno literaturo. V drugem delu smo 
opisali postopke vzpostavitve primernega ROS-okolja in izdelave simulacijskega modela, v 
zadnjem delu pa smo izvedli še aplikacijo primi in položi ter predstavili rezultate in o njih 
razpravljali. 
 
1) Na kratko smo predstavili industrijsko robotiko, njeno zgodovino in najbolj pogoste 
konfiguracije na trgu. Predstavili smo tudi robota Fanuc LR mate 200iD, za katerega je 
bil model izdelan. 
2) Predstavili smo ROS in njegovo delovanje. Predstavili smo tudi nekaj za industrijsko 
robotiko ključnih paketov, kot sta ROS-industrial in MoveIt! 
3) Predstavili smo osnovno dinamiko robotskih manipulatorjev. 
4) Predstavili smo simulacijo za namen robotike ter robotski simulator Gazebo. Prav tako 
smo pokazali, kako izdelati 3D-modele za namen simulacije. 
5) Na osebni računalnik smo namestili Linuxovo distribucijo 16.04 in ROS-distribucijo 
Kinetic ter izdelali svoj delovni prostor.  
6) Z naložitvijo paketa fanuc_experimental smo uporabili obstoječi model robotske roke 
in ga prilagodili za uporabo v simulatorju Gazebo. 
7) Napisali smo vse potrebne konfiguracijske in zagonske datoteke za zagon in izvedbo 
uspešne simulacije. 
8) Izdelali smo paket MoveIt! za lažje krmiljenje robotske roke, prek vizualizacijskega 
orodja.  
9) Za prikaz v rezultatih smo v model dodali še majhen objekt v obliki kvadra, s katerim 
izvedba operacije primi in odloži ni bila uspešna. 
10) Nazadnje smo raziskali še možnosti odpravljanja problema kontaktov materialov, ki 
preprečujejo izvedbo čisto enostavnih operacij, kot je primi in položi. 
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Predlogi za nadaljnje delo 
 
Predvsem bi bilo treba natančno določiti vse parametre, potrebne za izvedbo boljše 
simulacije kontaktov, ali pa ustrezno prilagoditi vse datoteke in implementirati katerega 
izmed delujočih vtičnikov za dvoprsto prijemalo.  
 
Simulacijski model, ki je produkt tega zaključnega dela, bi lahko povezali neposredno na 
fizičnega robota (morali bi ustrezno prilagoditi programsko opremo robota). Tako bi lahko 
premik, ki ga želimo, izvedli v simulatorju. Nato pa prek grafičnega vmesnika videli izveden 
gib, v primeru napak bi te korigirali oz. odpravili in nato isti ukaz poslali neposredno na 
robota, ki bi ta gib tudi fizično izvedel.  
 
Simulacijski model robotske roke bi lahko uporabili tudi v večjem simulacijskem modelu, 
ki bi vključeval vse stroje v proizvodnji (oz. v tem konkretnem primeru v laboratoriju). Tako 
bi lahko simulirali celotno proizvodno okolje in celoten proizvodni proces, kar ima spet 
ogromen potencial predvsem pri načrtovanju, snovanju in optimizaciji proizvodnih procesov 
ter odpravi morebitnih napak. 
 
V simulacijski model bi lahko vključili tudi strojni vid in druge senzorje. Tem bi lahko nato 
v simulaciji pregledali podatke ter optimizirali tip, število in lokacijo teh senzorjev.  
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