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Resumen 
Los sistemas de gestión de bases de datos relacionales han sido la tecnología predominante para 
almacenar datos estructurados en aplicaciones web y de negocio. Estos son ampliamente conocidos 
como bases de datos SQL. Sin embargo, en los últimos años, las bases de datos no relacionales 
han aumentado drásticamente en popularidad. Estas bases de datos se conocen comúnmente como 
bases de datos NoSQL, las cuáles son claramente diferentes a las bases de datos SQL.  
Con el aumento de la accesibilidad de Internet y la disponibilidad de almacenamiento barato, 
una gran cantidad de datos estructurados, semiestructurados y no estructurados son capturados y 
almacenados para diversas aplicaciones. Estos datos se denominan comúnmente Big Data. El 
procesamiento de esta gran cantidad de datos requiere esquemas de velocidad, que sean flexibles 
y distribuidos. Debido a las limitaciones que tienen las bases de datos relacionales, en muchos 
casos las bases de datos NoSQL se han convertido en las bases de datos preferidas para satisfacer 
estos requisitos.  
El gran número de bases de datos NoSQL que hay en la actualidad conduce al cliente a un 
montón de preguntas sobre las diferencias entre cada una de ellas y si cumplen con los requisitos 
que este necesita para el almacenamiento de sus datos. 
El objetivo de este trabajo de fin de grado es realizar un estudio de dos de las principales bases 
de datos NoSQL, MongoDB y Cassandra y comparar el rendimiento y el funcionamiento de estas 
con dos de las bases de datos SQL más utilizadas en la actualidad, Oracle Database y MySQL. 
Para ello se analizará la arquitectura, el modelo de almacenamiento, las operaciones que se 
realizan en estas bases de datos, para determinar qué beneficios o soluciones aporta cuando se 
decide utilizar alguna de estas bases de datos para almacenar nuestros datos. 
Se realizará un caso de pruebas en el que se comparará el rendimiento de las cuatro bases de 
datos dependiendo de los tipos de datos que se quiere almacenar y la forma en la que se 
representarán. Todas estas pruebas se realizarán en un Sistema Ubuntu y se utilizará el compilador 
Eclipse para realizar la medición de las queries. 
 
 
 
 
 
  
  
 
Abstract 
Relational database management systems have been the predominant technology to store 
structured data in web and business applications. These are widely known as SQL databases. 
However, in recent years, non-relational databases have risen dramatically in popularity. These 
databases are commonly referred to as NoSQL databases, which are clearly different from SQL 
databases. 
With the increase in Internet accessibility and the availability of cheap storage, a lot of 
structured, semi-structured and unstructured data is captured and stored for many applications. 
These data are commonly referred to as Big Data. Processing this large amount of data requires 
speed schemes, which are flexible and distributed. Due to the limitations of relational databases, 
in many cases NoSQL databases have become the preferred databases to meet these requirements. 
The large number of NoSQL databases that currently exist leads the customer to a lot of 
questions about the differences between each of them and if they meet the requirements that this 
needs for the storage of their data. 
The goal of this end-of-degree paper is to conduct a study of two of the most important NoSQL 
databases, MongoDB and Cassandra and compare their performance and function with two of the 
most commonly used SQL databases, Oracle Database and MySQL. 
For that reason, the architecture, the storage model and the operations in these databases will 
be analyzed to determine what benefits or solutions they provide when deciding to use one of these 
databases to store our data. 
A test case will be performed to compare the performance of the four databases depending on 
the types of data to be stored and the way in which they will be represented. All these tests will be 
performed on an Ubuntu System and the Eclipse compiler will be used to perform the queries 
measurement. 
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Capítulo 1 
Introducción 
1.1 Motivación del proyecto 
La motivación de este trabajo viene por el hecho de conocer más sobre las emergentes bases de 
datos NoSQL, realizar un estudio sobre las principales bases de datos de este tipo y poder 
compararlas con las bases de datos relacionales. 
1.2 Objetivos Generales 
El objetivo principal de este trabajo es analizar las dos bases de datos NoSQL MongoDB y 
Cassandra, conocer su estructura, arquitectura y funcionamiento, y poder realizar una comparativa 
de rendimiento óptima con las bases de datos SQL Oracle y MySQL, de tal manera que este análisis 
ayude a decidir en qué situación es mejor utilizar alguna de ellas. 
1.3 Objetivos Específicos 
Realizar una introducción a las bases de datos NoSQL, y describir el funcionamiento de 
MongoDB y Cassandra. 
Desarrollar un entorno adecuado en el que poder instalar las bases de datos y utilizar las 
herramientas adecuadas para ello. 
Definir las pruebas para las cuatro bases de datos de tal manera que los resultados sean 
relevantes y ayuden al usuario a tomar una decisión. 
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Capítulo 2 
Descripción del proyecto 
Como ya se ha mencionado anteriormente el principal objetivo de este proyecto es poder 
realizar un análisis entre las bases de datos relacionales y no relacionales.  
En este apartado se muestra el procedimiento que se ha seguido para la elaboración del presente 
trabajo de fin de grado. 
2.1 Pasos a seguir 
Para realizar esto, primero se hizo un estudio sobre las bases de datos relacionales, las 
principales características y sus limitaciones.  
Luego, se escogió las bases de datos Oracle y MySQL porque son las más utilizadas en la 
actualidad, se hizo un análisis sobre su estructura y funcionamiento. 
Después se buscó información acerca de las bases de datos NoSQL, cual fue el origen, los 
diferentes tipos que hay y cuáles son las principales bases de datos que hay en la actualidad. 
Una vez hecho un análisis sobre las bases de datos NoSQL, se escogió MongoDB y Cassandra 
por ser dos de las principales bases NoSQL que existen y también porque el tipo de modelado que 
tienen es diferente. 
Después de realizar el estudio sobre las bases de datos NoSQL, se realiza un caso práctico en 
el cual se compara el rendimiento de las cuatro bases de datos, y del que se obtendrán los resultados 
y las conclusiones correspondientes. 
2.2 Descripción del caso práctico 
Para realizar nuestro caso práctico se ha seguido una metodología de experimentos en el cual 
cada prueba se ejecutaba en un entorno distinto ya sea cambiando la cantidad de registros o la 
cantidad y el tamaño de los ficheros que se almacenan en la base de datos. 
Para poder realizar una comparación existen múltiples maneras, en este presente trabajo dado 
que no se consta con una gran cantidad de tiempo se ha enfocado exclusivamente en realizar 
pruebas en las que el administrador es el que en líneas generales hace la inserción y borrado de los 
16 
 
datos, con lo que la actividad del usuario es básicamente realizar consultas de búsqueda a la base 
de datos para recibir diversos resultados. 
Por este motivo, las consultas que se han escogido son del tipo SELECT y siguiendo la 
metodología de experimentos, la pruebas tendrán diversos entornos. Todo esto será descrito en el 
Capítulo 9 de este trabajo. 
2.3 Resumen  
El presente trabajo se encuentra estructurado de la siguiente manera: 
▪ Capítulo 3 
 
En este capítulo se habla sobre las bases de datos relacionales, las cuales son las que dominan 
el mundo de almacenamiento de datos entre las empresas, siguen el modelo relacional y cumplen 
las normas de normalización. Utilizan el lenguaje de consulta SQL. 
 
▪ Capítulo 4 
 
En este capítulo se habla sobre la base de datos Oracle. Esta base de datos de arquitectura 
cliente-servidor creada por la empresa homónima Oracle es uno de los principales líderes del 
mercado en la actualidad. 
Aquí se hablará detenidamente sobre la arquitectura y estructura de la base de datos Oracle, así 
como de las principales características que tiene esta base de datos. 
 
▪ Capítulo 5 
En este capítulo se habla sobre la base de datos MySQL. Esta base de datos de fuente abierta 
creada por la empresa MySQL AB es otro de los principales líderes del mercado en la actualidad. 
Aquí se hablará detenidamente sobre la arquitectura y estructura de la base de datos MySQL, 
así como de las principales características que tiene esta base de datos. 
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▪ Capítulo 6 
En este capítulo se habla de las bases de datos NoSQL, cuáles son sus principales características 
y diferencias con las bases de datos relacionales. 
 También se muestra una clasificación de todos los tipos que hay basados en el diferente 
modelado de datos que tiene ya sean clave-valor, documentales, orientada a grafos, orientada a 
objetos u orientada a columnas.  
▪ Capítulo 7 
En este capítulo se habla de la base de datos documental MongoDB, la cual fue creada por la 
empresa 10gen en 2007. 
Aquí se mostrará un estudio detallado sobre la arquitectura que presenta, las principales 
características de esta base de datos, el modelado de datos que utiliza para almacenar la 
información y las operaciones básicas que se realizan en esta base de datos utilizando un lenguaje 
propio muy diferente al conocido SQL 
▪ Capítulo 8 
En este capítulo se habla de la base de datos clave-valor Cassandra, la cual fue creada por 
Facebook en 2009, en la actualidad está a cargo de la empresa Apache. 
Aquí se mostrará un estudio detallado sobre la arquitectura de tipo P2P que presenta, el modelo 
de datos que utiliza el cual es muy diferente al relacional, las operaciones básicas en la base de 
datos basado en un lenguaje CQL y las principales características de esta base de datos. 
▪ Capítulo 9 
En este capítulo se muestra el desarrollo del caso práctico en el que se compara el rendimiento 
de las bases de datos en determinadas consultas con diferentes cantidades de registros y tamaños 
de ficheros. 
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▪ Capítulo 10 
En este capítulo se muestra el resultado de las pruebas realizadas en el capítulo anterior. 
▪ Capítulo 11 
En este capítulo se muestran las conclusiones del presente trabajo y las líneas de trabajo futuro 
que pueden realizarse. 
▪ Capítulo 12 
En este capítulo se muestra la bibliografía que se ha utilizado para poder realizar este trabajo. 
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Capítulo 3 
Bases de datos Relacionales 
Las bases de datos relacionales son un tipo de base de datos que cumple con el modelo 
relacional. Consisten en bases de datos separadas en tablas donde cada columna representa un 
campo y cada fila representa un registro. Cada fila de la tabla tiene una clave única. Las tablas se 
pueden vincular entre sí con el uso de claves externas o columnas comunes.  
El diseño del esquema de base de datos puede ser representado utilizando diagramas como el 
de la siguiente figura. 
 
Figura 3-1 Ejemplo de un modelo de datos relacional 
Un aspecto importante al momento de realizar el diseño de la base de datos es la normalización 
del esquema. Esto implica realizar los 3 pasos que se describen a continuación: 
• Primera Forma Normal (1NF): Cada columna debe tener un valor único, cada tabla debe 
organizarse en filas y cada fila debe tener una clave primaria que le distinga como única 
• Segunda Forma Normal (2NF): Si un conjunto de valores es igual para varios registros, se 
mueven a una nueva tabla y se vinculan las dos tablas con una clave externa 
• Tercera Forma Normal (3NF): Los campos que no dependen de la clave primaria de una 
tabla deber ser removidos y si es necesario puestos en otra tabla.  
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Las bases de datos relacionales han evolucionado a lo largo de los años desde que aparecieron 
en 1970 y han sido ampliamente adoptadas por empresas de todo el mundo. Con un lenguaje 
programático propio llamado SQL (Structured Query Language), lo que permitió que interactuar 
con una base de datos relacional fuera fácil. 
3.1 Lenguaje SQL 
SQL es un lenguaje de consulta estructurado, que se utiliza para almacenar, manipular y 
recuperar datos almacenados en una base de datos relacional. Todas las bases de datos relacionales 
como Oracle, MySQL, SQL Server utilizan SQL como su lenguaje de base de datos estándar. 
3.1.1 Operaciones en SQL 
Los comandos básicos SQL al momento de definir como se almacena la información en las 
bases de datos relacionales son los siguientes: 
CREATE DATABASE: Se utiliza para crear una nueva base de datos. 
 
DROP DATABASE: Se utiliza para eliminar una base de datos que se ha creado anteriormente. 
 
CREATE TABLE: Se utiliza para crear una tabla donde se almacenará la información. 
 
ALTER TABLE: Se utiliza para modificar una tabla existente. 
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DROP TABLE: Se utiliza para eliminar una tabla que se ha creado anteriormente. 
 
A continuación, se muestran los principales comandos al manipular una base de datos: 
SELECT: Se utiliza cuando se quiere realizar una búsqueda en las tablas de la base de datos 
 
INSERT: Se utiliza cuando se quiere insertar un nuevo registro en una tabla de la base de datos. 
 
UPDATE: Se utiliza para actualizar o modificar datos ya existentes en la base de datos. 
 
DELETE: Se utiliza para eliminar datos existentes en la base de datos. 
 
REPLACE: Se utiliza para añadir o reemplazar datos ya existentes. 
 
TRUNCATE: Se utiliza para borrar todos los registros de una tabla sin eliminar la tabla. 
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JOIN: Se utiliza para combinar las filas de dos o más tablas basadas en una columna en común 
entre ellas. 
 
3.2 Ventajas y desventajas de las bases de datos relacionales 
Cuando se decide utilizar un sistema de bases de datos relacional se obtienen ventajas y 
desventajas. A continuación, se mencionan algunas de ellas: 
Ventajas: 
• Garantizan evitar la duplicidad de registros 
• Provee integridad referencial 
• Favorece la normalización de tal manera que sea mucho más comprensible y aplicable 
Desventajas: 
• El alto coste para la creación y el mantenimiento de la base de datos 
• Algunas bases de datos presentan límites en las longitudes de ciertos campos 
• Pueden existir problemas al compartir información de un sistema a otro 
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Capítulo 4 
Oracle Database 
La base de datos Oracle es una base de datos relacional que fue desarrollada por la empresa 
homónima Oracle Corporation. Es considerado como uno de los sistemas de bases de datos más 
completos que existen en la actualidad. Oracle utiliza una arquitectura cliente/servidor para la 
gestión de bases de datos.  
Oracle surgió a finales del año 1970 del nombre Relational Software a partir de un estudio 
realizado por George Koch sobre sistemas gestores de datos. Este articulo realizaba una 
comparativa de productos que posicionaba a Relational Software como el más completo debido a 
que seguía la filosofía de bases de datos relaciones, lo que en ese entonces era algo totalmente 
desconocido. 
La última versión estable de la base de datos Oracle es la 12c Release 2 12.2.0.1 que fue lanzada 
el 1 de marzo del 2017. Debido a que el software de Oracle necesita una licencia de pago. En este 
trabajo se utilizará la versión free, Oracle Database Express Edition 11g Release 2, que fue lanzada 
en junio del 2014. 
4.1 Arquitectura 
Oracle tiene una arquitectura compuesta por dos partes, la base de datos que consta de las 
estructuras físicas y lógicas y la instancia de la base de datos compuesta por estructuras de memoria 
y de procesos asociados con la instancia. 
24 
 
 
Figura 4-1 Arquitectura Base de datos Oracle 
Instancia de la Base de Datos – Estructura de la Memoria interna 
SGA (Área global del sistema) 
Es un grupo de estructuras de memoria compartida que permite facilitar la transferencia de 
información entre usuarios. La SGA es compartida por todos los procesos de servidor y de fondo. 
Está dividido en varias partes:  
• Database Buffer Cache 
 Es la parte del SGA que contiene copias de los bloques de datos leídos procedentes de los 
archivos de datos.   
• Log Buffer 
Es un buffer en el que se almacena información de los últimos cambios realizados en la base de 
datos. Son necesarios para poder recuperar los datos que no hayan sido grabados en disco. 
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• Shared Pool: 
Es una zona de memoria que se utiliza para agilizar la ejecución de las instrucciones SQL y 
PL/SQL. Está formado por: 
▪ Cache de biblioteca: Almacena las consultas 
▪ Cache de Diccionario de Datos: Almacena información parara acelerar el acceso a los 
metadatos 
▪ Cache de Resultados: Almacena fragmentos de consultas que pueden ser utilizados 
posteriormente  
▪ Área fija: Almacena los datos que se necesitan para cargar la SGA en memoria 
 
• Large Pool:  
Es un área opcional que proporciona espacio en el que poder realizar operaciones con muchos 
datos como las operaciones de Backup y restauración.  
• Java Pool:  
Se utiliza para almacenar código dentro del servidor. 
• Stream Pool: 
Su uso es exclusivo por los flujos de Oracle. Almacena colas de mensajes y proporciona 
memoria para que los flujos capturen procesos y los apliquen. 
PGA (Área global del programa) 
Es una región de memoria que contiene información de los datos y el control de un proceso 
servidor. La base de datos Oracle la crea cada vez que se inicia un proceso servidor. Hay un PGA 
por cada servidor y sólo puede acceder a ella el proceso servidor asociado. 
Se utiliza para procesar sentencias SQL y para mantener el inicio de sesión. 
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Procesos de la memoria de Oracle 
• De usuario 
Están encargados de la interacción del usuario con el servidor permitiendo la conexión a la Base 
de datos 
• De Base de datos 
Existen dos tipos: 
• De servidor: Están encargados de realizar el plan de ejecución de las consultas realizadas por 
el usuario e indicarle los resultados. 
• De Background o segundo plano: Se ejecutan cuando se lanza la instancia de Oracle y quedan 
alojados en la memoria realizando diferentes tareas.  
4.2 Estructura de una Base de datos Oracle 
Una base de datos Oracle consta de una estructura lógica y una estructura física que se 
mantienen por separado. 
 
Figura 4-2 Estructura lógica y física de Oracle 
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4.2.1 Estructura física 
• Archivos de Control 
Son pequeños archivos binarios que almacenan información sobre la estructura de la base de 
datos. Contiene el nombre de la base de datos, la fecha y hora de la creación, información sobre 
los tablespaces, etc.  
• Archivos de Datos 
Son archivos que se encargan de almacenar toda la información de la base de datos. Casa base 
de datos puede tener uno o más archivos de datos. Tienen un tamaño fijo que se establece al crear 
la base de datos o los tablespaces. 
• Archivos Redo Log 
Son archivos que almacenan la información necesaria para que las instrucciones DML que se 
ejecutan en la base de datos se lleven a cabo. Sirven como un historial de los cambios que se 
realizan en la base de datos. 
4.2.2 Estructura lógica 
• Tablespaces 
Es una estructura lógica de la Base de Datos. Solo puede contener una base de datos. Los 
tablespaces se utilizan para mantener juntos los datos de usuarios o de aplicaciones para facilitar 
el mantenimiento o mejorar las prestaciones del sistema. 
 
• Segmentos 
Almacenan información correspondiente a un objeto de la base de datos (tabla, índice, etc). 
Existen 3 tipos: 
▪ Segmentos de Usuario: Almacenan los tipos de objeto creados por el usuario 
▪ Segmentos de Anulación: Almacenan los datos necesarios para revertir los cambios 
realizados en la base de datos 
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▪ Segmentos Temporales: Almacenan datos que Oracle necesita para completar 
consultas o instrucciones complejas. Oracle los crea y elimina automáticamente.  
• Extensiones 
Los segmentos están formados por la agrupación de una o más extensiones. Mediante las 
extensiones se consigue evitar que haya demasiados fragmentos en el disco. Cada vez que se llena 
un segmento se añade una extensión, es decir se reserva espacio para que los datos estén contiguos. 
• Bloques 
Es la unidad de datos más pequeña que existe en la base de datos Oracle. Cada extensión está 
formada por una serie de bloques. Se puede configurar su tamaño para poder optimizar el 
rendimiento, el valor que puede tomar ha de ser múltiplo del tamaño del bloque del disco del 
Sistema Operativo. 
4.3 Características   
A continuación, se muestran las principales características de la base de datos Oracle: 
4.3.1 Particionamiento 
El particionamiento permite mejorar la capacidad de administración, desempeño y 
disponibilidad de una base de datos. Tambien puede reducir el coste al mantener información 
antigua relevante en dispositivos de almacenamiento de bajo costo. 
El particionamiento se basa en subdividir una tabla, índice o tabla organizada en partes más 
pequeñas. Cada partición tiene su propio nombre y si se requiere sus propias características de 
almacenamiento. En Oracle destacan tres tipos de particiones elementales: 
• Por rango:  
Los datos se reparten según un rango de valores correspondientes a la tabla de particionamiento. 
• Por lista:  
La repartición de los datos está definida por un listado de valores de la clave de partición. 
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• Elección Arbitraria 
Se aplica un algoritmo sobre la clave de partición para poder decidir la partición en la que ubicar 
la fila determinada. 
4.3.2 Replicación de datos 
Es un procedimiento por el cual se copian los datos de un dispositivo de almacenamiento 
primario a uno secundario o de copia de seguridad. En caso de fallo del primer dispositivo, los 
datos estarán disponibles en el secundario.  
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Capítulo 5 
MySQL 
MySQL es un sistema de base de datos relacional de fuente abierta. Su nombre fue la 
combinación de “My” el nombre de la hija del cofundador Michael Widenius y SQL la 
abreviación de Structured Query Language. Fue creado por la compañía sueca, MySQL AB, la 
primera versión fue lanzada el 23 de mayo de 1995. La última versión estable es la 5.7.18 lanzada 
el 10 de abril de este año que está disponible para los sistemas de Windows, Mac OS X, Linux o 
Solaris. Existe una versión comercial, en la que se añade soporte técnico y la posibilidad de integrar 
el gestor en un software propietario. 
En la actualidad, es utilizado por muchos sitios web populares que almacenan enormes 
cantidades de datos como Wikipedia, Facebook, Google, YouTube.  
5.1 Arquitectura 
La principal característica de la arquitectura MySQL es la separación el motor de 
almacenamiento del resto de los componentes de la arquitectura.  Lo que permite crear nuevos 
motores de almacenamiento más adecuados para realizar determinadas tareas o para los distintos 
requisitos de los tipos de aplicaciones. 
 
Figura 5-1 Componentes de la arquitectura lógica de MySQL 
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• Motores de Almacenamiento de Datos 
Son componentes de MySQL que pueden manejar las operaciones SQL para diferentes tipos de 
tablas permitiendo almacenar y administrar información en una base de datos. Una de las 
principales características de MySQL es que permite utilizar varios motores de almacenamiento 
para diferentes bases de datos o incluso utilizar diferentes motores de almacenamiento en tablas 
de la misma base de datos. 
Entre los principales motores de almacenamiento de la actualidad destacan MyISAM e InnoDB. 
Cada uno de estos motores tiene sus respectivas ventajas y desventajas ya que están orientados 
para diferentes campos. 
MyISAM era el motor de almacenamiento por defecto en MySQL hasta la versión 5.5. La 
principal característica de este motor es la gran velocidad al realizar las consultas debido a que no 
tiene que realizar comprobaciones de integridad. Por esta razón, este motor es idóneo para 
aplicaciones en las que se realizaran principalmente operaciones de lectura y pocas inserciones 
como las páginas web. 
InnoDB es un motor de almacenamiento que se incorporó a MySQL en la versión 4.0. Es el 
motor por defecto en MySQL desde la versión 5.5. Fue diseñado para soportar las transacciones 
de tipo ACID. Además, permite definir restricciones en las claves foráneas con lo que se consigue 
que los datos con referencia a otras tablas sean válidos.  
• Conectores 
Son bibliotecas hechas en distintos lenguajes de programación que permiten conectarse con los 
servidores MySQL y poder ejecutar consultas a las bases de datos. 
• El gestor de conexiones 
Este gestor es el encargado de mantener las múltiples conexiones que tienen los clientes. Al 
configurar este gestor se puede limitar el número de conexiones concurrentes para poder optimizar 
recursos. También es el encargado de la autentificación de los usuarios que por defecto consiste 
de usuario, password y la máquina desde la que se conecta. 
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• Procesamiento y optimización de consultas 
Cuando se ejecuta una consulta en MySQL, el gestor la analiza sintácticamente para que 
MySQL pueda tomar decisiones sobre qué camino elegir como el orden de lectura de las tablas o 
que índices utilizar. Mediante el uso de ciertas cláusulas en las consultas se podrá ayudar al 
optimizador en su tarea.  
El proceso que realizará el optimizador dependerá del motor de almacenamiento que se emplee 
debido a que cada motor tiene diferentes características y restricciones.  
• Caché de consultas 
Aquí se almacenan las consultas y resultados que se hayan hecho anteriormente con el propósito 
de optimizar el rendimiento al omitir las etapas de análisis para consultas repetidas. 
• Control de Concurrencia 
Cada vez que más de una consulta necesite cambiar los datos al mismo tiempo surge el 
problema de control de concurrencia. Mediante este mecanismo se consigue evitar que estas 
consultas generen inconsistencias o efectos no deseados al tratar simultáneamente con los datos. 
• Gestión de transacciones y recuperación 
Mediante la gestión de transacciones, si se tiene un problema al ejecutar una consulta o un 
conjunto de estas en una misma transacción, el servidor podrá anular el efecto parcial de la parte 
que se haya ejecutado. Mediante la recuperación se podrá realizar rollback (volver hacia atrás) y 
dejar sin efecto las consultas ejecutadas. 
5.2 Estructura de MySQL 
La estructura de MySQL depende principalmente del tipo de motor de almacenamiento que se 
haya seleccionado, en este caso se hablará de los dos más utilizados:  MyISAM, InnoDB. 
Cuando se utiliza el motor de almacenamiento MyISAM, se guardan las tablas en tres archivos. 
Cada archivo tiene el nombre de la tabla y su correspondiente extensión que indica que el tipo de 
archivo.  
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A continuación, se indica un ejemplo de una tabla en MyISAM. 
Tabla 5-1 Archivos generados en MyISAM 
Tipo de Archivo Función 
Nombre_tabla.frm Almacena la definición de la tabla 
Nombre_tabla.MYD Almacena los registros de la tabla 
Nombre_tabla.MYI Almacena los índices de la tabla  
 
Cuando se utiliza el motor de almacenamiento InnoDB, todas las tablas se almacenan en un 
único archivo, lo que permite realizar transacciones entre ellas, a través de las claves foráneas o 
de columnas comunes en las tablas. 
InnoDB mantiene sus datos en un tablespace que puede estar formado por uno o más archivos 
en disco. InnoDB utiliza el tablespace para muchos propósitos como el almacenamiento de tablas, 
índices, el buffer de inserción, entre otras estructuras internas. 
5.3 Características 
A continuación, se muestran las principales características de la base de datos MySQL. 
5.3.1 Particionamiento 
El particionamiento mejora el rendimiento, la capacidad de gestión, simplifica el 
mantenimiento y reduce el coste de almacenar grandes cantidades de datos. El particionamiento 
permite que las tablas, los índices y las tablas organizadas por índices se puedan dividir en partes 
más pequeñas, de esta manera las consultas que accedan solo a una fracción de los datos se pueden 
ejecutar más rápidamente porque hay menos datos que analizar. En MySQL se pueden realizar 
cuatro tipos de particionamiento: 
• Range 
La asignación de los registros a las diferentes particiones está definida por un rango de valores 
sobre una determinada columna de la tabla o expresión. 
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• List 
La asignación de los registros a las diferentes particiones está definida por una lista de valores 
predefinidos sobre una determinada columna de la tabla o expresión. 
• Hash 
En este tipo de partición, es MySQL quien decide en que partición colocar el registro, para ello 
se indica una columna de tipo integer o una función que devuelva un integer, dependiendo el 
resultado MySQL insertará el registro en una partición distinta. 
• Key 
Similar a la partición Hash, en este caso MySQL no necesita que se le pase el parámetro de un 
valor entero, sino que lo generara automáticamente, sino se indica una columna sobre la que indicar 
el Hash MySQL utilizará por defecto la de la clave primaria. 
5.3.2 Vistas 
Una vista es una tabla virtual que no almacena ningún dato en sí. Debido a que, los datos 
proceden de una consulta SQL que MySQL ejecuta cuando se accede a la vista. Tienen la misma 
estructura que las tablas, sin embargo, MySQL no las trata de la misma manera. Por ejemplo, no 
se puede eliminar una vista con el comando DROP TABLE. 
La ventaja de utilizar vistas es la facilidad en manejar grandes cantidades de información, así 
mismo permiten la accesibilidad a la información sin tener que exponer directamente la tabla o las 
tablas que implican la vista. 
5.3.3 Claves foráneas 
En la actualidad, InnoDB es el único motor de almacenamiento que admite claves foráneas en 
MySQL, lo que limita la elección de motor si se quiere utilizar esta funcionalidad. 
Las relaciones de clave foránea implican una tabla padre que contiene los datos centrales y una 
tabla secundaria con valores idénticos que apunta de nuevo a su padre. La cláusula FOREIGN 
KEY se indicará en la tabla secundaria. 
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Las claves foráneas pueden mejorar el rendimiento en algunos casos. Por ejemplo, si se tiene 
que verificar que las tablas relacionadas entre sí tengan datos consistentes, puede ser más eficiente 
que el servidor realice esta comprobación en lugar de la aplicación. Las claves foráneas tambien 
son útiles para borrar o actualizar en cascada.  
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Capítulo 6 
Bases de datos NoSQL 
El término NoSQL que significa Not only SQL (No solamente SQL) fue utilizado por primera 
vez en 1998 por Carlo Strozzi para nombrar su base de datos de fuente abierta Strozzi NoSQL 
que no seguía el estándar SQL, pero seguía siendo relacional. 
No fue hasta el 2009 cuando Johan Oskarsson, reintrodujo el término NoSQL con la finalidad 
de etiquetar la aparición de sistemas de almacenamiento de datos distribuidos no relacionales. 
Una base de datos NoSQL proporciona un mecanismo para el almacenamiento y recuperación 
de los datos en medios distintos a los utilizados en las bases de datos relacionales. 
6.1 Características 
La mayoría de las bases de datos NoSQL tienen muchas características en común. 
Naturalmente, debido a que NoSQL es un concepto muy amplio, algunas de estas características 
pueden tener excepciones. Sin embargo, pueden ayudar a tener una idea general de lo qué son las 
bases de datos NoSQL. 
• Son distribuidas 
Las bases de datos NoSQL suelen ser sistemas distribuidos que están formados por varias 
máquinas que cooperan entre ellas para proporcionar datos a los clientes. Cada parte de los datos 
se puede replicar en varias máquinas para obtener redundancia y disponibilidad. 
• Flexibilidad de escalado 
Los sistemas NoSQL están desarrollados para ejecutarse en clusters en sistemas distribuidos, 
para mejorar el rendimiento hay que crecer en el número de máquinas y no aumentar los recursos 
de hardware en ellas. 
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• Datos no estructurados 
En una base de datos NoSQL, los datos se pueden agregar en cualquier lugar y en cualquier 
momento. No hay necesidad de especificar un diseño previo. Los datos pueden tener diferentes 
atributos entre ellos. Gracias a esto se evita tener atributos con valores nulos. 
• Construido para grandes volúmenes 
Muchos sistemas NoSQL fueron construidos para poder almacenar y procesar rápidamente 
enormes cantidades de datos. 
• Propiedades BASE 
Los sistemas NoSQL siguen la norma de consistencia eventual, por lo que se puede leer 
información antigua en pro de mejorar el rendimiento. Por lo que lo prefieren los clientes 
enfocados en ofrecer a los usuarios servicios más satisfactorios. 
6.2 Teorema CAP 
En el año 2000, el profesor Eric Brewer introdujo el teorema de CAP: Consistencia, 
Disponibilidad y Tolerancia al particionado. Según este teorema cuando se trabaja con sistemas 
distribuidos como servicios web distribuidos o bases de datos distribuidas solo dos componentes 
de los tres pueden ser logrados. 
En las bases de datos relacionales centralizadas, la tolerancia al particionado no se cumple, por 
lo que esta base de datos puede ser estrictamente coherente y disponible siempre y cuando el nodo 
esté disponible. La mayoría de las bases de datos NOSQL están desarrollados para ser distribuidos 
por lo que la tolerancia al particionado siempre debe cumplirse. Por lo tanto, el sistema debe elegir 
entre consistencia y disponibilidad. Esto no significa que el sistema solo puede ser consistente o 
disponible, sino una relación entre ellos, cuando el sistema sea más consistente menor será la 
disponibilidad y viceversa. En algunos campos como las aplicaciones financieras, la consistencia 
es más importante que la disponibilidad, pero en otros campos como los sistemas de comercio 
electrónico, la disponibilidad es lo más importante. 
En la actualidad, hay una gran cantidad de sistemas de almacenamiento disponibles, depende 
de cada organización elegir el mejor de estos sistemas que se adecue a sus necesidades.  
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Figura 6-1 Teorema de CAP 
• CA 
Esta categoría no admite el particionamiento de datos, se enfoca más en la consistencia y la 
disponibilidad, tales como los sistemas de gestión de bases de datos relacionales. El sistema está 
disponible mientras el servidor que ejecuta la base de datos esté disponible. 
• CP 
 Esta categoría prefiere la consistencia a la disponibilidad, los datos se reparten entre nodos, los 
sistemas de base de datos de esta categoría como MongoDB, siempre ofrecen resultados correctos 
y actualizados, pero con un mayor tiempo de respuesta.  
• AP 
 Tal como la categoría anterior, los datos se reparten entre nodos, pero esta categoría prefiere 
la disponibilidad sobre la consistencia como Cassandra o CouchDB. Devuelve los resultados 
rápidamente, pero también puede devolver valores anticuados. 
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6.3 ACID VS BASE 
En el mundo de las bases de datos relacionales, ACID es un conjunto de propiedades que 
definen las transacciones con la base de datos. Se denomina así porque garantiza que cada 
transacción cumpla con la Atomicidad, Consistencia, Aislamiento y Durabilidad. 
• Atomicity 
Las transacciones en la base de datos han de tener éxito por completo o fallar, no se permite el 
éxito parcial. 
• Consistency  
Durante la ejecución de la transacción en la base de datos, esta avanza de un estado válido a 
otro. El estado nunca es inválido. 
• Isolation  
Las transacciones en la base de datos de cliente han de producirse independientemente de otros 
clientes que intenten interactuar con la base de datos 
• Durability   
Después de ejecutarse las transacciones, estas perduraran en el tiempo. 
En el mundo NoSQL las propiedades ACID no son muy utilizadas dado que se enfocan más en 
la seguridad de los datos de lo que el dominio requiere realmente.  
Por lo tanto, se utiliza el modelo BASE que es un enfoque parecido a ACID, pero enfocándose 
más en la disponibilidad, la degradación y el rendimiento y cediendo consistencia y aislamiento.  
• Basic Availability 
 El sistema está siempre disponible incluso cuando alguna parte falla dado que utiliza los 
principios de replicación y distribución. 
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• Solf-state 
El estado del sistema podría cambiar con el tiempo, debido a la Eventual Consistency puede 
haber cambios en curso cuando no se introducen datos. Por lo que el estado del sistema es siempre 
soft (suave). 
• Eventual consistency 
 El sistema será consistente de forma eventual, los datos tarde o temprano se propagarán a todas 
las partes, pero no se verifican los datos antes de pasar a la siguiente transacción. 
Tabla 6-1 ACID vs BASE 
ACID BASE 
- Fuerte coherencia 
- Aislamiento 
- Enfocado en los commits  
- Menor disponibilidad 
- Evolución complicada 
 
- Coherencia débil 
- Mejor esfuerzo 
- Repuestas aproximadas 
- Siempre disponible 
- Evolución más sencilla 
 
 
6.4 Tipos de bases de datos no relacionales 
No existe una clasificación universalmente aceptada en las bases de datos NoSQL. A menudo, 
sin embargo, suelen clasificar las bases de datos según su modelo de datos. Los cinco principales 
modelos de datos son: bases de datos clave-valor, documentales, orientada a grafos, orientada a 
columnas y orientada a objetos.  
6.4.1 Bases de datos clave-valor 
Las bases de datos clave-valor son bastante simplistas, pero tienen un modelo bastante eficiente 
y potente. Los datos están formados en dos partes, una cadena que representa la clave y los datos 
reales a los que se hace referencia como valor, creando así un par “clave-valor”, que es una clave 
única con la que se identifica cada elemento. El almacén de datos es similar a las tablas de hash 
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donde las claves se utilizan como índices por lo que es más rápido que una base de datos relacional. 
Los más recientes almacenes de datos prefieren una alta escabilidad sobre la consistencia, por lo 
tanto, se han omitido operaciones como los joins o funciones de agregado. Algunas bases de datos 
de este tipo son Cassandra, Amazon DynamoDB, RIAK. 
 
 
Figura 6-2 Modelo de datos Clave-Valor 
6.4.2 Bases de datos documentales 
Las bases de datos documentales almacenan sus datos en forma de documentos, generalmente 
utilizando como estructura JSON (JavaScript Object Notation) o XML (Extensible Markup 
Language). El almacenamiento en documentos ofrece un gran rendimiento y permite la escabilidad 
horizontal. Los documentos dentro de una base de datos documental son similares a los registros 
dentro de una base de datos relacional pero mucho más flexibles. En las bases de datos relacionales, 
un registro dentro de la misma base de datos tendrá los mismos campos para todos los datos y los 
campos que no se utilicen se mantendrán vacíos, en las bases de datos documentales cada 
documento podrá tener datos similares, así como datos diferentes. Los documentos de la base de 
datos utilizan una clave única que representa cada documento. Permite realizar búsquedas por 
clave-valor y consultas más complejas sobre el contenido de los datos. Algunas bases de datos de 
este tipo son MongoDB, CouchDB, SimpleDB. 
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Figura 6-3 Modelo de datos documental 
6.4.3 Bases de datos orientadas a grafos 
Las bases de datos orientadas a grafos representan las entidades como nodos de un grafo y las 
relaciones como las aristas entre ellos. Utiliza una técnica llamada adyacencia libre de índice 
(index-free adjacency) la cual consiste en que cada nodo tiene un puntero que apunta al nodo 
adyacente. La base de datos debe estar totalmente normalizada para poder sacar el máximo 
rendimiento, es decir que cada tabla tendrá una sola columna y cada relación dos. De esta manera 
se puede adaptar el modelo de datos según las necesidades y poder recorrer millones de registros. 
Algunas bases de datos de este tipo son Neo4j, ArangoDB, AllegroGraph. 
 
Figura 6-4 Modelo de datos orientado a grafos 
6.4.4 Bases de datos orientadas a columnas  
Son bases de datos similares a las bases de datos relacionales, aunque comparten el concepto 
de almacenamiento columna a columna de las bases de datos basadas en filas, los almacenes de 
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columnas no almacenan los datos en tablas sino en arquitecturas distribuidas masivamente. En 
estos almacenes cada clave está asociada con uno o más atributos (columnas).  Los datos 
almacenados en la base de datos se basan en el orden determinado por la clasificación de la column 
family y se almacenan de manera contigua de tal forma que se realizan los accesos mucho más 
rápido. Algunas bases de datos de ese tipo son Cassandra, BigTable, HyperTable. 
 
Figura 6-5 Modelo de datos orientado a columnas 
6.4.5 Bases de datos orientadas a objetos 
Son bases de datos en las cuales los datos o la información a almacenar se representan como un 
objeto (similar al de programación orientada a objetos). El almacén de datos ofrece todas las 
características de la programación orientada a objetos tales como encapsulación de datos, 
polimorfismo y herencia. Las clases, los objetos y los atributos de clase son comparables a una 
tabla, una tupla y las columnas de la tupla. Cada objeto tiene un identificador que puede utilizarse 
para identificarlo de forma única. Las bases de datos orientadas a objetos deben utilizarse en 
aplicaciones que impliquen relaciones de objetos complejas o en las que cambien la estructura de 
objetos. Algunas bases de datos de este tipo son ObjectDB, db4o. 
 
Figura 6-6 Modelo de datos orientado a objetos 
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Capítulo 7 
MongoDB 
MongoDB (de la palabra en inglés “humongous”) es un sistema de base de datos de código 
abierto orientada a documentos desarrollada en C++. Fue desarrollada en octubre del 2007 por la 
compañía 10gen (ahora MongoDB, Inc.) y lanzo su primera versión en 2009.  La última versión 
estable es la 3.2.11 que está disponible para los sistemas de Windows, Mac OS X, Linux o Solaris. 
Al ser una base de datos NoSQL, MongoDB evita la estructura de base de datos relacional basada 
en tablas, en su lugar utiliza documentos similares a JSON con esquemas dinámicos. 
El formato para almacenar documentos en MongoDB es BSON el cual extiende el modelo 
JSON proporcionando tipos de datos adicionales, campos ordenados y ser eficientes en la 
codificación y decodificación en diferentes idiomas. Cada documento tiene un límite de tamaño 
máximo de 16MB, para ayudar a garantizar que un solo documento no puede utilizar cantidad 
excesiva de RAM o de ancho de banda. 
7.1 Características 
Anteriormente se han mencionado las características de las bases de datos NoSQL, en este 
apartado se hará un enfoque de las principales características de la base de datos MongoDB. 
7.1.1 Indexación 
MongoDB utiliza indexación similar a las bases de datos relacionales, los índices permiten la 
ejecución eficiente de consultas en MongoDB. Sin índices, MongoDB tendría que escanear cada 
documento. Cada documento es identificado por un campo _id y sobre ese campo se crea el índice 
único. También el administrador de la base de datos puede crear índices adicionales, por ejemplo, 
se puede definir un índice sobre varios campos dentro de una colección determinada, dicha 
característica se denomina índice compuesto. 
7.1.2 Sharding 
Es un método de partición que permite separar bases de datos muy grandes en partes más 
pequeñas, más rápidas y fáciles de gestionar denominadas fragmentos. MongoDB permite soportar 
despliegues con conjuntos de datos muy grandes y operaciones de alto rendimiento. 
 45 
 
La fragmentación distribuye los conjuntos de datos a través de una serie de servidores de 
productos mucho menos costosos. Cada fragmento funciona como una base de datos 
independiente, pero colectivamente los fragmentos forman una única base de datos lógica. 
7.1.3 Replicación 
La replicación es una forma de mantener copias idénticas de los datos en varios servidores, 
mantiene la aplicación en ejecución y los datos seguros incluso si algo le sucede a uno o más 
servidores. MongoDB utiliza replica set que es un conjunto de servidores con un servidor primario, 
que toma las solicitudes del cliente y varios servidores secundarios que guardan las copias del 
primario. Si el servidor primario se cae, los servidores secundarios pueden elegir un nuevo servidor 
primario entre ellos. 
7.2 Modelo de datos 
 
 
Figura 7-1 Modelo de Datos de MongoDB 
• Documentos 
Un documento es una estructura de datos compuesta por campos y sus respectivos valores. A 
su vez, los valores de los campos pueden incluir otros documentos, arrays o arrays de documentos. 
Cuando se crea un documento, MongoDB automáticamente genera una clave primaria (id) para 
poder identificar de forma única cada documento.  
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• Colecciones 
Una colección es un conjunto de documentos, es el análogo de una tabla en el modelo relacional. 
• Bases de datos 
Además de agrupar documentos en colecciones, MongoDB agrupa colecciones en bases de 
datos. Una instancia de MongoDB puede alojar varias bases de datos que pueden tener 0 o más 
colecciones. Cada base de datos tiene sus propios permisos y se almacena en archivos separados 
en disco.  
7.3 Arquitectura 
 
Figura 7-2 Arquitectura de MongoDB 
Las aplicaciones se comunican con la base de datos MongoDB a través de un driver, estos 
contienen los métodos y protocolos que se necesitan para comunicarse con la base de datos dejando 
que el desarrollador se encargue de la complejidad del proceso.  
Los routers son los encargados de recibir las peticiones y de dirigir las operaciones que se 
necesitan al fragmento o fragmentos correspondientes. 
Los fragmentos o shards son aquellos que poseen los datos de las colecciones que forman parte 
de la base de datos, esto podría incluir réplicas, sin embargo, tambien podría ser una única 
instancia. 
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7.4 Operaciones en MongoDB 
• Crear base de datos 
En MongoDB se utiliza el comando USE para crear una base de datos. Este comando creará 
una base de datos si no existiera, de lo contrario te devuelve la base de datos existente. 
 
Para verificar en que base de datos se está actualmente se ejecuta el comando db. 
 
Para obtener un listado de las bases de datos que se tiene en el entorno se ejecuta el comando 
show dbs. Para que la base de datos aparezca previamente se tiene que haber insertado al menos 
un documento en ella. 
 
• Eliminar base de datos 
Para poder eliminar una base de datos se utiliza el comando db.dropDatabase() para ello 
previamente se deberá seleccionar la base de datos que se quiere eliminar ejecutando el comando 
use. 
 
• Crear colección 
Para crear una colección en MongoDB que es el equivalente a una tabla en las bases de datos 
relacionales se ejecuta el siguiente comando dentro de la base de datos: 
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Para verificar que la colección ha sido creada correctamente se ejecuta el comando show 
collections. 
 
Al momento de crear una colección, se podrá añadir otras opciones para personalizar la 
colección según las necesidades que se tengan. Estas son: 
• capped:  En las capped collections o colecciones limitadas cuando se llega al máximo 
tamaño asignado se eliminan los documentos antiguos (se indica con true o false) 
• autoIndexID: Si se utiliza esta opción se creará automáticamente un índice en el campo 
_id. (se selecciona con true o false) 
• size: Especifica el tamaño máximo en bytes que puede tener la colección si se utiliza la 
opción capped. (se indica con un valor int) 
• max: Especifica la cantidad máxima de documentos que puede tener una colección limitada 
(se indica con un valor int) 
Un ejemplo de colección utilizando estos parámetros se puede crear de la siguiente manera: 
 
• Eliminar Colección 
Para poder eliminar una colección se utiliza el comando db.Nombre_Coleccion.drop(). Para 
ello primero se ejecuta el comando show collections para ver las colecciones que hay en nuestra 
base de datos. 
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• Insertar documentos 
Para insertar un documento en una Colección se utiliza el comando 
db.Nombre_Collecion.insert(documento). Si al momento de insertar el documento no se 
especifica un valor para el parámetro _id MongoDB le asigna un valor automáticamente. 
 
• Buscar Documentos 
Para buscar documentos dentro de una colección se utiliza el comando find (). La sintaxis del 
comando es la siguiente: db.Nombre_Collecion.find(). 
 
 
Como se había mencionado en el apartado anterior, se comprueba que MongoDB le ha asignado 
un _id aleatorio al documento. 
• Actualizar Documentos 
Para modificar un documento se utiliza el comando update ().  Para ello se utiliza la siguiente 
sintaxis: db.Nombre_Coleccion.update(Criterio_de_seleccion, datos_a_actualizar).  
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• Eliminar Documentos 
Para eliminar documentos dentro de una colección se utiliza el comando remove (). Dentro del 
paréntesis se puede indicar una condición para los documentos que se quieran borrar o dejarlo 
vacío y borrar todos los documentos de la colección. La sintaxis es la siguiente: 
db.Nombre_Coleccion.remove(Criterio de eliminación). 
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Capítulo 8 
Cassandra 
Cassandra es un sistema de almacenamiento de datos distribuido gratuito y de código abierto 
diseñado para manejar grandes cantidades de datos, proporcionando alta disponibilidad sin ningún 
punto de fallo. 
Cassandra fue desarrollada inicialmente por Facebook en 2007 para solucionar los problemas 
de búsqueda interna de datos. A partir de marzo de 2009 se convirtió en un proyecto de Apache y 
en la actualidad es la base de datos orientada a columnas más popular. La última versión estable 
es la 3.10 que fue lanzada el 3 de febrero del 2017 que está disponible para los sistemas de 
Windows, Mac OS X, Linux o Solaris. 
Cassandra es un sistema híbrido entre un sistema orientado a columnas y un sistema clave-
valor. Su modelo de datos consiste en un almacén particionado de filas que se reorganizan en 
tablas. El primer componente de las claves primarias es también la clave de partición. En una 
partición se agrupa las filas según las columnas restantes de la clave.  
Al principio se utilizaba una API propia para poder acceder a los datos, sin embargo, en la 
actualidad se está utilizando con mayor frecuencia un nuevo lenguaje denominado CQL 
(Cassandra Query Language) que tiene cierta similitud con SQL, aunque con menos 
funcionalidades.  
8.1 Características 
Anteriormente se ha mencionado las principales características de las bases de datos NoSQL, 
en este apartado se indicarán las principales características de la base de datos Cassandra. 
8.1.1 Facilidad de escalado 
Cassandra implementa la escalabilidad horizontal, es decir que para seguir soportando el gran 
crecimiento de las peticiones de la base de datos se añaden más máquinas al sistema que serán 
sincronizados con las otras máquinas del clúster.  
52 
 
En Cassandra el clúster tiene la capacidad de escalar y desescalar cuando sea necesario. Como 
se ha mencionado cada vez que se añaden nuevas máquinas se vuelca parte o toda la información 
de los demás nodos para que puedan atender las peticiones. Para desescalar, se remueven máquinas 
del clúster debido a que el número de peticiones disminuyen y no es necesario hardware adicional. 
8.1.2 Distribuida y descentralizada 
Al ser un sistema distribuido, Cassandra tiene la capacidad de poder ejecutarse en varias 
máquinas, mientras al usuario se le muestra como un todo. Se puede ejecutar Cassandra en una 
sola máquina, sin embargo, se aprovecharán todos sus beneficios al ser ejecutado en varios 
servidores.  
Cassandra es descentralizada, lo que significa que todos los nodos son iguales y desempeñan la 
misma función, esto es debido a que Cassandra implementa el protocolo P2P (Peer to Peer). 
8.1.3 Tolerante a fallos 
En Cassandra los datos se replican automáticamente a múltiples nodos, esto permite que el 
sistema sea tolerante a fallos causados por algún nodo defectuoso. Cuando se detecte alguno podrá 
ser reemplazado sin tener que detener el sistema. Esto permite que el sistema sea altamente 
disponible y pueda cumplir con las peticiones que se realizan. 
8.2 Modelo de datos 
A primera vista, el modelo de datos de Cassandra se asemeja al relacional. Cassandra organiza 
datos en familias de columnas o tablas como las bases de datos relacionales organizan datos en 
tablas. Las familias de columnas o tablas han de declararse por adelantado, indicando su nombre 
y el nombre y el tipo de las columnas que va a contener, así como definiendo una clave primaria. 
Cada fila tanto en el modelo relacional y en Cassandra puede considerarse como un registro 
individual. Sin embargo, hay muchas diferencias importantes entre los dos. 
Cassandra es un almacén de filas particionadas y que hace que la elección de la clave principal 
sea muy importante. Aparte de identificar de manera única una fila, en Cassandra la clave primaria 
también define la forma y el orden en que se almacenan los datos. Las claves primarias de 
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Cassandra suelen ser compuestas, es decir pueden estar formadas por más de una columna y su 
primer componente se llama clave de partición. Las filas que tienen la misma clave de partición se 
agrupan y almacenan juntas en la misma partición. Dentro de una partición, las filas se ordenan 
por las columnas restantes (columnas de agrupación) de la clave primaria. 
 
En el modelo relacional, cada columna sólo tiene un valor. El nombre de la columna se 
almacena como metadatos, durante la definición del esquema. En Cassandra cada columna se 
almacena como una combinación de pares clave-valor, donde la clave es el nombre de la columna 
y el valor es el valor real. Otra diferencia es que, mientras que en el modelo relacional cada fila de 
una tabla tiene que tener exactamente la misma cantidad de columnas, en Cassandra no. Las 
diferentes filas pueden tener un número diferente de columnas. Esta característica permite un 
esquema más flexible. En Cassandra se pueden agregar columnas sobre la marcha según sea 
necesario, las filas que ya existan en la tabla no se verán afectadas y las filas que se inserten en el 
futuro podrán utilizar cualquier número de columnas que necesiten. 
El diseño de tablas en Cassandra utiliza un enfoque orientado a consultas, desnormalizado que 
contrasta con un enfoque de base de datos relacional que está orientado a tablas y normalizado. 
Debido al hecho de que Cassandra no admite operaciones de combinación, las consultas están 
diseñadas para acceder sólo a una única tabla. Es recomendable mantener una tabla diferente para 
cada consulta individual. Por lo tanto, es frecuente tener en Cassandra datos replicados a través de 
muchas tablas diferentes. 
 
A continuación, se indican los componentes que forman el modelo de datos de Cassandra. 
• Cluster 
La base de datos de Cassandra se distribuye en varias máquinas que funcionan conjuntamente. 
El contenedor más externo se conoce como clúster. Para el manejo de fallos, cada nodo contiene 
una réplica, y en caso de fallo, la réplica se encarga de realizar las operaciones. Cassandra organiza 
los nodos en un clúster, en un formato de anillo, y asigna datos a cada uno de ellos. 
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• Keyspace 
Un Keyspace es un almacén de datos NoSQL que contiene todas las familias de columnas 
(column families). Es el contenedor más externo en el almacenamiento de datos en Cassandra. Es 
recomendable tener un solo Keyspace por aplicación, sin embargo, se pueden tener tantos 
Keyspaces según la necesidad de la aplicación.  
El Keyspace tiene una importancia similar al que tiene un esquema en las bases de datos 
relacionales, pero a diferencia de este no estipula ninguna estructura concreta, por ejemplo, el 
contenido de un Keyspace puede ser column families con un número diferentes de columnas o 
incluso diferentes columnas. 
• Column Families 
Una familia de columnas es el contenedor de un grupo ordenado de filas. Casa fila a su vez es 
un conjunto de columnas ordenadas. Se pueden añadir columnas a una familia de columnas en 
cualquier momento. La columna de familias representa como están estructurados los datos. 
• Column 
Una columna es un triplete que consiste de un nombre, un valor y un timestamp (última vez que 
se accedió a la columna). 
Aunque se esté familiarizado con el término "columnas" de las bases de datos relacionales, no 
tiene el mismo significado en Cassandra. En primer lugar, al diseñar una base de datos relacional, 
se especifica la estructura de las tablas de antemano asignando a todas las columnas de la tabla un 
nombre. Después, cuando se insertan los datos, simplemente se proporcionan valores para la 
estructura predefinida. Pero en Cassandra, no se definen las columnas previamente. Sólo se define 
las column families que se va a tener en el Keyspace y, a continuación, se puede empezar a insertar 
los datos sin tener que definir las columnas. 
• Super Column 
Una super columna es un tipo especial de columna, pero a diferencia de estas no tienen definido 
un timestamp. Es una tupla clave-valor, y el valor de cada super columna es un mapa de columnas 
denominadas subcolumnas. Además, solo pueden almacenar columnas. Es decir que solo tienen 
un nivel de profundidad, pero no existe un límite para las columnas que pueda almacenar. 
Una super column puede ser muy útil para mejorar el rendimiento entre aquellas columnas que 
van a ser consultadas juntas.  
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Figura 8-1 Ejemplo de un modelo de datos de una base de datos Cassandra 
8.3 Arquitectura 
En las bases de datos relacionales se utiliza el modelo maestro-esclavo. Algunos nodos se 
designan como maestros y otros como esclavos. El maestro actúa como una fuente autorizada de 
datos y los esclavos sincronizan sus datos con el maestro. Cualquier cambio que se realice en el 
maestro se transmite a los esclavos. Lo que significa que puede llegar a ser un punto único de fallo. 
En caso de fallo el nodo maestro supondría grandes efectos sobre la base de datos. 
Como se ha mencionado antes, Cassandra utiliza un modelo distribuido peer-to-peer, donde 
todos los nodos son iguales, por lo tanto, no existe un nodo maestro que actué de forma diferente 
a un nodo esclavo.  
Los datos se distribuyen automáticamente en Cassandra a través de todos los nodos que 
participan en un clúster. El usuario puede configurar el clúster y la estrategia de replicación según 
lo necesite. 
Cuando el usuario necesita insertar o recuperar datos en Cassandra, puede conectarse a 
cualquier nodo del clúster. Este nodo realiza la función de coordinador, que actúa como un proxy 
entre la aplicación cliente y los nodos que poseen todos los datos solicitados.  
Gracias a este modelo de arquitectura, Cassandra consigue mejorar la disponibilidad general 
del sistema y la facilidad de escalar horizontalmente lo que le permite manejar una enorme 
cantidad de datos y realizar miles de operaciones simultáneas por segundo. 
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Figura 8-2 Arquitectura de Cassandra 
Cassandra proporciona replicación automática incorporada. Los datos se pueden replicar 
muchas veces en diferentes bastidores, centros de datos y plataformas de nube, ya que los clústeres 
de Cassandra se pueden implementar en plataformas híbridas en las instalaciones y en las 
plataformas. Cassandra aprovecha esta característica de diseño distribuido y replicación para 
proporcionar una verdadera disponibilidad continua, ya que no existe un solo punto de fallo. 
Cuando un nodo o un bastidor fallan, la base de datos puede seguir trabajar utilizando datos 
replicados. La estrategia de replicación, así como el factor de replicación, se define cuando se crea 
la base de datos. 
8.4 Operaciones en Cassandra 
• Crear 
Primero se crea el Keyspace, que es donde se almacena todos los datos y define el tipo de 
replicación que se utilizará en los nodos.  Para ello se ejecuta la siguiente sentencia: 
 
Al momento de crear el Keyspace, se deberá indicar como se quiere distribuir los datos en los 
servidores y cuantas réplicas se quieren tener. 
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• Estrategia de replicación: 
• SimpleStrategy 
Se utiliza cuándo se tiene solo un centro de datos. SimpleStrategy coloca la primera réplica en 
un nodo determinado por el particionador. Las réplicas adicionales se colocan en sentido horario 
en el siguiente nodo del anillo sin considerar la topología. 
 
Figura 8-3 Modelo de replicación SimpleStrategy 
• NetworkTopologyStrategy 
Se utiliza cuando se tiene o se planea utilizar el cluster en varios centros de datos. Mediante 
NetworkTopologyStrategy se puede especificar cuantas réplicas se desea tener en cada centro de 
datos. Esta estrategia intenta colocar réplicas en bastidores distintos, debido a que los nodos en el 
mismo rack pueden fallar al mismo tiempo debido a problemas físicos como refrigeración, energía, 
red, etc.  NetworkTopologyStrategy coloca las réplicas en el centro de datos en el sentido de las 
agujas del reloj hasta llegar al primer nodo en otro bastidor, si no existiera el nodo, se colocarían 
en diferentes nodos en el mismo rack. 
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Figura 8-4 Modelo de replicación NetworkTopologyStrategy 
• Factor de replicación: 
Determina cuantas copias se van a querer del dato. En general, el factor de replicación no debe 
exceder el número de nodos del clúster. Sin embargo, se puede aumentar el factor de replicación 
y, a continuación, agregar el número de nodos que se desean. 
 
Para verificar que el KEYSPACE se ha creado correctamente se ejecuta el siguiente comando: 
 
El cual muestra la lista de Keyspaces que hay en el clúster. 
 
Para poder utilizar el Keyspace que se ha creado previamente, se ejecuta el siguiente comando: 
 
Ahora ya se puede insertar los datos en el Keyspace. 
Para crear una tabla o column family en el lenguaje de Cassandra se utiliza una sintaxis muy 
parecido al que se utiliza en las bases de datos relacionales.  
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Al momento de crear la tabla se tiene que indicar la clave primaria, es muy importante elegir la 
más indicada que represente los datos que va a contener. Esto es debido a que al momento de 
utilizar la cláusula WHERE, solo se puede utilizar como criterio de búsqueda la columna que se 
haya indicado como clave primaria.  
Para verificar que se ha creado correctamente la tabla se ejecuta el siguiente comando: 
 
Aparece en pantalla la tabla creada sin registros.  
 
• Insertar 
Para poder insertar datos en la tabla se utiliza al igual que en SQL el comando INSERT INTO. 
A continuación, se insertarán unos pocos registros en la tabla. 
 
Para poder ver el resultado de la query, se ejecuta: 
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• Buscar 
En Cassandra al igual que en las bases de datos SQL para buscar un registro dentro de una tabla 
se utiliza la cláusula WHERE. Por ejemplo, si se quieren los datos de los empleados que se 
apelliden “Suárez”, se buscaría de la siguiente manera: 
 
Y se obtiene el siguiente resultado: 
 
• Modificar 
En Cassandra también se utiliza al igual que en SQL el comando UPDATE, sin embargo, la 
principal diferencia es que Cassandra no comprueba si los datos ya existen antes de escribir, por 
lo tanto, al ejecutar UPDATE e INSERT se sobrescriben las entradas de una columna sin importar 
los datos que estén almacenados. 
 
Al realizar una búsqueda en la tabla con el comando SELECT, se puede visualizar el cambio 
realizado. 
 
 
• Eliminar registro 
Para eliminar un registro de la tabla se utiliza el comando DELETE de la siguiente manera: 
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La tabla quedaría de la siguiente manera: 
 
 
 
• Eliminar tabla 
Para eliminar una tabla se utiliza el comando DROP de la siguiente manera: 
 
• Eliminar Keyspace 
Para eliminar un Keyspace se utiliza el comando DROP de la siguiente manera: 
 
• Soporte de transacciones 
Cassandra brinda soporte a las transacciones de inserción, actualización y borrado de datos 
mediante la cláusula IF. La cláusula IF impide que la transacción se ejecute si no se cumplen los 
criterios especificados en ella. Estas transacciones son útiles porque permite realizar 
comprobaciones antes de modificar los datos. Sin embargo, no es recomendable su uso en exceso 
debido a que añade una gran cantidad de latencia a una operación de escritura. 
• Funciones agregadas 
Cassandra proporciona las funciones de agregado estándar de MIN, MAX, AVG, COUNT y 
SUM como funciones incorporadas. Pueden utilizarse en la cláusula SELECT de cualquier 
comando "read", y pueden aplicarse a una sola columna. 
• Creación de Índices 
Como se ha explicado antes, Cassandra no permite el uso de columnas que no forman parte de 
la clave principal en la cláusula WHERE de una consulta de lectura. Sin embargo, permite el uso 
de una columna en la que se ha creado un índice secundario. Por lo tanto, en Cassandra un índice 
secundario es un medio para mejorar la funcionalidad y la expresividad de su lenguaje de consulta, 
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en lugar de una manera de mejorar el rendimiento. Por ejemplo, la creación de un índice secundario 
en la columna email de la tabla que se ha creado anteriormente hará que esa columna sea elegible 
para ser utilizada en la cláusula WHERE de una consulta. Para ello se ejecuta el siguiente 
comando: 
 
Y ahora se pueden realizar consultas en la tabla utilizando la columna email en la cláusula 
WHERE. 
Se puede crear un índice en cualquier columna de una tabla, pero no se puede utilizar una 
combinación de columnas como un único índice. 
Los índices pueden mejorar la funcionalidad y la expresividad del lenguaje de consulta de 
Cassandra, pero en algunos casos pueden inducir un mantenimiento adicional y no despreciable y 
los gastos indirectos de la consulta. En general, los índices no deben crearse en columnas de alta 
cardinalidad que tengan muchos valores distintos (por ejemplo, una columna que almacene el DNI 
de una persona), ni en columnas que se actualizan o eliminan frecuentemente. Los índices se 
utilizan mejor en columnas de cardinalidad baja, como una columna de "departamento" en la tabla 
que se ha creado anteriormente. 
• Vistas materializadas 
Como alternativa a los índices secundarios, Cassandra proporciona vistas materializadas para 
mejorar la funcionalidad del lenguaje de consulta. Una vista materializada es una tabla secundaria 
construida a partir de datos de otra tabla y que utiliza una clave primaria diferente para poder 
realizar una consulta diferente (una que no admite la tabla principal).  
Una práctica común en Cassandra es mantener una tabla separada para cada consulta. Sin 
embargo, cada vez que se modifica una tabla, la aplicación cliente es la encargada de modificar 
todas las tablas adicionales para poder mantener la integridad de datos entre tablas. 
Las vistas materializadas facilitan mucho las cosas al actualizar y eliminar valores 
automáticamente cuando se modifica la tabla principal. La sintaxis básica para una creación de 
vista materializada es la siguiente: 
 
 63 
 
 
 
Las vistas materializadas se crean indicando su nombre, el nombre de la tabla principal y las 
columnas apropiadas, así como la nueva clave principal. Las columnas que forman parte de la 
nueva clave principal no pueden ser nulas, por lo que se utiliza la sentencia IS NOT NULL. 
Además, todas las columnas de la clave primaria de la tabla original deben formar parte de la clave 
principal de la vista materializada y sólo se le puede añadir una columna adicional. Debido al 
hecho de que las vistas materializadas reordenan la forma en que los datos se almacenan utilizando 
una clave primaria diferente, admiten consultas de lectura muy eficaces, al igual que las tablas 
normales. Sin embargo, el rendimiento de escritura de la tabla primaria puede sufrir cuando existen 
vistas, porque cuando se actualiza una fila en la tabla primaria se debe ejecutar una operación 
adicional para actualizar la fila correspondiente en la vista. 
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Capítulo 9 
Caso Práctico 
En este apartado se va a describir el desarrollo de un caso práctico que permita comparar el 
rendimiento de las cuatro bases de datos. De esta manera se cumplirá con el objetivo de determinar 
cuál es la base de datos más adecuada según los criterios que se quieren aplicar al momento de 
almacenar los datos. Gracias a esto, en base a los resultados obtenidos también se podrán sacar 
conclusiones sobre las bases de datos que se están estudiando que serán reflejadas más adelante. 
Para poder desarrollar el caso práctico lo primero que se necesita es montar un entorno en el 
cual poder crear las bases de datos. El entorno más adecuado y el que más se utiliza actualmente 
para la instalación de los sistemas gestores de bases de datos es Linux, esto es debido a que Linux 
es considerado un sistema seguro, rápido y fiable que suele tener mayor rendimiento y estabilidad.  
Se ha decidido llevar a cabo el caso práctico en el siguiente sistema Linux: 
• Sistema: Ubuntu 
• Versión: Ubuntu 16.04 (64 bit) 
El motivo de elegir este sistema Linux se debe al conocimiento que se tiene sobre él dado que 
anteriormente se ha utilizado a lo largo de la carrera y porque también es un sistema en el que 
perfectamente se pueden instalar los gestores de las bases de datos. 
Después de la elección del sistema operativo, hay que decidir la plataforma hardware en la cual 
va a ser instalado. En este caso se ha decidido optar por una plataforma virtualizada, debido a que 
aporta numerosas ventajas sobre una plataforma física. A continuación, se mencionan algunas de 
ellas: 
• Se podrá instalar los gestores de bases de datos sin miedo a que algún tipo de configuración 
pueda dañar nuestro sistema. 
• Se podrá testear las instalaciones, programaciones y ejecuciones sin ningún problema 
gracias a la creación de snapshots que permitirán volver al estado anterior si se obtiene 
algún fallo. 
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• Se obtendrá un entorno totalmente aislado del resto de servicios o procesos del sistema 
anfitrión, lo que permitirá un mejor entorno para el desarrollo de las pruebas. 
Para poder crear la máquina virtual en el sistema físico es necesario un software, en este caso 
se ha elegido: 
• Programa: VirtualBox 
• Versión: VirtualBox 5.1.22 (32/64 bit) 
Se ha elegido este software porque es un gratuito ampliamente utilizado en la actualidad. 
Además, es multiplataforma lo que permite virtualizar casi la totalidad de sistemas operativos de 
32 y 64 bits y, en este caso el sistema Ubuntu que se ha escogido. 
A continuación, se describen las principales características del portátil Lenovo G50-70 que se 
utilizará como máquina física en este caso práctico: 
Tabla 9-1 Características principales del sistema anfitrión 
Hardware equipo anfitrión 
Procesador Intel Core i5-4210U CPU @1.70GHz 2.40 GHz 
Memoria RAM 16GB DDR3 PC3 12800 1600MHZ (2x 8GB) 
Disco Duro SO Samsung SSD 850 EVO 500 GB 
Controladora SO  
Video Intel(R) HD Graphics 4400 
Red Realtek PCIe GBE Family Controller 
Placa Base Lenovo Lancer 5A2 31900058STD 
Chipset Principal Intel Chipset Driver 
Sistema Operativo Microsoft Windows 7 Professional 64-bit Service Pack 1 
 
Los pasos a seguir desde que se descarga el software VirtualBox hasta que se instala el sistema 
Ubuntu en la máquina virtual que se va a crear se describen en el Anexo 2. 
    A continuación, se describen las principales características del hardware de la máquina virtual 
que se utilizará para el desarrollo del caso práctico: 
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Tabla 9-2 Características principales de la máquina virtual 
Hardware equipo virtual 
Procesador 1CPU 
Memoria RAM 4GB 
Almacenamiento 60GB 
Memoria video 128MB 
Audio ICH AC97  
Puerto Serie No habilitado 
USB Controlador USB 1.1(OHCI) 
Chipset Principal Intel Chipset Driver 
Sistema Operativo Ubuntu 16.04 (64 -bit) 
Después de instalar y configurar nuestra máquina virtual se procede a instalar cada uno de los 
gestores de bases de datos que se van a utilizar en este caso práctico. Este procedimiento de 
instalación para las 4 bases de datos se describe en el Anexo 3. 
A continuación, se muestran las bases de datos que se han instalado en la máquina virtual con 
sus respectivas versiones: 
Tabla 9-3 Versiones de las bases de datos 
Base de datos Versión 
Oracle XE 11g 
MySQL 5.7.18 
MongoDB 3.2 
Cassandra 3.10 
 
9.1 Modelo de datos 
Ahora se describe el modelo de datos que se ha utilizado para este caso práctico, el modelo de 
datos fue diseñado desde cero en base a un servicio de música online en el cual los usuarios 
registrados pueden escuchar en la plataforma la música de sus artistas favoritos, también puedan 
expresar su opinión realizando reseñas sobre los álbumes de cada artista. Los usuarios pueden 
crear sus propias playlists en base a sus canciones preferidas. 
En la siguiente figura se muestra el modelo de datos relacional que se utiliza en la base de datos 
Oracle.  
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Figura 9-1 Modelo de datos en Oracle 
En MySQL el modelo es muy parecido dado que ambas son bases de datos relacionales, 
simplemente cambian algunos tipos para ciertos atributos de algunas tablas como varchar en vez 
de varchar2 o datetime en vez de timestamp. 
Sin embargo, en las bases de datos NoSQL, MongoDB y Cassandra el modelo es 
completamente distinto. En Cassandra no existen los Joins por lo que se tienen que almacenar los 
datos de otra manera. Y en MongoDB, en este caso se han estructurado los datos para no hacer uso 
de los JOINS. 
Para ver las tablas que se han creado en Oracle, MySQL y Cassandra se puede consultar el 
Anexo 1. 
En la base de datos MongoDB no hace falta predefinir un esquema dado que se almacenan los 
datos en un documento en formato BSON, en el cual se pueden poner los campos que uno desee 
en el orden en el que se quiera. Utilizando la desnormalización se podría incluso almacenar todos 
los campos de las columnas en la base de datos relacional en una sola colección, sin embargo, no 
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se desea eso dado que la finalidad de este caso práctico es asemejar lo máximo posible cada prueba 
que se realizará, a continuación, se muestra un ejemplo de un documento en MongoDB. 
 
Es un documento de la colección Cancion, en él se almacena el archivo en el formato Base64 
en el atributo cancion_file. 
9.2 Insertar datos  
Una vez que se ha definido el modelo de datos que se va a seguir en cada base de datos, es 
momento de realizar todas las operaciones de creación de tablas o inserción en la base de datos en 
la base de datos, estas operaciones se pueden realizar desde la consola de Ubuntu, sin embargo, no 
es recomendable debido a que es muy fácil cometer errores de sintaxis al escribir una operación. 
Por este motivo, se han de utilizar las diversas herramientas que tiene cada base de datos. En el 
Anexo 4 se puede ver el proceso de instalación de cada herramienta en la máquina virtual. 
A continuación, se muestran las herramientas que se han instalado para interactuar con cada 
base de datos: 
Tabla 9-4 Herramientas para cada base de datos 
Base de datos Herramienta 
Oracle XE SQLDeveloper 
MySQL MySQL Workbench 
MongoDB Robomongo 
Cassandra DevCenter 
Para realizar estas operaciones se utilizan los comandos de los que ya se ha hablado 
anteriormente en esta memoria. 
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9.3 Consultas  
Para poder realizar las pruebas de rendimiento es necesario establecer las queries que se 
ejecutarán en cada base de datos. Para ello se ha tomado como base las situaciones que más se 
repetirán en el servicio de música y que provocarán las consultas a la base de datos. 
• Primera Consulta 
En este caso de trata de devolver el archivo de música que tiene cada canción. 
 
Oracle XE 11g y MySQL 
 
SELECT cancion_file FROM Cancion WHERE id = '25'; 
 
Cassandra 
 
SELECT cancion_file FROM Lista_Canciones WHERE album = ‘Meteora’ AND nombre = 
‘Numb’ AND artista=’Linkin Park’;  
 
MongoDB 
 
db.Canciones.find({_id: "593da4a65aedce1c8f1abc5e" }, { cancion_file:1, _id:0 } ); 
 
• Segunda Consulta 
En este caso se trata de mostrar todas las canciones de un determinado Álbum. 
 
Oracle XE 11g y MySQL 
 
SELECT nombre FROM Cancion WHERE album_id = '8'; 
 
Cassandra 
 
SELECT canciones FROM Album WHERE album_id = '8'; 
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MongoDB 
 
db.Album.find( {_id : "591ae177b1b303e4f72f3dc9" }, { canciones : 1, _id : 0 } ); 
• Tercera Consulta 
En este caso se trata de mostrar el resultado de una búsqueda entre todas las canciones por el 
nombre de la canción. 
Oracle XE 11g y MySQL 
SELECT Cancion.nombre, Artista.nombre, Album.nombre FROM Cancion INNER JOIN 
Album ON Cancion.Album_id = Album.id INNER JOIN Artista ON 
Album.Artista_id=Artista.id WHERE Cancion.nombre ='Numb’; 
Cassandra 
SELECT nombre, artista, album FROM Lista_Canciones WHERE nombre = 'Numb'; 
MongoDB 
db.Canciones.find( {nombre: “Numb” }, { nombre:1, artista:1, album:1,  _id:0 } ); 
 
• Cuarta Consulta 
En este caso se trata de mostrar todos los comentarios que tiene un álbum. 
 
Oracle XE 11g y MySQL 
 
SELECT contenido, valoracion, fecha, usuario FROM Reseña INNER JOIN Usuario ON 
Reseña.Usuario_id = Usuario.Id WHERE Reseña.Album_id='19'; 
 
Cassandra 
 
SELECT contenido, valoracion, fecha, usuario FROM Resenia WHERE album_id='19'; 
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MongoDB 
 
db.Reseñas.find({ album_id : "591b54bcd22101ad624760ce" }, {  contenido: 1, valoracion: 
1,  fecha: 1, usuario: 1, _id:  0 }); 
 
• Quinta Consulta 
En este caso se trata de mostrar todas las canciones que tiene una playlist de un usuario. 
 
Oracle XE 11g y MySQL 
 
SELECT Cancion.nombre, Artista.nombre, Album.nombre FROM Artista INNER JOIN 
Album ON Artista.id = Album.Artista_id INNER JOIN Cancion ON Album.id = 
Cancion.Album_id WHERE Cancion.id IN (SELECT cancion_id FROM Playlist_Cancion 
INNER JOIN Playlist ON Playlist_Cancion.Playlist_id = Playlist.id WHERE 
Playlist.Usuario_id ='1' AND Playlist.nombre='Hard Rock'; 
 
Cassandra 
SELECT Cancion, artista, album FROM Playlist_canciones WHERE nombre = ’Hard Rock’ 
AND usuario = ‘victor.r’; 
 
MongoDB 
db.Playlist_Canciones.find({ nombre : "Hard Rock", usuario : “victor.r” }, {  cancion: 1, 
artista: 1,  album: 1,  _id:  0 }); 
9.4 Medir el tiempo de las consultas 
Para poder medir el tiempo de las consultas en un mismo entorno se ha decidido utilizar el 
software eclipse dado que es una plataforma de software gratuita diseñada para desarrollar 
aplicaciones de cliente.  
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A continuación, se muestran los detalles del programa: 
• Software: Eclipse 
• Versión: Eclipse Neon Linux (64 bit) 
El motivo que ha llevado a elegir este software es los conocimientos que se tiene sobre él debido 
a que ya se ha utilizado antes a lo largo de la carrera, se puede programar en Java que es el lenguaje 
que se utilizará en la realización de las pruebas y se puede conectar a las bases de datos utilizando 
conectores o jars. 
La instalación de esta herramienta en la máquina virtual se describe en el Anexo 4.1. 
Para poder conectar el proyecto Java en Eclipse con la base de datos es necesario descargar 
diferentes conectores e incorporarlos como una librería externa al proyecto. 
A continuación, se muestran los conectores que se utilizan para cada base de datos: 
Tabla 9-5 Conectores de las bases de datos 
Base de datos Conectores 
Oracle XE Ojdbc6.jar 
MySQL Mysql-connector-java-5.1.41.42-bin.jar 
MongoDB Mongo-java-driver-3.4.2.jar 
Cassandra Cassandra-driver-core-3.2.0.jar 
slf4j-api.1.7.25.jar 
Netty-all-4.0.46.Final.jar 
Metrics-core-3.2.2.jar 
Guava-21.0.jar 
 
 
 
 
Una vez que se ha conectado el proyecto en eclipse con la base de datos, es momento de decidir 
cómo medir el tiempo de ejecución de la consulta, para ello se va a utilizar la función 
System.nanoTime(),  la cual indica los nanosegundos del sistema en el momento en que se llama 
a la función, la otra opción que se tenía era la función System.currentTimeMillis(), que indica 
los milisegundos del sistema, sin embargo, se descartó esta opción por si el tiempo de ejecución 
de alguna consulta era menor a un milisegundo. Gracias al uso de esta función se podrá determinar 
el tiempo de respuesta que tienen las consultas que se van a ejecutar. 
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9.5 Casos de pruebas 
Después que se han definido las consultas, el entorno en que se ejecutarán y se medirán los 
tiempos de respuesta. Ahora se define las pruebas que se realizarán: 
• Primera Consulta 
 Para la primera consulta en la que se tiene que devolver el fichero almacenado en la base de 
datos, se realizará en el siguiente entorno: 
Cantidad de archivos: 500, 1000, 2000 
Tamaño de los ficheros: 256 KB, 512 KB, 1 MB, 2 MB, 4 MB 8 MB 
Se ejecutará la primera consulta en cada base de datos con 500, 1000 y 2000 archivos en la base 
de datos y para cada tamaño que se indica. 
Por problemas de espacio en la máquina virtual no se puede ejecutar con una mayor cantidad 
de ficheros. 
• Resto de Consultas 
Para el resto de consultas se ha cambiado el entorno, esto es debido a que con una cantidad tan 
baja de registros no existen diferencias en el tiempo de respuesta, por lo que se cambia el parámetro 
cancion_file a NULL para poder ingresar una mayor cantidad de registros sin que aumente el 
tamaño de la base de datos y dejar sin espacio el disco. 
En este caso las consultas se ejecutarán en las bases de datos con 10000, 100000 y 1000000 de 
registros en la tabla que contiene las canciones. 
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Capítulo 10 
Resultados 
Los resultados que aquí se analizan muestran cómo las bases de datos responden a las consultas 
que se han definido anteriormente, es decir el tiempo de respuesta para cada una de ellas. Como 
se explicó el método principal para analizar los resultados es a través de la métrica que mide el 
tiempo de ejecución en Java, para ello se ha ejecutado cada consulta 10 veces, efectuando un 
borrado en cache después de cada iteración, y el tiempo que se mostrará es la media de todos ellos.  
En base a estos resultados se puede deducir que base de datos es la idónea dependiendo el uso que 
se le dará. 
• Primera Consulta 
Esta consulta se hace cuando el usuario solicita reproducir una canción por lo cual la respuesta 
tiene que ser el archivo que representa la canción en la base de datos. En las bases de datos Oracle 
XE, MySQL y Cassandra el archivo se almacena como un tipo BLOB, en MongoDB el archivo se 
almacena como un base64. 
Las siguientes tablas muestran los resultados en milisegundos cuando se ejecuta la primera 
consulta con diferentes tamaños de archivos y diferentes cantidades de ficheros 
• ORACLE 
 256 K 512 K 1 MB 2 MB 4 MB 8 MB 
500 111 120 125 124 131 139 
1000 105 117 129 131 141 151 
2000 113 132 131 133 153 163 
• MYSQL 
 256 K 512 K 1 MB 2 MB 4 MB 8 MB 
500 13 22 31 38 93 900 
1000 14 25 40 55 115 985 
2000 19 29 42 57 485 1150 
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• MONGODB 
 256 K 512 K 1 MB 2 MB 4 MB 8 MB 
500 96 100 115 120 323 400 
1000 98 158 165 259 358 634 
2000 147 180 215 300 500 779 
• CASSANDRA 
 256 K 512 K 1 MB 2 MB 4 MB 8 MB 
500 144 207 298 419 618 1330 
1000 151 237 315 425 700 1421 
2000 162 260 387 550 900 1485 
Esta prueba se basa en el hecho de que cuando uno quiere reproducir un archivo de música 
existen varios tipos de calidad de reproducción, los más comunes son 128KB/s y 320KB/s, sin 
embargo, también existen tipos de menor calidad, por eso se realiza esta prueba con diferentes 
tamaños y con diversas cantidades de archivos hasta donde se pueden almacenar en el disco virtual. 
Para que el administrador del servicio encuentre cual es la base de datos idónea al momento de 
decidir qué tipo de calidad quiere en los archivos de música. 
Como se puede ver según los resultados de las tablas, ninguna base de datos tiene el mejor 
desempeño en todas las pruebas, sino que destacan en determinados tramos, por ejemplo, si 
nuestros archivos son pequeños, es decir como mucho unos 2 MB de tamaño la mejor opción es la 
base de datos MySQL, si nuestros archivos son de mayor tamaño la mejor opción a considerar 
sería la base de datos Oracle.  
En el caso de las bases de datos NoSQL, el rendimiento de MongoDB es ligeramente superior 
al de Cassandra sobre todo cuando el tamaño del archivo va creciendo, sin embargo, sus tiempos 
distan mucho de las bases de datos relacionales.  
Cassandra es útil, para archivos muy pequeños en esos casos su rendimiento no dista demasiado 
de las bases de datos relacionales. 
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Como se ha mencionado antes, las siguientes consultas no incluyen los archivos en la base de 
datos, la finalidad es poder ingresar más registros en la base de datos y simular un entorno más 
aproximado al real. 
• Segunda Consulta 
 
 
Esta consulta se hace cuando el usuario selecciona un Album el cual tiene que mostrar las 
canciones que tiene. En las bases de datos Oracle XE, MySQL y MongoDB se busca la canción 
por la clave asociada al Album, en Cassandra se busca por el nombre del Album y el nombre del 
artista correspondiente. 
En este caso la base de datos MySQL es la más eficiente, dado que en cada prueba realizada 
obtiene el mejor tiempo, la siguiente base de datos es Cassandra con unos tiempos no muy lejanos 
de MySQL y muy estables a medida que los datos aumentan exponencialmente. 
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• Tercera Consulta 
 
Esta consulta se da cuando el usuario busca en el listado de canciones una canción por su 
nombre y obtiene como resultado las canciones que coinciden, así como el nombre del artista y el 
álbum al que pertenece.  
Es un tipo de consulta que en el que se utilizan múltiples INNER JOIN en las bases de datos 
relaciones, sin embargo, en las bases de datos NoSQL no se utilizan JOINS, sino que se organizan 
los datos de tal manera que se tengan los datos que se necesitan para las consultas en una sola 
tabla(Cassandra) o colección (MongoDB). 
En este caso la base de datos Cassandra es la más eficiente en cada una de las pruebas, seguido 
de la base de datos MongoDB. Las bases de datos relacionales a medida que la cantidad de registros 
aumenta su tiempo de respuesta disminuye debido a la penalización por utilizar los JOINS. 
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• Cuarta Consulta 
 
Esta consulta se da cuando el Usuario quiere saber las opiniones acerca de un álbum en concreto 
obteniendo como resultado el contenido de los comentarios con su valoración, la fecha y el usuario 
que la publicó.  
En las bases de datos relaciones hay que realizar una búsqueda por el album_id en la tabla 
reseñas y hacer un INNER JOIN con la tabla de usuarios. En las bases de datos NoSQL se realiza 
una búsqueda por el album_id en la tabla o colección que almacena las Reseñas. 
En este caso el rendimiento de las bases de datos Cassandra y MySQL es similar pudiendo 
cualquiera de ellas ser una buena elección para el desarrollo de esta consulta. Los tiempos de las 
bases de datos MongoDB y Oracle son parecidos y estables a medida que se aumentan los registros 
pero no se asemejan a las otras dos, 
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• Quinta Consulta 
 
Esta consulta se da cuando el usuario selecciona una playlist que ha creado previamente, la cual 
muestra como resultado la lista de canciones que hay en ella con su respectivo artista y álbum al 
que pertenece.  
En las bases de datos relaciones hay que realizar múltiples INNER JOIN en el cual se busca por 
el id de cada canción que existe en la playlist del usuario en las tablas para poder obtener el nombre 
de la canción, se su artista y del álbum. En las bases de datos NoSQL simplemente se tiene que 
realizar una búsqueda en una sola tabla o colección por el nombre de la playlist y del usuario que 
la ha creado. 
En este caso vuelve a ocurrir la situación de la segunda consulta, debido al uso de los JOINS 
en las bases de datos relacionales su tiempo de respuesta aumenta a medida que se tiene más 
registros. En cambio, en las bases de datos NoSQL a pesar del aumento de registros sus tiempos 
no tienen un gran aumento, en este caso Cassandra es quien tiene el mejor tiempo en cada una de 
las pruebas. 
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Capítulo 11 
Conclusiones y Trabajo Futuro 
En este apartado se expondrán las conclusiones a las que se han llegado tras la finalización del 
presente trabajo de fin de grado, además se mencionarán el posible trabajo futuro que se podría 
realizar para dar continuidad a este trabajo. 
11.1 Conclusiones 
Como resultado de la investigación realizada en este trabajo presentado, se pueden sacar varias 
conclusiones sobre el funcionamiento, la arquitectura y el rendimiento de las bases de datos 
utilizadas: Oracle XE, MySQL, MongoDB, Cassandra. Se han podido cumplir los objetivos de 
comparar las bases de datos relaciones y no relacionales al analizar detenidamente las cuatro bases 
de datos, y luego en el caso práctico al comparar el rendimiento de cada uno de ellas. 
Como se ha podido ver el lenguaje CQL en Cassandra es muy parecido al lenguaje SQL que se 
utiliza en el mundo relacional lo que facilitaría la adaptación en este entorno, la opción de 
MongoDB sí que implica utilizar un lenguaje completamente diferente, aunque su uso no es 
complicado y existe mucha documentación en la página oficial de MongoDB. 
Como se ha podido ver en los resultados del caso práctico MySQL ha tenido el mejor 
rendimiento cuando las consultas se realizaban en una sola tabla, y también cuando se desea 
almacenar ficheros de tamaño mediano en la propia base de datos. 
Oracle XE tenía un buen comportamiento para almacenar ficheros de mayor tamaño y se 
comportaba mejor que MySQL cuando había que realizar JOINS con gran cantidad en la base de 
datos, sin embargo, en esta situación era más lento que las bases de datos NoSQL. 
Sin embargo, cuando se trabaja con datos no estructurados, cuando no hay definido el tipo de 
datos que se almacenará, son las situaciones que provocan crear tablas adicionales en un sistema 
relacional y que obligan a realizar JOINS para poder mostrar el resultado, además de rellenar de 
múltiples NULL en los registros que no tienen ese atributo definido, en estos casos es cuando es 
recomendable utilizar las bases de datos Cassandra y MongoDB. 
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Otra de las ventajas de las bases de datos NoSQL es que no es necesario utilizar una máquina 
más potente cuando el crecimiento de solicitudes y datos afecta el rendimiento de la base de datos, 
sino que basta con añadir más máquinas al mismo nivel, lo cual es un gran ahorro de coste. 
Por todo lo comentado anteriormente, se puede decir que aún le queda mucho recorrido a las 
bases de datos NoSQL si pretenden sacar del mercado a las bases de datos relacionales. De 
momento solo representan una muy buena opción en determinadas circunstancias. 
11.2 Trabajo Futuro 
En este trabajo de fin de grado se ha hecho énfasis en el modelo de datos que tiene cada base 
de datos y en la sintaxis que hay que utilizar cuando se tienen que realizar las operaciones contra 
la base de datos. Y el caso práctico se ha enfocado a la velocidad de respuesta de la base de datos 
cuando el usuario utiliza el servicio de música, salvo las reseñas que pueden realizar los usuarios 
el resto de datos los introduce el administrador a la base de datos. 
 Por eso es una buena opción como línea de futuro realizar pruebas a la base de datos en un 
entorno en el cual el usuario puede insertar y eliminar datos, esto serviría para ver las propiedades 
de consistencia en las bases de datos NoSQL, también se podrían realizar pruebas en un entorno 
en el que pueda existir caída de los nodos que forman las bases de datos, ver el comportamiento 
de cada base de datos en una situación como ésta, para ello se necesitaría utilizar más máquinas 
virtuales. 
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ANEXOS 
1.  Tablas de las bases de datos utilizadas 
En este apartado se muestra los comandos que se utilizan para crear las tablas en Oracle Xe 
11g, MySQL y Cassandra. Dado que en MongoDB no hay un esquema predefinido, no se tiene 
que cargar ninguna configuración previa. 
1.1 Creación de las tablas en Oracle Xe 11g 
CREATE TABLE Album ( 
  id integer NOT NULL, 
  nombre varchar2(100) NOT NULL, 
  fecha_lanzamiento date NOT NULL, 
  imagen blob NOT NULL, 
  Artista_id integer NOT NULL, 
  Discografica_id integer NOT NULL, 
  CONSTRAINT Album_pk PRIMARY KEY (id) 
) ; 
 
CREATE TABLE Artista ( 
  id integer NOT NULL, 
  nombre varchar2(50) NOT NULL, 
  pais varchar2(25) NOT NULL, 
  url_biografia varchar2(100) NULL, 
  CONSTRAINT Artista_pk PRIMARY KEY (id) 
) ; 
 
CREATE TABLE Cancion ( 
  id integer NOT NULL, 
  nombre varchar2(50) NOT NULL, 
  cancion_file blob NOT NULL, 
  letra long NULL, 
  genero varchar2(25) NOT NULL, 
  Compositor_id integer NOT NULL, 
  Album_id integer NOT NULL, 
  CONSTRAINT Cancion_pk PRIMARY KEY (id) 
) ; 
 
CREATE TABLE Compositor ( 
  id integer NOT NULL, 
  nombre varchar2(50) NOT NULL, 
  pais varchar2(25) NOT NULL, 
  url_biografia varchar2(100) NULL, 
  CONSTRAINT Compositor_pk PRIMARY KEY (id) 
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) ; 
 
CREATE TABLE Discografica ( 
  id integer NOT NULL, 
  nombre varchar2(50) NOT NULL, 
  fecha_creacion date NOT NULL, 
  CONSTRAINT Discografica_pk PRIMARY KEY (id) 
) ; 
 
CREATE TABLE Playlist ( 
  id integer NOT NULL, 
  nombre varchar2(100) NOT NULL, 
  Usuario_id integer NOT NULL, 
  CONSTRAINT Playlist_pk PRIMARY KEY (id) 
) ; 
 
CREATE TABLE Playlist_Cancion ( 
  id integer NOT NULL, 
  Cancion_id integer NOT NULL, 
  Playlist_id integer NOT NULL, 
  CONSTRAINT Playlist_Cancion_pk PRIMARY KEY (id) 
) ; 
 
CREATE TABLE Reseña ( 
  id integer NOT NULL, 
  contenido long NOT NULL, 
  valoracion integer NULL, 
  fecha timestamp (0) NOT NULL, 
  Usuario_id integer NOT NULL, 
  Album_id integer NOT NULL, 
  CONSTRAINT Reseña_pk PRIMARY KEY (id) 
) ; 
 
CREATE TABLE Usuario ( 
  id integer NOT NULL, 
  usuario varchar2(50) NOT NULL, 
  nombre varchar2(25) NOT NULL, 
  apellidos varchar2(25) NOT NULL, 
  email varchar2(50) NOT NULL, 
  contraseña varchar2(20) NOT NULL, 
  CONSTRAINT Usuario_pk PRIMARY KEY (id) 
) ; 
 
ALTER TABLE Album ADD CONSTRAINT Album_Artista 
  FOREIGN KEY (Artista_id) 
  REFERENCES Artista (id); 
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ALTER TABLE Album ADD CONSTRAINT Album_Discografica 
  FOREIGN KEY (Discografica_id) 
  REFERENCES Discografica (id); 
 
ALTER TABLE Cancion ADD CONSTRAINT Cancion_Album 
  FOREIGN KEY (Album_id) 
  REFERENCES Album (id); 
 
ALTER TABLE Cancion ADD CONSTRAINT Cancion_Compositor 
  FOREIGN KEY (Compositor_id) 
  REFERENCES Compositor (id); 
 
ALTER TABLE Playlist_Cancion ADD CONSTRAINT Playlist_Cancion_Cancion 
  FOREIGN KEY (Cancion_id) 
  REFERENCES Cancion (id); 
 
ALTER TABLE Playlist_Cancion ADD CONSTRAINT Playlist_Cancion_Playlist 
  FOREIGN KEY (Playlist_id) 
  REFERENCES Playlist (id); 
 
ALTER TABLE Playlist ADD CONSTRAINT Playlist_Usuario 
  FOREIGN KEY (Usuario_id) 
  REFERENCES Usuario (id); 
 
ALTER TABLE Reseña ADD CONSTRAINT Reseña_Album 
  FOREIGN KEY (Album_id) 
  REFERENCES Album (id); 
 
ALTER TABLE Reseña ADD CONSTRAINT Reseña_Usuario 
  FOREIGN KEY (Usuario_id) 
  REFERENCES Usuario (id); 
 
1.2 Creación de las tablas en MySQL 
CREATE TABLE Album ( 
    id int NOT NULL AUTO_INCREMENT, 
    nombre varchar (100) NOT NULL, 
    fecha_lanzamiento date NOT NULL, 
    imagen BLOB NOT NULL, 
    Artista_id int NOT NULL, 
    Discografica_id int NOT NULL, 
    CONSTRAINT Album_pk PRIMARY KEY (id) 
); 
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CREATE TABLE Artista ( 
    id int NOT NULL AUTO_INCREMENT, 
    nombre varchar (50) NOT NULL, 
    pais varchar (25) NOT NULL, 
    url_biografia varchar (100) NULL, 
    CONSTRAINT Artista_pk PRIMARY KEY (id) 
); 
 
CREATE TABLE Cancion ( 
    id int NOT NULL AUTO_INCREMENT, 
    nombre varchar (50) NOT NULL, 
    cancion_file MEDIUMBLOB NOT NULL, 
    letra text NULL, 
    genero varchar (25) NOT NULL, 
    Compositor_id int NOT NULL, 
    Album_id int NOT NULL, 
    CONSTRAINT Cancion_Id PRIMARY KEY (id) 
); 
 
CREATE TABLE Compositor ( 
    id int NOT NULL AUTO_INCREMENT, 
    nombre varchar (50) NOT NULL, 
    pais varchar (25) NOT NULL, 
    url_biografia varchar (100) NULL, 
    CONSTRAINT Compositor_pk PRIMARY KEY (id) 
); 
 
CREATE TABLE Discografica ( 
    id int NOT NULL AUTO_INCREMENT, 
    nombre varchar (50) NOT NULL, 
    fecha_creacion date NOT NULL, 
    CONSTRAINT Discografica_pk PRIMARY KEY (id) 
); 
 
CREATE TABLE Playlist ( 
    id int NOT NULL AUTO_INCREMENT, 
    nombre varchar (100) NOT NULL, 
    Usuario_id int NOT NULL, 
    CONSTRAINT Playlist_pk PRIMARY KEY (id) 
); 
 
CREATE TABLE Playlist_Cancion ( 
    id int NOT NULL AUTO_INCREMENT, 
    Cancion_id int NOT NULL, 
    Playlist_id int NOT NULL, 
    CONSTRAINT Playlist_Cancion_pk PRIMARY KEY (id) 
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); 
 
CREATE TABLE Reseña ( 
    id int NOT NULL AUTO_INCREMENT, 
    contenido text NOT NULL, 
    valoracion int NULL, 
    fecha datetime NOT NULL, 
    Usuario_id int NOT NULL, 
    Album_id int NOT NULL, 
    CONSTRAINT Reseña_pk PRIMARY KEY (id) 
); 
 
CREATE TABLE Usuario ( 
    id int NOT NULL AUTO_INCREMENT, 
    usuario varchar (50) NOT NULL, 
    nombre varchar (25) NOT NULL, 
    apellidos varchar (25) NOT NULL, 
    email varchar (50) NOT NULL, 
    contraseña varchar (20) NOT NULL, 
    CONSTRAINT Usuario_pk PRIMARY KEY (id) 
); 
 
ALTER TABLE Album ADD CONSTRAINT Album_Artista FOREIGN KEY 
Album_Artista (Artista_id) 
    REFERENCES Artista (id); 
 
ALTER TABLE Album ADD CONSTRAINT Album_Discografica FOREIGN KEY 
Album_Discografica (Discografica_id) 
    REFERENCES Discografica (id); 
 
ALTER TABLE Cancion ADD CONSTRAINT Cancion_Album FOREIGN KEY 
Cancion_Album (Album_id) 
    REFERENCES Album (id); 
 
ALTER TABLE Cancion ADD CONSTRAINT Cancion_Compositor FOREIGN 
KEY Cancion_Compositor (Compositor_id) 
    REFERENCES Compositor (id); 
 
ALTER TABLE Playlist_Cancion ADD CONSTRAINT Playlist_Cancion_Cancion 
FOREIGN KEY Playlist_Cancion_Cancion (Cancion_id) 
    REFERENCES Cancion (id); 
 
ALTER TABLE Playlist_Cancion ADD CONSTRAINT Playlist_Cancion_Playlist 
FOREIGN KEY Playlist_Cancion_Playlist (Playlist_id) 
    REFERENCES Playlist (id); 
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ALTER TABLE Playlist ADD CONSTRAINT Playlist_Usuario FOREIGN KEY 
Playlist_Usuario (Usuario_id) 
    REFERENCES Usuario (id); 
 
ALTER TABLE Reseña ADD CONSTRAINT Reseña_Album FOREIGN KEY 
Reseña_Album (Album_id) 
    REFERENCES Album (id); 
 
ALTER TABLE Reseña ADD CONSTRAINT Reseña_Usuario FOREIGN KEY 
Reseña_Usuario (Usuario_id) 
    REFERENCES Usuario (id); 
 
1.3 Creación de las tablas en Cassandra 
CREATE TABLE Album ( 
    id int, 
    nombre varchar, 
    fecha_lanzamiento date, 
    imagen blob, 
    artista varchar, 
    discografica varchar, 
    canciones list <varchar>, 
    PRIMARY KEY (id)); 
 
CREATE INDEX ON Album (nombre); 
 
CREATE TABLE Artista ( 
 id int, 
 nombre varchar, 
 pais varchar, 
 url_biografia varchar, 
 album list<varchar>, 
 PRIMARY KEY (id)); 
 
CREATE INDEX ON Artista (nombre); 
 
CREATE TABLE Compositor ( 
    id int, 
    nombre varchar, 
    pais varchar, 
    url_biografia varchar, 
    canciones list <varchar>, 
    PRIMARY KEY (id)); 
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CREATE INDEX ON Compositor (nombre); 
 
 
CREATE TABLE Discografica ( 
 id int, 
 nombre varchar, 
 fecha_creacion date, 
 album list<varchar>, 
 PRIMARY KEY (id)); 
 
CREATE INDEX ON Discografica (nombre); 
 
CREATE TABLE Lista_Canciones  
( 
    id int, 
    nombre varchar, 
    cancion_file blob, 
    letra text, 
    genero varchar, 
    artista varchar, 
    album varchar, 
    compositor varchar, 
    PRIMARY KEY (album, nombre, artista)) WITH CLUSTERING ORDER BY 
(nombre ASC); 
 
CREATE INDEX ON Lista_Canciones(nombre); 
CREATE INDEX ON Lista_Canciones(artista); 
 
CREATE TABLE Playlist_canciones ( 
    id int, 
    nombre varchar, 
    usuario varchar, 
    cancion varchar, 
    genero varchar, 
    artista varchar, 
    album varchar, 
    compositor varchar, 
 PRIMARY KEY ((nombre, usuario), cancion, album, artista)) WITH CLUSTERING 
ORDER BY (cancion ASC); 
 
 
CREATE TABLE Resenia ( 
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 id int, 
 contenido text, 
 valoracion int, 
 fecha timestamp, 
 usuario_id int, 
 usuario varchar, 
 album_id int, 
 album varchar, 
 PRIMARY KEY (usuario_id, fecha)) WITH CLUSTERING ORDER BY (fecha 
DESC); 
 
CREATE INDEX ON Resenia (album_id); 
 
CREATE TABLE Usuario ( 
 id int, 
 usuario varchar, 
 nombre varchar, 
 apellidos varchar, 
 email varchar, 
 contrasenia varchar, 
 PRIMARY KEY (id, nombre)) WITH CLUSTERING ORDER BY (nombre 
ASC); 
 
CREATE INDEX ON Usuario(nombre); 
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2. Instalación y creación de la máquina virtual  
2.1 Instalación del software Oracle VirtualBox 
En este apartado se mostrará la instalación del software Oracle VirtualBox que permitirá 
instalar la máquina virtual en la que se realizarán las pruebas de los gestores de bases de datos. Se 
descargará este software desde la página oficial de VirtualBox.  
Url de descarga: 
 
- VirtualBox 5.1.22 
for Windows hosts 
x86/amd64 
 
 
http://download.virtualbox.org/virtualbox/5.1.22/VirtualBox-
5.1.22-115126-Win.exe 
 
Una vez realizada la descarga, se inicia el proceso de instalación del archivo VirtualBox 
(VirtualBox-5.1.22-115126-Win.exe). 
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Después de ejecutar el instalador, se pulsa el botón Next que muestra la siguiente imagen: 
 
Se elige la ruta donde instalar el software, en este caso será: E:\VirtualBox\. Y se verifica que 
todos los componentes que se necesitan están seleccionados. Se pulsa Next para continuar. 
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Para el siguiente paso, como se puede observar, se dejan seleccionadas todas las opciones que 
permitan un acceso rápido al programa. Se pulsa Next para continuar. 
 
Ahora hay alerta de un reinicio momentáneo de la conexión de red para continuar con la 
instalación, se pulsa Yes para continuar. 
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Después de realizar todos estos pasos, se pulsa Install para comenzar la instalación. 
 
Al finalizar la instalación, se deja seleccionada la opción de arrancar el software y se pulsa 
Finish. 
2.2 Creación de la máquina virtual 
En este aparatado se mostrará el proceso de creación de nuestra máquina virtual utilizando 
VirtualBox. 
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Primero se pulsa el botón New para crear una nueva máquina virtual, el cual muestra la siguiente 
pantalla. 
 
Para poder iniciar la configuración de la máquina pide el nombre que se le va a dar, el tipo y la 
versión del sistema operativo que se utilizará. En este caso es: 
• Name: “UbuntuVirtual” 
• Type: Linux 
• Version: Ubuntu(64-bit) 
Se pulsa Next y se avanza a la siguiente pantalla. 
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Ahora pide indicar la cantidad de memoria RAM que va a disponer la máquina virtual, en este 
caso se le asigna “4096MB” y se pulsa Next para continuar. 
 
Ahora es el turno del disco duro, dado que no se ha creado anteriormente, se indica “Create a 
virtual hard disk now” y se pulsa Create para continuar. 
 
Se indica el tipo de archivo que se quiere para el disco duro virtual, en este caso se elige VMDK 
(Virtual Machine Disk).  
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Ahora se indica el tipo de almacenamiento para el disco duro virtual, en este caso se elige 
Dynmically allocated (reservado dinámicamente) lo que permite ocupar en el disco duro físico el 
espacio que se utiliza en el virtual. A medida que se llene el virtual irá aumentado el físico. 
 
Por último, se indica el tamaño máximo que ocupará el disco duro virtual en el disco duro físico, 
como ya se mencionó antes el tamaño de este va a ser 60GB. Se pulsa Create para terminar el 
proceso. 
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Ahora, se van a indicar las características específicas que tendrá la máquina virtual. Para ello 
se pulsa el botón derecho del ratón sobre la máquina virtual creada y se selecciona Settings, allí 
se podrá configurar la máquina virtual.  
En el apartado System, en la pestaña Motherboard se indica el orden de arranque de la 
máquina virtual, se indica como primera opción Optical, las demás opciones se dejan por defecto 
dado que la memoria RAM ya se ha configurado previamente. 
 
En la pestaña Processor se indica el número de cores que tendrá la máquina virtual, en este 
caso será 1. Y se pone que el límite de ejecución será el 100%.  
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En la pestaña Acceleration se dejan las opciones seleccionadas por defecto las cuáles permiten 
un mejor rendimiento de la máquina.  
 
En el apartado Display, se indica la memoria de vídeo para la máquina virtual, para un buen 
rendimiento de la interfaz de Ubuntu se utilizará 128MB. 
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En el apartado Audio, se deja seleccionada la opción de habilitar Audio la cual permite escuchar 
cualquier aplicación de sonido que se ejecute en la máquina virtual. 
 
En el apartado Network, se deja habilitada la opción NAT para tener conectividad a internet en 
nuestra máquina virtual, gracias a que VirtualBox hará de servidor DHCP entre la máquina virtual 
y el equipo anfitrión. 
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En el apartado Serial Ports, se dejan deshabilitados los puertos. 
 
En el apartado USB, se deja habilitado el controlador Usb y se escoge la opción 
USB:1.1(OHCI) Controller. 
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Después de haber hecho todas las modificaciones, se puede ver en la siguiente captura el 
resumen de todas las características que se han configurado. 
 
2.3  Instalación de Ubuntu en la máquina virtual 
En este apartado, se mostrará el proceso de instalación del sistema operativo en la máquina 
virtual. En nuestro caso se utilizará Ubuntu 16.04.2 LTS (64 bit), el cual ha sido descargado de la 
página oficial.  
Url de descarga: 
 
Después de haber descargado el archivo, se accede al menú Settings de la máquina virtual y se 
elige el apartado Storage en el cual se añade como una nueva unidad óptica la imagen ISO que se 
 
-Ubuntu-16.04.2-
desktop-amd64 
 
http://releases.ubuntu.com/16.04.2/ubuntu-16.04.2-desktop-
amd64.iso 
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ha descargado previamente. Se pulsa el disco que hay en la derecha y se selecciona la imagen ISO: 
ubuntu-16.04.2-desktop-amd64. Se pulsa OK para validar los cambios realizados.  
 
Ahora ya se puede arrancar la máquina virtual, para ello se elige la máquina virtual creada en 
el panel izquierdo y se pulsa el botón Start en la barra superior. 
 
Al arrancar Ubuntu aparece el panel anterior, se elige el idioma en este caso español y se pulsa 
Instalar Ubuntu. 
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Luego se indica que se quiere descargar todas las actualizaciones de Ubuntu y software de 
terceros que permitan reproducir archivos flash y mp3. Se pulsa Continuar. 
 
Dado que no se tiene instalado aún el sistema se elige la opción Borrar disco e instalar Ubuntu 
y se pulsa en Instalar ahora. 
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Se valida la configuración y se pulsa Continuar. 
 
Se indica la ubicación, en este caso Madrid. Se pulsa Continuar. 
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Se elige la distribución de teclado que se quiere, en este caso español, se pulsa Continuar. 
 
Se introducen los datos para el usuario, su nombre y contraseña, y el nombre el equipo. Para 
mejorar la seguridad, se habilita la opción de solicitar contraseña casa vez que se inicie sesión. Se 
pulsa Continuar. 
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Comienza la instalación de Ubuntu en la máquina virtual. 
 
Una vez terminada la instalación, se reinicia el equipo para poder utilizarlo. 
 
Ya se puede utilizar la máquina virtual. 
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3. Instalación de las bases de datos en la máquina virtual 
3.1  Instalación de Oracle XE 11G en la máquina virtual 
En este apartado, se mostrará el proceso de instalación de la base de datos Oracle Database 
Express Edition 11g Release 2 en la máquina virtual. 
3.1.1 Instalacion de java JDK 8 
Para poder ejecutar correctamente la base de datos Oracle, primero se instalará la máquina 
virtual Java en el sistema. Para ello se abre un terminal en Ubuntu y se ejecuta: 
 
Con lo que se actualiza el índice de paquetes. Se pedirá la contraseña de usuario, se introduce 
y se continúa con la instalación. Después de la actualización, se ejecuta el siguiente comando para 
instalar el jdk:  
 
El sistema indica los paquetes que va a instalar y los que están actualizados y la cantidad de 
espacio que ocupará. Se escribe S y se pulsa Enter para continuar. 
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Para agregar el PPA de Oracle se ejecuta el siguiente comando: 
 
Y luego se actualiza el sistema. 
 
Ahora se procede a instalar la última versión estable del JDK Oracle 8. 
 
El sistema indica los paquetes que va a instalar y los que están actualizados y la cantidad de 
espacio que ocupará. Se escribe S y se pulsa Enter para continuar. 
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El sistema pide aceptar la licencia de Oracle, se pulsa Aceptar y luego Sí. 
 
 
Ahora, se define la variable de entorno JAVA_HOME, para ello se ejecuta el siguiente 
comando: 
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Ahora se modifica el archivo /etc/environment, en él se escribe la ruta donde se encuentra 
instalado java en la máquina virtual: 
 
Se puede verificar que Java se ha instalado correctamente ejecutando el siguiente comando: 
 
3.1.2 Instalación de Oracle XE 11G 
Después de instalar Java el siguiente paso es instalar la base de datos, para ello se descargará el 
software desde la página oficial de Oracle. 
Url de descarga: 
 
-oracle-xe-11.2.0-1.0.x86_64 
 
http://download.oracle.com/otn/linux/oracle11g/xe/oracle-
xe-11.2.0-1.0.x86_64.rpm.zip  
Después de descargar el archivo, se extrae el archivo rpm y se abre un terminal desde la carpeta 
descargas y se ejecuta el siguiente comando: 
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El sistema indica los paquetes que va a instalar y los que están actualizados y la cantidad de 
espacio que ocupará. Se escribe S y se pulsa Enter para continuar. 
 
Después se convierte el archivo rpm a formato deb ejecutando el siguiente comando: 
 
Luego se debe crear el archivo /sbin/chkocnfig para poder ejecutar Oracle para ello se ejecuta 
el siguiente comando: 
 
Y se modifica el archivo introduciendo las siguientes líneas: 
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Después de guardar el archivo se debe asignar los privilegios de ejecución, para ello se ejecuta 
el siguiente comando: 
 
Ahora se va a crear el archivo /etc/sysctl.d/60-oracle.conf, para poner ciertos parámetros del 
kernel adicionales, para ello se ejecuta el siguiente comando: 
 
Dentro del archivo se añaden las siguientes líneas: 
 
Para comprobar que se ha creado correctamente se ejecuta el siguiente comando: 
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Para cargar los parámetros del kernel se ejecuta el siguiente comando: 
 
Ahora se procede a la instalación de Oracle, para ello se ejecuta el siguiente comando: 
 
Ahora se procede a configurar Oracle, para ello se ejecuta el siguiente comando: 
 
Se cambia el puerto por defecto a 9090 para evitar problemas de configuración con servidores 
como Apache.  
 
Y se deja como puerto de escucha el 1521. 
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Ahora se indica que se quiere arrancar Oracle cada vez que se inicie el equipo. 
 
Ahora se debe configurar las variables de entorno necesarias para poder ejecutar Oracle, para 
ello se ejecuta el siguiente comando: 
 
Dentro del archivo, se debe desplazar al final del mismo y añadir las siguientes líneas: 
 
Después del guardar el archivo, se cargan los cambios en el sistema ejecutando el siguiente 
comando: 
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Para comprobar que se ha cargado correctamente se ejecuta: 
 
Ahora se debe reiniciar el sistema, después de completar el reinicio correctamente, se puede 
arrancar Oracle XE, para ello se ejecuta el siguiente comando: 
 
Para verificar que el servidor Oracle está funcionando correctamente, se ejecuta el siguiente 
comando: 
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3.2 Instalación de MySQL en la máquina virtual 
En este apartado se mostrará los pasos para instalar la base de datos MySQL en la máquina 
virtual Ubuntu. 
Primero, se abre un terminal de Ubuntu y se actualiza los índices ejecutando el siguiente 
comando: 
 
Luego se instala el paquete por defecto: 
 
El sistema mostrará la siguiente pantalla, se aceptan las condiciones escribiendo S y se pulsa 
Enter para continuar con la instalación. 
 
Se pide una contraseña para el usuario root. Aunque no es obligatoria se crea una. 
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Ahora se ejecuta un script que cambiará la configuración por defecto con el fin de mejorar las 
condiciones de seguridad. 
 
 Para ello hay que autenticarse como usuario root.  
 
Para verificar que el servicio se está ejecutando correctamente, se ejecuta el siguiente comando: 
 
El cual muestra la siguiente pantalla que indica que funciona correctamente. 
 
Por último, se ejecuta el siguiente comando para verificar que MySQL se ha instalado 
correctamente: 
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Hay que autenticarse como root y luego aparece la siguiente pantalla: 
 
Lo cual significa que MySQL se ha instalado correctamente y ya se puede utilizar. En este caso 
se ha instalado la versión 5.7.18. Para poder utilizarlo desde la consola, se ejecuta el siguiente 
comando: 
 
Hay que autenticarse como root, y después aparece la siguiente pantalla: 
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3.3 Instalación de MongoDB en la máquina virtual 
En este apartado se mostrará el proceso de instalación de la base de datos MongoDB en la 
máquina virtual Ubuntu.  
Primero se añade la llave para el repositorio oficial de MongoDB. 
 
Se ejecuta el siguiente comando para crear la lista para MongoDB. En este caso se instalará la 
versión 3.2. 
 
Después de añadirlo, se actualiza la lista de paquetes: 
 
Ahora se procede a instalar el paquete de MongoDB. Ejecutando el siguiente comando se va a 
instalar la versión última versión estable. 
 
Ahora se crea un archivo de unidad que permita administrar el servicio de MongoDB. Para ello 
se crea un archivo de configuración mongodb.service en el path /etc/systemd/system. Se ejecuta 
el siguiente comando: 
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Se escribe las siguientes líneas en el archivo: 
 
En la sección Unit, se indican las dependencias que deben existir antes de iniciar el servicio. En 
este caso se añade network.target. 
En la sección User, se indica cómo se ejecutará el servicio, en este caso se ejecutará bajo el 
usuario mongodb y la directiva ExecStart arrancará el servicio. 
En la sección Install, se indica cuando arrancar el servicio automáticamente, se agrega multi-
user.target con ello se ejecutará automáticamente al arrancar la máquina. 
Se procede a arrancar el servicio que se ha creado, ejecutando el siguiente comando: 
 
Por último, se ejecuta el siguiente comando para habilitar el arranque del servicio cada vez que 
se inicie el sistema. 
 
Este comando crea un enlace que facilitará dicha tarea.  
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3.4 Instalación de Cassandra en la máquina virtual 
En este apartado se mostrará el proceso de instalacion de la base de datos Cassandra en la 
máquina virtual Ubuntu. 
Primero, se abre un terminal en Ubuntu y se ejecuta la siguiente línea de comandos: 
 
Con la cual se descargará la versión 3.10 de Apache Cassandra. Ahora hay que añadir el 
repositorio de claves de Apache para ello se ejecuta el siguiente comando: 
 
Ahora se añade la clave pública para ello se ejecuta el siguiente comando: 
 
Ahora se procede a instalar Cassandra en la máquina virtual, para ello se ejecuta el siguiente 
comando: 
 
Aparece la siguiente pantalla, se aceptan las condiciones escribiendo S y se pulsa Enter para 
continuar con la instalación. 
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Para verificar el estado del servicio Cassandra se ejecuta el siguiente comando: 
 
El cual muestra la siguiente pantalla: 
 
Para poder arrancar el servicio Cassandra se ejecuta el siguiente comando: 
 
Si se quiere parar el servicio Cassandra se ejecuta el siguiente comando: 
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Para verificar el estado del cluster, se ejecuta el siguiente comando: 
 
El cual muestra la siguiente pantalla que indica que esta funcionado correctamente. 
 
Para poder utilizar Cassandra desde la consola se ejecuta el siguiente comando: 
 
El cual muestra la siguiente pantalla: 
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4. Instalación de herramientas adicionales en la máquina 
virtual 
4.1 Instalación de la herramienta Eclipse en la máquina virtual 
En este apartado se mostrará el proceso de instalación del entorno Eclipse en la máquina virtual 
Ubuntu. Se descargará este software desde la página oficial de Eclipse. 
Url de descarga: 
 
- Eclipse for 
Linux64  
 
 
https://www.eclipse.org/downloads/download.php?file=/oomph/e
pp/oxygen/M7/eclipse-inst-linux64.tar.gz&mirror_id=274 
Después de haber descargado el software, se abre un terminal y se ejecuta el siguiente comando: 
 
Para poder situarse en el directorio donde se ha descargado el software de eclipse. Se escribe el 
comando ls para obtener una lista de los archivos contenidos en ese directorio. 
 
Luego se ejecuta el siguiente comando para descomprimir el archivo eclipse-inst-
linux64.tar.gz. 
 
Ahora se tiene una carpeta eclipse-installer. Dentro de ella se pulsa el botón derecho en el icono 
eclipse-inst y se elige ejecutar. Aparece la siguiente ventana: 
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En este caso se realizará el código en Java, por lo que se elige Eclipse IDE for Java EE 
Developers. 
 
Se indica la ruta de la carpeta donde se instalará el software. En este caso la ruta será: 
/home/Josemi/eclipse/jee-neon . 
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Se aceptan las licencias para continuar con la instalación. 
 
Se aceptan los certificados de Eclipse para continuar con la instalación. 
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Finalmente se pulsa Launch para iniciar la aplicación. 
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4.2 Instalación de la herramienta SQL Developer en la máquina virtual 
En este apartado se mostrará el proceso de instalación de la herramienta SQL Developer en la 
máquina virtual Ubuntu. Con esta herramienta se dispondrá de una interfaz de usuario en la cual 
poder crear la base de datos en Oracle 11G Xe. 
Url de descarga: 
 
-SQL Developer 4.2.0.17.097.0719 
 
http://download.oracle.com/otn/java/sqldeveloper/sqlcl-
4.2.0.17.097.0719-no-jre.zip 
 
Primero, se abre un terminal y se ejecuta el siguiente comando: 
 
Para poder situarse en el directorio donde se ha descargado el software de SQL Developer. Se 
escribe el comando ls para obtener una lista de los archivos contenidos en ese directorio. 
 
Se utiliza el siguiente comando para descomprimir el fichero sqldeveloper-4.2.0.17.089.1709-
no-jre.zip en la carpeta opt. 
 
Ahora se tiene dentro de la carpeta opt la carpeta sqldeveloper. En la que se encuentran todos 
los archivos necesarios para el funcionamiento del software. 
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Se accede a ella ejecutando el siguiente comando: 
 
Dentro de ella hay un sqldeveloper.sh que se va a editar para generar un acceso directo al 
programa. Para ello se ejecuta la siguiente línea de comandos: 
 
Se edita el fichero comentando las primeras líneas y añadiendo las dos últimas. Se guarda el 
fichero. 
 
Para poder crear un link al archivo se ejecuta el siguiente comando: 
 
Gracias a esto para poder utilizar la aplicación basta con abrir un terminal y ejecutar el siguiente 
comando: 
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4.3 Instalación de la herramienta MySQL Workbench en la máquina virtual 
En este apartado se mostrará el proceso de instalación de la herramienta MySQL Workbench 
en la máquina virtual Ubuntu. Con esta herramienta se dispondrá de una interfaz de usuario en la 
cual poder crear la base de datos en MySQL. 
Primero, se abre un terminal y se ejecuta el siguiente comando para actualizar los índices:  
 
Ahora, se procede a instalar MySQL Workbench, para ello se ejecuta la siguiente línea de 
comandos: 
 
En la siguiente pantalla se indican los paquetes que serán instalados y los que se actualizarán, 
se escribe S y se pulsa Enter para continuar. 
 
Ya se puede utilizar la aplicación. En este caso se ha instalado la versión 6.3.6. 
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4.4 Instalación de la herramienta RoboMongo en la máquina virtual 
En este apartado se mostrará el proceso de instalación de la herramienta RoboMongo en la 
máquina virtual Ubuntu. Con esta herramienta se dispondrá de una interfaz de usuario en la cual 
poder crear la base de datos en MongoDB. 
Url de descarga: 
 
-RoboMongo 1.0.0 
 
https://download.robomongo.org/1.0.0/linux/robomongo-
1.0.0-linux-x86_64-89f24ea.tar.gz 
 
Después de descargar el software, se abre un terminal y se ejecuta el siguiente comando: 
 
Para situarse en el directorio donde se ha descargado el software de RoboMongo. Se escribe el 
comando ls para obtener una lista de los archivos contenidos en ese directorio. 
 
Luego se ejecuta el siguiente comando para descomprimir el archivo robomongo-1.0.0-linux-
x86_64-89f24ea.tar.gz. 
 
Ya se puede utilizar la aplicación RoboMongo ejecutando el icono robomongo que se encuentra 
en la ruta /home/Josemi/Descargas/robomongo-1.0.0-linux-x86_64-89f24ea/bin/robomongo. 
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4.5 Instalación de la herramienta DevCenter en la máquina virtual 
En este apartado se mostrará el proceso de instalación de la herramienta DevCenter en la 
máquina virtual Ubuntu. Con esta herramienta se dispondrá de una interfaz de usuario en la cual 
poder crear la base de datos en Cassandra.  
Para descargar el software se entra en la página oficial de Casandra: 
https://academy.datastax.com/downloads/ops-center?destination=downloads/ops-
center&dxt=DXcom y se elige DevCenter para Linux de 64 bits.  
Después de descargar el software, se abre un terminal y se ejecuta el siguiente comando: 
 
Para situarse en el directorio donde se ha descargado el software de DevCenter. Se escribe el 
comando ls para obtener una lista de los archivos contenidos en ese directorio. 
 
Luego se ejecuta el siguiente comando para descomprimir el archivo DevCenter-1.6.0-linux-
gtk-x86_64.tar.gz. 
 
Ya se puede utilizar DevCenter, ejecutando el icono DevCenter dentro de la carpeta DevCenter 
que se acaba de extraer. 
 
