We give an algorithm to model any given multiple stuck-at fault as a single stuck-at fault. 
Introduction
Even though there is little or no support for the argument that only single faults will occur in the nature, our test methodology continues to rely on the single-fault assumption. The reasons, as discussed in the literature [6] , are: (a) a large percentage of multiple faults is covered by the single-fault tests [3, 13, 14] , (b) specific design styles and test generation procesures guarantee the detection of multiple-faults if single faults were tested [5, 11, 17, 19] , and perhaps (c) the number of multiple-faults is too large for an economical analysis. As a result, fault simulation and test generation tools are available only for single stuck-at faults.
It is true that the single-fault assumption has worked well in practice. However, there are situations that require multiple-fault analysis (both simulation and test generation) in some limited sense. For example, circuit optimization by single-fault redundancy removal can be further improved if we have the capability of finding redundant multiple-faults. Similarly, the resolution of a diagnostic procedure can be improved if we could find tests for multiple-faults constructed from the suspected fault set identified by the single-fault tests.
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We demonstrate these and several other applications in Section 3. We believe these are "open problems" of practical significance.
The main contribution of this paper is to provide a logiclevel single stuck-at fault model for any arbitrary multiple stuck-at fault in a combinational or sequential circuit. This technique allows simulation and test generation for the modeled fault by any single-fault simulator or test generator. The single stuck-at fault has previously being used for modeling path delay faults [4] .
Algorithms for generating tests for multiple stuck-at faults exist [1] . Programming of such algorithms will be useful if we were to change the test objective, because the technique considers all multiple-faults rather than targeting one or a few specified faults. For the types of applications we discuss in Section 3, we must deal with a few selected multiplefaults, and programming of a complex algorithm does not seem fruitful. Therefore, we propose a modeling technique that allows an effective use of the existing tools.
A New Model for Multiple Faults
Figure 1(a) shows four lines with inputs a, b, c and e, and the respective outputs A, B, C and E. A multiple stuck-at fault here consists of the first two lines stuck-at-1 and the others stuck-at-0. A multiple-fault involving any set of lines and any arbitrary fault conditions can be modeled in a similar manner. We will use the multiple stuck-at fault example of Figure 1 (a) for explaining the modeling method.
The model in Figure 1 (b) contains a single stuck-at fault. It consists of two types of gates:
1. In-line gates: A two-input gate is inserted in each faulty line. The controlling input signal state for this gate is the same as the value at which the line is stuck. Thus, an AND (OR) gate is inserted in a line that is stuck-at-0 (1). When the fault on a line is not activated, the in-line gate forces the correct value on it. value is 1 (0) and faulty (fault-free) value is 0 (1) [6] .
As a result, in-line gates inject D on all lines on which s-a-1 faults are activated and D on lines on which s-a-0 faults are activated. A nine-valued algebra [18] may be required for the proper test generation for combinational and sequential circuits.
To prove that a model produced by the above construction is correct, we examine the example of Figure 1 . We must prove two conditions: 
Condition 2:
Fault equivalence. For the single s-a-1 fault in Figure 1 (b) to be equivalent to the the multiple stuck-at fault in Figure 1 (a), each of the four faulty functions should be identical [6] . Faulty functions for multiple-fault (mf ) in Figure 1 A multiple stuck-at fault of multiplicity n can be modeled as a single stuck-at fault by using at most n + 3 gates. Suppose out of n faults, there are (n ;k) s-a-1 and k s-a-0 faults, where n k. Figure 1 (c) shows an alternative implementation using only n + 3 additional gates. These include n twoinput in-line gates, one (n ;k+1 ) -input fault AND gate, one k-input NOR gate and one inverter. When all n-component stuck-at faults are of the same type n + 1 gates will be required.
It should be noted that the single-fault model can produce a feedback depending upon the locations of faults in the multiple-fault set. However, the model falls in the class of combinational circuits that contain "structural," but not "functional," feedback. For a discussion of such circuits, which have other applications, the reader may refer to the literature. A general theory for inverting large number of variables using the smallest number of inverters (with feedback) is discussed by Huffman [12] . Another application of a combinational circuit with feedback is described by Dietmeyer [10] . That application consists of a 1's complement adder circuit in which the end-around carry is realized by feeding the carry out from the most significant bit of the adder back to the carry-in input of the adder.
Figure 2(a) shows an example of a multiple-fault for which the single-fault model is given in Figure 2 (b). The modeling portion of the circuit is enclosed in the shaded region and the structural feedback is shown with bold lines. We notice that the relationships A = a and Z = z are always "true," irrespective of whether or not the single stuck-at fault is present. The feedback path can never be sensitized and the circuit has no internal state. The two circuits in Figure 2 are functionally identical.
Multiple Faults for Sequential Circuits
The model we have shown in Figure 1 can also be used for the multiple faults in the combinational logic of any sequential circuit. The fault equivalence conditions 1 and 2 still hold regardless of sequential elements in the circuit. Any multiple stuck-at fault of multiplicity n can still be modeled with at most n + 3 gates. The modeling structure may create non-functional feedback within the combinational circuit logic but the seemingly acynchrounous behavior will never be activated.
Applications
There are several problems that require modeling of multiple stuck-at faults. These problems can be solved in today's VLSI design environment by the modeling technique of the previous section. The present work was motivated by the type of applications discussed in this section. We provide these with the hope that interested readers will find novel solutions to these and other similar problems.
Diagnosis
The purpose of diagnosis is to identify and locate a fault. Once a fault is identified, it can be repaired. Good diagnostic test should be able to exactly pinpoint the fault location, but the application of tests only tells us whether or not the system under test is faulty. Further analysis is required to determine the nature of the fault and to pinpoint the fault location. Most diagnostic procedures are based on single-fault tests and difficulties arise when we try to match the symptoms produced by "real" faults. Nevertheless, the single-fault dictionary approach [6, 7, 20 ] is a frequently used method. The following example illustrates how a multiple-fault capability can improve diagnosis.
Consider the circuit of Figure 3 . We use a set of six vectors that detects all 16 collapsed single stuck-at faults. We use a subscript notation to denote a stuck-at fault. For example, a signal A stuck-at-0 is denoted as A 0 . In Figure 3 , a signal name is either the label on the line or the label of the gate that produces it. To obtain a fault dictionary, we simulate the vectors without fault dropping. Table 1 gives the simulation result in a dictionary format [6] . The outcome of a test T i is expressed as a binary variable t i , which is 1 if Our fault dictionary contains a set of test syndromes associated with all single stuck-at faults. For no fault, the fault-free circuit has the test syndrome 000000. Suppose a circuit under test (CUT) contains a multiple fault, (B1 1 C 1 1 ), i.e., lines B1 and C1 stuck-at-1, simultaneously. The observed test syndrome is shown in Table 1 between two horizontal dividing lines. Since this test syndrome, 001100, does not match with the entries of single stuck-at faults in the dictionary, we use a distance approach [20] . The last column, Hamm. Dist., in Table 1 shows the Hamming distance between the observed syndrome and that of each single stuck-at fault. Four faults with the smallest Hamming distance of 1 (shown in boldface) emerge as the suspected fault set, a set of most probable candidates, namely B1 1 , B 1 , C1 1 and B2 1 . However, we are not able to reduce the suspected fault set any further just on the basis of the single-fault tests. We, therefore, use the multiple-fault model to derive the test syndromes assuming any subset of these faults may be present in the CUT. By simulating the circuit after injecting the multiple-faults as single stuck-at faults using the technique of Section 2, we generated the additional eleven test syndromes, one for each possible grouping. Ten out of eleven subsets have the same test syndrome of 001000, showing a Hamming distance of 1 from CUT. Only the test syndrome for the multiple fault pair B1 1 and C1 1 has a Hamming distance of 0, indicating a "perfect match." Thus we conclude that B1 1 and C1 1 are presented as a multiple fault in the CUT.
In general, the accuracy of diagnosis will heavily depend on the tests used to create fault dictionary. Based on our experiments, we found that the best tests for the multiple fault diagnosis must satisfy following two conditions. First condition is that it must produce a non-zero test syndrome for CUT, differentiate CUT from the fault-free circuit. Second, it should produce a different test syndrome for CUT than the syndromes of single stuck-at faults. Further improvements may be made by generating new tests or using additional tests that target multiple-faults involving the suspected fault set. In other words, the diagnosis may be improved if a longer and/or a different set of test vectors is used.
Circuit Optimization
Logic circuits are optimized using combinational ATPG programs, which identify redundant single stuck-at faults. Only one redundant fault is removed at a time by fixing the signal at the site and deleting any unnecessary gates [6] . The process of one fault removal and combinational ATPG is repeated until the circuit becomes irredundant. The following example shows how such an irredundant circuit can be further optimized by considering multiple faults. A single fault irredundant circuit is shown in Figure 4(a) [2] . All single stuck-at faults are detectable and hence a technique of redundancy removal, based on single faults, will not be able to optimize it. We find that a multiplefault, D s-a-1 and E s-a-1 as shown in Figure 4 (a), is redundant. Thus, setting lines D and E to 1, fixing all implied signals, and removing unnecessary logic, we get the circuit of Figure 4(b) . Now, we find that this circuit has a new redundant single s-a-1 fault on the A input of AND gate H. After removing that fault we get the minimal irredundant circuit of Figure 4 (c). All three circuits are functionally identical. Notice that this reduction would not be possible without the analysis of multiple faults. Even with moderately large circuits, it will not be possible to model all multiple faults. It will be beneficial to develop analytical or heuristic procedures to determine which faults should be targeted for redundancy analysis. In circuits with several redundant single-faults, groups of such faults can be analyzed by the multiple-fault modeling method. Any multiple-fault found to be redundant can be removed, instead of removing one single faults at a time.
Multiply-Testable Stuck-at Faults
Sometimes a digital design may have untestable single stuck-at faults that cannot be removed. Typical reasons can be unused or partially used gates added during the standard cell mapping, or the logic added for speeding up critical paths. When untestable faults are present, it is useful to include tests for multiply-testable faults. A multiply-testable stuck-at fault is defined as a group of simultaneously occurring stuck-at faults, none of which is testable as a single fault [6] . Figure 5 shows a circuit with three redundant single stuckat faults: g 1 i 1 and j 1 . All other single stuck-at faults are tested by three vectors: 00, 01 and 10. Although other vector sets are possible, these vectors were produced by a typical ATPG program. The three redundant faults form four multiple-faults whose tests are shown in Table 2 . If for some practical reason, the circuit cannot be optimized or made Table 2 . Multiple-fault tests for the circuit of Figure 5 .
Multiple stuck-at fault Test completely single-fault testable, then by adding the vector 11 to the test set we can cover the "singly-untestable faults" when they occur as multiple-faults.
Combinational ATPG for Partial Scan
Since an acyclic circuit has a finite sequential depth, one can expand the time-frames and then generate tests for a multiple-fault using a combinational ATPG program. However, for large sequential depth this procedure can be expensive. Recent papers propose efficient procedures [15, 16] . In this case only some parts of the circuit are selectively duplicated so the combinational ATPG model is compact. Most faults map onto single stuck-at faults in the ATPG model. But some faults, usually a small percentage, map onto multiplefaults. The technique of Section 2 can be applied to model Figure 6 (a) shows an acyclic circuit and the uncollapsed faults on each line ( for stuck-at-1 fault and for stuck-at 0 fault), where the faults in the shaded area are the only ones that map onto multiple faults in the model. The generated combinational model is shown in Figure 6(b) . As an example, the input A stuck-at-1 fault in Figure 6 (a) appears as a multiple-fault in the combinational ATPG model shown in Figure 6 (b). Using the technique of Section 2, we can add modeling gates to the circuit of Figure 6 (b) such that every single-fault of the sequential circuit is represented by a singlefault in the combinational circuit. As a result, a conventional combinational ATPG can be used.
The above procedure is only applicable to acyclic sequential circuits. However, a cycle-cutting method of partial scan [8] allows an acyclic test mode in any general sequential circuit. Table 3 shows the results of combinational test generation for partial-scan ISCAS '89 circuits. These circuits are sequential since they have one or more flip-flops remaining after cutting all cycles. The first column, Circuit name, shows the name of partial-scan ISCAS '89 benchmark circuit. Column Total faults shows the total number of collapsed faults in the sequential circuit and Column % of MFs shows the percentage of faults that was mapped as multiplefaults. Remaining columns show the test generation times for sequential and combinational methods. The Gentest [9] ATPG is used for the sequential method and TetraMax [21] is used for the combinational model method. Both results were obtained a Sun Ultra 10 workstation. The last column, Speed ratio shows test generation time speed up obtained by the combinational modeling method. The advantage of being able to use an optimized combinational ATPG program [21] is evident. 
Bridging-Fault Modeling
A bridging fault represents a short between a group of lines. The logic value of the shorted line may be modeled as 1-dominant OR bridge or 0-dominant AND bridge. The bridging fault cannot be modeled with a traditional single stuck-at fault model. However, one can model it as a single stuck-at fault using a variation of the multiple fault model proposed in Section 2. 
Conclusion
The multiple-fault model we present is inefficient because it requires a large number of gates. It cannot be used if we must model all or many multiple faults. Clearly, it is not our intent to change the test methodology based on the singlefault assumption. Our motivation is derived from the type of applications given in Section 3, which require the analysis of a small number of multiple faults. The new model makes such applications possible through the use of the available tools. Extremely efficient single-fault ATPG programs are commercially available [21] for which moderate increases in the number of gates do not present any difficulty. Another strength of this model is its flexibility in transforming many problems into single-fault problems. We believe this will lead to future research on novel design and test methods.
