JAIDEEP VAIDYA and VIJAYALAKSHMI ATLURI, Rutgers Business School, USA In Attribute-Based Access Control (ABAC), access to resources is given based on the attributes of subjects, objects, and environment. There is an imminent need for the development of efficient algorithms that enable migration to ABAC. However, existing policy mining approaches do not consider possible adaptation to the policy of a similar organization. In this article, we address the problem of automatically determining an optimal assignment of attribute values to subjects for enabling the desired accesses to be granted while minimizing the number of ABAC rules used by each subject or other appropriate metrics. We show the problem to be NP-Complete and propose a heuristic solution.
Access Control (RBAC) [14] is used as the de facto standard means for access in most commercial organizations. Instead of directly assigning permissions to users, the permissions are associated with specific roles. Users acquire their necessary permissions by being assigned membership to suitable roles. This reduces administrative overhead significantly, since users with similar access requirements are grouped into the same set of roles and the requisite permissions are included in those roles. Thus, RBAC can provide considerable flexibility in access control in scenarios that involve a known set of users. However, in situations that involve resource sharing among multiple organizations, the set of users cannot be determined a priori. RBAC no longer remains the access control model of choice in this context.
In recent years, Attribute-Based Access Control (ABAC) [6] has emerged as the appropriate access control model for enforcing controlled access in dynamic environments. However, it obligates organizations using traditional access control models to migrate to ABAC [16] . In ABAC, access is mediated based on a set of attributes and their associated values, where each attribute represents a particular characteristic of a subject, object, or the environment in which the access request is being made. ABAC also includes a set of rules collectively called the organizational ABAC policy. Thus, any organization migrating to ABAC would require an ABAC policy to be identified. The process of constructing a sound and complete ABAC policy is called policy engineering [16] , which is considered to be one of the most critical aspects of implementing ABAC. Existing policy engineering approaches can be classified as either top-down or bottom-up. A top-down approach first identifies the functionally independent units of the organizational processes and then associates them with required accesses. Finally, rules are constructed from the associated accesses. In contrast, bottom-up approaches capitalize on the existing accesses available in the organization to construct the ABAC policy. As a third alternative, our view is that, instead of developing the policy ab initio, adapting to the policy of a similar organization would speed-up the process of migration.
In this work, it is assumed that the new organization has the same set of subject attributes, object attributes, environment attributes, as well as operations as that of the existing organization whose policy it is trying to adapt to. For instance, a new university can adapt to the existing ABAC policy of another university. The assumption mentioned above is realistic in such a scenario, since the typical attributes of different universities tend to be similar. Almost all universities use professor, associate professor, assistant professor, student, teaching assistant, secretary, and so on, as the possible values for the subject attribute designation. Similarly, assignment, transcript, and so on, are the possible values for the object attribute type; while fall, spring, summer, and so on, are the possible values for the environment attribute semester. Likewise, a hospital can adapt to the policy of another hospital that has similar attribute values, such as doctor, nurse, attendant, ward, prescription, test report, day shift, night shift, and so on. We also emphasize that cross-domain policy adaptation, like between a university and a hospital, is not envisaged here. The above-mentioned process of adapting to an existing policy, referred to as policy adaptation [3] , can be achieved by appropriate assignment of attribute values to the users (interchangeably called "subjects" in this article).
While a suitable assignment pertains to an association of meaningful attribute values to different subject attributes, one also needs to take into account any hierarchy in the values of the subject attributes. Hierarchy, which is inevitably present in subject attributes, determines the flow of control and authority in any organization. For instance, a subject attribute Designation can have a value Project Manager that is senior to the attribute value Team Member in the hierarchy. The implication is that, a subject having a hierarchically senior value is permitted to access all the resources accessible to a subject having a junior value in the hierarchy.
Utilizing the hierarchy of subject attribute values ensures assignment of subject attribute-value pairs to subjects in a way that is close to real-life situations. Moreover, it helps in reducing various commonly used measures of goodness of a policy set, such as the number of rules, Weighted Structural Complexity (WSC) [11] , and so on. Therefore, the assignment of values to the subject attributes with respect to their hierarchies results in a more suitable and meaningful mapping. Once the policy adaptation process is successfully completed, the shared policy can be used by the target organization for regulating access to its resources.
In Reference [3] , we introduced the problem of policy adaptation. The current article significantly extends and expands that work by including attribute hierarchy and environmental attributes. As mentioned above, use of hierarchy makes the process more close to the requirements of real-world organizations. Additionally, use of environmental attributes is being done for the first time in policy engineering, to the best of our knowledge. Environmental attributes form another unique feature of ABAC, making it subsume all other access control models including temporal [9] , spatial [1] , and spatio-temporal extensions of RBAC [12] . To summarize, in this article, we propose a migration strategy that enables an organization using a traditional access control model to adapt to the existing ABAC policy of a similar organization by an optimal assignment of subject attribute values in the presence of attribute hierarchy and environmental conditions. Here, optimality is primarily in the number of rules required for each subject to fulfill all its authorized accesses. This ensures efficient evaluation of rules during policy enforcement, thus enabling faster access decisions. In addition to the number of rules, we also analyze the quality of the generated subject attribute-value pairs using the Weighted Structural Complexity (WSC) [11] measure, which quantifies the size of the assigned subject attribute-value pairs.
PRELIMINARIES
In this section, we introduce the terms and notations used for representing the various components of an ABAC system that will be used throughout the article. Then, we introduce the concept of attribute hierarchy in ABAC.
Components of ABAC Model
ABAC consists of subjects, objects, environmental conditions, and access control rules. A subject is usually a human or an active non-person entity, such as an autonomous service or application. An object or resource is an entity that needs to be protected from unauthorized access. An environment defines the context in which an access request is made, e.g., time of day, location of access, and so on. Every subject is associated with several attributes, such as designation and experience, which either individually or in combination compose an expression to identify a group of subjects having similar access rights. Similarly, for each object, appropriate values are assigned to a set of object attributes. Typical examples of object attributes include file type, sensitivity level, date of creation, and so on. Rules collectively define the access control policy of the organization. A set of formal notations is given below that will be used for precise formulation of the problem being addressed and its solution.
• S: Set of authorized users in an organization. Each element of S is represented as s i is an equality of the form a = c or a = not c, where a is the name of an attribute and c is the value associated with a and not c represents the set of all the possible values of a, except c. c is either a constant or a don t care represented as "−". An access or a permission is represented by a 4-tuple. For example, an access < s, o, e, op > means that a subject s can perform an operation op on an object o under an environment condition e. The inclusion of environment attributes in ABAC gives it a dynamic nature, i.e., the permissions given to a subject can change with various environmental conditions. Example 1. Consider a university ABC that has three departments: Computer Science and Engineering (CSE), Electronics and Communication Engineering (ECE), and Finance (FIN). Each subject can have one of the following designations: Director (DIR), Head of the Department (HOD), Registrar (REG), Professor (PROF), Finance Officer (FINO), Student (STU), and Clerk (CLRK). Each object can be of one of the following types: tender, daily account (a/c_daily), assignment, and question paper (qn_paper). The location of an access request can be either office or residence, and the time of an access request can be a weekday or a weekend. Let Alice and Bob be two subjects of the university. Each subject has two attributes, namely, S.Designation and S.Department. Tables 1, 2, and 3 respectively represent the set of subject, object, and environment attributes along with their possible values. The attributes and their corresponding values for the subjects are given in Table 4 . Table 5 contains the ABAC rules of the university. Table 6 shows the values assigned to object attributes for each object. 
Attribute Value Hierarchy in ABAC
The concept of hierarchy is inherently present in every organization expressing the flow of authority and control. Hierarchies can be incorporated in ABAC by arranging the possible values of a subject attribute with respect to their hierarchy. Figure 1 represents an instance of hierarchy of attribute values for the subject attribute S.Designation. The attribute values are organized in the form of a Directed Acyclic Graph (DAG) where the attribute values at the top of the graph are more influential than those present at the lower levels.
It is natural that the relationship is directed, since if we say A and B are hierarchically related, one would need to know if A is senior to B or the other way around. Further, it is acyclic, since a cycle would imply (either directly or transitively) A is senior to B and at the same time B is senior to A, which is not a common occurrence in any organization.
For example, a directed arrow (→) between the attribute values Director and HOD signifies that all the accesses permitted to the HOD are also permitted to the Director. The Director can have additional accesses beyond these. For instance, let there be three subjects named Alice, Bob, and Cathy. The objects that need to be accessed by these subjects are given below: 
In such a scenario, it can be said that Bob is more influential (higher in the hierarchy) than Cathy, since Bob can access all the objects accessible to Cathy along with additional objects. However, although Alice is permitted to access a higher number of objects as compared to Bob, she is not considered to be more influential, since there is an object (doc 5 ) that can be accessed by Bob but not Alice. Definition 2.1 (Attribute Value Hierarchy). The attribute value hierarchy for a particular subject attribute sa i having the possible set of values SV i is denoted by AVH, where AV H ⊆ SV i × SV i is a partial order on SV i called the attribute value hierarchy, denoted as ≥.
POLICY ADAPTATION PROBLEM WITH ATTRIBUTE VALUE HIERARCHY
(POLAP-AVH) As discussed in Section 1, an organization aspiring to migrate to ABAC requires an ABAC policy, and the ability to adapt to an existing ABAC policy will result in a faster migration process. We particularly consider situations in which a target organization indeed finds the ABAC policy of a similar organization suitable for its own use. Here, similarity implies that the two organizations can make use of a common set of attributes and have similar access rules. Since the characteristics of the organizational resources are relatively more immutable compared to the properties of subjects, we consider the object attributes and their associated values as inputs. Thus, the subject attributes and their corresponding values can be decided algorithmically. From this perspective, one can define the policy adaptation problem using attribute value hierarchy (PolAP-AVH) as the problem of suitable assignment of values to the subject attributes with respect to an ABAC policy and a list of authorized accesses. It needs to be emphasized here that the target organization does not use the attribute-value assignments of the subjects or objects of the source organization. It initially assigns attribute-value pairs to its own objects and environment and then uses the proposed approach to determine the subject-to-subject attribute-value pair assignments, so using the policy being adapted to, all the requisite accesses in its ACL may be granted. This is motivated by the fact that any object in an organization is inherently associated with several attributes. For instance, a student record in a university is associated with attributes such as department, course, and so on, each having a set of possible values it can take, such as CSE, ECE (for the attribute department), and DBMS, Algorithms (for the attribute course). The organization system administrators/security officers would be aware of this information. Similarly, the environment attributes, such as location, 
day of week, and so on, and their possible values, such as IP address (for the attribute location) and Monday, Tuesday, and so on, (for the attribute day of week) that affect access decisions would usually be available with them. While any valid assignment of subject attribute-value pairs would suffice for this primary requirement, we introduce an optimization requirement to PolAP-AVH that necessitates the attribute value assignments to be such that the number of rules used by each subject to fulfill all its required accesses is minimum. Further, we introduce the concept of hierarchical attribute values for the subject attributes. We extract the hierarchical information from the given ABAC policy and show that using this hierarchical information generates more meaningful assignments of attribute values to subjects and further reduces the number of rules used by a subject. For notational simplicity, we refer to the optimization problem as PolAP-AVH throughout the article. The formal definition of PolAP-AVH is given below.
Definition 3.1 (PolAP-AVH).
Given an ABAC policy P, a set S of subjects, set O of objects, set O a of object attributes, set O v of attribute-value assignments of all objects, set E of environment conditions, set E a of environment attributes, set E v of attribute-value assignments of all environment conditions, set OP of possible operations, and a desired set of accesses, in the form of an access control list (ACL), L, determine all the subject attribute hierarchies and using it assign subject attribute-value pairs to all subjects such that all the desired accesses are satisfied and each subject uses the minimum number of rules to gain all the accesses in L.
Solving PolAP-AVH enables an organization to adapt to an existing ABAC policy by appropriate assignment of subject attribute-value pairs to its users. A solution to PolAP-AVH must not allow any additional accesses except the ones contained in L, i.e., there should not be any security violation.
Complexity Analysis
In this sub-section, we do a formal analysis of the complexity of PolAP-AVH. We show that the problem is NP-Complete. To develop the proof, we first formulate a decision version of PolAP-AVH.
Definition 3.2 (Decision Version of PolAP
OP as mentioned in Definition 3.1, and an integer k, does there exist a possible assignment of subject attribute-value pairs such that the required accesses in L are satisfied and each s ∈ S uses a set of rules R to obtain all its desired accesses and |R | ≤ k?
For proving NP-completeness of D-PolAP-AVH, we make use of a known NP-Complete problem, namely, the Minimum Hitting Set (MHS) problem, which is defined below. 
Proof. Given a certificate consisting of a set of rules R, a collection RS containing subsets of rules in R, an assignment of subject attribute-value pairs such that a subject requires a set of rules R to fulfill all its desired accesses and an integer k, it can be verified in polynomial time whether |R | ≤ k by counting the number of rules in R . It can also be verified in polynomial time that R and RS are consistent with R by checking that each set of rules in RS contains at least one rule from R . Thus, D-PolAP-AVH is in NP. Now, we prove that D-MHS ≤ p D-PolAP-AVH. Let, < U , S, k > be an instance of D-MHS, where U is the universal set containing n elements, i.e., U = {u 1 , u 2 , . . . ,u n }. Without loss of generality, we can assume each u i to be an integer (i.e., each u i ∈ Z), since U is either finite or countably infinite.
by r i . Therefore, F (u i ) = r i and a rule of D-PolAP-AVH r i can be constructed from an element u i ∈ U , where u i , u i + 1, u i + 2 and u i + 3 respectively represent a subject attribute value, an object attribute value, an environment attribute value, and an operation. Thus, using F , we can construct an ABAC rule from a given element in constant time. F takes each u i ∈ U and returns a rule r i . Therefore, from a set of elements U , we can obtain a set of rules R in Thus, from the given instance of D-MHS, an instance of D-PolAP-AVH < R, RS, k > can be constructed using the function F , where R is a set of n authorization rules a user Alice needs to fulfill all her required accesses, i.e., R = {r 1 , r 2 , . . . , r n }. RS consists of m subsets rs 1 , rs 2 , . . . , rs m , where each rs i ⊆ R such that each rs i corresponds to a set of rules that Alice can use to fulfill a particular access, and finally setting k = k.
Let R be a solution to the constructed instance of D-PolAP-AVH such that |R | ≤ k and every Now, a solution to the instance of D-MHS can be obtained from the given instance of D-PolAP-AVH as follows: Since for each u i ∈ U , there is a corresponding r i ∈ R, there is always an element in U for a rule in R. Similarly, for each subset rs i of rules, we can obtain a subset of elements s i ∈ S. H can be constructed by selecting the elements in U corresponding to the rules in R . Now, if R contains at least one element from each of the subset of rules in RS, then H will also contain at least one element from each of the subset of elements in S, i.e., for each s i ∈ S, s i ∩ H ϕ and |H | = k. Therefore, H is a valid solution to the instance of D-MHS and < U , S, k > returns T RU E.
HEURISTIC APPROACH FOR SOLVING POLAP-AVH
In Section 3, it has been established that the problem of determining a minimal set of rules for each subject is NP-Complete. Therefore, it is not likely that PolAP-AVH can be solved deterministically in polynomial time. This necessitates employing a heuristic approach to solve PolAP-AVH, which we present in this section. A greedy heuristic utilized for solving the minimum hitting set problem [4] is suitably used in our proposed solution. The overall algorithm for solving PolAP-AVH is given in Algorithm 1. For each subject, it computes an appropriate assignment of values to all the attributes and a set of rules by which the subject can acquire all the permitted accesses in L when a set of objects O, a set of subjects S, a set O v containing attribute-value pairs corresponding to each object, a list of desired accesses L, and a policy R are given as input.
Algorithm 1 involves three phases, the first consisting of four steps, the second having a single step, followed by a third phase involving two steps. In the following sub-sections, we explain each phase in detail.
Rule Set Generation
For each subject, this phase constructs a collection of sets that compose rules where each set of rule corresponds to a specific access allowed to the subject. The rule set generation phase involves four steps as enumerated below:
Step 1.1 Generate a set of rules corresponding to each object This is the first step of phase 1 of Algorithm 1 (Line 1). For each object, it finds the set of rules that can be used to access that object. The detailed procedure for this step is given in Algorithm 2. It takes a set of objects O, a set O v containing attribute-value pairs corresponding to each object, and a set of rules R as inputs and generates a set RO that, for each object, contains a set of rules through which that object can be accessed. Essentially, for each object, Algorithm 2 iterates over all the rules in R. All the object attribute-value pairs of a rule r (r [OC]) also being associated with 
iterating over all subjects 9 :
generates sets of rules for a subject 10: if RS == Null then 11: exit 12: H ← GEN ERAT E_RFS (RS ) generate minimal set of rules for a subject 13: insert (SR, H )
14:
for j ← 1 to |H | do 15: S
assign attribute values to a subject 16 : return OS generated such that each object in the set can be accessed through that rule. The worst-case time complexity of this algorithm is O(|R||O ||O v |). Step 1.4. Generate collection of rule sets for each subject The fourth step (Lines 6-11, Algorithm 1) generates a collection of sets of rules, where each set consists of rules that can be used to access a specific object-operation pair allowed to a subject. Therefore, for a subject, the collection of sets contains a set of rules corresponding to each objectoperation pair permitted to the subject. The collection of rule sets for subjects is generated by constructing a Subject-Object-Rule-Object (SORO) tree for each subject. The detailed steps of the algorithm for building a SORO tree is given in Algorithm 5, whose worst-case time complexity is O (|L| + |L||R| + |S ||R|).
Definition 4.1 (Subject-Object-Rule-Object (SORO) Tree).
A SORO tree is an n-ary tree having 4 levels. The root (first level) of a SORO tree is a subject. In the second level, the object-operation pairs permitted to that subject are added as child nodes. The third level is constructed using the rules through which the objects in the second level can be accessed. The fourth level is constructed using the objects accessible through the rules in the third level. 
obtain all the rules corresponding to an object in an object-operation pair 9: for each r e in T do iterate over all rules obtained 10: if r e [op] op d then check whether the operations in the object-operation pair and the rule match 11:
RO[c] ← RO[c]
− {r e } discard the rule 12: insert (RS, RO[c]) 13 :
RS ← RS 14: for j ← 1 to |RS | do iterating over all rule sets 15: for each r f in RS [j] do iterating over rules in each rule set 16: UT ← OR[f ] obtain the objects corresponding to each rule 17: if UT − ST Null then checking for unauthorized accesses 18 :
pruning a rule allowing unauthorized access 19: if RS[j] = Null then 20: exit 21:
return RS
The SORO tree for a given subject s is constructed by first initializing the tree with s as the root. All the object-operation pairs permitted to s are added as child nodes of s. These objectoperation pairs are obtained from the sets of object-operation pairs generated by Algorithm 4. This completes the second level of the SORO tree. For each object-operation pair in the second level, the rules through which they can be accessed are added as child nodes of the object-operation pair to complete the third level of the SORO tree. The rules that allow access to a specific object-operation pair are obtained from the sets of rules generated by Algorithm 2. Finally, for each rule in the third level, objects that can be accessed using that rule are added as child nodes of the rule. The objects accessible through a given rule are obtained from the sets of objects generated by Algorithm 3. Construction of the SORO tree is followed by a comparison of the objects in the leaf nodes of the SORO tree with the objects present in the second level. If any extra object is found in the leaf nodes, the parent of that extraneous object in the third level is removed from the SORO tree along with all its children. An extraneous object in the leaf node represents an unauthorized access. Note that, in this work, we assume that it is indeed possible to find attribute values for each subject (and, correspondingly, object and environment) such that by using the rules in the policy to be adapted to, all required accesses are satisfied while no extraneous accesses are enabled. Assuming that one or more such assignments exists, our proposed approach will find an assignment that minimizes the number of rules used by each subject to get its desired access. Removal of rules allowing unauthorized accesses is termed as pruninд. After pruning, the rules in the third level of the SORO tree are grouped into sets with respect to the object-operation pairs present in the second level. This marks the end of the first phase of Algorithm 1. At this stage, for each subject, we have a collection of sets of rules. for each value sv i j ∈ SV i do iterating over all the values of a particular attribute 7: objects ← [ ] 8 :
rules ← all rules where sv i j is present 9: temp ← objects accessible usinд all the elements of rules from OR 10: objects ← objects ∪ {temp} 11: insert (OSV , objects) 12 : for each node n ∈ G do 20 : 
Attribute Value Hierarchy Generation for Subject Attributes
The steps for generating attribute value hierarchy are described in this sub-section.
Step 2.1. Generation of Attribute Value Hierarchy for Each Subject Attribute
The second phase is composed of a single step (Line 6, Algorithm 1). This phase constructs the hierarchy of the attribute values for each subject attribute. The procedure for generating the attribute value hierarchy is given in Algorithm 6. This step takes a set of rules R, a set of subject attributes SA, and a set OR containing sets of objects that can be accessed using each rule (generated using Algorithm 3) as input. At first, for each attribute sa, this step finds all the possible values that the attribute can have (Line 3). Next, the rules are grouped according to the values of sa, which is followed by determining the objects accessible by each of the group of rules (Lines 4-10). At this stage, we have a list of objects corresponding to each value of attribute sa. Using this, an adjacency matrix G is constructed that consists of rows and columns corresponding to each of the possible values of sa. Each element G[i] [j] is assigned values as follows:
[n] is set to ∞ when both the row and the column correspond to the same attribute value or both sv im and sv in cover the same set of subjects. When sv im covers more objects in addition to the ones covered by sv in , G[m] [n] is set to −1. Using G, a graph is constructed. For computing the hierarchy, it is required to remove certain edges from G to obtain a DAG. For example, if there are three edges a → b, b → c and a → c, we need to remove the edge a → c. Essentially, this is 
Now, we come to the second phase of our proposed solution, i.e., Step 2.1. Here, we determine the attribute value hierarchy for the subject attributes. In this example, we only generate the attribute value hierarchy of the subject attribute S.Designation. At first, we determine the rules corresponding to each of the attribute values of S.Designation. Next, we find the objects corresponding to the group of rules. The attribute values with their corresponding sets of rules and objects are given in Table 10 . Using this table, we construct the adjacency matrix from which we can obtain the hierarchy graph for S.Desiдnation. The hierarchy adjacency matrix is given in Table 11 . The final hierarchy graph obtained using Algorithm 6 is the same as the attribute value graph given in Figure 1 . The hierarchy values assigned to DIR is 4, HOD and REG are assigned a value 3, PROF and FI NO are assigned a value of 2, and the remaining ones, i.e., STU and CLRK, are given a value of 1.
In Step 3.1 of the third phase, Algorithm 8 finds the minimal set of rules for s 5 . In this case, it generates three minimal sets of rules for s 5 ; namely, {r 7 , r 8 , r 9 }, {r 8 , r 9 , r 14 }, and {r 8 , r 9 , r 16 }. Let us randomly select the set {r 8 , r 9 , r 14 }.
Finally, in Step 3.2, we assign the subject attribute-value pairs to s 5 . The subject attribute-value pairs assigned to s 5 are S.Desiдnation : PROF , CLRK and S.Department : CSE. Now, S.Desiдnation has been assigned two values, out of which, PROF has a higher hierarchy value of 2 as compared to CLRK having a hierarchy value of 1. Therefore, we keep the attribute-value S.Desiдnation : PROF , which is more meaningful, as a subject cannot be a professor and a clerk at the same time. Now, as CLRK is removed from the attribute value for the attribute S.Desiдnation, rule r 14 , from which CLRK was assigned, is removed from the minimal set of rules for s 5 . Therefore, the set of rules to be used by s 5 becomes {r 8 , r 9 }. Thus, in addition to generating more meaningful assignment of attribute values, using hierarchy also reduces the number of rules used by each subject.
We would like to emphasize here that the proposed approach uses the same ABAC policy (the complete rule set) of the source organization in the target organization. In the algorithm, initially, for each user a collection of candidate rule sets is generated, using which the user can get all its accesses. The final set of rules is a minimal subset of these candidate rules, which ensures that all the desired accesses as per the ACL are obtained and yet no extraneous access is generated. It may be noted that more than one user can make use of the same rule to get access to the same set of objects. If there are several such cases, it implies that a higher number of rules is generalizable. Thus, the final rule set is much smaller than the candidate rule sets and, hence, administration of the resultant set of rules is much easier. Further, if some of the rules in the source policy are not required in the target organization, those rules are pruned after all the assignments have been done.
EXPERIMENTAL RESULTS
While organizations are gradually migrating to ABAC, data sets from such organizations have not yet been made publicly available. In the absence of real data sets, we have evaluated our proposed approach on the benchmark data sets introduced by the authors of Reference [20] , which has been widely used for studies similar to ours, as they closely resemble real-world data in organizations using ABAC. However, as these data sets involve only a small number of subjects and objects, we also test our proposed approach on various synthetically generated ABAC policies, lists of accesses, lists of subjects, objects, and attribute value assignments for the objects. The algorithms for the proposed approach were implemented in Python 3.5.4 and executed on a 2.5GHz Intel i7 CPU having 16GB of RAM. The notations used for presenting the results are: number of subjects (|S |), number of objects (|O |), number of subject attributes (|S a |), number of object attributes (|O a |), number of rules in the ABAC policy (|R|), average number of rules used by a subject when attribute value is not considered (|RS |), and average number of rules used by each subject computed by taking attribute value hierarchies into account (|RS H |). T and T H represent the time for executing the algorithm not considering and considering hierarchical attribute values. Both T and T H are measured in seconds. Additionally, we also show that the effect inclusion of hierarchical attribute values of the various entities on the Weighted Structural Complexity (W SC) of the generated set of subject attribute-value pairs. WSC of an assignment of subject attribute-value pairs S v with n subjects is defined as [11] :
where S v [i] is the set of subject attribute-value pairs associated with the ith subject and W SC (S v [i]) represents the number of subject attribute values assigned to the ith subject. For instance, if Bob is associated with the attribute-value pairs {Desiдnation = Professor} and {subjects taken = OS, DBMS }, W SC (Bob) = 3. w is a user-defined weight. We have set w = 1 n , i.e., WSC represents the average number of attribute values assigned to each subject.
Note that, as mentioned earlier, we assume that it is indeed possible to find attribute values for each subject (and correspondingly, object and environment) such that by using the rules in the policy to be adapted to, all required accesses are satisfied while no extraneous accesses are enabled. Therefore, there is no need to evaluate correctness, since it is guaranteed by design (i.e., both precision and recall will be 1). In the generated policies for the synthetic data sets, we have generated the accesses and policy in such a way that this assumption holds.
The average number of rules used by a subject and the time taken for execution of the proposed algorithm for policy adaptation for the various data sets given in Reference [20] are shown in Table 12 . It is observed that, as the number of subjects and objects increases, the average number of rules used by each subject also increases. This can be attributed to the increase in the number of objects. Subjects are likely to access more objects if the number of objects is increased, which, in turn, increases the number of rules required to fulfill the accesses. The execution time of the algorithm also increases with increasing number of subjects, as it takes one iteration of the algorithm for generating a minimal set of rules for one subject. Since only single values are assigned to all the attributes for all the data sets, there is no removal of attribute values due to the presence of attribute values that are higher in the hierarchy. Therefore, in spite of attribute hierarchies being identified, the average number of rules used by each subject remains the same even when the attribute value hierarchies are used.
Next, we evaluate our proposed algorithm on various synthetic data sets. The synthetic data sets were generated by varying the number of subjects, objects, subject attributes, object attributes, and environment attributes. Each attribute has a distinct set of possible values. Moreover, we tried to ensure that the distribution of possible values of various attributes is as close to real life as possible. For instance, for some of the attributes, the corresponding values are uniformly distributed; whereas for some other attribute, the frequency of occurrence of some of the values is kept higher than that of the others. This mimics real-world scenarios; for example, that of a university, where the number of faculty members is less than the number of students while various departments have a roughly similar number of students barring a few exceptions. Fixing the number of subjects, objects, and the number of object attributes results in two cases: (i) variation in the number of subject attributes when the number of rules is kept constant and (ii) variation in the number of rules while keeping the number of subject attributes constant. Likewise, two cases arise when the number of subjects, objects, and object attributes is kept constant: (i) variation in the number of object attributes when the number of rules is fixed and (ii) variation in the number of rules when the number of object attributes is fixed. Table 13 shows the variation in the average number of rules used by a subject and execution time with the number of rules and the number of subject attributes. It is observed that the average number of rules used by each subject increases when the number of rules is increased. This can be attributed to the fact that, in the presence of a higher number of rules, a subject is more likely to use a higher number of rules to gain all the desired accesses. For 20, 30, 40, and 50 rules, the percentage of rules that need to be evaluated in case of an actual access request are only 15.7%, 14.76%, 13.95%, and 13.36% (computed using the highest value of |RS | for a particular number of rules), respectively. Moreover, when the hierarchy of the values of the subject attributes is utilized, the percentage of rules to be evaluated for deciding an access drops to 14.9%, 13.46%, 11.7%, and 12.76% (computed using the highest value of |RS H | for a particular number of rules), respectively. Therefore, in case of an actual access request, only a very small fraction of rules is required to be evaluated for deciding an access. With increase in the number of rules, the fraction of rules to be evaluated for deciding an access reduces. Thus, adapting to policies with higher number of rules is more advantageous. In contrast, there is relatively less variation in the average number of rules used by each subject with increase in the number of subject attributes. The execution time of the algorithm increases with the number of rules. The WSC of the assigned subject attribute-value pairs vary with the variation in the number of rules used by each subject. As the subject attributevalue pairs are assigned from the rules used by each subject, the WSC increases with the number of rules used by each subject. Table 14 shows the effect of varying the number of rules and object attributes on the average number of rules used by a subject and the execution time of the algorithm. Unlike Table 13 , here it can be seen that the average number of rules used by a subject increases with increase in the number of object attributes. This can be accredited to the use of additional rules for satisfying the increasing number of object attributes and their associated values. A similar trend can be observed when the number of rules is increased, i.e., the average number of rules used by a subject increases with increase in the number of rules. For 20, 30, 40, and 50 rules, the percentage of rules to be evaluated in case of an access request is found to be 19.20%, 15.27%, 14.7%, and 13.16% (computed using the highest value of |RS | for a particular number of rules), respectively. When the hierarchy is considered, the percentage of rules to be evaluated in case of an access request drops to 18.20%, 13.92%, 13.42%, and 12.54% (computed using the highest value of |RS H | for a particular number of rules), respectively. The execution time of the algorithm increases with number of rules. As seen in Table 13 , similar variation is observed in the WSC of the assigned subject attribute-value pairs. The results given so far are on a fixed number of subjects and objects. Table 15 shows the variation of the average number of rules used by each subject and the time taken for policy adaptation with variation in the number of subjects and objects. It is seen that the average number of rules used by each subject increases with increase in the number of objects. Increase in the number of objects results in subjects accessing more objects. Accessing more objects makes it more likely for the subjects to use more rules to access them. The execution time of the algorithm increases with the number of both subjects and objects. It is also observed that the WSC of the assigned subject attribute-value pairs is independent of the number of subjects and objects.
We next show the effect of inclusion of hierarchy in object attribute values and subject attribute values along with the subject attribute value hierarchies in Table 16 . It has already been observed that inclusion of hierarchical attribute values for subject attributes results in a better assignment of attribute values to the different subjects, i.e., there is a drop in the WSC value for the assigned set of subject attribute-value pairs. Similarly, inclusion of hierarchical attribute values for object and environment attributes also results in removal of attribute values having lower influence, thereby reducing the WSC. So far, we have seen the effect of varying various parameters on the average number of rules used by a subject. Next, we explore the impact of considering the obtained attribute hierarchy data on policy adaptation. It has already been observed in Tables 13, 14 , and 15 that using the extracted attribute hierarchy data for policy adaptation helps in reducing the percentage of rules to be evaluated for deciding an access. Apart from this, as seen in Section 4.4, using the attribute value hierarchy data results in more appropriate and realistic assignment of subject attribute-value pairs to the subjects. It is imperative that not all subject attributes will have hierarchical values. Figure 3 shows the effect of varying the number of subject attributes with hierarchical attribute values on the average number of rules used by each subject. It is seen that for different ranges in the number of values a particular attribute can have, the average number of rules used by each subject decreases with the number of attributes having hierarchical attribute values. It may be noted that if there is no change in the average number of rules for an attribute with hierarchical values, it implies no new rules were removed due to inclusion of the attribute.
Finally, in Figure 4 , we show reduction in the average number of rules with the number of possible attribute values. For various policy sizes, it is observed that the higher the number of possible values an attribute can have, the higher the reduction in the average number of rules used by each subject when hierarchical attribute values are taken into account. This can be attributed to the fact that when an attribute can have a higher number of possible values, each subject attribute is more likely to be assigned a higher number of values and it is more likely to have more hierarchical levels for a higher number of possible attribute values.
RELATED WORK
While work on ABAC policy mining is still in its infancy, there is a considerable body of literature on role mining in RBAC. Colantonio et al. [2] use attribute data and an access control list for mining role-based policies. Molloy et al. [11] form RBAC policies with low weighted structural complexity (WSC). These policies consist of meaningful roles such that the user to role mapping can be expressed as a predicate over a set of subject attribute-value pairs. One major limitation of these algorithms is that they use attributes like uid, which uniquely identify a user in a user to role assignment. This results in some users not being characterized by a subject attribute-value pair expression. In another work, Molloy et al. [10] utilize machine learning algorithms for role mining. They use supervised learning techniques to train classifiers for associating permissions and roles. Their algorithm takes permissions, roles, and role to permission assignments as training data. The output is a support vector machine (SVM) classifier that automatically allocates new permissions to roles. In addition, they also consider another scenario where classifiers are trained using a supervised learning algorithm to automate user to role assignments. The users, roles, user attribute values, and user to role assignments are given as input to the classifier. Lim et al. [7] use evolutionary algorithms to construct and improve security policies. Though they do not consider ABAC policy mining, some complex problems involving risk-based policies are surveyed. Vaidya et al. [19] identify the requirements for similarity evaluation from the context of access control and propose a formal framework built upon change detection that computes similarity between policies and other multi-policy management operations such as policy migration. Their framework evaluates similarities between security policies by taking into account various access control semantics and, given a set of policies, they find a common organizational policy with the lowest cost of migration.
Xu et al. [20] propose one of the early approaches for mining ABAC policies using a bottomup approach. Their algorithm constructs an ABAC policy from Access Control Lists (ACLs) and attribute data. It selects specific accesses from the given ACL to construct candidate rules that are further generalized to cover additional accesses in the given ACL. After covering the given ACL with the constructed candidate rules, the candidate rules are simplified and merged to improve the constructed ABAC policy. Finally, the algorithm selects the highest-quality candidate rules that are added to the generated policy. While this approach is capable of constructing an ABAC policy, the number of attribute-value pairs in the constructed rules is also crucial. Rules consisting of a large number of attribute-value pairs result in increased time for access decisions when an access request is made. Therefore, besides minimizing the number of attribute-value pairs in the total policy, constraining the number of attribute-value pairs associated with each rule is also helpful. Gautam et al. [5] consider a variant of the policy mining problem for ABAC that takes an ACM as input and constructs a minimal set of ABAC authorization rules in such a way that each rule has at most a fixed number of associated attribute-value pairs and the weight of the constructed policy is also minimal.
Talukdar et al. [17] show that the problem of policy mining in ABAC is similar to that of identifying functional dependencies in database tables. In this context, they propose an ABAC policy mining algorithm called ABAC-FDM that exhaustively enumerates all possible subject-object pairs. As ABAC-FDM is an exhaustive approach, it is not scalable. To address this limitation, they propose a more efficient ABAC policy mining algorithm called ABAC-SRM, which uses a bottomup approach to initially identify a set of candidate rules, and from the set of candidate rules, the most general rules are selected to construct an ABAC policy. Vaidya et al. [18] propose the minimal perturbation role mining problem for RBAC that enables an organization to migrate from an existing set of roles to a new set of roles with minimum disruption. Migration of roles is required for addressing the gradual changes that occur and also the new requirements in organizational processes. In a similar manner, PolAP-AVH can also be used to migrate to a new assignment of subject attribute-value pairs to handle any change in the functional requirements of an organization. In spite of such similarities, our work differs from Reference [18] as PolAP-AVH helps organizations to migrate to ABAC from other access control models. Additionally, it also facilitates sharing of resources among organizations.
Recently, we proposed the first known algorithm for effective policy adaptation in ABAC [3] . Although this approach is also based on the assignment of appropriate values to subject attributes for different subjects, it does not consider the hierarchy of different attribute values. Nor does it consider environmental conditions. As seen in Section 4.4, extracting hierarchical information from the policy to be re-used and utilizing it for policy adaptation results in the assignment of more meaningful subject attribute-value pairs. Moreover, it helps in further reducing the number of rules used by each subject.
CONCLUSION AND FUTURE WORK
In this article, we have introduced the problem of policy adaptation using hierarchical attribute values to provide an effective path for migrating to ABAC using an existing policy. The optimal policy adaptation problem using hierarchical attribute values has been shown to be NP-Complete, and a heuristic solution has been proposed and evaluated. Further, this work is the first to consider environment attributes seamlessly with the subject and object attributes, an aspect commonly ignored in ABAC policy mining work.
However, a limitation of this work is that the organization pursuing policy adaptation needs to have the same set of attributes as the organization whose policy it is planning to adapt to. Future work in this area would be to design approaches that facilitate policy adaptation among organizations having attribute sets that do not exactly match. A possible direction is to use ontology-based attribute set mapping. Additionally, novel heuristics can be proposed that further reduce the number of generated rules.
