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Lyhenteet 
DOM Document Object Model. Tapa kuvata dokumentin olioiden rakenne 
puurakenteena. 
HTML Hypertext Markup Language. Merkintäkieli verkkodokumenttien 
luomiseen. 
CSS Cascading Style Sheets. Tyylittelykieli, jolla saadaan muokattua 
verkkodokumenttien ulkonäköä. 
PHP Hypertext Preprocessor. Palvelimen puolella käytetty web-ohjelmointikieli. 
JavaScript Web-ohjelmointikieli, jolla saadaan web-sivuista ja -sovelluksista 
interaktiivisia. 
ES6 ECMAScript 2015. Kuudes versio standardista, johon esimerkiksi 
JavaScript pohjautuu.  
API Application Programming Interface. Ohjelmointirajapinta toimii yhteisenä 
alustana eri sovelluksille, jonka kautta sovellukset voivat kommunikoida 
keskenään. 
URL Uniform Resource Locator. Web-sivun osoite. 
HTTP Hypertext Transfer Protocol. Protokolla, jota palvelimet ja selaimet 
käyttävät tiedonsiirtoon. 
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1 Johdanto 
 
Insinöörityön tarkoituksena on visualisoida asiakasyrityksen kehitteillä olevan 
WordPress-pohjaisen web-sovelluksen käyttödataa. Taustahallintaan kirjataan 
asiakkaat, asiakkaiden projektit ja näiden projektien tehtävät, minkä jälkeen työntekijät 
voivat kirjata sovelluksen avulla tehtävien parissa käyttämänsä ajan. Jos halutaan 
katsoa projekteihin ja niiden tehtäviin käytettyjä aikoja, joudutaan navigoimaan aina 
erikseen eri projektien sivuille taustahallinnassa. Navigoinnin vähentämiseksi ja 
ajankäytön seurannan helpottamiseksi tavoitteena on kerätä käyttödata yhteen 
paikkaan ja luoda kuvaaja, joka saa käyttödatan suoraan WordPressin tietokannasta. 
Kuvaajan luomista varten valittiin käytettäväksi datan visualisoimiseen tarkoitettua 
D3.js JavaScript -kirjastoa. Insinöörityössä perehdytään D3.js-kirjaston toimintaan 
sovellukseen kehitettävän kuvaajan kannalta. Samalla perehdytään myös käytännön 
tasolla, kuinka kuvaaja saadaan toimimaan WordPress-ympäristössä ja kuinka 
kuvaajalle saadaan haettua dataa WordPressin tietokannasta asynkronisesti. 
Insinöörityö toimii myös samalla D3.js-kirjaston opiskeluna tuleviakin projekteja varten. 
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2 Kuvaajakohtaisten teknologioiden esittelyt 
2.1 WordPress 
WordPress on alun perin vuonna 2003 julkaistu ilmainen avoimen lähdekoodin 
sisällönhallintajärjestelmä, joka käyttää PHP-ohjelmointikieltä ja MySQL-tietokantaa 
toimiakseen. Viimeisimpien tietojen mukaan jopa 29,5 % nettisivuista käyttää 
WordPressiä alustana, mikä tekee siitä ylivoimaisesti suosituimman 
sisällönhallintajärjestelmän. [1; 2.] 
Ohjelmoijan näkökulmasta WordPress tarjoaa helppokäyttöisen ja hyvin muokattavan 
taustahallinnan sivuston sisältöä varten. Sivuston toiminnallisuuksien ja tyylien 
muokkaus on helppoa teemojen ja liitännäisten avulla, joita voi myös vapaasti itse 
ohjelmoida. Monet uusista toiminnallisuuksista liitetään osaksi sivua WordPressin 
Plugin API:n Hook-systeemillä. Hook-funktioilla saadaan liitettyä itse kehitettyjä 
funktiota haluttuihin tapahtumiin haluttuun aikaan. [3.] 
On kahdenlaisia hook-funktioita:  
 Action-funktiot, jotka laukeavat hook-funktiossa määritellyn tapahtuman 
tapahtuessa. 
 Filter-funktiot, jotka suodattavat dataa ennen kuin hook-funktiossa 
määritelty tapahtuma suoritetaan. 
Näiden lisäksi WordPress tarjoaa laajan valikoiman valmiita funktioita, mikä pakottaa 
tietynlaiseen ajattelutapaan: kannattaa aina tarkistaa, löytyykö tarvitsemalle toiminnolle 
jo valmiiksi funktio. Näille funktioille löytyy yhteisöltä usein todella paljon esimerkkejä, 
joita voi käyttää omassa työssään hyödyksi. 
2.2 D3.js 
D3.js on datan visualisoimista varten kehitetty JavaScript-kirjasto, jonka ensimmäinen 
versio julkaistiin vuonna 2011. Kirjaston tarkoituksena on antaa mahdollisimman paljon 
valtaa visualisoinnin lopputulokseen keskittyen samalla web-standardeihin. 
Käytännössä tämä tarkoittaa, että kirjasto käyttää HTML-, CSS- ja SVG-teknologioita 
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sitoakseen dataa dokumenttioliomalliin (DOM). D3.js on ilmainen ja avointa 
lähdekoodia, joten kuka vaan voi ladata sen, käyttää sitä, ja auttaa sen kehityksessä.  
D3.js toimii valitsemalla DOM-elementtejä ja sitomalla dataa niihin (data binding). 
Elementtejä voidaan täten muunnella datan mukaisesti kirjaston funktioilla. 
Dataliitoksien avulla voidaan myös lisätä ja poistaa elementtejä datan mukaan. [4.] 
2.3 SVG 
SVG eli Scalable Vector Graphics on XML-pohjainen merkintäkieli kaksiulotteista 
vektorigrafiikkaa varten. Piirrokset kuvataan HTML:n tavoin tekstipohjaisina 
elementteinä ja elementtien attribuutteina. SVG:n hyöty tulee nimensä mukaisesti 
vektorigrafiikan skaalautuvuudesta, eli käytännössä grafiikan laatu skaalautuu 
laitteiden näyttöjen resoluutiosta huolimatta aina yhtä teräväksi. Tämän lisäksi SVG-
elementtejä pystyy käsittelemään samalla tavalla kuin muitakin DOM-elementtejä. [5.] 
3 Suunnittelu 
3.1 Lähtökohdat 
Sovellukseen oltiin jo kehitetty perustoiminnallisuudet ennen insinöörityön alkua: 
 Taustahallintaan pystyy lisäämään asiakkaita, asiakkaiden projekteja 
sekä projektien tehtäviä ”artikkeleina”. 
 Tehtäviin käytettyä aikaa pystytään kirjaamaan käyttäjäkohtaisesti. 
Tässä vaiheessa kirjatut ajat ja muu käyttödata löytyivät taustahallinnasta erikseen 
projektien omilta sivuilta. Tämä tuomittiin hitaaksi ja hankalaksi. Jos tahdottaisiin 
katsoa monen projektin aikatietoja, jouduttaisiin menemään edestakaisin 
taustahallinnan sivuilla. Päätettiin, että sovelluksesta puuttui vielä osuus, josta löytäisi 
yhdestä paikasta selkeästi asiakasprojekteihin liittyvät ajankäyttötiedot. 
Alun perin suunniteltiin kahta kuvaajaa: yksi monien projektien vertailua varten, toinen 
yksittäisen projektin tehtävien vertailua varten, mutta tultiin lopulta tulokseen, että 
tämän työn ja yleisen hyödyn kannalta voidaan jättää monien projektien kuvaaja 
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tekemättä. Jäljelle jää siis tehtäväksi yksi kuvaaja, jossa nähdään valittuun projektiin ja 
sen tehtäviin käytetyt ja resursoidut ajat. 
Koska olisi epäkäytännöllistä ja monimutkaista rakentaa alusta asti itsetehtyjä 
dynaamisia kuvaajia, kun on valmiitakin vaihtoehtoja tämän aikaansaamiseksi, 
kuvaajan luomista varten ajauduttiin D3.js JavaScript -kirjastoon. Kirjasto on hyvin 
suosittu tällä hetkellä ja sillä on suuri yhteisö, joten voidaan olettaa sen kehittyvän ja 
olevan ajankohtainen myös tulevaisuudessa, minkä takia se herätti mielenkiinnon työtä 
aloittaessa. Tämä työ tarjoaa sopivan alustan tutustua kirjaston toimintaan ja kokeilla 
sitä samalla osana suurempaa sovellusta. 
3.2 Kuvaajan suunnittelu 
Työn suunnitteluun ja toteutukseen annettiin työn tekijälle vapaat kädet, kunhan 
kuvaajasta näkee projekteihin käytetyt ja resursoidut ajat. Työssä keskitytään 
enemmän toiminnallisuuteen eikä niinkään esteettiseen puoleen. Mietitään siis 
kuvaajan toiminnan kannalta tärkeitä asioita, kuten miten se käyttää ja esittää dataa.  
Käydään läpi ensin, mitä aikadataa sovelluksessa on saatavilla:  
 projektiin käytetty kokonaisaika 
 projektiin resursoitu kokonaisaika 
 yksittäiseen tehtävään käytetty aika 
 yksittäiseen tehtävään resursoitu aika. 
Koska halutaan eliminioida edestakainen taustahallinnan selailu, kaikki tämä 
informaatio pitää saada yhdelle sivulle.  
Kuvaajan mallin suhteen päädyttiin donitsimalliin. Ympyrädiagrammi näyttää hyvin ja 
kompaktisti osiensa suhteet kokonaisuuteen verrattuna, jos osia ei ole kovin montaa. 
Kuvaajasta näkisi nopeasti esimerkiksi, mikä tehtävä on vienyt eniten aikaa. Tarkkaa 
tietoa mallilla ei tosin voida kuvata hyvin. Donitsimalli antaa ympyrädiagrammiin uuden 
ulottuvuuden antamalla keskelle tilaa lisätiedolle, mikä helpottaa samalla osuuksien 
tulkintaa. [6; 7.] Tätä keskellä sijaitsevaa lisätilaa voidaan hyödyntää tehtäväkohtaiselle 
tiedolle, mikä tasoittaa hieman mallin viipaleiden tarkkuuden puutetta. Kun itse viipaleet 
kuvaavat tehtävien käytettyä aikaa, keskellä voidaan näyttää tehtäviin käytetyt tarkat 
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ajat sekä tarkat resursoidut ajat viipalevalinnan avulla. Kuvaajan mallin takia joudutaan 
vielä tekemään omat osuudet erikseen viipaleiden väritunnisteille sekä projektin 
kokonaistiedoille. 
Projektikohtaisen datan esittäminen yhdellä sivulla vaatii tietenkin, että projekteja voi 
valita vapaasti. Tarvitaan siis valikko, mistä saa valita kaikista projekteista aina yhden 
kerrallaan. Projektidatan haku tietokannasta voidaan tehdä asynkronisesti, jolloin ei 
tarvitse odotella koko sivun latautumista aina, kun valitsee uuden projektin. 
Projektien suodatus kalenteripäivien mukaan on myös erittäin hyödyllinen ominaisuus, 
jotta nähdään esimerkiksi, kuinka monta tuntia on jonain tiettynä ajankohtana käytetty 
projektiin. Työn aikana implementoidaan kuukausisuodatus ja jätetään tilaa 
jatkokehitykselle, jos tarvitaan myöhemmin tarkempaa kalenteripäivien mukaista 
suodatusta. 
4 Valmistelut 
4.1 Lokaali kehitysympäristö 
WordPress vaatii toimiakseen palvelimen, jossa on MySQL-tietokanta ja joka tukee 
PHP-tiedostoja. Tämänkaltaisen kehitysympäristön luomista varten on kehitetty monia 
helppokäyttöisiä ohjelmia. Tämän työn kanssa päätettiin käyttää ilmaista ohjelmaa 
nimeltä MAMP (My Apache, MySQL, PHP), joka luo juuri tällaisen palvelinympäristön 
käytettävälle tietokoneelle. 
4.2 D3-kirjaston moduulit 
D3.js:n version 4.0 mukana on tullut huomattavia muutoksia toiminnallisuuden 
kannalta. Varmasti tärkeimpänä näistä on kirjaston modulaarisuus, mikä on ES6-
standardin mukainen ominaisuus. D3 ei ole enää yksi iso kirjasto, vaan monta pientä 
mikrokirjastoa, joista voi valita tarvittavat käyttöön. [8.] Tämän muutoksen takia 
kirjaston nimiavaruudet ovat kokeneet myös muutoksen ja seurauksena useat 
edellisillä versioilla kirjoitetut koodinpätkät eivät välttämättä toimi. 
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Peruskirjastossa on mukana kaikki moduulit, mutta suurta osaa niistä ei käytetä tässä 
työssä. Tämä toisi turhaa kuormaa projektin tiedostojen latausaikoihin. Aluksi voidaan 
ottaa pois käytöstä selkeästi tarpeettomat moduulit ja myöhemmin, kun kuvaaja on 
ohjelmoitu, voidaan ottaa pois käytöstä vielä loputkin tarpeettomat moduulit 
optimointina. Valmiissa kuvaajassa tarvittavat moduulit ovat: 
 d3-shape 
 d3-selection 
 d3-scale 
 d3-scale-chromatic. 
Ns. minifikaatioksi (minification) kutsutaan prosessia, jossa kooditiedostosta poistetaan 
toiminnallisuuden kannalta tarpeeton data, kuten välilyönnit, rivinvaihdot ja kommentit, 
jolloin tiedoston koko pienenee. Tämä nopeuttaa latausaikoja, koska on vähemmän 
ladattavaa.  Minifikaatiota ei pidä sekoittaa kompressointiin, joka pienentää tiedoston 
kokoa eri tavalla, tekee sen tehokkaammin ja tapahtuu eri vaiheessa web-
ympäristössä. [9.] 
Kirjaston minifikaation kanssa kannattaa toimia D3:n asennusohjeiden mukaisesti. 
Valitaan D3-kirjaston GitHubista ladatun kansion index.js-tiedostosta tarvittavat 
moduulit ja kasataan valitut mikrokirjastot yhteen tiedostoon Rollup-työkalun avulla. 
Tämän jälkeen minifioinnin voi tehdä UglifyJS-työkalulla. Näin päästiin alkuperäisen 
kokonaisen kirjaston 463 kilotavusta 104 kilotavuun. 
4.3 Oma sivu taustahallintaan 
Sovelluksen taustahallintaan tarvitaan oma sivu, jossa kuvaaja ja muu siihen liittyvä 
informaatio sijaitsee. Tämä on tehty helpoksi WordPressin Plugin API:lla. Ensin täytyy 
luoda sivupohja, jota sivu tulee käyttämään. Sivupohjaan tarvitaan aluksi vähintään 
omat osiot kuvaajalle ja muille projektin infoille. Myöhemmin mukaan tulevat valikot 
projekteille ja aikasuodaukselle, jolloin tarvitaan mukaan PHP-toimintoja, joten vaikka 
sivupohja on aluksi vain puhdasta HTML-merkintää, on se hyvä tallentaa jo valmiiksi 
PHP-tiedostona. Kuvassa 1 nähdään sivupohjan HTML-rakenne. 
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Kuva 1. Sivupohjan HTML-rakenne ennen PHP-toimintoja.  
Sivu saadaan lisättyä taustahallintaan add_menu_page-funktiolla, jolla nimetään mm. 
sivun nimi ja sivupohja, jota sivu käyttää. Tämä laitetaan vielä oman funktionsa sisälle, 
joka sitten liitetään admin_menu-action:lla taustahallintaan. Kuvassa 2 näytetään 
onnistuneesti lisätty oma sivupohja ja menun välilehti. 
 
Kuva 2. Tyhjä sivupohja taustahallinnassa. Oma välilehti on merkattu punaisilla reunoilla. 
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4.4 Tiedostojen rekisteröinti 
D3-kirjasto täytyy myös liittää osaksi sovellusta. Kirjasto saadaan rekisteröityä 
taustahallintaan admin_enqueue_scripts-actionilla. Kirjastoa kuitenkin käytetään vain 
yhdellä sivulla, joten täytyy tarkistaa, onko käyttäjä oikealla sivulla ennen kuin kirjasto 
yhdistetään. Tämä onnistuu tarkistamalla nykyisen sivun slug-arvo eli sivun nimi, joka 
näkyy sivun URL-osoitteessa. Jos käyttäjän nykyisen sivun slug-arvo vastaa koodiin 
laitettua, kirjasto yhdistetään sivulle sivun latauksen yhteydessä. Luodaan ja 
rekisteröidään samalla tyhjä JavaScript-tiedosto, jonne tehdään kuvaajan ohjelmointi. 
Myöhemmin työssä tarvittava AJAX toimii valmiiksi taustahallinnassa, joten sen 
käyttöönotto ei vaadi enempää toimenpiteitä skriptien rekisteröintivaiheessa. [10.] 
5 Kuvaajan ohjelmointi esimerkkidatalla 
Kappaleessa käydään läpi D3-kirjaston konsepteja tämän työn näkökulmasta. 
Tarkoituksena on antaa kuva siitä, miten kuvaajan luominen D3-kirjaston avulla 
tapahtuu käytännössä ja samalla kuvata työn etenemistä. 
5.1 Datan struktuuri 
Kuvaaja tehdään ensin toimintavalmiuteen esimerkkidatamuuttujan avulla. Näin 
saadaan eroteltua ohjelmointiprosessia pienempiin palasiin, mikä helpottaa työtä. 
Tämän takia mietitään valmiiksi, millainen struktuuri datalle annetaan. Tiedetään, että 
kuvaaja käyttää viipaleissaan projektin tehtäviin käytettyjä aikoja, mutta mukaan 
halutaan tehtävien nimet ja resursoidut ajat myös. Kuvaajan käyttämän datan 
struktuuriksi sopii siis oliotaulukko, jossa kukin olio sisältää ominaisuuksina yhden 
tehtävän datan. Esimerkkidata voidaan kopioida dataolioon taustahallintaan tehdyistä 
esimerkkiaikamerkinnöistä.  Kuvassa 3 nähdään kuvaajan käyttämän dataolion 
struktuuri. Kuvaajan datan aika täytyy käsitellä sekunteina int-tyyppisenä muuttujana, 
jotta aikadataa voidaan hyödyntää kuvaajan vertauslaskuissa. Sekunnit voidaan 
muuntaa ihmiselle luettavaan muotoon myöhemmin, kun aikadataa esitetään. 
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Kuva 3. Projektin tehtävädatan oliotaulukko. Yhden tehtäväolion sisällä on sen ominaisuuksina 
tehtävään liittyvät datat: resursoitu aika, tehtävän nimi ja käytetty aika. 
Sivulla tarvitaan myös projektin kokonaisdatat. Näitä on vain kaksi kappaletta per 
projekti eli tehtäviin käytetty aika yhteensä sekä resursoitu aika yhteensä. Tätä dataa 
varten ei tarvitse taulukkoa, vaan yksi olio, jolla on kaksi ominaisuutta riittää. Erotellaan 
tämä data siis eri dataolioon. Myöhemmin, kun haetaan varsinaista dataa, täytyy 
muistaa erotella kokonais- ja tehtävädatat. 
5.2 Kuvaajan ohjelmointi 
5.2.1 Valinnat ja SVG-pohjaelementin lisäys 
D3 käyttää kuvaajien luomiseen SVG:tä. SVG-grafiikat vaativat aina SVG-
pohjaelementin, jonka sisälle kääritään piirtoelementit [11.]. Aivan ensimmäiseksi 
kuvaajaa varten täytyy siis lisätä SVG-pohjaelementti, jonka päälle kaikki 
piirtotoiminnot tehdään, ja valita sille paikka taustahallinnan sivun 
dokumenttioliomallissa. Valinnalla D3 hakee dokumenttioliomallista elementin, joka 
täsmää kuvaukseen, jonka jälkeen valittua elementtiä voidaan manipuloida. [12.] 
SVG-elementtien kanssa monet tyylittelyt saa tehtyä antamalla niille tyyliohjeita 
attribuutteina. Elementtien attribuuttien lisäämiselle on D3-kirjastossa oma attr-
metodinsa. Esimerkiksi g-elementillä merkataan SVG-elementtien ryhmää, ja siihen 
kohdistuvat muutokset tapahtuvat kaikille sen lapsielementeille, joten g-elementtiin voi 
kohdistaa keskitysmuutokset transform-attribuuttina, jolloin kuvaajan viipaleet sijoittuvat 
keskelle SVG-pohjaelementtiä. Transform-attribuuttia on aina hyvä hyödyntää, kun 
elementit pitää keskittää SVG-pohjaelementtiin. 
Kaikki nämä saadaan merkattua yhteen muuttujaan ketjusyntaksin (chain syntax) 
avulla. JavaScriptissa saman olion metodeja voidaan ”ketjuttaa” yhteen laittamalla piste 
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ennen seuraavaa metodia. Näin metodit suorittavat ohjelmansa aina edellisen metodin 
tuloksen päälle. Tämän vuoksi on helppo myös erotella metodiketjuja eri muuttujiin: 
voidaan yhdellä muuttujan kutsulla suorittaa koko sille määritelty ketju. Koska 
JavaScript ei välitä väleistä ja rivinvaihdoista funktioiden tulkinnassa, voidaan koodia 
siistiä hieman laittamalla uudet metodit omalle rivilleen. [13.] Tämä on yleinen tapa 
D3:n kanssa ohjelmoimiseen, minkä avulla koodista saadaan helpommin 
ymmärrettävää. Kuvassa 4 nähdään, kuinka tehdään muuttuja, jolla luodaan SVG-
pohjaelementti. D3:n toiminnot ovat d3-nimisen olion alla metodeina, joten aluksi täytyy 
kutsua aina d3-olion instanssia, jotta sen metodeihin pääsee käsiksi. 
 
Kuva 4. Koodiesimerkki SVG-pohjaelementin lisäyksestä. SVG-pohjaelementti toimii pohjana 
muille SVG:n elementeille ja toiminnoille. 
5.2.2 Shape-metodit 
Monet kuviot ovat erittäin monimutkaisia ohjelmoida, joten D3-kirjastoon on päätetty 
sisällyttää valmiita kuviometodeja, jotka luovat kuvion piirto-ohjeet valmiiksi, kun 
metodeille annetaan oikeat määrittelyt. Nämä kuviometodit löytyvät shape-moduulista, 
josta löytyy myös sovelluksen kuvaajaan tarvittava arc-metodi, joka luo ohjeet 
ympyrädiagrammin kaarien piirtämistä varten [14.]. Metodi tarvitsee toimiakseen 
ympyrän säteen arvon, ja koska kyseessä on donitsimalli, tarvitaan arvot ulommalle 
säteelle ja sisemmälle säteelle. Kuvaajan paksuutta voidaan siis säädellä sisemmän 
säteen arvon mukaan. Ulommasta säteestä voidaan vähentää mielivaltainen 
leveysarvo, että saadaan sisemmän säteen arvo. 
Arc-metodi ei kuitenkaan yksinään toimi vaan tarvitaan funktio, joka laskee 
ympyrädiagrammin kulmat siihen sidotun datan perusteella. Tämä onnistuu pie-
metodilla, joka löytyy samasta moduulista [14.]. Pie-metodille määritellään dataolion 
ominaisuus, jonka arvon se tarkastaa jokaisen taulukossa olevan alkion kohdalla ja 
laskee viipaleiden kulmat saatujen arvojen perusteella. Näin saadaan yksi datapiste 
yhdeksi viipaleeksi kuvaajalla. Tässä tapauksessa kuvaajan viipaleet esittävät tehtäviin 
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käytettyä aikaa, joten sidomme metodiin dataolion käytettyä aikaa vastaavan 
ominaisuuden. Kuvassa 5 on koodiesimerkki kuviomuuttujien luomisesta. 
 
Kuva 5. Koodiesimerkki kuvaajan kuvio-funktioista. 
5.2.3 Dataliitokset 
Varmasti tärkein D3:n konsepteista on dataliitokset (data join), joiden avulla saadaan 
sidottua dataa DOM-elementteihin. Esimerkiksi monen kuvion lisäämiselle ei ole omaa 
metodiaan D3-kirjastossa, vaan tämä tehdään monen funktion kanssa dataliitoksen 
kautta. [12; 15.] 
Ensin valitaan elementtityyppi, jota halutaan manipuloida selectAll-metodilla. Valinnan 
tulos voi olla tyhjä, jos elementtejä ei ole olemassa vielä. Valinnan avulla D3 tietää, 
minkä tyyppisille elementeille varataan datapisteet ennen kuin niitä varsinaisesti 
lisätään. Seuraavaksi tämä valinta liitetään datataulukkoon data-metodilla, jolloin 
dataliitokset tapahtuvat ja tarkastetaan, onko elementtejä olemassa. Tässä vaiheessa 
D3 luo uuden valinnan kolmesta mahdollisesta tilasta: 
 Olemassaolevat elementit, joihin on jo liitetty dataa, tuottavat Update-
tilan, jolloin elementteihin vain päivitetään uusi data. 
 Datapisteet, joille ei ole olemassaolevia elementtejä, tuottavat Enter-tilan. 
 Olemassaolevat elementit, joille ei ole liitettäviä datapisteitä, tuottavat 
Exit-tilan. 
Kuvassa 6 nähdään visuaalinen hahmotelma näistä kolmesta tilasta. Update-valinta 
palautetaan data-metodilla, mutta Enter- ja Exit-tilat tarvitsevat oman valinnan [12; 15].  
Puuttuvat elementit voidaan lisätä enter-tilan valinnan jälkeen append-metodilla. 
Samalla tavalla ylimääräiset elementit voidaan poistaa exit-tilan valinnan jälkeen 
remove-metodilla. 
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Kuva 6. Dataliitoksen tilat. [15.] 
Arc-metodi on luonut pie-metodista saatujen arvojen mukaisesti ohjeet, jotka voidaan 
liittää path-elementtien attribuuteiksi. Path-elementti on SVG-elementti, jolla voi tehdä 
monimutkaisia kuvioita kuten kaaria ja mutkikkaita viivoja. Se tarvitsee kuvion piirto-
ohjeet d-attribuuttiinsa [16.]. Tehdään aikaisemmin kuvailtu data join path-elementille ja 
yhdistetään kaikki muuttujat yhteen funktioon, joka tulostaa kuvaajan DOM:iin. Kuvan 7 
koodiesimerkissä suoritetaan kuvion luovat muuttujat yhdessä. 
 
Kuva 7. Koodiesimerkki arc- ja pie-muuttujien lisäyksestä path-elementteihin dataliitosten 
avulla. 
5.2.4 Värit ja Scale-metodit 
Ilman määriteltyjä värejä kuvaaja tulostuu täysin mustana, eikä siitä voi erottaa 
viipaleita. Tarvitaan siis väridataa, joka sidotaan viipaleisiin. Scale-moduulin metodeilla 
kartoitetaan arvot syötetystä määrittelyjoukosta vastaamaan tulostettavaa arvojoukkoa. 
ScaleOrdinal-metodi tekee tämän diskreettisille arvoille, jos esimerkiksi halutaan sitoa 
tietty joukko kategorioita tai nimiä tietyn joukon väreihin. [17.] 
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Kuvaajassa on tietty joukko tehtäviä taulukkona, jotka voidaan sitoa yhteen D3:n 
valmiiseen väritaulukkoon, jossa värit ovat HEX-väriarvoina. ScaleOrdinal-metodille 
voidaan siis määritellä tulostettavaksi arvojoukoksi tämä väritaulukko. Viipaleita 
lisätessä voidaan antaa syötteenä kyseisen viipaleen datan ominaisuus, jossa tehtävän 
nimi sijaitsee. Saadut arvot laitetaan path-elementtien fill-attribuuttiin, joka täyttää 
elementin annetulla värillä. Kuvassa 8 on värillisen kuvaajan luova koodiesimerkki ja 
kuvassa 9 sen tulostama donitsimallinen kuvaaja. 
 
Kuva 8. Koodiesimerkki värifunktioiden lisäyksestä kuvaajaan. 
 
Kuva 9. Värillinen kuvaaja. 
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5.3 Kuvaajan lisätoiminnot ja sivun muu info 
5.3.1 Kuvaajan keskitila 
Kuvaajan peruspohja on valmis, mutta siitä puuttuu tärkeää infoa. Siitä ei vielä näe, 
mikä viipale kuvastaa mitäkin tehtävää, eikä tehtäviin käytettyjä aikoja numeroina. 
Kuvaajan keskellä olevaa tyhjää tilaa ei ole vielä hyödynnetty, joten siihen saa 
implementoitua ominaisuuden, jonka avulla nähdään tehtäväkohtaista dataa. Viemällä 
kursorin viipaleen päälle, keskelle voisi ilmestyä sen viipaleen muu data tekstinä 
kuvaajan keskelle. Tekstin taustalla voisi olla vielä sen viipaleen väri 
havainnollistamisen parantamiseksi. 
JavaScriptillä on oma mouseenter-tapahtumakuuntelijansa, jolla saadaan tarkastettua, 
onko kursori määritellyn elementin päällä. Samoin tavoin mouseout-
tapahtumakuuntelijalla voidaan tarkastaa, milloin kursori lähtee pois elementin päältä. 
Nämä tapahtumat saadaan tehokkaasti liitettyä kuvaajan viipaleisiin laittamalla ne 
omaan funktioonsa ja kutsumalla tätä funktiota selectAll-valinnan jälkeen call-metodilla. 
Valinnat siirtyvät näin funktioon, jota kutsutaan, jolloin tapahtumat voidaan liittää 
valintoihin funktiossa. Mouseenter-tapahtumakuuntelijan sisällä voidaan lisätä circle-
elementti eli valmis SVG-ympyräelementti. Värit on sidottu tiettyihin datapisteisiin 
kuvaajan luomisen aikana, mitä voidaan hyödyntää elementin värityksen 
synkronoinnissa viipaleen kanssa. Väri saadaan kutsumalla värimuuttujaa senhetkisen 
viipaleen tehtävän nimellä, sillä värin datapiste sidottiin vastaavaan dataolion 
ominaisuuteen. 
Samalla lisätään myös varsinainen informaatio tekstinä text-elementteihin. Tehtävän 
data täytyy tarkastaa ennen kuin se tulostetaan, sillä käytetty aika on vielä sekunteina. 
Käydään läpi jokainen ominaisuus ja tarkastetaan, onko ominaisuuden nimi käytettyä 
aikaa vastaava. Jos on, muunnetaan sekunnit ihmiselle heti ymmärrettävään muotoon 
tunneiksi. Muuten tulostetaan ominaisuus ja sen data suoraan. Tekstin attribuuteilla 
aikaan saadun positioinnin jälkeen saadaan tuloksena kuvan 10 mukainen hover-
ominaisuus. 
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Kuva 10. Kuvaajan hover-ominaisuus. 
5.3.2 Väritunnisteet ja kokonaisajat 
Kuvaajasivulle tarvitaan myös väritunnisteet viipaleille, että nähdään mikä väri 
kuvastaa mitäkin viipaletta. Värit kartoitettiin aikaisemmin tehtävien nimidataan, joten 
kutsumalla tehtävän nimeä saadaan tulosteena tehtävän nimeen liitetty väri. Voidaan 
taas tehdä monen elementin dataliitoksen mukainen funktio, jossa väritunniste-
elementit lisätään enter-valinnalla värimuuttujan syötejoukon datan mukaan. Koska 
data tulee värimuuttujan syötejoukosta, voidaan tekstejä lisätessä käyttää parametrinä 
funktiota, jolla palautetaan nykyinen datapiste, jolloin saadaan tulostettua tehtävän 
nimi. 
Huomattiin myös, että pie-muuttujan antaman datan pystyy syöttämään tähän 
toimivasti. Tällöin saadaan käytettyä hover-ominaisuutta myös tunnisteilla. 
Värimuuttujan syötedatan kanssa tämä ei onnistu, sillä datan struktuuri on 
vääränlainen ominaisuuden funktiota varten.  
Kokonaisaikojen datan kanssa ei tehdä vertailuja, joten ajat voidaan vain tulostaa 
kuvaajasivulle lisäten DOM-elementin joko JavaScriptin perustoiminnoilla tai D3-
kirjaston SVG-toiminnoilla. SVG-elementtien tyylittelyn saa muokattua suoraan 
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attribuuteilla, kun taas HTML-elementit vaativat CSS-tyylittelyä. Kuvassa 11 
väritunnisteet ja kokonaisajat on tulostettu SVG-elementteinä. 
 
Kuva 11. Väritunnisteet ja kokonaisajat. 
6 Datan hakeminen tietokannasta 
Data tullaan hakemaan tietokannasta asynkronisesti käyttäen AJAX-teknologiaa. 
Kappaleessa kerrotaan ensin lyhyesti AJAX-teknologiasta, jonka jälkeen käydään läpi, 
kuinka käytännössä AJAX toimii WordPressin kanssa tämän työn näkökulmasta. 
6.1 AJAX 
Asynchronous JavaScript ja XML (AJAX) ovat joukko teknologioita, joilla saadaan 
JavaScript-ohjelmointikielen avulla siirrettyä dataa asynkronisesti palvelimen ja 
selaimen välillä. Tämä tarkoittaa, että koko sivua ei tarvitse päivittää uudestaan, kun 
käyttäjä on vuorovaikutuksessa web-sivun kanssa, vaan päivitetään vain tarvittava 
osuus. Näin saadaan hieman responsiivisempi ja käyttäjäystävällisempi 
käyttökokemus. Kuvassa 12 on havainnollistettu AJAX-toimintamallia. Käyttäjän syöte 
tulkitaan JavaScriptin XMLHttpRequest-olion kautta, jolloin käyttöliittymässä voidaan 
päivittää vain tarvittavat elementit koko dokumentin sijasta. [18.] Käytännössä siis 
AJAX tekee olion kautta pyynnön URL-osoitteseen, jonka jälkeen olio tulkitsee 
vastauksen pyyntöön. 
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Kuva 12. AJAX-toimintamalli. [18.] 
AJAX-funktioiden kanssa määritellään, mitä HTTP-metodia funktio käyttää 
tiedonsiirtoon. Useimmiten käytetyt metodit ovat GET- ja POST-metodit. GET-metodia 
tulisi käyttää silloin, kun vain ”kysytään” dataa palvelimelta. POST-metodia taas 
käytetään silloin, kun viedään dataa palvelimen suuntaan ja muutetaan palvelimen 
puolella dataa. [20; 21.] Tämän työn näkökulmasta ajateltuna tulisi käyttää GET-
metodia, sillä kuvaajaa varten vain luetaan dataa tietokannasta eikä muuteta mitään.  
Myös URL-osoite, jonka kautta kutsut tehdään, täytyy määritellä. WordPressin 
taustahallinnassa voidaan käyttää URL-osoitteena valmista globaalia muuttujaa nimeltä 
”ajaxurl”, jonka kautta kutsut tehdään. [10.] 
6.2 Projektin haku 
Tähän vaiheeseen asti kuvaaja on käyttänyt esimerkkidatamuuttujaa, jonka avulla on 
tarkistettu kuvaajan toiminnallisuutta. Kuvaaja ei kuitenkaan vielä osaa ottaa vastaan 
dataa tietokannasta, eikä kuvaajalle voi valita projektia, minkä data haetaan 
tietokannasta. Tarvitaan siis valikko, josta käyttäjä voi valita projektin, jolloin valinta 
laukaisee tietokantahaun.  
Tehdään kuvassa 2 näkyvään sivupohjaan lisäyksenä valikko, jolle haetaan 
WordPressin omien funktioiden avulla kaikki projektit. Lisätään select-elementti ja 
luupataan sen sisälle kaikki löydetyt projektit option-elementteinä, joiden data-
attribuutiksi annetaan projektin tunnistenumero, josta projektin tunnistaa. 
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The Loop on nimitys WordPressin omille PHP-funktioille, joilla voidaan hakea sen 
tietokannassa olevia artikkeleita. Näille funktioille voi antaa argumentteja, joilla 
määritellään, mitä artikkeleita haetaan. [19.] Haetaan siis kaikki project-tyyppiset 
artikkelit, jotka on julkaistu. Kuvassa 13 nähdään tämä aivan tavallinen käyttötapaus 
Loop:lle. Projekteista tarvitaan tunnistenumero projektien hakemista varten 
myöhemmin ja nimi valikkoa varten. Lisätään haetut projektit taulukkomuuttujaan 
olioina, joilla on nimi- ja id-ominaisuudet. 
 
Kuva 13. Koodiesimerkki projektien hausta valikkoa varten. 
Selainpuolen JavaScript-koodin puolella kuunnellaan select-elementtiä onchange-
tapahtumalla, mikä tarkoittaa, että tapahtuman sisällä olevat toiminnot suoritetaan, kun 
tapahtuu muutoksia select-elementissä kuten esimerkiksi vaihtoehdon valinta. Näin 
saadaan haettua valitun projektin tunnistenumero, joka on kiinni valinnan data-
attribuutissa. 
Luodaan erillinen AJAX-funktio, jota voidaan kutsua tapahtuman sisällä. Tässä 
projektissa on käytössä myös jQuery-kirjasto, jonka ajax-metodi on hyvin 
helppokäyttöinen, joten hyödynnetään sitä. Funktio tarvitsee parametrinä projektin 
tunnistenumeron ja siinä pitää määritellä action-funktio, jota kutsutaan palvelinkoodin 
puolella.  Kuvassa 14 on koodiesimerkki AJAX-funktion rakenteesta.  
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Kuva 14. Koodiesimerkki AJAX-funktion rakenteesta.  
WordPressillä on oma wp_ajax-action, jonka avulla AJAX onnistuu. Tämä aktivoituu 
aina, kun selainpuolella suoritetaan AJAX-kutsu, jossa on määritelty wp_ajax-action, 
jota kutsu käyttää [10.]. Tehdään siis uusi PHP-funktio omaan tiedostoonsa, joka 
pyytää projektin tunnistenumeron ja hakee Loop-funktioilla tunnistenumeron 
perusteella projektin tiedot. Kaikki projektidata, tehtävä- ja kokonaisdatat, saadaan 
yhteen taulukkoon laittamalla molempien datamuuttujat omille avainpareilleen. 
Taulukko palautetaan wp_send_json-funktiolla. Jos projektidatan haku onnistui, 
päästään selainpuolen AJAX-funktion success-haaraan, jolloin voidaan tehdä 
tarvittavat toimenpiteet kuvaajan toimintaa varten. Jos haku ei onnistu ja jotain on 
mennyt pieleen, joudutaan error-haaraan. 
Success-haarassa haettu data voidaan muokata kuvaajalle sopivaan hiottuun muotoon 
ja suorittaa kuvaajan funktio. Tässä vaiheessa huomattiin, että haettu aikadata on 
string-tyyppinen, joten vaaditaan tyyppimuunnoksia, jotta kuvaaja ymmärtää aikadatan. 
Tarkastetaan ennen kuvaajafunktion suorittamista, onko sivulla jo ennestään kuvaaja. 
Jos on, poistetaan se ja suoritetaan kuvaajafunktio. Jos ei, voidaan suoraan suorittaa 
kuvaajafunktio. Haettu ja oikeaan muotoon hiottu data annetaan parametrinä kuvaajan 
funktiolle, jolloin kuvaaja käyttää tietokannasta haettua dataa. 
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Jälkeenpäin huomattiin, että projekteja voi olla samannimisiä. Tässä tapauksessa ei 
valikosta erottaisi, mikä projekti on kenenkin asiakkaan. Valikko päätettiin korjata siten, 
että siinä näkyvät asiakkaat ja asiakkaiden alla heidän projektinsa. Taustahallinnan 
sivun PHP-koodissa aloitetaan ensin luuppi, jossa käydään läpi kaikki asiakkaat. 
Tämän luupin sisällä tehdään toinen luuppi, jossa käydään läpi kaikki projektit, joilla on 
senhetkisen kierroksen asiakas metadatassaan ja tulostetaan nämä projektit option-
elementteinä. Kuvassa 15 on korjattu versio projektivalikosta. 
 
Kuva 15. Korjattu projektivalikko. Valikko listaa asiakkaiden alle projektit, että ei tule 
sekaannuksia mahdollisten samannimisten projektien kanssa. 
6.3 Kuukausisuodatin 
Kuukausisuodattimen kanssa käytetään suurimmaksi osaksi samaa logiikkaa 
projektihaun kanssa. Voidaan käyttää samoja funktioita ehdoilla. Kysytään löytyykö 
annetusta datasta kuukausisuodatukseen liittyvää dataa. Jos tätä dataa löytyy, tehdään 
aikamerkintöjen haku kuukauden mukaan. Jos tätä dataa ei löydy, haetaan valitun 
projektin kaikki aikamerkinnät.  
Tässä huomattiin, että kuukausisuodatusta ei voi siis valita ennen kuin projekti on 
valittuna. Tehdään kuukausivalikko sivulle WordPressin omalla months_dropdown-
funktiolla, joka tulostaa sivulle tällaisen valikon. Funktio tulostaa valikkoon kuukaudet 
nykyhetkeen asti siitä lähtien, kun funktiolle annetun artikkelityypin ensimmäinen 
artikkeli on julkaistu. Tämä valikko täytyy piilottaa aluksi, kun ei ole projektia valittu. 
Projektivalinnan tapahtuessa paljastetaan kuukausivalikko, mikä onnistuu selainpuolen  
koodin projektivalikon onchange-tapahtumakuuntelijan sisällä.  
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Lisätään myös onchange-tapahtumakuuntelija kuukausivalikolle tässä vaiheessa, jonka 
sisällä voidaan kutsua samaa AJAX-funktiota kuin projektihaussa kutsutaan. Lisätään 
funktiolle vain uutena parametrinä haettu kuukausi, jolloin saadaan kuukausidata vietyä 
taas palvelinpuolelle wp_ajax-action:iin. 
Seuraavaksi tarvitaan ehtoja hakuehdoille. Tehdään hakuehdot Loop:lle sen mukaan, 
saadaanko pyydettyä kuukausidataa. Jos saadaan pyydettyä kuukausidataa, laitetaan 
hakuehtoon kuukausiehto. Jos taas ei saada pyydettyä kuukausidataa, tehdään 
tavallinen projektihaun hakuehto, jolla saadaan kaikki aikamerkinnät ilman 
aikasuodatusta. Koska vain hakuehdot ovat erilaiset, muuta funktiossa ei tarvitse 
muuttaa sen toimiakseen. Data saadaan samoihin muuttujiin, jotka lähetetään taas 
kuvaajan funktioon yhtenä oliona. Kuvassa 16 esitellään valmista kuvaajaa, jossa toimii 
projektin haku ja kuukausisuodatus. Kuukausisuodatus toimii muuten kuin pitääkin, 
mutta resursoituihin aikoihin se ei näytä vaikuttavan. Syynä tähän on WordPress:n  ja 
sovelluksen tietorakenteet, joihin ei tämän työn aikana voida vaikuttaa.  
 
Kuva 16. Valmis kuvaaja. Vasemmalla kuvassa on esimerkkiprojektin kuvaaja kaikilla 
päivämäärillä. Oikealla kuvassa kuvaajassa tarkastellaan helmikuussa tehtävään 
käytettyä aikaa. 
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7 Yhteenveto 
Insinöörityön tavoitteena oli luoda asiakasyrityksen kehitteillä olevaan WordPress-
pohjaiseen ajanhallintasovellukseen kuvaaja, joka visualisoisi sovelluksen käyttödataa. 
Kuvaajan luomisen avuksi käytettiin datan visualisoimiseen tarkoitettua D3.js 
JavaScript -kirjastoa. Työtä tehdessä käytiin läpi D3.js-kirjaston ja WordPress:n 
peruskonseptien lisäksi, kuinka kuvaaja saadaan hakemaan dataa asynkronisesti 
WordPressin taustahallinnassa. 
Insinöörityön tuloksena saatiin taustahallintaan omalle sivulleen toimiva donitsimallinen 
kuvaaja, joka kuvaa yhden projektin tehtäviin käytettyä aikaa. Kuvaajaan saa vapaasti 
valittua, minkä projektin data haetaan. Tämän datan voi vielä suodattaa kuukauden 
mukaan. Huomattiin tosin, että kuukausisuodatus ei toimi resursoituihin aikoihin 
sovelluksen tietorakenteen takia. Kuvaajasivu tullaan silti ottamaan käyttöön 
tuotannossa, mutta sivun koodia tullaan luultavasti refaktoroimaan ja jatkokehittämään 
tulevaisuudessa. 
Insinöörityössä keskityttiin kuvaajan toimintaan, joten käyttöliittymä jäi hieman 
puutteelliseksi. Jatkokehityksen kannalta kunnollisen käyttöliittymän suunnittelu on siis 
ensimmäisenä listassa. Insinöörityön aikana opittiin hyvin D3.js-kirjaston perusteet, 
joten voidaan tarvittaessa myös rakentaa kuvaaja uudelleen käyttäen eri mallia, jos 
tultaisiin tulokseen, että toinen malli toimii paremmin. Datan hakevat funktiot ovat 
erillisiä kuvaajan luovasta funktiosta, joten vain kuvaajan luova funktio täytyy luoda 
uudestaan.  
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