Abstract-Internet-motivated video streaming systems face such complicated issues as a high degree of network-resource sharing amongst many flows, which potentially leads to deadlocks. Using siphons and their corresponding dangerous markings, this work investigates a method to enforce control iteratively. At each iteration, a generalized mutual exclusion constraint is produced to keep only those markings under which liveness is enforced. Furthermore, a generalized elementary siphon control method is proposed such that the final supervisor is structurally simple. Examples are used to illustrate the proposed approach.
I. INTRODUCTION
O N the Internet, one of the important media for communications and entertainment is video [1] - [3] , [15] , [17] . A video stream is split into a set of frames. Each frame is a fixed-size packet that must be transmitted from a sender to receiver. In a connection-oriented service, a virtual circuit subnet is constructed before the delivery of the whole video [4] , [5] , [10] . All packets on the same virtual circuit follow the same preconfigured path and arrive in the order by which they are sent. In a congested network, additional queuing delays can be experienced at busy intermediate network nodes. In addition, all involved nodes are dedicated to the circuit. Their capacities can thus be wasted. In order to maximize the network resource utilization while reducing the transmission delay, the existing resource allocation policy must be improved [6] , [7] , [16] , [18] . Consequently, the path of each packet is determined independently and dynamically. The number of intermediate nodes along the path of each packet may be totally different such that the packet can be forwarded along an optimal route with the least congestion and delay. Moreover, once a packet is transmitted from one node to another, the required resource is released and can be acquired by the following packets. Obviously, the new transmission control protocol promises a high degree of resource-sharing since each resource can accept and manage a higher number of concurrent streams, thus minimizing resource idling. However, this causes a new problem. When the resources are inappropriately allocated, the involved part of the whole network can stumble at a deadlock condition, thereby causing some packets not to reach their destination due to their indefinite waiting for the release of other resources [1] , [2] . A video streaming system falls into the class of resource allocation systems (RAS) since it allows the construction of system models bipartitioned into processes and resources [4] . Abundant literature shows that Petri nets are a powerful mathematical tool for modeling, analysis, and synthesis of RAS, with an accent in automated production systems, web services, and multimedia synchronization [1] , [8] , [9] , [11] - [14] , [19] - [52] . Siphons in a Petri net are a special structural object tightly related to deadlock occurrence. Thus, one fundamental idea to avoid deadlock is to prevent the reachability of a marking under which at least one siphon is undermarked [28] . This method can be easily implemented via a set of linear inequalities whose basic elements represent markings associated with operation places in siphons [29] - [31] . Solutions and transformations of these inequalities lead to a supervisor composed of a set control places (monitors). On the basis of the solution of a set of mixed integer programming (MIP) formulations, this paper proposes an iterative method to automatically generate all the control places without the complete enumeration of all siphons. It adds a set of invariant-imposing control places to the plant Petri net so as to prevent the net from entering the nonlive zone of a reachability graph (RG). Thus, an additional control place behaves as a "virtual" resource imposing some generalized mutual exclusion constraints (GMEC) defined on a set of critical operation places.
The next section gives the definitions of Petri nets. Section III is devoted to the modeling of a video streaming system. Section IV discusses an algebraic method to control siphons. It also presents a technique based on generalized elementary siphons to simplify the supervisor structure. An explanatory example is illustrated in Section V. Section VI concludes the paper.
II. PRELIMINARIES ON PETRI NETS
A Petri net is where and are finite, nonempty, and disjoint sets, . is the set of places (transitions, flow relations).
. if and if so. Graphically, , and are represented as empty circles, bars, and directed arcs. Each directed arc is labeled by the corresponding weight, i.e., a positive integer. An arc without a label implies that its weight is unity. 
III. PETRI NET MODELING OF VIDEO STREAMING SYSTEM

A. Building Blocks and Subnets
Four building blocks, namely AND-split, AND-join, OR-split, and OR-join, are needed [34] . An AND-split block means that one frame is split into several segments to be transmitted in parallel and without a particular order. It is specified by a transition with one input place and several output ones. An AND-join block means that a frame is reassembled when the transmission operations of all its fragmented segments are accomplished. It is specified by a transition with several input places and one output place. An OR-split block means that different network routes can be selected during the transmission of one frame from one node to other ones. It is specified by several arcs going from one place to different transitions. An OR-join block means that different transmission routes lead to the same destination. It is specified by one place with several input transitions.
On Internet, it is trivial that each network resource interacts with only a limited number of transmission activities and events. This means that a system can be divided into several subsystems sharing resources. In the context of Petri nets, this means that the whole net can be modularized into several subnets sharing some resources. Therefore, a video streaming system can be mapped to a Petri net through two steps. First, the video streaming subsystems are mapped into Petri net modules using aforementioned blocks. Second, all the blocks are synthesized by merging their common transitions and places. It should be aware that the route initiated by AND-split can end with only AND-join, which forms parallel transmission routes. The route initiated by OR-split can end with only OR-join, which forms choice transmission routes. A net in accordance to this requirement is said to be well-defined [34] .
Furthermore, the transmission route between two arbitrary nodes can be composed by subnets, which are sequence, parallel, choice, iteration, communication, and buffer, respectively [35] . Fig. 1 shows iteration, communication, and buffer subnets. Sequence, parallel, and choice structures are omitted since they are well-known [23] - [27] , [36] , [37] . The physical interpretations for these six subnets can be summarized as follows.
1) A sequence subnet builds transmission route where a video streaming frame is transmitted sequentially. Throughout the route, the involved nodes receive and forward a frame in sequence, i.e., one after another. 2) A parallel subnet builds a route where a frame is split to multiple segments. These segments are transmitted concurrently to reduce transmission time. 3) A choice subnet builds a route where multiple network paths can be adopted during the transmission of a frame. It can make the transmission system robust against any unanticipated occurrence of partial paralysis in a network. 4) An iteration subnet builds a route where a same frame can be transmitted several times upon the request from one node to its preceding one. If errors occur during a transmission process, a frame must be retransmitted. 5) A communication subnet builds a route where communication is needed during the transmission of two frames to achieve certain synchronization. 6) A buffer subnet builds a route where several frames can be temporarily stored. It is useful when blocking is detected in a network.
B. Nonsequential Systems of Simple Systems With Shared Resources
Denote , where . . . can well model systems where iteration, communication, and buffer routes are allowed. This makes it one of the most generalized nets with powerful modeling capability. By ignoring the supervisor structure depicted in bold lines, Fig. 2 shows three typical nets involving iteration, communication, and buffer routes, respectively. Note that and are idle places, places denoted by and are operation and regular resource places, respectively. Particularly, in Fig. 2(a) is a feedback transition while and are a pair of buffer ones. and in Fig. 2(b) are a CRP while and in Fig. 2 , such that ; 6) , ; 7) For each CRP, i.e., and , ; and 8) for each circuit involving some places of CRPs, at least one of these places must be initially marked.
Given an arbitrary marking , is -processenabled by if such that [22] . Correspondingly, is -resource-enabled by if such that [22] .
In the rest of this paper, unless otherwise stated, is an acceptably marked , i.e., is an and is an acceptable initial marking.
According to Definition 1, a process can either be a state machine or marked graph. All places of the former one evidently constitute the support of a -semiflow where the number of tokens in it remains constant. As stated in [23] , the case that one transition cannot be fired is attributed to only insufficient resources. We can derive an identical result for processes modeled by marked graphs although it is clear that each of such active processes can be represented by more than one token. To clarify such a point, we must recall some well-known results in [33] , which states that the number of tokens in each circuit of a marked graph remains the same after any firing sequence. By contradiction, we assume that is dead although there are enough resources. Then, a circuit involving must exist such that all its involving places are emptied; otherwise, can be fired since all its previous transitions in can be fired consecutively. This is not possible since all the circuits are initially marked thanks to Definition 2. Note that a node in is said to be previous to another one if a path in from to exists with its length greater than 1 and does not pass over [27] .
Definition 3: Let be a resource place in . The set of holders of is the support of a minimal -invariant without , i.e., . Clearly, since . Definition 4: Let be a siphon. Places in are its (token) takers, where and .
C. Liveness Analysis of Net
This section presents liveness characterization of , which facilitates the development of our deadlock prevention policy. In ordinary nets, it is well-known that their liveness is strongly related to their siphons. The presence of at least one empty siphon at a marking is a necessary and sufficient condition for the nonliveness of some Petri nets. In general nets, the concept of empty siphons is extended to the notion of undermarked ones [22] , [23] , [28] . A siphon is undermarked at a marking if the firing of each -process-enabled transition is prevented by places in [22] , [23] . A deadlock marking in an ordinary net implies an empty siphon, while in a general net, it implies an undermarked one.
The special structural properties of motivate us to prove that there exists an undermarked siphon at when a transition is dead at . The basic idea behind this proof is the building of an undermarked siphon that is composed of two different sets of places: the undermarked places of resources and their unmarked holders. To formally prove the liveness property for , we follow the strategies as in [22] , [23] , and [27] . In , note that and since the influence from the introduction of , , , and should also be well considered. , under which no transition is dead. This contradicts our hypothesis that is dead at . Subsequently, without loss of generality, we suppose such that and . There must exist at least one such that and . Otherwise, is fireable since it is both -process-enabled and -resource-enabled. This also is in contradiction with the dead marking . Therefore, thanks to the existence of .
To prove , we again suppose by contradiction. This implies , . Without loss of generality, consider such that and . On account of the speciality of , such a transition trivially exists for each siphon . Moreover, we have . Therefore, is -process-enabled since we assume , . Under this situation, the fireability of can be established by considering the following two cases: 1) , in this case, no resource can prevent the firing of . Thus, is fireable although it is only -process-enabled; 2) , then thanks to the structural requirement of . We immediately have since otherwise and , which contradicts our hypothesis that . In the case, is also fireable since it is both -process-enabled and -resource-enabled. Now we show that is a siphon by assuming is a dead transition. The following cases should be considered.
First, we consider the case that . Let . The special structure of also implies that and such that . Two subcases should be considered. 1)
. Then, such that and is -process-disabled by . 2) . The assumption that is dead leads to the fact that such that , and is -resource-disabled by . Second, we consider the case that . Let . Two subcases should be further considered. 1) such that and , then . 2) such that , then such that and . is disabled by . Thus, the nonliveness of necessitates the existence of such a siphon.
To show the sufficiency part, suppose that is live by contradiction. Since there exists a marking and a siphon such that and the firing of each -process-enabled transition is prevented by a set of resource places belonging to , , which contradicts the assumption. Thus, it is not live.
As noticed, the three newly introduced structures, i.e., retransmission, communication, and buffer, permit the more complex behavior and their impact on the liveness needs to be analyzed. We show it by using the nets in Fig. 3 . In Fig. 3(a) , does not deteriorate the liveness of an . All the original -invariants remain so even after their in-going and out-going transition sets are disturbed owing to . Inf communication, neither livelock nor deadlock can be introduced by a well-designed structure. As a verification, Fig. 3(b) shows an extracted communication subsystem among three operation processes, which actually constitutes a marked graph. According to Definition 2, each of its circuits must be initially marked. This immediately leads to the liveness of such a marked graph [24] . The buffer structure is actually helpful to prevent the occurrence of deadlock. In Fig. 3(c) , if we remove the subnet composed of , , , and , the remaining net is doomed to be dead after consecutively fires twice. Obviously, such a deadlock can be prevented with the aid of the buffer structure, which can help the system recover from a stagnant state by releasing some occupied critical resources.
IV. SUPERVISOR SYNTHESIS AND ITS SIMPLIFICATION According to Theorem 1, an
becomes live if all its siphons cannot be undermarked. In this section, we investigate a method to implement liveness-enforcing supervision, which can lead to a structurally simple supervisor.
A. Control of Siphons Using Algebraic Method
To identify siphons without completely enumerating them, [22] proposes a set of integer programming formulations in the framework of , which constitutes a subclass of . These formulations can adapt to our concerned system after necessary improvements. Herein, a transition is assumed to be -process-enabled if one of its preceding nonresource places, i.e., operation or buffer place, is marked. The systems in [22] do not involve iteration, communication, and buffer routes. For the sake of liveness enforcement, a control place should be derived such that the weighted number of tokens in a siphon is not equal to or less than subject to . This leads to a GMEC problem [29] . Definition 5: Let be a siphon. is its weighted characteristic -vector of if , ; otherwise, . is its weighted characteristic -vector.
The siphon control problem can be stated in the general form as or . In order to implement such an inequality, a nonnegative integer variable can be introduced to the left hand such that . Thanks to the nonnegativeness of is enforced to be not less than . As indicated by its notation, can be implemented by a control place , whose token count inherently cannot be less than zero. Together with places represented by positive elements of , can constitute a -invariant , which implies a set of places with a constant weighted sum of tokens.
The control structure uniquely corresponds to an additional row in the new incidence matrix, i.e., , which can be computed as . Through a transformation, . Initial marking . Now, the typical nets shown in Fig. 2 are controlled algebraically to demonstrate the ability of the aforementioned method. We assume that places and transitions are ordered according to the sequence and , respectively. For in Fig. 2(a) , we have with , and . To control , a control place is introduced such that . leads to . The results can be similarly obtained for other cases. For Fig. 2(a) , , ,
, . For Fig. 2(c) , , , . . . The resultant supervisors are shown in Fig. 2(a)-(c) , where control places together with their relative arcs are drawn in bold lines. These supervisors are significant since they constitute the basis for much more complex nets.
It is necessary to clarify that our method does not necessarily ensure an acceptably marked control place owing to the permission of weighted arcs from a control place to transitions. If this happens, the whole controlled net is not acceptably marked according to Definition 2. How to avoid such an issue is still under our investigation. One possible solution is to permit only control places whose arc weights are all 1's.
B. Simplification
It should be noticed that using the aforementioned approach, each siphon introduces one additional place. This can lead to a complex controlled Petri net. In this section, we explore how to simplify it. In the sequel, strict minimal siphons are distinguished by elementary and dependent ones [19] , denoted by and . In this work, we generalize some results of [19] . can be concluded according to the hypothesis along with the fact . Proof of part b is omitted due to its similarity to part a. Theorem 2 guarantees the controllability of a weakly dependent siphon if . In [19] , this point is ignored since it is assumed that , has no negative influence on the controllability of .
The reader familiar with [19] may notice that our definition of elementary siphons is different from that in [19] . The one in [19] cannot be directly deployed to synthesize the liveness enforcing supervisor algebraically, which makes it less powerful. For nets-a subclass of nets-a weighted characteristic -vector (control -vector) coincides with a so-called characteristic -vector (characteristic -vector) in [19] Fig. 4 shows a video system consisting of three servers with capacities and . These servers are connected by three router nodes, i.e., with capacities Physically, the capacity of each resource means the available storage space, CPU slots, or maximum number of simultaneous packets. These resources support the video transmission among . For simplicity, we assume that the bandwidth between any two routers is unlimited. Fig. 5 shows its Petri net model resulting from the four transmission processes for videos in Fig. 4 so as to obtain a high transmission rate. These two segments, respectively, take the routes and . For transmission from to , issues a retransmission request to if some errors are found. The resource requirements for the operation places are defined as follows: , , ,
, and . Assuming that all the places are ordered in the incidence matrix according to the sequence , we have . This net system is deadlock-susceptible due to the potential circular-wait. To control deadlocks, our policy is used to find and control siphons. To facilitate our selection of proper siphons, an additional condition is included in the mathematical programming formulations such that the value of the objective function is less than 5. The approach is coded in MATLAB 7.0 and Lindo 6.0, and tested by a computer with a 2.0 GHz Core™ 2 Due T7300 CPU and 2 GB of RAM under Windows XP operating system.
First, we obtain a siphon leading to a strict minimal siphon such that . Then, we have . After the above steps, no undermarked siphons can be found. Thus, the resultant net is live with 198 good states preserved with a simple control structure. Fig. 6 shows the respective control places 's introduced at each iteration step.
VI. CONCLUSION
The liveness enforcing supervisor synthesis problem is studied for a class of video streaming systems with multiple resource acquisitions and flexible routings. The effective characterization of liveness is established for , which can well model a video streaming system. Through the notion of undermarked siphons, a liveness enforcing supervisor can be mathematically represented as a set of inequalities, which allows the algebraic synthesis. Moreover, the investigation of a generalized elementary siphon technique can simplify the supervisor structure for a specified video system. This work has great potential to improve the performance of a video streaming system.
