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Opinnäytetyö oli omavalintainen Android-pelisovellus. Opinnäytetyön tavoit-
teena oli opetella Unity-pelialustan käyttöä ja toteuttaa sen avulla 2D-muistipeli 
Android-ohjelmointialustalle. Samalla oli tarkoitus tutustua mobiiliohjelmointiin ja 
pelikehitykseen. 
 
Peli toteutettiin C#-ohjelmointikielellä Unity-ympäristössä käyttäen Unityn Mo-
noDevelop-editoria sekä tarvittavia grafiikoita varten paint.net-ohjelmaa. Peli si-
sältää menun, ohjeet ja kolme erilaista peliä. Työ toteutettiin vaiheittain peli ker-
rallaan. 
 
Toteutuksena syntyi kolme erilaista muistipeliä sisältävä Android-pelisovellus, 
joka skaalautuu näytön koon mukaan. Pelien vaikeutta säädetään aikaa ja 
muistettavien asioiden määrää muuttamalla. Peliennätys talletetaan laitekohtai-
sesti. Työ opetti Unity-ympäristössä työskentelyä sekä mobiilisovelluksen teke-
mistä. 
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The subject of this thesis was a self-selected android game. The aim of the 
work was to learn to use the Unity environment and to develop a 2D Unity 
memory game to Android platform. 
 
The game was implemented with C# programming language in Unity environ-
ment using Unity’s MonoDevelop editor and paint.net graphics editing program. 
The game itself consist of menu, instructions and three memory games. The 
work was done step by step one game at a time. 
 
As a result of the work was produced an Android memory game application 
which is scalable to different display sizes. The difficulty level of the game can 
be adjusted by changing playing time and number of things to keep in mind.  
Playing records are stored per device. The thesis work taught working in  
Unity environment and developing a mobile application. 
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ALKULAUSE 
Peliohjelmointi ja uusien asioiden opettelu sekä opinnäytetyön kirjoittaminen 
vievät paljon aikaa, mikä on poissa normaalista perhe-elämän pyörittämisestä. 
Haluankin kiittää perhettäni antamastaan tuesta sekä testausavusta ja opinnäy-
tetyön kommentoinnista. 
Oulussa 26.3.2015. 
Voitto Ojala 
  
 6 
 
SISÄLLYS 
TIIVISTELMÄ                                                                                                       3 
ABSTRACT                                                                                                          4 
ALKULAUSE                                                                                                        5 
SISÄLLYS                                                                                                            6 
1 JOHDANTO 8 
2 PELIMOOTTORIT 9 
2.1 Pelimoottoreiden tarjoamat edut 9 
2.2 Pelimoottoreiden historiaa 9 
2.3 Suosituimmat pelimoottorit 10 
3 UNITY3D-PELIMOOTTORI 12 
3.1 Unity3D – tuetut alustat ja kielet 12 
3.2 Unityn asennus 13 
3.3 Käsitteitä 13 
3.3.1 Projekti 13 
3.3.2 Scene 13 
3.3.3 Assetit 14 
3.3.4 GameObject 14 
3.3.5 Prefab 14 
3.3.6 Editor 15 
3.3.7 MonoBehaviour 20 
3.4 MonoDevelop 20 
4 MUISTIPELI UNITY-ALUSTALLE 22 
4.1 Suunnittelu 23 
4.2 Menu ja ohjeet 23 
4.3 Peli 1 – värisarja 28 
4.4 Peli 2 – numerosarja 31 
4.5 Peli 3 – kuviot 33 
4.6 Testaus 35 
 7 
 
4.7 Jatkokehitys 35 
5 LOPPUSANAT 37 
LÄHTEET            38 
 8 
 
1 JOHDANTO 
Olen ollut pitkään työelämässä, mutta työkalut, joita olen käyttänyt, ovat olleet 
toisenlaisia kuin modernit pelimoottorit, kuten Unity. Myöskään työn tulos ei aina 
ole ollut välttämättä mitään ulospäin näkyvää.  Ehdin hieman tutustua Unityyn, 
ennen kuin aloitin päivityskoulutuksen insinööristä amk-insinööriksi ja hämmäs-
tyin, kuinka näppärästi pelitoiminnallisuutta voidaan toteuttaa. Koska päivitys-
koulutus kestää vain yhden talven, totesin, että tarvitsen lopputyöaiheen, jossa 
ajankäyttö on itsestäni kiinni, eivätkä vaatimukset saa muuttua kuten usein työ-
elämässä saattaa käydä. Niinpä ehdotin lopputyöni aiheeksi Unityllä toteutetta-
vaa muistipeliä Android-alustalle. Unityn opettelun lisäksi saisin tutustua mobii-
liohjelmointiin pelin toteutuksen kautta.  
Peliksi valitsin 2D-muistipelin, johon toteuttaisin kolme erilaista muistipeliä. Ta-
voitteenani oli, että saan toteutettua pelit siten, että ne skaalautuvat erikokoisille 
näytöille. Pelit ovat erilaisia, joten jokaisen toteuttamisessa on päässyt ratkaise-
maan uusia ongelmia. Pelilogiikan lisäksi erityisesti käyttöliittymän eli UI:n (User 
Interface) toteutus ja suunnittelu osoittautuivat haasteelliseksi mobiililaitteiden 
näytön koosta johtuen.  
Parannuksia ja korjauksia tulee keksittyä kaiken aikaa, mutta peli toteutui toimi-
vaksi aikataulussa pysyen, joten jatkokehitystä voi toteuttaa myöhemminkin. 
Unityn opiskelu jatkuu varmaankin muutenkin, toivottavasti hyvän uuden peli-
idean kautta. 
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2 PELIMOOTTORIT 
2.1 Pelimoottoreiden tarjoamat edut 
Pelimoottori on pelinkehitysalusta, joka tarjoaa valmiita apuvälineitä ohjelmoi-
jalle. Näin pelintekijä voi keskittyä oleelliseen eli itse pelin ideointiin ja toteutta-
miseen, kun monet hyvinkin vaikeasti toteutettavat asiat ovat tarjolla valitun peli-
moottorin kautta. Pelimoottori ei pidä sisällään esimerkiksi hahmoja, maastoja ja 
pelin logiikkaa, vaan ne kuuluvat itse peliin. 
Tällainen pelinkehitysalustan tarjoama oleellinen apuväline on esim. renderointi-
moottori, jolla 2D- tai 3D-mallinnettua kuvaa voidaan käsitellä ohjelmallisesti ja 
tuottaa siitä näkyvä kuva eri kulmista ja etäisyyksiltä. Fysiikkamoottorin avulla 
voidaan luoda helposti esimerkiksi painovoimatoiminta tai toiminta törmäystilan-
teissa. Törmäysten tunnistuksella havaitaan kappaleiden äärimittojen perus-
teella törmäystilanteet ja suuntien, nopeuksien ja massojen avulla fysiikkamoot-
torin on mahdollista laskea, mitä kappaleille tapahtuu törmäyksen jälkeen.  
Muita pelimoottoreiden tarjoamia ominaisuuksia ovat erilaiset työkalut, kuten 
editorit ja konvertterit, sekä valmiit kirjastot ja toteutukset. Lisäksi pelimoottorit 
helpottavat ja automatisoivat pelilogiikan ja pelinäyttämön hallintaa. Kun peli on 
valmis, pelimoottorit tarjoavat valmiit käännösympäristöt monille eli ohjelmisto-
alustoille, kuten iOS (iPhone Operating System), Android, Windows ja Windows 
Phone. Lisäksi tarjolla voi olla esimerkiksi tuki verkkopelaamista varten. 
2.2 Pelimoottoreiden historiaa 
Ennen pelikoneiden kehittämistä pelit tehtiin alusta loppuun koodaamalla ja 
käyttämättä vanhoja koodeja sen suuremmin apuna. Tähän oli syynä muistin 
vähyys ja näyttötekniikan optimaalinen hyväksikäyttö. Pelifirmat alkoivat kuiten-
kin jo 1980-luvun alkupuolella kehittää firman sisäisiä pelimoottoreita, ja myös 
kuluttajille oli tarjolla yksinkertaisia 2D-pelikehitysympäristöjä, joita kutsuttiin ni-
mellä Game Creation System (GCS) ennen Game Engine -nimen käyttöä (1). 
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Tällaisia ensimmäisiä pelikehitysympäristöjä olivat esimerkiksi Pinball Construc-
tion Set (1983), War Game Construction Kit (1983), Thunder Force Construc-
tion (1984) sekä lukuisa joukko muitakin. Näitä pelikehitysympäristöjä julkaistiin 
silloisille suosituille kotitietokoneille kuten Apple II ja Commodore 64. (2.) 
Pelimoottorien kehitys yhä monipuolisemmiksi johtui pelifirmojen tarpeista tehdä 
pelejään helpommin ja paremmiksi. Origin Systems perustettiin vuonna 1983, ja 
se jatkoi Richard Garriotin California Pacific Computer Companyssä ja Sierra 
On-Linessä aloittaman Ultima Underworld -tietokoneroolipelisarjan kehittämistä, 
mikä lopulta johti vuonna 1990 Ultima Underworld -nimisen pelimoottorin kehit-
tämiseen. Sitä ennen Origin Systems oli jo kehittänyt Space Rogue -pelin ja sa-
mannimisen pelimoottorin 1989. Ultima Underworldissa tuon pelimoottorin kehi-
tystä jatkettiin edelleen. (3; 4.) 
Muita ensimmäisiä kehittyneitä pelimoottoreita olivat Id Softwaren kehittämä 
Doom-pelimoottori (1993) sekä NovaLogic yhtiön Voxel (1992), jossa ensimmäi-
senä pelikoneena otettiin käyttöön 3D-bittikartta. Ensimmäisinä todellisia 3D-pe-
limoottoreita olivat kuitenkin vasta XnGine(1995) ja Quake (1996). (3; 4.) 
Tästä eteenpäin kehitys vain kiihtyi ja pelimoottorit tarjosivat tuen useille pe-
lialustoille sekä ohjelmointirajapinnoille. 2000-luvun pelimoottorit kuten Serious 
(2001), CryEngine (2004) sekä Source (2005) kehittivät grafiikkaa yhä realisti-
semmaksi tuoden uusia ominaisuuksia esim. varjojen ja veden heijastusten kä-
sittelyyn. (3; 4.) 
2.3 Suosituimmat pelimoottorit 
Pelimoottorit kehittyvät koko ajan ja niiden paremmuudesta ja suosituimmuu-
desta ollaan käyttäjien keskuudessa eri mieltä. Sekä ilmaisia että maksullisia 
pelimoottoreita löytyy kymmeniä niin 2D- kuin 3D-pelien kehittämiseen (5). Osa 
tukee hyvinkin monia pelialustoja ja osa vain yhtä tai kahta. Unreal, Unity, 
CryEngine, Gamebryo, HeroEngine ja GameMaker ovat yleisimpiä nimiä, joihin 
törmää, kun etsii parhaita ja suosituimpia pelimoottoreita (6; 7; 8; 9). VisionMo-
bilen mobiilipelien kehittäjille tekemän kyselyn mukaan (10) 47 % käytti Unitya 
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kehitystyökaluna, mikä on selkeä ykkössija. Syynä tähän on varmaankin laaja 
joukko pelialustoja sekä pienille tekijöille mahdollisuus käyttää ilmaisversiota. 
Kilpailu käyttäjistä pitää huolen, että pelimoottorit kehittyvät yhä monipuolisem-
miksi, helppokäyttöisemmiksi ja tehokkaimmiksi. 
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3 UNITY3D-PELIMOOTTORI 
3.1 Unity3D – tuetut alustat ja kielet 
Unity3D on pelimoottori, joka tukee kaikkia tärkeimpiä pelialustoja. Sen on ke-
hittänyt vuonna 2004 perustettu Unity Technologies ja ensimmäinen Unity ver-
sio julkaistiin vuonna 2005 (11). Uusin 12/2014 julkaistu versio on 4.6.1, minkä 
lisäksi Unity Pron käyttäjien saatavilla on jo Unity 5.0 pre-order beta (12). Unity 
on saatavilla ilmaisversiona käyttäjille, joiden vuosittainen liikevaihto on alle 
100 000 USD (13). Unity Pron lisenssin hinta on 1140 € tai 57 €/kuukausi. Unity 
Pron päälle on saatavilla IOS Pro-, Android Pro- ja Team Pro -lisenssit (14). Li-
säksi Unityn Asset Storesta on ostettavissa erilaisia työkaluja niin ilmaisversi-
oon kuin Pro-versioon. Unity3D:n tukemat alustat ovat iOS, Android, Windows, 
BlackBerry 10, OS X, Linux, eri verkkoselaimet, Flash, PlayStation 3, Xbox 360, 
Windows Phone 8, ja Wii U. Unityn tukemat tärkeimmät ohjelmistorajapinnat 
(API) eri alustoille ovat Direct3D (käyttäjinä Windows ja Xbox), OpenGL (Open 
Graphics Library), (käyttäjinä Mac, Windows ja Linux) ja OpenGL ES 
(OpenGL for Embedded Systems), (käyttäjinä Android ja iOS). Fysiikoita varten 
Unity käyttää Nvidian PhysX:ää kolmiulotteisia pelejä varten sekä avoimen läh-
dekoodin Box2D:n parannettua versiota kaksiulotteisiin peleihin. (15.) 
Unity koostuu itse pelimoottorista sekä editorista, jolla luodaan näkymät, maise-
mat, valot sekä monet muut yksityiskohdat, joista peli koostuu. Editorin avulla 
liitetään ohjelmaskriptit objekteihin ja sillä ajetaan ja testataan peliä. Unity kyke-
nee käyttämään yleisimpiä äänien, kuvien ja 3D-mallien tiedostomuotoja. Koo-
dausta varten Unityyn kuuluu MonoDevelop-ohjelmaeditori. Ohjelmointikielinä 
Unityssä ovat C#, UnityScript (Unity JavaScript) sekä Boo. Boon vähäisen käy-
tön vuoksi sen dokumentoinnin tukea on vähennetty uudessa Unity 5.0:ssa 
(16).  
Unityllä tehtyjä pelejä ovat mm. Angry Birds Epic, Bad Piggies ja Game of 
Thrones: Seven Kingdoms (17). Pelien lisäksi Unitya on käytetty muihinkin so-
velluksiin, joista erilaiset 3D-mallinnussovellukset muodostavat merkittävän 
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osan. Kaikkiaan Unityllä tehtyjä pelejä ja muita ohjelmia löytyy tuhansia, ja sii-
hen mihin kaikkeen Unity soveltuu, voi käydä tutustumassa Unityn Showcase-
sivustolla (18). 
3.2 Unityn asennus 
Unityn asennus tapahtuu Unityn Download-sivuston kautta (19). Ilmaisen Unity-
version lisäksi saa myös oikeuden 30 päivän Trial-version Unity Prosta. 
Android-ympäristöä varten tulee ladata Android Studio ja tämän jälkeen Android 
SDK Managerin (Software Development Kit) avulla lisää työkaluja ja tarvittavat 
APIt. Unityn asennusta varten suureksi avuksi ovat Unityn Getting Started with 
Android Development -sivusto (20) sekä Android-ympäristön asennusta varten 
Android developer portal -sivusto (21). 
3.3 Käsitteitä 
3.3.1 Projekti 
Unity-projekti pitää sisällään luodut ohjelmatiedostot, pelioliot, kohtaukset sekä 
kaikki muutkin peliin itse luodut tiedostot, kuten myös Unityn itsensä luomat ja 
tarvitsemat tiedostot. Nämä kaikki sijaitsevat yhden hakemiston alle sijoittu-
vassa hakemistorakenteessa. Kun uutta projektia luodaan, valitaan projektin ha-
kemiston sijainti sekä se, ollaanko tekemässä 2D- vai 3D-projektia. Tämä alku-
asetus vaikuttaa kuitenkin vain joihinkin oletusasetuksiin, joita voidaan muuttaa 
myöhemmin. Projektia luodessa voi halutessaan myös ottaa mukaan valmiita 
Unity-paketteja, joissa on skriptejä ja erilaisia efektejä tai grafiikoita. Kun projekti 
on luotu, pitää Unity huolta editorissa luoduista tai sinne muualta tuoduista ob-
jekteista. 
3.3.2 Scene 
Scene eli kohtaus tai näkymä on pelitaso, johon on koottu peliobjektit ja toimin-
nallisuus kyseistä tasoa varten. Pelin kääntämistä varten käännökseen otetaan 
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mukaan kaikki tarvittavat scenet, joista järjestyksessä ensimmäinen on ensim-
mäisenä käynnistyvä. Ensimmäiseksi sceneksi on hyvä luoda jokin menu tai 
muu alkunäkymä, josta lähdetään liikkeelle. 
3.3.3 Assetit 
Assetit ovat ominaisuuksia eli pelikomponentteja, joita voidaan editorissa yhdis-
tellä tarpeen mukaan. Asseteja ovat mm. ohjelmakoodit eli skriptit, äänitiedos-
tot, kuvatiedostot ja materiaalit. Assetit voi tehdä itse ja viedä Asset-hakemis-
toon tai importoida editorissa valmiita Asset-paketteja projektiin. Unityyn on saa-
tavissa Unityn Asset Storesta paljon erilaisia ohjelmointia helpottavia paketteja. 
3.3.4 GameObject 
GameObject on peliobjekti, joka pitää sisällään ominaisuuksia. Luodussa sce-
nessä on aina valmiina MainCamera-peliobjekti, johon voidaan liittää esimer-
kiksi ohjelmaskripti. Peliobjektia luotaessa sille luodaan ainoastaan Transform-
tyyppi, joka määrittää objektin sijainnin, kulman ja koon skaalauksen. Lisää omi-
naisuuksia peliobjektille luodaan raahaamalla editorissa komponentteja Asset-
ikkunasta Hierarchy-ikkunassa sijaitsevaan peliobjektiin tai lisäämällä kom-
ponentteja editorin Inspector-ikkunassa. 
3.3.5 Prefab 
Näkymään luotu peliobjekti voidaan monistaa kaikkine siihen lisättyine kom-
ponentteineen ja ominaisuuksineen, mutta tässä on se huono puoli, että kopioi-
tuja peliobjekteja muokatessa joutuu jokaista kopiota editoimaan erikseen. Tältä 
vältytään luomalla peliobjektista prefab, johon tallentuvat kaikki peliobjektin omi-
naisuudet ja jota käyttämällä voidaan luoda näkymään uusia instansseja peliob-
jektista. Prefabiin tehdyt muutokset näkyvät kaikissa siitä luoduissa instans-
seissa ja prefabia voidaan hyödyntää eri näkymissä. 
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3.3.6 Editor 
Editor on käyttöliittymä (kuva 1), jonka avulla hallitaan eri näkymiä. Editorilla 
luodaan scenet ja yhdistetään siihen peliobjektit, joihin on liitetty peliskriptit ja 
muut ominaisuudet. Peliin tulevat scenet otetaan mukaan editorin Build Settings 
-toiminnolla (kuva 2), jolla peli myös käännetään ajettavaksi valitussa sovellu-
sympäristössä. Alustan valinta tehdään Build Settingsin Platform -listasta. Build 
Settingseistä löytyy myös Player Settings, jossa voi määrittää ohjelmalle tulevan 
kuvakkeen sekä Androidin Minimum API Levelin. Itse annoin API level -määri-
tyksenä olla Android 2.3.1 (level 9). Julkaistavaa ohjelmaa käännettäessä tulee 
Development Buildin sijasta valita Google Android Project. Julkaistavaa versiota 
varten joutuu tekemään (Build Settings -> Player Settings -> Publishing Set-
tings) allekirjoitusavaimen (Key), joka ei ole projektikohtainen vaan sitä voi käyt-
tää muillekin julkaisemilleen peleille. Tämän vuoksi avain kannattaa tallettaa 
jonnekin muualle kuin projektin alle. (22.) 
 
KUVA 1. Unity-Editor 
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KUVA 2. Build Settings 
 
Editorin Scene-näkymässä (kuva 3) näytetään käsiteltäväksi ladattu scene. 
Scene-näkymän avulla voidaan tarkistaa peliobjektien sijaintia ja siirtää niitä nä-
kymässä. Peliobjekteja ei kuitenkaan tarvitse välttämättä sijoittaa Scene-näky-
mässä valmiiksi vaan niitä voidaan myös lisätä ohjelmasta käsin. Scene-näky-
män kuvakulmaa voidaan muuttaa ja siinä on mahdollista liikkua ja tarkastella 
pelinäkymää. Ohjelmaa ei voida kuitenkaan ajaa Scene-näkymässä vaan aino-
astaan tarkastella ja muuttaa peliobjektien sijaintia.  
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KUVA 3. Scene-näkymä 
 
Game-näkymä (kuva 4) voidaan valita Scene-näkymän tilalle, jolloin siinä olevia 
työkaluja voidaan käyttää. Tällöin voidaan esimerkiksi valita ennen pelaamista 
”Maximize on Play”, jolloin pelinäkymä peittää muut näkymät editorissa. Game-
näkymä tulee myös automaattisesti esille, kun peliä ajetaan editorissa play-pai-
nikkeella. Game-näkymässä suoritetaan ohjelman ajaminen ja toimivuuden tar-
kastaminen, kun taas Scene-näkymässä tehdään objektien sijoittelu. 
 
 
KUVA 4. Game-näkymä ”Maximize on Play” 
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Inspector-näkymän (kuva 5) avulla hallitaan valittuna olevan objektin paramet-
reja, ja siinä voidaan liittää objekteihin uusia komponentteja, ottaa niitä pois 
käytöstä tai poistaa kokonaan. 
 
 
KUVA 5. Inspector-näkymä 
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Hierarchy-näkymässä (kuva 6) näkyvät sceneen luodut objektit ja Project-näky-
mässä (kuva 7) hallitaan käytössä olevia asseteja. Hierarchy-näkymässä tapah-
tuu ohjelmaskriptien liittäminen objekteihin vetämällä skripti Project-näkymästä 
haluttuun objektiin. 
 
KUVA 6. Hierarchy-näkymä 
 
KUVA 7. Project-näkymä 
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3.3.7 MonoBehaviour 
MonoBehaviour on perusluokka, josta kaikkien objekteihin liitettävien ohjel-
maskriptien on periydyttävä toimiakseen. JavaScriptiä käytettäessä periytymi-
nen tapahtuu automaattisesti mutta C#:a tai Boota käytettäessä ei (23). Project-
näkymän kautta uutta skriptiä luotaessa Unity tekee tarvittavan periyttämisen 
luotuun tiedostoon.  
Olennainen osa Unitya ovat MonoBehaviour luokan Event-funktiot (24).  Unity-
skriptit eivät ole perinteisiä ohjelmia, jotka ajetaan loopissa, kunnes tehtävä on 
suoritettu. Sen sijaan Unity-skriptin eräille funktioille annetaan määräajoin ajoai-
kaa, minkä jälkeen kontrolli siirtyy taas Unitylle. Tärkeimpiä tällaisia tapahtuma-
funktioita ovat alustusfunktiot Awake ja Start sekä säännölliset päivitysfunktiot 
Update, FixedUpdate ja LateUpdate. OnGUI-funktiosta puolestaan kutsutaan 
GUI-luokan funktioita. GUI-luokka (25) on luokka, joka tarjoaa rajapinnan Unity 
GUI:n manuaaliseen käsittelyyn ja sisältää kymmeniä funktioita. GUI-luokan 
(Graphical User Interface) funktioilla tehdään mm. painikkeita, slidereita, teks-
tejä yms. UI:ssa näkyvää. Törmäystapahtumissa fysiikkamoottori huolehtii On-
Collision- ja OnTrigger-funktioiden kutsumisesta. Käyttäjän on mahdollista mää-
ritellä myös omia tapahtumakäsittelyitä eri tilanteille. Unityn tarjoama ohjelmoin-
tirajapinta on hyvin laaja ja Unity tarjoaa dokumentaation (26), jonka avulla sii-
hen voi tutustua lyhyiden malliesimerkkien avulla. 
3.4 MonoDevelop 
MonoDevelop (kuva 8) on Unityn mukana tuleva integroitu kehitysympäristö, 
jota voi käyttää ohjelmaeditorina ja debuggerina. Ohjelma toimii Unityn ole-
tuseditorina, mutta on vaihdettavissa käyttäjän valitsemaan editoriin (Unity Edit-
>Preferences->ExternalTools). 
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KUVA 8. MonoDevelop-editori 
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4 MUISTIPELI UNITY-ALUSTALLE 
Unityn opiskeluun löytyy kirjoja (mm. Creighton, Ryan Henson: Unity 3D game 
development by example: beginner’s guide (2010) ja Menard, Michelle: Game 
development with Unity (2012)), Unityn omat sivut, yksityisten käyttäjien ylläpi-
tämiä sivuja pelintekemisestä sekä YouTube-videoita eri asioiden toteuttami-
sesta Unityssä. Itse käytin näitä kaikkia Unity-ympäristöön tutustuessani ja myö-
hemminkin ongelmiin ratkaisuja etsiessäni. 
Muistipelin toteutus ei ole samanlainen kuin toiminnallisten pelien toteutus pe-
liobjekteja liikuttelemalla, vaan toiminnot keskittyvät OnGUI-funktiossa tapahtu-
viin GUI-luokan funktioiden käsittelyyn. GUI-liittymää on pidetty Unityn heikkou-
tena, ja hieman hankalalta välillä tuntuikin saada asiat toimimaan halutulla ta-
valla. GUI-objektien sijoittelu tapahtuu määräämällä niille ohjelmallisesti tarkka 
paikka eikä scene-näkymään editorissa sijoittamalla. 
Ohjelma koostuu viidestä eri näkymästä (scene): Menu, Instructions, Game1, 
Game2 ja Game3. Näkymästä toiseen siirtyminen tapahtuu lataamalla haluttu 
näkymä Menun valintapainikkeilla, ja vastaavasti Back-painikkeita käytettäessä 
ladataan Menu-näkymä. Samalla kun ladataan uusi scene, vaihtuu myös ajet-
tava ohjelma.  Asseteina pelissä on skriptit ja käytetyt grafiikat. Prefabeja ei ole 
käytetty. Jokaisessa näkymässä on peliobjektina Main Camera, johon kyseisen 
tason peliskripti (MemMenu.cs, Instructions.cs, Game1.cs, Game2.cs, 
Game3.cs) on liitetty. Tässä muistipelityyppinen peli poikkeaa toiminnallisesta 
pelistä, koska useampia skriptejä peliä kohti ei tarvita, koska painikkeet eivät 
ole omia peliobjekteja, vaan niiden hallinta tapahtuu OnGUI-funktiossa GUI-
funktioiden avulla. 
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4.1 Suunnittelu 
Koska pelissä oli tarkoitus toteuttaa kolme erilaista muistipeliä, tutkin ensin mui-
den tekemiä muistipelejä ja kehittelin mielessäni pelejä, joita ei ole niin paljon. 
Värisarjan toistaminen painikkeilla on jonkinlainen perusmuistipeli ja se tuli it-
sestään mukaan. Numerosarjan muistaminen on mielestäni pelinä hyvä, koska 
erilaisia koodeja joutuu opettelemaan elävässä elämässä pakostakin. Viimeinen 
kuvioiden muistaminen on hieman erilainen kahteen muuhun verrattuna ja tuli 
mukaan siksi. Se on myös muistipelinä haastavin näistä kolmesta. 
Ennen kuin lähdin ohjelmoimaan, tein paperille karkean hahmotelman, miltä pe-
lin eri näkymät näyttävät. Tällainen hahmottelu paperilla on hyödyllistä, oli sitten 
tekemässä peliä tai mitä tahansa ohjelmaa. Itse ohjelmalogiikkaa suunnittelin 
ennen kunkin pelin ohjelmoinnin aloittamista ja ohjelmat tein lisäämällä asioita 
ja toimintoja vähän kerrallaan, jolloin testaaminen oli helppoa. Ensimmäisenä 
toteutin Menun, koska siinä ei ole pelilogiikkaa, mutta siinä pääsi kokeilemaan 
OnGUI:n ja GUI-funktioiden toimintaa.  Värejä en etukäteen suunnitellut, vaan 
värimaailmaksi valikoitui kokeilujen jälkeen Unityn oletussininen ja sitä lähellä 
olevat sävyt. Menuun käytin kokeilumielessä punaisen sävyjä, mutta peleissä 
rauhalliset värit ja sävyt tuntuivat sopivimmilta.  
4.2 Menu ja ohjeet 
Menu (kuva 9) on tehty käyttäen kahta eri GUISkiniä (kuva 10), joista toista on 
käytetty GUI Buttoneille ja toista menun ala- ja yläosalle. 
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KUVA 9. Menu 
 
GUISkinit ovat kokoelma tyylejä (GUIStyle) ja niillä voidaan mm. määritellä eri 
toiminnoille (Button, Label, Slider jne.) ja eri alueille omat taustakuvat ja fontit. 
GUI Buttonit käyttävät tässä skiniä, jossa on määritelty tummempi tasaisen pu-
nainen taustakuva normaalia tilaa varten ja vaaleampi liukuva punainen kuva 
hover-toimintoon, joka on käytössä, kun hiiri tai sormi viedään määritellylle näp-
päin-alueelle. Sama liukuva vaalea punainen sävy on käytössä ala- ja ylä-
osassa menua. Button-valintaa (Active) varten ei ole määritelty omaa taustaku-
vaa, vaan käytössä on oletusvalinta. Menun valinnoilla pääsee ohjeisiin tai eri 
peleihin, joista tullaan menuun takaisin Back-painikkeilla. Back-toiminto on oh-
jelmoitu lisäksi Androidin escape-näppäimelle. 
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KUVA 10. Osa Skin-määrittelystä, näkyvissä Button-määrittely menulle 
Vaikka menussa ei pelillistä toiminnallisuutta olekaan, on toteutusperiaate sa-
manlainen kuin peliohjelmissakin. Menu-ohjelma on koodattu yhteen skriptiin, 
joka on liitetty Menu-näkymän kameraan. Samalla tavalla on toteutettu varsinai-
set peliohjelmatkin (Game1, Game2, Game3), eli jokaisessa on vain yksi ohjel-
maskripti, joka on liitetty kunkin pelinäkymän kameraan. Start-funktiossa aluste-
taan ohjelman käyttämät muuttujat ja Update-funktio on tehty Androidin Back-
näppäintä varten (kuva 11). Menun koko toiminnallisuus sijaitsee OnGUI-funkti-
ossa (kuva 12). Koska OnGUI-funktiota kutsutaan kymmeniä kertoja sekun-
nissa, siinä voidaan tarkastella, mitä painiketta on painettu, ja toimia sen mukai-
sesti.  
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KUVA 11. Menun Start- ja Update-funktiot 
 
 
KUVA 12. Menun OnGUI-funktio 
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Instructions (kuva 13) sisältää ohjeet, jotka on tehty GUILabel-toiminnoilla. Tä-
hänkin on käytetty skiniä kirjaisinkoon muuttamiseksi ohjeteksteihin ja Back-pai-
nikkeeseen. 
 
 
KUVA 13. Ohjeet muistipelistä 
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4.3 Peli 1 – värisarja 
Ensimmäisessä pelissä (kuva 14) on tarkoitus toistaa halutun pituinen värisarja. 
Aluksi käyttäjä määrittää sarjan pituuden ja näytettävän ajan, minkä jälkeen peli 
lähtee käyntiin näyttäen väripainikkeilla sattumanvaraisen sarjan. 
 
 
KUVA 14. Peli 1 
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Peli on toteutettu määrittelemällä ensin kullekin väripainikkeelle oma paikka 
(kuva 15), johon näytetään kuvana (Texture) (kuva 16) joko sytytettyä tai sam-
mutettua painiketta. Yksinkertaisella satunnaislukugeneraattorilla tuotetaan ko-
konaisluku välillä 0–3, mikä määrää sytytettävän painikkeen. Tarkistusta varten 
kyseiset kokonaisluvut taulukoidaan kokonaislukutaulukkoon.  Kun halutun pitui-
nen sekvenssi on näytetty, vaihdetaan Texturien paikalle Buttonit, jolloin käyt-
täjä voi toistaa painikkeilla näkemänsä sarjan. Kuvina käytetään samoja kuvia 
kuin aiemminkin. Liukusäätimet on toteutettu HorizontalSlideriä käyttäen (kuva 
17). 
 
 
KUVA 15. Piirtoalueen määrittäminen väripainikkeille 
 
 
KUVA 16. GUITexturien piirtäminen piirtoalueelle 
 
 
KUVA 17. Sliderin teko HorizontalSlider-funktiolla 
 
Tarkistus tehdään talletetun kokonaislukutaulukon mukaan ja lopetetaan ensim-
mäisen virheen tullessa. Näytön ylälaidassa näytetään, montako painallusta pe-
laaja sai oikein valitsemastaan määrästä. Ohjelma tallentaa laitteelle aina uu-
den ennätyksen, jonka käyttäjä voi halutessaan nollata. Tulosten talletukseen ja 
hakemiseen on käytetty PlayerPrefs-luokan funktioita SetInt ja GetInt (kuva 18). 
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Tekstin kokojen ja objektien sijoittelussa on laskennassa käytetty näytön le-
veyttä ja korkeutta, jotta ohjelma skaalautuu oikein eri laitteille. 
 
 
KUVA 18. Tulosten nollaus, hakeminen ja talletus 
 
Pelin toiminnallisuus on tässäkin OnGUI-funktiossa, jossa luodaan kaikki näy-
töllä näkyvät painikkeet ja liukusäätimet ja tekstit. Koska GUI-luokan funktioita 
on mahdollista käyttää myös OnGUI-metodista kutsutuissa funktioissa, olen teh-
nyt toiminnallisista kokonaisuuksista omia funktiota. Esimerkiksi käyttäjän teke-
mien painikkeiden tarkistus tehdään OnGUI:n ulkopuolelle viedyssä funktiossa 
(kuva 19). Lisäksi ajastukseen ja satunnaisluvun tuottamiseen on omat funktiot. 
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KUVA 19. Check_buttons-funktio käyttäjän toistaman sarjan tarkistamiseen.  
4.4 Peli 2 – numerosarja 
Numerosarja-pelissä (kuva 20) pelaajan on tarkoitus toistaa näkemänsä nume-
rosarja numeropainikkeita käyttäen. Tässäkin pelissä pelaaja valitsee ensin sar-
jan pituuden sekä sen kuinka pitkään kutakin numeroa näytetään. Näytettävä 
numero arvotaan ja taulukoidaan tarkistusta varten. Numerosarjan näyttämisen 
jälkeen pelaaja toistaa sarjaa kunnes epäonnistuu. Paras tulos talletetaan kuten 
edellisessäkin pelissä ja tulokset näytetään näytön yläosassa. Tässä sekä näy-
tettävä numero että numeropainikkeet on toteutettu Buttoneilla (kuva 21). Eri 
numerokoot on toteutettu painikkeille käyttämällä skiniä ja näytettävälle nume-
rolle tyylimäärittelyllä.   
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KUVA 20. Peli 2 
 
 
KUVA 21. Buttonilla tehty numeronäppäin 1, jota painettaessa suoritetaan tar-
kistus, mikäli ehdot niin sallivat 
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4.5 Peli 3 – kuviot 
Kolmannessa pelissä (kuva 22) pelaaja valitsee ajan väliltä 1–20 sekuntia. Peli 
aloitetaan painamalla ”PLAY”, minkä jälkeen ohjelma arpoo kymmenen kuvaa 
kahdestatoista erilaisesta kuvasta näytettäväksi näytön yläosaan kahdelle ri-
ville. Nämä 12 kuvaa on sijoitettu valmiiksi taulukkoon MainCameran Inspector-
näytössä (kuva 23). Pelaajan valitseman ajan kuluttua kuvat siirtyvät kahteen 
alempaan riviin satunnaiseen järjestykseen. Tämän jälkeen pelaaja valitsee na-
pauttamalla ensin kuvion ja sitten paikan, jossa kuvio aiemmin oli. Pelaaja voi 
korjata aiemmat valinnat valitsemalla uudelleen. Kun pelaaja on valmis, tarkis-
tus tapahtuu CHECK-painikkeella (kuva 24). Ylimpänä näkyy ennätys eli mon-
tako oikein mahdollisimman pienellä opetteluajalla ja paljonko pelaaja sai oikein 
juuri pelaamassaan pelissä. 
 
  
KUVA 22. Peli 3 
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KUVA 23. Kuvat sijoitettuna taulukkoon Inspectorissa 
 
 
KUVA 24. Tulosten tarkastus taulukoita vertaamalla 
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Peli on toteutettu Buttoneilla, joihin piirretään käytetyt kuvat (Texture). Arvotta-
vat kuvat sijaitsevat taulukossa ja sekä ala- että yläosan kymmenen kuvan ruu-
dulle on omat taulukkonsa. Lisäksi pidetään lukua, että kukin kuva tulee vain 
kertaalleen arvotuksi. Käyttäjä voi valita saman kuvan useamminkin tarkistusta 
varten. 
Suurin osa toiminnallisuudesta on tässäkin pelissä OnGUI-funktiossa, koska 
GUI-elementtejä (Label, Button jne.) voidaan kutsua vain OnGUI-funktiosta tai 
ne voivat olla funktiossa, jota tulee kutsua OnGUI-funktiosta. 
4.6 Testaus 
Koska muistipelisovellusta voi ajaa Unity-ympäristössä, tapahtui ohjelman tes-
tauskin aluksi suoraan tietokoneella ohjelmoinnin yhteydessä. Ohjelmaan oli 
helppo tehdä lisäyksiä ja tarkistaa onnistuminen Unityssa ajamalla. Mobiililait-
teelle siirtyessä havaitsi parhaiden ongelmat objektien sijoittelun suhteen. Slide-
reille piti jäädä riittävästi tilaa, että niitä pystyy käyttämään. Jotkin toiminnot ovat 
myös sellaisia, että ne voidaan testata vain todellisessa ympäristössä. Tällaisia 
olivat esimerkiksi pakotettu portrait-näyttö, näytön skaalautuminen ja Androidin 
escape-näppäimen toiminta. Vaikka Unityssä on mahdollista määrittää Game-
näkymässä simulaatiota varten haluttu resoluutio, ei kaikkea – erityisesti teks-
tejä – pystytä näyttämään täysin oikein. 
Testauksessa käytettiin kolme matkapuhelinta: Sony Xperia U (480 x 854 pikse-
liä, 3,5"), Sony Xperia SP (720 x 1280 pikseliä, 4,6") ja Samsung Galaxy Trend 
Plus (480 x 800 pikseliä, 4"). Lisäksi käytettiin Lenovo A7-40 -tablettitietokonetta 
(800 x 1280 pikseliä, 7"). Pelit toimivat kaikilla näyttöresoluutioilla, eikä laiteriip-
puvuuksista johtuvaa korjaamista ilmennyt. Muuten laitetestauksessa löytyi pie-
niä virheitä, jotka olivat Unity-ympäristössä jääneet huomaamatta. 
4.7 Jatkokehitys 
Jatkokehitystä ohjelmalle keksii helposti lisää. Erilaisia muistipelejä voisi kehit-
tää lisää tai ottaa käyttöön uusimman Unity-version, jossa on parannettu GUI-
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toiminnallisuutta, ja toteuttaa peli sillä. Lisäksi grafiikkoja ja UI:n sommittelua 
voisi miettiä lisää ja parantaa.  
Pelin jakamiseksi on mahdollista viedä se Google Play -kauppaan. Sitä varten 
ohjelma täytyy kääntää Google Android Project -valinnalla Unityssa. Google 
Play kauppaa varten täytyy hankkia kehittäjätili olemassa olevan Google-tilin 
avulla. Kehittäjätilin avaaminen maksaa 25 $, minkä jälkeen on mahdollista jul-
kaista ja hallinnoida sovelluksia Google Playn kehittäjäkonsolissa. Google Play 
-kauppaan laitettava peli voi olla ilmainen tai sille on mahdollista määritellä 
hinta, vaikka alueittain mikäli haluaa. Ilmaissovelluksiin on mahdollista myös liit-
tää mainoksia, joiden näyttämisestä ja mainosten klikkaamisesta voi saada tu-
loja. Mahdollista on myös liittää peleihin ostettavia lisäpalveluita tai muita omi-
naisuuksia. Mainosten näyttämiseen on olemassa useita sovelluksia. Googlen 
oman Admob-palvelun kautta voi näyttää mainoksia, kun Unityyn on asennet-
tuna Google Mobile Ads lisäosa (27). Muita vastaavia mainospalveluita tarjoa-
vat mm. Amazon Ads for Unity 3D (28) sekä Unityn oma Unity Ads (29). 
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5 LOPPUSANAT 
 
Työn tavoitteena oli tutustua Unity3D-pelikehitysympäristöön ja mobiilisovelluk-
sen tekoon sekä saada aikaan Android-alustalla toimiva muistipeli, jossa on 
kolme erilaista peliä. Tavoitteeseen päästiin ja aikataulussa ja vaatimuksissa 
pystyttiin pysymään. Unity3D-ympäristöön liittyy kuitenkin jatkossa vielä paljon 
opeteltavaa. 
Ohjelmointikielenä käyttämäni C# oli minulle uusi tuttavuus, mutta C/C++:aa 
käyttäneenä se ei ollut ongelma. UI:n toteutus pienelle näytölle oli jonkin verran 
aikaa vievää ja vaati paljon säätämistä. Vaikka en ollut harrastanut mobiiliohjel-
mointia, sovelluksen tekeminen Android-laitteelle osoittautui yllättävän yksinker-
taiseksi. Myös tavoitteena olleet toimivuus eri Android-versioilla, skaalautuvuus 
erikokoisille näytöille, tulosten talletus ja vaikeusasteen säätö onnistuivat. Aikaa 
pelikehitys vei ja toisinaan pienen ja yksinkertaiselta tuntuvan asian tekeminen 
oli yllättävän vaikeaa, mutta toisaalta etukäteen vaikeaksi luultu toteutus saattoi 
ratketa helpostikin. Itse opinnäytetyön kirjoittaminen osoittautui myös paljon ai-
kaa vieväksi. 
Pelin lopputulokseen olen suhteellisen tyytyväinen. Ulkoasultaan peli varmaan-
kin voisi olla kauniimpi, mutta toimivuus ja käytettävyys ovat kuitenkin kun-
nossa. Grafiikoiden laatuun ja käyttöliittymän suunnitteluun kannattaa jatkossa 
panostaa sekä opetella toimintapelien ohjelmointia. 
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