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One of the challenges in application development is creating income. In-app purchases 
are nowadays one of the most important sources of income for application developers. 
The knowledge about in-app purchases has become vital for developers. The goal of this 
thesis was to implement a monthly subscription functionality to an application devel-
oped by Pianorobot Oy and therefore create more income for the company. 
 
The main tool used in the project was the Unity game engine. The subscription func-
tionality was implemented for two application markets which are Google Play and App 
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LYHENTEET JA TERMIT 
 
 
APK Android application package, tiedostotyyppi 
IAP In-app purchase eli sovelluksen sisäinen osto, voi viitata 
Applen sovelluksen sisäisten ostojen järjestelmään, mutta 
myös yleisemmin sovelluksen sisäisiin ostoihin 
JSON JavaScript Object Notation on tietoformaatti, jossa tietoa 
käsitellään arvopareina 
Mikromaksu Liikemalli, jossa myydään digitaalisia tuotteita suhteellisen 
pienillä hinnoilla, useimmiten synonyymi sovelluksen sisäi-
sille ostoille 
Skripti Tiedosto, joka sisältää koodia 
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1 JOHDANTO 
 
 
Mobiilisovellusten ja -pelien kaupallistaminen on yksi sovelluskehittäjien suurimmista 
haasteista. Ilmaiseksi ladattavien sovellusten yleistymisen myötä sovellusten sisäiset 
ostot eli mikromaksut ovat nousseet sovelluskehittäjien merkittävimmäksi tulonlähteek-
si. Sovelluksen sisäisten ostojen toteuttamisesta ja suunnittelusta on tullut näin ollen 
elintärkeää kehittäjille. Perinteisempi menetelmä eli kertamaksu ei vaatinut kehittäjältä 
ylimääräisiä toimenpiteitä itse sovelluksen kehityksen lisäksi. Mikromaksujen lisäämi-
nen sovellukseen tai peliin tuo kuitenkin kehittäjälle aina omanlaisia haasteita. Raken-
nettaessa sovellusta mikromaksujen ympärille on niiden vaikutus otettava huomioon jo 
suunnitteluvaiheessa. Usein mikromaksut myös tuovat sovelluksen koko elinkaarelle 
ylimääräisiä kuluja esimerkiksi palvelinten ylläpidon muodossa. Onnistuneiden mikro-
maksujen toteutuksen myötä kehittäjän tulovirta voi kuitenkin kasvaa huomattaviin mit-
toihin. 
 
Opinnäytetyön toimeksiantaja on Pianorobot Oy. Yhtiö kehittää mobiilisovellusta mu-
siikin opiskelun tukemiseen. Tarkoituksena työssä on kehittää toimiva sovelluksen si-
säinen kuukausimaksujärjestelmä, jota toimeksiantaja voi hyödyntää sovelluksessaan. 
Työn tavoitteena on näin ollen tuoda taloudellista hyötyä toimeksiantajalle. Kuukausi-
maksu toteutetaan kahteen viralliseen sovelluskauppaan eli Google Playhin ja App Sto-
reen. Pyrkimyksenä on siis luoda konkreettinen osa sovellusta, jota voi myös tarpeen 
vaatiessa jatkokehittää kattamaan erityyppisiä mikromaksuja. 
 
Opinnäytetyössä käydään läpi erityyppisiä mikromaksuja sekä esitellään sovelluskaup-
pojen toimintaperiaatteita kehittäjän näkökulmasta silloin, kun sovellukseen halutaan 
lisätä sovelluksen sisäisiä tuotteita. Työssä puhutaan myös alustariippumattomasta so-
velluskehityksestä, ja esitellään työkaluja ja niiden valintaan vaikuttavia tekijöitä. Työn 
konkreettinen osuus ja sen tekniset vaatimukset käydään niin ikään läpi. Työn lopussa 
esitellään tuloksia ja mietitään kehittämismahdollisuuksia. Lähdeaineistona opinnäyte-
työssä on käytetty muun muassa palveluntarjoajien dokumentaatiota, artikkeleita, blogi-
tekstejä sekä kirjallisuutta. 
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2 MOBIILISOVELLUSTEN JA -PELIEN MAKSUMALLIT 
 
 
2.1 Mobiilisovelluksen kaupallistaminen 
 
Erilaisia tapoja mobiilisovelluksen kaupallistamiseen on lukuisia. Erilaisia malleja ovat 
esimerkiksi mainokset sovelluksissa, sovelluksen sisäiset ostokset, freemium, tilausmal-
li, ostetut sovellukset sekä yhteistyökumppani tai sponsori (Kanada 2015). Tämä opin-
näytetyö keskittyy nimenomaan sovelluksen sisäisiin ostoksiin, jotka esitellään tarkem-
min seuraavissa alaluvuissa. 
 
Mainoksia sisältävät sovellukset ovat usein ilmaisia ladata. Käyttäjälle näytetään esi-
merkiksi mainoksia pienissä ikkunoissa tai videoissa. Mainosvideoiden katsomisesta 
usein myös palkitaan pelaajaa jollakin tavalla. Mainoksia sisältäviin sovelluksiin voi 
liittyä myös tietojen keräystä ja myyntiä. Tietojen keräyksellä mainontaa pyritään koh-
dentamaan tarkemmin. Mainosten huonona puolena voi olla yksinkertaisesti se, etteivät 
monet ihmiset pidä mainoksista. Mainokset voivat myös huonontaa käyttäjäkokemusta, 
sillä mobiililaitteissa ruututila on aina hyvin rajallinen (Munir 2014). Voikin olla hyvä 
tarjota asiakkaalle myös mahdollisuus käyttää sovellusta ilman mainoksia: esimerkiksi 
suomalaisen Fingersoftin Hill Climb Racing -pelissä mainokset poistuvat, jos käyttäjä 
ostaa pelin sisäisiä tuotteita.  
 
Freemium tulee sanoista free ja premium, ja se tarkoittaa palvelua, jossa käyttäjälle an-
netaan osa tuotteesta ilmaiseksi, mutta jossa koko palvelun käyttäminen maksaa (Tolva-
nen 2007). Käytännössä siis tämänkaltainen sovellus ladataan ilmaiseksi ja tiettyjä osia 
sovelluksesta voi käyttää ilmaiseksi. Lisäominaisuuksien käyttö kuitenkin maksaa. 
Freemiumin avulla kehittäjä voi antaa käyttäjälle esimakua sovelluksesta ilmaiseksi, 
mikä voi houkutella käyttäjän ostamaan maksulliset ominaisuudet. Freemium-
sovelluksen haasteena on löytää oikea tasapaino ilmaisten ja maksullisten ominaisuuk-
sien väliltä: liian vähäinen määrä ilmaisia ominaisuuksia ei välttämättä riitä houkutte-
lemaan käyttäjää maksavaksi asiakkaaksi; liian monen ilmaisen ominaisuuden seurauk-
sena käyttäjä ei välttämättä näe enää syytä maksaa sovelluksesta mitään (Munir 2014). 
 
Tilausmalli on varsin samantyyppinen kuin freemium, mutta ominaisuuksien sijasta 
sovelluksessa rajoitetaan sisältöä (Munir 2014). Tilausmallissa sovellus on yleensä il-
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maiseksi ladattavissa ja pientä osaa sovelluksesta voi testata ilmaiseksi. Tilausmalli on-
kin useimmiten yhden tyyppinen sovelluksen sisäinen osto. Tilausmalli tarjoaa kehittä-
jälle jatkuvaa tuloa, mutta käyttäjiä voi olla vaikea saada sitoutumaan tilaukseen pitkäk-
si aikaa. Jatkuva uuden sisällön tuottaminen onkin usein tärkeää, jotta käyttäjät saadaan 
jatkamaan tilausta. Freemiumin tavoin käyttäjä saa joka tapauksessa ilmaisen sisällön 
perusteella maistiaisen sovelluksesta. Harva peli hyödyntää tilausmallia ja se sopiikin 
kenties paremmin varsinaisiin sovelluksiin. 
 
Sovelluksen myyminen kertamaksulla lienee perinteisin tapa saada sovelluksesta tuloja. 
Kertahinnalla myyminen on kehittäjälle todennäköisesti helpoin vaihtoehto, sillä se ei 
vaadi ylimääräistä työtä. Hyvänä puolena jokainen lataus tuo kehittäjälle tuloa. Kerta-
hinnalla myyminen voi kuitenkin olla varsinkin nykyään haastavaa, sillä monet ihmiset 
ovat jo tottuneet ilmaiseksi ladattaviin sovelluksiin. Munirin (2014) mukaan käyttäjistä 
voi tulla uskollisia asiakkaita sen vuoksi, että he ovat investoineet sovellukseen. Mai-
nosten puuttumisen ansiosta kehittäjä voi myös pitää käyttöliittymänsä selkeänä. (Munir 
2014.)  
 
Yhteistyökumppanin avulla kehittäjä voi esimerkiksi löytää yhteisen kohderyhmän ja 
kohdentaa mainontaa paremmin (Gerber & Rayess 2015). Munir (2014) mainitsee esi-
merkiksi RunKeeper-sovelluksen. Sovelluksen käyttäjälle voidaan tarjota vaikkapa 
juoksulenkin päätteeksi palkinto. Palkinto voi olla esimerkiksi mahdollisuus ostaa jokin 
yhteistyökumppanin tuote alennettuun hintaan. Usein tuotteet liittyvät jollakin tavalla 
sovelluksen aihepiiriin. Tämänkaltainen mainostaminen voi tuntua myös käyttäjältä 
vähemmän häiritsevältä, sillä mainokset esitetään palkintoina, jotka ovat riippuvaisia 
omasta sovelluksen käytöstä. Mitä enemmän sovellusta on käyttänyt, sitä isomman 
alennuksen voi saada. Yhteistyökumppanin hyödyntäminen on suhteellisen uusi tapa 
hankkia tuloja, joten tuloksista ei ole välttämättä varmuutta (Munir 2014). Yhteistyö-
kumppanin hankkiminen jää myös kehittäjän itsensä harteille. Tavallisten mainosten 
sisältö tulee palveluntarjoajilta eikä kehittäjän tarvitse huolehtia kuin mainosten lisää-
misestä sovellukseen. 
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2.2 Sovelluksen sisäiset ostot 
 
Eri sovelluskaupat tarjoavat samankaltaiset vaihtoehdot sovelluksen sisäisille tuotteille. 
Sovelluskaupoista puhuttaessa viitataan tässä opinnäytetyössä Google Playhin sekä App 
Storeen. App Storeen sovelluksen sisäiset ostot tulivat mahdollisiksi vuonna 2009 (Kin-
caid 2009). Google Playhin sisäiset ostot puolestaan tulivat vuonna 2011 (Chu 2011). 
Alussa sovelluksen sisäisten tuotteiden vaihtoehdot olivat rajatummat, mutta sittemmin 
tuotevalikoimaa on laajennettu: tilaukset tulivat mahdollisiksi App Storessa vuonna 
2011 ja Google Playssa vuonna 2012 (Ziegler 2012). 
 
Sovelluksen sisäisiä tuotteita voi luokitella eri tavoin. Sovelluskaupoissa puhutaan esi-
merkiksi kuluvista, kulumattomista sekä kuukausimaksullisista tuotteista. Tuotteita voi 
myös listata niiden ominaisuuksien mukaan: sisältötuotteet, pelaamista helpottavat tuot-
teet, kilpailullista etua antavat tuotteet sekä kustomointiin tarkoitetut tuotteet (Luton 
2013, 91–96). Usein tuote ei kuitenkaan kuulu vain yhteen kategoriaan vaan se voi esi-
merkiksi antaa mahdollisuuden kustomointiin ja samalla helpottaa pelaamista. Sovellus-
ten sisäisiä ostoja hyödyntävien sovellusten vetovoima on siinä, että ne voi ladata il-
maiseksi ja käyttäjä voi itse määritellä paljonko haluaa sovellukseen käyttää rahaa. 
Koska sovellus on ilmainen, käyttäjä ei myöskään menetä mitään testatessaan sitä. Tyy-
pillisesti kaikista pelaajista rahaa käyttää sovellusten sisäisiin tuotteisiin vain noin viisi 
prosenttia (Luton 2013, 28). 
 
 
 
2.2.1 Sovelluksen sisäiset kuluvat tuotteet 
 
Sovelluksen sisäisiä kuluvia tuotteita voi käyttää vain kerran, minkä jälkeen ne häviä-
vät. Näitä tuotteita voi ostaa useita kertoja. Usein kuluvat tuotteet helpottavat ja nopeut-
tavat pelaajan edistymistä; sama edistyminen on mahdollista ilman tuotteiden ostamis-
takin, mutta se on hitaampaa ja vaivalloisempaa. Esimerkkejä kuluvista tuotteista ovat 
vaikkapa pelin sisäinen valuutta tai Hearthstone: Heroes of Warcraft -pelissä (2013) 
ostettavat korttipakat. Yleensä peleissä on niin sanottu core loop eli tapahtumasarja, 
joka pelissä toistuu uudestaan ja uudestaan. Tähän tapahtumasarjaan voidaan lisätä odo-
tusaika, jota pelaaja voi halutessaan lyhentää käyttämällä sovelluksen sisäistä valuuttaa 
(Luton 2013, 52). Esimerkiksi Supercellin Clash Royale -pelissä pelaaja saa arkkuja 
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voittaessaan vastustajansa. Arkkuja avaamalla pelaaja kehittää pelissä käytettäviä kort-
teja ja edistyy pelissä. Arkkujen avaus kestää normaalisti tunteja, mutta sisäisellä valuu-
talla arkun voi aukaista välittömästi. 
 
 
2.2.2 Sovelluksen sisäiset pysyvät tuotteet 
 
Sovelluksen sisäisiä pysyviä tuotteita voi ostaa vain kerran eivätkä ne kulu. Tällaiset 
tuotteet tuovat yleensä sovellukseen lisää sisältöä. Pelissä käyttäjä voi esimerkiksi ostaa 
uusia kenttiä tai hahmoja. Luton (2013) toteaa, että pysyvät tuotteet voivat olla kaupalli-
sesti huonoin vaihtoehto, sillä niitä ei osteta useita kertoja. Tarinavetoisiin peleihin py-
syvän lisäsisällön myyminen voi kuitenkin olla hyvä keino hankkia lisätuloja. (Luton 
2013, 94.) Monet kehittäjät saattavat kuitenkin antaa varsinaisen sisällön ilmaiseksi, ja 
myydä mieluummin kuluvia tuotteita. Toisaalta erilaisia tuotteita on mahdollista myydä 
myös sekaisin. 
 
 
2.2.3 Sovelluksen sisäinen uusiutumaton kuukausimaksu 
 
Sovelluksen sisäinen uusiutumaton kuukausimaksu on tuote, joka antaa oikeuden tiet-
tyyn sisältöön sovelluksessa kuukaudeksi kerrallaan. Kuukausimaksu ei jatku automaat-
tisesti, vaan käyttäjän pitää joka kuukausi ostaa tuote uudestaan. Vain App Store tarjoaa 
uusiutumattoman kuukausimaksun (Creating In-App... 2014). Google Play ei tarjoa var-
sinaista uusiutumatonta kuukausimaksua (In-app Billing API). Tällöin kehittäjä voi 
myydä esimerkiksi kuluvaa tuotetta, joka on toiminnassa kuukauden. 
 
 
2.2.4 Sovelluksen sisäinen uusiutuva kuukausimaksu 
 
Sovelluksen sisäinen uusiutuva kuukausimaksu on tuote, joka antaa oikeuden tiettyyn 
sisältöön niin pitkäksi aikaa kuin tilaus on voimassa. Tilaus uusiutuu itsestään ellei 
käyttäjä peruuta sitä. Tilauksen peruutuksen jälkeen tilaus on voimassa kyseisen lasku-
tuskauden loppuun asti. Tilauskauden pituus voi vaihdella molemmissa sovelluskau-
poissa seitsemästä päivästä vuoteen (Testing In-App Purchase... 2014; In-App Subscrip-
tions). Aikaisempina vuosina erityisesti App Store on suhtautunut nihkeästi peleihin, 
11 
jotka käyttävät uusiutuvaa kuukausimaksua. Alun perin kuukausimaksu oli tarkoitettu 
esimerkiksi lehtisovelluksille, jotka tarjosivat päivittyvää sisältöä. Sittemmin App Store 
on hyväksynyt kuukausimaksullisia sovelluksia, joissa on pelillisiä elementtejä (John-
son 2014). Nykyisestä linjasta on vaikea löytää tietoa, ja App Store todennäköisesti har-
kitsee varsin tapauskohtaisesti hyväksytäänkö kuukausimaksullinen peli kauppaan. 
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3 SOVELLUSKAUPAT 
 
Sovelluskaupat ovat pääasiallinen kanava sovellusten hankintaan. Suosituimmat sovel-
luskaupat varsinkin länsimaissa ovat palveluntarjoajien viralliset sovelluskaupat Google 
Play ja App Store. Tämän lisäksi on monia kolmannen osapuolen sovelluskauppoja. 
Esimerkiksi Kiinassa on valtava määrä kolmansien osapuolien, kuten laitevalmistajien, 
sovelluskauppoja Android-sovelluksille. Kolmannen osapuolen kaupat yrittävät erottua 
joukosta esimerkiksi tarjoamalla päivittäin vaihtuvan ilmaisen sovelluksen tai keskitty-
mällä tietyntyyppisiin sovelluksiin. Ulkopuolisissa kaupoissa voi kuitenkin olla riskinä 
sovellusten mukana tulevat haittaohjelmat (Hill 2015). Yleensä Android-laitteissa onkin 
oletuksena päällä turvallisuusasetus, joka estää tuntemattomista lähteistä sovelluksen 
lataamisen ja asentamisen. Kehittäjän ei ole mikään pakko käyttää sovelluskauppoja, 
virallisia tai kolmannen osapuolen tekemiä. Turvallisuus on kuitenkin tärkeää myös 
kehittäjän kannalta: vaikka kehittäjä tietäisi sovelluksensa olevan täysin turvallinen, 
käyttäjä ei tätä voi tietää. Jos sovelluksen latauksen yhteydessä varoitetaan sovelluksen 
mahdollisista riskeistä, ei se ole hyvää mainosta sovellukselle eikä herätä luottamusta 
käyttäjässä. Virallisissa sovelluskaupoissa ei yleisesti ottaen ole tämänkaltaisia ongel-
mia. 
 
Sovelluskaupoissa on kehittäjän näkökulmasta hyviä ja huonoja puolia. Hyvänä puolena 
sovelluskaupat keskittävät asiakkaat samaan paikkaan. Varsinkin Google Playssa on 
valtava määrä sovelluksia johtuen siitä, että kehittäjämaksut ovat huomattavasti pie-
nemmät App Storeen verrattuna. Tällöin käyttäjien on lähes mahdotonta löytää kaupasta 
tuotteita, joita ei tietoisesti etsi. Samasta syystä laadukkaiden sovellusten löytäminen 
voi myös olla vaikeaa. App Store on kehittäjälle kalliimpi vaihtoehto, mutta toisaalta 
sen valikoima pysyy tiukemman seulan ansiosta laadukkaampana. Sovelluskaupat otta-
vat myyntituloista oman osuutensa, joka on 30% myyntihinnasta. Tämä vähentää tietys-
ti kehittäjän tuloja, mutta toisaalta sovelluskaupat ovat vastuussa varsinaisesta maksu-
liikenteestä. Jos jokainen kehittäjä joutuisi itse huolehtimaan rahaliikenteestä, voisi siitä 
muodostua iso kynnys pienille yrityksille ja yksittäisille kehittäjille.  
 
Sovellusten hallinta sovelluskaupoissa tapahtuu niin sanottujen kehittäjäkonsolien avul-
la. Kehittäjäkonsolin kautta hoidetaan kaikki sovelluskauppoihin liittyvä asiointi: sovel-
lusten lisääminen, tuotekuvaukset, pankkitiedot ja niin edelleen.  
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3.1 Google Play 
 
Google Playn kehittäjäkonsoli on Google Play Developer Console. Käyttääkseen 
Google Playn kehittäjäkonsolia kehittäjän täytyy luoda kehittäjätili sekä maksaa 25 dol-
larin rekisteröitymismaksu (Get Started...). Maksu on kertaluontoinen eikä lisämaksuja 
vaadita palvelun käytöstä. Google Playn sovelluksen sisäisten ostojen järjestelmää kut-
sutaan nimellä In-app Billing. 
 
 
3.1.1 Sovelluskaupan valmistelu tuotteille 
 
Sovellusten sisäisten tuotteiden lisääminen Google Playihin on suhteellisen yksinker-
taista, mutta sitä varten on tehtävä tiettyjä alkuvalmisteluja. Sovellus täytyy ensinnäkin 
lisätä sovelluskauppaan (kuva 1). Tämän lisäksi kehittäjän täytyy luoda kauppiastili. 
Kauppiastili vaaditaan aina, jos kehittäjällä on maksullisia tuotteita. 
 
 
 
KUVA 1. Sovelluksen lisääminen Google Playhin (Google Play Developer Console, 
kuvankaappaus) 
 
Kehittäjän täytyy myös ladata Google Playhin apk-tiedosto, joka sisältää luvan tehdä 
sovelluksen sisäisiä ostoja (kuva 2). Tarkemmin sovelluksen lupiin tutustutaan luvussa 
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viisi. Apk tulee sanoista Android application package ja se on Android-
käyttöjärjestelmän tiedostotyyppi sovellusten asentamiseen. 
 
 
 
KUVA 2. Sovelluksen sisäisten tuotteiden lisäämisen vaatimuksia (Google Play Deve-
loper Console, kuvankaappaus) 
 
 
3.1.2 Tuotteiden lisääminen sovelluskauppaan 
 
Alkuvalmistelujen jälkeen kehittäjä voi lisätä sovellukseensa sovelluksen sisäisiä tuot-
teita. Ensin valitaan tuotetyyppi ja tuotteelle täytyy määrittää nimi, kuvaus sekä hinta. 
Tilauksen ollessa kyseessä kehittäjän täytyy määrittää myös laskutuskauden pituus. Ti-
laukseen voi myös liittää ilmaisen kokeilujakson sekä lisäajan, jolloin käyttäjälle anne-
taan esimerkiksi viikko aikaa korjata hylättyyn maksuun liittyviä ongelmia (In-App 
Subscriptions). Oleellista on myös muistaa aktivoida tuote. 
 
 
3.1.3 Testausympäristö 
 
Google Play mahdollistaa sisäisten ostojen ilmaisen testaamisen. Jotta sovelluksen si-
säiset ostot toimivat, sovellus täytyy julkaista. Tämä koskee myös testausvaihetta. Tes-
tausta varten sovelluksen voi julkaista alpha- tai betatestaukseen, jolloin käyttäjät eivät 
vielä voi ladata sovellusta kaupasta ja kehittäjä voi rauhassa testata sovellusta (Testing 
In-app Billing). Testausta varten voidaan luoda joko avoin tai suljettu testaus. Tämän 
lisäksi on mahdollista luoda testaus käyttäen Google-ryhmiä tai Google+ -yhteisöjä. 
15 
 
Suljetussa testauksessa voidaan luoda sähköpostilista, joiden haltijat voivat osallistua 
testaukseen linkin saatuaan. Avoimeen testaukseen voi osallistua kuka vain linkin saa-
nut käyttäjä. Tässä vaiheessa käyttäjä voi vasta testata itse sovellusta, mutta ei sovelluk-
sen sisäisiä ostoja. Testiostoja varten käyttäjä tarvitsee vielä oikeudet käyttölupatestauk-
seen, jotka määritellään Google Playn kehittäjäkonsolin asetuksista (kuva 3). Testaus-
ympäristössä uusiutuvat tilaukset kestävät päivän riippumatta tilauksen oikeasta pituu-
desta (Testing In-app Billing).  
 
 
 
KUVA 3. Käyttölupatestaus (Google Play Developer Console, kuvankaappaus) 
 
 
3.2 App Store 
 
App Storen kehittäjäkonsoli on iTunes Connect. App Storen kehittäjäkonsolin käyttä-
minen maksaa vuodessa 99 dollaria (Choosing a Membership 2016). ITunes Connect –
kehittäjäkonsolia käytetään myös muihin Applen kauppoihin: iTunes Storeen ja iBook 
Storeen (ITunes Connect 2016). App Storen sovelluksen sisäisten ostojen järjestelmä on 
nimeltään In-App Purchase. 
 
 
3.2.1 Sovelluskaupan valmistelu tuotteille 
 
App Store vaatii Google Playn tavoin alkuvalmisteluja ennen kuin sovelluksen sisäisiä 
tuotteita voi lisätä kauppaan. Applen dokumentaatiossa (2015) todetaan, että Developer 
Program License Agreement -sopimus täytyy olla hyväksytty. Tämän lisäksi sopimus-, 
vero- sekä pankkitietojen täytyy olla ajantasalla. (Adding In-App... 2015.) Maksullisia 
sovelluksia ja sovelluksen sisäisiä ostoja koskeva Paid Applications -sopimus pitää 
myös hyväksyä. Luonnollisesti myös itse sovellus täytyy lisätä sovelluskauppaan. Tär-
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keää on lisätä myös uniikki sovelluksen tunnus, joka on usein muotoa 
com.yhtiönnimi.sovelluksenimi (kuva 4). 
 
 
 
KUVA 4. Sovelluksen tunnus (Adding In-App... 2015) 
 
 
3.2.2 Tuotteiden lisääminen sovelluskauppaan 
 
Kun kaikki tarvittava valmistelu on tehty, voidaan siirtyä sovellusten sisäisten tuottei-
den lisäämiseen. Tuotteiden lisääminen on hyvin samanlaista molemmissa sovelluskau-
poissa: myös App Storessa valitaan tuotetyyppi, hinta, kuvaus sekä mahdollinen tilaus-
jakson pituus. Niin ikään myös App Store tarjoaa vaihtoehdon ilmaiselle koeajalle.  
 
 
3.2.3 Testausympäristö 
 
App Storessa sisäisten ostojen ilmaiseen testaamiseen on App Sandbox -
testausympäristö. Toisin kuin Google Playssa, App Storessa ei tarvitse ladata minkään-
laista versiota sovelluksen sisäisten ostojen testausta varten. Testaamiseen riittää, että 
luo testitunnukset kehittäjäkonsolista. Testiympäristössä tilausaikoja on lyhennetty ver-
rattuna oikeisiin aikoihin: kuukausi vastaa viittä minuuttia, kaksi kuukautta kymmenen 
minuuttia ja niin edelleen (Testing In-App Purchase... 2014). 
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3.3 Sovellusten tarkastusprosessi 
 
Kun sovellus lopulta halutaan julkaista sovelluskaupoissa, se joutuu käymään läpi 
kauppojen oman tarkastusprosessin. Prosessin aikana tarkastetaan muun muassa sisäl-
tääkö sovellus haittaohjelmia ja onko se kaupan sääntöjen mukainen. Kauppojen sovel-
lusten tarkastusprosesseissa on tiettyjä eroja. App Storen prosesseista ei juuri löydy mi-
tään varmaa tietoa, mutta todennäköisesti prosessiin kuuluu ihmisen suorittama tarkas-
tus sekä ohjelmiston suorittama automaattinen tarkastus. Google Playssa sovelluksen 
tarkastusprosessi oli aiemmin täysin automatisoitu, mutta nykyisin ohjelmiston lisäksi 
tarkastukseen osallistuu ihminen (Perez 2015). Google Playn tarkastusprosessissa kestää 
yleensä korkeintaan muutamia tunteja. Applen tarkastus kestää pisimmillään jopa useita 
viikkoja. Applea onkin usein kritisoitu tarkastusprosessin hitaudesta. Hidas tarkastus-
prosessi voi vaikeuttaa sovelluksen samanaikasta julkistamista eri alustoille sekä esi-
merkiksi ohjelmointivirheiden nopeaa korjaamista. 
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4 ALUSTARIIPPUMATON SOVELLUSKEHITYS 
 
Monet sovelluskehitysohjelmistot ja pelinkehitysohjelmistot eli pelimoottorit tarjoavat 
nykyään mahdollisuuden tehdä ohjelmisto usealle eri alustalle eli ne tarjoavat alusta-
riippumattomuutta. Alustariippumattomuus yleisesti tarkoittaa sitä, ettei alustaa, jolle 
ohjelmistoa tehdään, tai jolla sitä suoritetaan, ole rajoitettu vain yhteen. Alustariippu-
mattomat ohjelmistot voi jakaa kahteen eri tyyppiin (PCMag) riippuen siitä, millä taval-
la ohjelmistokoodi käännetään eli tuotetaan alustalle. Ensimmäisessä vaihtoehdossa 
ohjelmistokoodi käännetään erikseen joka alustalle. Tällöin joka kohdealustalla on usein 
oma lähdekoodinsa. Toisessa vaihtoehdossa yksi  lähdekoodi muutetaan sellaiseen muo-
toon, jota kukin kohdealusta ymmärtää. (PCMag). Natiivissa ohjelmistokehityksessä 
tuotteet tehdään alustan omalla kehitysympäristöllä: esimerkiksi Androidille sovelluksia 
tehdään Java-ohjelmointikielellä ja iOS:lle Objective-C- tai Swift-ohjelmointikielellä. 
Tällöin sovellusten saaminen toiselle käyttöjärjestelmälle ei onnistu helposti. Tästä 
syystä hyvin usein hyödynnetään ohjelmistoja, jotka tukevat lukuisia alustoja.  
 
 
4.1 Työkalujen vertailu 
 
Sovelluskehitykseen on tarjolla monia erilaisia vaihtoehtoisia työkaluja. Pelimoottorit 
ovat ohjelmistoja, joiden avulla tehdään pelejä. Niiden tavoitteena on tarjota valmis 
pohja pelinkehittäjille, jotta jokaisen ei tarvitse luoda kaikkea alusta lähtien itse. Peli-
moottorit keskittyvät peleihin, mutta mikään ei estä hyödyntämästä niitä myös sovellus-
kehityksessä, jos moottori vain tukee mobiilialustoja. Monien pelimoottoreiden vahvuu-
tena onkin laaja tuki eri alustoille. Tässä opinnäytetyössä pelimoottorilla tarkoitetaan 
kokonaisia ohjelmistoja, jotka sisältävät graafisen käyttöliittymän, kehitysnäkymän ja 
esimerkiksi sisäänrakennetun fysiikkamoottorin. Fysiikkamoottorin avulla voidaan hel-
posti toteuttaa painovoima ja peliobjektien välinen vuorovaikutus. Toisekseen on oh-
jelmistoja, jotka keskittyvät sovelluskehitykseen, mutta tarjoavat pelimoottoreiden kal-
taista alustariippumattomuutta. Lisäksi on kolmannen osapuolen tekemiä lisäohjelmisto-
ja tai lisäosia, jotka tarjoavat johonkin valmiiseen ohjelmistoon lisäominaisuuksia.  
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4.1.1 Unity 
 
Unity on yksi suosituimmista pelimoottoreista varsinkin mobiilipelien kehityksessä. Sen 
alustatarjonta kattaa lähes kaikki nykyiset alustat mobiilista pelikonsoleihin (Unity 
Technologies 2016). Unity tarjoaa helpon graafisen käyttöliittymän, jolla hallinnoidaan 
ja luodaan pelimaailmaa ja -objekteja. Unity on saatavilla niin ilmaisena kuin maksulli-
senakin. Unityn parhaita puolia on itse ohjelmiston lisäksi sen levinneisyys. Internetistä 
löytyy valtava määrä Unity-aiheisia keskusteluja ja yleensä ongelmaan kuin ongelmaan 
on tarjolla vastaus. Tämän lisäksi Unityllä on asset-kauppa, jossa on tarjolla ilmaiseksi 
ja maksullisesti suuri määrä erilaisia tekstuureja, materiaaleja, 3d-malleja ja niin edel-
leen. Unityn on kehittänyt Unity Technologies.  
 
 
4.1.2 Unreal Engine 4 
 
Unreal Engine on Epic Gamesin alunperin omaan käyttöön kehittämä pelimoottori. Uu-
sin versio Unreal Engine 4 julkaistiin yleiseen käyttöön vuonna 2014 (Flanagan 2014). 
Unreal Engine on tunnetumpi konsoli- ja pc-pelien kehitystyökaluna, vaikka myös se 
tukee mobiilialustoja. Unreal Engine 4 on ilmainen, mutta kehittäjältä vaaditaan tietyn 
tulomäärän ylitettyään viittä prosenttia tuloista (Epic Games 2016). Unreal Engine 4 on 
graafisesti yksi näyttävimmistä pelimoottoreista. Sen partikkelijärjestelmä voi käsitellä 
jopa miljoonia partikkeleita samanaikaisesti (Masters 2015). Unrealin yhtenä etuna on 
Blueprint-järjestelmä, jonka avulla kehittäjällä on mahdollisuus käyttää graafista käyttö-
liittymää ohjelmointiin.  
 
 
4.1.3 Xamarin 
 
Xamarin on alun perin samannimisen yhtiön kehittämä alustariippumaton ohjelmisto 
sovelluskehitykseen. Xamarin keskittyy nimenomaan sovelluskehitykseen, vaikka siitä-
kin löytyy ominaisuuksia pelien kehittämiseen. Xamarinin alustat ovat ensisijaisesti 
Android ja iOS. Xamarin käyttää C#-ohjelmointikieltä. Ohjelmiston hyviä puolia ovat 
(Estaun 2015) muun muassa toimiva ja kehittyvä ohjelmisto sekä kasvava yhteisö pro-
jektin ympärillä. Jatkuva kehitys myös takaa aktiivisen tuen. Huonoja puolia ovat esi-
merkiksi käyttöliittymiin liittyvät ongelmat sekä ohjelmointivirheet, joita tosin löytyy 
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lähes jokaisesta alustariippumattomasta ohjelmistosta johtuen ylimääräisestä kerrokses-
ta alustakohtaisen järjestelmän päällä. (Estaun 2015.) Nykyisin Xamarinin omistaa Mic-
rosoft ja ohjelmisto on sisällytetty Microsoft Visual Studio -ohjelmistoon (Lardinois 
2016). 
 
 
4.2 Unity lisäosat 
 
Lisäosien tarkoituksena on ennen kaikkea helpottaa kehittäjän työtä. Sovellusten sisäis-
ten ostojen tapauksessa lisäosan tarkoitus on hoitaa eri alustojen natiivin prosessoinnin, 
kuten yhteyden ottamisen palveluntarjoajien palvelimille. Tällöin sovelluskehittäjä voi 
keskittyä oman sovelluksensa toiminnallisuuteen eikä hänellä esimerkiksi ole välttämät-
tä tarvetta opetella Unityn ulkopuolisia ohjelmointikieliä. Lisäosien kehittäminen itses-
sään ei välttämättä ole yksinkertaista eikä sovelluskehittäjällä todennäköisesti ole mie-
lenkiintoa ryhtyä kehittämään omaa lisäosaa. Tällöin valmiit lisäosat ovat tärkeitä työ-
kaluja ja nopeuttavat kehittäjän työtä merkittävästi. Oikea lisäosa on oleellinen työkalu 
toteutettaessa sovelluksen sisäisiä maksuja Unityllä. Aiemmin Unityllä ei ollut tukea 
sovelluksen sisäisille maksuille, mutta opinnäytetyöprojektin aikana se julkaistiin. Pro-
jektin suhteen liian myöhäinen tuki kuitenkin pakotti hyödyntämään lisäosia. 
 
 
4.2.1 Prime31 In App Purchasing Combo 
 
Prime31 on yksi suurimmista Unity-lisäosien kehittäjistä. Prime31:n lisäosista suurin 
osa auttaa kehittäjää saamaan eri palveluita Unityllä tehtyyn sovellukseen tai peliin. 
Esimerkiksi Social Networking Plugin (Prime31) auttaa integroimaan sosiaalisen medi-
an palveluita, kuten Facebook ja Twitter, osaksi peliä. AdMob Plugin puolestaan tukee 
mainosten lisäystä Android-sovellukseen. (Prime31.) Lisäosia on tarjolla Androidille, 
iOS:lle, Macille sekä Windows-puhelimille. Tämän lisäksi Prime31 on tehnyt joihinkin 
lisäosiin Androidista ja iOS-versiosta yhdistetyn version. Nämä yhdistetyt lisäosat pitä-
vät sisällään käyttöjärjestelmäkohtaiset versiot, mutta myös ylimääräisen ”kerroksen” 
yhdistämään eri alustat. Prime31:n lisäosat ovat maksullisia. 
 
Projektin kannalta oleellinen lisäosa on In App Purchasing Combo tai IAP Combo. Tä-
mä lisäosa pitää sisällään alustakohtaiset lisäosat Google In App Billing Plugin Androi-
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dille sekä StoreKit iOS:lle ja se maksaa 130$. Unityn tavoin Prime31-lisäosilla on suuri 
yhteisö, joten ongelmanratkaisuun löytyy helposti apua. Prime31:n aktiivinen tuki aut-
taa myös nopeasti ongelmatilanteissa.  
 
 
4.2.2 SOOMLA Store - In App Purchase 
 
Store - In App Purchase on SOOMLAn kehittämä lisäosa sovellusten sisäisiin ostoihin 
ja se on saatavilla ilmaisena ja maksullisena. Maksullisen version hinta on 50$. Ilmai-
sessa ja maksullisessa versiossa ei käytännössä ole eroa, mutta halutessaan lisäosan il-
maiseksi käyttöönsä kehittäjä joutuu osallistumaan SOOMLAn GROW-ohjelmaan. 
GROW on alusta, jolla kehittäjät jakavat ja keräävät tietoa asiakkaiden osto- ja pelikäyt-
täytymisestä (SOOMLA 2015). Jakamalla omaa tietoaan kehittäjä saa vastineeksi myös 
muiden tietoja. Maksullisessa versiossa ei GROW-ohjelmaan osallistuminen ole välttä-
mätöntä. 
 
Store - In App Purchase tarjoaa samassa paketissa tuen Androidille, iOS:lle sekä Ama-
zonille. Lisäosa tarjoaa tuen kuluviin ja pysyviin tuotteisiin, mutta se ei kuitenkaan ai-
nakaan kirjoitushetkellä tue tilausmallia. SOOMLAn vahvuuksia on niin ikään sen le-
vinneisyys ja aktiivinen yhteisö sekä tuki. 
 
 
4.3 Työkalujen valinta 
 
Työkalujen valintaan vaikuttivat toimeksiantajan vaatimukset ja työkalujen sopivuus 
projektiin. Unityn käyttäminen projektissa oli itsesäänselvää, sillä Pianorobot on toteu-
tettu sillä. Toimeksiantajan alkuperäiseen valintaan on vaikuttanut alustariippumatto-
muus sekä Unityn yleisyys mobiilikehityksessä. Prime31:n lisäosa valikoitui ennen 
kaikkea sen perusteella, ettei SOOMLAn vastaava tue tilausmallia. Dokumentointi Pri-
me31:lla  voisi olla parempikin, mutta aktiivinen tuki auttaa ongelmatilanteissa ja mo-
nista ongelmakohdista on jo olemassa valmiita vastauksia. Lisäksi projektissa hyödyn-
netään ilmaista JSONObject-lisäosaa, jonka avulla käsitellään JSON-objekteja. JSON 
on tietoformaatti, jossa tietoa käsitellään arvopareina. Muita projektissa hyödynnettäviä 
ohjelmistoja olivat ohjelmointiin tarkoitettu Microsoft Visual Studio ja Applen kehitys-
ympäristö Xcode. 
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Yleisesti työkalujen valintaan vaikuttavia tekijöitä on useita. Yksittäisille kehittäjille ja 
pienille yrityksille hinta voi olla ratkaiseva tekijä. Laadukkaasta ja hyödyllisestä työka-
lusta pitää kuitenkin olla valmis maksamaan tarpeen vaatiessa. Ohjelmointikieli voi 
myös olla tärkeä tekijä työkalun valinnassa: jos työkalu hyödyntää tuttua ohjelmointi-
kieltä, sen käyttöönotto on aina helpompaa ja nopeampaa. Toisaalta hyvä ohjelmoija 
pystyy omaksumaan uuden kielen kohtuullisen nopeasti eikä uuden opettelusta varsin-
kaan ohjelmistoalalla ole haittaa. Oleellinen tekijä työkalun valinnassa on myös millais-
ta sovellusta ollaan kehittämässä. Pelinkehityksessä pelimoottori on varsin helppo valin-
ta, mutta entä jos kehittää sovellusta, joka ei ole varsinainen peli, mutta jossa on pelilli-
siä elementtejä. Tällöin kehittäjän täytyy pohtia eri työkalujen vahvuuksia. Pelimoottorit 
tarjoavat graafiseen esitykseen parempia työkaluja, mutta kenties puhtaaseen sovellus-
kehitykseen keskittyvä ohjelmisto tarjoaa parempia vaihtoehtoja vaikkapa valikoiden 
tekemiseen. 
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5 TOTEUTUS 
 
 
5.1 Lisäosan käyttöönotto 
 
Lisäosan käyttöönotto aloitetaan tuomalla se Unity-projektiin. Lisäosa pitää sisällään 
omat skriptit Androidille (nimeltään In App Billing Plugin) ja iOS:lle (nimeltään Store-
Kit) sekä skriptejä, joilla voidaan kutsua kerralla molempien alustojen funktioita (nimel-
tään IAP Combo). Skriptit ovat tiedostoja Unityssä, jotka sisältävät koodia. IAP Com-
bon hyödyntäminen käytännössä vain vähentää kutsuttavien funktioiden määrää, kun 
pystytään yhdellä funktiolla aloittamaan molemmat ostoprosessit. Aloituksen jälkeen 
siirrytään alustojen omiin funktioihin, mikä onkin välttämätöntä, sillä eri alustojen pro-
sessit poikkeavat toisistaan. Voidaan esimerkiksi kutsua IAP-luokan funktiota re-
questProductData, joka samalla kertaa aloittaa tiedonhaun molemmilla alustoilla. 
Unityssä on mahdollisuus hyödyntää esiprosessori direktiivejä, jotka ovat ikään kuin 
ehtoja käyttää tiettyä osaa koodista riippuen millä alustalla toimitaan (kuva 6). Lopputu-
loksena voidaan siis kutsua yhtä funktiota ja direktiivien perusteella tiedonhaku aloite-
taan halutulla alustalla. Tällöin ei synny myöskään tarvetta muokata koodia joka kerta, 
kun alustaa vaihdetaan. Kuvasta kuusi käy myös ilmi, miten IAP Combon funktiosta 
kutsutaan alustakohtaisia funktioita. 
 
public static void requestProductData( string[] iosProductIdentifiers, string[] 
androidSkus, Action<List<IAPProduct>> completionHandler ) 
{ 
_productListReceivedAction = completionHandler; 
#if UNITY_ANDROID 
 GoogleIAB.queryInventory( androidSkus ); 
#elif UNITY_IOS 
 StoreKitBinding.requestProductData( iosProductIdentifiers ); 
#endif 
} 
 
KUVA 6. IAP Combo –lisäosan funktio requestProductData (Microsoft Visual Studio 
Community 2015, Prime31 IAP Combo, kuvankaappaus) 
 
Yleisesti ottaen ostoprosessi on varsin yksinkertainen. Alussa haetaan tiedot myytävistä 
tuotteista. Tämän jälkeen ostetaan haluttu tuote. Onnistuneen oston jälkeen annetaan 
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käyttäjälle ostettu tuote. Kehittäjän kannalta on tärkeää seurata ostoprosessin kulkua. 
Tämä tapahtuu kuuntelijoiden avulla. Kuuntelijat on toteutettu hyödyntämällä tapahtu-
mia. Tapahtuma on menetelmä, jolla pystytään ilmoittamaan kuuntelijalle, että jotakin 
on tapahtunut. Tämän jälkeen kuuntelija voi reagoida tapahtuneeseen halutulla tavalla.  
 
Sisäisissä ostoissa on tärkeää varmistaa, että tuote on todellakin maksettu. Tilausmallis-
sa tämä korostuu, sillä tilausajan kulumista on seurattava jatkuvasti. Yleisesti maksun 
varmistukseen suositellaan omaa palvelinta, jotta maksun kiertäminen olisi vaikeampaa. 
Tämä opinnäytetyö ei kuitenkaan käsittele serveriin liittyvää toiminnallisuutta, joten 
jätämme sen tällä kertaa huomiotta. Ylipäätään maksun varmistukseen liittyviä asioita ei 
esitellä seikkaperäisesti, jotta siihen ei tule ylimääräisiä tietoturvariskejä. Palveluntarjo-
ajien dokumentaatiosta löytyy maksun varmistukseen yleisiä ohjeita, mutta varsinaisen 
toteutuksen joutuu jokainen kehittäjä tekemään itse. Jos kaikissa sovelluksissa käytettäi-
siin samanlaista ratkaisua maksun varmistukseen, olisi mahdollista murtaa yksi sovellus 
ja käyttää sen jälkeen samaa metodia kaikkiin muihinkin sovelluksiin, jotka käyttävät 
samanlaista maksunvarmistusta. 
 
 
5.2 Android 
 
Androidilla pystytään yhdellä komennolla hakemaan kaikki tiedot myynnissä olevista 
tuotteista ja käyttäjän mahdollisista ostoista. Ensimmäiseksi täytyy kuitenkin tarkastaa 
tuetaanko sisäisten ostojen tekemistä laitteella. Tuen tarkastaminen ja maksujärjestel-
män alustus tapahtuu kutsumalla GoogleIAB-luokan init-funktiota. Alustamista varten 
kehittäjä tarvitsee sovelluksen lisenssiavaimen, joka löytyy Google Playn kehittäjäkon-
solista. Jos ostoja tuetaan, voidaan siirtyä tietojenhakuun. Jos tuen tarkastus epäonnistuu 
esimerkiksi internetin puutteen takia, ei prosessissa voida edetä. Onnistuneen tiedon-
haun jälkeen tiedot palautuvat JSON-objektina. Lisäosa kuitenkin muuttaa tiedot kehit-
täjän puolesta string-tyyppisiksi muuttujiksi GooglePurchase- ja GoogleSkuIn-
fo-luokissa. Alkuperäisen JSON-objektin saa myös luettavaksi tekstimuodossa. Tie-
donhaku pyritään tekemään taustaprosessina esimerkiksi latausruutujen aikana, jotta 
käyttäjän käyttökokemus ei häiriinny. 
 
Jos käyttäjällä ei vielä ole ostoksia tehty sovelluksessa, tiedonhaku palauttaa pelkästään 
tiedot eri tuotteista. Projektissa tuotteena on siis vain kuukausitilaus eli tiedonhaku pa-
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lauttaa yhden tuotteen tiedot. Onnistuneen tiedonhaun jälkeen käyttäjä voi siirtyä osta-
maan tuotteita. Ostotapahtumaa varten tarvitaan tuotteen tunnus, joka on määritelty 
Google Playssa siinä vaiheessa, kun tuote on lisätty kauppaan. Jos testitunnus on val-
misteltu oikein, testausvaiheessa ostoikkuna ilmoittaa kyseisen ostoksen olevan testi, 
jota ei veloiteta. Muutoin tapahtumaa käsitellään oikeana ostona ja lisäosassa tapahtu-
mat myös laukeavat oikean oston mukaisesti. Ostotapahtumaa voi myös testata staatti-
silla vastauksilla (Testing In-app Billing). Oikean tuotteen tunnuksen sijasta voidaan 
käyttää esimerkiksi android.test.purchased- tai android.test.canceled-tunnusta (kuva 7). 
Staattiset vastaukset ovat hyödyllisiä testauksen alkuvaiheessa, jolloin kehittäjä ei ole 
välttämättä vielä lisännyt kauppaan omaa sovellustaan. Vaikka testiostossa veloitusta ei 
tapahdu, tunnukselle täytyy lisätä maksutiedot. Staattisilla tunnuksilla testattaessa tämä 
ei kuitenkaan ole tarpeellista (kuva 8). 
 
if( GUILayout.Button( "Purchase Test Product" ) ) 
{ 
GoogleIAB.purchaseProduct( "android.test.purchased" ); 
}  
  
if( GUILayout.Button( "Consume Test Purchase" ) ) 
{ 
 GoogleIAB.consumeProduct( "android.test.purchased" ); 
}  
  
if( GUILayout.Button( "Test Unavailable Item" ) ) 
{ 
 GoogleIAB.purchaseProduct( "android.test.item_unavailable" ); 
} 
 
KUVA 7. Staattiset testiostot on sisällytetty Prime31:n lisäosaan (Microsoft Visual Stu-
dio Community 2015, Prime31 IAP Combo, kuvankaappaus) 
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KUVA 8. Google Playn ostoikkuna testattaessa staattisilla tunnuksilla (Testisovellus, 
kuvankaappaus) 
 
Androidilla ostoprosessia seurataan GoogleIABEventListener-luokan avulla. 
Aina kun ostoprosessissa tapahtuu jotain, tapahtuma laukeaa. Esimerkiksi tiedonhaun 
jälkeen kutsutaan funktiota, joka ilmoittaa tiedonhaun onnistuneen tai funktiota, joka 
ilmoittaa tiedonhaun epäonnistuneen. Tapahtumien avulla kehittäjä voi aina varmistua, 
että kaikki ostoprosessin vaiheet suoritetaan onnistuneesti. Onnistuneen ostotapahtuman 
jälkeen voidaan ostotietojen, kuten esimerkiksi oston ajankohdan, perusteella seurata 
tilausajan kulumista. Oston ajankohta palautuu millisekunteina. Tämä aikaformaatti on 
niin sanottu Unix epoch aika, joka lasketaan sekunteina päivämäärästä 1.1.1970 lähtien. 
Kannattaa huomata, että tavalliselle 32-bittiselle integer-muuttujalle tämänhetkinen aika 
millisekunteina on jo liian iso. Ratkaisuna voi yksinkertaisesti pudottaa millisekunnit 
pois. Androidilla haetut tiedot tallennetaan automaattisesti Google Play -sovelluksen 
välimuistiin (In-app Billing API). Tietojen hakua tehdessä tietoja ei aina haeta Googlen 
palvelimilta, vaan hyödynnetään välimuistia prosessin nopeuttamiseksi. Jos välimuisti 
on tyhjennetty tai tyhjentynyt, tieto haetaan Googlen palvelimilta.  
 
Käyttäjä saattaa huomata ladatessaan sovelluksia, että tietty sovellus sisältää erilaisia 
lupia. Sovellus voi esimerkiksi vaatia lupaa kameran tai mikrofonin käyttöön, internet-
yhteyden hyödyntämiseen tai vaikkapa pikakuvakkeen luomiseen. Myös sovelluksen 
sisäiset ostot tarvitsevat oman luvan. Lupa määritellään xml-tyyppisessä, AndroidMa-
nifest-nimisessä tiedostossa. Tarvittavat luvat on pakko lisätä, jotta halutut ominaisuu-
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det toimivat sovelluksessa. Ylimääräisiä lupia ei kuitenkaan ole tapana lisätä, vain ne 
joita sovellus todella tarvitsee. 
 
 
5.3 IOS 
 
IOS-käyttöjärjestelmällä maksuprosessi poikkeaa hieman Androidin vastaavasta. 
IOS:lla ei tarvita minkäänlaista alustusta maksujärjestelmään, vaan prosessi voidaan 
aloittaa suoraan hakemalla tiedot myytävistä tuotteista. Androidista poiketen tiedonhaku 
palauttaa tiedot vain myytävistä tuotteita eikä se pidä sisällään tietoja ostetuista tuotteis-
ta. Kaikki tiedot ostotapahtumista ja ostetuista tuotteista löytyvät digitaalisesta kuitista. 
ITunes Connect -kehittäjäkonsolissa tuotteille on määritelty tunnukset, jotka lisätään 
string-tyyppiseen taulukkoon. Tämä taulukko välitetään parametrina eteenpäin, jotta 
tiedonhaku palauttaa tiedot halutuista tuotteista. Myös iOS:lla tuotetiedot palautuvat 
JSON-objektina, joka muutetaan string-muuttujiksi StoreKitProduct-luokassa. 
 
IOS:lla ostoprosessin seuraaminen tapahtuu StoreKitEventListener-luokan 
avulla. Androidin vastaavan luokan tavoin tämä luokka sisältää tapahtumat jokaista pro-
sessin onnistunutta ja epäonnistunutta vaihetta varten. Kun tiedonhaku on suoritettu 
onnistuneesti, voidaan siirtyä ostamaan tuotetta. Testausvaiheessa tuli ilmi, että jos osto-
tapahtuman aloittaa monta kertaa peräkkäin, sovellus kaatuu. On siis syytä lukita sovel-
luksen ostonappi silloin, kun ostoprosessi on jo aloitettu. Tapahtumien avulla on helppo 
seurata, milloin nappi tulee taas aktivoida. Jos ostaminen suoritetaan onnistuneesti, tie-
dot ostosta ovat kuitissa, joka palautuu base64-koodattuna tekstinä. Tämän jälkeen on 
suositeltavaa tehdä kuitin validointi eli varmistus, että maksu on todellakin oikeasti ta-
pahtunut. Kuitin voi varmentaa kahdella tapaa: paikallisesti tai palvelimella. Palvelinta 
hyödyntäen kuitti lähetetään omalta palvelimelta Applen serverille, joka hoitaa vali-
doinnin ja palauttaa ostotiedot (Validating Receipts With... 2015). Lokaalisti validoita-
essa vertaillaan tiettyjä kuitista löytyviä arvoja (Validating Receipts Locally 2015). Tar-
kemmat ratkaisut maksun varmennukseen jäävät jokaisen kehittäjän omille harteille. 
Onnistuneen varmennuksen jälkeen tiedot joka tapauksessa palautuvat JSON-objektina, 
josta löytyy muun muassa ostohetki. Jälleen oston ajankohtaa hyödyntämällä voidaan 
seurata tilausajan kulumista. 
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IOS-sovellukset hyödyntävät myös lupia. IOS:lla luvat voidaan määritellä käyttämällä 
sen natiivia kehitystyökalua Xcodea (kuva 9). Xcoden käyttö on muutenkin pakollista, 
sillä Unity ei pysty suoraan tuottamaan valmista iOS-sovellusta. Sen sijaan Unity val-
mistaa ensin Xcode-projektin, joka avataan Xcodella. Tämän jälkeen Xcode valmistaa 
projektista valmiin sovelluksen, joka voidaan ladata sovelluskauppaan. Tämän välivai-
heen takia iOS-sovelluksen rakentaminen Unityllä on huomattavasti hitaampaa kuin 
Android-sovelluksen. Androidille rakentaessa Unity pystyy valmistamaan suoraan val-
miin apk-tiedoston ilman mitään välivaiheita. 
 
 
 
KUVA 9. Lupien määrittely Xcodessa (Adding Capabilities 2016) 
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6 POHDINTA 
 
Opinnäytetyön tuloksena valmistui kuukausimaksujärjestelmä Pianorobot-sovellukseen. 
Testausvaiheessa kuukausimaksu toimi lähes moitteetta. Ajoittaisia toimintahäiriöitä 
ilmeni toisinaan johtuen mahdollisesti testausympäristön puutteista. Ainakin alustavasti 
kuukausimaksu on toiminut myös julkaisuversioissa. Tavoitteen täyttymisestä eli talou-
dellisen hyödyn tuomisesta toimeksiantajalle on vielä opinnäytetyön kirjoitusvaiheessa 
vaikea sanoa. Aika näyttää onko kuukausimaksu tuottanut tulosta. Työn tarkoitus täyttyi 
ja toimeksiantaja sai sovellukseensa kuukausimaksun Google Playhin ja App Storeen. 
Toimeksiantaja on vaikuttanut tyytyväiseltä tuotokseen ja toivon mukaan opinnäytetyön 
ohessa työyhteisö on saanut hyödyllistä perustietoutta sovelluksen sisäisistä ostoista. 
 
Tietämykseni sovelluksen sisäistä ostoista ennen projektia oli hyvin vähäistä. Opinnäy-
tetyöprosessin aikana olen oppinut paljon ostojen teknisestä toteutuksesta. Sovellus-
kauppojen toimintaperiaatteet ja erot niiden välillä ovat myös selkiytyneet huomattavas-
ti. Vaikka jokainen sovellus vaatii yksilöllistä valmistelua mikromaksujen osalta, tämän 
projektin myötä pystyn jatkossa soveltamaan tietojani myös muihin projekteihin ja so-
velluksiin. Vaikka mikromaksujen teknisestä toteutuksesta oppikin paljon, monia asioita 
jäi vielä hämärän peittoon. Kuukausimaksu itsessään on varsin yksinkertainen malli: 
tilaa tuote niin saat sisällön käyttöösi. Kokonaisten pelinsisäisten valuuttajärjestelmien 
suunnittelu ja toteutus sekä niiden liittäminen osaksi pelin mekaniikkoja ovat kenties 
vielä isompi haaste. Koska tässä projektissa käytettiin Unitya, oppimismahdollisuuksia 
jäi myös mikromaksujen toteuttamiseen natiiveihin ympäristöihin. Varsinkin mobiilipe-
lin kehityksessä Unity on toisaalta hallitseva ohjelmisto, joten muiden ympäristöjen 
opettelun tarve on kenties vähäisempi. 
 
Jatkokehittelyssä olisi mahdollista tehdä sovelluksen maksujärjestelmästä monipuoli-
sempi: siihen voisi esimerkiksi lisätä tuki erityyppisille sovelluksen sisäisille ostoille 
pelkän kuukausimaksun sijaan. Riippuen siitä, mihin itse sovellusta kehitetään tähän ei 
toki välttämättä ole tarvetta. Sovelluskauppojen mahdollisuutta testaukseen asiakkailla 
voisi myös hyödyntää monipuolisemmin. Yhtenä kasvavana alana tietojenkeräys ja 
hyödyntäminen mobiilikehityksessä tarjoavat lukuisia vaihtoehtoja jatkokehitykseen. 
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