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resumo A evoluc¸a˜o tecnolo´gica e´ algo que sempre esteve presente na vida do ser
humano desde os seus primo´rdios ate´ aos dias de hoje, numa relac¸a˜o que
cresceu e continua a crescer a um ritmo alucinante. Atualmente, o pa-
radigma que atravessa qualquer atividade econo´mica consiste em otimizar
os recursos com o objetivo de maximizar a produc¸a˜o atrave´s da evoluc¸a˜o
tecnolo´gica. Na produc¸a˜o agr´ıcola isto na˜o e´ excec¸a˜o e, por esse motivo, os
mecanismos de monitorizac¸a˜o dos paraˆmetros que influenciam a quantidade
e a qualidade da produc¸a˜o comec¸am a ser indispensa´veis e preponderantes
no sucesso do nego´cio. Desta forma, no cultivo da Salico´rnia, uma planta
que cresce na zona da Ria de Aveiro, tambe´m e´ essencial a criac¸a˜o de um
sistema que permita monitorizar e ajudar a controlar as condic¸o˜es ideais do
cultivo da espe´cie.
Esta dissertac¸a˜o tinha como principal objetivo o projeto e a implementac¸a˜o
de um sistema de informac¸a˜o para o controlo e monitorizac¸a˜o do cultivo
da Salico´rnia, em colaborac¸a˜o com uma empresa da regia˜o de Aveiro e o
Departamento de Biologia da Universidade de Aveiro. O sistema desenvol-
vido e´ uma soluc¸a˜o de baixo custo e eficaz na aquisic¸a˜o, processamento e
armazenamento de dados. Adicionalmente, este sistema encontra-se estru-
turado para poder ser aplicado noutros contextos para ale´m do cultivo da
Salico´rnia.

keywords Salicornia, information system, web platform, monitoring, remote control,
REST API, hardware simulation, video surveillance system
abstract Technological evolution has always been present in the life of humanity from
its beginnings to the present, in a relationship that has grown and continues
to grow at an amazing rate. The paradigm, transversal to any economic
activity, consists in resource optimization with the objective to maximize
production through the technological evolution. In agricultural production
this is not exception, and for this reason, the monitoring mechanisms of
the parameters that influence the quantity and quality of production are
becoming indispensable and preponderant in the success of the business.
Thus, in the cultivation of Salicornia, a plant that grows in the Ria de
Aveiro, is also essential create a system that allows monitor and help to
control the optimal conditions of cultivation of the specie.
The main goal of this thesis was the project and the implementation of an
information system for the control and monitoring of the Salicornia pro-
duction in collaboration with a company of the region of Aveiro and the
Department of Biology of the University of Aveiro. The developed system
is a low-cost and effective solution for data acquisition, processing and sto-
rage. In addition, this system is structured to be applied in other contexts
beyond the Salicornia cultivation.
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1Introduc¸a˜o
O cont´ınuo crescimento da populac¸a˜o mundial trouxe consigo um massivo aumento da
explorac¸a˜o dos recursos naturais do planeta Terra, tais como plantas, animais e minerais.
As plantas sa˜o usadas pelos seres humanos desde a antiguidade tanto para a alimentac¸a˜o
como para o tratamento de diversas doenc¸as. Muitas das espe´cies que surgem no mundo,
numa primeira fase sa˜o consideradas pragas. Contudo, e apo´s alguns estudos intensivos,
sa˜o descobertas verdadeiras preciosidades devido a`s propriedades que apresentam[1][2]. Um
exemplo disso e´ a planta que servira´ de contexto a` elaborac¸a˜o desta dissertac¸a˜o, denominada
por Salicornia ramosissima. Esta e´ uma planta suculenta adaptada a ambientes aqua´ticos
com elevado teor de sal que cresce ao longo dos estua´rios e sapais (salinas) costeiros do
Mediterraˆneo[3]. Esta planta e´ utilizada para os mais diversos fins nomeadamente, como
substituto do sal marinho[4].
Nos dias de hoje, nos processos de agricultura intensiva, ha´ necessidade de otimizar os
mecanismos de produc¸a˜o controlando certos aspetos ambientais para obter o maior proveito
dos recursos e, ao mesmo tempo, a garantia da qualidade dos produtos. Assim, torna-se ful-
cral conhecer as condic¸o˜es ideais para o melhor crescimento da espe´cie. Para entender quais
os fatores que influenciam esse desenvolvimento, e´ necessa´ria a existeˆncia de equipamentos
sensoriais que recolham e transmitam os dados obtidos, a fim de serem analisados e proces-
sados. Por outro lado, e´ essencial garantir que esses paraˆmetros se encontram dentro dos
valores o´timos atrave´s de mecanismos inteligentes capazes de atuar e desencadear processos
de correc¸a˜o ao sistema sempre que o ambiente esta´ fora desses paraˆmetros.
Uma vez que o cultivo da Salico´rnia e´ relativamente recente, existe um grande interesse,
por parte dos bio´logos e dos agricultores, em entender de que forma certos paraˆmetros podem
influenciar o crescimento da espe´cie, com a intenc¸a˜o de otimizar a produtividade e rentabili-
dade do seu cultivo. Com este propo´sito e tirando partido da evoluc¸a˜o tecnolo´gica, pretende-se
desenvolver um sistema que permita a introduc¸a˜o da sensorizac¸a˜o no cultivo da Salico´rnia.
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1.1 Motivac¸a˜o
O incentivo desta dissertac¸a˜o consiste em incluir sensorizac¸a˜o na produc¸a˜o de Salico´rnia,
com o propo´sito de, atrave´s da consecutiva monitorizac¸a˜o, oferecer dados reais para que os
investigadores do Departamento de Biologia da Universidade de Aveiro possam identificar as
condic¸o˜es ideais de certos paraˆmetros favora´veis ao seu crescimento. Adicionalmente, esta
soluc¸a˜o servira´ de embria˜o para um sistema de controlo e monitorizac¸a˜o idealizado por uma
empresa da regia˜o de Aveiro que se dedica a` produc¸a˜o de Salico´rnia, denominada por “Horta
dos Peixinhos”1. Este sistema permitira´ agilizar o mecanismo de transfereˆncia de a´guas,
automatizando todo o processo de irrigac¸a˜o e cultivo desta espe´cie.
1.2 Objetivos
O objetivo geral desta dissertac¸a˜o e´ desenvolver um sistema de informac¸a˜o que permita
monitorizar e controlar o cultivo da Salico´rnia. Para tal, pretende-se criar um proto´tipo
em hardware que permita simular o cena´rio desejado. Idealiza-se que a soluc¸a˜o encontrada
esteja inserida no universo do Internet of Things (IoT)[5], tanto quanto poss´ıvel, isto e´, que
apresente alguma escalabilidade, baixo custo, autonomia total de funcionamento e capacidade
de comunicac¸a˜o sem fios. Face aos objetivos supracitados, estabeleceram-se os seguintes
objetivos espec´ıficos:
1. Recolher os requisitos do cliente e definir as funcionalidades com base na respetiva
modelac¸a˜o;
2. Definir uma arquitetura para o cena´rio apresentado, tornando-o apto a ser adaptado a
outros contextos;
3. Desenvolver uma API que disponibilize os servic¸os deste sistema, possibilitando a criac¸a˜o
de novas aplicac¸o˜es;
4. Criar uma plataforma web que permita a interac¸a˜o simples e intuitiva com o utilizador
para disponibilizar a leitura de dados dos diferentes sensores;
5. Permitir que o utilizador do sistema atue remotamente na ativac¸a˜o/desativac¸a˜o de atu-
adores;
6. Gerar alarmes quando os valores obtidos pelos sensores esta˜o fora da gama dos valores
ideais;
7. Simular em hardware o cena´rio apresentado, utilizando alguns sensores ambientais e
comunicac¸a˜o sem fios;
1http://hortadospeixinhos.com/
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8. Criar um sistema de videovigilaˆncia que permita a detec¸a˜o de intrusos e supervisionar
os campos de cultivo.
1.3 Metodologia de trabalho
Para a elaborac¸a˜o do trabalho pra´tico desta dissertac¸a˜o, foi adotada uma metodologia de
investigac¸a˜o orientada a` engenharia[6]. Esta metodologia, assenta num conjunto de passos
continuados pelos engenheiros que permitem encontrar um conjunto de soluc¸o˜es para dar
resposta aos problemas em questa˜o. Os principais passos, centram-se sobretudo na definic¸a˜o
dos problemas e investigac¸a˜o do tema, especificac¸a˜o dos requisitos, brainstorm de soluc¸o˜es e
escolha da melhor, desenvolvimento do trabalho, criac¸a˜o de proto´tipos e respetivos testes da
soluc¸a˜o. Por fim, se a soluc¸a˜o na˜o for de encontro com os requisitos estabelecidos, o processo
e´ realizado novamente[6]. Este modelo e´ conhecido como metodologia de desenvolvimento
iterativo e incremental.
Figura 1.1: Fases de desenvolvimento de um software (Adaptado de [7])
No contexto do desenvolvimento da soluc¸a˜o desta dissertac¸a˜o, foram consideradas va´rias
etapas do ciclo de vida de desenvolvimento de um software definidas por Saini e Kaur [7]. Este,
tambe´m conhecido como Systems Development Life Cycle (SDLC), e´ composto genericamente
por quatro fases principais: concec¸a˜o, projec¸a˜o, criac¸a˜o e implementac¸a˜o. Antes do SDLC, o
processo de desenvolvimento de software era tomado como uma atividade informal sem regras
nem padro˜es. Isto pode dar origem a va´rios problemas, tais como o atraso no desenvolvimento,
aumento dos custos e baixa qualidade do software criado. Existem inu´meros modelos e viso˜es
que propo˜em alguns padro˜es e etapas necessa´rias ao desenvolvimento de um sistema com
qualidade. Na figura 1.1 encontram-se as sete etapas consideradas por Saini e Kaur [7] que
seguidamente sera˜o descritas.
• Ana´lise da viabilidade: nesta fase sa˜o analisados os dados de entrada e sa´ıda, pro-
cessamento necessa´rio, ana´lise de custos e planeamento do projeto. E´ ainda inclu´ıda a
viabilidade te´cnica em termos de software, hardware e pessoas qualificadas;
• Ana´lise e especificac¸a˜o de requisitos: nesta fase sa˜o recolhidos e analisados os
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requisitos necessa´rios para a elaborac¸a˜o do software. No final, pretende-se que sejam
conhecidos os va´rios requisitos do software e seja tambe´m criado um documento que os
especifique;
• Desenho/Concepc¸a˜o (Designing): consiste na traduc¸a˜o dos requisitos especificados
para uma estrutura lo´gica. No final, preveˆ-se que seja elaborado um documento de
especificac¸a˜o do design;
• Programac¸a˜o (Coding): a programac¸a˜o real e´ elaborada nesta fase. O documento de
design e´ traduzido para o co´digo-fonte numa determinada linguagem de forma a que
possa ser executado;
• Testes: o co´digo-fonte gerado na fase anterior e´ testado usando va´rios cena´rios de teste
com o objetivo de corrigir e avaliar o software;
• Implementac¸a˜o: o software desenvolvido e´ implementado para que possa ser dispo-
nibilizado ao utilizador para uso real. Pretende-se que o utilizador do sistema possa
reportar erros ou problemas quando encontrados;
• Manutenc¸a˜o: o software podera´ sofrer alterac¸o˜es para solucionar problemas que pos-
sam ter sido encontrados. Esta fase e´ responsa´vel pela po´s-implementac¸a˜o e manutenc¸a˜o
do software para o seu bom funcionamento.
Adicionalmente, durante o desenvolvimento do trabalho pra´tico desta dissertac¸a˜o foram
criados alguns reposito´rios Git2 que permitiram controlar as diferentes verso˜es do co´digo
desenvolvido, permitindo ainda um backup sistema´tico e um armazenamento seguro. No
contexto deste trabalho, a existeˆncia de um sistema de controlo de verso˜es foi especialmente
importante ja´ que permitiu recuperar verso˜es anteriores.
1.4 Organizac¸a˜o do documento
A presente dissertac¸a˜o encontra-se dividida em sete cap´ıtulos. No primeiro cap´ıtulo, In-
troduc¸a˜o, e´ descrita e enfatizada a importaˆncia da monitorizac¸a˜o e controlo do cultivo da
Salico´rnia, bem como os principais objetivos desta dissertac¸a˜o. Seguidamente, no cap´ıtulo
dois, O IoT no cultivo da Salico´rnia, sera´ apresentada a Salico´rnia destacando as suas
caracter´ısticas e importaˆncia. Para ale´m disso, sera´ exposta a evoluc¸a˜o tecnolo´gica ate´ ao uni-
verso do IoT. De seguida, o cap´ıtulo treˆs, Estado da arte, conte´m o enquadramento teo´rico
onde sa˜o abordadas as tecnologias poss´ıveis de utilizac¸a˜o bem como a respetiva comparac¸a˜o.
No quarto cap´ıtulo, Sistema de controlo e monitorizac¸a˜o: arquitetura e modelac¸a˜o,
sa˜o apresentados todos os requisitos do sistema, realizada a modelac¸a˜o do mesmo e apre-
sentada a sua arquitetura. Posteriormente, no quinto cap´ıtulo, Implementac¸a˜o, e´ descrita
2https://git-scm.com/
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a concec¸a˜o e implementac¸a˜o do sistema e dos seus va´rios componentes. No sexto cap´ıtulo,
Testes e resultados, sa˜o apresentados alguns testes funcionais e respetivos resultados do
sistema desenvolvido. Finalmente, no se´timo cap´ıtulo, Conclusa˜o e trabalho futuro, e´
analisado e refletido todo o trabalho realizado nesta dissertac¸a˜o por forma a concluir se os
resultados obtidos satisfazem os objetivos previamente definidos. No fim, sera´ mencionado e
discutido todo o trabalho futuro que possa vir a ser realizador com intenc¸a˜o de aperfeic¸oar a
soluc¸a˜o proposta.
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2O Internet of Things no cultivo da
Salico´rnia
A Salicornia ramosissima J. Woods (S. ramosissima)[8] que serve de mote a esta dis-
sertac¸a˜o, e´ uma espe´cie do ge´nero Salicornia L., pertencente a` famı´lia das beterrabas deno-
minada de Chenopodiaceae[9]. Neste cap´ıtulo sera´ apresentada a planta, as suas principais
caracter´ısticas e propriedades, bem como as suas diferentes aplicac¸o˜es medicinais e alimen-
tares. Este cap´ıtulo servira´ ainda como uma pequena introduc¸a˜o ao conceito de IoT e a` sua
importaˆncia no contexto deste projeto.
2.1 Caracter´ısticas da planta
A Salico´rnia e´ uma espe´cie halo´fita, adaptada a viver em ambientes com elevado teor
de sal[10], sendo uma das mais evolu´ıdas da sua famı´lia. E´ uma planta anual de dimensa˜o
pequena, aparentemente sem folhas, ereta, com caules carnudos e suculentos, simples e/ou
extremamente ramificados, segmentados por articulac¸o˜es[11], geralmente com menos de 30
cm de altura[12]. Esta planta tem uma colorac¸a˜o durante a maior parte do ano verde-escuro
mas, no outono, a sua ramagem torna-se verde-amarelado ou mesmo vermelho-pu´rpura (figura
2.1)[11].
A Salico´rnia desenvolve-se preferencialmente no litoral costeiro, em paˆntanos e sapais
salgados ou em margens de salinas temporariamente alagadas. Encontra-se distribu´ıda mai-
oritariamente na parte oeste da Europa e a oeste da regia˜o do Mediterraˆneo, sendo uma das
espe´cies mais abundantes[13]. Em Portugal, onde e´ vulgarmente conhecida como erva-salada,
sal verde e/ou espargos do mar[14], e´ encontrada frequentemente nas margens dos canais da
Ria de Aveiro e Ria Formosa (Algarve)[14] sendo encontrada com menos frequeˆncia na regia˜o
do Minho[11].
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Figura 2.1: Colorac¸a˜o da planta Salicornia ramosissima na primavera (a` esquerda) e no
outono (a` direita) (Fotografias por Jose´ M. G. Pereira)
Esta planta e´ pouco estudada pelos cientistas[13], sabendo-se apenas que possui um ci-
clo de vida anual bem definido (figura 2.2), com gerac¸o˜es discretas e as suas sementes sa˜o
hermafroditas[15]. A Salico´rnia cresce habitualmente entre marc¸o, in´ıcio da sementeira (A
da figura 2.2) com respetivo crescimento (B da figura 2.2) e novembro fechando assim o ciclo
com a produc¸a˜o de sementes (E da figura 2.2). Entre maio e agosto decorre a colheita da
planta[14] (C da figura 2.2) que pode ser utilizada para os mais diversos fins. A florac¸a˜o
ocorre fundamentalmente no meˆs de outubro[13] (D da figura 2.2).
Figura 2.2: Esquema representativo do ciclo de vida da Salicornia ramosissima. A - semente
inclu´ıda no sedimento; B -jovens plantas e plantas senescentes do ano anterior; C - planta no
estado vegetativo, caule carnudo e articulado; D - planta no estado de florac¸a˜o; E - planta no
estado senescente. (Fotografias por Helena Silva)
2.2 Condic¸o˜es ideais de cultivo da Salico´rnia
O crescimento da Salico´rnia e´ influenciado por diversos fatores ambientais que sa˜o atual-
mente estudados pelos bio´logos, sendo a salinidade um dos mais importantes, ja´ que influencia
a distribuic¸a˜o, a abundaˆncia e a fisiologia da planta. Um estudo realizado por Silva et al.[15]
comprova que esta planta halo´fita apresenta um crescimento ideal em salinidades baixas ou
moderadas. Este estudo permite considerar ao contra´rio do que se pensava, esta planta como
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uma halo´fita na˜o obrigato´ria, ja´ que o seu crescimento ideal na˜o acontece em condic¸o˜es de sali-
nidade elevada, tal como se esperava. Embora o crescimento ideal ocorra a baixas salinidades,
a Salico´rnia e´ capaz de tolerar n´ıveis elevados de sais[16].
2.3 Importaˆncia da planta
Desde a antiguidade que as espe´cies do ge´nero Salicornia L. esta˜o inclu´ıdas na alimentac¸a˜o
humana. Normalmente consome-se crua, cozinhada ou seca. Quando crua e´ usada como
acompanhamento das mais diversas refeic¸o˜es enquanto que seca ou triturada e´ usada como
especiaria, para tempero na confec¸a˜o de peixes, marisco ou carnes. O sal verde, como e´
conhecida, e´ um grande substituto do sal comum, pois e´ rico em substaˆncias depurativas e
diure´ticas. Os seus caules carnudos sa˜o bastante requisitados para cozinhas gourmet, na˜o so´
pelo seu sabor salgado, mas tambe´m pelo seu elevado valor nutricional[17], nomeadamente
pelos n´ıveis de minerais e vitaminas antioxidantes, como a vitamina C e o β-caroteno. A
Salico´rnia e´ tambe´m uma fonte de prote´ınas e possui alto teor de a´cidos gordos essenciais,
destacando-se o o´mega-3[3]. A n´ıvel medicinal, existem diversos estudos que revelam as
propriedades qu´ımicas da planta, tornam-na eficiente na prevenc¸a˜o e tratamento de algumas
doenc¸as, tais como, a hipertensa˜o, cefaleias e escorbuto, diabetes, obesidade, cancro, entre
outras[18].
Tendo em conta todas estas propriedades alimentares, medicinais e comerciais da Sa-
lico´rnia, torna-se fulcral controlar o seu cultivo, a fim de otimizar a produc¸a˜o para tirar maior
partido da sua importaˆncia biolo´gica. Este controlo pode ser feito recorrendo a` tecnologia, tal
como sera´ descrito nas pro´ximas secc¸o˜es deste cap´ıtulo e ao longo do desenvolvimento desta
dissertac¸a˜o.
2.4 Evoluc¸a˜o tecnolo´gica: o Internet of Things
Antes de descrever a importaˆncia e o conceito de IoT, e´ necessa´rio entender as diferenc¸as
entre os termos Internet e Web (World Wide Web (WWW)), que sa˜o usados indistintamente
pela sociedade. A Internet e´ a camada ou rede f´ısica composta por switches, routers e outros
equipamentos. A sua principal func¸a˜o e´ transportar informac¸o˜es de um ponto para outro de
forma ra´pida, confia´vel e segura. Por outro lado, a Web pertence a` camada de aplicac¸o˜es
que opera sobre a Internet cuja principal func¸a˜o e´ oferecer uma interface que transforme as
informac¸o˜es que fluem pela Internet em algo u´til[19].
Com o avanc¸o cont´ınuo da tecnologia, surgiu o conceito de IoT, em portugueˆs Internet
das Coisas. O IoT engloba todos os dispositivos inteligentes que se encontram ligados a`
Internet e que conseguem ligar-se a outros dispositivos sem intervenc¸a˜o humana, utilizando a
comunicac¸a˜o do tipo ma´quina-ma´quina (M2M). Isto e´, permite que um dispositivo sem fios
ou com fios, possa comunicar com outros dispositivos que possuam a mesma capacidade. Este
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me´todo possibilita a captura de dados e consequente ana´lise/processamento transformando-os
em informac¸a˜o u´til[20].
O IoT tem evolu´ıdo continuamente sendo alvo de pesquisas onde as oportunidades sa˜o
infinitas. O seu in´ıcio remete ao ano de 1982, quando uma ma´quina de refrigerantes foi
modificada e ligada a` Internet, possibilitando o envio de alertas (quantidade de bebidas e grau
de refrigerac¸a˜o) aos seus utilizadores[5]. Em 1999, Kevin Ashton propoˆs o termo ”Internet das
coisas”para descrever um sistema de dispositivos interligados[21]. Este conceito tem evolu´ıdo
de tal forma que ate´ ao final de 2020, preveˆ-se que sejam ligados 24 mil milho˜es de dispositivos
a` Internet no aˆmbito do Internet of Things[22]. Na figura 2.3 sa˜o apresentadas algumas das
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Figura 2.3: A´reas de interesse do IoT (Adaptado de [23])
Neste contexto, existem va´rias tecnologias que podem ajudar no desenvolvimento em larga
escala do IoT, permitindo a recolha de informac¸a˜o, automatizac¸a˜o de ac¸o˜es, controlo remoto,
entre outros[5]. Sa˜o exemplo as seguintes tecnologias:
• Radio-Frequency IDentification (RFID): e´ uma tecnologia de chave que torna os objetos
identifica´veis de forma exclusiva. Consiste num microchip transcetor semelhante a um
adesivo que pode ser ativo ou passivo, dependendo do tipo de aplicac¸a˜o. O seu tamanho
e custo sa˜o reduzidos sendo facilmente integrado em qualquer objeto.
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• Wireless Sensor Network (WSN): consiste numa rede de sensores bidirecional (sem
fios) de forma multi-hop. E´ constru´ıda a partir de va´rios no´s dispersos permitindo a
recolha de dados espec´ıficos do objeto, que sa˜o processados e enviados para uma antena
(gateway).
• Computac¸a˜o em nuvem (Cloud Computing): com o aumento do nu´mero de dispositivos
no aˆmbito do IoT, pensa-se que a cloud sera´ a u´nica tecnologia capaz de analisar e
armazenar todos os dados de forma eficaz. Consiste numa tecnologia de computac¸a˜o
inteligente onde e´ poss´ıvel processar, armazenar, analisar e disponibilizar dados.
• Tecnologias de rede: teˆm um papel importante no sucesso do IoT, uma vez que sa˜o
responsa´veis pela ligac¸a˜o dos diferentes objetos. A tecnologia escolhida para este con-
ceito tem de ser ra´pida e eficaz para conseguir lidar com uma grande quantidade de
dispositivos. Alguns dos exemplos destas tecnologias sa˜o: rede 3G, 4G, Bluetooth e
Wi-fi.
Tendo em conta que a maioria das aplicac¸o˜es inteligentes ja´ existentes no mercado na˜o
esta˜o ligadas entre si, na˜o se consegue tirar maior proveito do IoT. Neste sentido, teˆm surgido
aplicac¸o˜es inovadoras e auto´nomas que melhoram significativamente a vida do ser humano[5].
De seguida, sa˜o apresentados treˆs exemplos em que esta situac¸a˜o e´ vis´ıvel.
• Smart Environment : a previsa˜o de desastres naturais (inundac¸o˜es, inceˆndios, terremo-
tos, etc.) sera´ poss´ıvel devido a`s tecnologias inovadoras do IoT, e, para ale´m disso,
permite a monitorizac¸a˜o adequada da poluic¸a˜o do ar no meio ambiente[5].
• Smart Agriculture: permite monitorizar a quantidade de nutrientes existente no solo, a
intensidade da luz e a percentagem de humidade, melhorando o crescimento do cultivo
agr´ıcola atrave´s do ajuste automa´tico da temperatura, da irrigac¸a˜o e da distribuic¸a˜o de
fertilizantes[24].
• Smart Home: possibilita o controlo remoto de determinados aparelhos nas nossas casas
conforme as nossas necessidades. Para ale´m disso, e´ poss´ıvel monitorizar a energia gasta
e o abastecimento de a´gua possibilitando economizar recursos[5].
A ligac¸a˜o dos objetos a` Internet acarreta benef´ıcios vis´ıveis a` nossa sociedade, possibili-
tando um maior controlo e entendimento de como os sistemas interagem entre si e proporci-
onando uma melhor qualidade de vida a` populac¸a˜o. Embora as vantagens se sobreponham
a`s desvantagens na˜o nos podemos esquecer que ainda existem alguns problemas a n´ıvel segu-
ranc¸a, privacidade, legislac¸a˜o e identidade.
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2.5 Considerac¸o˜es finais
Como vimos neste cap´ıtulo, as propriedades alimentares e terapeˆuticas da Salico´rnia teˆm
conduzido a um elevado interesse econo´mico e ao aumento do seu valor comercial. Existem
inu´meras empresas a cultivar esta espe´cie para que possa ser comercializada para os mais
diversos fins, sendo que grande parte ja´ e´ exportada. Uma vez que a Salico´rnia carece de um
controlo minucioso de certos paraˆmetros durante o seu cultivo, sendo estes ainda estudados
pelos bio´logos, existe necessidade de criar um sistema de monitorizac¸a˜o, permitindo assim
melhorar e conhecer as condic¸o˜es de produc¸a˜o desta espe´cie. O universo do IoT pode ser
aplicado neste contexto, uma vez que possibilita a interligac¸a˜o de equipamentos eletro´nicos que
melhorem a eficieˆncia de produc¸a˜o de Salico´rnia atrave´s da aplicac¸a˜o de sensores e atuadores
no campo.
3Estado da arte
Neste cap´ıtulo, sa˜o apresentados os resultados da pesquisa bibliogra´fica sobre as ferramen-
tas tecnolo´gicas que podera˜o ser utilizadas no decorrer do trabalho pra´tico desta dissertac¸a˜o.
Sera˜o apresentadas algumas das tecnologias mais populares e realizada uma comparac¸a˜o entre
estas. Por fim, sera´ apresentado e descrito o motivo pelo qual sera˜o utilizadas.
3.1 Conceitos tecnolo´gicos
Nesta secc¸a˜o sa˜o apresentados alguns conceitos tecnolo´gicos ou ferramentas utilizadas em
toda a dissertac¸a˜o.
• HyperText Markup Language (HTML): consiste numa linguagem de marcac¸a˜o que per-
mite estruturar uma pa´gina web;
• Cascading Style Sheets (CSS): permite personalizar os componentes existentes no
HTML, por exemplo, personaliza´-los com uma determinada cor, espac¸amento ou fonte;
• JavaScript (JS): e´ uma linguagem de programac¸a˜o interpretada. Foi utilizada inici-
almente para a criac¸a˜o de aplicac¸o˜es do lado do cliente, sendo que atualmente, ja´ e´
bastante utilizada do lado do servidor, como por exemplo no Node.js;
• Python: e´ uma linguagem de programac¸a˜o de alto n´ıvel, possuindo os seguintes para-
digmas: orientac¸a˜o a objetos, programac¸a˜o imperativa, programac¸a˜o funcional;
• API: consiste numa interface de programac¸a˜o de aplicac¸o˜es, isto e´, disponibiliza um
conjunto de func¸o˜es espec´ıficas que permitem ao programador aceder a determinadas
funcionalidades de um sistema.
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3.2 Sistema de Gesta˜o de Base de Dados
Um Sistema de Gesta˜o de Base de Dados (SGBD) consiste num software ou conjunto
de softwares responsa´veis pela manipulac¸a˜o de uma base de dados, permitindo a realizac¸a˜o
de um conjunto enorme de operac¸o˜es, como por exemplo, operac¸o˜es ba´sicas de manipulac¸a˜o
de registos e respetiva visualizac¸a˜o, operac¸o˜es estat´ısticas e respetivos relato´rios, automa-
tizac¸a˜o de funcionalidades, entre outras. Seguidamente sa˜o apresentados treˆs dos SGBD mais
populares e a sua respetiva comparac¸a˜o.
3.2.1 MySQL
O MySQL e´ considerado o SGBD mais popular, que utiliza a linguagem de consulta estru-
turada Structured Query Language (SQL) como interface. Este SGBD e´ l´ıder em aplicac¸o˜es
baseadas na web, tais como o Facebook, Twitter, YouTube, Yahoo!, entre outros. O sucesso
do MySQL e´ em grande parte devido a` facilidade de integrac¸a˜o com a linguagem PHP, sendo
que tambe´m possibilita a interac¸a˜o com outras linguagens, como por exemplo, Java, C/C++,
C#, Visual Basic, Python, ASP, entre outras. Possui um elevado desempenho, fiabilidade e
facilidade de utilizac¸a˜o[25][26].
3.2.2 SQL Server
O SQL Server e´ um SGBD desenvolvido pela Microsft com bastante popularidade, tendo
suporte para as seguintes linguagens de programac¸a˜o: C++, PHP, Java, JS, Python, entre
outras. A u´ltima versa˜o deste SGBD e´ o SQL Server 2017, que tambe´m esta´ dispon´ıvel para
ambientes Linux[27].
3.2.3 PostgreSQL
O PostgreSQL e´ um SGBD livre do tipo objeto-relacional uma vez que permite um modelo
de dados orientado a objetos, isto e´, possibilita a manipulac¸a˜o de objetos, classes e heranc¸as
diretamente no esquema da base de dados. Segundo o site oficial do PostgreSQL este e´
considerado um SGBD bastante poderoso e com desenvolvimento open-source[28].
3.2.4 Comparac¸a˜o e soluc¸a˜o adotada
Na tabela 3.1 encontra-se a classificac¸a˜o atribu´ıda pela Ranking DB-Engines para os
SGBD estudados de acordo com a sua popularidade, nos meses de Junho e Julho de 2017 e
Julho de 2016[29]. O MySQL e´ considerado o mais popular dos estudados, seguindo-se o SQL
Server e por fim o PostgreSQL. A tabela 3.2 permite comparar algumas das caracter´ısticas
dos SGBD estudados, possibilitando concluir que todos usam o modelo relacional mas apenas
o MySQL e o PostgreSQL sa˜o open-source. Uma vez que o cliente que idealizou este sistema
pretende que sejam utilizadas tecnologias sem qualquer custo adicional (sendo mais a` frente
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referido nos requisitos na˜o funcionais), excluiu-se desde logo o SQL Server da Microsoft.
Restam enta˜o duas tecnologias estudadas, o PostgreSQL e o MySQL.
Julho 2017 Junho 2017 Julho 2016
MySQL 2o lugar 2o lugar 2o lugar
SQL Server 3o lugar 3o lugar 3o lugar
PostgreSQL 4o lugar 4o lugar 5o lugar
Tabela 3.1: Ranking BD-Engines para popularidade dos SGBD referidos anteriormente[29]
Embora as diferenc¸as entre estes os dois SGBD na˜o sejam significativas, podemos tambe´m
ter em considerac¸a˜o a performance. Para tal, existem alguns estudos que pretendem com-
parar estas duas ferramentas usando a benchmark TPC-H1, expondo que a performance do
PostgreSQL e´ ligeiramente superior a` do MySQL na maioria das queries[30].





Lanc¸amento 1995 1989 1989

















Tabela 3.2: Comparac¸a˜o entre MySQL, SQL Server e PostgreSQL
3.3 Desenvolvimento web
No que diz respeito ao desenvolvimento web do sistema, permitindo que este seja adaptado
ao cliente/empresa conforme as suas necessidades, podera˜o ser adotadas duas estrate´gias
distintas:
• Por manipulac¸a˜o local utilizando JS que interage com o Document Object Model (DOM).
Exemplo de frameworks: Angular 2, React.JS, Vue.JS;
1http://www.tpc.org/tpch/
2Conjunto de propriedades de transac¸o˜es em base de dados: Atomicidade, Consisteˆncia, Isolamento e
Durabilidade
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• Por acesso ao servidor que servira´ conteu´dos criados em func¸a˜o dos pedidos do cliente.
Exemplo de frameworks: ASP.net, Django, Flask, Play, Spring.
De modo a facilitar o desenvolvimento do sistema, optou-se por desenvolver paralelamente
o frontend e o backend. Posto isto, sera´ utilizada uma framework em que o servidor disponi-
bilizara´ os conteu´dos em func¸a˜o das necessidade do cliente. Esta estrate´gia e´ mais eficiente e
com tempos de resposta mais curtos, relativamente a` primeira apresentada. De seguida, sa˜o
descritas treˆs frameworks bastante populares e com caracter´ısticas distintas.
3.3.1 ASP.net
ASP.net e´ uma tecnologia de scripting que corre do lado do servidor, permitindo colo-
car numa pa´gina web, scripts que ira˜o ser executados por um determinado servidor. Uma
aplicac¸a˜o desenvolvida nesta tecnologia e´ executada num servidor da Microsoft, conhecido por
Internet Information Services (IIS), que pode ser desenvolvida recorrendo a` linguagem C# ou
Microsoft Visual Basic. Esta tecnologia oferece treˆs modelos para a criac¸a˜o de aplicac¸o˜es web,
ASP.NET Web Forms, ASP.NET Model-View-Controller (MVC), e ASP.NET Web Pages,
podendo ser criadas aplicac¸o˜es web esta´veis e maduras com qualquer um deles[31].
3.3.2 Flask
O Flask consiste numa micro-framework desenvolvida em Python baseada nas bibliotecas
Web Server Gateway Interface (WSGI) Werkzeug e Jinja23. Esta framework disponibiliza
um modelo simples para desenvolvimento web, uma vez que permite economizar bastante
tempo na sua concec¸a˜o. O Pinterest e LinkedIn sa˜o exemplos de aplicac¸o˜es que utilizam esta
micro-framework. As suas principais caracter´ısticas sa˜o[32]:
• Possui um servidor para desenvolvimento e degub;
• Suporta testes unita´rios nativamente;
• Usa modelos da biblioteca Jinja2;
• Suporta cookies seguros (sesso˜es do lado do cliente);
• E´ compat´ıvel com a primeira versa˜o do WSGI;
• E´ baseado em unicode;
• Possui uma extensa documentac¸a˜o.
3http://jinja.pocoo.org/ (motor de modelos mais utilizado em Python)
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3.3.3 Django
A framework Django e´ uma ferramenta de desenvolvimento web de alto n´ıvel desenvolvida
na linguagem Python, que possui uma arquitetura MVC[33], embora com algumas diferenc¸as
em relac¸a˜o a esta. No modelo MVC, a componente Model diz respeito a` camada de acesso a
dados, a View a` parte do sistema responsa´vel pela escolha e apresentac¸a˜o da informac¸a˜o e o
Controller esta´ encarregue de decidir que views escolher (figura 3.1).
Figura 3.1: Modelo MVC (Adaptado de [34])
Os criadores do Django consideram a sua arquitetura com sendo Model-Template-View
(MTV)[35].
• Model : e´ responsa´vel por manipular, valiar, aceder e relacionar os dados. E´ considerada
a fonte u´nica e definitiva de informac¸a˜o (dados), possuindo os campos essenciais e os
comportamentos sobre estes. Geralmente, cada Model mapeia uma u´nica tabela na base
de dados;
• Template: e´ responsa´vel pela apresentac¸a˜o dos dados;
• View : e´ responsa´vel pela lo´gica de nego´cio e respetiva manipulac¸a˜o, acedendo aos Models
e encaminhando a informac¸a˜o pretendida para os Templates.
Um dos pontos mais interessantes no Django e´ sem du´vida a existeˆncia de
Object-Relational Mapping (ORM). Consiste numa te´cnica de desenvolvimento que permite
modelar os dados atrave´s de classes em Python. Atrave´s dela, e´ poss´ıvel gerar tabelas na
base de dados e manipula´-las sem a necessidade de interagir diretamente com SQL (embora
tambe´m seja poss´ıvel).
De acordo com as descric¸o˜es dos autores, esta ferramenta possui va´rias vantagens, entre as
quais se destaca, uma boa documentac¸a˜o, facilidade, rapidez no desenvolvimento e respetivo
deployment. Para ale´m disso, e´ bastante esta´vel e escala´vel[35].
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3.3.4 Concluso˜es e soluc¸a˜o adotada
Tal como referido anteriormente, pretendia-se usar ferramentas open-source para que na˜o
existam gastos adicionais com este projeto. Esta opc¸a˜o permitiu desde logo excluir a tec-
nologia ASP.net. A escolha para desenvolvimento web recaiu sobre o Django uma vez que
esta framework recomenda a utilizac¸a˜o do PostgreSQL como SGBD, indicando que permite
alcanc¸ar um bom equil´ıbrio entre custo, caracter´ısticas, rapidez e estabilidade[36].
3.4 Desenvolvimento mobile
Uma aplicac¸a˜o mo´vel, vulgarmente denominada por app mobile, consiste num determinado
software utilizado para realizar func¸o˜es espec´ıficas em dispositivos mo´veis, como smartpho-
nes ou tablets. Este tipo de software facilita ao utilizador o desempenho de determinadas
atividades a` distaˆncia de um simples toque no seu dispositivo.
Relativamente ao desenvolvimento de aplicac¸o˜es mo´veis, o programador pode recorrer a
duas estrate´gias: desenvolvimento nativo ou multi-plataforma. Esta diferenciac¸a˜o centra-se
na forma como o co´digo e´ produzido, sendo seguidamente apresentadas algumas vantagens e
desvantagens de cada um.
3.4.1 Plataformas nativas
Uma aplicac¸a˜o nativa e´ desenvolvida exclusivamente para ser utilizada por um disposi-
tivo ou plataforma espec´ıfica, como e´ o caso do iOS, Android, Windows Phone, entre outras.
Nestes casos, sa˜o usadas ferramentas e linguagens espec´ıficas suportadas pela plataforma,
podendo interagir com as funcionalidade do sistema operativo ou aplicac¸o˜es existentes. Se-
guidamente sa˜o apresentadas algumas caracter´ısticas de uma aplicac¸a˜o do tipo nativo[37]:
• Performance: acarreta benef´ıcios ao n´ıvel da performance, uma vez que as aplicac¸o˜es
nativas sa˜o desenvolvidas em co´digo espec´ıfico e otimizado;
• Desenvolvimento: tem que ser desenvolvido de raiz para cada dispositivo, exigindo
um maior investimento de tempo;
• Interface: podem ser utilizadas as funcionalidades da User Interface (UI) dos plata-
formas em questa˜o;
• Recursos dispon´ıveis: apenas sa˜o disponibilizados os recursos de cada plataforma,
existindo APIs que permitem o seu acesso;
• Plugins: os plugins sa˜o espec´ıficos para cada plataforma, dificultando a sua integrac¸a˜o
para aplicac¸o˜es multi-plataforma;
• Seguranc¸a: recorre a APIs nativas, utilizando os protocolos de seguranc¸a conhecidos
da plataforma.
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3.4.2 Multi-plataforma
Uma aplicac¸a˜o multi-plataforma ou h´ıbrida, e´ desenvolvida utilizando tecnologias web,
como por exemplo o HTML, CSS e JS. Estas aplicac¸o˜es utilizam uma funcionalidade deno-
minada por webview permitindo que o co´digo web seja adaptado a uma aplicac¸a˜o responsiva
para uma determinada plataforma. De seguida, sa˜o apresentadas algumas caracter´ısticas
desta estrate´gia de desenvolvimento[37]:
• Performance: relativamente a` performance, na˜o sa˜o dados pontos positivos no que
toca a`s aplicac¸o˜es h´ıbridas, uma vez que estas usam webviews e outros plugins que
permitem abstrair o acesso a`s APIs nativas;
• Desenvolvimento: sa˜o utilizadas tecnologias web (HTML, CSS e JS), que sa˜o mais
eficazes em termos de custo uma vez que permitem reutilizar co´digo para diferentes
tipos de dispositivos;
• Interface: para aceder a` mesma UI do dispositivo, e´ necessa´rio utilizar plug-ins adici-
onais;
• Recursos e Plugins: existem muitos recursos dispon´ıveis para aplicac¸o˜es
multi-plataforma atrave´s de plugins, permitindo ter o mesmo efeito em todas as plata-
formas. Por outro lado, impo˜e-se a questa˜o da performance;
• Seguranc¸a: recorrem a plugins externos para garantir maior seguranc¸a sendo potenci-
almente mais vulnera´veis.
Existem va´rias frameworks para o desenvolvimento multi-plataforma, entre as quais des-
taco as treˆs mais utilizadas no mercado: Ionic, PhoneGap e Xamarin.
• Ionic: consiste numa ferramenta para desenvolvimento mobile, sendo constitu´ıda por
outro conjunto de frameworks: Cordova (permite a integrac¸a˜o de recursos nativos),
AngularJS (criac¸a˜o da web app) e Ionic Module e CLI (ferramenta e componentes dis-
ponibilizados pelo Ionic)[38].
• PhoneGap: tal como o Ionic, consiste numa framework mobile que utiliza o Cordava
da Apache para aceder aos recursos nativos do sistema. E´ uma framework open-source,
tendo compatibilidade com outras ferramentas.
• Xamarin: permite o desenvolvimento mobile a partir do .NET Framework, utilizando
C#, possibilitando que o compilador gere co´digo nativo dispon´ıvel para qualquer tipo de
plataforma. Uma das principais desvantagens do Xamarin prende-se com a necessidade
de desenvolver a UI para todas as plataformas necessa´rias.
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3.4.3 Concluso˜es e soluc¸a˜o adotada
Uma vez que o cliente pretende uma soluc¸a˜o mobile multi-plataforma, isto e´, poss´ıvel de ser
executada em iOS e Android optou-se por utilizar a framework Phonegap. Uma das principais
desvantagens da utilizac¸a˜o deste paradigma multi-plataforma e´ o seu baixo desempenho na
utilizac¸a˜o de recursos do dispositivo. Uma vez que na˜o sera´ necessa´ria a utilizac¸a˜o desses
recursos, optou-se por utilizar a framework Phonegap.
3.5 REST Frameworks
Com a evoluc¸a˜o da tecnologia, houve a necessidade dos programadores exporem os seus
servic¸os para serem utilizados por outras entidades. Neste sentido, foram criados me´todos que
permitem a comunicac¸a˜o entre diferentes sistemas, podendo estes serem alojados em ma´quinas
ou redes diferentes. Para atingir este objetivo, existem atualmente algumas arquiteturas
bastante populares, como e´ o caso do Simple Object Access Protocol (SOAP) e o REST.
• SOAP: consiste num protocolo aplicado a ambientes distribu´ıdos e descentralizado, isto
e´, permite que dois processos possam comunicar estando a ser executados em ma´quinas
ou redes diferentes[39]. A comunicac¸a˜o entre os diferentes componentes e´ realizada com
base em mensagens Extensible Markup Language (XML) (formato standard) enviadas
entre os intervenientes atrave´s HyperText Transfer Protocol (HTTP).
• REST: e´ considerada uma alternativa a` arquitetura SOAP, sendo menos formal do
que esta. Usa o protocolo HTTP como modo de funcionamento, com a possibilidade
de definir o formato das mensagens a trocar, sendo normalmente utilizados os formatos
JavaScript Object Notation (JSON) ou XML. Tem como grande vantagem a facilidade
de implementac¸a˜o, escalabilidade, maior performance na execuc¸a˜o e sem a complexidade
dos web-services tradicionais [40].
Dadas as vantagens enumeradas relativamente a` tecnologia SOAP, optou-se por utilizar a
tecnologia REST. Seguidamente sera˜o apresentadas algumas frameworks bastante populares
no desenvolvimento de APIs REST e a sua respetiva comparac¸a˜o.
3.5.1 Django Rest Framework
O Django REST Framework e´ considerado pelos seus autores uma ferramenta poderosa
e flex´ıvel para a construc¸a˜o de APIs Web[41], sendo de fa´cil incorporac¸a˜o quando estamos
perante um projeto desenvolvido com a framework Django. Esta ferramenta disponibiliza
um conjunto de funcionalidades que permitem estender as suas caracter´ısticas de uma forma
simples e intuitiva, tais como a paginac¸a˜o de conteu´dos e a utilizac¸a˜o de filtros, a escolha dos
formatos de dados, entre outras.
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Uma das vantagens desta framework e´ a capacidade de construc¸a˜o do servic¸o atrave´s de
vistas baseadas em classes. Isto permite de um modo quase automa´tico fazer a construc¸a˜o da
API atrave´s dos modelos dispon´ıveis, na˜o sendo necessa´rio para implementar a lo´gica de cada
um dos endpoints4 disponibilizados. Assim, existe a possibilidade de personalizar a lo´gica de
nego´cio das rotas. Ale´m do mais, esta framework disponibiliza uma extensa documentac¸a˜o
bem detalhada e explicativa, possuindo ainda uma grande comunidade que a apoia.
3.5.2 Restlet
O Restlet consiste numa framework de desenvolvimento REST open-source para a lin-
guagem Java, dispon´ıvel para a implementac¸a˜o tanto de servidores como de clientes, atrave´s
da mesma API, reduzindo assim a curva de aprendizagem dos diferentes componentes do
sistema.
Esta soluc¸a˜o possui um mecanismo de extenso˜es que permite incluir bibliotecas de Java
externas com o objetivo de suportar propriedades das bases de dados, templates, seguranc¸a,
e ate´ outros tipos de serializac¸a˜o de conteu´dos. Esta framework permite a autenticac¸a˜o
atrave´s de diversos me´todos, entre os quais, a autenticac¸a˜o ba´sica em HTTP, Amazon S3 ou
OAuth2.0.
3.5.3 Flask-RESTful
O Flask-RESTful e´ uma extensa˜o para microframework Flask. E´ considerada simples e
de fa´cil utilizac¸a˜o, permitindo o desenvolvimento de servic¸os de forma ra´pida e leve atrave´s
da linguagem Python. E´ ideal para o desenvolvimento de servic¸os simples e extens´ıveis,
sem necessidade de configurac¸o˜es acrescidas de ORM, administrac¸a˜o, autenticac¸a˜o, entre
outros[42]. Adicionalmente, esta extensa˜o permite abstrair as tarefas relativas ao protocolo
HTTP. No entanto, o seu desenvolvimento e´ independente da lo´gica de nego´cio do servic¸o,
possibilitando ao seu criador a liberdade de implementar o servic¸o tendo em conta as suas
prefereˆncias e necessidades.
3.5.4 Concluso˜es e soluc¸a˜o adotada
Existem inu´meras caracter´ısticas que potenciam cada uma das ferramentas/frameworks
abordadas anteriormente, entre as quais destaco a Hypermedia As The Engine Of Application
State (HATEOAS). Esta caracter´ıstica determina se a API e´ navega´vel, isto e´, se a partir de
um determinado recurso e´ poss´ıvel descobrir quais os recursos associados e a sua respetiva
informac¸a˜o. Na tabela 3.3 apresenta-se uma comparac¸a˜o entre as ferramentas/frameworks
discutidas anteriormente.
O Django REST Framework e´ a soluc¸a˜o que apresenta uma maior maturidade, dispo-
nibilizando um conjunto de func¸o˜es aos programadores, que possibilitam boas pra´ticas de
4Enderec¸o ou ponto de conexa˜o a um servic¸o web
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desenvolvimento REST, aproveitando as vantagens da framework Django enumeradas ante-
riormente (secc¸a˜o 3.3.3). Para ale´m disso, permite a autenticac¸a˜o da API, possibilitando que

















Cache Sim Na˜o Na˜o
HATEOAS Sim Na˜o Na˜o
Documentac¸a˜o
Intuitiva e simples





Tabela 3.3: Comparac¸a˜o entre frameworks REST estudadas.
3.6 Microcontroladores
Uma vez que se pretende simular o cena´rio de monitorizac¸a˜o e controlo da produc¸a˜o de
Salico´rnia num contexto real, houve necessidade de se conhecer melhor alguns microcontrola-
dores. Um microcontrolador consiste numa soluc¸a˜o integrada de um sistema computacional,
num u´nico dispositivo f´ısico, sendo uma mistura de hardware com software. Possui va´rios
mo´dulos principais, um Central Processing Unit (CPU) onde e´ realizado todo o processa-
mento, as memo´rias de instruc¸a˜o e dados (Random Access Memory (RAM) e Read-Only Me-
mory (ROM)) e os portos de entrada e sa´ıda (Input/Output (I/O)), e ainda alguns perife´ricos
(Timer, Serial COM Port)[43].
Estes dispositivos sa˜o responsa´veis pelo processamento de dados, tomada de deciso˜es, con-
trolo do funcionamento de alguns mo´dulos, visualizac¸a˜o e conversa˜o da informac¸a˜o recolhida
pelos sensores, entre outros. Com o objetivo de simular este sistema, sera˜o utilizados dois
microcontroladores bastante comuns no mercado, um Arduino Nano e um Raspberry Pi 3.
3.6.1 Arduino Nano
Como descrito no site oficial[44], um Arduino consiste numa plataforma open-source de
prototipagem eletro´nica composta por hardware e software flex´ıveis e com elevada facilidade
de utilizac¸a˜o. Esta plataforma e´ utilizada para projetos principalmente no contexto do IoT
e da robo´tica educativa, sendo poss´ıvel incorporar va´rios mo´dulos, dependendo da tarefa que
se quer executar.
O Arduino Nano[44] possui um conjunto de pinos que podem ser programados para funcio-
narem como entradas ou sa´ıdas fazendo com que este microcontrolador interaja com o exterior
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para os mais diversos fins. Para ale´m dos pinos de I/O existem pinos de alimentac¸a˜o que for-
necem diversos valores de tensa˜o que podem ser utilizados para transmitir energia ele´trica aos
diferentes componentes de um projeto. Nas figuras 3.2 e 3.3 apresenta-se o Arduino utilizado
e a identificac¸a˜o dos diferentes pinos existentes, respetivamente. Adicionalmente, na tabela
3.4 encontram-se as principais caracter´ısticas desta versa˜o do Arduino.
Figura 3.2: Arduino Nano
Figura 3.3: Identificac¸a˜o dos diferentes pinos
num Arduino Nano (Retirado de [45])
Microcontrolador ATmega328
Tensa˜o de operac¸a˜o 5V
Tensa˜o de entrada 7-12V
Portas digitais 14 (6 podem ser usadas como PWM)
Portas analo´gicas 8
Corrente nos pinos I/O 40mA
Memo´ria Flash 32KB (2KB usado no bootloader)
Memo´ria RAM (SRAM) 2KB
EEPROM 1KB
Velocidade do Clock 16MHz
Dimenso˜es 45 x 18mm
LED interno Pino digital 13
Ligac¸a˜o Universal Serial Bus (USB) Ligac¸a˜o ao computador e alimentac¸a˜o
Prec¸o base 12,90 e5
Tabela 3.4: Caracter´ısticas principais do Arduino Nano (Adaptado de [46])
3.6.2 Raspberry Pi 3
Um Raspberry Pi (figura 3.4) e´ mais poderoso do que outros dispositivos de igual dimensa˜o
e incorpora alguns perife´ricos I/O, tal como um computador normal. Tem o tamanho de um
carta˜o de cre´dito e possui um conjunto de hardware integrado que, tal como o Arduino,
5Valor na loja online electrofun www.electrofun.pt
24 Cap´ıtulo 3. Estado da arte
possibilita uma interac¸a˜o com o exterior. Este dispositivo, desenvolvido no Reino Unido pela
Raspberry Pi Foundation, pode ser ligado a um monitor atrave´s da sa´ıda HDMI, possuindo
tambe´m uma sa´ıda de a´udio e va´rias portas USB. O Raspberry Pi e´ compat´ıvel com sistemas
operativos baseados em GNU/Linux ou Windows. No trabalho pra´tico desta dissertac¸a˜o sera´
utilizada a versa˜o 3 do Raspberry Pi com a versa˜o Raspbian6 instalada[47].
Na figura 3.5 encontram-se os principais componentes da versa˜o utilizada e na tabela 3.5 e´
feita uma comparac¸a˜o entre a versa˜o 2 e 3 do Raspberry Pi, permitindo concluir que a versa˜o
utilizada e´ a mais poderosa.
Figura 3.4: Raspberry Pi 3
Figura 3.5: Principais componentes de um
Raspberry Pi 3
Raspberry Pi 2 Model B 1.2 Raspberry Pi 3 Model B
CPU QUAD Core 900MHz QUAD Core 1.2GHz
RAM 1GB SDRAM 1GB SDRAM
Poteˆncia ma´xima 5V/1.8A 5V/2.5A
Armazenamento MicroSD MicroSD
USB 2.0 4 x Portas USB 4 x Portas USB
GPIO 40 pinos 40 pinos
Porta Ethernet Sim Sim
Wifi Incorporado (versa˜o 802.11n) Na˜o
Bluetooth LE Incorporado (versa˜o 4.1) Na˜o
Prec¸o base7 30,19 e 44,90 e
Tabela 3.5: Comparac¸a˜o entre algumas caracter´ısticas da versa˜o 2 e 3 do Raspberry Pi
3.7 Sensores
Esta secc¸a˜o tem como objetivo fazer um estudo comparativo entre as diferentes tecno-
logias usadas para a medic¸a˜o dos va´rios paraˆmetros ambientais necessa´rios ao controlo e
6Distribuic¸a˜o Linux oficial do Raspberry Pi: https://www.raspberrypi.org/downloads/raspbian/
7Valor na loja online electrofun www.electrofun.pt
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monitorizac¸a˜o da produc¸a˜o de Salico´rnia. Sera˜o descritos alguns sensores de temperatura,
luminosidade e salinidade existentes no mercado.
3.7.1 Sensor de temperatura
Existem va´rios tipos de sensores de temperatura baseados em princ´ıpios de funcionamento
distintos, nomeadamente os termopares, os termı´stores e os de circuito integrado.
• Termopares: sa˜o sensores de temperatura simples, robustos e de baixo custo, cons-
titu´ıdos por duas partes diferentes de material condutor. Podem medir temperaturas
entre os -200oC e os 2315oC, sendo usados em grande escala[48];
• Termı´stor: sa˜o sensores cuja resisteˆncia varia com a temperatura, sendo constru´ıdos a
partir de materiais semicondutores. Um sensor deste tipo tem uma grande sensibilidade,
ou seja, uma pequena variac¸a˜o de temperatura provoca uma grande variac¸a˜o na sua
resisteˆncia. A gama de valores de um termı´stor esta´ entre os -100oC e os 300oC. Estes
sensores sa˜o fra´geis, baratos e de dimenso˜es reduzidas, sendo suscet´ıveis a problemas de
auto aquecimento[49];
• Circuito integrado: sa˜o sensores constru´ıdos atrave´s de materiais semicondutores, o
que faz com que tenham uma gama de temperatura limitada, geralmente entre os -55oC
e os 150oC. Esta˜o dispon´ıveis com sa´ıdas em tensa˜o ou corrente linearmente proporcional
a` temperatura.
3.7.2 Sensor de luminosidade
Existe uma enorme variedade de sensores de luminosidade/radiac¸a˜o no mercado, contudo
para monitorizar a luminosidade incidente numa planta e´ fundamental conhecer a radiac¸a˜o que
e´ utilizada no processo de fotoss´ıntese, denominada por Photosynthetically Active Radiation
(PAR). A figura 3.6 ilustra o espectro de absorc¸a˜o de luz pelas plantas. E´ poss´ıvel ver que
estas sa˜o mais sens´ıveis a` luz azul e vermelha (300-700 nm).
Figura 3.6: Sensibilidade luminosa nas plantas durante a fotoss´ıntese (Retirado de [50])
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Alguns dos sensores de luminosidade/radic¸a˜o mais comuns no mercado sa˜o os sensores
PAR, os pirano´metros e os sensores optoelectro´nicos, descritos de seguida.
• Sensores PAR: sa˜o desenhados especificamente para medir a PAR, sendo indicados
para medir a luz incidente numa planta. Os custos associados a este tipo de sensores
sa˜o elevados e por isso sa˜o utilizados maioritariamente na investigac¸a˜o hort´ıcola;
• Pirano´metros: estes sensores medem a radiac¸a˜o solar total (radiac¸a˜o ultravioleta,
vis´ıvel e infravermelha), devendo ser utilizados no exterior. Este tipo de sensores e´
particularmente u´til em estac¸o˜es meteorolo´gicas. No entanto, sa˜o bastante dispendiosos,
podendo ser mais caros dos que os sensores PAR;
• Sensores optoelectro´nicos: sa˜o dispositivos eletro´nicos que se baseiam em feno´menos
fotovoltaicos. Existem treˆs sensores deste tipo, que possuem um elevado desempenho
mesmo quando afetados pelo ru´ıdo. Sa˜o considerados os sensores de luminosidade mais
econo´micos.
– Fotod´ıodo: pode ser visto como um d´ıodo comum, gerando uma corrente ou
tensa˜o quando incide radiac¸a˜o sobre ele;
– Fototrans´ıstor: e´ um trans´ıstor desenhado para receber luz, normalmente num
mo´dulo transparente;
– Light Dependent Resistor (LDR): trata-se de um material semicondutor cuja
resisteˆncia diminui com a incideˆncia de luz. E´ um sensor econo´mico e de fa´cil
utilizac¸a˜o.
3.7.3 Sensor de salinidade
Atualmente ainda na˜o se encontra dispon´ıvel nenhum sensor que permita medir exata-
mente a salinidade. Contudo, existem sensores que medem a condutividade ele´trica num
determinado meio, permitindo concluir o estado do meio relativamente a` quantidade de sal
existente. Um exemplo disso, e´ o Smart Water Sensors da Libelium[51] e o sensor SAL-BTA
da Vernier[52], que permitem medir de forma fa´cil e precisa o teor de sal dissolvido numa
soluc¸a˜o aquosa.
3.8 Tecnologias de comunicac¸a˜o
Nesta secc¸a˜o sera˜o apresentadas algumas das tecnologias de comunicac¸a˜o sem fios mais
utilizadas em Internet of Things que permitem a troca de informac¸a˜o entre dispositivos. Sera˜o
abordadas cinco tecnologias bastante populares no contexto do IoT: Bluetooth, Wi-Fi, Zigbee
LoRa e SigFox. Por fim, e´ realizada uma comparac¸a˜o entre as tecnologias estudadas.
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3.8.1 Bluetooth
O Bluetooth surgiu com a intenc¸a˜o de eliminar o elevado nu´mero de cabos existentes na
comunicac¸a˜o entre dispositivos, sendo que este padra˜o funciona na banda de frequeˆncia 2,4
GHz, conhecida como banda Industrial, Scientific, Medical (ISM)8, dispon´ıvel mundialmente
sem a necessidade de licenc¸as. O Bluetooth Low Energy (BLE) e´ uma marca caracter´ıstica
da versa˜o 4.0 do Bluetooth, que foi projetado para aplicac¸o˜es de baixa poteˆncia, utilizada em
comunicac¸o˜es de curta distaˆncia. Esta tecnologia de comunicac¸a˜o bastante conhecida, con-
siste numa especificac¸a˜o de rede sem fios de aˆmbito pessoal, tambe´m conhecida por Wireless
personal area networks (PANs), sendo de baixo custo e consumo de energia[53][54].
3.8.2 Wi-Fi
O Wi-Fi e´ uma tecnologia de recepc¸a˜o de transmissa˜o de dados sem fios, baseado no
standard IEEE 802.11. Com o evoluir da tecnologia, teˆm surgido diferentes variac¸o˜es do
mesmo standard, sendo a variante 802.11g a mais comum. Seguidamente, sa˜o apresentadas
as caracter´ıstica principais desta variante[55][56]:
• Banda de frequeˆncia de 2.4 GHz;
• Taxa de bits ma´xima de 54 Mbps na camada f´ısica, transfereˆncia de dados ma´xima de
24.7 Mbps;
• Topologia em estrela (infraestrutura) e ponto-a-ponto (ad-hoc);
• Va´rios mecanismos de encriptac¸a˜o e autenticac¸a˜o.
3.8.3 Zigbee
Zigbee e´ um padra˜o de rede sem fios destinado a aplicac¸o˜es de controlo e sensores remotos,
adequado para operac¸o˜es em ambientes isolados. Esta tecnologia e´ de curto alcance, baixa
complexidade e consumo de energia, possuindo ainda uma baixa taxa de dados. Permite uma
topologia de rede mesh (malha) permitindo elevados n´ıveis de fiabilidade e maior alcance de
cobertura, fornecendo mais do que um caminho atrave´s da rede para qualquer ligac¸a˜o[57].
3.8.4 LoRa
Long Range (LoRa) e´ um tipo de comunicac¸a˜o sem fios bastante utilizado no universo
do IoT, desenvolvido pela empresa Semtech. Esta tecnologia tem um alcance de mais de 15
Km, e uma capacidade de ate´ 1 milha˜o de no´s. Em termos de seguranc¸a, o protocolo LoRa
possui mecanismos de validac¸a˜o e autenticac¸a˜o dos no´s da rede e de encriptac¸a˜o dos dados
transmitidos[58][59].
8Faixa de frequeˆncia compartilhada por dispositivos, como forno micro-ondas e Wi-Fi
28 Cap´ıtulo 3. Estado da arte
3.8.5 Sigfox
A tecnologia Sigfox permite a comunicac¸a˜o sem fios entre dispositivos possuindo um baixo
consumo de energia, utilizando a banda ISM, tal como o Bluetooth. De acordo com o site
oficial, o Sigfox e´ considerado um protocolo leve, permitindo trocas de pequenas mensagens
e possibilitando um consumo de bateria bastante reduzido. Esta tecnologia tem o seguinte
limite dia´rio de mensagens: 4 em DownLink (no´ para a estac¸a˜o) e 140 em UpLink (estac¸a˜o
para o no´)[60]. Trata-se de uma tecnologia totalmente virada para o IoT devido ao seu baixo
consumo.
3.8.6 Comparac¸a˜o entre tecnologias de comunicac¸a˜o
Na tabela 3.6 e´ apresentada uma comparac¸a˜o entre algumas caracter´ısticas das tecnologias
anteriormente estudadas. De acordo com os dados apresentados na tabela, conclu´ımos que o
Zigbee, LoRa e Sigfox sa˜o tecnologias de baixo consumo, sendo por isso totalmente inseridas
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Tabela 3.6: Comparac¸a˜o entre as tecnologias de comunicac¸a˜o abordadas (Adaptado de [57])
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Segundo Laudon et al.[61], um sistema de informac¸a˜o define-se como sendo uma inter-
relac¸a˜o de mu´ltiplos componentes podendo estes ser equipamentos, telecomunicac¸o˜es, soft-
ware, bases de dados e outras tecnologias de transformac¸a˜o de informac¸a˜o. Todos estes com-
ponentes permitem a recolha, processamento, armazenamento e distribuic¸a˜o de informac¸a˜o
que possibilita a tomada de deciso˜es e controlo para uma determinada organizac¸a˜o, ou ate´
mesmo para a sociedade, de modo a torna´-la mais acess´ıvel e u´til.
Dada a elevada complexidade de um sistema de informac¸a˜o, e´ poss´ıvel identificar algumas
funcionalidades comuns aos diversos sistema existentes, sa˜o elas[62]:
• Recolha de dados: sequeˆncia de tarefas que possibilitam a adic¸a˜o de novos dados ao
sistema;
• Organizac¸a˜o e armazenamento de dados: e´ imprescind´ıvel uma boa organizac¸a˜o
da estrutura de dados para fa´cil e ra´pida localizac¸a˜o;
• Processamento de dados: qualquer funcionalidade que permita a produc¸a˜o de resul-
tados mais u´teis do que os dados em bruto;
• Distribuic¸a˜o de informac¸a˜o: apo´s o processamento de dados e´ fundamental a distri-
buic¸a˜o destes a quem precise deles;
• Utilizac¸a˜o da informac¸a˜o: por si so´, a informac¸a˜o na˜o tem qualquer valor, a sua
utilizac¸a˜o em contexto adequado possibilita a extrac¸a˜o de determinadas concluso˜es para
que possam ser tomadas deciso˜es.
Este cap´ıtulo tem como principal objetivo a descric¸a˜o do sistema de informac¸a˜o que re-
sultou do trabalho pra´tico desta dissertac¸a˜o. Cada elemento do sistema e´ caracterizado de
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acordo com as suas func¸o˜es, especificidades e arquitetura, bem como a forma como os ele-
mentos interagem entre si. Para ale´m disso, e´ apresentado todo o processo de modelac¸a˜o do
sistema tendo por base os requisitos do cliente que de seguida se descrevem.
4.1 Ana´lise de requisitos
Antes de entender a descric¸a˜o geral do sistema e os componentes envolvidos, foi realizado
um levantamento do requisitos do sistema, levando-nos a entender o que o cliente pretende.
Os requisitos funcionais e na˜o funcionais deste sistema, que sera˜o apresentados de seguida,
permitem a criac¸a˜o dos processos de nego´cio.
Relativamente a` metodologia apresenta na secc¸a˜o 1.3, esta etapa refere-se a`s duas primei-
ras fases: Ana´lise da viabilidade e Ana´lise e especificac¸a˜o de requisitos.
4.1.1 Requisitos funcionais
Os requisitos funcionais descrevem os crite´rios que devem ser usados para avaliar as func¸o˜es
espec´ıficas ou os comportamentos de um determinado sistema. Os requisitos funcionais que
de seguida se apresentam foram propostos pelos clientes (empresa/investigadores) no contexto
deste projeto para as duas plataformas dispon´ıveis: web (dashboard) e mobile.
Aplicac¸a˜o web (dashboard)
• A interface do sistema deve permitir que o utilizador, seja ele qual for, entre ou fac¸a
login no sistema;
• A interface do sistema deve permitir que o utilizador, seja ele qual for, saia ou fac¸a
logout no sistema;
• O dashboard devera´ permitir que qualquer utilizador possa recuperar a sua chave de
acesso ao sistema (password);
• O sistema deve permitir que o utilizador possa adicionar e/ou gerir um ou va´rios mo´dulos
de sensores;
• A aplicac¸a˜o web deve permitir visualizar graficamente os dados que cada sensor obte´m;
• O sistema deve permitir visualizar tabularmente (dataset) os dados que cada sensor
obte´m;
• Em cada uma das visualizac¸o˜es anteriormente descritas, deve ser poss´ıvel efetuar uma
filtragem por data;
• O sistema devera´ permitir a exportac¸a˜o dos dados obtidos pelos sensores em formato
Comma-Separated Values (CSV);
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• O sistema deve ter a capacidade de gerar alarmes quando algum valor lido pelos sensores
esteja fora do previsto.
De modo a tornar o sistema gene´rico foram impostos os seguintes requisitos adicionais:
• O sistema deve permitir que qualquer utilizador se possa registar no sistema, embora
tenha que estar obrigatoriamente associado a uma empresa;
• O utilizador comum so´ tera´ acesso a` sua a´rea reserva apo´s a validac¸a˜o por parte da
empresa;
• A dashboard devera´ permitir ao administrador a adic¸a˜o de novas empresas e a gesta˜o
de todos os utilizadores;
• O sistema deve permitir que qualquer utilizador possa adicionar, editar ou remover:
– Tipos de sensores;
– Tipos de comunicac¸a˜o;
• O sistema devera´ disponibilizar uma API que permita a criac¸a˜o de novas aplicac¸o˜es com
base nesta;
• Consultar a documentac¸a˜o da API de modo interativo;
• Gerar e consultar os tokens de autenticac¸a˜o para utilizac¸a˜o da API;
• Alterar configurac¸o˜es base do utilizador (primeiro nome, u´ltimo nome, email, etc.).
Aplicac¸a˜o mobile
• A interface da aplicac¸a˜o mobile deve permitir que o utilizador, seja ele qual for, entre
ou fac¸a login no sistema;
• A interface da aplicac¸a˜o mobile deve permitir que o utilizador, seja ele qual for, saia ou
fac¸a logout no sistema;
• A aplicac¸a˜o mobile deve permitir visualizar graficamente os dados de cada sensor, sendo
poss´ıvel filtra´-los por data;
• A aplicac¸a˜o deve permitir receber alarmes quando um determinado valor lido pelo sensor
esteja fora do pretendido.
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4.1.2 Requisitos na˜o funcionais
Os requisitos na˜o funcionais sa˜o todos os requisitos da aplicac¸a˜o relacionados com per-
formance, escalabilidade, seguranc¸a, disponibilidade e usabilidade. Estes na˜o sa˜o necessaria-
mente requeridos pelo cliente.
• O sistema devera´ executar em qualquer plataforma, tanto web como mobile. No caso
de aplicac¸a˜o mobile pretende-se que esta seja executada em iOS e Android;
• A base de dados deve ser protegida para acesso apenas a utilizadores autorizados;
• O sistema devera´ disponibilizar uma API para que possam ser criados novos produtos
com base neste;
• Devera´ ser usada, na medida do poss´ıvel, tecnologias sem qualquer custo para o cliente
(open-source);
• Pretende-se que o sistema possa ser adaptado a qualquer outro contexto, na˜o sendo
especificamente restrito ao contexto da produc¸a˜o da Salico´rnia.
4.2 Descric¸a˜o global do sistema
Este sistema tem como objetivo a supervisa˜o remota da produc¸a˜o de Salico´rnia, permi-
tindo na˜o so´ a monitorizac¸a˜o dos dados adquiridos pelos sensores, como tambe´m da atuac¸a˜o
remota de determinados comandos. Neste contexto, tambe´m e´ poss´ıvel a aquisic¸a˜o de imagens
que possibilitam a detec¸a˜o de intrusos nas quintas onde se realiza a produc¸a˜o desta espe´cie.
O esquema da figura 4.1 ilustra, de um modo geral, todos os componentes e as diferentes
plataformas com que o cliente pode interagir.
Figura 4.1: Ilustrac¸a˜o dos principais componentes do sistema
Como vimos no cap´ıtulo 3, uma plantac¸a˜o de Salico´rnia carece de um controlo relativa-
mente fino de certos paraˆmetros ambientais sobretudo da salinidade do terreno, que depende,
das chuvas, da salinidade da a´gua dos canais da ria, entre outros. Nas quintas onde se cultiva
Salico´rnia, a produc¸a˜o faz-se numa espe´cie de leiras limitadas por pequenos canais de irrigac¸a˜o
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que podem ser cheios de a´gua salgada proveniente dos esteiros que rodeiam a quinta. Esta
operac¸a˜o implica a abertura de va´lvulas de admissa˜o de a´gua, medir o n´ıvel da mare´ nos
canais e monitorizar a qualidade e salinidade da a´gua exterior.
Figura 4.2: Ilustrac¸a˜o da distribuic¸a˜o dos mo´dulos em duas leiras
Tal como ilustrado na figura 4.2, foram colocados mo´dulos com sensores (SM) distribu´ıdos
estrategicamente por cada leira. Cada um desses mo´dulos, ira´ comunicar com um mo´dulo cen-
tral (CM) originando uma topologia de rede em estrela. Por sua vez, cada um destes mo´dulos
centrais ira´ comunicar diretamente com o servidor que recebera´ todos os dados adquiridos
tanto pelos sensores como por atuadores, permitindo que estes sejam guardados numa base
de dados espec´ıfica. Os atuadores, permitira˜o despoletar ac¸o˜es que autorizam a ativac¸a˜o
ou desativac¸a˜o de bombas e/ou va´lvulas para transfereˆncias de a´gua de modo a melhorar
as condic¸o˜es de cultivo da Salico´rnia. Os mo´dulos centrais teˆm acesso a` camada protocolar
Transmission Control Protocol (TCP)/Internet Protocol (IP) (Internet) para possibilitar a
utilizac¸a˜o da API REST desenvolvida para o efeito.
No que diz respeito a`s plataformas de interac¸a˜o com o cliente, existe uma dashboard
(plataforma web) e a planificac¸a˜o de uma aplicac¸a˜o mobile. A dashboard disponibiliza uma
interface que apresenta as informac¸o˜es mais importantes para o utilizador de forma apelativa,
tornando mais fa´cil a sua interac¸a˜o e respetiva leitura, possibilitando ainda a gesta˜o de todo
o sistema e realizac¸a˜o de operac¸o˜es de controlo remoto. Por outro lado, a aplicac¸a˜o mobile
permite apenas a monitorizac¸a˜o do cultivo da Salico´rnia e a recec¸a˜o de alertas quando estes
surgirem.
4.2.1 Componentes
No contexto desta dissertac¸a˜o e´ necessa´rio reter dois conceitos principais, sa˜o eles:
• Sensor Module (SM): consiste num mo´dulo responsa´vel pela aquisic¸a˜o de dados
provenientes dos mais diversos tipos de sensores;
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• Controller Module (CM): consiste num mo´dulo responsa´vel pela recec¸a˜o dos da-
dos/estados dos sensores do Sensor Module e respetivo envio para a cloud.
Figura 4.3: Esquema de componentes e respetiva comunicac¸a˜o entre treˆs SM e um CM
O cena´rio da figura 4.3 ilustra treˆs Sensor Modules que comunicam com um Controller
Module. Cada um desses Sensor Module possui um conjunto espec´ıfico de sensores, podendo
estes ser atuadores ou caˆmaras. Para a comunicac¸a˜o com o Controller Module, cada Sensor
Module possui um determinado mo´dulo de comunicac¸a˜o que permite a transfereˆncia dos
dados adquiridos pelos sensores. Posteriormente, o Controller Module possui tambe´m um
determinado mo´dulo de comunicac¸a˜o (TCP/IP) que permite a utilizac¸a˜o da API e respetivo
envio ou atualizac¸a˜o dos dados adquiridos pelo sistema.
Seguidamente sera˜o especificados todos os detalhes de cada mo´dulo, uma vez que sera˜o
considerados na modelac¸a˜o de todo o sistema.
Sensor Module
Um Sensor Module consiste num microcontrolador responsa´vel pela aquisic¸a˜o de dados
provenientes dos mais diversos tipos de sensores, podendo estes ser atuadores ou caˆmaras.
No caso de se tratar de um atuador, isto e´, va´lvulas, bombas, contadores, pa´s ou cancelas,
apenas sera˜o lidos valores bina´rios. Caso se trate de uma caˆmara, todo o processamento e´ feito
internamente nesta, sendo que o sistema apenas ira´ receber o IP da caˆmara ou um Uniform
Resource Locator (URL) para um servidor de Real-Time Messaging Protocol (RTMP).
Tal como referido anteriormente, cada Sensor Module tera´ que utilizar um determinado
mo´dulo de comunicac¸a˜o para possibilitar a transfereˆncia dos dados adquiridos para o mo´dulo
central. Para ale´m disso, pretende-se que o Sensor Module em condic¸o˜es extremas, possa
tomar deciso˜es de atuac¸a˜o. Isto e´, caso seja lido um valor fora da gama prevista e que
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seja necessa´ria a ativac¸a˜o de um atuador ou se a comunicac¸a˜o com o Controller Module
falhar, o Sensor Module devera´ ser auto suficiente em tomar uma decisa˜o, sem necessidade
de intervenc¸a˜o do utilizador.
Pretende-se que este mo´dulo seja identificado por um determinado nome, possua uma
bateria que permita a sua mobilidade, tenha um ou va´rios mo´dulos de comunicac¸a˜o acoplados
que permitam comunicar com um mo´dulo centrar. Tenha uma determinada memo´ria e um
mo´dulo Global Positioning System (GPS) que permita aceder a` sua localizac¸a˜o, identificando-
o em caso de furto. Para ale´m disso, um Sensor Module tera´ que possuir obrigatoriamente
um ou va´rios sensores.
Controller Module
Um Controller Module consiste num microcontrolador responsa´vel pela recec¸a˜o dos da-
dos prevenientes dos va´rios Sensor Modules. Pretende-se que este mo´dulo envie ou receba
informac¸o˜es para os Sensor Module quando solicitados pelo utilizador. Apo´s a recec¸a˜o dos
dados, estes sa˜o enviados para um servidor em cloud atrave´s de uma API criada para o efeito.
Como a tecnologia REST opera sob o protocolo de comunicac¸a˜o HTTP, este componente tem
que necessariamente estar ligado a` rede Internet (TCP/IP).
E´ essencial que este mo´dulo possua alguma capacidade de processamento, uma vez que
podera´ ter va´rios Sensor Modules a si associados e com necessidade de constante envio e
recec¸a˜o de dados. Para ale´m disso, pretende-se que o Controller Module seja identificado por
um determinado nome, tenha um mo´dulo de comunicac¸a˜o que possibilite o envio de dados
para um servidor e outros para comunicac¸a˜o com os diferentes Sensor Modules. Tal como
acontece com os Sensor Modules, existe necessidade de acoplar um mo´dulo GPS que permita
localizar o microcontrolador em caso de roubo.
4.3 Modelac¸a˜o
Tal como vimos no in´ıcio do cap´ıtulo 4, a concec¸a˜o de uma arquitetura envolve o estudo
e respetiva modelac¸a˜o dos componentes de software e hardware que sa˜o fundamentais para a
realizac¸a˜o da mesma, bem como a ana´lise dos casos de uso e respetiva especificac¸a˜o, criac¸a˜o
do modelo de dados, diagramas de fluxos, entre outros. Toda esta modelac¸a˜o sera´ descrita
nesta secc¸a˜o permitindo entender melhor como emparelhar toda a estrutura pretendida. Re-
lativamente a` metodologia apresenta na secc¸a˜o 1.3, esta etapa refere-se a` fase de Designing
(figura 1.1).
4.3.1 Entidades envolvidas
As entidades envolvidas ou atores sa˜o os utilizadores do sistema, podendo ser humanos ou
ma´quinas, que interagem com o sistema para executar uma determinada ac¸a˜o significativa. No
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contexto do sistema descrito, existem treˆs entidades distintas que sa˜o importantes descrever:
• General user : este ator podera´ registar-se e associar-se a uma determinada empresa
existente no sistema. Apo´s a validac¸a˜o por parte da empresa, este utilizador podera´
aceder a` sua a´rea reservada atrave´s da dashboard ou da aplicac¸a˜o mobile.
• Company user : este utilizador tem a possibilidade de gerir todos os general users
que se possam associar a` sua empresa. Deste modo, este utilizador podera´ validar ou
remover os general users que a si se associam.
• Administrador: vulgarmente denominado por admin. Pretende-se que apenas exista
um u´nico administrador. Este ator tem a possibilidade de adicionar novas empresas ao
sistema, isto e´, criar novos utilizadores com permisso˜es espec´ıficas.
4.3.2 Casos de uso
Nas figuras 4.4 e 4.5 encontram-se representados os esquemas dos casos de uso da dashboard
e da aplicac¸a˜o mobile, respetivamente. Seguidamente sera˜o descritos cada um dos casos de
uso para as duas plataformas. De notar que todos os casos de uso na aplicac¸a˜o mobile tambe´m
se encontram dispon´ıveis atrave´s da dashboard.
Figura 4.4: Casos de uso para a aplicac¸a˜o web (dashboard)
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Figura 4.5: Casos de uso para a aplicac¸a˜o mobile
• Login no sistema: qualquer utilizador (general user, company user ou admin) podera´
aceder ao sistema tendo para isso que possuir uma conta registada e validada no caso
de ser um general user. Apo´s a validac¸a˜o das suas credenciais (username e password)
o utilizador podera´ aceder a` pa´gina inicial da dashboard e a todo o seu conteu´do. Este
caso de uso encontra-se dispon´ıvel para os dois tipos de plataformas;
• Logout no sistema: qualquer utilizador (general user, company user ou admin) po-
dera´ sair do sistema tendo que para isso que estar obrigatoriamente logado no sistema.
Apo´s o logout ser-lhe-a´ apresentada novamente a pa´gina de login. Este caso de uso
encontra-se dispon´ıvel para os dois tipos de plataformas;
• Recuperar password : qualquer utilizador (general user, company user ou admin)
podera´ recuperar a sua password de acesso ao sistema. Para isso, tera´ que introduzir
o seu email e posteriormente ser-lhe-a´ enviado o acesso que possibilita a redefinic¸a˜o da
password ;
• Adicionar, editar, remover tipos de comunicac¸a˜o: qualquer general user ou
company user podera´ adicionar, editar ou remover os tipos de comunicac¸a˜o existentes no
sistema. Ao adicionar, o utilizador tera´ que introduzir um nome, um caminho relevante
para o tipo de comunicac¸a˜o (URL, International Mobile Equipment Identity (IMEI),
etc) e selecionar um icon ilustrativo. No caso da remoc¸a˜o, esta ac¸a˜o apenas e´ poss´ıvel
se o tipo de comunicac¸a˜o na˜o se encontrar em utilizac¸a˜o por nenhum Controller Module
ou Sensor Module;
• Adicionar, editar, remover tipos de sensores: qualquer general user ou company
user podera´ adicionar, editar ou remover os tipos de sensores existentes no sistema.
Ao adicionar, o utilizador tera´ que introduzir um nome que o identifique, uma fonte de
dados ou a escala dos mesmos e um icon que identifique o sensor. Para ale´m disso, o
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utilizador tera´ que escolher uma cor que identifique o tipo de sensor na dashboard. No
caso da remoc¸a˜o, esta ac¸a˜o apenas e´ poss´ıvel se o tipo de sensor na˜o se encontrar em
utilizac¸a˜o por nenhum Sensor Module;
• Adicionar, editar, remover um Controller Module : qualquer general user ou
company user podera´ adicionar, editar ou remover um Controller Module existente no
sistema. Neste caso, pressupo˜e-se que o utilizador possua um microcontrolador com
as seguintes caracter´ısticas que sera˜o adicionadas: nome para identificac¸a˜o, valor da
memo´ria RAM em MBytes, estado inicial (ativo ou inativo) e um mo´dulo de comu-
nicac¸a˜o que permita comunicar com o servidor. Estas caracter´ısticas sa˜o poss´ıveis de
alterac¸a˜o. Pretende-se que um Controller Module possa ser removido tendo Sensor
Modules a ele associado, sendo estes tambe´m removidos automaticamente do sistema;
• Adicionar, editar, remover um Sensor Module : qualquer general user ou com-
pany user podera´ adicionar, editar ou remover um Sensor Module existente no sistema.
Pressupo˜e-se que o utilizador possua um determinado microcontrolador com um ou mais
sensores. Para adicionar o Sensor Module a` plataforma o utilizador tera´ que atribuir
um nome que o identifique, definir qual o seu estado inicial (ativo ou desativo), escolher
os tipos de comunicac¸a˜o presentes e definir o intervalo de tempo para o qual pretende
receber os dados lidos pelos sensores. Para ale´m disso, permite associar ao Sensor Mo-
dule os sensores presentes e definir o valor ma´ximo e mı´nimo para os quais sa˜o gerados
alarmes e respetivas mensagens para notificac¸a˜o. Todos estes dados sa˜o poss´ıveis de
edic¸a˜o;
• Receber notificac¸o˜es (gerar alarmes): sempre que um valor lido por um determi-
nado sensor sai fora dos limites impostos, isto e´, do valor ma´ximo e do valor mı´nimo,
e´ gerado um alarme para o utilizador de modo a que este possa intervir. Este caso de
uso encontra-se dispon´ıvel para os dois tipos de plataformas;
• Visualizar graficamente os dados lidos pelos sensores: o utilizador podera´ in-
teragir com as duas plataformas a fim de visualizar graficamente os dados lidos pelos
diferentes tipos de sensores existentes, tendo a possibilidade de selecionar as datas de
in´ıcio e fim da consulta. Para ale´m disso, podera´ guardar os gra´ficos em diferentes
formatos de imagem;
• Visualizar tabularmente os dados lidos pelos sensor: analogamente ao caso de
uso anterior, o utilizador podera´ neste caso visualizar tabularmente os dados obtidos,
tendo tambe´m a possibilidade de filtrar os dados dispon´ıveis por data;
• Exportar dados lidos de um Sensor Module : qualquer general user ou company
user podera´ exportar os dados lido pelos sensores, numa data espec´ıfica, para um ficheiro
do tipo CSV;
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• Visualizar a localizac¸a˜o dos mo´dulos (Sensor Module/Controller Module):
qualquer general user ou company user ao aceder a` dashboard ser-lhe-a` apresentado um
mapa para cada Controller Module com a sua localizac¸a˜o e dos seus respetivos Sensor
Modules;
• Consultar a documentac¸a˜o da API: qualquer general user ou company user podera´
aceder a` dashboard para consultar a documentac¸a˜o iterativa da API existente;
• Consultar token de autenticac¸a˜o: qualquer general user ou company user podera´
aceder ao token de autenticac¸a˜o para utilizac¸a˜o da API;
• Validar general user : qualquer company user tem a possibilidade de validar os general
users que a si se associam. Sempre que um novo general user e´ registado no sistema o
company user e´ notificado via email. Posteriormente, caso o general user seja validado
este tambe´m recebera´ um email de confirmac¸a˜o;
• Remover general user : qualquer company user tem a possibilidade de remover os
general users a si associados;
• Remover Sensor Modules e Controller Modules : o admin do sistema tem a pos-
sibilidade de remover os Sensor Modules e/ou Controller Modules existentes no sistema;
• Visualizar todos os Sensor Modules e Controller Modules: o admin do sis-
tema tem a possibilidade de visualizar todos os Sensor Modules e Controller Modules
existentes no sistema de modo a alertar os clientes em caso de anomalias;
• Criar um novo company user : o admin tem a possibilidade de adicionar novos
company user ao sistema;
• Remover um company user: o admin tem a possibilidade de remover qualquer
company user registado no sistema.
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4.3.3 Modelo de dados
Depois da ana´lise dos requisitos desenhou-se um modelo de dados que permite suportar
todo o sistema descrito, obtendo-se assim o esquema relacional apresentado na figura 4.6.
Figura 4.6: Esquema relacional da estrutura da base de dados
Nas tabelas 4.1 e 4.2 sa˜o descritas cada uma das entidades de dados existente neste sistema,
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4.4 Arquitetura lo´gica
Nesta secc¸a˜o e´ apresentada a arquitetura lo´gica do sistema, indicando as camadas que
conte´m e especificando quais as relac¸o˜es de dependeˆncia que estas possuem entre si. Segui-
damente, e´ explicado como implementar esta lo´gica com os respetivos componentes f´ısicos.
Normalmente, este tipo de arquitetura e´ composto por treˆs camadas (3 Tier)[63] com
func¸o˜es diferentes: camada de apresentac¸a˜o, camada de lo´gica de nego´cio e camada de acesso
a dados. Pretende-se que com a descric¸a˜o desta arquitetura seja facilitada a manutenc¸a˜o, a
portabilidade e a escalabilidade, fatores importantes quando queremos partilhar funcionali-
dades e informac¸a˜o entre aplicac¸o˜es de diferentes tipos.
Figura 4.7: Esquema representativo da arquitetura lo´gica do sistema
A camada de apresentac¸a˜o e´ responsa´vel pela comunicac¸a˜o entre os utilizadores e a
aplicac¸a˜o, sendo ela web ou mobile, exibindo informac¸o˜es aos utilizadores, abrangendo uma
interface que permite solicitac¸o˜es ao sistema. Esta camada tem uma relac¸a˜o de dependeˆncia
com a camada de lo´gica de nego´cio e tira partido do acesso a servic¸os de informac¸a˜o externos,
que fornecem diversas funcionalidades. A interface do utilizador foi desenvolvida em HTML
e CSS, fazendo uso de jQuery e JS.
A camada de lo´gica e´ onde e´ realizado todo o processamento dos dados adquiridos pelos
sensores ou introduzidos pelos utilizadores do sistema atrave´s da camada de apresentac¸a˜o.
Tal como apresentado na figura 4.7, existem quatro sub-camadas principais, que enfatizam
os principiais conceitos existentes nesta camada, a seguir descritos.
• Gesta˜o de utilizadores: todas as operac¸o˜es realizadas por cada utilizador devem
ser medidas pelas permisso˜es que estes possuem. Nesta camada e´ verificado se um
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determinado utilizador viola ou na˜o essas permisso˜es.
• Gerac¸a˜o de alarmes: todos os alarmes sa˜o gerados conforme a verificac¸a˜o automa´tica
realizada a cada valor que chega ao sistema.
• Ca´lculos estat´ısticos: este componente da camada de lo´gica de nego´cio ganha espe-
cial relevaˆncia na altura em que se pretende determinar os valores me´dios, ma´ximos e
mı´nimos de um conjunto de medic¸o˜es para um determinado intervalo de tempo.
• Comunicac¸a˜o via API: este componente e´ fundamental para que se possa aceder,
atualizar ou adicionar dados ao sistema de um modo simples.
Relativamente a` camada de acesso a dados, devera˜o estar presentes as funcionalidades de
criac¸a˜o, edic¸a˜o, remoc¸a˜o ou simples visualizac¸a˜o dos dados, sendo responsa´vel pelas operac¸o˜es
de persisteˆncia e consulta de dados solicitados pela camada de lo´gica de nego´cio.
4.5 Arquitetura f´ısica
Enquanto que a arquitetura lo´gica se concentra nos diferentes n´ıveis de abstrac¸a˜o do sis-
tema a arquitetura f´ısica foca-se na estrutura de alto n´ıvel. Seguidamente sa˜o apresentados
todos os componentes f´ısicos, tanto a n´ıvel de software como de hardware, que sa˜o funda-
mentais para ter uma maior percec¸a˜o do real funcionamento de todo o sistema. A figura 4.8
representa genericamente os blocos principais do sistema proposto que seguidamente sera˜o
descritos.
Figura 4.8: Arquitetura f´ısica (blocos principais)
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4.5.1 Sistema de informac¸a˜o
A figura 4.9 ilustra a arquitetura do sistema de informac¸a˜o incluindo especificamente a
aplicac¸a˜o web (dashboard), base de dados, API e respetiva implementac¸a˜o do sistema.
4.5.2 Aplicac¸a˜o web
A aplicac¸a˜o web e´ um componente essencial, enquadrando-se tanto na camada de lo´gica
de nego´cio como tambe´m na camada de apresentac¸a˜o, permitindo a interac¸a˜o tanto por parte
do utilizador (frontend) como tambe´m no processamento lo´gico (backend).
Tal como vimos na secc¸a˜o 3.3.4 do Estado de Arte, a tecnologia para o desenvolvimento
web recaiu sobre a framework Django, mais precisamente na versa˜o 1.11 para python 2.7,
sendo que como Integrated Development Environment (IDE) foi utilizada a vera˜o 2016.3.3 do
PyCharm. Dada a facilidade com que esta framework tem em manipular views e templates,
optou-se que ambas as componentes (frontend/backend) fossem desenvolvidas recorrendo ao
Django. Para ale´m disso, optou-se por criar uma API REST que permitisse a manipulac¸a˜o
dos dados existentes na base de dados, sendo esta tambe´m desenvolvida paralelamente com
a aplicac¸a˜o web. Seguidamente sera´ explicada a sua arquitetura.
Figura 4.9: Arquitetura do sistema de informac¸a˜o (dashboard, base de dados e API)
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Como descrito na secc¸a˜o 3.3.3, o Django permite modelar os dados atrave´s de classes,
possibilitando gerar tabelas na base de dados de uma forma quase direta, sem recorrer ao
SQL. A verificac¸a˜o dos valores lidos pelos sensores e poss´ıvel gerac¸a˜o de alarmes e´ averiguado
por um trigger desenvolvido em SQL. No cap´ıtulo 5 sera´ explicada a sua implementac¸a˜o.
Relativamente a` escolha do SGBD recaiu sobre o PostgreSQL, mais concretamente na
versa˜o 9.3.16. Como ferramenta gra´fica para administrac¸a˜o deste SGBD foi utilizado o PgAd-
min III1 na versa˜o 1.22. Este software com interface gra´fica tem inu´meras funcionalidades
desde a possibilidade de ligac¸a˜o a base de dados remotas ate´ a` adic¸a˜o, edic¸a˜o, remoc¸a˜o e
consulta em tabelas. Esta ferramenta e´ open-source e encontra-se dispon´ıvel para Windows e
UNIX. Como vimos no cap´ıtulo 3, este SGBD permite com grande facilidade a incorporac¸a˜o
a um projeto Django.
No que diz respeito a` camada de apresentac¸a˜o na plataforma web foram utilizadas as
seguintes linguagens/bibliotecas/frameworks:
• HTML, CSS e JS: o ponto de partida para a criac¸a˜o da interface web assentou
no template denominado por AdminLTE2 sendo este baseado em Bootstrap 33. Neste
template prevalecem as seguintes caracter´ısticas: design responsivo, interface leve e ape-
lativa, existeˆncia de mu´ltiplos plugins, compatibilidade entre navegadores, entre outros.
• Gravatar: servic¸o que disponibiliza um avatar que esteja associado a um enderec¸o de
email registado. O Gravatar disponibiliza uma API que pode ser utilizada nas mais
diversas linguagens de programac¸a˜o[64].
• API Google Maps: consiste num servic¸o de visualizac¸a˜o de mapas e imagens de
sate´lite, desenvolvido pela Google. E´ usado na visualizac¸a˜o da localizac¸a˜o dos mo´dulos
de sensores.
• ZingChart: biblioteca em JS que permite receber dados e apresenta´-los em formato
gra´fico. Esta soluc¸a˜o open-source disponibiliza mais de 35 tipos de gra´ficos.
4.5.3 API REST
Os me´todos desenvolvidos para esta API permitiram executar func¸o˜es do tipo REST. A
tecnologia REST foi apresentada por Roy Fielding na Universidade de Califo´rnia no ano de
2000[40]. Roy, estudou um conjunto de arquiteturas de software que usam a web como uma
plataforma para computac¸a˜o distribu´ıda[40]. Esta tecnologia define um conjunto de princ´ıpios
que possibilitam desenhar servic¸os web com base nos recursos existentes num determinado
sistema. Nesta arquitetura, e´ considerada a forma como os recursos sa˜o coordenados e trans-




4.5. Arquitetura f´ısica 47
Os me´todos da API permitem executar as func¸o˜es REST usando me´todos HTTP explici-
tamente. Assim, torna-se fundamental perceber estes me´todos para ter um melhor conheci-
mento do funcionamento da API. Seguidamente sa˜o descritos os me´todos mais importantes
que da˜o suporte a cada uma das func¸o˜es REST.
• GET: permite efetuar operac¸o˜es de leitura;
• POST: permite realizar operac¸o˜es de escrita, possibilitando criar novos recursos ao
sistema;
• PUT: permite criar ou atualizar um novo objeto ao sistema;
• DELETE: permite apagar objetos ou recursos ao sistema.
Como vimos no cap´ıtulo 3, a escolha da framework para construc¸a˜o desta API REST
recaiu sobre o Django REST framework. Esta ferramenta possui uma extensa documentac¸a˜o
e um elevado apoio da comunidade que a utiliza, sendo uma das mais utilizadas e incorporadas
em projetos Django.
Relativamente a` autenticac¸a˜o desta API, optou-se por utilizar um esquema de autenticac¸a˜o
suportado no mecanismo de autenticac¸a˜o HTTP baseado em tokens[65]. Neste mecanismo, o
cliente primeiramente troca as suas credencias (username e password) por um token, seguida-
mente, em vez de enviar essas credenciais a cada requisic¸a˜o, o cliente apenas enviara´ o token
inicialmente recebido, permitindo assim o acesso aos conteu´dos pretendidos, com respetiva
autenticac¸a˜o e autorizac¸a˜o dos mesmos (figura 4.10).
Figura 4.10: Processo de autenticac¸a˜o em HTTP atrave´s de token (Adaptado de [66])
Resumidamente e com o objetivo de explicar o esquema da figura 4.10, sa˜o enumerados
os passos de autenticac¸a˜o em HTTP via token.
1. O cliente envia as credenciais para um servidor;
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2. O servidor valida e autentica essas credenciais gerando consequentemente um token;
3. O servidor envia o token para o cliente;
4. O cliente guarda o token e este e´ enviado sempre que existe uma requisic¸a˜o atrave´s do
cabec¸alho do protocolo HTTP;
5. O servidor, em cada requisic¸a˜o verifica se o token e´ va´lido ou na˜o. Caso seja, o servidor
aceita a requisic¸a˜o, caso contra´rio esta e´ rejeitada;
6. O servidor pode ter um endpoint que renova o token sempre que necessa´rio.
Na tabela 4.3 encontram-se todos os endpoints e respetivas func¸o˜es (POST/GET/PUT) a
implementar. Seguidamente sera´ descrito como foi implementada a documentac¸a˜o interativa
desta API.
Endpoints da API REST POST GET PUT DELETE
/api/user/ X X
/api/user/{pk or username}/ X X X
/api/smpercm/ X
/api/smpercm/{pk or name cm} X X
/api/sm/ X X
/api/sm/{pk or name}/ X X X
/api/sensortype/ X X
/api/sensortype/{pk or name} X X X
/api/sensorpersm/{id sm or name sm} X X
/api/sensor/ X
/api/sensor/{pk or sensor type} X X
/api/reading/{id sensor}/{date start}/{date end} X X
/api/communication/{pk or name}/ X X X
/api/cm/ X X
/api/cm/{pk or name}/ X X X
/api/alarmssettings/{id sensor} X X
/api/alarms sensor/{id sensor} X X
/api/alarms reading/{id reading} X X
Tabela 4.3: Endpoints da API REST e respetivos me´todos a implementar
4.5.4 Documentac¸a˜o interativa
Para a gerac¸a˜o automa´tica da documentac¸a˜o da API utilizou-se o Swagger. Tal como des-
crito no site oficial desta framework [67], o Swagger e´ considerada a ferramenta de APIs mais
popular e completa de todo o mundo permitindo facilmente o desenvolvimento do ciclo de vida
de uma API, desde o design, documentac¸a˜o, testes e tambe´m implementac¸a˜o, tendo a grande
vantagem de ser open-source. Neste contexto, apenas sera´ utilizada como documentac¸a˜o, de
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modo a facilitar a interpretac¸a˜o da API criada. O Swagger possui uma interface apelativa e
intuitiva, permitindo interagir com a API de modo que os seus utilizadores tenham uma ideia
geral de como esta responde aos pedidos para diversos paraˆmetros e opc¸o˜es.
4.5.5 Implementac¸a˜o do sistema
Para implementac¸a˜o do projeto anteriormente descrito e respetiva API, foi disponibili-
zada uma ma´quina virtual com uma distribuic¸a˜o Linux (Ubuntu 14.04.5) com as seguintes
caracter´ısticas:
• CPU: Intel(R) Xeon(R) CPU E5-2670 v3 @ 2.30 GHz
• RAM: 2 GB
• Disco: 10.7 GB
Para o processo de deployment do projeto optou-se pela utilizac¸a˜o do servidor Apache
juntamente com o pacote mod wsgi4. Este pacote fornece uma WSGI compat´ıvel para o
alojamento de aplicac¸o˜es web em Python sob o servidor HTTP Apache. O Apache e´ um dos
servidores web open-source mais populares no mundo[68].
4.5.6 Aplicac¸a˜o mobile
Apo´s a ana´lise de requisitos da aplicac¸a˜o mobile, elaborou-se um proto´tipo desta antes de
proceder a` sua real implementac¸a˜o. O mockup da aplicac¸a˜o apresenta-se no Apeˆndice A.
Figura 4.11: Arquitetura da aplicac¸a˜o mobile com respetivas tecnologias
4https://modwsgi.readthedocs.io/en/develop/
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Tal como descrito no cap´ıtulo 3 (Estado da Arte), para o desenvolvimento da aplicac¸a˜o
mobile optou-se pela utilizac¸a˜o de um paradigma multi-plataforma, mais concretamente a
framework Phonegap. Esta framework utiliza a tecnologia Cordova da Apache que per-
mite a integrac¸a˜o com recursos nativos dos dispositivos. Atrave´s dela, e´ poss´ıvel desenvolver
aplicac¸o˜es mo´veis utilizando simplesmente HTML, CSS e JS sem a necessidade de depen-
der de APIs espec´ıficas. De modo a facilitar a manipulac¸a˜o do JS optou-se por utilizar a
framework Angular2. Esta biblioteca open source mantida pela Google desde 2010, segue
uma arquitetura MVC e sera´ utilizada para permitir a abstrac¸a˜o da manipulac¸a˜o do DOM e
facilitar a criac¸a˜o/utilizac¸a˜o de rotas[69].
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4.5.7 Simulac¸a˜o em hardware
Apo´s o desenvolvimento da API, simulou-se o sistema num contexto real. Para tal,
pretendia-se encontrar hardware que encaixasse no contexto deste projeto. Foram utiliza-
dos dois microcontroladores (Arduino Nano e Raspberry Pi 3) e alguns sensores. Para este
cena´rio, assume-se que o Arduino Nano e´ considerado um Sensor Module que possui um con-
junto de sensores e atuadores enquanto que o Raspberry Pi 3 e´ um Controller Module que
recebe os dados provenientes do Sensor Module enviando-os para o servidor atrave´s da API.
Seguidamente, sa˜o apresentados os sensores bem como os tipos de comunicac¸a˜o utilizados.
Sensores utilizados
Nesta secc¸a˜o apresentam-se os sensores utilizados na simulac¸a˜o e as suas principais ca-
racter´ısticas. Todos os sensores foram escolhidos tendo em conta o seu enquadramento no
projeto e a sua disponibilidade em laborato´rio.
Temperatura
Como sensor de temperatura foi utilizado um termı´stor do tipo Negative Temperature
Coefficient (NTC) (figura 4.12). Como vimos no cap´ıtulo 3, um termı´stor e´ um semicondu-
tor sens´ıvel a` temperatura, ou seja, quando o coeficiente de variac¸a˜o da resisteˆncia com a
temperatura e´ negativa, enta˜o a temperatura sobe e consequentemente a resisteˆncia diminui.
Na figura 4.13 encontra-se o esquema de ligac¸a˜o deste componente e na tabela 4.4 as suas
propriedades principais[70].
Figura 4.12: Sensor TTC 104 NTC
Figura 4.13: Esquema eletro´nico da ligac¸a˜o do
sensor de temperatura
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Dimensa˜o 5mm
Resisteˆncia 100 KΩ
Valor ma´ximo +125 ◦C
Valor mı´nimo -30 ◦C
Nı´vel de confianc¸a ± 10%
Prec¸o 0.35 e/unidade
Tabela 4.4: Caracter´ısticas do sensor TTC 104 (Adaptado de [70])
Luminosidade
Para simular a luminosidade incidente foi utilizado um sensor do tipo foto-resisteˆncia,
neste caso, o GL5528 (figura 4.14). Este sensor, tambe´m conhecido como LDR, na˜o e´ mais do
que uma resisteˆncia varia´vel cujo o seu valor varia conforme a intensidade da luz que incide
sobre ele, isto e´, a` medida que a intensidade da luz aumenta, a sua resisteˆncia diminui. Este
sensor tem mu´ltiplas aplicac¸o˜es, entre as quais se destaca a monitorizac¸a˜o solar, indicador da
posic¸a˜o do sol (up/down), alarmes anti-roubo, alarme para abertura/fecho de portas entre
outras. Como vimos no cap´ıtulo 3, e´ um sensor de baixo custo e de fa´cil utilizac¸a˜o. Na figura
4.15 encontra-se o esquema de ligac¸a˜o do componente e na tabela 4.5 sa˜o apresentadas as
principais caracter´ısticas do sensor utilizado.
Figura 4.14: Sensor de foto-resisteˆncia
GL5528
Figura 4.15: Esquema eletro´nico da ligac¸a˜o do
sensor de luminosidade
Diaˆmetro 5 mm
Tensa˜o ma´xima 150 VDC
Poteˆncia ma´xima 100 mW
Tensa˜o de operac¸a˜o -30 ◦C a 70 ◦C
Espectro 540 nm
Comprimento com terminais 32 mm
Resisteˆncia na luz 10-20 KΩ (Lux 10)
Material Carbono
Prec¸o 0.22 e/unidade
Tabela 4.5: Caracter´ısticas do sensor GL5528 (Adaptado de [71])
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Sensor para verificac¸a˜o do estado do n´ıvel de a´gua
Este sensor, denominado por Water Level Switch Liquid Level Sensor Plastic Ball Float
(figura 4.16), na˜o e´ mais do que um interruptor que e´ ativado sempre que um determinado
l´ıquido ultrapassa o mesmo, isto e´, sempre que algum l´ıquido atingir o pedac¸o de pla´stico este
ira´ subir ativando assim o circuito. Na figura 4.17 encontra-se o esquema da ligac¸a˜o deste
sensor.
Figura 4.16: Water Level Switch Liquid Level
Sensor Plastic Ball Float
Figura 4.17: Esquema eletro´nico da ligac¸a˜o do
sensor de n´ıvel l´ıquido
Simulador de va´lvula para transfereˆncias de a´guas
Para a simulac¸a˜o de uma va´lvula que permitira´ a transfereˆncia de a´gua doce e/ou a´gua
salgada foi utilizado um LED. Este possibilita facilmente identificar atrave´s da sua ativac¸a˜o
se a va´lvula se encontra ativa ou na˜o. Na figura 4.19 encontra-se o esquema de ligac¸a˜o deste
componente.
Figura 4.18: LED
Figura 4.19: Esquema eletro´nico da ligac¸a˜o do
LED
Comunicac¸a˜o
Nesta secc¸a˜o, apresentam-se os tipos de comunicac¸a˜o para o cena´rio escolhido. Pretendia-
se que cada um dos mo´dulo ficasse isolado, o que implicou o estudo e respetiva escolha de
algumas tecnologias de comunicac¸o˜es sem fios (secc¸a˜o 3.8 do cap´ıtulo 3).
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De acordo com o verificado na tabela 3.6, o Zigbee, o LoRa e o Sigfox apresentam as
caracter´ısticas que melhor se adaptam ao universo do Internet of Things. No entanto, para
o contexto deste trabalho, apenas se encontram dispon´ıveis em laborato´rio mo´dulos Wi-fi e
Bluetooth. Embora estas tecnologias possuam um baixo alcance relativamente a`s restantes
estudadas, foram utilizados estes dois tipos de comunicac¸a˜o.
• Bluetooth: utilizado para a comunicac¸a˜o entre o Arduino Nano e o Raspberry Pi 3.
No Arduino, foi utilizado um mo´dulo Bluetooth HC-06 e no caso do Raspberry Pi 3 foi
utilizado o seu mo´dulo interno (versa˜o 4.1).
• Wi-Fi: utilizado para a comunicac¸a˜o entre o Raspberry Pi 3 e o servidor web, sendo
utilizado o seu mo´dulo interno (802.11.g).
O esquema da figura 4.20 ilustra os tipos de comunicac¸a˜o envolvidos nesta simulac¸a˜o para
cada um dos componentes.
Figura 4.20: Comunicac¸a˜o entre componentes da simulac¸a˜o em hardware
Mo´dulo Bluetooth HC-06
Este mo´dulo Bluetooth oferece uma forma simples de envio e recec¸a˜o de informac¸o˜es
remotamente, podendo ser adquirido a um custo reduzido. Este componente funciona apenas
em modo slave, isto e´, apenas permite que outros dispositivos se liguem a si, mas na˜o permite
que ele pro´prio se ligue a outros. Para ale´m disso, possui um LED que permite indicar
se algum dispositivo esta´ emparelhado. E´ um dos mo´dulos Bluetooth mais comuns para o
microcontrolador Arduino, possuindo um alcance ma´ximo de aproximadamente 10 metros[72].
Na figura 6.3 encontra-se o esquema de ligac¸a˜o deste mo´dulo e na tabela 4.6 sa˜o apresen-
tadas as suas principais caracter´ısticas.
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Figura 4.21: Mo´dulo Bluetooth HC-06
Figura 4.22: Esquema eletro´nico da ligac¸a˜o do
mo´dulo Bluetooth
Versa˜o Bluetooth v2.0 com Enhanced Data Rate (EDR)
Frequeˆncia 2,4GHz Banda ISM
Seguranc¸a Autentificac¸a˜o (PIN) e Encriptac¸a˜o
Tensa˜o Aconselhada 3,3v (2,7v - 4.2v)
Alcance 10 metros
Dimenso˜es 26,9 x 13 x 2,2mm
Peso 9,6g
Temperatura (funcionamento) -25C +75C
Prec¸o 5.26 e/unidade
Tabela 4.6: Caracter´ısticas do mo´dulo bluetooth HC-06 (Adaptado de [72])
4.5.8 Sistema de videovigilaˆncia
No contexto desta dissertac¸a˜o surgiu a necessidade de implementar um sistema de vide-
ovigilaˆncia que permitisse detetar intrusos, maioritariamente pessoas ou animais de grande
porte, que possam invadir as quintas onde se produz Salico´rnia. Esta necessidade prende-
se essencialmente com o elevado custo do hardware do sistema de monitorizac¸a˜o e tambe´m
de eventuais instrumentos de elevado custo necessa´rios ao cultivo desta espe´cie, como por
exemplo, geradores, ma´quinas ele´tricas para poda, entre outros.
Desde logo, a escolha da tecnologia para processamento de imagem recaiu sobre o OpenCV
na˜o apenas por ser uma biblioteca bastante popular e possuir bastantes algoritmos implemen-
tados mas tambe´m por eu pro´prio possuir ja´ algum background e projetos desenvolvidos nesta
a´rea. Pretendia-se que este processamento fosse implementado em material ja´ adquirido sem
necessidade de gastos. Optou-se enta˜o por utilizar um Raspberry Pi 3 que juntamente com um
Raspberry Pi camera module (figura 4.23) permitira´ a aquisic¸a˜o da imagem e servira´ tambe´m
como Controller Module ao sistema de aquisic¸a˜o de dados. Na tabela 4.7 apresentam-se
algumas caracter´ısticas deste mo´dulo para o Raspberry Pi 3.
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Figura 4.23: Raspberry Pi Camera Board V2 8MP 1080p
Sensor 8 megapixels Sony IMX219
Resoluc¸a˜o de exibic¸a˜o 1080p, 720p e 640x480p para v´ıdeo
Ligac¸a˜o a` placa Cabo fita curta (branca)
Dimenso˜es 25 x 23 x 9 mm
Peso aproximadamente 3 g
Compatibilidades ultima versa˜o do Raspbian
Prec¸o 26,67 e/unidade
Tabela 4.7: Caracter´ısticas do Raspberry Pi camera module
Inicialmente, apo´s incorporar o Raspberry Pi camera module no Raspberry Pi 3 atrave´s
do Camera Serial Interface (CSI) (imagem 3.5 da secc¸a˜o 3.6.2), testou-se a captura de v´ıdeo
atrave´s do raspivid. Esta ferramenta de linha de comando, permite testar o funcionamento
do mo´dulo, e para ale´m disso, definir em que formato sera´ guardado o v´ıdeo adquirido, bem
como o seu comprimento e as suas dimenso˜es[73]. Posteriormente, procedeu-se ao envio da
imagem capturada, sem qualquer processamento, para o Youtube Live atrave´s da ferramenta
FFmpeg.
Na figura 4.24 encontra-se a arquitetura do sistema de videovigilaˆncia anteriormente des-
crito. No pro´ximo cap´ıtulo sera´ apresentado o algoritmo de detec¸a˜o de intrusos disponibilizado
pela ferramenta OpenCV.
Figura 4.24: Arquitetura do sistema de videovigilaˆncia e detec¸a˜o de intrusos
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Biblioteca para processamento de imagem: OpenCV
O OpenCV, tambe´m conhecido por Open Source Computer Vision Library, e´ uma biblio-
teca de software de visa˜o por computador de co´digo open-source. Esta biblioteca possui mais
de 2500 algoritmos otimizados, que inclui um conjunto abrangente de algoritmos cla´ssicos e
avanc¸ados de visa˜o computacional bem como algoritmos de machine learning. Esses algo-
ritmos podem ser utilizados para os mais diversos fins, como por exemplo, para detetar e
reconhecer rostos, identificar objetos, classificar ac¸o˜es humanas em v´ıdeos, detetar movimen-
tos numa caˆmara, seguir objetos em movimento, entre outros. Esta biblioteca e´ amplamente
utilizada em empresas e grupos de investigac¸a˜o, tendo interfaces nas mais diversas lingua-
gens: C++, C, Python, Java e MATLAB, embora seja nativamente escrita na linguagem C.
O OpenCV tem mais de 47 mil pessoas na sua comunidade e excede os 7 milho˜es de downloads,
tendo suporte para Windows, Linux e Mac OS[74].
Streaming de v´ıdeo: Youtube Live
O Youtube Live permite que qualquer utilizador possa realizar streaming de v´ıdeo, possibi-
litando escolher entre dois modos: alta lateˆncia e baixa lateˆncia, isto e´, boa ou ma´ qualidade.
Uma das grandes vantagens desta ferramenta e´ manter a stream transmitida permitindo con-
sulta´-la quando desejado. O Youtube Live utiliza o protocolo RTMP, pertencente a` camada
protocolar TCP/IP, mantendo uma conexa˜o persistente com um servidor que permite a co-
municac¸a˜o em tempo real de v´ıdeo ou a´udio. Por outro lado, o FFmpeg e´ uma ferramenta
l´ıder, capaz de codificar ou descodificar qualquer tipo de conteu´do, possibilitando a criac¸a˜o
ou conversa˜o de stream de v´ıdeo/a´udio em qualquer formato. E´ uma ferramenta open-source
sendo que a sua interac¸a˜o e´ concretizada atrave´s de linha de comandos[75].
4.6 Diagrama de componentes
Para o cena´rio de simulac¸a˜o em hardware e respetivo sistema de informac¸a˜o, em que
se inclui a dashboard, a API, aplicac¸a˜o mobile e o sistema de videovigilaˆncia, obteve-se o
diagrama de componentes apresentado na figura 4.25.
No que toca a` comunicac¸a˜o entre os diferentes componentes, esta baseia-se essencialmente
na API REST que foi criada, embora no caso do sistema de videovigilaˆncia seja utilizado um
servic¸o externo (Youtube Live). Por fim, para a comunicac¸a˜o entre Controller Module e o
Sensor Module no cena´rio de simulac¸a˜o e´ utilizada a tecnologia Bluetooth.
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Figura 4.25: Diagrama final de componentes do sistema
4.7 Considerac¸o˜es finais
Neste cap´ıtulo foi projetada toda a arquitetura do sistema, tendo por base os requisitos do
cliente e a respetiva modelac¸a˜o. Para ale´m disso, a arquitetura anteriormente apresentada foi
concebida tendo como garantia que poderia ser adaptada a quaisquer outros cena´rios distintos
do apresentado. Esta arquitetura e´ apoiada atrave´s da exposic¸a˜o de diagramas de arquitetura,
casos de uso e modelo de dados.
5Implementac¸a˜o
Neste cap´ıtulo, sa˜o explicados os detalhes da implementac¸a˜o deste projeto, incluindo es-
pecificamente o projeto Django que inclui o sistema de informac¸a˜o com a aplicac¸a˜o web (fron-
tend/backend) e a API REST. Para ale´m disso, e´ descrita a implementac¸a˜o da simulac¸a˜o em
hardware para o cena´rio descrito no cap´ıtulo anterior bem como o sistema de videovigilaˆncia
para detec¸a˜o de intrusos.
Segundo o ciclo de vida de um software, estabelecido por Saini e Kaur [7] que se apresentou
na secc¸a˜o 1.3, este cap´ıtulo ira´ incluir, em parte, a fase de designing mas sobretudo a fase de
coding.
5.1 Sistema de informac¸a˜o
Relativamente ao projeto Django, numa primeira fase procedeu-se a` incorporac¸a˜o do
SGBD PostgreSQL atrave´s do psycopg21. O psycopg2 consiste num adaptador entre o
PostgreSQL com a linguagem de programac¸a˜o Python, que permite executar de forma efi-
ciente qualquer script em SQL. E´ de notar que nesta fase inicial, se encontram insta-
ladas algumas aplicac¸o˜es nativas do Django entre as quais, o django.contrib.auth e o
django.contrib.sessions. Atrave´s delas e´ poss´ıvel verificar o total funcionamento da base
de dados uma vez que permitem a criac¸a˜o automa´tica das tabelas associadas aos utilizado-
res, grupos, permisso˜es e respetivos conteu´dos, administrac¸a˜o, sesso˜es, entres outros. Estas
tabelas sa˜o fundamentais ao bom funcionamento do sistema, sendo consideradas no modelo
de dados descrito na secc¸a˜o 4.3.3.
Posteriormente, procedeu-se a` criac¸a˜o dos diferentes Models conforme a nomenclatura
apresentada nas tabelas 4.1 e 4.2 da secc¸a˜o 4.3.3. O excerto de co´digo seguinte pretende
exemplificar a criac¸a˜o de um Model associado a` tabela que representa a estrutura Sensor
1http://initd.org/psycopg/docs/
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Module, com o respetivo identificador e atributos. Apo´s a criac¸a˜o de cada Model procedeu-
se a` migrac¸a˜o dos dados para o SGBD onde foi poss´ıvel verificar que as tabelas tinham sido
criadas, atrave´s da utilizac¸a˜o da ferramenta gra´fica pgAdmin III. De modo a testar a estrutura
criada, procedeu-se a` introduc¸a˜o de dados atrave´s da zona administrativa do Django (figura
5.1). Atrave´s dos dados introduzidos e descrevendo um cena´rio realista foi poss´ıvel validar a
estrutura e proceder a` implementac¸a˜o da aplicac¸a˜o web e criac¸a˜o da API REST.
1 class SensorModule(models.Model):
2 id = models.AutoField(primary_key=True)
3 name = models.CharField(max_length =128)
4 seding_time = models.IntegerField ()
5 status_sm = models.BooleanField(default=True)
6 baterry_sm = models.IntegerField ()
7 localization_sm = models.CharField(max_length =128)
8
9 def __str__(self):
10 return "#"str(self.id) + " name_"+str(self.name)
Figura 5.1: A´rea administrativa da framework Django
5.1.1 Sistema de registo e autenticac¸a˜o
Primeiramente, procedeu-se a` adaptac¸a˜o do template AdminLTE de modo a criar as
pa´ginas de autenticac¸a˜o e registo dos utilizadores. Como vimos anteriormente, ira˜o exis-
tir utilizadores distintos. Assim, de modo a identifica´-los e a definir as suas permisso˜es,
houve necessidade de criar grupos espec´ıficos. Foram enta˜o criados dois grupos: company,
que identifica uma empresa e general, que identificada um utilizador comum. O administra-
dor do sistema e´ um utilizador que tem o estado de superuser ativo, isto e´, possui todas as
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permisso˜es sem que estas lhe sejam atribu´ıdas explicitamente.
Figura 5.2: Diagrama de atividades do processo de registo e autenticac¸a˜o
Como vimos anteriormente, o company user apenas podera´ ser adicionado ao sistema pelo
admistrador, tendo este tambe´m permisso˜es de gerir todos os utilizadores registados. Por
outro lado, os company user teˆm a possibilidade de validar os general user que se associam
a` sua empresa, tendo posteriormente acesso aos dados/conteu´dos desta. Apo´s o registo de
um novo general user e a validac¸a˜o por parte do company user, existem notificac¸o˜es que sa˜o
enviadas via email. Estas mensagens sa˜o enviadas recorrendo ao me´todo send mail2 existente
nativamente no Django pelo pacote django.core.mail, sendo construido atrave´s do mo´dulo
2https://docs.djangoproject.com/en/1.11/topics/email/
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smtplib3. Na figura 5.2 apresenta-se o diagrama de atividades que ilustra o processo de registo
de um general user que envolve o utilizador responsa´vel pela empresa (company user).
5.1.2 Gerac¸a˜o de alarmes
No modelo de dados definido, cada sensor tem que ter obrigatoriamente associado a uma
entrada na tabela AlarmsSettings que permite definir o valor ma´ximo e mı´nimo para o qual
sa˜o gerados alarmes bem como as mensagens de notificac¸a˜o enviadas ao utilizador.
A gerac¸a˜o de alarmes e´ condicionada pela comparac¸a˜o do valor lido pelos sensores com o
valor ma´ximo e mı´nimo definidos para o sensor em questa˜o. Uma vez que e´ necessa´ria esta
verificac¸a˜o para cada leitura, criou-se um trigger em SQL que execute este procedimento, ao
n´ıvel da SGBD tornando o processo mais eficiente. Um trigger permite que uma determinada
sequeˆncia de comandos seja executada sempre que um determinado evento ocorra, neste
caso uma adic¸a˜o. No Apeˆndice B apresenta-se o stored procedure (func¸a˜o) que implementa
a sequeˆncia de comandos bem como a implementac¸a˜o do trigger na linguagem SQL. Na
figura 5.3 encontra-se um diagrama de fluxo que permite ilustrar a lo´gica do stored procedure
implementado.
Figura 5.3: Diagrama de fluxo para gerac¸a˜o de alarmes
O utilizador atrave´s da dashboard e da aplicac¸a˜o mobile podera´ analisar os alarmes gerados
bem como se os valores lidos pelos sensores se encontram dentro do intervalo previamente
definidos. Para ale´m disso, e´ apresentada a mensagem pre´-definida (notificac¸a˜o) para que o
utilizador possa tomar uma decisa˜o.
3Mo´dulo que define objetos para sesso˜es Simple Mail Transfer Protocol (SMTP) https://docs.python.
org/3/library/smtplib.html#module-smtplib
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5.1.3 Visualizac¸a˜o dos dados e ca´lculos estat´ısticos
O cliente do sistema ao aceder a` dashboard e visualizar os detalhes de um determinado
Controller Module ser-lhe-a´ apresentada uma lista de todos os Sensor Modules que este possui.
Juntamente com esta lista sa˜o apresentadas as carater´ısticas principais de cada um, desta-
cando os sensores existentes, o intervalo de tempo em que sa˜o enviados dados, a percentagem
de bateria, as coordenadas da localizac¸a˜o do mo´dulo e os tipos de comunicac¸a˜o com o Con-
troller Module. Complementarmente sa˜o apresentados quatro boto˜es com icons ilustrativos
que permitem realizar tarefas distintas.
• 2 (editar): possibilita editar as caracter´ısticas enumeradas anteriormente para cada
Sensor Module.
• Y (remove): permite remover um determinado Sensor Module de um Controller Module.
• å (visualizac¸a˜o gra´fica e atuac¸a˜o remota): e´ poss´ıvel visualizar graficamente os da-
dos obtidos pelos diferentes sensores existentes num Sensor Module bem como atuar
remotamente num determinado atuador.
•  (visualizac¸a˜o tabular): disponibilizada em vista tabular dos dados obtidos pelos
sensores bem como a respetiva exportac¸a˜o para um ficheiro CSV.
Em ambas as visualizac¸o˜es anteriormente descritas e´ poss´ıvel fazer uma filtragem por data
para os dados obtidos dos sensores de cada Sensor Module. Esta filtragem pode ser efetuada
atrave´s de sete formas diferentes: do dia, do dia anterior, dos u´ltimos sete dias, dos u´ltimos
trinta dias, deste meˆs, do u´ltimo meˆs e selecionando a data de in´ıcio e de fim especificamente.
No que toca a` visualizac¸a˜o gra´fica toda a representac¸a˜o foi concebida recorrendo a` biblio-
teca ZingChart em JS, sendo que toda a manipulac¸a˜o de dados e´ realizada a n´ıvel de backend
e posteriormente apresentada atrave´s dos templates do Django. Esta biblioteca permite ainda
que o cliente possa guardar os gra´ficos obtidos em formato de imagem (PNG, JPEG ou PDF).
A ana´lise estat´ıstica para o intervalo de datas considerado permitira´ ao cliente visualizar o
valor ma´ximo lido, o valor mı´nimo lido bem como o valor me´dio, sendo tambe´m todo o pro-
cessamento realizado a n´ıvel de backend. Para ale´m disso, a pa´gina de visualizac¸a˜o gra´fica
tambe´m possibilitara´ a ativac¸a˜o/desativac¸a˜o remota dos atuadores existentes no terreno.
Por fim, relativamente a` visualizac¸a˜o tabular os dados sa˜o apresentados em treˆs campos
distintos que representam o tipo de sensor, data e hora da leitura, valor lido e a escala. A
tabela conte´m paginac¸a˜o sendo poss´ıvel escolher o nu´mero de entradas que sera˜o apresentadas
(10, 25, 50 ou 100). Complementarmente, existe uma caixa de texto que permite ao cliente
pesquisar pelos campos apresentados. Para ale´m disso e´ poss´ıvel ordenar alfabeticamente
ou numericamente esses campos (figura 6.17). O cliente tambe´m podera´ exportar os dados
apresentados num ficheiro do tipo CSV com a estrutura apresentada na tabela 5.1. Para
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a implementac¸a˜o desta funcionalidade foram utilizados os me´todos writer e writerow()
dispon´ıveis no pacote csv do Python.
ID Sensor type Scale Date time Value
579 Water valve 0/1 2017-05-31 09:30:14.762099+00:00 1
580 Temperature C 2017-05-31 09:33:15.451236+00:00 25
581 Water level 0/1 2017-05-31 09:33:15.505198+00:00 1
Tabela 5.1: Estrutura do ficheiro do tipo CSV poss´ıvel de exportac¸a˜o
5.1.4 API
Tal como referido no cap´ıtulo anterior, para a implementac¸a˜o desta API do tipo REST foi
utilizado o Django REST framework. Para tal, instalou-se a aplicac¸a˜o ’rest framework’ no
ficheiro de configurac¸a˜o do projeto Django, em settings.py. Para iniciar esta implementac¸a˜o
procedeu-se a` realizac¸a˜o do quickstart dispon´ıvel no site oficial da framework [76].
Primeiramente, procedeu-se a` criac¸a˜o de um novo mo´dulo serializers.py onde foram
instanciadas todas as classes serializa´veis4 para cada Model existente bem como para os cam-
pos a considerar que possam ser usados na representac¸a˜o dos dados em formato JSON ou
XML. De seguida, desenvolveu-se o mo´dulo apiViews.py onde foram implementadas todas
as classes baseadas na APIView. A classe APIView e´ uma subclasse da View (abordada no
cap´ıtulo 3) tendo algumas diferenc¸as:
• Na classe View sa˜o retornados objetos do tipo HttpRequest ou HttpResponse, enquanto
que na APIView sa˜o objeto do tipo Request e Response;
• A classe APIView permite a implementac¸a˜o dos seguintes me´todos HTTP: get(),
post(), put() e delete();
• Atrave´s da classe APIView podem ser implementadas va´rias pol´ıticas da API.
A t´ıtulo de exemplo, no excerto de co´digo seguinte encontra-se a implementac¸a˜o do end-
point api/cm/{pk or name} para o me´todo GET.
1 #in serializers.py
2 class ControllerModuleSerializer(serializers.HyperlinkedModelSerializer):
3 id_communication = CommunicationTypeSerializer ()
4 id_by_create = UserSerializer ()
5
6 class Meta:
7 model = ControllerModule
8 fields = (’id’, ’name’, ’id_communication ’, ’id_by_create ’, ’baterry_cm ’,
’status_cm ’, ’date_create ’,’memory ’,’localization_cm ’)
4Consiste num processo de traduc¸a˜o de uma estruturas de dados ou de um objeto que pode ser armazenado
(num arquivo ou buffer de memo´ria) e reconstruido posteriormente.




12 def get_object(self , pk_or_name):











24 def get(self , request , pk_or_name , format=None):
25 cm = self.get_object(pk_or_name)




30 url(r’^api/cm/(?P<pk_or_name >[-\w]+)/$’,views.ControllerModule_param.as_view ()
Como descrito anteriormente, a autenticac¸a˜o desta API usa um me´todo de autenticac¸a˜o
via token. Para tal, foi necessa´rio a instalar a aplicac¸a˜o ’rest framework.authtoken’ que
fornece a estrutura Token, possibilitando a criac¸a˜o e modificac¸a˜o do token quando pretendido.
Para que a autenticac¸a˜o seja poss´ıvel e´ necessa´rio incluir no mo´dulo de configurac¸a˜o do Django
o me´todo pretendido, neste caso ’rest framework.TokenAuthentication’. Sempre que
um utilizador e´ adicionado ao sistema tambe´m o respetivo token e´ gerado. Para ale´m disso,
o utilizador podera´ renovar o token sempre que pretendido. No anexo C encontram-se as
especificac¸o˜es de cada endpoint existente nesta API REST.
5.1.5 Documentac¸a˜o da API
Para a utilizac¸a˜o da documentac¸a˜o interativa da API REST foi utilizada a ferramenta
Swagger. Para a sua utilizac¸a˜o foi necessa´rio incluir a aplicac¸a˜o ’rest framework swagger’
no ficheiro settings.py do Django e seguindamente definir o URL que lhe permitira´ o acesso.
Na figura 5.4 encontra-se um exemplo ao consultar a documentac¸a˜o desta API.
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Figura 5.4: Documentac¸a˜o da API REST com a ferramenta Swagger
5.1.6 Aplicac¸a˜o web
Ao utilizador da dashboard, apo´s fazer a autenticac¸a˜o, ser-lhe-a˜o apresentados todos os
Controller Modules a que tem acesso bem como as seguintes informac¸o˜es para cada um:
• Mapa onde e´ poss´ıvel localizar todos os mo´dulos associados a um Controller Module;
• Alarmes gerados pelos sensores que os Sensor Modules possuem e respetivas notificac¸o˜es;
• U´ltimos valores lidos pelo sensores dos Sensor Modules.
Cada um dos mapas interativos permitira´ localizar o Controller Module bem como os
Sensor Modules a si associados, sendo estes identificados por marcadores5 de diferentes cores
- no caso do Controller Module, a vermelho e nos Sensor Modules, a azul. A implementac¸a˜o
destes mapas recorre a` API do Google Maps em JS, permitindo receber a localizac¸a˜o dos
mo´dulos em coordenadas GPS. Ao clicar sob um determinado marcador este ira´ direcionar o
utilizador para a pa´gina de detalhes do mo´dulo em questa˜o.
Quando surge um alarme, o utilizador podera´ verificar o motivo pelo qual este foi gerado,
consultar a mensagem resultante bem como o valor lido, tendo ainda a possibilidade eliminar
o alarme para que este na˜o seja mais apresentado em destaque. Para ale´m disso, o utiliza-
dor ao aceder a` dashboard ser-lhe-a˜o apresentados os u´ltimos valores lidos por cada sensor,
distribu´ıdos por cada Sensor Module. Adicionalmente, na pa´gina principal da plataforma
sa˜o apresentados alguns valores estat´ısticos da mesma: nu´mero de utilizadores registados,
nu´mero de Sensor Modules, nu´mero de Controller Modules e nu´mero de leituras que ja´ foram
recolhidas pelos diferentes sensores.
5Um marcador identifica uma localizac¸a˜o no mapa.
https://developers.google.com/maps/documentation/javascript/markers?hl=pt-br
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A interface gra´fica da plataforma permite ainda que o utilizador comum possa:
• Aceder a` pa´gina de perfil possibilitando ao utilizador alterar as suas informac¸o˜es ba´sicas
e redefinir a sua password. Para ale´m disso, tambe´m pode consultar o token de auten-
ticac¸a˜o para a API;
• Consultar, adicionar ou editar os detalhes dos Controller Modules e dos Sensor Modules;
• Adicionar e consultar dos tipos de sensores e comunicac¸o˜es existentes;
• Alterar o avatar existente atrave´s da ferramenta Gravatar dispon´ıvel em http://pt.
gravatar.com/.
Sempre que o utilizador executa uma determinada ac¸a˜o na plataforma este e´ notificado
informando-o se a ac¸a˜o foi bem sucedida ou na˜o. A implementac¸a˜o deste mecanismo recorre
a` estrutura de mensagens6 do Django, tambe´m conhecida por mensagens de flash.
5.1.7 Deploy do projecto
Para implementar o projeto Django juntamente com o servidor web Apache 2.0 num
Virtual Private Server (VPS) Linux (Ubuntu 14.X), foram seguidos os seguintes passos:
1. Instalac¸a˜o do Python na versa˜o 2.7 bem como pip7 e respetivo upgrade para a versa˜o
mais recente
sudo apt-get install python-pip python-dev build-essential
sudo pip install --upgrade pip
2. Instalac¸a˜o do PostgreSQL na ultima versa˜o e criac¸a˜o de uma base de dados com o nome
salibd
sudo apt-get install postgresql postgresql-contrib
createdb salibd
3. Instalac¸a˜o do apache2 e do mod wsgi que fara´ a ligac¸a˜o do projeto Python com o servidor
apache. Seguidamente dar reset ao apache2.
sudo apt-get install apache2
sudo apt-get install libapache2-mod-wsgi
4. Configurac¸a˜o do virtualenv8, que consiste numa ferramenta para criar ambientes Python
isolados. Por outro lado o virtualenvwrapper9 permite uma fa´cil gesta˜o do virtualenv,
sendo que ao instala´-lo atrave´s do pip o virtualenv sera´ instalado automaticamente.
6https://docs.djangoproject.com/en/1.11/ref/contrib/messages/
7Sistema de gesta˜o de pacotes usado para instalar e gerir pacotes de software escritos na linguagem Python.
8https://virtualenv.pypa.io/en/stable/
9https://virtualenvwrapper.readthedocs.io/en/latest/
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pip install virtualenvwrapper
5. Criar um ambiente virtual (virtualenv) para o projeto. Para a criac¸a˜o foi utilizada
a opc¸a˜o --system-site-packages uma vez que a nossa aplicac¸a˜o tera´ que aceder a
recursos fora do ambiente virtual, neste caso o PostgreSQL.
mkvirtualenv exampleenv --system-site-packages
6. Adicionar o projeto e instalar dependeˆncias. Primeiramente, foi necessa´rio ativar o
virtualenv. Seguidamente procedeu-se a` instalac¸a˜o do Django e instalac¸a˜o dos requisitos





pip install -r requirements.txt
7. Criac¸a˜o do virtual host. Tera´ que estar no directo´rio /etc/apache2/sites-available/




4 ServerAlias http ://192.168.160.20
5 WSGIScriptAlias / /var/www/example.wsgi
6
7 Alias /static/ /var/www/ThesisSalicornia -web/saliDashboard/saliapp/
static/




12 <Directory /var/www/ThesisSalicornia -web/saliDashboard >
13 Order deny ,allow




Por fim, e´ necessa´rio ativar esta configurac¸a˜o atrave´s do comando:
a2ensite example.conf
8. Criac¸a˜o do ficheiro wsgi no directo´rio /var/www/
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5 # Add the site -packages of the chosen virtualenv to work with
6 site.addsitedir(’/var/www/. virtualenvs/exampleenv/local/lib/python2 .7/
site -packages ’)
7 # Add the app’s directory to the PYTHONPATH
8 sys.path.append(’/var/www/ThesisSalicornia -web/saliDashboard ’)
9 sys.path.append(’/var/www/ThesisSalicornia -web/saliDashboard/
saliDashboard ’)
10 os.environ[’DJANGO_SETTINGS_MODULE ’] = ’saliDashboard.settings ’
11 # Activate your virtual env
12 activate_env=os.path.expanduser("/var/www/. virtualenvs/exampleenv/bin/
activate_this.py")
13 execfile(activate_env , dict(__file__=activate_env))
14 from django.core.wsgi import get_wsgi_application
15 application = get_wsgi_application ()
9. Sincronizar a base de dados atrave´s do comando:
python manage.py migrate
5.2 Simulac¸a˜o em hardware
Nesta secc¸a˜o explica-se a implementac¸a˜o a n´ıvel de software no contexto desta simulac¸a˜o
para cada um dos microcontroladores.
5.2.1 Arduino Nano
No que diz respeito ao Arduino Nano (Sensor Module), numa fase inicial, fez-se a ligac¸a˜o
dos diversos componentes apresentados na secc¸a˜o 4.5.7 a uma placa branca (breadboard) tal
como apresentado no Anexo E. Para auxiliar o desenvolvimento do software foi utilizada
a versa˜o 1.8.1 do IDE do pro´prio Arduino10. Seguidamente apresenta-se a implementac¸a˜o
necessa´ria a n´ıvel de sensores e de comunicac¸a˜o.
Foram desenvolvidos os seguintes me´todos que permitem aceder aos valores lidos de cada
um dos sensores. Para ale´m disso, foi criado um me´todo que permite alterar o estado de
ativac¸a˜o do LED, possibilitando a simulac¸a˜o do estado da va´lvula para transfereˆncia de
a´guas.
• int readTemperature(int port): e´ efetuada uma leitura no porto analo´gico atrave´s
do me´todo analogRead e seguidamente realizada uma conversa˜o para oC (graus Celsius);
10https://www.arduino.cc/en/Main/Software
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• long readLuminosity(int port): e´ efetuada uma leitura ao porto analo´gico e poste-
riormente e´ realizada uma conversa˜o para percentagem (%);
• int readWaterValve(int port): e´ efetuada uma leitura no porto digital atrave´s do
me´todo digitalRead disponibilizado pelo Arduino.
• int readWaterLevel(int port): e´ realizada uma leitura no porto digital atrave´s do
me´todo digitalRead.
• void setWaterValve(int port, int state): se a varia´vel state for 1 enta˜o o porto
e´ colocado a HIGH (1) atrave´s do me´todo digitalWrite, caso contra´rio e´ colocado a
LOW (0)
Inicialmente procedeu-se a` leitura de cada sensor de forma individual de modo a garantir
o seu total funcionamento. Sempre que e´ enviado um pedido de leitura dos sensores pelo
Controller Module os valores sa˜o enviados no formato apresentado em 5.1.
<temperatura>;<nı´vel a´gua>;<luminosidade>;<estado va´lvula> (5.1)
Numa primeira fase, procedeu-se a` comunicac¸a˜o entre o Sensor Module e Controller Mo-
dule atrave´s de porta se´rie. Seguidamente, incorporou-se o mo´dulo Bluetooth de modo a
tornar os dois mo´dulos independentes. Foi utilizado o package SoftwareSerial.h disponibi-
lizado pelo Arduino, que permite interagir facilmente com o mo´dulo de comunicac¸a˜o utilizado.
Posteriormente, decidiu-se quais os inputs que o Arduino iria receber e que ac¸o˜es iria executar,
concluindo-se que podiam ser recebidos valores entre 0 e 2.
• 0: ativac¸a˜o do LED (va´lvula para transfereˆncia de a´gua);
• 1: desativac¸a˜o do LED (va´lvula para transfereˆncia de a´gua);
• 2: requisitar dados obtidos pelos sensores existentes no formato definido em 5.1.
Antes de proceder a` implementac¸a˜o de envio e recec¸a˜o de dados por Bluetooth no Rasp-
berry Pi 3, testou-se esta funcionalidade isoladamente. Para isso, utilizou-se uma aplicac¸a˜o
existente na Play Store denominada de Bluetooth Terminal HC-05 11, que permitiu facilmente
validar este mecanismo. Os resultados deste teste funcional sera˜o apresentados no pro´ximo
cap´ıtulo.
5.2.2 Raspberry Pi 3
Nesta simulac¸a˜o, o Controller Module recebe apenas os dados adquiridos por um Sensor
Module, e envia as ac¸o˜es que este tera´ que executar. Para a comunicac¸a˜o entre os dois
11https://play.google.com/store/apps/details?id=project.bluetoothterminal
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mo´dulos, foi utilizado o mo´dulo interno Bluetooth 4.1 dispon´ıvel no hardware do Raspberry
Pi 3. De modo a conseguir receber os dados adquiridos e envia´-los para o servidor atrave´s da
API, desenvolveu-se um script em Python que permite o seguinte:
1. Verificac¸a˜o dos dispositivos Bluetooth dispon´ıveis. Para aceder a este recurso, foi utili-
zada uma extensa˜o do Python denominada de pybluez 12.
2. Estabelecer uma ligac¸a˜o com mo´dulo HC-06 atrave´s de um socket de comunicac¸a˜o
(varia´vel global na figura 5.5). Para tal, foi utilizado o package socket disponibili-
zado pelo Python.
3. Foram criados dois threads que permitem realizar funcionalidades distintas (figura 5.5):
• Controlar estado da va´lvula: permite aceder a` API de modo a verificar o
estado do LED (va´lvula de admissa˜o) e atualiza´-lo sempre que necessa´rio no Sensor
Module, atrave´s do me´todo send(). No caso de ser enviado o d´ıgito ’1’ o LED
sera´ ligado (va´lvula aberta), enquanto que se for enviado o d´ıgito ’0’ o LED sera´
desligado (va´lvula fechada).
• Recec¸a˜o de dados: no caso de ser enviado o d´ıgito ’2’, o socket ficara´ a aguardar
a recec¸a˜o dos dados lidos pelos sensores no formato definido, utilizando para isso
o me´todo recv(). Apo´s a recec¸a˜o dos dados, e´ efetuado algum processamento
para que estes possam ser enviados para o servidor atrave´s da API REST. Os
dados sa˜o enviados a um intervalo (seding time) igual ao definido pelo utilizador
na dashboard.
Figura 5.5: Lo´gica de implementac¸a˜o do script para o Controller Module
12https://github.com/karulis/pybluez
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5.3 Sistema de videovigilaˆncia
Tal como descrito na secc¸a˜o 4.5.8, foram utilizadas as ferramentas FFmpeg e raspivid
para envio de v´ıdeo sem qualquer tipo de processamento para o servidor RTMP do Youtube.
Para testar a funcionalidade, foi executado o seguinte comando no terminal do Raspberry Pi
3, sendo poss´ıvel observar o resultado na conta do Youtube.
1 raspivid -o - -t 0 -vf -hf -fps 30 -b 6000000 | ffmpeg -re -ar 44100 -ac 2 -
acodec pcm_s16le -f s16le -ac 2 -i /dev/zero -f h264 -i - -vcodec copy -
acodec aac -ab 128k -g 50 -strict experimental -f flv rtmp ://a.rtmp.
youtube.com/live2/ux4a -v8x7 -3yws -635b
Seguidamente, sa˜o descritos alguns dos paraˆmetros mais importantes presentes no co-
mando anterior[77].
• -o -: grava o v´ıdeo para que possa ser utilizado pelo FFmpeg;
• -t 0: grava e transmite o v´ıdeo ate´ que seja parado manualmente;
• -vf -hf: inverte a imagem (horizontal/vertical) para permitir uma correta visualizac¸a˜o;
• -fps 30 : define o numero de frames por segundo, neste caso 30.
• -ar 44100 -ac 2 -acodec pcm s16le -f s16le -ac 2 -i /dev/zero: adiciona um
canal de a´udio preenchido a zeros, uma vez que o YouTube rejeita fluxos sem um canal
de a´udio;
• -f h264: diz ao FFmpeg que ira´ receber entrada h264 ( padra˜o para compressa˜o de
v´ıdeo).
Para ale´m do descrito anteriormente, foi criado um script em python que permite a
aquisic¸a˜o de imagem proveniente do Raspberry Pi atrave´s do package picamera13. Este
pacote, fornece uma interface em Python (dispon´ıvel para qualquer versa˜o) para o mo´dulo de
caˆmara Raspberry Pi, permitindo uma fa´cil interac¸a˜o entre a aquisic¸a˜o da imagem e respe-
tivo processamento. Seguidamente sera´ explicada a utilizac¸a˜o de um algoritmo de detec¸a˜o de
intrusos disponibilizado pelo OpenCV.
5.3.1 Utilizac¸a˜o do algoritmo de detec¸a˜o de intrusos
Para a implementac¸a˜o do algoritmo de detec¸a˜o de intrusos estudou-se o mo´dulo
peopledetect.py14 dispon´ıvel no reposito´rio github do OpenCV. Este algoritmo permite
detetar pessoas recorrendo a algoritmos espec´ıficos do OpenCV ja´ treinados para o efeito,
13http://picamera.readthedocs.io/en/release-1.13/
14https://github.com/npinto/opencv/blob/master/samples/python2/peopledetect.py
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que sera˜o descritos seguidamente. Complementarmente, foi analisado um artigo[78] que per-
mitiu entender melhor a implementac¸a˜o apresentada, evidenciando o processo de detec¸a˜o de
caracter´ısticas, algoritmos de treino (neste caso Support Vector Machine (SVM)) e respeti-
vos testes. No excerto de co´digo seguinte encontra-se a implementac¸a˜o base fornecida pelo
OpenCV para detec¸a˜o de pessoas, que seguidamente sera´ descrita.
1 hog = cv2.HOGDescriptor ()
2 hog.setSVMDetector(cv2.HOGDescriptor_getDefaultPeopleDetector ())
3
4 (rects , weights) = hog.detectMultiScale(img , winStride =(8,8),
5 padding =(32 ,32), scale =1.05)
• HOGDescriptor(): esta classe implementa um histograma de gradientes orientados[78]
que tem como objetivo a detec¸a˜o de objetos;
• setSVMDetector(): permite definir os coeficientes para um classificador SVM linear.
O SVM e´ um algoritmo de machine learning usado para classificac¸a˜o e ana´lise de re-
gresso˜es;
• getDefaultPeopleDetector(): retorna um classificador pre´-treinado para detec¸a˜o de
pessoas (para tamanho de janela padra˜o)[79];
• detectMultiScale(): permite detetar objetos de diferentes tamanhos. Este me´todo
possui va´rios paraˆmetros que permitem ajustar o tamanho de detec¸a˜o de um determi-
nado objeto, como por exemplo o winStride, padding ou a scale;
– winStride: define o ”tamanho do passo”na posic¸a˜o x e y de uma janela deslizante
(figura 5.6). Este paraˆmetro e´ opcional;
– padding: consiste num tuplo que indica o nu´mero de pixels, na direc¸a˜o x e y, tal
como o winStride. Os valores t´ıpicos sa˜o (8, 8), (16, 16), (24, 24) e (32, 32). E´
um paraˆmetro opcional que define o preenchimento;
– scale: este paraˆmetro controla o fator com que a imagem e´ redimensionada em
cada camada da piraˆmide de imagens (figura 5.7), influenciando o nu´mero de n´ıveis
existentes. E´ um paraˆmetro opcional.
O algoritmo apresentado permite a detec¸a˜o de intrusos (humanos), quando estes surgem
em v´ıdeos ou imagens. Pretende-se incorporar este algoritmo no sistema de videovigilaˆncia
(Youtube Live), possibilitando a detec¸a˜o de indiv´ıduos quando estes sa˜o capturados pela
caˆmara, gerando alarmes para a plataforma. Para incorporar o algoritmo apresentado com o
Youtube Live e´ necessa´rio entender o mecanismo de streaming disponibilizado pela API do
YouTube Live Streaming15.
15https://developers.google.com/youtube/v3/live/getting-started
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Figura 5.6: Exemplo da aplicac¸a˜o do
paraˆmetro winStride
Figura 5.7: Piraˆmide de imagens para diferen-
tes scale
Como vimos anteriormente, existem va´rios paraˆmetros para o me´todo
detectMultiScale(), que permitem ajustar o tamanho da detec¸a˜o. Dependendo da dis-
posic¸a˜o exata da caˆmara, e´ poss´ıvel ajustar estes paraˆmetros permitindo uma detec¸a˜o o mais
eficaz poss´ıvel. No pro´ximo cap´ıtulo sera˜o apresentados alguns exemplos em que e´ poss´ıvel
testar o algoritmo apresentado.
5.4 Considerac¸o˜es finais
Neste cap´ıtulo foram apresentadas algumas soluc¸o˜es de implementac¸a˜o julgadas mais re-
levantes. Seguidamente encontram-se algumas concluso˜es finais da implementac¸a˜o de cada
componente e, no pro´ximo cap´ıtulo, sera˜o mostrados os testes e resultados. No anexo D
encontram-se todos os packages utilizados para a implementac¸a˜o de cada mo´dulo do sistema
desenvolvido.
• Sistema de informac¸a˜o: apo´s a modulac¸a˜o do sistema de informac¸a˜o foi poss´ıvel
implementa´-lo de forma a permitir ilustrar o cena´rio pretendido, embora tambe´m seja
poss´ıvel adapta´-lo a outros cena´rios. O sistema disponibiliza uma interface web intuitiva
e apelativa, toda a comunicac¸a˜o com os componentes de hardware e´ realizada atrave´s
da API REST. Esta API permite a criac¸a˜o de novos clientes com base no sistema.
Um exemplo disso e´ a aplicac¸a˜o mobile que infelizmente na˜o houve tempo para ser
desenvolvida, sendo apenas apresentado um mockup.
• Simulac¸a˜o em hardware : simulou-se o sistema recorrendo a hardware dispon´ıvel em
laborato´rio, tanto a n´ıvel de microcontroladores, sensores ou mo´dulos de comunicac¸a˜o.
No entanto, na˜o houve possibilidade de testar nenhum sensor de salinidade apesar de ser
bastante importante no contexto do projeto, uma vez que e´ um dos paraˆmetros principais
necessa´rios para a monitorizac¸a˜o no cultivo da Salico´rnia. Relativamente a` comunicac¸a˜o
desta simulac¸a˜o, numa primeira fase, toda a comunicac¸a˜o entre o Controller Module e
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Sensor Module foi realizada atrave´s de porta se´rie (cabo f´ısico), posteriormente optou-se
por utilizar uma tecnologia de comunicac¸a˜o sem fios.
• Sistema de videovigilaˆncia: relativamente ao sistema de videovigilaˆncia foi poss´ıvel
testar o servic¸o do Youtube Live para este cena´rio, ficando a faltar a incorporac¸a˜o do
algoritmo de detec¸a˜o com a API do Youtube Live.
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6Testes e resultados
Neste cap´ıtulo sa˜o apresentados alguns testes funcionais ao sistema, bem como os resul-
tados obtidos dos diferentes componentes do trabalho pra´tico desta dissertac¸a˜o.
6.1 Testes funcionais
Nesta secc¸a˜o sa˜o apresentados alguns testes a n´ıvel de funcionalidades do sistema. Estes
testes permitem averiguar se determinados blocos, que sejam poss´ıveis de testar isoladamente,
se encontram em total funcionamento. Todos os testes apresentados sa˜o manuais.
6.1.1 API REST
Apo´s a criac¸a˜o da API REST foram utilizadas duas ferramentas, uma gra´fica e outra por
linha de comandos, que permitiram testar e personalizar os cabec¸alhos num pedido HTTP,
sendo cada uma delas descrita de seguida.
• Advanced REST client1: consiste numa ferramenta gra´fica (extensa˜o para o Google
Chrome) que permite auxiliar os programadores web na criac¸a˜o e testes de pedidos
HTTP personalizados. Tal como o Postman2, e´ um cliente REST que faz a conexa˜o
diretamente no socket, fornecendo controlo total sobre os cabec¸alhos de ligac¸a˜o e soli-
citac¸o˜es/resposta.
• CURL3: e´ uma biblioteca (libcurl) e ferramenta de linha de comandos (cURL) para
transfereˆncias de dados atrave´s do URL. Esta ferramenta suporta uma variedade de
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Estas duas ferramentas permitiram testar e validar o funcionamento da API REST atrave´s
da utilizac¸a˜o dos me´todos GET, PUT, POST e DELETE para cada endpoint, quando apli-
cado. De notar que para todos os testes foi necessa´rio incorporar o campo Authorization
para autenticar a utilizac¸a˜o da API atrave´s de um token fornecido. A figura 6.1 e o comando
abaixo apresentado permitem ilustrar um teste para o me´todo GET no endpoint api/sm
atrave´s da ferramenta gra´fica e na de linha de comandos, respetivamente.
Figura 6.1: Resultado da utilizac¸a˜o da ferramenta Advanced REST client
1 $ curl -X GET -H "Authorization: Token 79
e546740afe1aa4fb8d09a897146763e9f1b835" http ://192.168.160.20/ api/cm/
2 [{"id":4," name ":" Rasp3"," id_communication ":{"id":5," name ":" wireless","
path_or_number ":""," image_path ":"earth -grid.png"}," id_by_create ":{"id
":12 ," username ":" josesilva"," first_name ":" Jose"," last_name ":" silva","email
":" ruipedrooliveira@ua.pt"," last_login ":"2017 -07 -12 T15 :34:01.669706Z","
date_joined ":"2017 -05 -29 T16 :07:33.102064Z"}," baterry_cm ":100 ," status_cm ":
true ," date_create ":"2017 -05 -31 T09 :07:10.300203Z","memory ":512 ,"
localization_cm ":"36.964 , -122.015"}]
3
6.1.2 Comunicac¸a˜o via Bluetooth
Para testar o mo´dulo Bluetooth HC-06 foi utilizada a aplicac¸a˜o Bluetooth Terminal HC-
05. Esta permitiu enviar va´rios inputs descritos, ou seja, os algarismos zero (0), um (1) e dois
(2) e observar o seu resultado.
Caso seja enviado o 1 atrave´s da caixa de texto ”Enter Command”ou atrave´s do bota˜o
”ON val”previamente criado, e´ ativado o LED. Por outro lado, caso seja enviado o 0, o LED
desliga-se. Isto mimetiza a abertura e o fecho de uma va´lvula para transfereˆncia de a´guas
nas leiras de produc¸a˜o de Salico´rnia. Na situac¸a˜o de ser enviado o algarismo 2, o mo´dulo
Bluetooth encarrega-se de enviar a informac¸a˜o recolhida pelos sensores no formato descrito na
secc¸a˜o 5.2.1. A figura 6.8 demonstra a manipulac¸a˜o do estado da va´lvula (LED) e respetiva
resposta de confirmac¸a˜o (ON/OFF OK!), e por fim o envio dos valores lidos pelos sensores:
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temperatura a 28oC, sensor do n´ıvel de a´gua ativo, luminosidade a 60% e a va´lvula ativa. Na
figura 6.3 e´ poss´ıvel observar o resultado apo´s o envio do algarismo 1 com a ativac¸a˜o do LED
(E da figura 6.3). Para ale´m disso, e´ poss´ıvel observar a ligac¸a˜o dos diferentes componentes
na breadboard : o Arduino Nano (A da figura 6.3), mo´dulo Bluetooth HC-06 (B da figura 6.3),
sensor de luminosidade (C da figura 6.3) e o de temperatura (D da figura 6.3).
Figura 6.2: Resultado da interac¸a˜o com a
aplicac¸a˜o Bluetooth Terminal HC-05
Figura 6.3: Breadboard com ligac¸a˜o dos dife-
rentes componentes, destacando-se a ativac¸a˜o
do LED
6.1.3 Detec¸a˜o de intrusos
Relativamente ao algoritmo de detec¸a˜o de intrusos, este foi testado em treˆs cena´rios dis-
tintos, representados nas figuras abaixo (frame1, frame2 e frame3). E´ poss´ıvel constatar que
em nenhum deles os valores atribu´ıdos aos paraˆmetros referidos na secc¸a˜o 5.3.1 sa˜o totalmente
iguais.
Figura 6.4: Imagem original (frame1) Figura 6.5: Resultado obtido
(frame1) em que winstride = (4, 4),
padding = (8, 8) e scale = 1.1
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Figura 6.6: Imagem original (frame2) Figura 6.7: Resultado obtido (frame 2) em
que winstride = (4,4), padding = (24,24) e
scale = 1.3
Figura 6.8: Imagem original (frame3) Figura 6.9: Resultado obtido (frame 3) em
que winstride = (4,4), padding = (8,8) e scale
= 0.7
Como se pode observar, para os treˆs casos de teste na˜o existe nenhum conjunto de
paraˆmetros que satisfac¸a todos os cena´rios, o que torna imposs´ıvel saber quais os que devera˜o
ser usados no contexto da caˆmara de videovigilaˆncia, uma vez que dependem da localizac¸a˜o
e do aˆngulo da mesma no terreno.
6.2 Resultados
Nesta secc¸a˜o mostram-se os principais resultados obtidos no trabalho pra´tico desta dis-
sertac¸a˜o. E´ apresentado o sistema de registo dos utilizadores e respetiva validac¸a˜o por parte
da empresa, a adic¸a˜o de um novo tipo de sensor na dashboard bem como a adic¸a˜o de um novo
Sensor Module. Para ale´m disso, e´ mostrado o resultado do envio cont´ınuo de dados para o
cena´rio de simulac¸a˜o em hardware apresentado. Por fim, e´ mostrado o mecanismo de atuac¸a˜o
remota numa va´lvula e o respetivo resultado obtido.
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Figura 6.10: Interface para novo registo, destacando o feedback dado ao utilizador
Figura 6.11: Interface para validac¸a˜o de utilizadores, com feedback apo´s validac¸a˜o
Na figura 6.10 e´ apresentada a interface web para o registo de um novo utilizador no sis-
tema. Este, ao registar-se, tera´ que escolher a empresa a que se associa, sendo esta notificada
por email da existeˆncia de um novo utilizador. A empresa tera´ que aceder a` sua a´rea reservada
para validar ou remover o utilizador associado (figura 6.11).
82 Cap´ıtulo 6. Testes e resultados
Figura 6.12: Interface para visualizar sensores
Figura 6.13: Interface para adicionar sensores
A figura 6.12 apresenta a pa´gina que permite verificar todos os tipos de sensores existentes
no sistema. A figura 6.13 exemplifica a adic¸a˜o de um sensor de salinidade com a especificac¸a˜o
das suas caracter´ısticas. Este dois passos sa˜o ana´logos ao processo de visualizac¸a˜o e adic¸a˜o
de tipos de comunicac¸a˜o.
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Figura 6.14: Visualizac¸a˜o dos Sensor Modules associados a um Controller Module
Figura 6.15: Interface para adic¸a˜o de um novo Sensor Module
Na figura 6.14 e´ poss´ıvel observar os Sensor Modules associados ao Controller Module
denominado por Rasp3. Sa˜o vis´ıveis todas as caracter´ısticas de cada Sensor Module, bem
como os boto˜es que permitem a adic¸a˜o, edic¸a˜o, remoc¸a˜o ou visualizac¸a˜o dos dados adquiridos.
Na figura 6.15 e´ apresentada a interface para adic¸a˜o de um novo Sensor Module e respetivos
feedbacks para o utilizador. O processo de visualizac¸a˜o e adic¸a˜o de um Controller Module e´
ideˆntico.
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Figura 6.16: Visualizac¸a˜o de dados destacando a filtragem por data
Figura 6.17: Visualizac¸a˜o tabular de dados, destacando a exportac¸a˜o para CSV
Na figura 6.16 e´ apresentada a interface de visualizac¸a˜o gra´fica dos dados adquiridos pelos
diferentes sensores de um Sensor Module ou por outros componentes existentes, isto e´, atuac¸a˜o
remota ou sistema videovigilaˆncia. Nesta figura e´ destacada a filtragem por data, a atuac¸a˜o
remota e o bota˜o “Dataset View” que permite visualizar os dados em formato tabular (figura
6.17). Estes dados sa˜o pass´ıveis de serem ordenados pelos diferentes campos bem como a sua
exportac¸a˜o para um ficheiro do tipo CSV atrave´s de um bota˜o existente.
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Figura 6.18: Visualizac¸a˜o gra´fica dos dados adquiridos por um sensor de luminosidade durante
quatro dias, destacando os valores ma´ximos, mı´nimos e me´dios
Seguidamente, na figura 6.18 e´ apresentado o resultado dos dados adquiridos para o sensor
de luminosidade durante quatro dias. Os dados eram recebidos dos sensores de 5 em 5 minutos.
Na mesma interface e´ poss´ıvel observar o nu´mero de leituras efetuadas nesta data, o valor
ma´ximo e mı´nimo medido e o valor me´dio. Os valores 5, 20, 130 e 250 sa˜o boto˜es que permitem
alterar o nu´mero de leituras apresentadas no gra´fico.
Figura 6.19: Processo de atuac¸a˜o remota Figura 6.20: Resultado do processo de atuac¸a˜o
remota
Na figura 6.19 e´ poss´ıvel observar o processo de atuac¸a˜o remota atrave´s de ativac¸a˜o do
switch, sendo apresentada a mensagem ”Enable water valve”. A figura 6.20 apresenta o
resultado da atuac¸a˜o remota onde e´ poss´ıvel observar a alterac¸a˜o do estado de abertura da
va´lvula (de zero para um, fechado e aberto, respetivamente).
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Figura 6.21: Interface principal apo´s login (dashboard)
Na figura 6.21 e´ apresentada a pa´gina inicial da dashboard do sistema apo´s a validac¸a˜o
bem sucedida das credenciais do utilizador. Nesta pa´gina sa˜o apresentados alguns dados
estat´ısticos relacionados com o sistema, como por exemplo, o nu´mero de utilizadores registado,
quantidade de Controller Modules e Sensor Modules e nu´mero total de valores obtidos pelos
sensores no sistema. Para cada Controller Module e´ apresentado um mapa onde e´ poss´ıvel
localizar cada um dos mo´dulos identificados atrave´s de um marcador de diferentes cores
(a vermelho no caso do Controller Module e a azul nos Sensor Modules). No separador
“Alarms” e´ poss´ıvel consultar todos os alarmes ocorridos destacando o valor que gerou o
alarme bem como a mensagem gerada. E´ poss´ıvel ocultar o alarme para que este na˜o volte
a ser apresentado. No separador “arduinoNano”, sa˜o apresentados os u´ltimos valores obtidos
pelos sensores deste mo´dulo.
Figura 6.22: Sistema de videovigilaˆncia incorporado na dashboard
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Figura 6.23: Resultado da interface responsiva da plataforma web
Na figura 6.22 e´ apresentada a incorporac¸a˜o do sistema de videovigilaˆncia na plataforma
web do sistema. Por fim, na figura 6.23 e´ apresentado o acesso a` dashboard atrave´s de um
dispositivo mobile (atrave´s de um browser), sendo poss´ıvel constatar o seu design total-
mente responsivo, permitindo utilizar esta interface como ponto de partida para a criac¸a˜o da
aplicac¸a˜o mobile planeada.
6.3 Considerac¸o˜es finais
Neste cap´ıtulo foram apresentados alguns dos testes funcionais a alguns mo´dulos do sis-
tema, bem como os resultados dos diferentes componentes do sistema integrado. A plataforma
desenvolvida permite que o seu utilizador possa consultar os alarmes gerados e verificar a
evoluc¸a˜o dos dados lidos pelos diferentes sensores. Complementarmente, o utilizador podera´
atuar remotamente em va´lvulas/motores/comportas de forma a melhorar as condic¸o˜es de
cultivo da Salico´rnia. Adicionalmente, este sistema disponibiliza uma API que permite a
criac¸a˜o de novas aplicac¸o˜es. De forma a simular este cena´rio, foi criado um proto´tipo em
hardware com diferentes sensores e microcontroladores, utilizando protocolos de comunicac¸a˜o
sem fios. Por fim, foi criado um sistema de videovigilaˆncia e testado um algoritmo de detec¸a˜o
de intrusos.
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7Concluso˜es e trabalho futuro
7.1 Concluso˜es
Este trabalho consistiu em desenhar e desenvolver um sistema de informac¸a˜o que permi-
tisse o armazenamento dos dados provenientes de um sistema de sensores para monitorizar e
controlar o cultivo da Salico´rnia. O trabalho pra´tico desta dissertac¸a˜o foi elaborado tendo por
base este objetivo geral e pode-se afirmar que este foi cumprido com sucesso. Este sistema
disponibiliza uma plataforma web que permite aos utilizadores consultar os dados obtidos
pelos sensores e atuar remotamente permitindo melhorar as condic¸o˜es de cultivo. Para ale´m
disso, foi disponibilizada uma API que permite o acesso a servic¸os do sistema, possibilitando
a criac¸a˜o de novas aplicac¸o˜es. Para simular e testar o cena´rio pretendido, foi criado um
proto´tipo de hardware. Adicionalmente, foi criado um sistema de videovigilaˆncia para incor-
porar nas quintas onde se faz a produc¸a˜o desta planta. Todas estas funcionalidades va˜o de
encontro aos objetivos espec´ıficos apresentados na secc¸a˜o 1.2, a` excec¸a˜o da incorporac¸a˜o do
sistema de videovigilaˆncia com o algoritmo de detec¸a˜o de intrusos. Contudo, este algoritmo
foi apresentado e testado para alguns cena´rios, permitindo concluir que os paraˆmetros utili-
zados dependem do aˆngulo e da posic¸a˜o da caˆmara. Na figura 7.1 encontra-se um esquema
que permite resumir todo o trabalho realizado nesta dissertac¸a˜o.
Figura 7.1: Esquema resumo do trabalho desenvolvido
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Toda a modelac¸a˜o do sistema vai de encontro aos requisitos inicialmente especificados pelo
cliente, bem como aos definidos durante o desenvolvimento deste trabalho. Desta forma, o
sistema desenvolvido e´ gene´rico e pass´ıvel de ser aplicado em qualquer cena´rio, seguindo a
arquitetura definida. Adicionalmente aos objetivos desta dissertac¸a˜o, planeou-se a arquite-
tura e criou-se um mockup de uma aplicac¸a˜o mobile, estando esta prevista pelos requisitos
do cliente. Embora esta aplicac¸a˜o tenha sido sugerida pelo cliente na˜o houve tempo de a
concretizar.
O sistema de informac¸a˜o criado podera´ ser utilizado como ponto de partida para qual-
quer objetivo, desde que respeite a arquitetura inicialmente definida, isto e´, composta por
Controller Modules e Sensor Modules.
7.2 Problemas encontrados
Durante o desenvolvimento e implementac¸a˜o deste sistema surgiram alguns problemas,
tanto pontuais e de correc¸a˜o simples, como problemas estruturais, que levaram a algumas
mudanc¸as. Alguns dos problemas estruturais esta˜o relacionados com o modelo de dados,
em que foram adicionados novos campos a`s tabelas existentes, quer para o suporte de novas
funcionalidades, quer para aumentar o comportamento dinaˆmico do sistema.
Tal como referido anteriormente, na˜o foi poss´ıvel incorporar o sistema de videovigilaˆncia
com o algoritmo de detec¸a˜o de intrusos. Para tal, pretendia-se utilizar a API do Youtube.
Esta utilizac¸a˜o na˜o foi poss´ıvel devido a` reduzida documentac¸a˜o da API que dificultou a sua
implementac¸a˜o. Para ale´m disso, existem poucos exemplos que permitem entender eficaz-
mente a sua utilizac¸a˜o.
Um outro obsta´culo na realizac¸a˜o deste trabalho, foi o facto de o projeto na˜o ser financiado
por parte do cliente, impossibilitando assim, a compra de um sensor de salinidade (condutivi-
dade), sendo este um dos paraˆmetros mais importante de monitorizar no controlo do cultivo
da Salico´rnia.
7.3 Trabalho futuro
Como trabalho futuro, propo˜e-se realizar alguns testes de usabilidade a` aplicac¸a˜o web
permitindo verificar o grau de facilidade/dificuldade de utilizac¸a˜o deste software. Como men-
cionado anteriormente, o cliente do sistema pretende que exista um aplicac¸a˜o mo´vel que
possibilite monitorizar o seu cultivo, sendo esta considerada como trabalho futuro. Outra
situac¸a˜o que foi considerada diferenciadora prende-se com automatizar o registo dos mo´dulos
atrave´s da leitura de um co´digo Quick Response (QR) podendo este mecanismo ser incorpo-
rado na aplicac¸a˜o mobile. Relativamente ao sistema de videovigilaˆncia, tenciona-se testar o
algoritmo apresentado numa caˆmara te´rmica (infravermelho) permitindo a detec¸a˜o de intru-
sos durante a noite. Por fim, pretende-se criar um circuito impresso do proto´tipo de hardware
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desenvolvido.
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AMockup da aplicac¸a˜o mobile
Nas figuras A.1 e A.2 sa˜o apresentados os mockups da aplicac¸a˜o mobile prevista.
A B C D
Figura A.1: Mockup da aplicac¸a˜o mobile
• A: pa´gina inicial da aplicac¸a˜o mobile;
• B: menu lateral deslizante (sidebar) onde sa˜o apresentados os diferentes boto˜es para as
diferentes funcionalidades sem autenticac¸a˜o do utilizador;
• C: pa´gina de login na aplicac¸a˜o mobile;
• D: pa´gina inicial e sidebar apo´s efecutar o login do utilizador.
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A B C D
Figura A.2: Mockup da aplicac¸a˜o mobile (continuac¸a˜o)
• A: pa´gina de detalhes de um Controller Module, onde sa˜o apresentados os boto˜es para
cada Sensor Module existente;
• B: pa´gina de detalhes de um Sensor Module, onde sa˜o apresentados os dados adquiridos
pelos sensores em modo gra´fico;
• C: pa´gina para visualizac¸a˜o do sistema de videovigilaˆncia;
• D: pa´gina de informac¸o˜es da aplicac¸a˜o.
BImplementac¸a˜o do trigger SQL
Seguidamente encontra-se o script SQL da implementac¸a˜o do stored procedure e respe-
tivo trigger. Os dois u´ltimos comandos permitem eliminar a stored procedure e o trigger,
respetivamente.






7 varmax := (select max from saliapp_alarmssettings where id_sensor_id= new.
id_sensor_id);
8 varmin := (select min from saliapp_alarmssettings where id_sensor_id= new.
id_sensor_id);
9
10 IF (new.value >= varmax) THEN




14 IF (new.value <= varmin) THEN
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24 create trigger trigger_alarm_occurred after insert on saliapp_reading
25 for each row execute procedure alarm_occurred ();
26
27 DROP FUNCTION alarm_occurred ();
28
29 DROP TRIGGER trigger_alarm_occurred ON saliapp_reading;
CApplication Programming Interface
REST
Seguidamente encontram-se descritos cada um dos endpoint da API REST desenvolvida
e os me´todos que este permite.
• /api/user/
– Me´todos dispon´ıveis: POST, GET
– Descric¸a˜o: retorna os utilizadores registados no sistema, distinguindo o seu id,
username, primeiro e u´ltimo nome, email, data do registo e do u´ltimo acesso. E´
tambe´m indicado o tipo de utilizador a que se refere.
• /api/user/{pk or username}/
– Me´todos dispon´ıveis: GET, PUT, DELETE
– Descric¸a˜o: permite aplicar os me´todos a um determinado utilizador registado
no sistema, sendo este identificado pelo seu identificador ou pelo username. E´
retornado o primeiro e u´ltimo nome, email, data do registo e do u´ltimo acesso.
• /api/smpercm/
– Me´todos dispon´ıveis: GET
– Descric¸a˜o: permite visualizar todos os Sensor Modules que os Controller Modules
possuem.
105
106 Apeˆndice C. Application Programming Interface REST
• /api/smpercm/{pk or name cm}
– Me´todos dispon´ıveis: GET, POST
– Descric¸a˜o: permite visualizar todos os Sensor Modules que um determinado Con-
troller Module possui, sendo este identificado por um nome ou pelo seu id no sis-
tema. E´ tambe´m poss´ıvel adicionar um novo Sensor Module ao Controller Module
em questa˜o.
• /api/sm/
– Me´todos dispon´ıveis: GET, POST
– Descric¸a˜o: sa˜o apresentadas todas as caracter´ısticas dos Sensor Modules existen-
tes no sistema. Permite ainda adicionar um novo Sensor Module.
• /api/sm/{pk or name}/
– Me´todos dispon´ıveis: GET, PUT, DELETE
– Descric¸a˜o: sa˜o apresentadas todas as caracter´ısticas de um Sensor Module, sendo
este identificado pelo seu nome ou pelo seu id. E´ poss´ıvel atualizar as suas carac-
ter´ısticas ou eliminar o Sensor Module.
• /api/sensortype/
– Me´todos dispon´ıveis: GET, POST
– Descric¸a˜o: sa˜o apresentados todos os tipos de sensores existentes no sistema e os
seus respetivos atributos. Permite tambe´m adicionar novos tipos de sensores ao
sistema.
• /api/sensortype/{pk or name}
– Me´todos dispon´ıveis: GET, PUT, DELETE
– Descric¸a˜o: sa˜o apresentadas as caracter´ısticas de um tipo de sensor existente,
sendo este identificado por um nome ou id. E´ poss´ıvel atualizar ou eliminar este
tipo de sensor.
• /api/sensorpersm/{id sm or name sm}
– Me´todos dispon´ıveis: GET, POST
– Descric¸a˜o: sa˜o apresentados todos os sensores existentes num determinado Sensor
Module, sendo este identificado por um nome ou id. E´ poss´ıvel adicionar novos
sensores a um Sensor Module.
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• /api/sensor/
– Me´todos dispon´ıveis: GET
– Descric¸a˜o: sa˜o retornados todos os sensores registados no sistema.
• /api/sensor/{pk or sensor type}
– Me´todos dispon´ıveis: GET, POST
– Descric¸a˜o: sa˜o retornados as caracter´ısticas de um sensor, sendo este identificado
pelo tipo de sensor ou id.
• /api/reading/id sensor/{date start}/{date end}
– Me´todos dispon´ıveis: GET, POST
– Descric¸a˜o: sa˜o apresentados todas as leituras de um determinado sensor, identi-
ficado por um id, sendo poss´ıvel definir a data de in´ıcio e fim das leituras apresen-
tadas. E´ tambe´m poss´ıvel adicionar novas leituras ao sistema.
• /api/communication/{pk or name}
– Me´todos dispon´ıveis: GET, PUT, DELETE
– Descric¸a˜o: sa˜o retornados todos os tipos de comunicac¸a˜o, sendo estes identificados
pelo seu nome ou id. Para ale´m disso, e´ poss´ıvel atualizar os seus dados ou elimina´-
lo.
• /api/cm/
– Me´todos dispon´ıveis: GET, POST
– Descric¸a˜o: sa˜o retornados todos os Controller Modules existentes no sistema.
Para ale´m disso, e´ poss´ıvel adicionar um novo Controller Module.
• /api/cm/{pk or name}
– Me´todos dispon´ıveis: GET, PUT, DELETE
– Descric¸a˜o: sa˜o retornadas as caracter´ısticas de um determinado Controller Mo-
dule, sendo este identificado pelo seu nome ou id. E´ poss´ıvel atualizar os seus
dados ou elimina´-lo.
• /api/alarmssettings/{id sensor}
– Me´todos dispon´ıveis: GET, POST
– Descric¸a˜o: sa˜o apresentadas as configurac¸o˜es de alarmes para um determinado
sensor, sendo este identificado pelo seu id.
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• /api/alarms sensor/{id sensor}
– Me´todos dispon´ıveis: GET, POST
– Descric¸a˜o: sa˜o apresentados todos os alarmes gerados para um determinado sen-
sor, sendo este identificado pelo seu id.
• /api/alarms reading/{id reading}
– Me´todos dispon´ıveis: GET, POST
– Descric¸a˜o: permite verificar se uma determinada leitura, identificada pelo seu id,
foi ou na˜o alvo de um alarme.
DPackages utilizados
Neste apeˆndice apresenta-se uma listagem completa de todos os packages utilizados nos
ambientes de desenvolvimento desta dissertac¸a˜o.
• Aplicac¸a˜o web:
– rest framework
– rest framework swagger
– django gravatar
– password reset
– rest framework authtoken
• Simulac¸a˜o em hardware:
– Arduino Nano
∗ SoftwareSerial.h






• Sistema de videovigilaˆncia:
– opencv 3 (python)
– imutils
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Figura E.1: Proto´tipo da soluc¸a˜o em hardware desenvolvida
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Na figura E.1 encontra-se o esquema da interligac¸a˜o dos diferentes componentes de hard-
ware numa placa de prototipagem (placa branca).
Legenda:
• A: Arduino Nano
• B: Mo´dulo Bluetooth HC-06
• C: LED
• D: Sensor de temperatura TTC 104 NTC
• E: Sensor de luminosidade GL5528 (foto-resisteˆncia)
• F: Sensor para n´ıvel de a´gua
