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Abstract. We study water ﬂow computation on imprecise terrains. We
consider two approaches to modeling ﬂow on a terrain: one where water
ﬂows across the surface of a polyhedral terrain in the direction of steepest
descent, and one where water only ﬂows along the edges of a predeﬁned
graph, for example a grid or a triangulation. In both cases each vertex has
an imprecise elevation, given by an interval of possible values, while its
(x, y)-coordinates are ﬁxed. For the ﬁrst model, we show that the problem
of deciding whether one vertex may be contained in the watershed of
another is NP-hard. In contrast, for the second model we give a simple
O(n log n) time algorithm to compute the minimal and the maximal
watershed of a vertex, where n is the number of edges of the graph.
On a grid model, we can compute the same in O(n) time.
1 Introduction
Simulating the ﬂow of water on a terrain is a problem that has been studied for a
long time in geographic information science (gis), and has received considerable
attention from the computational geometry community due to the underlying
geometric problems. It can be an important tool in analyzing ﬂash ﬂoods for
risk management [1], for stream ﬂow forecasting [12], and in the general study of
geomorphological processes [2], and it could contribute to obtaining more reliable
climate change predictions [17].
When modeling the ﬂow of water across a terrain, it is generally assumed
that water ﬂows downward in the direction of steepest descent. It is common
practice to compute drainage networks and catchment areas directly from a
digital elevation model of the terrain. Most hydrological research in gis models
the terrain surface with a grid in which each cell can drain to one or more of its
eight neighbors (e.g. [16]). This can also be modeled as a computation on a graph,
in which each node represents a grid cell and each edge represents the adjacency
of two neighbors in the grid. Alternatively, one could use an irregular network
in which each node drains to one or more of its neighbors. We will refer to this
as the network model, and we assume that, from every node, water ﬂows down
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Fig. 1. Left: An imprecise terrain. Each vertex of the triangulation has a elevation
interval (gray). Center: a realization of the imprecise terrain. Right: the same realization
together with the highest and lowest possible realizations of the imprecise terrain.
along the steepest incident edge. Assuming the elevation data is exact, drainage
networks can be computed eﬃciently in this model (e.g. [3]). In computational
geometry and topology, researchers have studied ﬂow path and drainage network
computations on triangulated polyhedral surfaces (e.g. [4,6,14]). In this model,
which we call the surface model, the ﬂow of water can be traced across the surface
of a triangle. This avoids creating certain artifacts that arise when working
with grid models. However, the computations on polyhedral surfaces may be
signiﬁcantly more diﬃcult than on network models [5].
Naturally, all computations based on terrain data are subject to various
sources of uncertainty, like measurement, interpolation, and numerical errors.
The gis community has long recognized the importance of dealing with uncer-
tainty explicitly, in particular for hydrological modeling. A possible way to deal
with this imprecision is to model the elevation at a point of the terrain using
stochastic methods [19]. However, the models available in the hydrology liter-
ature are unsatisfactory [15] and computationally expensive [18]. A particular
challenge is posed by the fact that hydrological computations can be extremely
sensitive to small elevation errors [10,13].
A non-probabilistic model of imprecision that has received some attention in
computational geometry consists in representing an imprecise attribute (such as
location) by a region that is guaranteed to contain the true value. This approach
has also been applied to polyhedral terrains (e.g. [8]), replacing the exact ele-
vation of each surface point by an imprecision interval (see Figure 1). In this
way, each terrain vertex does not have one ﬁxed elevation, but a whole range of
possible elevations which includes the true elevation. Assuming error only in the
z-coordinate (and not in the x, y-coordinates) is motivated by the fact that error
in the x, y-coordinates normally produces elevation error, and that commercial
terrain data suppliers often only report elevation error [7]. Choosing a concrete
elevation for each vertex results in a realization of the imprecise terrain. The
realization is a (precise) polyhedral terrain. Since the set of all possible realiza-
tions is guaranteed to include the true (unknown) terrain, one can now obtain
bounds on parameters of the true terrain by computing the best- and worst-case
values of these parameters over the set of all possible realizations.
In this paper we apply this model of imprecise terrains to problems related to
the simulation of water ﬂow, both on terrains represented by surface models and
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on terrains represented by network models. The watershed of a point in a terrain
is the part of the terrain that drains to this point. One of the most fundamental
questions one may ask about water ﬂow on terrains is whether water ﬂows from
a point p to another point q. In the context of imprecise terrains, reasonable
answers may be “deﬁnitely not”, “possibly”, and “deﬁnitely”. Phrasing the same
question in terms of watersheds leads us to introduce the concepts of potential
(maximal) and core and persistent (minimal) watersheds.
Results. In Section 2 we show that the problem of deciding whether water can
ﬂow between two given points in the surface model is NP-hard. Fortunately,
the situation is much better for the network model, and therefore as a special
case also for the D-8 model which is widely adopted in gis applications. In
Section 3 we present an algorithm to compute the potential watershed of a point
in this model. On a terrain with n edges, our algorithm runs in O(n log n) time;
for grid models the running time can even be improved to O(n). We extend
these techniques and achieve the same running times for computing the core
and persistent watersheds of a point and its potential downstream area.
Definitions and Notation. We deﬁne an imprecise terrain T as a possibly
non-planar geometric graph in IR2 in which each node v ∈ IR2 has an imprecise
third coordinate, which represents its elevation . We denote the bounds of the
elevation of v with low(v) and high(v). A realization R of an imprecise terrain
T consists of the given graph together with an assignment of elevations to nodes,
such that for each node v its elevation elevR(v) is at least low (v) and at most
high(v). We denote with R− the realization, such that elevR−(v) = low (v) for
every vertex v and similarly the realization R+, such that elevR+(v) = high(v).
We denote the set of all realizations of an imprecise terrain T with RT .
2 NP-Hardness in the Surface Model
In the surface model water ﬂows across the surface of a polyhedral terrain.
This surface is formed by the realization of an imprecise terrain as deﬁned above,
where the graph that represents the terrain forms a planar triangulation in the
(x, y)-domain. The water that arrives at any particular point p on this surface
will always follow the true direction of steepest descent at p across the surface,
possibly across the interior of a triangle. In this section we prove that it is NP-
hard to decide whether water potentially ﬂows from a point s to another point t
in this model. The reduction is from 3-SAT; the input is an instance with n
variables and m clauses.
We present a global description of the proof, the technical details are left to
the full version of the paper. The construction, depicted in Figure 2, consists of
a grid with O(m) × O(n) squares, where each clause corresponds to a column
and each variable to a row of the grid; the construction also contains some
columns and rows that do not directly correspond to clauses and variables. The
grid is placed across the slope of a “mountain” with a shape similar to that of
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Fig. 2. Left: Global view of the NP-hardness construction, showing the grid on the
mountain slope (all vertical faces can be made non-vertical). The ﬁxed parts are shown
in gray, the variable parts are shown yellow (for divider gadgets) and orange (for
connector gadgets). Right: Top down view of the grid showing the locations of the
gadgets, and the n× 2m green vertices, the only ones with imprecise elevations.
a pyramidal frustum; columns are oriented north-south and rows are oriented
east-west. The idea is to create a spiraling water ﬂow path from s at the top of
the mountain, through all these clause constructions, to t. The water can reach t
if and only if the 3-SAT formula can be satisﬁed.
The key element in the construction is the divider gadget (Figure 3, left),
which is placed at every intersection of a clause column and a variable row. It
contains two imprecise vertices with a long edge between them and ensures that
only if the two imprecise vertices are at opposite extreme elevations, any water
can pass the gadget, otherwise it will ﬂow to a local minimum.
In order to link the values of the elevations of the imprecise vertices in the
divider gadgets that belong to the same variable together, we need to make
sure that neighboring vertices have opposite extremal elevations, just like in
divider gadgets. For this, we use a connector gadget, which has basically the
same construction as the divider gadget, see Figure 3 (right). A complicating
factor is that the elevations of these vertices diﬀer vastly. As soon as a water
stream enters the imprecise triangle, it will plummet toward the west. But since
the direction of steepest descent on this part of the terrain is still toward the
south, if only slightly, the water will still cross the variable triangles if we make
them suﬃciently narrow. As in the divider gadget, we only let the water escape
if the elevations of the imprecise vertices are at opposite extremes.
Thus the connector gadgets link the divider gadgets in each variable row
together such that a spiraling ﬂow path from s to t can only cross each gadget
successfully if either (i) all divider gadgets have their west-side vertex on a low
elevation and their east-side vertex on a high elevation, or (ii) all divider gadgets
have their west-side vertex on a high elevation and their east-side vertex on a
low elevation. This deﬁnes two valid states of each row: we let low west-side
vertices correspond to the variable being true, and we let low east-side vertices
correspond to the variable being false.
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Fig. 3. Left: A divider gadget contains two imprecise vertices with an edge between
them. Right: A connector gadget. The triangles must be much narrower, and the water
streams need to be much closer to the center of the construction than in the picture.
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Across each divider gadget, water may ﬂow
in several courses, which may each veer oﬀ to
the west or the east, depending on the eleva-
tions of the imprecise vertices: to the west if
the variable is true, or to the east if the vari-
able is false. To encode each clause, we let the
water ﬂow to a local minimum if and only if
the clause is not satisﬁed. The ﬁgure to the
right shows an example. We deﬁne possible
water courses for each of the eight possible
combinations of truth values for the variables
in the clause. The course that water would
take if the clause is not satisﬁed leads to a local minimum; the other seven
courses merge again into one after passing all divider gadgets. These possible
water courses will also cross divider gadgets of variables that are not part of the
clause: in that case, each course splits into two courses, which are merged again
immediately after emerging from the divider gadget.
Thus water can only ﬂow through each clause plateau if the variables are
such that each clause is true. Therefore, we conclude that deciding whether
there exists a realization of T such that water can ﬂow from s to t is NP-hard.
The exact coordinates of the vertices in our construction, and the proof that with
these coordinates ﬂow is directed as required, can be found in the full version of
the paper.
3 Watersheds in the Network Model
An imprecise terrain is deﬁned as a semi-embedded graph as described in Sec-
tion 1. A realization is an embedded graph. In the network model we assume
that water only ﬂows along the edges of this graph. The water that arrives at
a node of the graph continues along one of the downwards pointing edges in-
cident to this node. The steepness of descent (slope) along an edge (p, q) in a
realization R is deﬁned as σR(p, q) = (elevR(p) − elevR(q))/|pq|, where |pq| is
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the distance between p and q in the plane. The water that arrives at a particular
node p, ﬂows to a neighbor q, such that σR(p, q) is positive and maximal over all
edges incident to p. If water from p reaches q in a realization R we write p→
R
q
(“p ﬂows to q in R”); note that we have p→
R
p for all p,R. Now, on horizontal
edges water may ﬂow in either direction, and if the steepest descent neighbor of a
node is not unique, then water may leave this node on multiple edges. However,
for simplicity of exposition, we assume in this abstract that the steepest descent
neighbor is always unique and that edges are never horizontal in the realizations
considered. The issues with possible ties and horizontal ﬂow are discussed and
resolved in the full version of the paper.
For any set of nodes Q, we deﬁne its neighborhood as the set {s : (s, t) ∈ E,
t ∈ Q, s /∈ Q}, that is, the set of nodes outside Q that are adjacent to nodes
of Q. Given a realization R, we call a node q a local minimum if all nodes
in the neighborhood of q have elevation higher than elevR(q). We also call a
connected set of nodes at the same elevation a local minimum, if all nodes in its
neighborhood have higher elevation. Water that arrives in any local minimum Q
does not continue to ﬂow to any node outside Q.
The watershed of a vertex q in a realization R is deﬁned as the set W(R, q) =
{p : p→
R
q}. The potential watershed of a node q in a terrain T is
W∪(q) =
⋃
R∈RT
W(R, q),
that is, it is the set of points p for which there exists a realization R, such
that water ﬂows from p to q. Similarly, we can deﬁne W∩(q) =
⋂
R∈RT W(R, q),
which is the set of points from which water ﬂows to q in every realization. We
call this the core watershed of a node q. We will discuss possible issues with
this deﬁnition in Section 3.3.
3.1 Potential Watersheds
We prove that for any given node q in an imprecise terrain, there exists a re-
alization R such that W(R, q) = W∪(q). For this we introduce the notion of
the overlay of a set of watersheds. Informally, the overlay sets every node that
is contained in one of these watersheds to the lowest elevation it has in any of
these watersheds.
Definition 1. Given a set of watersheds W(R1, q1), ...,W(Rk, qk), we define
their watershed-overlay as the realization R∗ such that for every node v, we
have that elevR∗(v) = high(v) if v /∈
⋃
W(Ri, qi) and otherwise
elevR∗(v) = min
i:v∈W(Ri,qi)
elevRi(v).
Lemma 1. Let R∗ be the watershed-overlay of W(R1, q), . . . ,W(Rk, q), then
W(R∗, q) contains W(Ri, q), for any i ∈ {1, . . . , k}.
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Proof. Let u be a node of the terrain, which is contained in one of the given wa-
tersheds. Let Ri be a realization from R1, ..., Rk such that elevR∗(u) = elevRi(u).
To prove the lemma, we show that u is contained in W(R∗, q) by induction on
increasing elevation of u in R∗. The base case is that u is equal to q, and in this
case the claim holds trivially.
Now, consider the node v which is reached from u by taking the steepest de-
scent edge in Ri. Since elevR∗(v) ≤ elevRi(v) < elevRi(u) = elevR∗(u), it holds
that v lies lower than u in R∗. Therefore, by induction, v ∈ W(R∗, q). If v is still
the steepest descent neighbor of u in R∗, then this implies u ∈ W(R∗, q). Other-
wise, there is a node v̂ such that σR∗(u, v̂) > σR∗(u, v). There must be an Rj such
that v̂ ∈ W(Rj , q), since otherwise, by construction of the watershed-overlay,
we have elevR∗(v̂) = high(v̂) ≥ elevRi(v̂) and thus, σRi(u, v̂) ≥ σR∗(u, v̂) >
σR∗(u, v) ≥ σRi(u, v) and v would not be the steepest descent neighbor of u in
Ri. Therefore, by induction, also v̂ ∈ W(R∗, q) and, again, u ∈ W(R∗, q). unionsq
The above lemma implies that for any node q, the watershed-overlay R∪(q) of
W(R, q) over all possible realizations R ∈ RT , realizes the potential watershed
of q, that is, W∪(q) = W(R∪(q), q). Therefore, we call R∪(q) the canonical
realization of the potential watershed W∪(q).
Remark 1. There is a natural extension of the deﬁnitions given above to the
watershed of a set of nodes Q. This would be the set of nodes such that water
ﬂows to at least one node in Q. The lemma given above and the algorithms
that follow can also be applied in this case. For simplicity of exposition we only
discuss the algorithms for single nodes.
Algorithm. Next, we describe how to compute W∪(q) and its canonical real-
ization for a given node q. The idea of the algorithm is to compute the nodes
of W∪(q) and their elevations in the canonical realization in increasing order of
elevation, similar to the way in which Dijkstra’s shortest path algorithm com-
putes distances from the source. The algorithm is laid out in Algorithm 1. A key
ingredient of the algorithm is a subroutine, Expand(q′, z′), deﬁned as follows.
Definition 2. Let Expand(q′, z′) denote a function that returns for a node q′
and an elevation z′ ∈ [low (q′), high(q′)] the set of neighbors P of q′, such that for
each p ∈ P , there exists a realization R with elevR(q′) ∈ [z′, high(q′)], such that
p→
R
q′. In particular, it returns tuples of the form (p, z), where z is the minimum
elevation of p over all such realizations R.
Preprocessing. Before presenting the algorithm for the expansion of a node,
we discuss a data structure that allows us to make the algorithm more eﬃcient.
We deﬁne the slope diagram of a node p as the set of points q̂i = (δi, high(qi)),
such that qi is a neighbor of p and δi is its distance to p in the (x, y)-projection.
Let q1, q2, ..., be a subset of the neighbors of p indexed such that q̂1, q̂2, ... appear
in counter-clockwise order along the boundary of the convex hull of the slope di-
agram, starting from the leftmost point and continuing to the lowest point. We
ignore neighbors that do not lie on this lower left chain.
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Algorithm 1. ComputePWS(q)
1: Enqueue (q, z) with key z = low(q)
2: while the Queue is not empty do
3: (q′, z′) = DequeueMin()
4: if q′ is not already in the output set then
5: Output q′ and set elevR∗(q′) = z′
6: Enqueue each (p, z) ∈ Expand(q′, z′)
q̂i+1
high(qi)
δi
zi
q̂i
zi+1
̂q′
z
U(p)
Let Hi be the halfplane in the slope dia-
gram that lies above the line through q̂i and
q̂i+1. Let U(p) be the intersection of these
halfplanes H1, H2, ..., the halfplane right of
the vertical line through the leftmost point,
and the halfplane above the horizontal line
through the bottommost point of the convex
chain, see the shaded area in the ﬁgure. We
compute U(p) for all nodes p of the terrain in
a preprocessing phase.
Expansion of a node. For a neighbor p of q′, we can now compute the elevation
of p as it should be returned by Expand(q′, z′) by computing the lower tangent
to U(p) which passes through the point q̂′ = (δ′, z′), where δ′ is the distance
from q′ to p in the (x, y)-projection. This can be done via a binary search on
the boundary of U(p). Intuitively, this tangent intersects the corner of U(p)
which corresponds to the neighbor of p that the node q′ has to compete with for
being the steepest-descent neighbor of p. The elevation z at which the tangent
intersects the vertical axis, is the lowest elevation of p such that q′ wins, see the
ﬁgure. See the full version of this paper for a full description and special cases.
The computations can be done in time logarithmic in the degree of p. This leads
to the following lemma and theorem.
Lemma 2. After precomputations in O(n log dmax) time and O(n) space, the
algorithm Expand(q′, z′) can be implemented to run in O(d log dmax) time, where
d is the node degree of q′, dmax is the maximum node degree in the terrain, and
n is the number of edges of the terrain.
Theorem 1. Algorithm ComputePWS(q) computes the potential watershed
W∪(q) of a node q and its canonical realization R∪(q) in time O(n log n), where
n is the number of edges in the terrain. The canonical realization of the potential
watershed W∪(Q) of a set of nodes Q can be computed in the same time.
To prove Theorem 1 we use an induction on the nodes extracted from the priority
queue in the order of their extraction. The full proof can be found in the full
version of the paper. In the analysis of the running time, Lemma 2 implies that
the total time spent on expanding nodes is O(n log dmax). For grid terrains,
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dmax = O(1), and thus, preprocessing and expansions take only O(n) time. We
can use the techniques from Henzinger et al. [11] for shortest paths to overcome
the priority queue bottleneck, and obtain the following result (details in the full
version):
Theorem 2. The potential watershed of a set of cells Q and its canonical real-
ization in an imprecise grid terrain of n cells can be computed in O(n) time.
3.2 Core Watersheds
In this section we show how to compute the core watershed W∩(q) of a given
node q, which is the set of nodes for which water always ﬂows to q. Observe
that this set is the complement of the set of nodes, for which it is possible that
water does not ﬂow to q in some realization. This nice observation enables us to
give an eﬃcient algorithm that is based on computing the potential watersheds
of nodes where the water would otherwise ﬂow to, if it does not ﬂow to q.
More speciﬁcally, we can characterize this set as follows. Clearly, a node cannot
be in the core watershed W∩(q) if it is not in the potential watershed W∪(q).
Furthermore, it may not ﬂow to q if it is a local minimum. We call a node r for
which there exists a realization in which r is a local minimum a potential local
minimum . Now, a node p of the terrain is contained in W∩(q) unless one of
the following holds:
(i) p is a potential local minimum (unless p = q);
(ii) p /∈ W∪(q);
(iii) There exists a realization R in which p→
R
r, where r is of type (i) or (ii)
and q is not on the ﬂow path from p to r.
Nodes of type (i) are easy to identify in O(n) time, and nodes of type (ii) can be
identiﬁed in O(n log n) time by computing W∪(q) and taking the complement. In
order to identify the nodes of type (iii), we deﬁne r-avoiding potential watersheds.
Note that it is diﬀerent from the potential watershed of q in the terrain T ′ that
is obtained by removing r and its incident edges from T .
Definition 3. The r-avoiding potential watershed of a set of nodes Q is
the set of nodes p, such that there is a realization R and a node q ∈ Q such that
p→
R
q and r is not on the flow path from p to q. We denote this set with W\r∪ (Q).
Lemma 3. There is an algorithm which outputs the r-avoiding potential wa-
tershed of Q and takes time O(n logn), where n is the number of edges of the
terrain. (proof in the full version)
Note that we now have:
W∩(q) = V \W\q∪ (L ∪ (V \W∪(q))) ,
where V denotes the set of all nodes of the terrain and L denotes the set of
potential local minima. By applying Lemma 3 to compute the complement of
the nodes of type (iii), we obtain:
Corollary 1. We can compute the core watershed W∩(q) of q in time O(n log n),
where n is the number of edges of the terrain.
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3.3 Persistent Watersheds – An Alternative Definition
Although the deﬁnition of core watersheds as presented above is very natural
in its context, it is questionable whether this deﬁnition is meaningful enough
for practical purposes. Observe that water can “get stuck” in a potential local
minimum as soon as the imprecision intervals of neighboring nodes overlap in the
vertical dimension. This would not only happen in relatively ﬂat terrains, but
could also lead to problems in non-ﬂat terrains. Consider the case of a measuring
device with a constant elevation error. It is possible that, by increasing the
density of measurement points, the extent of a core watershed can be reduced
arbitrarily. Based on these considerations we propose a deﬁnition of a persistent
watershed, which can be computed using the same techniques.
Definition 4. Let V be the nodes of the graph that define an imprecise terrain.
We define the persistent watershed of a given node q as the set
W ·∩(q) = V \W\q∪ (V \W∪(q)) .
This is the set of nodes that do not have a potential flow path to a node outside
the potential watershed of q, unless this path goes through q.
To be able to design data structures that store imprecise watersheds and answer
queries about ﬂow of water between nodes eﬃciently, it would be convenient if
the watersheds satisfy the following nesting condition : if p is contained in the
watershed of q, then the watershed of p is contained in the watershed of q. Core
watersheds satisfy this condition. However, persistent watersheds are not nested
in this way, a counter-example can be found in the full version of the paper. To
overcome this limitation, we propose the following regularity condition:
Definition 5. Given an imprecise terrain T , let S be any set of nodes that forms
a local minimum in R−. We call T a regular terrain if any such set S contains a
local minimum in any realization and no proper subset S′ ⊂ S has this property.
On regular terrains, the persistent watersheds satisfy the nesting condition: when
p ∈ W ·∩(q), we have W ·∩(p) ⊆ W ·∩(q), and even W∪(p) ⊆ W∪(q). However, even
on regular terrains the potential watersheds are generally not nested. Interest-
ingly, it may also happen that a persistent watershed is not simply connected.
These results can be found in the full version of the paper.
The regularity condition could be guaranteed by a preprocessing step which
raises the lower bounds on the elevations such that local minima that violate the
regularity condition are removed from the lowest possible realization of the ter-
rain. We could do so with the algorithm from Gray et al. [9] while still respecting
the given upper bounds on the elevations. Indeed, in hydrological applications
it is common practice to preprocess terrains by removing local minima before
doing ﬂow computations [16].
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3.4 Potential Downstream Areas
Similar to the potential watershed of q, we can deﬁne the set of points that po-
tentially receive water from q. Naturally, there exists no canonical realization for
this set, however, it can be computed in a similar way as described in Section 3.1
using a priority queue that processes nodes in decreasing order of their maximal
elevation such that they would still receive water from q. The following result
can be found in the full version of the paper.
Theorem 3. Given a set of nodes Q of an imprecise terrain, we can compute
the set
⋃
R∈RT {p : ∃ q ∈ Q s.t. q→R p} in time O(n log n), where n is the number
of edges in the terrain.
4 Conclusions
In this paper we studied ﬂow computations on imprecise terrains under two
general models of water ﬂow. For the surface model we showed NP-hardness for
deciding whether water can ﬂow between two points. For the network model we
gave eﬃcient algorithms to compute potential, core, and persistent watersheds.
Our algorithms also work for sets of nodes (lakes, river beds, etc.), and can be
modiﬁed for related concepts, such as potential downstream areas.
An important contribution of this paper is at a conceptual level. Surprisingly,
the most natural deﬁnitions of a minimal watershed lack properties that seem
natural, most notably the lack of robustness of the core watersheds in the pres-
ence of overlapping elevation intervals, and the fact that persistent watersheds
are not nested. Interestingly, there are some parallels to observations made in
the gis literature. Firstly, Hebeler et al. [10] observe that the watershed is more
sensitive to elevation error in “ﬂatlands”. Secondly, simulations have shown that
also potential local minima or “small sub-basins” can severely aﬀect the out-
come of hydrological computations [13]. We propose a regularity assumption for
terrains for future research on eﬃcient data structures for watershed hierarchies.
However, we also leave it as an open question whether an alternative, more
robust and informative deﬁnition of persistent water flow can be proposed.
Furthermore, the contrast between the results in Section 2 and Section 3 leaves
room for further research questions, e.g., can we develop a model to measure the
quality of approximations of water ﬂow, and how does it relate to the network
model? Other ﬂow models have been proposed in the gis literature, e.g., D-∞, in
which the incoming water at a vertex is distributed among the outgoing descent
edges according to steepness. These models can be seen as modiﬁed network
models which approximate the steepest descent direction more truthfully. In
order to apply the techniques we developed for watersheds, we ﬁrst need to
formalize to which extent a node is part of a watershed in these models.
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