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ABSTRAKT
Tento dokument sa zaoberá s XSLT transformáciou MusicXML dokumentov pre hudobné
účely, konkrétne vytvorenie automatického bubeníka pre aplikácie v XML a PureData. V
tejto práci sú vysvetlené dva rôzne XSLT transformácie. Prvá transformácia poskladá ko-
nečný viactaktový MusicXML súbor z elementárnych jeden až dvojtaktových MusicXML
súborov podľa návrhu hudobníka. Ďalšia transformácia sa slúži na prevod MusicXML
dokumentov do programu PureData.
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ABSTRACT
This document deals with XSLT transformation of MusicXML documents for musical
purposes, to create an automatic drum machine for XML and PureData applications. In
this work are explained two different types of transformations. The first transformation
creats a final extensive MusicXML file by using elementary MusicXML documents. The
next transformation converts MusicXML files into program called Pure Data.
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ÚVOD
Táto práca sa zaoberá s transformáciou XML (eXtensible Markup Language) súbo-
rov pomocou jazyka XSLT (eXtensible Markup Language Transformations). Uká-
žeme možnosti ako využívať nástroje pre dátovú komunikáciu v oblasti hudby. Z ele-
mentárnych MusicXML súborov poskladáme hudobnú skladbu pre nášho automa-
tického bubeníka a to podľa dátového návrhu v XML.
Jazyk XML sa rozšíril ako nástroj pre prenos všeobecných dokumentov a dát
cez internet. Uložené dáta v XML môžeme vnímať ako dáta uložené v databázi,
preto je pre nás vhodné pracovať s formátom MusicXML. V takýchto súboroch sú
hierarchicky ukládané údaje z hudobných nôt, teda MusicXML je presné textové
vyjadrenie noty.
Hudobník požaduje napr. bicie do skladby, čo má obsahovať dvakrát náklep,
strofu šesť taktov, prechod zo strofy na refrén, refrén osem taktov, strofu zase šesť
taktov a na koniec refren osem taktov. Pomocou transformací MusicXML súborov
ukážem možné riešenia na túto problematiku.
Ďalšia výhoda jazyka XML je v tom, že má formátovateľnú štruktúru. Jazyk
XSLT je nástrojom pre popis všeobecných transformacií XML dokumentov do ľubo-
volného formátu – nielen pre reprezentáciu, ale i k najrôznejším prevodom XML do-
kumentov, či k extrakciu informací z nich. Transformácia pomocou XSLT nám umož-
ňuje exportovať dáta do formátu vhodného pre program PD (PureData). Súvislosť
medzi týmito operáciami nám dáva skutočnosť, že všetky zmienené metódy pracujú
s textovou reprezentáciou dát.
Hľadáme i spôsob reprezentací hudobných dat v programe PD. Napíšeme pre-
vod informací z MusicXML súborov do PD a nakoniec výstup pripojíme na MIDI
(Musical Instrument Digital Interface) rozhranie, aby náš vysledok bol vypočuteľný.
Náš program bude vhodný pre hudobníkov, ktorí chcú jednoducho a rýchlo po-
skládať skladbu na bicie nástroje bez programátorských znalostí.
Na záver vyhodnotíme výsledky a zdôrazníme výhody a nevýhody jednotlivých
transformačných metód.
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1 RIEŠENIE STUDENTSKÉ PRÁCE
1.1 Úvod
Táto časť práce sa zaoberá vysvetlením princípu jazyka XML a XSLT, formátu
MusicXML a programu PureData.
V kapitole 1.2.1 nájdeme základy jazyka XML, v následujúcej kapitole (1.2.2)
informácie o štruktúre formátu MusicXML. Popíšeme jeho prvky (elementy), ktoré
sú dôležité pre našu aplikáciu.
Kapitola 1.3 je venovaná k vysvetleniu transformačného jazyka XSLT. V podka-
pitole 1.3.2 princíp implementácie premenných a cyklov v XSLT.
Úvod do programu PD, popis prvkov programu a využívanie MIDI technológií
nájdeme v kapitole 1.4.
Po teórii nasleduje popis a implementácia naprogramovaných XSLT transformá-
cií, od kapitoly 1.5, kde vysvetlujeme využívanie formátu MusicXML a implementá-
ciu transformácie až po kapitolu 1.7, kde popíšeme princíp transformácie MusicXML
súborov do PD.
1.2 Jazyk XML a formát MusicXML
Formát XML definovalo konzorcium W3C a je podmnožinou jazyka SGML (Stan-
dard Generalized Markup Language). [4] Skratka XML znamená, že ide o rozšíriteľný
značkovací jazyk. Značky slúžia k označeniu určitých prvkov (častí) dokumentu a sú
rozšíriteľné – každý môže zadefinovať svoju vlastnú sadu značiek.
1.2.1 Principy formátu XML
Značky v XML majú otvárajúcu zátvorku (start tag), napr. <element> a zatvárajúcu
zátvorku (end-tag) </element>. Medzi zátvorkami môže byť text alebo ďaľšia značka
(s otvárajúcou a zatárajúcou zátvorkou), alebo môže byť i prázdna. V tomto prí-
pade zátvorky môžeme nahradiť prázdnym elementom (empty-element) <element/>.
Z predchádzajúcich viet vyplýva, že dáta v XML majú stromovú štruktúru. To zna-
mená, že XML dokument vždy obsahuje jeden koreňový element, čo môže obsahovať
ďalšie elementy, atď. Dôležité je pravidlo, že sa jednotlivé elementy nemôžu krížiť.[4]
V otvárujúcej zátvorke máme možnosť zadefinovať atribúty, ktorými sú elementy
bližšie charakterizované. Každý atribút má meno a hodnotu, zapisuje sa ako dvojica
meno="hodnota".
XML dokument môže obsahovať aj komentáre, ktoré sú vkladané do okomentuj-
úcej zátvorky <!-- --> a prekladač XML ich ignoruje.
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Definícia štruktúry XML dokumentu pomocou DTD
V XML môžeme navrhnúť svoju vlastnú dátovú štruktúru. Na tento účel slúži ná-
stroj DTD (Document Type Definition). Deklarácia typu môže byť uvedená priamo
v XML doumente (lokálná deklarácia), alebo môže odkazovať na externú entitu,
ktorá obsahuje deklaráciu značiek. DTD sa pripojuje k dokumentu pomocou kon-
štrukcie DOCTYPE. [4]
Pomocou DTD môžeme deklarovať typ elementu a zoznam atribútov. Deklarácia
elementu má tvar
<!ELEMENT názov_elementu (obsah_elementu)>
Ako sme o tom už hovorili element môže obsahovať viacero elementov, znakové
dáta – znaky (#PCDATA), môže mať ľubovoľný obsah (ANY), alebo môže býť prázdný
(EMPTY).
Keď chceme popísať element, ktorý má zložitú vnútornú štruktúru, môžeme
požiadavky na obsah elementu vyjadriť regulárnym výrazom, ktorým popíšeme,
z akých zložiek sa môže skladať obsah elementu a ako môžu byť tieto zložky uspo-
riadané. Pre regulárne výrazy v DTD sa používa nasledujúca sada značiek [4]:
• pomocou „,ÿ sa vyjadruje sekvencia zložiek,
• pomocou „|ÿ sa vyjadruje možnosť výberu z alternatív,
• pomocou „?ÿ sa vyjadruje nepovinnosť zložky,
• pomocou „+ÿ sa vyjadruje možnosť opakovania zložky jeden, alebo viackrát
• pomocou „*ÿ sa vyjadruje možnosť ľubovoľného opakovania zložky.




meno_atributu typ_atributu voliteľnosť implicitná hodnota>
V deklarácii atribútov je nutné určiť typ atribútu. Prístupné typy sú predovšetkým
jednoduché reťazce, atribúty typu CDATA. O každom atribúte je možné stanoviť, či
je povinný (#REQUIRED), či nepovinný (#IMPLIED). Povinné atribúty musia byť pre
daný element vždy uvedené. Pri deklarácii máme možnosť určiť i jeho implicitnú
hodnotu, čo znamená, že v prípade, keď hodnota atribútu v XML nie je uvedená,
bude automaticky nastavený na jeho implicitnú hodnotu [3].
Ďalšie princípy DTD a XML budú vysvetlené pri praktickom využití MusicXML
súburov.
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1.2.2 Dátová štruktúra a princíp formátu MusicXML
MusicXML (hudobný XML) je otvorený, XML-založený formát súboru pre hudobné
notácie. Bola vyvinutá firmou Recordrare za účelom, aby skóre mohlo byť vymeni-
teľné medzi rôznymi hudobnými aplikáciami. Prvá verzia formátu (1.0) bola vydaná
v roku 2004, ďalšia verzia (1.1) v roku 2005. Verzia 2.0 bola vydaná v júni 2007 a je
považovaný ako štandarný komprimovaný formát [7].
Z lokality [7] je možné stiahnúť DTD k verzií 2.0. Vysvetľovať celú dátovú štruk-
túru MusicXML je nad rámcom tejto práce, preto vyberieme len pre nás najdôleži-
tejšie a prakticky využívané elementy.
Zjednodušená stromová štruktúra MusicXML dokumentu je uvedená v prílohe
A.3. Koreňovým elementom v MusicXML je <score-partwise>. Potom následuje
tzv. „hlavičkaÿ súboru (element <part-list>), kde sú uložené základné informácie
o dokumente. Pre nás je z nich dôležité číslo MIDI kanálu (<midi-chanel>). Po zá-
kladných informáciach nasleduje popis nôt. Element <part> nám umožňuje rozdeliť
notu na partituru, ale my sa uspokojíme s jednoduchým rozdelením.
Ďalšia dôležitá (a v ďalších kapitolách najčastejšie využitá) časť je element
<measure>, ktorý s povinným atribútom number očísluje takty. Pre popis jedinej
noty nám slúži element <note>. Typ noty udáva hodnota elementu <type> (quarter
štvrťová, eight osminová, 16th šesnástinová nota, atď.). Element <rest/> značí, že
ide o pauzu v zápise noty. Elementom <chord/> sú označené noty, ktoré majú znieť
spolu s predchádzajúcou notou (chord znamená akord). Pre naše ďalšie účely bude
vyhovujúce využiť dáta, uložené v elemente <fret>. Ide o čísla, ktoré reprezentujú
číselnú hodnotu noty v MIDI aplikáciach (viď kapitolu 1.4.3) [7].
1.3 Transformácia pomocou jazyka XSLT
Konsorcium W3C ďalej vytvorilo návrh špecializovaného nástroja nazývaného XSLT,
ktorým je možné štruktúru XML dokumentov zmeniť. XSL dokument spočíva v mno-
žine pravidiel a šablon. Prvky jazyka XSLT (na rozdiel od jazyka XML) sú dopredu
zadefinované [4].
1.3.1 Princíp jazyka XSLT
XSL dokument je dobre vytvorený XML dokument validný voči schéme XSL identi-
fikovanej pomocou URI http://www.w3.org/1999/XSL/Transform. Musí byť uza-
vretý v koreňovom elemente stylesheet, ktorý má pomocou atribútu version špe-
cifikovanú verziu jazyka a obsahuje rôzne transformačné pravidlá. Pre naše účely je




XSL je nástrojom pre popis všeobecných transformácií XML dokumentov do ľubo-
voľného formátu [4]. Pomocou tohto transformačného jazyka ukážeme spôsob ako
poskládať elemntárne MusicXML súbory do väčšieho celku a tak získať konečný
viactaktový MusicXML podľa nášho výberu. Prakticky ukážeme i prevod do iného
formátu, ako XML a to do formátu programu PD (viď kapitolu 1.7).
Zoznam využívaných elementov jazyka XSLT nájdeme v prílohe A.4. Aby sme
mohli napísanú transformáciu aplikovať na daný XML dokument musíme s ním XSL
šablonu pripojiť. Na to sa slúží príkaz:
<?xml-stylesheet href="nazov_šablony.xsl" type="text/xsl"?>
Tetno výraz musíme uviesť hneď na začiatku XML súboru, na ktorý chceme apliko-
vať transformáciu [4].
Princíp transformácie môžeme ľahko pochopiť, keď prezrieme jej vývojový dia-
gram v prílohe B. Ďalšie vysvetlenia budú odvodené na základe tohto diagramu.
1.3.2 Premenné, parametre, cykly a podprogramy v XSLT
Premenné predstavujú silnú stránku XSLT. Nejedná sa ale o premenné v zmysle
imperatívneho programovania známe z vyšších programovacích jazykov. Princíp po-
užívania je veľmi jednoduchý, do premennej môžeme uložiť hodnotu, ktorú opäť
získame pridaním prefixu $ pred jej názov a môžeme ju opakovane využívať. Obsah
premennej prekvapene nie je možné ďalej zmeniť. Túto slabosť jazyka XSLT
musíme nejakým spôsobom prekonať. Našťastie autori programovacieho jazyka vy-
tvorili ďalšie užitočné programovacie prvky a to sú parametre [4].
Parametre fungujú podobne ako premenné a používame ich pre predávanie hod-
nôt pri volaní pravidiel alebo celého XSL dokumentu. Hodnota parametra sa nasta-
vuje pri volaní podprogramu a jeho rozsah platnosti je len v rámci podprogramu
(lokálne).
Využívanie podprogramov je dôležité i z hľadiska implementácie cyklov. Jazyk
XSLT nepozná žiadne príkazy na cyklovanie podľa určitého pravidla (žiadné kľúčové
slová, ako v jazyku C for alebo while). Jediný spôsob riešenia by bol element
for-each, kde môžeme definovať množinu prvkov cez ktoré iterujeme, ale ako sme už
o tom hovorili, obsah premennej v XSLT nie je možné zmeniť, ani v rámci elementu
for-each. Z toho vyplýva, že na implementáciu cyklov, kde chceme zmeniť uložené
hodnoty (v našom prípade najčastejšie inkrementovať ich obsah, viď ďalej) musíme
používať podprogramy. Budeme ich volať rekurzívne s novými parametrami, podľa
toho, ktoré hodnoty chceme zmeniť budeme obsah parametrov modifikovať [4].
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V prípade, že potrebujeme do cyklu vložiť ďalší cyklus, musíme z podprogramu
volať ďalší podprogram, (a vhodne nastaviť počiatočné hodnoty parametrov) ktorý
bude sám seba volať rekurzívne. Je samozrejmá vec, že rekurzivné volania musíme
kontrolovať podmienkou, aby sme sa vyhli nežiadúcim programovým slučkám, ktoré
môžu rýchlo naplniť pamäť a zaťažiť procesor počítača.
1.4 Program PureData (PD)
V predchádzajúcich kapitolách sme vysvetlili princíp transformácie malých Mu-
sicXML súborov do väčšieho celku. V tejto kapitole vysvetľujeme základy programu
PD a transformačný proces tiež pomocou XSLT technológie.
1.4.1 Základy programu PD
PureData (PD) je real-time grafické programovateľné prostredie, jadro programu
napísal Miller Puckette. V súčastnosti na vývoji programu pracuje kolektív progra-
mátorov. Aktuálna verzia programu je 0.40.3, je voľne šíriteľná, jeho zdrojový kód,
ale i binárnu verziu môžeme stiahnuť zo stránky softwaru [6].
Výraz real-time znamená, že program ktorý je napísaný v PD môžeme zmeniť
i v priebehu na počítači. Zmeny budú ihneď viditeľné (vypočuteľné) v reálnom čase.
Grafické programovateľné prostredie nám umožňuje ľahkú editáciu a prehľadnosť
programov. Pri programovaní pracujeme s grafickými prvkami tzv. „schránkamiÿ
(anglicky box ). Rozlišujeme tri typy boxov: object box, message box, number box [6].
• Object box má pravouhlové hranice a najmenej jeden vstup a jeden vý-
stup. Object boxy sú rozlišené podľa ich textového obsahu. Object boxy sú
vlastne aktívnymi prvkami programu, môžeme ich chápať ako funkcie, ktoré
na vhodné vstupné podmienky dávajú rozumný výsledok. Príklad na object
box je operátor +, ktorý sčíta dve čísla na vstupe, a výsledok pošle na výstup.
• Message box má vlajkový tvar a interpretuje textovú správu poslať kedy-
koľvek je box aktivovaný. Message boxy sú konštanty, môžu obsahovať číselné
i znakové dáta. Príklad na message box je bang, ktorý aktivuje ďalší pripojený
box (viď ďalej).
• Number box má tiež tvar obdĺžnika, ale orezaným horným rohom. Rozdiel
medzi number boxom a message boxom je ten, že number boxy sú zadefi-
nované len na čísla (celé i reálne) a ich hodnoty môžeme zmeniť v priebehu
programu (po kliknutí a ťahaním myši hore či dole, alebo priamo zadaním
hodnoty v ňom). Numeber boxy hrajú úlohu premennej.
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Príklad na jednotlivé typy boxov je znázornený v prílohe C. Tu sú uvedené
najdôležitejšie prvky pre našu aplikáciu.
Object boxy môžu mať viac vstupných a výstupných portov, napr. objekt na
sčítanie dvoch čísel musí mať dva vstupné porty kde pripojíme číselné hodnoty.
Prvky programu pripojíme pomocou pripojovacích čiar. Známe dva typy pripojova-
cích čiar [6]:
• dátové pripojenie (tenká čiara), ktoré nesie dátové informácie, inštrukcie, či
číselné hodnoty message a number boxov
• pripojenie digitálnych audio signálov, zvukové signály v prietoku nepretržitom
prúde.
Pripojenie uskutočníme vždy zo vstupu na výstup. Vstupy a výstupy každého boxu
sú očíslované od nuly. Príklad na číslovanie a na pripojenie boxov nájdeme v prí-
lohe C.
Program PD pracuje v dvoch režimoch: režim editácie (edit mode) a režim prebie-
hajúceho programu (running mode). Medzi jednotlivými režimmi môžme prepínať
pomocou klávesovej skratky CTRL + e. V režime editácií máme možnosť pridať nové
boxy, pripojovať ich navzájom, zmeniť hodnoty message boxov atď., napriek tomu
v režime prebiehajúceho programu môžeme aplikáciu spustiť a pracovať s ňou.
Za nedostatok PD spomeňme, že program nevie vytvoriť binárny spustiteľný
kód z programového kódu. Preto pre spustenie aplikácie, ktorá je napísaná v tomto
programe musíme mať PD nainštalované na počítači [6].
1.4.2 Zdrojové kódy a príkazy v PD
Programy (ďalej patch) v PD majú príponu „.pdÿ kliknutím na ich ikony sa au-
tomaticky spustí PD a uvidíme pekne vykreslené, usporiadné a pripojené prvky
programu. Tento patch môžeme ale otvoriť v jednoduchom textovom editore, v tom
prípade vidíme jeho zdrojový kód. Hneď na prvý pohľad zbadáme, že príkazy po-
stupujú na základe určitých pravidiel.
Keď sme vysvetlili princíp transformácie MusicXML súborov naše predoklady
sme zakladali na skutočnosti, že vstup i výstup transformácie bol uložený v textovej
podobe. Tieto princípy môžeme používať aj naďalej. Aby sme mohli vlastnosti jazyka
XSLT využívať musíme pochopiť schematiku PD patchov.
Každý patch sa začína s deklaráciou kreslujúceho plátna (canvas). Príkaz
#N canvas 17 0 1263 724 12;
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definuje plátno ktorého ľavý horný roh sa začína na pozícií 17 0 (súradnice x a y
na obrazovke) s veľkosťou 1263 krát 724 pixelov. Veľkosť písmien bude 12 bodový
(anglická skratka pt.).
Nasleduje zoznam prvkov jazyka PD. Nasledjujúce príkazy slúžia na vytvorenie
boxov:
• #X msg <X> <Y> <hodnota>; vytvorí message box na súradnice x, y so zada-
nou hodnotou
• #X obj <X> <Y> <typ>; vytvorí zadefinovaný typ object boxu na súradnice
x, y
• #X floatatom <X> <Y> <typ>; vytvorí number box na súradnice x, y, pri
deklarácií je možné zadať viac parametrov, napr. maximálnu a minimálnu
hodnotu (horná a dolná hranica).
Keď už máme objekty zadefinované, môžeme pridať i spojenie objektov. Na tento
účel slúži príkaz
#X connect <box> <výstup> <box> <vstup>;
Prvý parameter je poradové číslo boxu v zozname, ktorého výstup chceme pripojit
na vstup ďalšieho boxu. Parametre vstup a výstup reprezentujú čísla výstupného
a vstupného portu (viď kapitola 1.4.1). Nasledujúci prípad opíše spojenie dvoch
objektov:
#X msg 10 10 5;
#X obj 10 40 +;
#X connect 0 0 1 0;
Program vie, že má spojiť dva objekty, výstup nultého objektu (#X msg) so vstupom
prvého objektu (#X obj). Keď zadeklarujeme objekty v opačnom poradí, tak príkaz
#X conncet v tejto podobe bude spojovať výstup objektu (#X obj) so vstupom (#X
msg) [6].
1.4.3 MIDI technológia v PD
MIDI (Musical Instrument Digital Interface) rozhranie bolo vyvinuté na uskutočne-
nie komunikácie medzi digitálnymi hudobnými nástrojmi (napr. syntetizátory, Music
Stationy atď.) ale i medzi hudobnými softwarovými aplikáciami [9]. MIDI technoló-
giu podporuje i PD, ktorú využíva na komunikáciu so zvukovou kartou. V našom
prípade zvuková karta uskutočňuje úlohu zvukového generátora a funguje ako vir-
tuálny syntetizátor.
19
Pomocou MIDI máme možnosť využívať 16 rôznych kanálov. To znamená, že
môžeme nastaviť 16 rôznych zvukových farieb a naraz ich prehrať. Napríklad na
kanál 1 si môžeme nastaviť zvuk klavíra, na kanál 2 basu, na kanál 3 gitaru. Pre
bicí kanál je vyhradený kanál číslo 10 a obvykle si môžeme vybrať zo šesťdesiatich
rôznych perkusií, ako napr. malý bubon alebo činely [9].
Ako používatelia programu PD sa nemusíme starať o spôsob komunikácie. Pro-
gram všetko ovláda sám a úplne automaticky. Na uskutočnenie komunikácie využí-
vame vlastnosti object boxov makenote a noteout (viď príloha C).
Keď chceme vytvoriť nášho bubeníka musíme poslať číselné hodnoty perkusií pre
syntetizátor na zvukovej karte. Tieto hodnoty sú štandardizované a využívajú ich
veľké firmy vo svete muziky (Yamaha, Roland atď.).
Časovanie v MIDI je uskutočnené pomocou jednotky bpm (beats per minunte)
[9]. Tempo 60 bpm znamená že za jednu minútu si môžeme vypočuť 60 štvrtinových
nôt, to je rýchlosť sekundových ručičiek v hodinách. Hodnota 120 bpm znamená
dvojnásobnú rýchlosť 240 bpm trojnásobnú atď. V programe PD môžeme nastaviť
časovanie na milsekundovú presnosť, ale nepodporuje zadať tempo v jednotkách










Tempo v bpm delíme so 60, dostaneme koľko švrťových nôt vyjde na jednu sekundu.
Keď 1 000 podelíme touto hodnotou, dostaneme dĺžku štvrťovej noty v milisekun-
dách. V prípade, že ešte potrebujeme dĺžku ďalších nôt, stačí len vynásobiť alebo
deliť vhodným číslom (pre celú notu násobíme dvojkou, pre osminovú notu delíme
dvojkou atď.).
Implementácia prevodníka tempa z bpm na milisekundy je znázornená na obr.
1.1. Tento kus programu využijeme pri implementácií bubeníka v PD.
1.5 MusicXML ako zdroj dát
Ako sme sa doteraz dozvedeli, formát MusicXML pomocou DTD je presne zadefino-
vaný. Je univerzálny nástroj na precízne ukladanie noty, preto budeme tento formát
používať ako zdroj dát [2].
1.5.1 Využívanie formátu MusicXML
MusicXML dokumenty budú slúžiť ako vstupné súbory pri transformací dat. Takéto
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Obr. 1.1: Implementácia prevodníka bpm na milisekundy
01strofa01t.xml
 poradové číslo  pomenovanie 
presne 6 písmen
 počet taktov v súboru  povinná prípona .xml
Obr. 1.2: Pomenovanie MusicXML súborov
skutočné praktické noty bubeníka. Každý má možnosť napísať svoje elemntárne
MusicXML dokumenty pomocou jednoduchého textového editora, ale to by zname-
nalo obrovské množstvo práce. Lepšie a časovo výhodnejšie riešenie je napísať noty
v programe určeného pre priamu editáciu nôt, ktorý má naaraz v sebe zabudovanú
funkciu na exportovanie dát do MusicXML.
Pre efektivitu tejto práce bola dopredu vytvorená základná sada elementár-
nych MusicXML súborov pomocou programu GuitarPro 5.0 (demo verziu programu
je možné stiahnúť zo stránky softwaru [1]). MusicXML dokumenty sú pomeno-
vané podľa určitého pravidla, ktorá je znázornená na obr. 1.2. Súbory sú usporia-
dané podľa žánra a uložené v patrične pomenovaných adresároch (napr. Pop, Rock,
Techno).
1.5.2 Návrh dátového modelu pred XSLT transformáciou
Aby práca s MusicXML dokumentami bola jednotná, musíme navrhunúť vhodný
dátový model, čím prichystáme dáta na transformáciu. Princíp celej transformácie
je znázornený na obr. 1.3. Z obrázka je vidieť, že pri transformácii načítame elemen-
tárne MusciXML súbory podľa pravidla, ktoré je zadefinované vo vstupnom XML


















Obr. 1.3: Princíp transformácie MusicXML súborov pomocou jazyka XSLT
Návrh dátového modelu vstupného súboru (DTD), s príkladom XML si môžeme
prezrieť v prílohe A. Náš návrh obsahuje koreňový element <song>, a to z dôvodu,
aby dokument bol dobre vytvorený1 (well-formed). Ďalší povinný element je <url/>
s tiež povinným atribútom url. Hodnota atribútu musí byť skutočná url adresa (lo-
kálna alebo sieťová), tj. cesta k MusicXML súborom. Posledný element je <block/>.
Má dva povinné atribúty: eventname a repeat. Atribút eventname musí obsahovať
názov elementárneho MusicXML súboru, ale tentokrát bez prípony .xml (XSLT už
dopredu vie, že každý dokument bude mať príponu .xml). Atribút repeat môže mať
len kladnú celočíselnú hodnotu, väčšiu ako nula. Týmto atribútom zadefinujeme koľ-
kokrát má byť menovaný MusicXML súbor kopírovaný na výstup (napríklad výraz
<block eventname="01strofa02t" repeat="3"/> znamená, že dvojtaktový súbor
01strofa02t.xml bude trikrát kopírovaný do výstupného súboru, čiže dokument
bude šesťtaktový). Elementy <block> budú sekvenčne spracované a v XML súbore
sa musia vyskytnúť aspoň jedenkrát.
Vhodným návrhom štruktúry vstupného XML súboru sme pripravili dáta na
transformáciu pomocou jazyka XSLT. V nasledujúcich kapitolách bude vysvetlený
transformačný algoritmus a implementácia programu v XSLT.
1 dokument začína entitou nazývanou koreň (root entity)
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1.6 Implementácia XSLT transformácie
Aby transformácia bola efektívne naprogramovaná budeme využívať rad cyklov
a podmienok. Naša aplikácia bude postupne čítať obsah vstupných MusicXML sú-
borov a kopírovať jeho príslušné elementy podľa nášho „návrhuÿ (viď kapitola 1.5.2).
Hlavný program sa začína pri deklarácií elementu <xsl:template match="/">
[4].
Pretože výsledkom transformácie musí byť validný MusicXML súbor, program
začneme výpisom start-tagu <score-partwise> na výstup a pokračujeme výpisom
hlavičky MusicXML súboru, ktorý máme uložený v podprograme VypisHlavicku.
Podprogram voláme výrazom:
<xsl:call-template name="VypisHlavicku"/>
Nasleduje spočítanie elementov <block/> v navrhovanom XML súbore. Tento
údaj potrebujeme z dôvodu, aby sme presne vedeli koľkokrát musíme vykonať trans-
formačný proces jednotlivých súborov. Na spočítanie elementov slúži funkcia count(),




V nasledujúcom kroku testujeme jej hodnotu, keď je menšia ako nula, môžeme trans-
formáciu ukončiť, v opačnom prípade môžeme pokračovať.
Vráťme sa teraz k vývojovému diagramu transformácie (príloha B). V kapitole
1.3.2 sme hovorili o tom, že k realizácii cyklov potrebujeme používať podprogramy
s parametrami. V našom diagrame nie sú vyznačené jednotlivé podprogramy , inými
slovami vývojový diagram pre ľahšie pochopenie opíše logický postup. V implemene-
tácii cykly sú samozrejme nahradené procedúrami. V tele podprogramov sú vložené
odkazy na ďalšie podprogramy, tak sú vyriešené „cykly v cyklochÿ. Na obr. 1.4
je znázornená štruktúra transformácie ako blokový diagram podprogramov s para-
metrami. Z vývojového diagramu vyplýva, že potrebujeme tri rôzne podprogramy,
konkrétne: Block, TestujKolkoTaktov, VypisTakty.
Po úspešnom testovaní počtu block elementov voláme podprogram Block pa-
ramaterami PoslednyTakt=1, CisloElementuBLOCK=1 a PocetElementuBLOCK =
$PocetElementuBLOCK. Tým vstúpime do radu cyklov, resp. podprogramov.
Poprogram Block
Podprogram Block môžeme chápať ako správu block elementov.
CisloElementuBLOCK slúži na indexovanie elementov. Indexy poznačíme po názve
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 $PoslednyTakt, $CisloElementuBLOCK,   
 $PocetElementuBLOCK
 TestujKolkoTaktov                                                
 $KolkoTaktov, $measure, $file
 VypisTakty
 $measure, $file 
 $CisloElementuMEASURE 
 $PocetElementuMEASURE
Obr. 1.4: Bloková štruktúra podprogramov
elementu v hranatých zátvorkách, číslo 1 ukazuje na prvý element, 2 na druhý atď.
Funkcia podprogramu je jednoduchá: pre každý block volá správu taktov (proced-
úru TestujKolkoTaktov), s parametrami KolkoTaktov, file a measure. Počia-
točná hodnota prvého parametru je hodnota atribútu repeat príslušného elementu
block v dátovom návrhu. Premenná file obsahuje cestu k MusicXML súborom, čo
získame pomocou funkcie concat:
concat(song/url/@url,
concat(song/block[$CisloElementuBLOCK]/@eventname,’.xml’))
Funkcia slúži na spojenie dvoch reťazcov (string). Cesta k súborom je uložená v ele-
mente url pod atribútom url. Nasleduje spojenie ďalších dvoch reťazcov, prvý je
názov súboru, druhý je prípona „.xmlÿ. Posledný parameter je measure, ním bu-
deme číslovať takty vo výstupnom MusicXML súbore (viď kapitola 1.2.2). Pri volaní
procedúry TestujVstupnýSubor jeho hodnota zadáva číslo prvého taktu, do ktorého
sa má kopírovať prvý takt vstupného súboru.
Parameter measure má veľmi dôležitý význam pri transformácii. Predstavme
si situáciu, keď chceme vypísať do výsledného súboru šesťkrát takty zo súboru




Už vieme, že elementy block spracujeme nezávisle. V prvom prípade počiatočnú
hodnotu measure nastavíme na jednotku, ale na ďalšie spracovania túto hodnotu
musíme vypočítať. Vypísali sme 6 ∗ 1 = 6 taktov, k tomu pričítame poslednú
počiatočnú hodnotu (1) a dostaneme číslo prvého taktu nasledujucého bloku (7).
Tento údaj uložíme ako hodnotu parametra PoslednyTakt pri rekurzívnom volaní
podprogramu Block. Parameter CisloElementuBLOCK inkrementujeme o jednotku,












Z názvu podprogramu vyplýva, že ide o testovanie počtu taktov, tj. parametra
KolkoTaktov, kde je uložená hodnota atribútu repeat. Táto procedúra vznikla z dô-
vodu, že vstupné MusicXML súbory môžu byť viactaktové. Keby sme veci zjedno-
dušili a brali do úvahy len jednotaktové vstupné súbory, mohli by sme tento podpro-
gram vynechať a pokračovať hneď vypísaním taktov. V prípade, že máme viactak-
tový MusicXML, už musíme jednotlivé takty indexovať a naviac počítať s hodnotou
parametra KolkoTaktov. Z toho vyplýva že potrebujeme dva cykly.
Podprogram TestujKolkoTaktov volá podprogram VypisTakty, a to od hodnoty
KolkoTaktov až 1. Na konci každého cyklu hodnotu KolkoTaktov dekrementujeme
o jednotku.
Podprogram VypisTakty voláme parametrami measure (udáva aktuálne číslo
taktu na výstupe), file (cesta a názov súboru), CisloElementuMEASURE (na inde-
xovanie measure elementov vo vstupnom MusicXML súbore, začína od jednotky)
a PocetElementuMEASURE (počet taktov vo vstupnom súbore).
Procedúru voláme rekurzivne parametrami KolkoTaktov, čo dekrementujeme
o jednotku, measure (jeho novú hodnotu vypočítame ako súčet jeho starej hod-
noty a počtu taktov, PocetElementuMEASURE), file a PocetElementuMEASURE (ich
hodnota v tomto cykle sa nezmení).
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Podprogram VypisTakty
Podprogram VypisTakty má za úlohu kopírovať takty MusicXML súborov na vý-
stup. Testuje hodnotu parametra PocetElemenetuMEASURE, ktorý je na konci kaž-
dého cyklu dekrementovaný o jednotku.
Táto procedúra vytvorí element <measure> pre každý takt vo výstupnom súbore
s atribútom number, čo bude mať vždy rovnakú hodnotu s parametrom measure.
Týmto spôsobom je zaistené správne číslovanie taktov vo výstupnom súbore. Do
každého taktu kopírujeme elementy attributes, sound, barline a note (viď príloha
B), čím bude validita výsledného MusicXML súboru zabezpečená.
Po skončení každého cyklu sa vrátime do podprogramu (popr. programu) ktorý
ho volal. Po skončení spracovania posledného elementu <block/> transoformácia
pokračuje v hlavnom programe, kde napokon zatvoríme koreňový element výstupu
(</score-partwise>).
Výsledok transformácie
Ako výstup transformácie dostaneme validný MusicXML súbor, jeho tvorivé súči-
astky sú elementárne MusicXML súbory poľa nášho výberu. Vyhodnotenie výsled-
kov viď kapitolu 2.
1.7 Princíp transformácie MusicXML súborov do
PD
V tejto kapitole si ukážeme spôsob transformácie MusicXML do PD. Transformá-
ciu zjednodušíme na jeden vstupný MusicXML súbor a vynecháme atribút repeat
na opakovanie taktov. I napriek tomu môže byť naša aplikácia silná, lebo môžeme
skombinovať transformácie, vytvoriť MusicXML súbor z elementárnych častí a tento
dokument transformovať do PD (viď obr. 1.5).
Ďalej musíme konštantovať, že pri práci s MusicXML akceptujeme len doufónne
súbory. To znamená, že naraz môžeme počuť len dva rôzne tóny. Z toho vyplýva, že
bubeník podstatne zjednodušuje našu transformáciu.
Princíp transformácie je jednoduchý. Budeme sekvenčne čítať noty zo súboru,
ktoré pripojíme na delay object boxy (viď v prílohe C). Noty, ktoré majú znieť
spoločne (majú nastavený elemenet <chord/> v MusicXML) zapíšeme pod sebou
a získame polyfónnu (presnejšie duofónnu) skladbu.
Po kliknutí na message box bang program sekvenčne prehrá veštky noty ktoré




















Obr. 1.5: Princíp transformácie MusicXML súborov do PD pomocou jazyka XSLT
1.7.1 Implementácia XSLT transformácie do programu PD
Štruktúra podprogramov je znázornená v prílohe D. Z tohto diagramu je pekne vidi-
teľný celý postup transformácie. Prevod MusicXML súborov do PD je principiálne
jednoduchší ako predchádzajúca transformácia, ale obsahuje mnoho viac podmienok
typu <xsl:if> a celý zdrojový kód je rozsiahlejší.
V tejto kapitole opíšeme význam a príncíp podprogramov, vysvetlujeme pre-
menné a parametre používané pri transformácii.
Hlavný program sa začína deklaráciou premenných. Prvá z nich je premenná
MusicXMLFile, kde je uložená absolutná cesta a názov súboru. Ďalšia premenná
je PocetNot, jej hodnota udáva počet note elementov v MusicXML súbore. Pre-
menná PocetMeasure obsahuje počet taktov, PocetChord počet <chord/> elemen-
tov v MusicXML súbore. PocetBANG je zadefinovaná ako roziel medzi PocetNot
a PocetChord.
Podprogramy SpravaTaktov a VypisNoty
Na začiatku transformácie skočíme do podprogramu SpravaTaktov, ktorý zistí koľ-
kotaktový je vstupný súbor (uloží do premennej Measure), a pre každý takt volá
podprogram VypisNoty. Procedúra SpravaTaktov má i ďaľšiu funkciu, ktorá bude
vysvetlená v nasledujúcich kapitolách.
Podprogram VypisNoty vypíše MIDI hodnoty nôt na výstup, ako message ob-
jekty na súradnice PoziciaX a PoziciaY, ktoré sú deklarované ako parametre pod-
programu. Ich hondoty sú inkrementované (por. dekrementované) o hodnoty deltaX
a deltaY. Keď majú noty znieť spolu k y súradnici je pričitanývh 40 pixelov, k x
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nula. V opačnom prípade program hodnotu y vráti do pôvodnej pozície (−40 pi-
xelov) a k x je pričítaná 80 pixelov. Takýmto spôsobom dostaneme rovnomerne
usporiadaný zoznam nôt (message boxov).
#X msg <xsl:value-of select="$PoziciaX"/>
<xsl:value-of select="concat(concat(’ ’, $PoziciaY), ’ ’)"/>
MIDI čísla nôt sú uložené v elemente <fret>, môžeme ich jednoducho kopírovať.
V prípade, že nota reprezentuje pauzu v skladbe element <note> obsahuje prázdny
subelement <rest/>. V takýchto situáciách hodnoty message boxov definujeme ako
0, lebo číslo nereprezentuje žiadnú časť perkusie bubeníka v MIDI technológii.
Podprogramy VypisBang a VypisDelay
Podprogramy vypíšu bng a delay objekty na výstup. Počet objektov je uložený do
parametra PocetBang, popr. PocetDelay. Parametre majú rôzny názov, ale rovnaké
počiatočné hodnoty a to PocetBANG. Podprogram zase využíva parametre PoziciaX
a PoziciaY, kde hotnota PoziciaX je vždy inkrementovaná o 80 pixelov.
I v tomto prípade budú vykreslené bng a delay objekty presne pod sebou a budú
usporiadané tak, aby každá dvojica alebo každá nezávislá nota, dostala jeden pár
bng a delay object boxov.
Na konci podprogramov hodnota parametra PocetBang (alebo PocetDelay) je
dekrementovaná o jednotku a procedúra volá sama seba rekurzivne tak dlho, kým
hodnota parametrov neklesá na nulu.
Podprogram VykresliPDObjekty
Táto časť transformácie je pevne daná a neobsahuje žiadné parametre, či premenné.
Podprogram vypíše objekty potrebné pre zadanie tempa skladby (viď kapitola 1.4.3),
objekty pre výpočet dĺžky nôt v milisekundách a object boxy noteout a makenote
(viď príloha C).
Podprogram PripojitPDObjekty
Zatiaľ sme žiadne pripojenia nezadefinovali. Objekty už máme prichystané, ale
nemôžu navzájom komunikovať, chýbajú komunikačné cesty.
Pripojovanie objektov začneme od najjednouchších prípadov, v pripojovaní kon-
stantných obejktov, ktoré sme zadefinovali v procedúre VykresliPDObjekty. Tento
podprogram zavoláme parametrom PO, kde máme uložený počet nôt delay a bng ob-
jektov, ktoré sme vykreslili pomocou podprogramov VypisNoty, VypisBANG a VypisDelay
($PO = $PocetNot + $PocetBang + $PocetDelay).
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Číslovanie potrebujeme z dôvodu, že program PD používa poradové čísla defino-
vaných objektov (viď kapotola 1.4.2). Po pričitaní vhodných hodnôt k parametru PO
dostaneme indexy konštantných objektov. Každé pripojenie zadefinujeme na vhodné
vstupné i výstupné porty.
Podprogram PripojitNotyNaVystup
Táto procedúra pripája všetky noty na vstup č. 0 object boxu makenote. Noty sme
vykreslili ako prvé objekty v programe, číslovanie message boxov začneme od nuly do
hodnoty PocetNot. Stačí inkrementovať parameter CisloNoty o jednotku na konci
každého cyklu a rekurzívne volať podprogram až parameter nedosiahne hodnotu
PocetNot.
Podprogram SpravaTaktov a PripojitDelayNaVstup
Posledná časť transformácie je podprogram PripojitDelayNaVstup. Pretože nevi-
eme, že ktoré noty boli zadefinované ako element <chord/> a zatiaľ ani dĺžka nôt
nie je jednoznačná, musíme zase čítať zo vstupného MusicXML súboru a zistiť chý-
bajúce údaje.
Na čítanie zo súboru po taktoch zase môžeme vyžívať podprogram
SpravaTaktov, ale tenotkrát z neho musíme skočiť do tela podprogramu
PripojitDelayNaVstup. Musíme teda zadefinovať nový parameter Funkcia, ktorý
má za úlohu rozlišovať volanie podprogramu pri výpise nôt do výsledného súboru
(Funkcia=1) a pri práci s podprogramom PripojitDelayNaVstup (Funkcia=2).
Procedúra PripojitDelayNaVystup pripája výstup delay objektov na vstup
nasledujúceho message boxu (čísla noty). Na to potrebuje čítať dáta z MusicXML
súboru a to konkrétne obsah elementu <type/> (vysvetlené v kapitole 1.2.2). Podľa
získaných hodnôt podprogram pripája výstupy number boxov (výsledky prevodníku
bpm na ms, viď kapitola 1.4.3) na vstup č. 1 delay boxov. Takýmto spôsobom bude
časovanie nôt zaistené.
Aby delay objekty boli aktivované musíme na ich vstup priviesť bang signál.
Musíme teda všetky bng objekty pripojiť na vstup č. 0 delay object boxu, ktorý
je umiestený pod ním. Zo vstupného súboru musíme zistiť, ktorá nota obsahuje
subelement <chord/> a podľa toho pripojiť message box na vstup bng objektu a bng
objekt na delay.
Je samozrejmá vec, že musíme pripojiť i MIDI čísla, ktoré sú pod sebou usporia-
dané. Môžeme vyžívať subelement <chord/>, a zistiť, ktoré noty majú byť spojené.
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Ukončenie transformácie a výsledky
Po pripojení objektov dostaneme hotový zdrojový kód pre program PD. Výsledky
transformácie budú vyhodnotené v kapitole 2.
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2 VÝSLEDKY ŠTUDENTSKEJ PRÁCE
2.1 Kontrola výsledkov po transformáciach
V predchádzajúcich kapitolách sme podrobne vysvetlili princíp a implementáciu
transformácií. Nakoniec sme dostali štyri rôzne súbory. Pre každú transformáciu
jeden-jeden dátový návrh (skladba.xml a PDsklaba.xml) a dve XSLT šablony
(skladbaSablona.xsl a PDskladbaSablona.xsl). XML súbory môžeme modifiko-
vať, podľa nášho výberu pridať, či odstraniť vstupné MusicXML súbory, modifikácia
XSLT šablón je nedoporučená.
Keď odstránime spojenie medzi šablónou a návrhom dát (vymažeme príkaz
<?xml-stylesheet?>) a otvoríme XML súbor vo webovom prehliadači, uvidíme
jeho zdrojový kód farebne vyznačený. Webové prehliadače (Internet Explorer, Fire-
fox či Opera) majú zabudovanú funkciu na spracovanie XML dokumentov a XSLT
transformácií. Po spojení validného XML návrhu dát so šablónou v prehliadači uvi-
díme hrubý výsledok našej transformácie (napr. na obr. 2.1 je znázornený príklad
výsledku transformácie súboru PDskladba.xml, vo webovom prehliadači Internet
Explorer 7.0.5730.13).
Nanešťastie validitu XML súborov pomocou DTD webové prehliadače nezkontro-
lujú. Existujú ale rôzne softwary a webstránky, ktoré ponúkajú tzvn. validátor XML
súborov pre overenie validity súborov. Na lokalite [8] nájdeme voľný online-validátor
súborov cez web.
Keď sa transformácia nepodarí, prehliadač vypíše chybové hlásenie a príčinu
zastavenia transformácie. Najčastejšie chyby sú zle vyplnené atribúty a preklepy
v návrhu dát. Aby bola transformácia dokončená, chyby musíme upraviť.
V prípade, že transformačný proces prebiehol bez problémov a bez chýb, musíme
nájsť spôsob, ako rozdeliť výsledky od dátového návrhu, tj. výsledky uložiť automa-
ticky do nového súboru. Na tento účel využijeme vlastnosti programu SAXON.
2.2 Výsledky pomocou programu SAXON
Program SAXON je voľne šíriteľný XSLT procesor, jeho autorom je Michael Kay.
Aplikáciu môžeme stianhuť zo stránky softwaru [5]. Aktuálna verzia softwaru je
9.1.0.6, ktorý už má zabudované procesy pre XSLT 2.0, ale obsahuje i ďalšie doplnky
(napr. XQuery). Program je implementovaný v Jave, čo znamená, že na počítači
musíme mať nainštalovaný balík pre spustenie Java aplikácií [5].
Princíp vytvorenia výsledných súborov je znázornený na obr. 2.2.
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Obr. 2.1: Kontrola výsledkov transformácie v Internet Exploreru
Aplikácia beží v okne terminálu. Na spustenie procesu musíme zadať povinné
parametre podľa nasledujúcej schémy (do jedného riadku) [4]:
java.exe -cp . -jar saxon9.jar -o <názov_výsledku>.<prípona>
skladba.xml
skladbaSablona.xsl
Samozrejme, že keď súbor saxon9.jar a ostatné súbory potrebné pre transfor-
máciu nie sú uložené v jednom adresári, musíme zadať i cestu k nim.
Výsledný súbor môže byť ľubovoľne pomenovaný, príponu musíme vybrať podľa
typu transformácie (do MusicXML prípona „.xmlÿ do PD prípona „.pdÿ).
2.3 Výsledky vo formáte MusicXML
Program SAXON môže vytvoriť výsledný dokument vo formáte MusicXML. Tento
súbor tiež môžeme otvoriť vo webovom prehliadači, budeme vidieť pekne uspriadaný
XML súbor a farebne označené elementy.
Existuje rad programov, ktorý umožnuje prácu s MusicXML súbormi. Výsledky
tejto práce boli otestované v programe GuitarPro 5.0 (11/16/2005). Program umož-











Obr. 2.2: Princíp SAXONu – bloková štruktúra
Po importovaní, môžeme spustiť dokument a vypočuť náš výsledok, skladbu
bubeníka. Podľa naších znalostí a skúseností môžeme už hotové noty modifikovať
a zmeniť štruktúru skladby. Väčšina programov dovoľuje exportovať noty do MIDI
súboru (*.mid), vytlačiť, či uložiť notu do pdf alebo do bmp.
Silná strana formátu MusicXML je, že dáta sú reprezentované v textovej podobe.
Jeho obsah je značkovaný, môžeme s ním ďalej pracovať, napísať ďalšie transformá-
cie, urobiť štatistiku výskytu jednotlivých nôt, pomocou XSLT môžeme napísať
šablóny pre analýzu techniky bubeníkov atď. Vidíme, že XML je ozaj silný nástroj
na uloženie dát ale i pre dátovú komunkiáciu.
Musíme pripomenúť i nežiadajúcu vlastnosť MusicXML dokumentov, a to je
veľkosť súborov. To práve vyplýva z jeho textovej reprezentácie dát. Jeden 20 taktový
MusicXML súbor môže mať až velkosť 120 kB, napriek tomu jeho binárna alternatíva
ako MIDI súbor má velkosť len 2,63 kB. Vidíme, že MusicXML dokumenty môžu
mať až 45-krát väčší rozsah, ako jeho binárne MIDI kópie.
2.4 Výsledky vo formáte PD
Výsledky našej ďaľšiej transformácie sú uložené do formátu *.pd, vhodný pre pro-
gram PD. V prílohe E je znázornený jeden možný výsledok.
Každý patch obsahuje možnosť nastavenia tempa v rozsahu od 60 do 250 bpm.
Pred prehrávaním súboru musíme skontrolovať, či máme dobre nastavené MIDI
konfigurácie (Media -> MIDI settings...). Program PD prehrá noty sekvenčne
po stlačení tlačidla bang. U bng objektov vidíme aktuálnu pozíciu pri prehrávaní
(krúžky v objekte sa začervenia).











Obr. 2.3: Príklad na vytvorenie slučky pri prehrávaní skladby v PD
štrťová, osminová, šesnástinová, tridsaťdvojtinová nota) v milisekundách. Pri väčších
súboroch vidíme obrovský počet pripojovacích čiar.
Hlavná výhoda formátu je, že náš výsledok je vypočuťeľný. Nemusíme sa starať
o exportovanie XML súborov ani kúpiť drahé programy pre prácu s notami. PD
je voľne šíriteľný a jeho obsluha je jednoduchá. Keď máme skúsenosti pri ovládaní
programu môžeme výsledok modifikovať, pridať úplne nové funkcie alebo zmeniť
štruktúru výsledku. V edit režime môžeme dátové spoje odstrániť, alebo pridať
nové.
Triviálna vec je vytvorenie slučky taktov. Ako je znázornené na obr. 2.3 stačí len
pripojiť posledný výstup delay objektu na vstup prvého message boxu.
Nevýhoda formátu je, že pri väčšom počte taktov vykreslenie objektov na ob-
razovku trvá viac. Čím väčší počet objektov chceme vykresliť, tým sa pomalšie
dostaneme k výsledkom. Ďalšia nevýhoda je to, že po spustení skladby jediná mož-
nosť na jej zastavenie je prepnúť program do edit režimu a odstrániť jednu väzbu
medzi delay objektom a message boxom, ktoré ešte neboli prehrané (aktivované).
Táto nevýhoda môže znepríjemniť prácu s aplikáciou, hlavne pri väčších súboroch.
2.5 Porovnanie vlastností výsledkov MusicXML
a PD




Implementácia XSLT transformácie je zložitejšia v prípade transformácie do Mu-
sicXML súborov. Obsahuje do seba vložené cykly (podprogramy ktoré sú volané
rekurzivne). Napriek tomu XLST šablona do PD je rozsiahlejšia (je impelemento-
vaná na zhruba 500 riadkov) a používa viac parametrov a premenných, ale je menej
komplikovaná.
Veľkosť výsledných súborov
Obidva súbory majú textovú podobu, napriek tomu výsledný MusicXML súbor ob-
sahuje väčší priestor na pevnom disku, pretože obsahuje značkovaný text.
Kompatibilita výsledkov
MusicXML formát podporuje široký sortiment programov, napriek tomu formát PD
môžeme zobraziť len v programe PureData.
Efektívnosť výsledkov
Porovnať výsledky podľa efektivity je pomerne ťažké. MusicXML formát podporuje
veľa, ale zároveň drahé programy, PD je voľne dostupné. MusicXML môžeme vy-
užívať na prenos nôt medzi aplikáciami, ale formát PD je vynikajúci na real-time
prehrávanie (a spracovánie) noty. Vidíme, že obidva formáty majú svoju efektivitu.
Zhody medzi výsledkami
Okrem toho, že výsledky majú znakovú reprezentáciu, vyžívajú i MIDI technológie
pre uloženie a spracovávanie dát.
Podstatné rozdiely medzi výsledkami
MusicXML môžeme využívať pre dátovú komunikáciu, PD na real-time aplikácie.
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3 ZÁVER
Počas práce sme ukázali spôsoby transformácií XML dokumentov pomocou trans-
formačného jazyka XSLT. Vytvorili sme dátový návrh, čím sme prichystali dáta na
transformáciu. Napísali sme transformačnú šablónu ktorá skopírovala takty z ele-
mentárnych MusicXML súborov do výsledného súboru. Vytvorili sme skladbu bu-
beníka podľa nášho návrhu a výsledky sme uložili v jednom MusicXML súbore.
Výsledky sme prichystali pre ďalšie transformácie, ale tentokrát do programu
PureData. Napísali sme novú transformačnú šablónu, čím sme dostali vhodný formát
do PD. Nakoniec sme vytvorili nové výsledné súbory pomocou XSLT procesora
SAXON.
V poslednej časti práce sme porovnali výsledky a zhodnotili sme ich výhody
a nevýhody.
Napísali sme účely na ktoré sa môžu používať naše výsledky, ale môžeme pridať
i praktické využitie obidvoch súborov z hľadiska hudobníkov, používanie automatic-
kého bubeníka pri cvičení alebo ako pomôcka v hudobnej skupine.
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SEZNAM SYMBOLŮ, VELIČIN A ZKRATEK
DTD Document Type Definition
PD Pure Data
XML eXtensible Markup Language
XSLT eXtensible Markup Language Transformations
SGML Standard Generalized Markup Language
MIDI Musical Instrument Digital Interface
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A XML, XSLT A MUSICXML TECHNOLÓGIE
A.1 DTD návrhu dát (skladba.dtd)
<!ELEMENT song (url+, block)>
<!ELEMENT url EMPTY>
<!ELEMENT block EMPTY>
<!ATTLIST url url CDATA #REQUIRED>
<!ATTLIST block eventname CDATA #REQUIRED
repeat CDATA #REQUIRED>
A.2 Príklad na dátový návrh v XML (skladba.xml)
<?xml version="1.0" encoding="utf-8" standalone="no"?>
<?xml-stylesheet href="skladbaSablona2.xsl" type="text/xsl"?>















































































































































































A.4 Zoznam využívaných XSLT príkazov
<xsl:template> Je to pravidlo, ktorá popisuje transformáciu. Atributom
match môžeme vyžiť ako presné zadefinovanie prvku
XML dokumentu, atributom name ako deklaráciu pod-
programu.
<xsl:param> Element sa používa pri deklarácii funkcie. Atributom
name definujeme jeho meno, atribútom select iniciali-
zujeme jeho počiatočnú hodnotu.
<xsl:if> Element s podmienkou. Keď podmienka nie je splnená
jeho obsah je ignorovaný. Atribútom test zadefinujme
podmienku.
<xsl:element> Zadefinovanie nového elementu. Atributom name zadefi-
nujeme jeho meno.
<xsl:attribute> Zadefinovanie nového elementu s atributom.
<xsl:value-of> Vráti hodnotu elementu, či premennej. Atributom
select odkazujeme na daný element (premennú).
<xsl:variable> Deklarácia premennej. Atributom name zadefinujeme jej
meno.
<xsl:call-template> Volanie podprogramu. Atributom name specifikujeme
podprogram.
<xsl:with-param> Volanie podprogramu s parametrom. Funguje podobne
ako element <xsl:param>.
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B VÝVOJOVÝ DIAGRAM TRANSFORMÁCIE








































Špeciálný typ message boxu; aktivuje prvok, ktorý je
pripojený na jeho výstup
(0)
(0)




(1) Object box na násobenie dvoch čísel, ktoré pripojíme na




(1) Object box na delenie dvoch čísel; číslo na vstupu (0)





Object box delay pošle signál bang na jeho výstup po
uplynutí času, ktorá je nastavené na vstupu (1) v mi-






(2) Object box noteout pošle note-on správu pre zvukovú
kartu. Na vstup (0) pripojíme číslo MIDI noty, na vstup





Object box makenote pošle note-on a note-off správu
pre noteout objekt. Na vstup (0) pripojíme číslo MIDI
noty, na vstup (1) nastavíme hlasitosť, na vstup (2) tr-




Príklad na number box.
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D PODPROGRAMY TRANSFORMÁCIE MU-











E PRÍKLAD VÝSLEDKU V PROGRAMU PD
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