Due to the large success of wireless networks and handheld devices, the pervasive computing paradigm is becoming a reality. One of the most challenging objectives to be achieved in pervasive computing environments is to assist users in realizing tasks anytime, anywhere, on the fly, by composing functionalities provided by the networked services of the pervasive computing environment. Towards this goal, we present COCOA, a COnversation-based service COmposition middlewAre support for the dynamic composition of networked services in pervasive computing environments. Both networked services of the pervasive computing environment and user tasks are modeled as conversations using OWL-S. The distinctive feature of COCOA is then, the ability of integrating on the fly the conversations of networked services to realize the conversation of the user task. Thereby, COCOA allows the dynamic realization of user tasks according to the specifics of the pervasive computing environment in terms of available services and by enforcing valid service consumption.
INTRODUCTION
Pervasive computing environments are populated with networked services, i.e., autonomous software entities, providing a number of functionalities. One of the most challenging objectives to be achieved within these environments is to assist users in realizing tasks that integrate functionalities of the networked services [18] , so that tasks may be requested anytime, anywhere, and realized on the fly according to the specifics of the pervasive computing environment.
To illustrate the kind of situations that we expect to make commonplace through our research, we present the following scenario: "... Today The Service Oriented Architecture (SOA), and in particular Web services, allow an homogeneous use of heterogeneous networked services that populate the pervasive computing environment. Each networked service is abstracted as a Web service, which is described in a declarative manner using the Web Services Description Language (WSDL) and communicates using standard protocols such as the Simple Object Access Protocol (SOAP) on top of Internet protocols (HTTP, SMTP). Furthermore, Web services have already been used in pervasive environments and have proved to be efficient when deployed on mobile, resource-constrained devices [8] . Thereby, the dynamic realization of user tasks in pervasive computing environments may conveniently translate into the dynamic composition of Web services, which raises a number of issues among which: the dynamics of the environment due to the mobility of users, and the syntactic heterogeneity of service descriptions.
A number of research efforts addressed the dynamic composition of services in pervasive computing environments. However, most solutions commonly assume that networked services have been developed to integrate in terms of service interfaces and perform syntactic matching of these interfaces [18, 15] , which restricts the ability to fully exploit the diversity of pervasive computing environments. Nonetheless, using the semantic Web technologies and in particular semantic Web services allows supporting semantic descriptions for services and tasks and to perform a more thorough matching [12] .
Building upon semantic Web services, we present COCOA, a COnversation-based service COmposition middlewAre support for the dynamic realization of user tasks from networked services available in the pervasive computing environment. COCOA is part of a larger effort on the development of an interoperable middleware for pervasive computing environments investigated in the IST Amigo project 1 . For the semantic-based composition of services in pervasive computing environments COCOA is based on the Ontology Web Language for Services (OWL-S) 2 , which is one of the most prominent efforts for describing semantic Web services. In addition to semantically describing service functionalities, OWL-S allows the description of service conversations, i.e., workflows describing client/service interactions required for a valid consumption of services.
For the dynamic composition of services in pervasive computing environments, COCOA is composed of two main algorithms, a Service Discovery algorithm (COCOA-SD) and a Conversation Integration algorithm (COCOA-CI). COCOA-SD realizes the discovery and selection of networked services candidate to the composition. Thanks to the semantic reasoning enabled by the use of ontologies, COCOA-SD enables a more thorough matching of service functionalities. Then, COCOA-CI performs the dynamic composition of the selected services towards the realization of the target user task. The distinctive feature of COCOA-CI is the integration of services modeled as conversations, to realize a user task also modeled as a conversation. This provides a mean to deal with the diversity of services in pervasive computing environments. Indeed, integrating service conversations for the realization of a user task enables the same user task to be performed in different environments under several composition schemes (e.g., using a different number of services with different conversations). Thus, the realization of the task's conversation is adaptive according to the specifics of the environment in terms of available networked services and their provided conversations. Moreover, COCOA enforces a valid consumption of the composed services as their conversations are fulfilled. Finally, we have implemented a prototype of COCOA and experimental results allow us to validate the relevance of the employed paradigms in pervasive computing environments.
The remainder of this paper is structured as follows. First, we present the related research efforts in the area of dynamic composition of user tasks in pervasive computing environments and we discuss semantic-based modeling of networked services and user tasks using OWL-S in Section 2. Then, we present our approach to semantic service discovery, i.e., COCOA-SD, and to conversation integration, i.e., COCOA-CI in Section 3, followed by an assessment of our approach in Section 4. Finally, we conclude with a summary of our contribution and future work in Section 5.
BACKGROUND
Dynamic realization of user tasks is one of the major challenges in mobile environments. A user task is a software application available on the user's device, which is abstractly described in terms of functionalities to be integrated. These functionalities have then to be dynamically provided by the environment. A number of research efforts have been conducted in the area of dynamic realization of user tasks in pervasive computing environments.
Service Composition for Pervasive Computing Environments
The Aura project [18] defines an architecture that realizes user tasks in a transparent way. The user tasks defined in Aura are composed of abstract services to be found in the environment.
Gaia [15] is a distributed middleware infrastructure that enables the dynamic deployment and execution of software applications. In this middleware an application is mapped to available resources of a specific active space. This mapping can be either assisted by the user or automatic. Gaia supports the dynamic reconfiguration of applications. For instance, it allows changing the composition of an application dynamically upon a user's request (e.g., the user may specify a new device providing a component that should replace a component currently used). Furthermore Gaia supports the mobility of applications between active spaces by saving the state of the application.
Both Aura and Gaia provide solutions to the dynamic realization of user tasks in pervasive computing environments. However, both approaches assume framework-dependent XMLbased descriptions for services and tasks. In other words, both approaches assume that services and tasks of the pervasive computing environment are aware of the semantics underlying the employed XML descriptions. In our approach, both services to be composed and user tasks are frameworkindependent as their descriptions are based on OWL-S, a standard ontology for semantic Web services. Using OWL-S, the semantics underlying service and tasks descriptions is well defined and shared, which allows composing a wide range of services and tasks coming from various environments that do not need to be COCOA-aware, as long as they are specified in OWL-S.
Another relevant effort for enabling ontology-based applications in pervasive computing environments has been proposed in [12] . In this approach called Task Computing, services of the pervasive computing environment are described as semantic Web services using OWL-S. Each user of the pervasive computing environment carries a composition tool that discovers on the fly available services in the user's vicinity and suggests to the user all the possible compositions of these services based on their semantic inputs/outputs. While this approach validates the relevance of semantic Web technologies in pervasive computing environments, as fur-2 ther discussed below, it presents some drawbacks. For instance, suggesting to the user all the possible compositions of networked services requires that the user selects the right composition among the suggested ones, which can be inconvenient for mobile users of the pervasive computing environment. Indeed, the pervasive computing environment should minimize the users' distractions by enabling the automatic and transparent deployment and execution of user tasks.
OWL-S Based Service and Task Model
OWL-S is a Web service ontology specified in OWL 3 , which is used to describe semantic Web services. A service description in OWL-S is composed of three parts : the service profile, the process model and the service grounding.
OWL-S service profile
The service profile gives a description of a service and its provider. It is generally used for service publication and discovery. The service profile is composed of three parts: (i) an informal description of the service, oriented to a human user; (ii) a description of the service goal, in terms of Inputs, Outputs, Pre-conditions and Effects (hereafter IOPEs); and (iii) a set of attributes describing complementary information about the service (e.g., QoS attributes).
OWL-S process model
The process model is a representation of the service conversation, i.e., the client/service interaction protocol that is described as a process. This description contains the specification of a set of sub-processes that are combined by some control constructs (e.g., Sequence, Parallel, Choice constructs). Sub-processes are either atomic or composite. An atomic process is the description of a functionality that receives one (possibly complex) message and returns one (possibly complex) message in response. It corresponds to a WSDL operation. A composite process is composed of a set of atomic and/or composite processes combined by a control construct. Among the set of sub-processes of the process model one is considered as the root process, i.e., the process from which the conversation starts to be executed. Both atomic and composite processes are described as a set of IOPEs.
OWL-S service grounding
The service grounding specifies the information that is necessary for the service invocation, such as the communication protocol, message formats, serialization, transport and addressing information. It is a mapping between the abstract description of the service and the concrete information that is necessary to interact with the service. The OWL-S service grounding is based on WSDL.
Describing networked services of the pervasive computing environment using OWL-S presents a number of advantages. First, OWL-S describes what a service does (in the service profile) and how to interact with the service (in the process model), which in turns provide the basis of Web services composition. Furthermore, these descriptions are based on ontologies enabling common and non-ambiguous 
OWL-S based service and task model
We introduce an OWL-S based model for describing services and tasks of the pervasive computing environment. In this model a central concept is the notion of capability. A capability is a functionality provided by a service or requested by a task and is described as a set of IOPEs. A capability is realized by either an OWL-S atomic or composite process 4 . We model both networked services and user tasks as a set of capabilities coordinated in the form of a workflow. This workflow is described using the OWL-S process model. Within the task description, the capabilities are abstract, i.e., they do not refer to any specific networked service, as these capabilities have to be dynamically provided by the pervasive computing environment and may be realized by either atomic or composite processes of networked services. Indeed, this depends on the service implementation. The same capability can be developed as a single client/service interaction or as a sequence of client/service interactions (e.g., the Amazon Web service 5 has been described in the form of both a single atomic process and a complex conversation). Finally, some capabilities of the user task conversation can be specified as correlated. A set of correlated capabilities of the task must be performed by a single networked service because of the presence of internal/hidden dependencies between these capabilities (e.g., the reservation and the payment of a hotel room for which it would be inconvenient to book a room in a hotel and to pay another hotel for this room). All the other parts of the user task are considered as independent from each other, yet with external/explicit dataflow. For the realization of these independent parts of the user task, COCOA allows the interleaving of multiple services' conversations. Figure 1 provides a graphical representation of the conversation of the e-movie application involved in our scenario introduced in Section 1. This conversation is described as an OWL-S process that involves a set of required capabilities such as the Browse capability that allows browsing a video database looking for a movie, and the Stream capability that allows streaming the selected movie. These capabilities are coordinated in a workflow that describes the user task's conversation. Nevertheless, each capability has to be matched with capabilities of the networked services and may correspond to either atomic or composite processes. Finally, the capabilities Browse and Stream are defined as correlated.
COCOA
COCOA introduces a middleware support for service composition in pervasive computing environments. It allows a user that carries a task description on his/her handheld device, to execute this task on the fly without any previous knowledge about the networked services. Using COCOA a user task is performed in two steps. The first step is to match each capability involved in the task's description against capabilities of the networked services. This is achieved by the Figure 1 : Conversation of the e-movie application COCOA Service Discovery algorithm (COCOA-SD), which allows the selection of a set of services candidate to the composition. The second step is to compose the task's conversation using conversations of the selected services. This is achieved by the COCOA Conversation Integration algorithm (COCOA-CI). We use finite state automata in order to translate the problem of integrating conversations to an automata analysis problem that enables efficient service composition. [19] , process algebras [9] or finite state machines [7] . Figure 2 describes the mapping rules that we have defined for translating an OWL-S Process Model to a finite state automaton. In this model, automata symbols correspond to capabilities described as a set of IOPEs. The initial state corresponds to the root OWL-S process, and final states correspond to the end of a client/service interaction.
Each control construct involved in a conversation is mapped to an automaton using the rules depicted in Figure 2 . Then, these automata are linked together in order to build a global automaton. Further details about modeling OWL-S processes as automata can be found in [2] . An example of modeling an OWL-S process model as a finite state automaton is given in Figure 3 . In this example, the process model of the e-movie application involved in our scenario is mapped to an automaton using the Sequence and the If-Then-Else mapping rules.
COCOA Service Discovery
Service discovery is an important function of service composition. It allows the selection of services providing capabilities that are semantically equivalent to the capabilities requested in the target user task. In our case, both the capabilities requested by the task, and those provided by networked services are described as a set of IOPEs.
Matching software components described semantically as a set of IOPEs has been an active field of research in the last decade (e.g., [21] ). Similar algorithms have been proposed for matching semantic Web services capabilities [14, 6, 17] . Building on these efforts we present COCOA-SD an algorithm for semantic-aware matching and selection of networked services towards the realization of a target user task.
COCOA-SD is first used to match a requested service capability with a set of advertised ones. The requested capability (Req) has a set of provided inputs inReq and preconditions pre Req , and a set of expected outputs out Req and effects ef f Req , whereas each advertised capability (Adv) has a set of expected inputs in Adv and preconditions pre Adv and a set of provided outputs out Adv and effects ef f Adv . COCOA-SD defines two levels of matching between an advertised and a requested capability.
• Exact-COCOA-SD(Adv, Req): -∀out ∈ out Req , ∃out ∈ out Adv : out = out and -∀pre ∈ pre Adv , ∃pre ∈ pre Req : pre ⇔ pre and
-∀in ∈ in Adv , ∃in ∈ inReq : in is subsumed by in and -∀out ∈ out Req , ∃out ∈ out Adv : out is subsumed by out and -∀pre ∈ pre Adv , ∃pre ∈ pre Req : pre ⇒ pre and
Where, two inputs (resp. outputs) i 1 , i 2 , are equal (i.e., i 1 = i 2 ) if they are instances of the same class in the same ontology. Moreover, an input (resp. output) i1, which is an instance of the class C1 is subsumed by another input (resp. output) i 2 , which is an instance of the class C 2 , if C 1 is a subclass of C 2 in the same ontology.
There is an exact matching between a requested and a provided capability if all the inputs of the provided capability are matched against inputs of the requested one, and all the outputs of the requested capability are matched against outputs of the provided one. Specifically, matched inputs and outputs must be equal. Furthermore, preconditions and effects of both capabilities should be equivalent.
A weak matching is recognized between two capabilities, if all the inputs of the provided capability are matched against inputs of the requested one, and all the outputs of the requested capability are matched against outputs of the provided one. Nevertheless, subsumption is supported between matched inputs and outputs. Furthermore, the weak matching is recognized between the two capabilities, if preconditions of the provided capability can be inferred from preconditions of the requested one, and effects of the requested capability can be inferred from effects of the provided one.
Compared to existing approaches to semantic matching of Web services capabilities, e.g., [14] , COCOA-SD adapts the work in [21] for defining the matching of Preconditions and Effects of service capabilities. Furthermore, we notice that the subsumed level of matching defined in [14] cannot guarantee that the required functionality will be provided by the advertised service [11] . Thus, other services may be needed to satisfy the rest of expected data. Furthermore, as we match capabilities we do not want to split them between two or more services.
An example of matching a provided capability against a requested one using COCOA-SD is depicted in Figure 4 . The SendDigitalStream capability (right higher corner) provided by the streaming server of the V.I.P. room, is going to be matched against the capability GetVideoStream (left higher corner) required in the user task. Both capabilities define their set of IOPEs using Web ontologies, among which the ontology fragment shown in the bottom of the figure. Using COCOA-SD, a weak matching is recognized between these two capabilities. Indeed, the input VideoStream provided by the GetVideoStream capability is a subclass of the input DigitalStream required by the SendDigitalStream one. This means that the streaming server available in the environment expects to receive as input any kind of digital resources. Thus it will obviously accept the video resource that the user will send to it. Furthermore, the output of both capabilities refer to the same concept, i.e., the Stream con-cept, and the precondition required by SendDigitalStream, i.e., Distance< 10m, is checked and validated as the user is only two meters away from the server.
After matching the capabilities of the target user task with those of the networked services, COCOA-SD uses the conversation descriptions of the pre-selected services to filter out those ones that will not be useful for the composition. For instance, if a service provides a capability that is semantically equivalent to a capability of the user task but that follows or is prior to a mandatory capability that is not required in the user task, then this service will not be a useful candidate to the composition.
To perform the filtering of services we use regular expressions. Specifically, we extract from the task automaton the regular expression that represents the language generated by this automaton. For each term of this regular expression, which corresponds to a capability from the task description, we introduce the quantifier ? that indicates that there is 0 or 1 occurrence of this term. For example, the regular expression extracted for the automaton of the e-movie application presented in Figure 3 is given by : (Browse)? (Search)?
Let's note by L the language generated by the extracted regular expression and by L1, L2, ..., Ln the languages generated by the automata of the pre-selected services S1, S2, ..., Sn respectively. COCOA-SD selects all the services
For example, a service that provides a sequence of capabilities that match semantically the capabilities Browse and GetStream of the user task, is selected.
COCOA Conversation Integration
Once semantic-aware service discovery is achieved, the next step towards dynamic composition of user tasks, is the integration of the conversations of the selected services. COCOA-CI integrates the conversations of services selected using COCOA-SD, to realize the conversation of the target user task. Moreover, COCOA-CI supports interleaving of these conversations. COCOA-CI integrates the conversations of discovered services to realize the user task, based on associated state automata.
COCOA-CI first integrates all the automata of selected services in one global automaton. The global automaton contains a new start state and empty transitions that connect this state with the start states of all selected automata. The automaton also contains other empty transitions that connect the final states of each selected automaton with the new start state. Consider the automaton representing the conversation of the target user task depicted in Figure 5 , left higher corner, and the automata representing the conversations of the selected services, Figure 5 , right lower corner. In this figure, all the automata of the selected services are connected in a global automaton, in which all the added transitions are represented with dashed lines.
The next step of COCOA-CI is to parse each state of the task's automaton starting with its start state, and following its transitions. Simultaneously, a parsing of the global automaton is carried out in order to find for each state of the task's automaton a state of the global automaton that can simulate it, i.e., a task's automaton state is simulated by a global automaton state when for each incoming symbol 6 of the former there is at least one semantically equivalent 7 incoming symbol of the latter. For example, in Figure 5 , the state t 1 of the task's automaton can be simulated by the state v 1 of the global automaton because the set of incoming symbols of t 1 , is a subset of the set of incoming symbols of v1.
COCOA-CI allows finding service compositions with possible interleaving of conversations of the involved services. Indeed, this is done by managing service sessions. A service session characterizes the execution state of a service conversation. A session is opened when a service conversation starts and ends when this conversation finishes. Several sessions with several networked services can be opened at the same time. This allows interleaving the interactions with distinct networked services. Indeed, a session opened with a service A can remain opened (temporary inactive) during the interaction of the client with another service B. An example of managing sessions is given in
Step (1) of the composition. In this step, the capability Browse of the task's automaton has been matched against the capability Browse of the global automaton. The next step is to find the capability Search of the task's automaton (
Step (2)). However, this capability is not available in the Video Streaming Service.
This leads to open another session with the Search Service as this service provides the sought capability. In
Step (3) after matching the capability Search, the capability Get Stream is sought. A semantically equivalent capability, i.e., the Send Stream capability, is accessible in the Video Streaming Service from the previously opened session.
An important condition that has to be observed when managing sessions is that each opened session must be closed, i.e., it must arrive to a final state of the service automaton. During the composition process, various paths in the global automaton, which represent intermediate compositions, are investigated. Some of these paths will be rejected during the composition while some others will be kept (e.g., if a path involves a service in which a session has been opened but never closed, this path will be rejected).
COCOA-CI gives a set of sub-automata from the global automaton that conforms to the task's automaton structure (one sub-automaton is depicted in the left lower corner of Figure 5 ). Each of these automata is a composition of networked services that conforms to the conversation of the target user task, further enforcing valid service consumption. The last step is to select arbitrarily one among the resulting service compositions as they all conform to the target user task. We are further working on the definition of a benefit function adapted to the requirements of the pervasive computing environment (e.g., by taking into account an estimation of the availability of the composed services, as introduced in [10]), which will allow the selection of the most effective composition among the eligible ones.
6 Incoming symbols of a state correspond to the labels of the next transitions of this state. 7 We recall that equivalence relationship between capabilities is a semantic equivalence that have already been checked by COCOA-SD.
Figure 5: Conversation Integration
Using the service composition that has been selected, the OWL-S process model description of the user task is complemented with information coming from the composed services. Specifically, each capability of the user task is replaced with the corresponding capability of the networked services. This capability may correspond to either atomic or composite processes of the networked services. In the former case, the capability is performed in a single client/service interaction, while in the later it will be performed in a sequence of client/service interactions. Furthermore, an OWL-S grounding description for the user task, which contains the binding information of the composed services is generated.
The complemented process model description and the generated grounding are sent to an execution engine that performs the user task by invoking the appropriate networked services.
ASSESSMENT
We provide both a theoretical and a practical assessment of our approach. The theoretical assessment identifies the main contribution of our composition algorithm compared to related work in the field of conversation-based service composition, while the practical assessment validates the use of the employed paradigms in pervasive computing environments.
Theoretical assessment
In the last few years a number of research efforts have been conducted in the area of conversation-based service composition [4, 20, 11, 1, 5] . For instance, Klein et al. in [4] propose to describe services as processes, and define a request language named PQL (Process Query Language). This language allows finding in a process database those processes that contain a fragment that corresponds to the request. While this approach proposes a process query language to search for a process, it does not handle process integration. Thus, the authors implicitly assume that the user's request is quite simple and can be performed by a single process. On the contrary, in our approach a composition effort is made to reconstruct a task conversation by integrating services conversations.
Aggarwal et al. propose to describe a task conversation as a BPEL4WS 8 workflow [20] . This description may contain both references to known services (static links) and abstract descriptions of services to be integrated (service templates). At execution time, services that match the service templates are discovered, and the task's workflow is carried out by invoking the selected services. This approach proposes a composition scheme, in which a set of services are integrated to reconstruct a task's conversation. However, the services being integrated are rather simple. Indeed, each service is described at the interface level without describing the ser-vice conversation. On the contrary, we consider services as entities that can behave in a complex manner, and we try to compose these services to realize the user task's conversation.
Another conversation-based matching algorithm is proposed by Majithia et al. in [11] . In this approach, the user's request is specified at the interface level and is mapped to a workflow. Then, service instances that match the ones described in the workflow, in terms of inputs, outputs, preconditions and effects, are discovered in the network, and a concrete workflow description is constituted. As for the previous approaches, the service composition scheme that is proposed does not involve any conversation integration, as the Web services are only described at the interface-level.
The work proposed by Bensal and Vidal in [1] uses the OWL-S process model to match services. In their approach, the authors consider a user request in the form of required inputs/outputs, and assume a repository of OWL-S Web services. Then, they propose a matching algorithm that checks whether there is a process model in the repository that meets the desired inputs/outputs. Brogi et al. in [5] have proposed an enhancement of this last algorithm by performing a composition of services' process models to respond to inputs/outputs of the user's request. This last effort is close to our work, as an effort of integrating conversations is investigated. However, some differences remain. The main difference is that the authors consider that the user request can be expressed in the form of a list of inputs/outputs. While this is an interesting assumption, this implicitly prevents the user from performing complex conversations. Indeed, the algorithm composes in a pipe and filter like-way, atomic processes that are compatible in terms of provided outputs and requested inputs (signatures). While this strongly guarantees that the composed services will be able to exchange information, it weakly guarantees that the resulting composition will provide the user with the expected semantics. On the contrary, we consider that the user's request is expressed as a conversation, which guarantees that the resulting composition will indeed meet the user task's expected behavior.
Practical assessment
In developing a prototype implementation of COCOA, we have been primarily interested in evaluating the performance of COCOA-CI. Indeed, COCOA-SD presents similarities with the algorithm presented in [14] , from the standpoint of algorithm complexity. The implementation and evaluation of this algorithm are given in [13] . The results shows that adding the OWL-S matching of service capabilities to UDDI 9 does not hinder the performance and scalability of this service registry.
We have implemented COCOA-CI in Java, on a Linux platform running on a laptop with an Intel Pentium 4, 2.80 GHz CPU and 512 MB of memory. The performance of COCOA-CI is proportional to the complexity of the task and services' conversations. Specifically, the response time of the algorithm is proportional to the number of possible (intermediate) composition paths investigated during the execution (1) the number of semantically equivalent capabilities provided by networked services; (2) the number of capabilities requested in the task's conversation. We have carried out two experiments, each evaluating the impact of each factor on the performance of COCOA-CI. Figure 6 considers the first factor. In this figure, the number of capabilities provided by networked services is increasing from 10 to 100 capabilities that are semantically equivalent. We compare the performance of COCOA-CI with the XML parsing of the services and task descriptions, which is inherent to the use of Web services and semantic Web technologies. The resulting curves show that the cost of our algorithm is negligible compared to the XML parsing time. Figure 7 considers the second factor. In this figure, the number of capabilities pro-vided by the networked services is fixed to the worst case coming from the previous experiment, i.e., 100 semantically equivalent capabilities, while the number of capabilities requested in the task's conversation is increasing from 1 to 20. The experiment that is depicted in this figure corresponds to the comparison of the performance of COCOA-CI with the XML parsing of the services and the task conversation descriptions. The figure shows an extreme scenario for our algorithm, as each capability requested in the task's conversation is matched against 100 capabilities, and the resulting number of possible compositions is equal to: 100 nb in each case, where nb is the number of capabilities requested in the task's conversation. We can see that for a number of possible compositions less than 100 10 , our algorithm takes less time than the XML parsing time. In realistic cases, both the user task and networked services will contain various capabilities organized using various workflow constructs, thus leading to the decrease of possible resulting compositions. Consequently, the response time will be reasonable for the pervasive computing environment. Indeed, we have applied our algorithm in a real case example in which the task's conversation contains twenty requested capabilities and the selected services provide thirty capabilities, including various control constructs (e.g. sequence, choice, loop). In spite of the large number of capabilities requested in the task's conversation, the algorithm spent only 32 milliseconds to find the two resulting compositions among 36 intermediate compositions, against 152 milliseconds for the XML parsing time.
CONCLUSION
The pervasive computing vision involves that everywhere around us the environment is populated with networked, both computing and input/output, devices, which provide functionalities. Our objective is to allow a user entering into a pervasive computing environment to perform tasks, abstractly described on his/her device, by integrating on the fly available networked services. A key feature of networked services of the pervasive computing environment is their heterogeneity. Most existing solutions to dynamic composition of networked services in pervasive computing environments poorly deal with heterogeneity, since they assume that components being integrated have been developed to conform syntactically in terms of interfaces.
Building on semantic Web services, our solution to the dynamic composition of networked services, i.e., COCOA, offers great flexibility by enabling semantic matching of capabilities, through COCOA-SD, and dynamic integration of services' conversations, through COCOA-CI, to perform the target user task. The distinctive feature of COCOA is the ability to compose Web services that expose complex behaviors to realize a user task that itself has a complex behavior, based on matching and integration of conversations. Existing approaches to conversation-based matching generally consider that either the services or the task have a simple behavior, thus leading to simple integration solutions. In our case, we support complex behaviors for both services and tasks described as OWL-S processes, and we propose a composition algorithm, i.e., COCOA-CI, which integrates the services' conversations to realize the user task. To perform such a composition, COCOA introduces an abstraction of OWL-S processes as finite state automata. This allows us to translate the difficult issue of conversation integration to an automata analysis problem. A preliminary design of our conversation-based composition algorithm has been described in [2] . Nevertheless, COCOA provides much greater flexibility by considering services and tasks as conversations of high level capabilities that can realize processes composed of several client/service interactions. Furthermore, COCOA allows interleaving integrated conversations, which was not enabled in [2] . Moreover, a prototype implementation and evaluation has been presented. We have compared the response time of COCOA-CI against the time spent for the XML parsing of services and task descriptions, which is inherent to the use of Web services and semantic Web technologies. Results show that in more realistic cases, CO-COA overhead is negligible compared to XML parsing. Finally, COCOA can be extended with QoS-awareness following the approach described in [3] . Our ongoing research effort includes the integration of COCOA-SD into a scalable service discovery protocol for pervasive computing environments [16] .
