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O.- I N T R O D U C TI ON 
0 .1. L'INFORMATION AU SEIN D 1 UNE ENTREPRISE. 
Au cours de ce travail, afin de rend re plus suggest ives les 
notions développées, nous nous basons sur des exempl es que nou s 
supposeron s extraits des données d 'une entrepri se industrielle. 
Notre entrepr i se industrielle "type " 
- achè te des matières premières. 
les transforme. 
- les revend sur certains marchésafin de réaliser un pro-
fit. 
Globalement, l'ensemble de ces activités peut se traduire en 4 
flux d 'informations interdépendants : 1) flux achats. 
2) flux personnel . 
3) flux fabrication. 
4) flux ventes. 
La survie , voire le développement de l'entreprise repose sur 
la nécessité de p osséder de s informat ions fiables afin de p ouvoir 
décider et agir en temps voulu. Il est donc fondamental de maitri-
ser les flux d'inf ormations circulant à trave~s elle, si l 'on veut 
assurer u n bon fonctionnement à tous se s organes vitaux. 
Ces i n formations, il faut le s st oc ke r et l es con server; cela 
se fait pa r l'intermédiaire des fichiers de d onnées. Un fichier 
n'est pas un t out en soi ; o 1 ést un ensemble homogène d 'articles . 
L'information, objet de traitement, est un morcellement d 'un réel 
pris dans un ensemble quelconque de données. Mais, à partir du mo-
ment où l'en trepr i se désire r endr e com p t e uxn ctemen t de l a ré a lité, 
la complexit é s ' a ccroît et l 'information 
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s'intègre dans un système d 1 informations 1 et devient un véritabl e 
outil de gestion. 
Actuellement , le système d'aide à la gestion et à la direction 
d'une entreprise a évolué de façon à faciliter le contr8le des 
opérations et la conduite des affaires en général. Ce système agit 
en quelque sorte comme un grand mécanisme qui collecte, stocke, 
traite et produit de l ' information. 
0.2. FICHIERS, BASES DE DONNEES. 
Dans tout système d'inf ormations, tant informatique que manuel, 
les fichiers sont la base sur laquelle est construit e la structure 
des applications. Il est dès lors normal d'insister sur leur im~ 
portance et plus parti culièrement sur leur organisation, leur main-
tenance et leur accessibilité. 
Actuellement , une nouvelle aide à la gestion des fichiers tend 
de plus en plus à s 'imposer: la notion de base de données. 
Dès que les besoins de l'entreprise exigent des traitements mul-
tiples et différents, le seul concept de fichier ap paraît inadé-
quat pour satisfaire les demandes d'informations souvent fortement 
corrélées. 
Avec les anciennes méthodes, les divers départements ou grou-
pes fonctionnels d'une entreprise maintenaient à jour leurs pro-
pres fichiers, les inf ormations de ces derniers étant organisées 
de façon à satisfaire les besoins particuliers de chaque départe-
ment . Ceci entraînait une prolifération de données souvent conser-
vées en plusieurs exemplaires . 
Au lieu de constituer un fichier client, un fichier produit, •.. 
pourquoi ne pas fondre tout en un seul réservoir commun, la base 
de données? 
Il existe une différence fondamentale entre une base de don-
nées et un fichier, qui n'est une affaire ni de taille ni de com-
plexité. Le terme "base de données" n 1 est pas non pl~s simplement 
un nom que 1 1 on donnerait à un ensemble de fichiers, il a certai-
nes implications particulières sur les caractéristiques de oes fi-
chiers. 
La qualité la plus importante que nous pouvons attribuer à 
une base de données, contrairement à un fichier "ordinaire", 
est son caractère commun. Son organisation doit pouvoir sa-
tisfaire une grande variété d'applications différentes, ren-
dre compatible l'accès ponctuel et "l'accès de masse", per-
mettre des travaux par lots, en temps réel ••• 
De par son caractère commun, le système de base de données 
doit offrir la possibilité d'une gestion automatique des 
contraintes d'intégrité. 
Une autre qualité est son indépendance vis-à-vis des appli-
cations: les données et les programmes d'applications qui 
les utilisent sont indépendants si des modifications de 
l'organisation tesdonnées n'impliquent pas des changements 
des programmes et inversément. 
Ainsi, le but que l'on désire atteindre est la compatibili-
té des programmes d'applications prévus ou non. 
Dans ce schéma, nous avons représenté les interactions de la 
base de données avec l'environnement que constitue l'entre-
prise. 
Programme 1 Programme 2 \ , ., 
~-, -Ba_s_e -f~=====.:z-, [_P::;,,~ 
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Les différents programmes puisent simultanément leurs données 
dans le m~me ensemble, étant donné que la base de données possède 
une signification invariante par rapp ort à ses différents utilisa-
teurs. 
Nous pouvons donc définir une base de données comme une col-
lection de données généralement fortement corrélées, stockées sur 
des supports avec une redondance contrôlée et qui satisfassent de 
mani è re optimale une grande variété d'applications. Le s d onnées 
sont stockées de manière indépendante des programmes qui l es uti-
lisent. 
0.3. EXPLOITATION DE LA BASE DE DONNEES. 
Nous savons maintenant qu'il est préférable, p our d es raisons 
d'homogénéité, que l'ensemble des données d 1 une entreprise soit 
contenu dans un "pool" unique et accessible à tous les utilisa-
teurs, la base de données. 
Etant donné son unicité et sa non-redondance, cette dernière doit 
permettre d 'obtenir une information à une échelle beaucoup plus 
étendue et plus g lobale que ne le permettent les applications iso-
lées. 
Toute base de données suppose donc un système de ges tion de 
base données (s.G.B.D.). Par "exploiter", il est bon de souligner 
que nous entendons "questionner", "mettre à jour", "supprimer" et 
"protéger" les informations de la base de données. 
1) Définition d'un S.G.B.D. 
Un système de ges tion de base de données (S.G. B.D.) est 
l'ensemble des programmes qui assurent: - la structuration. 
- le stockag e. 
la mise à jour. 
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- ia r e che rche. 
- l'exploitation. 
d es i n formation s dans un e base de d onnée s , et qui au plus as-
sume un certain nombre de fonction s particulières, de par 
l'intégration de s d onnées, p our maintenir l a consistence, 
1 1 i ntégrité de la protection des d onnées. 
Le s critères permettant d 1 étudier u n S.G. B.D. sont les sui-
vants : - organisation des données. 
- langag es de manipulation de données (L.M.D.). 
interfaces externes. 
- protections. 
2) Organisation des données. 
Le choix d'une structure permet d 1 exprimer les relations 
fondamentales existant entre les données, mais facilite aussi 
l'expression des manipulations qu e l'on souhaite effectuer sur 
ces données. 
Pour a ssurer la compatibilité de toutes les applications, 
la conce p tion de la base doit posséder les caractéristi ques 
suivantes : 
a)- La vue des programmes d'application sur les données doit 
être indépendante de la représen tation ph ysique des d on-
nées, le système de gestion assurant l'interprétation d'un 
niveau vers 1 1 autre (indépendance physique). 
b)- Les besoins d 1 information peuvent évoluer avec le temps; 
de nouvelles applications se créant ce p endant, ces modifi-
cations ne doivent pas entrainer la révision des program-
mes d'application existant (indépendance logique). 
Conséquemment la descri pt ion de la base de données exige 
trois niveaux distincts : 
1°- Description logique des d onnée s p our les applications • 
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2°- Description logique globale des données (structure lo-
gique) . 
3°- Description physique des données (struc t ure p hysi qu e ). 
a) Descrip~ion_logique_des_données_pour_les_applications. 
Cette description.est stoc k ée dans un sous-s0héma, elle 
concerne les informations telles qu'elles sont perçues par 
les programmes d'application, représent a nt les relations de 
dépendance qui peuvent exister entre objets et leurs attri-
buts. 
b) ~=~~:~~~~~~-logique_globale_de_la_base_de_données. 
Cette description, stockée dans le schéma, concerne l'en-
semble intégré de toutes les informations. 
c) Description_physique_de_la_~ase_de_données. 
Elle concerne la représentation et 1 1 organisation des don-
nées en mémoire physique, en termes d'index, de chaînages, 
de p ointeurs. 
Ces trois niveaux sont complémentaires et forment ce que 
1 1 on peut appeler le "modèle de la base de données". Celui -
ci est donc le filtre vis-à-vis du réel, par lequel passe,if 
toutes les requêtes en informations. 
La structure des d onnées doit être mé morisée de façon à 
être accessible par le S.G.B.D. elle est généralement mémori-
sée dans un catalogue spécial que 1 1 on appelle "Schéma". 
Un schéma est d onc la description globale des informatiorus 
contenues dans la base de données. 
3) Langages de manipulation. 
-------------------------
Le langage de manipulation permet de définir les opérations 
que 1 1 on désir appliquer aux données . Il est évident que ce 
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langage tient compte de la structure des données préalable-
ment définie . 
Le langage d'interrogation assure : 
L'introduction, la suppression, la mise à jour de 
données . 
Le contr8le de validité de ces données. 
- La définition d 1 un alg orithme de traitement . 
- L'extraction de données. 
- Le formattag e des résultats de sortie. 
Suivant les systèm e s, les l a nga g es de manipulation de don-
nées permettent d 1 effectuer tout ou partie des opérations 
énumérées ci-avant en temps réel. La mise à jour risque de 
soulever des problèmes délicats d 1 acoès (deadloc k s), c a r 
plusieurs util'isa·teur s peuvent souhaiter modifier les m@mes 
données da ns le même laps de temps. 
4) ~:~-~~~~:!~~:~-~~!~:~~~-
Un S . G. B. D. doit permettre l'utilisation multi-accès en 
conversationnel des bases de données qu 1 il gère. Cette uti-
lisation se fait généralement à partir d'une ou de plu~ 
sieurs consoles. 
5) ~~~-protections . 
Un S . G.B . D. offre le moyen de se protéger par l'utilisa-
tion de mots de passe qui permettront: 
- aux différentes banques de se protéger les unes par 
rapport aux autres. 
- dans une même banque, de ne pas permettre à n'importe 
qui l'accès à n'importe quelle donnée. 
Le S . G. B.D . a ainsi des dis p ositifs permettant d 1 as surer la 
sécurité et la cohérence des données. 
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Dans la suite de ce mémoire, nous présentons quatre parties, 
chacune d'elles étant une étape dans 1 1 étude de l'implémen-
tation d 1 une base de données construite selon le modèle de 
CODD. 
~ Dans la première partie, nous donnons une définition du modè-
le relationnel de CODD . 
• La deuxième partie décrit les caractéristiques d 1un interfa-
ce de bas e de données relationnelles appelé GAMMA-0 . 
Nous développons dans la troisième partie l'implémentation 
que nous avons adoptée comme base de notre programmation. 
Enfin, la quatrième partie contient la description d'un mé ca-








Alain Pirotte (I) souligne que le terme "modèle" est souvent 
employé de manière amb iguè' . Très souvent, "modèle de données II s i:Rt-
plifi e le contenu informatique de la base de d onnées tel qu 1 il est 
vu par les utilisateurs; c'est donc le schéma. 
Dan s d'autres cas, il désigne un formalisme, ou une th é orie 
pour décrire un schéma de base de données. 
Le terme est ici utilisé dans son sens second. Le modèle r e la-
tionnel est donc un formalisme, basé sur la théorie mathématique 
des relations pour décrire un schéma de base données. 
Différents modèles de bases de données (hiérarchiques ou modè -
les de réseaux) peuvent être développés afin de traduire les rela-
tions sémantiques existant dans la structure des informations. 
Cependant, dans de nombreux cas, le modèle relationnel se révèle 
supérieur aux modèles hiérarchiques et aux modèles de réseaux. Il 
permet entre autres de décrire les informations en conservant 
leurs structures naturelles, ce qui signifie la compréhension de 
l'utilisateur vis-à-vis de la base de données. Le modèle relation-
nel constitue également la base d'un langage de haut niveau, garan-
tissant la plus grande indépendance entre l'utilisateur et la ma-
chine, 
Trois types de dépendance alourdissent encore les autres modè-
les - dépendance des données vis-à-vis de la clé de tri, 
- vis-à-vis de l'indexation, 
vis-à-vis des chemins d'accès. 
CODD montre sur les exemples que le modèle relationnel basé 
sur des relations normalisées est le seul qui puisse garantir une 
indépendance totale. 
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Une structure de base de données : le modèle de CODD. 
Quelques notions préalables vont être introduites, afin de 
nous rendre compte de la façon dont est structurée une base de don-
nées relationnelles. 
1.1. DEFINITIONS. 
Domaine simple : Nous appelons "domaine simple", l'ensemble 
des valeurs homogènes d'une composante élémentaire d'un fait 
ou d'un objet. Chacune de ces valeurs est appelée une donnée. 
Pour exprimer que x est une donnée appartenant à d, nous 














Nom, ville et âge sont des domaines simples. 
Dpmaine composé : Ctest une liste finie et ordonnée de domai-
nes simples, non nécessairement distincts. Si le domaine com-
posé D comprend n domaines simples (n > 1), les éléments de D 
sont appelés des n-uplets. Les différentes composantes du n-
uplet sont des occurrences des n domaines simples. 
D ~ (d 1, d 2, d 3) où d 1, d 2, d 3, sont des domaines 
simples. 
::x: e: D X = ( X l, X 2, X 3) OÙ X 1 € d 1 
x 2 e: d 2 




NOM NUMERO RUE VILLE 
. . . ...... . . . . .... 
DATE 
JOUR MOIS ANNEE 
. . . . . . . . . . . . . 
ADRESSE et DATE sont des domaines composés. 
Relation n-aire : d 1, d 2, d 3, •.. d n, étant n domaines 
n on nécessairement distinots, une relation n-aire est une par-
ti e du produit cartésien d 1 x d 2 x d 3 •.• x d n . (d 1, d 2 , 
., 
•. d n) est appelé 1 1 espace des champs de la relation. Chaque 
élément de la relation aura donc la form e d'un n-uplet. Le 
nombre d'éléments contenus dans une relati on est la èardina-






















COMMANDE NO JJ MM AA CLIENT 
1 03 02 75 CHARNIN 
2 26 04 75 DUPONT 
3 14 02 77 JACQUES 
CLIENT est une relation binaire. 
COMMANDE est une relation 3-aire. 
degré (commande) = 3. 
card (commande) = 3. 
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Une relation peut être vue comme une table à n colonnes (n ~ 
degré de la relation) et possédant un nombre arbitraire de li-
gnes. Cette table possède également les propriétés suivantes : 
1)- Elle est homogène dans ses colonnes. Les valeurs apparais-
sant dans une colonne sont toutes de la même nature. 
2)- Les li gnes sont distinctes entre elles. 
3)- L1 ordre des lignes à 1 1 intérieur de la table est immaté-
riel. 
4)- On assigne des noms distincts aux colonnes de la table ( 
ex : NUMERO, JOUR, NOM, •• ,) et 1 1 ordre des colonnes est 
immatériel. 
5)" Toutes les valeurs apparaissant dans une relation sont 
des nombres ou des chaines de caractères (string). 
Cette vision des relations sous forme de tables ne peut s'ap-
pli quer qu 1 à une certaine catégorie de relations, celles qui 
ne sont définies que sur des domaines simples. 
Ces relations sont dites normales simples, 
Une occu~nce d'une relation est constituée par une de ses li-
14. 
gnes nous appelons uplet cett e occurrenc e . 
1. 2 . CONCEPT DE CLE PRIMAI RE D1 UNE RELATION. 
Sup p o s on s que nous sommes arrivé s au s tade où la base d e d on-
nées a pu être structurée sous forme de relations . 
L1 ut ilisateur de la base de d onné es sait que ll es s on t les r e -
lations existantes, c'e s t-à -dire qu 1 il connaît leurs noms et 
le s noms de l eurs différents d omaines . 
Une questi on se pose : comment pourra-t-il sélectionner un ou 
plus i eurs uplets à l'intérieur d 'une r e l at ion? 
L' é tude de la dépendance fonctionnelle va nous p ermettr e de 
dét e r miner que ls s ont les d omaines de la r e lation qui pour-
rai en t f a ire partie de la cl é d 1 identification des u ple ts. 
Dép endanc e fonctionnelle. 
1) Le problème fondamental est de dé terminer quels s ont les 
d omaines de la relation qui s ont fonctionnell emen t dépen-
dants d 1 autres domaines de la m~me relation. 
Définition: soit R une rela t ion. 
soient A et B deux de ses d omaine s s imples . 
Un domaine Best fonctionnellement dépendant d'un domaine 
A, si à chaque instant R définit une fonction entre l'en-
s emble des valeur s de A et l 'ensemble des valeurs de B. 
La loi de corre sp ondan~e e st la suivante . une valeur de . 
correspond à une valeur de B si elles se trouvent toutes 




__ __________ ,. __ 
a b --- ---- --
- ------------·- . 
C d ---- --·- · 
··----- ---- --- --- e d - -- ---- -· 
A 
15. 
R (A) R ( B) 
a 
Il existe bien une fonction entre l'ensemble des éléments 
de A et 1 1 ensemble des éléments de B . 
En d 1 autres termes, l a relation R restreinte à A et B, que 
nous n otons R (A,B) (nou s verrons plus loin qu'il s 1agit 
dtune projection), est à chaque instant une fonction de 
R (A) dans R (B). 
R ( A, B) : R ( A) 
--• R (B) • 
Notation:- Best fonctionnellement dépendant de A dans la 
relation R ; se note R.A ~ R.B. 
- B n'est pas fonctionnellement dépendant de A 
dans la r elati on R ; se note R.A ~ R.B. 
- si R.A et R.B --'>• R.A, alors A 
et B sont dans une correspondance biunivoque. 
Cela se n ot e ra R.A < > R.B. 
2) La n otion peut s 'étendre facilement à un ensemble de do-
maines. 
N,B, D et E étant des e nsembles de domaines, un élément 
de D ou de E est un uplet. 
Exempl e . D E 
1 \ R 1 R 2 R 3 R 4 R 5 R 6 
a b 0 
. ------- -- -
e f 
a e d ·----- ----- f g 
i j k ----------· f g 
1 m n ---------- . a k 
R (D) R (E) 
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Il existe bien une fonction entre R (D) et R (E). 
R.D. --~• R.E. 
3) Clés candidates : Soit Rune relation . Une clé candidate 
de la relation Rest un e combinaison de domaines de R pos-
sédant les propriétés suivantes : 
- Une identification unique: Dans vhaque uplet de R, la 
valeur de la clé candidate identifie uniquement cet 
uplet. Il existe une bijection entre l'ensemble des 
uplets d'une relation, et l'ensemble des valeurs de la 
clé candidate de cette relation. 
Exemple K clé candidate de la relation R. 
w = ensemble de tous les d omaines de R. 
On peut dire que R.K. ---R.w • Ce qui exprime bien 
qu'à une valeur de K, on ne peut associer qu'une et une 
seule valeur de w • 
- Un e non redondance : si on enlève un des domaines de K, 
la propriété d'identification unique n'est plus vala-
ble. 
REMAR~UES : 
a) Il existe toujours une olé candidate dans une relation. 
Elle peut valoirw , ou la combinaison de tous les do-
maines. 
b) La deuxième propriété fait apparaitre le fait que la 
elé candidate est une clé minimum d'identification. 
o) L, clé candidate possède également deux autres propri-
étés : 
- Chaque d omaine de Rest fonctionnellement dépendant 
de chaque olé candidate de R. 
- L 1 ensemble de donnée s de K est fonctionnellement in-
dépendant de chaque sous-ensemble propre de domaines 
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de K et aucun autre domaine de R ne peut être ajouté 
sans détruire cette indépendance fonctionnelle• 
4) Domaine primaire : Un domaine d 1 une relation est primaire 
lorsqu'il appartient à au moins une clé candidate de cette 
relation. 
5) Clé primaire : Une clé primaire est une clé choisie arbi-
trairement parmi les clés candidates. 
Contrairement aux clés candidates, les composantes de la 
clé primaire sont toujours définies. 
3) pour plus de clarté, nous avons préféré nous limiter 
ici à une présentation sommaire. Nous décrivons le prin-
cipe de la recherche filtrée et le mécanisme complet du 
scan dans le paragraphe consacré aux opérations dans 
GAMMA - O. 
1.3. NORMALISATION DES RELATIONS. 
INTRODUCTION. 
Lors de la construction de la base de données relationnelle, 
une relation dont tous les domaines sont simples se représen-
tera par un tableau à deux dimensions. Les colonnes représen-
tant les domaines et les lignes, les différents uplets. 
Dl D2 D3 D4 D5 Dn 
1 1 1 1 1 1 1 1 
Une structure plus compliquée est nécessaire pour repr é sen-
ter des relations possédant un ou plusieurs domaines composés. 
La normalisation consiste en fait en une standardisation qui 
remplace une collection de relations données par des collec-
18. 
tions successives où les relations ont une structure progressi -
vement plus simple et plus r égulière . Cette procédure s 1 effec ~ 
tue en trois étapes 
- 1 . Elimination des doma ine s comp os és . 
- 2 . Recherche d 'une dépendance fonctionnelle tota le. 
- 3 . Recherche d'une dépendance transitivité . 
Pour plus de clarté et de compréhension , nous basons sur un 
exemple notre étude de l a normalisation . 
Exemple soit la rela tion P (produit) possédant les domaines 






n ° du produit 
description du produit 
quantit é en stock 
unité de fabrication de P 





UF c on s titue un domaine c omposé de P . Il possède les 
d omaine s suivants : 
Domaines 
NUF n° de l ' unité de fabrication 
NR nom des responsables 
FC fabrication en cours 






Si nous prenons à un instant donné la relati on P, 
n ous avons par exemple les valeurs suivantes : 
11
clé primaire 
P ( ( NP), D P , Q, S , UF(NUF , NR, FC, FM) ) 











Exemp l e suite : 
.)'7c lé primaire 
P((NP). DP, Q,S ' UF(NUF , NR , FC, FM)) 
12 DUPONT 7 33 
206 CST 155 [ 29 MAX 25 86 
36 ZENON 16 111 
Condit ions pour la normalisation . 
1) La clé primaire peut être comp o s ée de plus d 'un domaine. 
2) Un d omaine non primaire peut être non-simple . C1 est-à-dire 
qu'il c onstitue en lui-même une relation . 
3) Les d omaine s non primaire s pe uvent ne pas être fonctionnel-
lement dépendants de l'enti èreté de l a clé prima ire, mais 
seulement d'une partie de celle - ci . 
4 ) Des d omaines non primaires peuvent être fonctionnell ement 
dépendants entre eux . 
1 . 3.1. LA PRBMIERE FORME NORMALE . 
La première forme normale élimine les domaines non simples 
d 'une relation. Ce processus de normalisation consiste à déta -
cher les domaines non- s imples et à propager la clé primair e de 
la r ela tion, dans l es nouv e lle s r e lation s créées . Ce proce ssus 
est répété jusqu 1 à ce qu e tout es le s relations p o ssèdent uni-
quement des domain es simples . 
En reprenant notr e exemple , nous remarquons que l es domaines 
NP , DP et QS sont s i mples . Tandis que UF est un domaine c omposé 
et possède autant de uplets que d 'unité s d e fabrication produi-
sant le produit P identifié par la clé primaire NP . Dans cet 
état, la relation Pest dite non normalisée . 
Pour convertir Pen la premi è re f orme normale, il faudra 
l ' é clater en deux relations P 1 et PUF 1 r espectivement de clés 
primaires NP et (NP, NUF ). 
2 0 . 
Au même instant que précédemment, le s deux relations se pré-
sentent comme suit 
p 1 
~clé primaire 
CN DP QS 
[; CAM ~ CST 6 5 
.,..:,Clé primaire 
PUF 1 (NP NUF) NR FC FM 
----
203 12 DUPONT 5 7 
203 73 DURANT 7 86 
206 12 DUPONT 7 33 
206 29 MAX 25 89 
206 33 ZENON 16 111 
A ce stade, tous les domain es son t de type simple. On peut 
donc dire qu'une relation est dans la première forme normale si 
elle jouit de la propriété suivante : "Aucun des domaines de la 
relation n'a d'éléments qui eux - mêmes sont des relations". 
La conversion s'effectue en deux étapes 
- migration de la clé primaire de l'ancienne relation 
vers les nouvelles . 
- les n ouvelle s relations sont des restrictions de l 'an-
cienne par rapport aux domaines appropriés. 
1.3.2, LA SECONDE FORME NORMALE. 
!?ipendance fonctionnelle totale. Soit Rune relation . 
Soient D et E des ensembles distincts de domaines de R où 
R.D. --+R . E. 
Si E n'est pas fo ncti onnell omen t d é pe ndant de n ' imp orte quel 
sous-ensemble de D (distinct d e D), alors on dit que E dépend 
totalement de D dans la relation R. 
Une relation Rest en second e forme normale si 
elle est en première forme normale. 
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- chaque attribut non primaire de R dépend totalement de 
chaque clé candidate de R. 
La conversion de la première à la seconde forme normale 
s'accomplit en remplaçant la relation de départ par restrictions 
de cette relation , telles que leurs domaines non primaires dé-
pendent totalement des clés candidates . 
Si on reprend l ' exemple , dans la relation PUF 1, on peut 
faire les constatations suivantes : 
FC et FM dépendent t o talement de la clé primaire. 
- NR ne dépend fonctionnellement que de NUF. 
Ceci entraîne nécessairement les conséquences suivantes 
~ si une unité de fabrication est ouverte, on ne pourra con-
naitre les renseignements relatifs à cette unité de fabri-
cation que lorsqu'elle deviendra opérationnelle, c'est-à-
dire au moment o~ elle fournira effectivement un produit. 
anomalie d'insertion dans la base de données. 
~ si une unité de fabrication ne fabrique qu'un seul pro~ 
duit, et que les informations relatives à ce produit sont 
supprimées, les informations restantes concernant l ' unité 
de fabrication seront également supprimées. 
Ceci se comprend par le fait que le n° de produit inter-
vient dans la clé primaire. 
anomalie de suppression dans la base de données 
~ si une information relative à une unité de fabrication est 
modifiée , cela provoquera autant de mises à jour que de 
produits fabriqués par cette unité de fabrication, à 
l'instant de la mise à jour . 




Nous remplaçons (P 1 et PUF 1) par 3 relations P 2, PUF 2 e t 
UF 2 possédant respectivement les clés primaires ( NP),( NP, 




( D~ QS 
203 CAM 30 
206 CST 155 
----à'clé primaire 











( PN NUF ) F C FM 
203 12 5 7 
203 73 7 86 
206 1 2 7 33 
206 29 25 89 
206 36 16 111 
Il est très intéres sant d'examiner l'évolution de la struc-
ture de la base de données . Au départ (voir notr e exemple), la 
base de données était représentée sous la forme relationnelle, 
mais d'une manière brute, directement selon la saisie des don-
nées, et elle ne faisait pas ressortir les différentes unités. 
Lorsque la relation produit était s ous forme non normalisée, 
nous étions en présence de cette situation : 
Produit 
L'unité de fabrication ne p ouvait exister qu e pa r sa dépen-
dance aux produits qu'elle fournissait . Après l a normalisation 





,. PUF 2 // 
', / 
·, ··- ··- . ..........__ _,,· 
·.~ . / 
, V 
. \ ( \ 
\. J 
'. / / 






Les produits et les unités de fabrications constituent à 
prése nt des entités indépendantes . La base d e données est for-
mée de deux types de relations, d'une part les relations qui 
représentent des entités eff ect ives (clients, produits, unité 
de fabrication) et d'autre part, les relations qui représ e ntent 
des liens entre plusieurs entités ( e ncours de fabrication, 
commande clients •.• ). Généra lement, ce s e cond type est plus 
dynamique que le premier . 
REMARQUE : Nou s avons vu que lorsque nous normalisons, nous 
éclatons les relations en plusieurs autre s . Cette opération 
augmente le nombre de relations de la base de donné es , et donc, 
nécessite la création de nouveaux noms de relations. 
L•utilisateur risque dès lors de faire des c onfusion s vu le 
trop grand nombre de relations existantes. Pour cett e raison, 
lorsque nous éclaterons les relations, nous le ferons en un 
nombre minimum de relations. 
A partir d ' une même base de données initiale, nous p ouvons 
obtenir plusieurs bases de données C 1, C 2, •• . • C 11 , qui sont 
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des normalisations de la base de données de départ, mais qui 
contiennent des nombres différents de relations. A partir de 
ce s n bases d e données, nous pouvons cependant extrai re les mê -
mes informations . La base de données qui contient le moins pos -
sible de relations est dite être "dans la seconde forme norma -
le optimale". 
1.3-3. LA T.H.OISIEME FORME NORMALE. 
Le but de la conversion en la 3e forme normale est de sup -
prioer les dépendances transitives à 1 1 intérieur des relations. 
Dépendance transitive : Soit Rune relation. Soit A, B, C trois 
sous -ensembl es distincts de domaines de R, tels que 
R . A ~ R . B R. B 
Schématiquement : 
I • R . A } R . A --..R . C. 
=) 
R . C ~R.A. 
Nous disons que C est transitivement dépendant de A, dans la 
relation R. 
La figure indique que nous ne possédons aucun renseignement 
sur la relation R. C. ~R . B. Cependant, si R. C. ~R.B ; alors 
B et C sont transitivement dépendants de A dans la r e lation R. 
REMARQUE: Il ne sera pas toujours possible de refouler toutes 
les dépendances transitives sans casser une clé, ou perdre de 
1 1 information . Ceci est illustré par la relation R (A, B, C) de 
clé primaire (A, B) et dont les domaines vérifient 
R. (A, B) ---•', R. C 
R.C 
R.C 
R. (A, B) 
______ __, R.B 
R. (A. B) ...,_«..--.
1 
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Donc, Best transitivement dépendant de la clé prima ire (A. B) . 
Nous ne pouvons éliminer la dépendance transitive de B sans 
casser la clé primaire. 
Définition: Une relation est en troisième forme normale si 
- elle est en seconde form e normale. 
- chaque domaine non primaire de Rest non transitivem ent 
dépendant de chaque clé candidate de R. 
C'est-à-dire que chaque domaine non primaire de R 
est totalement e t non transitivement dépendant de chaque 
clé candidate de R. 
Nous nous basons sur un second exemple , étant don-
né que l'exemple précédent se trouve déjà sous la troisième 
forme normale. 
Nous considérons la relation E (employés) possé-






numéro de l'employé. 
code du travail. 
numéro de département. 
nom du directeur du dé partement. 
type du contrat. 
Une des réalisations de E est par exemple 




(NE ) CODE ND NDR TC 
·---·-·- - : 
1 a 1 DUPONT g 1 
2 C 1 DUPONT g 
·-·-·-•-·f- •-----·-·-·---· ·-·-·--- __ I 
3 a ,··- ·-· ·-·-·-·-·-·-·- . ·-----·- ·· ·-1 j 2 DURAN'I' n i 
·-------- ------- -- ------· ------ ---- -- · 
4 b !- 1 - DUPONT g ! 
--- -- -- . --- - ----------- ----- - --- -- -
5 b ! 2 ,._ DURANT n ... 
6 C 
1 ·--~·-·- ·--~:q-_~_J}._!'l:~--- -- ·-- ·~ ·- •f- · · 
7 a i 3 MAX - n ; 
i ' 
8 C ! 3 MAX n 
, ________ --------------- --------- - -
--
-----...1------------..,__ __ __, 
Nous pouvons mettre e n évidence une dépendance 
transitive entre certains domaines de la relation~. En ef-
fet, TC ainsi que NDR dépendent de ND qui lui dépend de NE 
E. NE -~E.ND ~E (NDR , TC) 
Conversion : Nous rédui s ons en la troisi ème forme normal e en 
explo sant E en deux relation s E 3 et D 3 d e clé primaire NE 
et ND . 
~Clé primaire 



























Î!Cl é primaire 
(ND) NDR TC 
l DUPONT g 
2 DURANT n 
3 MAX n 
REMARQUE: Tout comme pour la sec onde forme normal e , la troi-
sième forme normale possède une forme optimale : la base de 
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données optimale est celle qui possède le moins de rela-
tions. 
CONSEQUENC~S: Quelles peuvent être les conséquences de la nor -
malisation des relations du modèle relationnel ? 
1) N•imp orte quelle relation mise sous la première forme 
normale peut se représenter sous la forme d'une table 
lors du stockage des données. 
2) Le nombre de suppressions, d 'insertions et de mises à 
jour est réduit. 
3) Le besoin de restructurer la collection de relations 
lorsque de nouveaux types de données sont introduits est 
moi ~dre ,ce qui entraîne une augmentation de la vie des 
programmes d'application. 
4) Plus la normalisation est poussée et plus la base de 
données devient compréhensive et informative pour les 
utilisateurs occasionnels. 
5) Le fait de normaliser les relations n'a aucune conséquen-
ce sur le potentiel d'informations de la base de données. 
En effet, il existe un procédé opposé à la normalisation, 
qui est la dénormalisation des relations. Il consiste à 
construire une structure de données non normalisée, à 
partir de sa représentation normalisée. Afin de procéder 
à la dénormalisation, certaines opérations de restructu-
ration devront être effectuées. Toutefois, la réversibi-
lité de ces deux procédés nous amène à conclure que la 
base de données ne subit aucune perte d'information . 
6) Les diverses étapes de la normalisation nécessitent né-
anmoins la création de nouveaux noms de relations. 
1.4. OPERATIONS SUR RELATIONS NORMALISEES . 
La sélection de données hors de la base de données peut se 
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traduir e par la combinaison de relation s existantes, afin de former 
une n ouvelle relation normalisée . 
Nous allons én oncer quelques unes des diverses opérat i ons qui 
peuvent être effectuées sur le s rela tions normalisées afin d 'obt e -
nir les combinaisons nécessaires à la sél ection des d onnée s . 
1. 4 .1. LA PROJECTION. 
Soit une relation R de d e gré m, et un uplet R de cette rela-
tion. 
I 1) - Pour j = 1, 2, 3 , • . • m 
der . 
r (j) désigne le jième comp o san t 
II 
2) - Si A = (J1 
' 
j 2 ' ... j k ) est un sous -ensemble de ( 1,2, . . . 
m) ' r ( A) = (r ( j 1) ' r ( j 2) .... .. . r ( j k) ) . 
3)- Si A = }D, r (A) = r. 
1)- R ( A) = {r ( A) r e: R 
R (A) est appelé la projection de la rela ti on R par rapport 
aux d ornai ne s ( j 1, j 2 , • . • • • j k) • 
2)- Si A est une permutation de la liste (1, 2, •••• m), R (A) 
est une relation possédant les mêmes domaines que R mais 
dont l'ordre d'apparition a changé. 
1.4. 2 . LA JONCTION. 
Si Q est un des opérateurs : =, 1, <, ~,>,~et si Set R 
sont deux relations, le Q - jonction de la relation R sur le 
domaine A, avec l a relation S sur le d omaine Best définie com-
me suit 
R [A O B ] S = { ( r , s ) 1 r e: R e t s E: S 
s [B] ) } 
et (r [A] 0 
N. B. Un cas particulier de la O jonction est 1 1 équijonction. 
C'e st le cas où O vaut '='. 
1.4-3. LA DIVISION . 
1) Soit Tune relation binaire . Nous définisson s l ' ensemble des 
ima g e s d e x sou s T comme étant 
g T (X) = {y 1 (X, y ) E: T } 
2) Soit Rune r elation de degré met Sune relation d e d e gré n . 
Soit A un sous-ensemble de (1, 2, •••••• m) sans répétition 
et A son c omplémentaire , trié dans l ' ordre croissant . Nou s 
traitons l a r e la t ion R comme une relation binaire défini e 
sur les domaines (Â, A) . Nou s définissons comme suit la di-
vis ion de (R sur A) par(S s ur B) . 
R LA +B] S = {r [ii.] \ rE:R et s [B ] E:gR ( r [X])} 
3) Si R = ~ ' R + S = ~ 
Si R =~et S = ~ ' R + S 
1.4.4. LA RESTRICTION. 
Soit Rune relation de d egré m. 
Soient A, B des s ou s -en sembles de (1, 2, ...... 
Soit O, un des opérateurs : =, ~, <, ~, >, ~ • 
Nous appel on s O - restriction de R sur A, B : 
m) • 
R [ A OB] = {r \ r E: R et r [AJ 0 r [BJ } 
REMARQUE , 
Il est à remarquer que d 'une part, la projection représente 
la contrepartie algébrique du quantificateur exis t e n t i e l e t que 
d ' autre part, la divisi on représente celle du quantificateur 
universel. 
L'ensemble des opé rations qui peuvent être définies sur les ne-
lations sera appelé un algèbre relationnel. Par la suite , un 
langa g e d 'interr ogation pourra directement ê tre dév e loppé à 
partir de ces opérations (langa g e de niveau intermédiaire). 
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Afin de prouver que la force de sélection de données au moyen 
de l'algèbre relationnel est aussi complète que celle du langa-
ge ALPHA (langage de haut niveau), un algorithme de transforma-
tion d ' une ALPHA- expression en une séquence d'opérations séman-
tiquement équivalente , a pu être développé . 
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CHAPITRE II. 
GAMMA -0 CONCEPTS. 
=====•-----------=-
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2.1. I NTRODUCTION. 
Dans la première parti e de ce travail, nous venons de rappe-
ler l es concepts du modèle relationnel de CODD. Nou s allons nou s 
attarder à l'étude de l'implémentat ion logique de ce modèle de 
données. Pour ce faire, nous présentons le s spéc ifications d 'un 
interface appelé GAMM.A - O. 
GAMMA - 0 fait partie d e la série GAMMA des systèmes d'inter-
fac es de bases de données relationnelles. 
Cette s érie r eprésente en fait un SGBD complet, conçu et 
structuré de façon modulaire. 
Grâce à cette approche, l'implémentation d'une donnée s e r éa -
li s e par étapes successives, passant par des niveaux de plus en 
plus restrictifs quant aux conditions d'implémentation et de plus 
en plus précis quant à la nature du problème représenté. 
GAMMA - 0 est en fait l'interface constituant le plus bas niveau 
et implémentant directement la donnée. Il est un interface gérant 
les relations de la base au moyen de tout e une série de primiti-
ves. 
Etant donné le fait que GAMMA - 0 est du plus bas niveau, il 
se trouve limité au trafic d'un seul utilisateur. Nous pensons 
que par la suite, le SGBD GAMMA se complètera par la mise au 
point de GAMMA - 1 conçu notammentp0ur la gest ion de protections 
des données contre des utilisateurs multiples. 
Les niveaux supérieurs du syst ème GAMMA pourraient par exem-
ple offrir des possibilités telles que optimisation de la recher-
che, sécurité, évitement des interblo0ages ..• Les conceptionset la 
mise au point du SGBD GAMMA se simplifie, de par son caractère 
modulaire. De plus, étant donné un niveau d'implémentation, ce ni-
veau utilise les objets et primitives définis aux niveaux infé-
rieur s . L es fonctions exécutées par un des niveaux se traduisent en 
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terme de contraintes et se répercutmt dans les niveaux inférieu r s 
jusque GAMMA - 0 qui doit en tenir compte lors de son implémenta-
tion. 
Schématiquement, l'enchainement des divers systèmes peut se 












Dans les paragraphes qui suivent, nous exposons le contenu de 
l'interface GAMMA - O. 
2 • 2 • GAMMA - 0 : 
L'implémentation du modèle relationnel se construit sur 
4 types de relations. Toutes ces relations possèdent la même 
structure physique mais diffJrent quant A leurs sémantiques 
et leurs fonctions au sein du système de gestion de la base 
de données. 
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2.2 . 1. LA RELATION MAITRE. 
Cette relation est unique. Elle est de degré 7 et est uti-
lisée pour stocker la description de toutes les relations dé-
finies dans la mémoire . 
Elle comprend donc une auto-description. La relation MAITRE 
sert en fait de catalogue des relations de la base de données. 
La relation maitre est créée à l ' initialisation de GAMMA - O. 
Sa cardinalité évolue dynamiquement selon les créations et 
suppressions des autres relations de la base de données. 
- Lors de la création d'une nouvelle relation, un uplet 
descriptif sera ajouté à la relation MAITRE. 
Lors de la suppression d'une relation, le uplet corres-
pondant à cette dernière sera retranché de la relation 
MAITRE . 
2.2.2 . LES RELATIONS REGULIERES. 
Le degré des relations régulières peut varier de 1 à 23 2-
1, Leur cardinalité est quelconque, mais au moins égale à 1. 
Chaque uplet s ' identifie d'une façon unique dans la relation 
grâce à la valeur de sa clé primaire . Chaque relation s'iden-
tifie de façon unique dans la base de données, grâce à un 
identificateur . Les relations régulières sont utilisées pour 
stocker d'une manière compacte toutes les informations de la 
base de données . Les domaines de telles relations sont tous 
de longueur fixe . 
2 . 2 . 3. LES RELATIONS CLASSES. 
Le degré de ces relations est toujours égal à 1 . La diffé-
rence essentielle avac les relations régulières réside dans 
le fait que les occurrences de cet unique domaine peuvent 
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avoir des longueurs variables. La clé primair e d'une rela tion 
classe est de ce fait toujours le premier domaine . 
Exem12le 
B E R L I N longueur = 6 
M 0 N s s::: 4 
B R u X E L L E s = 9 
Chaque relation classe s'identifie de façon unique dans 
la base de données grâce à un identificateur. 
2.2.4. LES RELATIONS INVERSIONS. 
Le degré de ces relations est toujours égal à 2. La clé 
primaire d'une inversion sera toujours le deuxième domaine. 
Les différents domaines sont tous de longueur fixe. 
RESUME. 
1)- Jusqu'à présent, nous sommes restés au niveau du modè-
le relationnel de E. F. CODD . 
En effet, en résumé, nou s disposons de relatiorrs nor-
malisées, puisqu'elles sont toutes représentables 
sous forme d 1 un tableau à deux dimensions. 
N = degré 
c = cardinalité 
1 = longueur du domaine. 
Nous avons distingué quatre espèces d e relations 
1°) N = 7 1 fixe C :'?; 1 
---------- ---------- -------------------
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20) 1( N ~ 2 32 
-
1 1 fixe C à 1 
3 0 ) N = 1 1 variable C ~ 1 
40) N = 2 1 fixe C ~l 
2)- De plus, nous pouvons également dire que la relation 
MAITRE est de nature sémantique différente du rest e 
des relations. Elle peut être considérée comme la ra-
cine d'un arbre dont les feuilles sont l es trois au-
tres types de relation s . 
MAITRE 
REGULIERES CLASSES INVERSIONS 
2.3. IDENTIFICATEURS. 
Possédant un ensemble de r elati ons décrites comme ci-avant, 
il est nécessaire, afin de gérer au mieux la bas e de données, 
de pouvoir les retrouver d'une façon unique, ainsi que leurs 
différents uplets. 
2.3.1. IDENTIFICATEURS DE RELATIONS, 
Lors de la création d'une relation, le système lui associ e 
un identificateur. Nous distinguons quatre types d'identifica-
teurs de relation: 
ID M R : Il est unique, c'est l'identificateur de la 
relation MAITRE. 
- I D R R 
- I D R I 
- I D R C 
Identificateurs de relations régulières. 
Identificateurs d'inversions, 
Iden t ificateur s de classes. 
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2.3.2, IDENTIFICATEURS DE UPLETS. 
Lorsqu'une relation a été sélectionnée, ses différents 
uplets doivent être identifiés de façon unique. A chaque cré-
ation d'un uplet dans une relation, le système associe un 
ID U (identificateur de uplet) à ce uplet. Dans une même re-
lation, chaque valeur de ID U est unique. En fait, les ID U 
sont synonymes de clés primaires, mais ils sont beaucoup plus 
faciles à manipuler par le système, puisqu 1 ils possèdent tous 
la même structure. 
2.3.3. IDENTIFICATEURS DE DOMAINES. 
Dans une relation, les domaines sont identifiés par un 
nombre entier, selon leur apparition dans la relation. 
2.4. RELATIONS ET UPLETS. 
...., 
Nous nous attardons maintenant à décrire le contenu sé-
mantique et le rôle des différentes relations qui apparais-
sent dans la base de données. 
Nous savons déjà qu'une relation de GAMMA - 0 peut se re-
présenter sous la forme d'un tableau: 







Relation Maître Régulières Classes Inversions 
l 
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Lors de la création d'une relation, son garnissage se 
fait uplet par uplet. De plus, un uplèt de contrôle lui est 
également associé lors de sa création. Cet uplet de contrôle 
comporte autant de domaines que la relation à laquelle il est 
associé. Son but est de gérer les valeurs sémantiques des do-
maines de la relation. En effet, les valeurs apparaissant 
dans un domaine, 
soit se dénotent elles-mêmes. 
Exemple 
n u p 0 N T 
D u R A N T 
' i 
1 
- soit constituent un pointeur vers un autre uplet. 
Exemple 
... -·---~-.. ..... _ .. "'7 
,/ 
DURANT 
--------4 ' / 
.'>--:~ 





Cette différence dans la nature des domaines se traduit 
dans 1 1 uplet de contrôle, de la façon suivante: 
"Lorsque les valeurs d'un domaine i se dénotent elles-m~mes, 
1 1 uplet de contrôle (i) = O. 
Lorsque les valeurs d'un domaine j représentent des poin-
teurs, 1 1 uplet de contrôle (j) Q identificateur d 1 une rela-
tion régulière ou d'une classe. Les pointeurs sont évidem-
ment des identificateurs de uplets appartenant à la relation 
désignée par le uplet de contrôle. 
Cas particuliers : le uplet de contrôle est sans utilité dan s 
deux oas : - 1) La relation ma1tre a le uplet de contrôle (o, 
o, o, o, o, o,o). 
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- 2) Les classes ont le uplet de contrOle (o). 
Toutefois, ils sont créés, afin d'assurer une par-
faite homogénéité dans la structure des relations 
de la base de données. Nous illustrons par un ex-
emple l'emploi du uplet de contrôle, 
Exemple. : 
Relation régulière n° 1 Classe n° 6 












B R U X E L L E S 





Classe no 9 
ŒJ 
St s E R V A I S 1 
N AM u Rl 
M 0 N sj 
Nous avons convenu que le numéro de la relation est son 
identificateur et que les identificateurs de uplets sont déri-
vés de celui de la relation. 
Nous remarquons dans cet exemple que l'utilisation du 
uplet de contrele nous permet en quelque sorte d'avoir des do-
maines de longueur variable dans une relation régulière. 
2.4.1. LA RELATION MAITRE. 
Cette relation a déjà été définie comme étant la relation 
r 
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utilisée pour stocker les caractéristiques logiques des rela-
tions existant dan s le système. 
Chacun de ses uplets à la structure suivante : 
Type De gré Masque Identifi- Identifi- I dentifi- Identifi-de la cateur du cateur de cateur du cateur de de la de la 
clé uplet de la rela- domaine la rela-
trelation relation primaire contrôle tion inver s é tion 
inversée décrite 
1 2 3 4 5 6 7 
Description du contenu des domaines. 
; 
DOMAINE l : Il contient le type de la relation décrite. Nous 
savons que le type d'une relation peut être 






Le système contrOle qu 1 il n 1 y a qutune relation 
de type MAITRE. 
Il spécifie le degré de la relation : 
-
si le type est MAITRE, degré = 7. 




si le type est CLASSE, de gré = 1. 
-
si le type est INVERSION, degré ... 2. 
Il contient le masque de la clé primaire. C1 est 
un masque de 32 bits. La clé primaire de la rela -
tion est composée de la concaténation des domai-
nes correspondant aux 'l' du masque. 
- type MAITRE: le masque possède un 1 1' en posi-
tion 7, le reste étant nul. 
- type REGULIER: n'importe quelle combinaison 





Une relation régulière ne peut donc posséder 
une clé primaire de plus de 32 domaines. 
- type CLASSE: un 1 1 ' apparaît dans l a premi è r e 
position, les autres bits restant nul s . 
- type I NVERSION: un 1 1 1 apparaît dans la secon-
de position et le s autres bits re s tent nuls. 
Ce domaine contient l'identificateur du uplet de 
contr8le de la relation décrite. 
Dans le cas où le type est MAITRE, REGULIER ou 
CLASSE, ce domaine est toujours nul. 
Dans le cas où le type est INVERSION, il est né-
cessaire de donner l'identificateur de la rela-
tion inversée par celle décrite dans le uplet de 
la relation maître (voir définition des inver-
sions plus après). 
Il contient l'identificateur du domaine qui a su-
bi l'inversion. Comme dans le cas ci-avant, lors-
que les relations sont du type MAITRE, REGULIER 
OU CLASSE, ce domaine est nul. 
Dans le cas où le type est INVERSION, le domaine 
6 contient l'identificateur du domaine qui a été 
inversé. Ce domaine appartient à la r e lation 
dont l'identificateur a été spécifié dans le do-
maine 5. 
DOMAINE 7 : Il contient l'identificateur de la relation dé-
crite. 
Nous terminons l'exposé de ce paragraphe par un exemple 
(voir pag e suivante) 
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10 0 0 0 0 0 0 0 






------·- ------------ -------- --
-·-·----- -- -- .. 
MASTER 7 00000010c 
REGULIEE 3 0111000 •• 
CLASSE 1 100 0 •••.• 
CLASSE 1 1000 •.••• 
-. ·.,_ 
\ 
10 0 0 1 E-
32 0 0 3 
61 0 0 6 
73 0 0 7 
Auto-descri p tion -
2.4.2. LES RELATIONS REGULIERES. 
20 
Il est bon de souligner que les relations réguli~res sont 
la plupart du temps utilisées pour stocker d'une manière com-
pavte des infvrmations qui caractérisent le même objet. 
Nous prenons comme exemple une relation régulière regrou-
pant des informations 
comporte 8 d omaines : 
.... domaine 1 
-
domaine 2 
... domaine 3 
-
domaine 4 







concernant des employés. Cette relation 
n° de l'employé. 
num de l'employé . 
prénom de l'employé . 
ville de l 'employé. 
salaire • 
code du travail. 
code du département . 
nom du directeur du département. 
Le uplet de contr~le de oette relation est rempli de la 
façon suivante : 
0 3 4 5 0 6 7 2 
Les numéros 3, 4 , 5, 6, 7 sont les identificateurs des 
classes contenant respectivement les noms, les prénoms , les 
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villes, les codes de travail et les codes de département des 
e~ployés. Le numéro 2 est l'identificateur de la relation con-
tenant le s renseignements relatifs aux employés, c'est-à-dire 
la relation régulière elle-même. Cela signifie que le dernier 
domaine de la relation régulière pointe vers des uplets de la 
relation elle-m~me. 
REMARQUE Cette façon de représenter les informations nous 
suggère qu 1 à la limite, nous pourrions considérer 
les relations ré gulières comme des tableaux de 
pointeurs . Cette technique serait analogue à cel-
le de la gestion des 1 SETS 1 c hez CODA'S YL , a u mo:re n 
des "DYNAMIC POINTER ARRAY". 
2.4.3. LES CLASSES. 
Les classes ont été définies précédemment, mais il est né-
cessaire d'insister sur le fait que les valeurs contenues 
dans une olasse se dénotent tvujours elles-mêmes. En effet, 
l'utilité des classes réside dans le fait de pouvoir utiliser 
des domaines de longueurs variables. C1 est pourquoi le uplet 
de oontrôle est toujours 1 0 1 • 
2.4.4, LES INVERSIONS. 
Les différentes relations de la base des données, une fois 
créées, sont destinées à ~tre exploitées (mises à jour, sup-
primées, lues). Des opérations de recherche seront notamment 
établies afin de retr ouver les données nécessaires au sein 
des relations désirées . Une opération de recherche pourra ti-
rer un énorme avantage du fait que les uplets de la relation 
auront été soumis à un tri. Afin de permettre d 1 une manière 
efficiente, la recherche par rapport à n'importe quel sous-
ensemble de domaines, il est nécessaire de stocker des projec-
tions de la relation dans ce que nous appelons des inversions, 
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Une inversion est donc la projection d 1 une relation (MAITRE, 
régulière ou classe) par rapport à un et à un seul domaine, 
trié en majeur sur c~ domaine et en mineur sur 1 1 identifioa-







Structure des uplets d 1 une inversion. 
Comme nous l'avons précisé ci-avant, une inversion est 
toujours binaire. Le premier de ses domaines contient le 
domaine qu'elle inverse. Son second domaine donne les 
identificateurs des uplets correspondants. 
Exemple : 
Relati on régulière n° 2 
0 0 0 0 
203 12 DUPONT 5 
203 73 DURANT 7 
206 12 DUPONT 7 
206 29 MAX 25 




















'-. ~ ~ 
maJeur mineur 
La relation inversion n° 3 est une inversion du domaine 
n° 3 de la relation régulière n° 1, La clé de tri est le nom 
du directeur de l'unité de production. 
2,5. LES SCANS. 
Un soan est une opération permettant l'extraction de don-
nées de la base. Il ne peut ~tre appliqué qu' à une seule re-
lation. Le scan soumis à certaines contraintes, soit en pro-
venance du s y s t è me, s oit e n prov enance de l'utili sateur, ba-
laie la relation concernée afin 
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de trouver le premier uplet vérifiant ces contraintes. Le uplet 
sélectionné est ensuite renvoyé à l'utilisateur. 
2.5.1. SCANS INITIALISES PAR LE SYSTEME. 
Le diagramme d'état de ce type de scan peut schématique-




La commande CREATION a pour but de créer le scan. La com-
mande ETABLISSEMENT a pour but d'établir les contraintes aux-
quelles le scan devra être soumis. La commande SUIVANT est 











. . . . . . .établissement des contraintes. 
. . . . . 
~ lecture de 3 uplets vérifiant 
~ "les premières conditions. 
. . . . . . .établissement de nouvelles 
contraintes. 
~ lecture de 2 uplets vérifiant 
~ 0 d'autres conditions. 
La commande SUIVANT est analogue à un 11 GET 11 c 1 est-à-dire 
qu'elle renvoie un uplet vérifiant les contraintes établies 
par une commande ETABLISSEMENT. Lorsque nous avons une séquen-
ce de commande SUIVANT, le système fournit une séquence de 
uplets issus de la relation. 
46. 
Ce type de scan sera notamment utilisé : 
- Si nous voulons connaitre l'identification d'un uplet dans 
une relation connue. 
"Si nous voulons lire tous les uplets d 1 une relation donnée. 
REMARqUE: Etant donné qu'à chaque scan, nous pouvons associer 
un ensemble de contraintes, il existe une fonction 
entre l'ensemble des scans et l'ensemble des rela-
tions. Cette possibilité sera exploitée lors de 
l'implémentation physique des scans. 
2.5.2. SCANS INITIALISES PAR L'UTILISATEUR. 
La différence avec le cas précédent, est que le système ne 
renvoie plus un uplet et son identificateur, mais renvoie uni-
quement l'identificateur. 
La séquence CREATION - ETABLISSEMENT - SUIVANT - SUPPRESSION 
doit ~tre générée par l'utilisateur. 
Ce scan sera utilisé lorsque l'utilisateur désire recher-
cher dans une relation, l'identificateur d'un uplet dont on 
connaît déjà un sous-uplet. L1 uplet sélectionné par le scan 
sera le premier uplet de la relation, qui contient le sous-
uplet spécifié. Cette démarche est celle de la recherche fil-
trée (voir plus après), le filtre étant la valeur du sous-
uplet. 
L'identificateur étant connu, l'utilisateur peut obtenir 
le uplet qui lui correspond. Ensuite, soit en gardan t la même 
valeur de filtre, soit en la modifiant, l'utilisateur peut 
poursuivre sa recherche. 
N.B.- Dans la suite de ce travail, "scan" signifiera "soan 
sous le contrôle du système". 
2.5.3. RELATION D1 ETAT DES SCANS D 1 UNE RELATION. 
A un instant donné, à une relation de la base de données, 
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peuvent ~tre associés n scans qui sont soit dans leur état 1, 
soit dans leur état 2 (voir diagramme d'états). A chaque scan 
de cette relation, le système associe un identificateur. 
Lors de la création d'une relation, une relation de tra-
vail lui sera associée, "sa relation d'état des scans " (RES). 
La RES d 1 une relation mémorise l'état de tous les scans asso-
ciés à cette relation. 
Caractéristiques. 
- Si la relation possède le degré N, sa RES est de degré 
(2 ~ N + 1). 
- Chaque scan associé à la relation constitue un uplet de 
la RES de cette relation. Les identificateurs des diffé-
rents scans sont les identificateurs des uplets de la 
RES. 
- La RES possède comme toute autre relation, un uplet de 
contrôle. 
Exemple La relation est de degré 3 et sa RES est de degré 7. 
Il y a 6 scans associés à cette relation. 
Degré= 3 
,,----· ----, 
1 1 )-----( 
Uplet de contrôle 
Signification des domaines. 
3 3 
,-,·-, 
Domaine 1 : contient l'identificateur du uplet qui fera 
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l'objet du scan. 
Domaine (n + 2) jusqu'à domaine (2 :1: n + 1) : Ces n domai-
nes forment un masque qui donne : 
- les domaines devant participer à la recher-
che. 
- les valeurs de filtre correspondantes. 
Domaine 2 jusqu'à domaine (n + 1) : Masque des domaines 
à fournir à l'utilisateur. 
Signification des domaines du uplet de contr8le. 
Domaine 1 contient l'identificateur de la relation 
11 scanna b le". 
Domaine 2 jusqu'à domaine (2 :1: n + 1) 
Exemple;:: 
seront mis à 1 0 1 • 






















60 60 60 
50 :l J: 
10 E J: 
:1: 15 12 
'té 40 50 
~ '----v----" 
Id.de Id. de 
sca.ns uplets Domaines à retenir Valeurs des filtres 
Le scan recherche dans la relation "employés" le nom des 
personnes (domaine 2 de la relation 23) appartenant au dépar-
tement 10 (domaine 1). 
REMARQUES 
1)- La sémantique du premier domaine de la RES est à rap-
procher de la notion de CURRENT chez CODASYL. En ef-
fet, le CURRENT fournit l'identificateur du dernier 
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RECORD qui a été accédé. Tandis que le premier domai-
ne de la RES fournit les identificateurs des uplets, 
à partir desquels vont débuter les différents scans. 
2)- La RES est abusivement appelée relation. En effet, el-
le ne peut rentrer dans aucune des 4 catégories de 
relations définies dans GAMMA - O. Il n'y a en outre 
aucune interférence entre les différents domaines de 
la RES, il n'est donc pas possible de la normaliser. 
De plus, elle ne possède pas de olé primaire, et elle 
n 1 est pas décrite dans le catalogue des relations. 
Elle peut posséder plusieurs uplets identiques qui, 
cependant seront identifiés différemment. 
3)- Pour plus de clarté, nous avons préféré nous limiter 
ici à une présentation sommaire. Nous décrivons le 
principe de la recherche filtrée et le mécanisme com-
plet du scan dans le paragraphe consacré aux opéra-
tions dans GAMMA - O. 
2.6. OPERATIONS DANS GAMMA - O. 
2.6.1. INITIALISATION DE LA BASE DE DONNEES. 
La mise en place d'une base de données relationnelle néces-
sit e 1 1 établissement d'un support ou noyau central. Dans 
GAMMA - o, cette opération consiste en la création de lare-
lation maître. Il est évident que la cardinalité de la rela-
tion ma1tre ne peut à oe moment qu 1 être égale à 1 1 1 • Les 
seuls uplets ne sont en effet que le uplet de contrôle (n'in-
tervient pas dans la cardinalité) et le uplet d'auto-descrip-
tion. En effet, la relation-maître donne la description de re-
lations n'existant pas encore dans la base de données. 
La création de la relation maitre est irréversible. Ses 
uplets de contrôle et d'auto-description ne peuvent ~tre sup-
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primés sans la destruction de la base de données. 
A chaque création d'une nouvelle relation dans la base de 
données, un nouveau uplet est ajouté à la relation-mattre. A 
chaque suppression, il est retranché. 
Etat de la base de données : A l'initialisation, la base 
contient 
Relation n° 1 : 
10 0 0 0 0 0 0 0 
0 0 1 
Séquence des opérations voir figure n° 1. 
2.6.2. COMMANDES DE GAMMA - O. 
Les uplets des relations sont formattés par des opérations 
du langage hôte et insérés dans les relations grâce à l'uti-
lisation des commandes de GAMMA - O. 1 1 utilisateur n'applique 
jamais le langage hôte sur la base de données. 
Si l'utilisateur veut par exemple insérer un uplet dans 
une relation de degré n, au moyen du langage hôte, il doit 
tout d'abord former un vecteur n-aire qui deviendra uplet 
lorsqu'il sera pris en charge par une des commandes de GAMMA-
o. 
1.- Types des commandes : 
L'ensemble des commandes de GAMMA - 0 peut ~tre divisé en 
3 types : - commandes qui créent et suppriment des r.ela-
ti ons. 
commandes de mise à jour, de lecture, d'in-
sertion, ••• 
- commandes qui se rapportent aux inversions. 
2.- l<'ormat des commandes. 
Toutes les commandes sont mises sous la forme d'une pro-
cédure qui doit être appelée par un CALL. 
Chaque appel de procédure : 
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- accepte une liste de paramètres d'entrée• 
- effectue certaines opé rations. 
- renvoie à l'utilisateur soit une liste de valeurs 
de sortie, soit un message d'erreur. 
3.- Format syntaxique général. 
OP ..;.paramètres d'entrée ... -<.paramètres de sortie> 
message d'erreur. 
4•- Liste des commandes. 
Nom Paramètre.rd' entrées Paramètres de sorties 
Typel.l, cr ea t e r e l at ion <d-tuple, c-tuple> <Rid, c tid > 
2 . drop relation <rid > 
Nom Entrées sorties 
Type 2. J. I nse rt tup le <rid, tid 1, tuple ~ <tid 2> 
4. Delete tuple <rid, tid > 
-
5. Move tuple <ri d, tid 1, tid 27 
-
6. Update .,-rid, tid, dlist,;;.:,, 
-
subtuple subtuple 
7. Tuple id from <rid, tid,dlist,subtuple> <tid 2> 
next subtup le 
8. Subtuple from id <.rid, tid dlist;;,, <subtuple> 
9. Create scan <rid, dlist 1, dlist 2> <rid, ctid> 
1 0 . Set sca!-i -<rid, tid, subtuple> 
-
11. Next subtuple <rid > .c.tid, sub tuple:::, 
12. Drop scan -<rid > 
-
·-
Nom Entrées Sorties 
Type Inver sion <rid 1, did> <rid 2 1 ctid > 
Dro p inversion <rid > 
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Chaque fois qu 1 une cvmmande est utilisée, le système ef-
fectue un contrôle syntaxique sur le format de cette comman-
de. 
2.6.2,1. CREATE RELATION. 
Cette commande est utilisée pour créer soit une relation 
régulière, soit une relation classe. 
CR<d .... tuple,. c - tuple> < rid, ctid > .::; cc> 
L'utilisateur initialise la création d'une relation, en 
fournissant d - tuple etc - tuple comme paramètre d 1 entrée. 
Ce paramètre formera le uplet de description qui sera ajouté 
à la relation maître. 
C - tuple est le uplet de contrôle de la relation que l'on 
désire créer. 
Entrées : d - tuple. 
Sorties : 
type degré masque 
c - tuple a le m~me degré que la relation. Une 
fois introduit dans la base de données, il ne 
pourra plus être mis à jour. 
0 0 26 
rid) Une foi s la création t e rminée, l e syst ème r e n-
ctid 
voie à l'utilisateur, les identificateurs qu 1 il 
vient d'attribuer à la relation (rid) et à son 
uplet de contrôle (ctid). 
Le système laisse le soin aux utilisateurs de 
mémoriser leurs indentificateurs (au moyen du 
langage hôte) afin de pouvoir s 1 en se rvir par l a 
suite. 
Opérations effectuées : voir figure n° 2. 
Le but de cette commande est donc d'établir une relation 
vide. Elle peut être garnie de uplets grâce à la commande 
IT (que nous détaillons plus loin). Elle ne peut ~tre 
identifiée que par l'identificateur qui a été renvoyé à 
1 1 utilisateur. 
2.6.2.2. DROP RELATION. 
Cette commande est utilisée pour supprimer soit une re-
lation r égulière, svit une relation classe. 
DR -::rid > ~ message d I erreur~ 
rid indentificateur de la relation à supprimer 
Il est évident que la suppression d'une relation entraîne 
la suppression de toutes ses inversions. Si aucune relation 
n 1 est identifiée par rid, un message d'erreur est envoyé à 
l'utilisateur. 
Opérations effectuées voir figure n° 3. 
2.6.2.3. INSERT TUPLE. 
Elle est utilisée pour garnir de uplets une relation ré-
gulière ou une relation classe. 
IT < rid, tid l, tuple > ~ tid 2 > 
Entrée : r i d 
tid 1 
tuple 
s identificateur de la relation où doit 
être inséré le uplet. 
identificateur du uplet après lequel il 
faut insérer. 
vecteur représentant le uplet à insérer. 
Ce vecteur a le même degré que la rela-
tion. 
Opérations effectuées : voir figure n° 4 • 
.ê.,Qrtie : rid 2 : identificateur donné par le système au 
uplet qui vient d'être inséré. 
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REMARgUE : Dan s une m~me relation, il existe un e b i je c-
tion entre 1 1 ensemble de ses uplets et l'en semble des 
clés primaires de s es uplets. C1 est p ourquoi, dè s qu e 
nou s voulons insérer un uplet dont la valeur de l a cl é 
primaire existe déjà, ce uplet est redondant. Da n s c e 
cas, le système renvoie à l'utilisateur l'iden tifica t eu r 
du uplet qui se trouve déj à dans la base de donné e s . 
2.6. 2 .4. DELETE TUPLE. 
Entrées rid 
DT < rid, tid.> messag e d 'erreur 
identificateur de la relation où d oit 
être supprimé un uplet. 
Opérations effectuées : voir figure n° 5. 
UPDATE SUBTUPLE. 
Permet dans les relations réguli è res de mettre à j our 
des domaines non primaires d 'un même uplet. La clé primaire 
ne peut être mise à jour, elle est un i nva ri an t dan s l e u ph,t . 
Entrée : rrid 
US <..rrid, tid, dlist, subtuple> 
Identification de la rela tion r éguli è r e 
où la mis e à jour doit s'opérer. 
tid Identificateur du uplet qui doit être 
mis à jour. 
dlist: masque indiquant au système quel s sont 
les domaines intéressés dans la mi s e à 
jour. Le degré de dli s t doit toujour s 
être inférieur au degré du u p l e t à met -
tre à jour. 
subtuple : mise à jour du s ous-upl e t. Mê me de -
gré que dlist . 
Opérations effectuées : voir figure n ° 6 . 
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2.6.2.5. 2~~~!~-~~~~• (sous le contrôle du système). 
Nous savons que lorsqu'une relation est créée, le sys-
tème lui associe une RES (relation d 1 état des scans) vide. 
Cette commande a pour but d'insérer des uplets dans la RES. 
CS <Rid, dlist 1, dlist 2> -.::Sid, ctid.'.) 
Entrées : rid identificateur de la relation à la-
Sorties 
quelle se rapporte le scan. 
dlist 1 : indique au système les domaines qui 
intéressent l'utilisateur. dlist 1 
possède le même degré que la relation. 
dlist 2 son but est de donner un masque des 
domaines sur lesquels sera appliquée 
une recherche filtrée. dlist 2 possè-
de également le même degré que lare-
lation. 
sid : identificateur du scan qui vient d'être 
créé. 
otid identificateur du uplet de contrôle de 
la relation à laquelle se rapporte le 
scan. 
Opérations effectuées : voir figure n° 7. 
2.6.2.6. SET SCAN. 
Entrées : sid 
Sc <Sid, tid, subtuple~ 
Identificateur du scan qui doit être uti-
lisé. Cet identificateur aura au préala-
ble été fourni par une commande CS. 
tid Identificateur d'un uplet de la relation 
à scanner. En particulier, il peut @tre 
le uplet de contrôle. La recherche com-
mencera à partir du uplet qui suit sé-
quenti e l l emen t l e uple t identifié par tid. 
Si tid R uplet de contrôle, la recherche 
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débute au premier uplet effectif de la 
relation. 
subtuple : Le degré de ce sous-uplet doit être 
le même que celui de la dlist 2 de la 
commande CS associée. Ce sous-uplet est 
un vecteur contenant les valeurs effecti-
ves des filtres qui vont être la base de 
la recherche filtrée. - Le principe de la 
recherche filtrée est détaillé au para-
graphe consacré à la recherche NS. 
Opérations effectuées : voir figure n° 8. 
Principe de la recherche filtrée : nous savons que les 
valeurs de filtres se trouvent dans les domaines (n + 2) à 
(2 n + 1) du scan. Nous savons aussi : 
- que la liste des domaines que 1 1utilisateur désire re-
cevoir est contenue dans les domaines 2 à n + 1 du 
scan. 
- que l'identificateur du uplet à partir duquel va démar-
rer la recherche est celui qui suit séquentiellement 
1 1 uplet identifié pa r le premier domaine du scan. La 
recherche filtr é e se déroule selon le schéma de la fi-
gure no 9. Elle s 'arrête dans deux cas . . 
1) Elle est arrivée en fin de relation. 
2) Elle a trouvé un uplet qui satisfait aux fil-
tres. 
Format du next soan NS <Sid tid, subtuple.> <.CC'> 
Avant de p ouvoir effectuer cette commande, il faut au 
préalable avoir effectué u ne commande CS et une commande 
SC relatives au même soan . 




Identificateur du uplet qui a satisfait lare-
cherche. 
Subtuple: Sous-uplet de tid. Ce sous-uplet 
n'est défini que sur les domaines appa-
raissant dans le masque dlist 1 de la 
commande CS. 
Opérati ons effectuées : voir figure n° 10. 
••========= 
Afin de rendre plus explicite et plus compréhensive cette no-
tion de scan; nous l'illustrons par un exemple. 






























0 0 0 
RES associée d'identificateur 7. 
0 0 0 
lielation régulière n° 3 relative par exemple à des com-
mandes fournisseurs. Elle comporte les domaines suivants: 
n° du fournisseur, échéance de la facture, type des pro-
duits commandés, type de livraison. 
Commandes: CS <=3, (1,3), 2> 
Après_ 
sa. 
où Rid = 3 dlist 1 .. (1,3) dli s t 2 = 2 
La relation régulière reste inchangée. La RES est 
pourvue d~un nouveau uplet : 
70 3 0 0 0 0 1 0 
71 0 l 3 ~ 1 0 
L•utilisateur reçoit 1 1 identificateur du uplet de 
contr8le de la relation (30) et l'identificateur 
du scan qu'il vient de créer (71). 
20) ~~~~~~~~~~~~!-~:~~-~~~~-
30) 
Avant : Nous partons de l' é tat final de la commande de 
création du scan. 
Commande : SS <. 71, 31, 7703 > 
où Sid = 71, tid c 34, subtuple • 7703 
Après: La relation régulière reste inchangée. Le soan 71 
de la RES est mis à jour. 
70 3 0 0 0 0 




NS < 71 > où Sid = 71. 
70 3 0 0 0 1 0 
71 32 1 3 l 1103 l ~~] 
Tandis que la relation régulière reste inchangée. 
L'utilisateur reçoit : 
- identificateur du premier uplet satisfaisant le 
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filtre a 32. 
- valeur des domaines demandés : n° fournisseur 
12; t ype des produits commandés: 1. 
2.6.2.s. DROP SCAN • 
............ --... 
Cette commande permet de mettre fin à un scan. Le "drop 
soan" se situe à la fin d 1 une structure de oe type : 
DS <Sid > <CC> 
Entrée iden t ificateur du scan à supprimer. 
Opérations effectuées : voir figure n° 11. 
2.6.2.9. TUPLE ID FROM SUBTUPLE. (scan sous le contr8le de l 1uti-
---------------------- lisateur). 
Etant donné un sous~uplet et une relation , le système, 
grâce à oette commande, peut fournir à l'utilisateur, 1 1 iden-
tifioateur d'un uplet de la relation dans lequel est cont enu 
le sous-uplet. 
T I F N S <::. Rid, tid 1, dlist, subtuple > <tid 2"> <.cc:::,.. 
Entrées : Rid : identificateur de la relation sur la-
quelle va porter la recherche. 
tid a identificateur du uplet après lequel 
commence la recherche. 
dlist a Masque des domaines devant intervenir 
dans la recherche. dlist a le m~me de-
gré que la relation. 
subtuple : Masque des filtres à appliquer sur 
les domaines contenus dans dlist. Sub-
tuple possède le même degré que lare-
lation. 
Opérations effectuées : voir figure n° 12. 
2.6.3.0. GENERATE INVERSION. 
------------------
Par oette commande, l'utilisateur demande au système de 
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générer et de maintenir une inversion sur un domaine donné 
d'une relation quelconque. Nous convenons qu'il ne peut exis-
ter d'inversions. 
GI <rid, dit):. <isid, ctid::> 
Entrées: Rid : identificateur de la relation concernée. 
Elle est appelée "relation parente". 
did : identificateur du domaine sur lequel 
doit porter l'inversion. 
Sorties : irid: identificateur de la relation inversion. 
Dans le cas où le domaine était déjà in-
versé, auoune nouvelle création n 1 est 
nécessaire et l'identificateur de l'in-
version ~xistante est renvoyé à 1 1 utili-
sateur . 
ctid: identificateur du uplet de contrôle de 
la relation inversion. 
Opérations effectuées I voir figure n° 13. 
REMARQUE: A l'inverse d 1 une relation régulière ou d'une 
classe, la création d 1 une inversion ne orée pas une rela-
tion vide, mais bien la relation complète. Cette inver-
sion peut par la suite ~tre affectée par toute insertion 
de uplets, suppression ou mise à jour de sa relation pa-
rente. Malgré les modifications pouvant intervenir dans 
une inversion, ses uplets sont toujours triés en majeur 
sur le premier domaine et en mineur sur le 2e domaine. 
Permet à l'utilisateur de supprimer l'inversion d'un do-
maine d 1 u ne relation quelconque. 
DI <irid> <cc::;, 
Entrées irid : identificateur de l'inversion à auppri-
mer. 
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Opérations effectuées voir figure n° 14. 
2.6.3.2. MOVE TUPLE. 
----------
Lors de l'insertion d 1 un uplet dans une relation, celui-
ci est toujours placé en queue de la relation. Avec la com-
mande "move tuple 11 , les uplets d 1une relation peuvent être 
réarrangés indépendamment de leur valeur ou de leur identifi-
cateur. 
MV <.rid, tid 1, tid 2;;;,; <cc> 
Entré es rid 
tid 1 
tid 2 
identificateur de la relation. 
identificateur du uplet à changer. 
identificateur du uplet après lequel il 
faut insérer le uplet tid 1. 
Cette commande, comme on le voit dans son format syntaxi-
que, ne s'applique tout au plus qu'à un seul uplet. Pour 
effectuer un tri sur les uplets de la relation, l'utili-
sateur doit au préalable exécuter son tri au moyen du 
langage hôte. Une fois le tri effectué, la place que doit 
occ~per chaque uplet est connue avec exactitude. Il suf-
fit pour trier définitivement la relation, d'utiliser une 
cascade de commande MV. 
Opérations effectuées s voir figure n° 15. 
2 . 6 . 3 . CONCLUSI ON ET COMMENTAIRES. 
1)- D1 une manière formelle, noua pouvons représenter GAMMA - O 
par un ensemble comprenant: 
- de s objets (relations, uplets, articles). 
- des identificateurs. 
- des scans. 





, ______ ,-----# 
Hiérarchie 
Cependant, une base de données est un out il permettant l'ac-
cès aisé des données à de multiples utilisateurs. Sa défini-
tion et son établissement se font avant tout dans la voie de 
cette finalité. Toutefois, lors de 1 1 étude GAMMA - O, seuls 
les aspects concernant un seul utilisateur ont été abordés et 
approfondis. L 1 interfaoe que représente GAMMA -0 ne sera 
pas utilisé comme tel et servira de base à l'étude d'un se-
cond système d'interface GAMMA - 1, destiné à contrôler le 
trafic de plusieurs utilisateurs. 
Les raisons de l'élaboration préalable du système GAMMA - 0 
sont dues au souci de structurer le travail selon deux as-
pects r 
1) D1 une part, étude sémantique de l'interface, c'est 
-à-dire les notions de structures de données, d'i-
dentificateurs et de commandes. 
2) D 1 autre part, extrapolation de GAMMA-0 e n GAl\iMA-1 
g râce à l'étude notamment du contrôle du partage 
des données entre les divers utilisateur s et des 
problèmes d 1 interblocage du système. 
2)- Intégration de GAMMA-0 dans un langage h8te. 
GAMMA-0,grâce à ses commandes ,a ssur e à lui seul l'implémenta-
tion 
et l'exploitation d'une base de données construite selon le 
modèle relationnel de Codd. Il constitue donc l'interface en-
tre 1 1 utilisateur (milieu extérieur) et les données et réali-
se en quelque sorte les entrées - sorties de ces données vers 
la base. 
Le langage hôte, quant à lui, ne peut manipuler directement 
les données de la base. Son but est de rendre plus accessible 
à l'utilisateur plus ou moins occasionnel les données déli-
vrées par GAMMA-0. 
Au cours de ce travail, nous avons volontairement identifié 
les relations de deux façons. En effet, dans le premier cha-
pitre, lors de la définition des relations, nous les avons 
identifiées par des noms bien oonorets et bien suggestifs 
tels que relation 1 EMPLOYE 1 , relation 1 PRODUITS 1 , ••• Cepen-
dant, dans le second chapitre, lors de l'étude de G.AlvrMA-0, 
nous avons été obligés d'identifier les relations par des 
identificateurs attribués par le système et que 1 1 on peut 
considérer comme une numérotation. 
En réalité, il est normal que l'utilisateur nomme lui-m~me 
ses relations et les identifie de façon concrète afin que le 
modèle de ses données soit plus proche encore du monde réel. 
Le langage hôte se charge : 
- d'une part des traitements à effectuer sur les données. 
- d'autre part d 'enregistrer les demandes de l'utilisa-
teur et de lui délivrer les réponses de GAMMA-0, cela 
au terme de n oms concrets affectés par l'utilisateur. 
Il serait intéressant, afin de réaliser cette concrétisation, 
de concevoir un système qui maintiendrait des tables de cor-
respondance entre les identificateurs orientés utilisateurs, 
et les identificateurs orientés GAMMA-0. De plus, ce système 
aurait également pour tâche le stockage et la restitution des 
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identificateurs de uplets, de scans et d'inversions relatifs 




IMPLEMENTATION DE GAMMA - O. 
Jusqu'à présent, nous avons défini le problème sur le plan 
purement logique : définition du modèle de Co dd et de scription de 
l'interface Gamma-0. 
Afin que l'étude du modèle de notre base de données s oit com-
plète, il faut que nous abordions la structure de stockage ou 
implémentation physique. 
Le premier point que nous abordons est l'organisation des fi-
chiers. 
3.1. ORGANISATION ET DEFINITION DES FICHIERS. 
Il s'agit de stocker les éléments de Gamma-0 dans des fi-
chiers appropriés en conservant une assez bonne représentation du 
modèle relationnel et en exploitant au maximum les statistiques 
définies dans ce système. 
Reprenons l'image que nous avions d'une relation normalisée 




G.AMMA-0 impose en plus à cette table deux conditions : 
1) La table comporte un uplet supplémentaire : le uplet de 
contrele (qui n'intervient pas dans la oardinalité). 
2) Les domaines pour le s relations a utres que les rsl~tion s 
classes sont tous de longueur fixe. 
3.1.1. ATTRIBUTION DES IDENTIFICATEURS: 
Dans la base de données, le système doit pouvoir identi-
fier ohaque relation d'une manière unique. Et pour une rela-
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tion d onnée , identif i e r d 1 u ne maniè r e unique ses différents 
uplets. Af in d'exp l oiter un e r elat ion, chaque scan doit éga-
lement pouvoir ê tre r etr ouvé . Cette identificatj_on s ' effectue 
grâc e à un ensemble d 1 identificateurs assignés par le systè-
me à ses objets. En terme d'implémentation, on dira que les 
obj ets de GAMMA-0 s ont soumis à une clé unique. 
Nou s connaissons 4 types de relations : 
1) La relation maitre (unique en s on genre)• 
2) Les r elat ions r éguli è re s . 
3) Les r ela tions classes , 
4) Les relations inversions, 
Cette parti tion dans 1 1 ensemble des relations nous suggère 
une découpe analo gue dans l'ensemble des identificateurs, De 
chaque identificateur de relation, dép endront hiérar chique-
me nt les identificateurs de ses uplets, et des s cans qui lui 
sont associés, Schématiquement, nous avons donc 4 sous-ensem-
bles indépendants les uns des autres 
Master Régu li è res Cl asses Inversions 
!uplets I; 1 se ans 1 
Relat ions . 
Chaque identificateur de relat ion e st représenté par un mot 
(4 bytes) dont la structure est la suivante 
'-,,,-----1 ~----..,.-----~ 
code n° de la relation 
Codes, 
Nou s choisissons un code pour chaque typ e de relation: 
- relation maitre : Code= 1. 
- relation régulière 
- relation classe 




L 1 identifioateur de la relation maître est toujours 1 0 0 1 
étant donné qu 'elle est la seule dont le code peut ~tre égal 
à 1. Grâce au code de la relation, lorsque dans une commande, 
un identificateur de la relation est spécifié, le système 
peut aisément vérifier de quel type de relation il s 'agit . 
ExemEles 
1 1\ ol ol 1 1 relation maître . 
! 2 \ o! 3 16 l 36e relation régulière. 
l 31°1 5 l 1 1 5le relation classe. 
14 1°1 2 13 l 23e 
relation inversion. 
Cette structure dans les identificateurs de relations nous 
impose cependant une limite dans le nombre des relations de 
type 2, 3 et 4. En effet, chaque type ne pourra comprendre 
plus de 999 relations. Nous estimons que pour une base de 
données expérimentale, cette limite est largement suffisante. 
UElets . 
Lors de l'affec t ation des identificateurs de uplets d'une re-
lation, le système ne distingue pas 1 1 uplet de contrôle des 
autres uplets. En général , l 'identificateur d 1 un uplet est 
représenté par la concaténation de 2 mots (ce qui exprime la 
hiérarchie) qui sont d 'une part l'identificateur de la rela-
tion à laquelle il appartient, et d'autre part, le n° du 





Identificateur de la 
relation. 
N° du uplet dans la 
relation. 
~~!:1E~!~~ : 
Dans la relation 
maitre : 






uplet de contrôle 
Ier uplet effectif 
786e uplet de la 88e 
relation régulière. 
38e uplet de la 25e 
relation classe. 
Cette façon de faire nous permet d'insérer jusqu'à 9 .99 8 
uplets dans chaque relation. 
Soans. 
A n'importe quelle relation de la base de données, est 
toujours associée une pseudo-relation, la "relation d 'é-
tat des scans". Cette pseudo-relation contient cependant 
un uplet de contr8le + un ensemble de uplets qui sont les 
scans définis sur la relation associée. Afin d'exprimer 
le lien entre une relation et sa relation d ' état des 
scans, nous partitionnons l'ensemble des relations d 1 état 
de scans , de la même façon que l'ensemble des relations 
lui-même. Chaque identificateur de pseudo-relation est 
représenté par un mot et structuré de la façon suivante 
'----y-/'--------~------' 
code N° de la relation 
Code : RES associée à la relation maître code= 5. 
RES associée aux relations régulières : 
code ... 6. 
RES associée aux relations classes : code= 7. 
RES associée aux relations inversions : 
l 51°1°1 1 1 
l 6 l O 1 ° 13 I 




Identificateur de la RES associée à lare-
lation maitre. 
RES associée à la 3e relation régulière. 
RES associée à la 6e relation classe • 
Quant aux identificateurs de scans, ils sont formés 
de la m~me manière que les uplets dans une relation, 
c'est-à-dire par la concaténation de l'identificateur 
de la RES à laquelle ils appartiennent, et par leur 
n° de soan dans la RES. 
5 0 0 1 0 0 3 2 
7 0 0 8 O O 2 6 
Identificateur du 32e soan défini 
sur la relation ma1tre. 
26e scan défini sur la 8e rela-
tion classe. 
1500e scan défini sur la 39e re-
lation inversion. 
Cette représentation des identificateurs nous permet 
de définir jusqu 1 à 9998 scans sur une même relation. 
3.1.2. PERMANENCE DES IDENTIFICATEURS. 
A chaque création d 1 un des éléments de GAMMA-0, ce dernier 
génère un identificateur qu'il associe à cet élément. On peut 
donc dire qu 1 il existe une relation biunivoque entre 1 1 ensem-
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Les éléments de GAMMA-0, une fois créés, évoluent ensuite 
dynamiquement. Quels comportements possibles pouvons -nou s 
adopter au sujet des identificateurs que le système a générés? 
Lorsqu 1 un des éléments est supprimé, le système a le 
choix entre deux possibilités : 
1) - Supprimer 1 1 identificateur de l'élément en m~me temps 
que l'élément. 
2)- Conserver l'identificateur. 
1)- Cette méthode est l'affectation non permanente. Cette af-
fectation comporte deux aspects 
a) L 1 élément identifiable ayant été supprimé, son identi-
ficateur ne peut plus ~tre affecté à un élément nou-
vellement créé. Il n'existe donc plus pour le système. 
b) L'élément identifiable supprimé, son identificateur 
est rendu disponible et fait partie de l'ensemble des 
identificateurs. Cette procédure doit nécessairement 
se passer au niveau des relations, des uplets et des 
scans. 
Cette affectation nécessite une gestion des identifi-
cateurs, grâce à des vecteurs d'utilisation . Etant 
donné les 4 types de relations, un vecteur d'utilisa-
tion peut ~tre établi par type de relation. Au type 
"maître", n'est pas affecté de vecteur d 'utilisation, 
car la relation "maître" est unique, elle ne peut ja-
mais ~tre s upprimée et son identificateur n'est jamais 
associé qu'à elle-m~me. 
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Nous sommes donc en présence de la situation suivante. 
1 1 1 1 0 0 1 0 1 1 1 0 Relations 
r égulières . 
signifie que l'identi-
ficateur 2001 identifie 
une relation régulière 
'\\ 
signifie que l'identifica-
teur 2008 a été libéré, et 
est pr~t à identifier une 
nouvelle relation régulière 
Lo rs de la création d 1 une relation r égul i ère, le système 
parcourt ce vecteur d'utilisation, en cherchant le Ier 
bit :::: O. Ce bit trouvé, le système lui donne la valeur 1, 
puis il construit l'identificateur à affecter à la relation 
créée. 
Dans ce cas, le nouvel identificateur est égal à 2 0 0 5. 
Comme cette procédure doit se répéter au niveau des 
uplets et au niveau des scans, nous devons également tenir à 
jour pour une relation donnée : 
- un vecteur d'utilisation des identificateurs de uplets. 
- un vecteur d'utilisation des identificateurs de scans. 
Exemple relation n° 3024 
[il o 1 1 j 1 j 11 1 \ 1 \ o 1 ---- --- - -- ----
11 identificateur n ° 131 ol 2\ 4\ ol O Io\ 2 I est libre 
Nous faisons remarquer qu 1 un vecteur d'utilisation des 
identificateurs de uplets et qu 1 un vecteur d'utilisation des 
identificateurs de scans, doivent être aussi associés à la 
relation maître. 
REMARQ,UES : 
1) Le premier aspect de l'affectation permanente est très 
simple. Il suffit de posséder un compteur par type de re-
lation, p our les relation s un com p t eur par r e l a tion p our 
les uplets 
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et un compteur par r e l a tion pour les s can s . 
Cependant, cet aspect n'est applicable que pour une base 
de données qui n'évolue pas, ou trè s peu (signalétique s). 
2) Le second aspect contrairement au premier, s 1 avè re beau-
coup plus lourd. Mais il est applicable à une base de 
données qui évolue assez bien, c'est-à-dire qui comporte 
beaucoup de créations et de suppressions d'éléments. 
Cette technique est l'affectation permanente. Lorsqu'un 
élément d e GAMMA-O est supprimé, s on identificateur est 
réservé et est réaffecté à ce même élément lors de sa re-
création éventuelle. 
Il peut paraitre paradoxal de supprimer puis de recréer 
un m~me élément. Cette façon de faire peut cependant se 
comprendre lors d 1 une modification du n omb r e des doma i nes 
d ' une relat ion . 
3 .2. DEFINITION DES FICHIERS ET DES ARTICLES LOGIQUES. 
Jus qu'à maintenant, nous avons élaboré toute notre t hé orie, 
indépendamment de la manière dont elle peut être prise en charge 
par 1 1 ensemble des mémoires auxiliaires et principale. Afin de 
rendre complète cette analyse de base de d~nnées relationn e lle, 
nous terminerons l'étude de l'implémentation par la léfinition 
des articl e s et des fichiers, et par le détail de la p~ogramma-
tion des commandes de GAMMA-O. Comme les n otions de structure des 
articles dans un fichier, et de mode d'accès à ce fichier sont 
totalement interdépendantes, nous les présenteron s en corréla-
tion. 
3 .2.1. CHOI X DES METH ODES D 1 ACCES. 
Afin de réaliser notre implémentation, nous avons opté 
p ou r les fichi e rs séquentiels indexés. Deux raisons fur en t 
à l'origine de ce c h oix 
a) l a localisation d 1 un article s e fait d'un e façon directe 
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sans que l'utilisateur ni le programmeur n'aient à calcu-
ler son adresse. Ceci est très intéressant dans cette im-
plémentation du modèle relationnel de B.F. CODD car la bi-
univocité entre un uplet et son identificateur doit tou-
jours être vérifiée. 
b) la structure indexée séquentielle s'adapte particulière-
ment bien à des fichiers dont la séquence d ' indicatifs 
présente trop de discontinuité. Encore une f uis, cette 
propriété s'adapte au problème qui nous intéresse. En ef-
fet, lors de la consultation et de l'exploitation de la 
base de données, 1 1 ordre d'apparition des identificateurs 
des relations est tout à fait quelconque. 
3 .2.2. CHOIX DES FICHIERS. 
Reprenons séparément nos quatre types de relations : 
A. La relation maître. 
Constituant en fait le catalogue des relations, elle pos-
sède une sémantique bien spécifique. Cependant, vis-à-vis 
de l'implémentation, nous la considérons comme une rela-
tion ordinaire. C1 est-à-dire que nous la stockons dans un 
fichier indexé séquentiel dont les enregistrements sont 
de longueur fixe et dont la clé est formée par la concaté-
nation de 1 1 identificateur de la relation et l'identifi-
cateur du uplet. 
B. Les relations régulières. 
La plupart des données disponibles dans les fichiers ordi-
nair e s d 1 une entreprise peuvent se retrouver dans des re-
lations ré gulières de la base de données. 
Chacune de ces relations est représentée par un tableau à 
N colonnes (degré) et M lignes (cardinalité). 
N est fixé par le créateur de la relation, tandis que 
M évolue au fur et à mesure des mises à jour. 
Au point de vue implémentation, nous avons retenu la solu-
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tian suivante : 
Nous créons un fichier destiné à contenir l'ensemble des 
relations régulières. Ce fichier possède des enregistre-
ments de longueurs variables étant donné que les relations 
sont de degrés différents. 
Sa clé d'accès -est formée de l'identificateur de la rela-
tion suivi de l'identificateur du uplet. 
Au fond, oe fichier n'est autre qu'un ensemble de fi-
chiers. 
Cette façon de faire nous permet des suppressions et cré-
atiom dynamiques de relations. 
C. Les relations olasses. 
Comme pour les relations régulières, nous créons un fi-
chier qui contient toutes les relations classes de la ba-
se de données. Ce fichier aura également des enregistre-
ments de longueur variable. 
Clé= identif. relation+ id. uplet. 
D. Les relations inversions. 
On ouvre un fichier global qui contient toutes les rela-
tions inversions de la base de données. Contrairement aux 
fichiers des relations régulières et des relations clas-
ses oe dernier fichier est constitué d'enregistrements de 
longueur fixe. En effet, les inversions sont toutes de 
degré 2. 
Clé~ identif.relation + id. uplet. 
E. Les relations d'état des soans. 
Par type de relation, nous créons un fichier où sont 
stockées les relations d'état des soans. Nous avons donc 
4 fichiers. A part celui associé à la relation maître, 
ils reflètent chacun l'état de l'utilisation de leurs fi-
chiers correspondants. 
Clé R identif.relation + identif scan, 
3,3, PROGRAMMATION DES COMMANDES DE GAMMA-0. 
Afin de compléter cette implémentation, il nous reste main-
tenant à présenter la programmation des commandes de GAMMA-0. 
3.3.1. MODULES PRIMAIRES, 
a) Création d'une relation: CR (voir figure n° 16). 
b) Suppression d 1 une relation: DR (voir figure n° 17), 
c) Insertion d 1 un uplet: IT (voir figure n° 18). 
d) Suppression d'un uplet: DT (voir figure n° 19). 
e) Mise à jour d'un sous-uplet: US (voir figure n° 20). 
f) Création d'un scan: CS (voir fi gure n° 21). 
g) Etablissement d 1 un scan: SS (voir figure n° 22). 
h) Recherche filtrée (scan suivant) NS (voir figure n° 23). 
i) Suppression d 1 un scan: DS (voir figure n° 24), 
j) Recherche de l'identificateur d'un uplet : TIFNS (voir fi-
gure n ° 25). 
k) Génération d'une inversion: GI (voir figure n° 26). 
1) Suppression d'une inver sion : DI (voir figure n° 27), 
m) Déplacement d'un uplet : MT 
Cette commande nous pose quelques problèmes. En effet, 
elle permet de modifier l'ordre d'apparition séquenti el~ e de s 
uplets d 1 une relation donnée. Cependant, notre méthode d ' af -
fectation des identificateurs de uplets représente une fonc-
tion oroissante. C1 est-à-dire que si dans une mêm e re l ati on, 
un uplet A est créé avant un uplet B, l'identificat eur de A 
est inférieur à l'identificateur de B. 
Comme nous avons choisi une structure d'accès indexée-sé quen-
cs th 1:-oni"' a,r,d e 
tielle, Vii •est pas possible à réaliser • . Une gestion de l a r e-
lation au moyen de chainages résoudrait ce problème, mais 
par la m~me occasion, rendrait impraticables c ertaines autre s 
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commandes plus importantes quant à la maintenanc e de la base 
de données. 
Si toutefois un certain ordre devait être respecté dans 
l'apparition des uplets, 1 1 utilisateur devrait être capable 
de mettre un critère en évidence et de créer une inversion 
qui pourrait résoudre parti e llement le rangement désiré. 
3.3.2. MODULES SECONDAIRES. 
Dans notre implémentation, il est à distinguer deux caté-
gories de modules à appliquer aux données. 
D1 une part, les commandes directement représentatives de 
l'exploitation de la base de données (création, suppression). 
D'autre part, les modules d 1 aocès ou module de servitude 
dont le but est de rendre le plus linéaire possible les sé-
quenoes d 1 opérations dont sont constitués les modules prin-
cipaux. 
Avant de terminer oe chapitre, nous nous proposons d'ex-
poser brièvement quelques uns de ces modules secondaires. 
a) Existence d'une relation: 
~~-------------------~--
Le fait de rechercher l'existence d'une relation dans la 
base de données consiste en le balayage de la colonne n°7 
de la relation maitre. Si l'identificateur de la relation 
cherchée figure effectivement dans la relation maitre, la 
description de la relation concernée est bien cataloguée 
et cette dernière existe dans la base de données. 
b) Recherche filtrée : 
~-~--------------
Le concept de recherche filtrée dans un 'fichier réside e s -
sentiellement en la lecture séquentielle de ce fichier et 




Lors de la recherche de l'existence d'un uplet ou d'un 
scan, il suffira d'accéder à ce uplet ou à ce scan. 
D'une manière générale, nous utilisons un module p our 





Un exemple d' u tilisa tion. 
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4 .1. POURQUOI PROTEGER LES DONNEES ? 
Protéger les données en informatique signifie éviter les 
conséquences de manipulations intempestives dans le système d'in-
formations. 
Ces manipulations peuvent en fait être ~ 
- soit dos e rreurs d 'entrées , s ort i es de fichi er, avec destruct ion 
des données. 
- soit des indiscrétions de la part des utilisateurs. 
- soit des erreurs de logiques dans des programmes. 
4 .1.1. DEFINITION PAR RAPPORT A UN CONTEXTE DE BASE DE DONNEES. 
Dans une base de données, (de part son caract è re commun) 
le problème de la protection des informations est essentiel . 
En général, un système de base de données offre le moyen de 
se protéger lui-m~me, contre le milieu extérieur. Cette pro-
tection s'effectue habituellement par l'utilisation de mots 
de passe et de clés ouvrant ou bloquant l'accès aux données. 
De plus ces mots de passe peuvent être organisés en hiérar-
chie et donc s'appliquer à des niveaux différents de données 
de la base. Dans ce contexte 'base de données', la protection 
peut donc se faire jusqu 'à la donnée elle-même. 
Pour en revenir à notre exemple de l'entreprise industrielle, 
oette particularité de la protection de la base de données 
pourrait assurer la structure des flux dans l'entreprise 
tout en ne permettant les manipulations des utilisateurs que 
dans les domaines dont la connaissance leur est nécessaire 
au sein de leurs activités. 
Dans oe travail, deux aspects de la protection vont être en-
visagés 
1~ d'une part : permettre ou interdire sous certaines 
conditions ou contraintes l'accès de la base de don-
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nées à ses divers utilisateurs. 
2- d'autre part, dans la m~me base de données, ne donner 
l'accès aux utilisateurs qu'à des ensembles restreints 
de données (hiérarchisation des utilisateurs et des 
ensembles de données). 
3- une troisième forme de protection appelée 'consistanc e 
• de la base de données n 1 intervient que lorsque les 
données sont soumises à un certain ensemble de con-
traintes d'intégrité. Nous n'aborderons que très briè-
vement ce oas. 
4.1.2. DEFINITION PAR RAPPORT A L 1 INTERFACE GAMMA-0 IMPLEMENTE. 
Si un seul utilisateur peut exploiter la base de données, 
cet utilisateur en est le gestionnaire et il est pratique-
ment inutile de s'attarder aux deux premiers aspects de la 
protection. 
Cependant, si plusieurs utilisateurs désirent se partager la 
base de données, un mécanisme contrôlant leurs accès doit 
être mis au point. 
Dans 1 1 étude de GAMMA-0, nous avons précisé qu 1 il s'agis-
sait d 1 un système conçu uniquement pour les manipulations 
d'un seul utilisateur. C1 est pourquoi, à partir du moment où 
nous désirons aborder les mécanismes de protections, nous 
nous imaginons en présence de GAMMA-1 qui est le niveau di-
rectement supérieur à GAMMA-0 et qui en restreint 1 1utilisa-
tion, grâce à sa gestion des protections de données. 
Nous nous proposons donc dans ce chapitre de développer 
une partie de GAMMA-1 conçu notamment en fonction des méca-
nismes de protection. 
Les primitives de GAMMA-1 régissant la protection s'ex-
priment en terme de primitives et d'objets de GAMMA-O, 
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GAMMA-1 agit donc comme un mécanisme combinant les éléments 
de GAMMA-0 pour en dégager des contraintes qui se répercutent 
dans GAMMA-0 tout en limitant les possibilités de ce dernier 
en partageant la base de données. 
Le système de protection de la base se construit sur 
deux catalogues analogues à la relation maître. 
Ces catalogues ne sont en fait rien d'autre que des rela-
tions comme nous les avons définies dans GAMMA-0. Ces cata-
logues sont cependant uniques et utilisés au niveau de GAMMA-
1. 
A. Catalogue d es utilisateurs : 
~-------------------------
Ce catalogu e reprend en regard de chaque utilisateur 
la liste d e s opérations qu'il peut effectuer dans la 
base de don nées via GAMMA-0. 
Ce catalogu e reprend en détail chaque relation et dé-
crit pour ühaque utilisateur la façon dont elle peut 
~tre exploitée. 
4.1.2.1. Catalogue de s utilisateurs 
Ce catalogue est unique et oréé lors de l'initialisa-
tion de GAMMA-1. Il est de degré 1 et est utilisé pour stoc-
ker les informati ons relatives aux possibilités d'accès des 
utilisateurs aux données de la base. Sa cardinalité évolue 
dynamiquement selon les créations et suppressions de permis-
sions d'accès. 
Structure du catalogue 




masque des primitives permises 
à 1 1 utilisateur. 
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L1 identificateur de l'utilisateur ou mot de passe joue 
le rôle de clé et attribue une partie de la base à 1 1 uti-
lisateur. 
Le uplet effectif contient le masque des primitives que 
l'utilisateur peut employer. Ce masque est de 12 positions, 
chaque position représentant une des primitives que nous 
avons décrites ci-avant dans GAMMA-0. 
1 CR I DR I IT I DT I us \ es I SS I NS I DS TIFNS GI DI 
Lors de l'utilisation du système ce catalogue ne contient 
qu'un seul uplet: le uplet relatif au gestionnaire de la ba-
se de données. 
Son masque d'opérations possibles est toujours 
Avant qu'un utilisateur lance une commande afin d'exploiter 
la base de données, il doit obtenir l'approbation du gestion-
naire. 
Ce dernier rend possible l'opération soit par l'introduction 
dans le catalogue des utilisateurs d'un nouveau uplet, soit 
par la mise à jour d 1 un uplet déjà existant. 
4.1.2.2. Catalogue des mots de passe : 
Ce catalogue est également unique et créé lors de l'ini-
tialisation de GAMMA-1. Il a pour but de détailler par rela-
tion, les possibilités offertes aux utilisateurs. 
Il est de degré 1 et sa oardinalité évolue également en fonc-
tion des créations et des suppressions de possibilités accor-
dées par le gestionnaire. 
Structure du catalogue : 
- Le mot de passe de l'utilisateur suivi de 1 1 identifica-
teur de l a re l ation sert de clé d'accès à ce catalogue. 
- Cha qu e uplet se compose d'une liste des 32 domaines 
possibles d'une relation. Chacune des positions de ce 
masque contient un code indiquant le nombre et le type 
des opérations que 1 1 utilisateur peut appliquer aux 
domaines de la relation. 
Dans l'ensemble des opérations permises à un utilisateur 
d.e u::ir. d'entre elles concernent directement les domaines d'une 
r ~la tion. Il s'agit de US (mise à jour d'un s~us-uplet) 
Codes 
SS, NS (établissement de contraintes 
et/ ou obtention de certains 
domaines). 
- La valeur 1 0 1 dans un domaine signifie que 
rien ne peut ~tre permis sur ce domaine. 
- 1 US permis. 
- 2 SSl (la première partie du SS, ou obtention 
SS 
d 1 une liste de domaines peut être as-
similée au NS). 
3 : SS2 (établissement de contraintes permise) 
- 4 US, SSl, NS. 
- 5 US, SS2. 
- 6 SSl, SS2, NS (ou SS complet+ NS). 
- 7 US, SS, NS. 
1 , ·1 ,2 , 3~ Mécanisme de la protection : 
Af i n d'iden tifi er chaque utilisateur et de définir l'e s-
pa c e de s donn é es qui lui est attribué, le système recon -
. ai t t ou t un en semble de mots de passe. 
Chaque mot de passe d'utilisateur est représenté par un 




n° de l'utilisateur 
Création mises à jour et suppressions de protections. 
-··------1--------------------------------------------
Par définition, le ges tionnaire de la base de données est 
une personne physique ou une équipe, responsable de la ( 
des) base(s) de données de ltentreprise. Ce gestionnaire 
assure donc la maintenance, l'enregistrement et la ges-
tion des données vis-à-vis de leur partage entre leurs di-
vers utilisateurs. 
Il est dès lors bien évident que le gestionnaire puisse 
manipuler les ou tils de gestion de la base de données, 
c 1 est-à-dire, entre autres, accéder aux trois catalogues 
(relations, mots de passe, utilisateurs). 
Nous savons déjà que le gestionnaire a le pouvoir d'utili-
ser toutes les opératio~s de GAMMA-0, ce qui revient à di-
re que son uplet dans le catalogue des utilisateurs possè-
de des 1 1 1 dans chaque position de son masque. 
Quant au catalogue des mots de passe : contrairement aux 
autres utilisateurs, il y est mentionné que le ges tion-
naire peut avoir accès aux deux catalogues relatifs à la 
protection des données. 
Ces possibilités permettent au gestionnaire une protection 
dynamique de la base de données que nous détaillons ci-
après : 
1.- Qrfa!iQn_d~u~ ~tilis~t~uE: 
La création d 1 un utilisateur dans le catalogue des 
utilisateurs, se fait par une opération spéciale : 
CRU (create user) qui est implémentée par GAMMA-0. 
Cette opération à la forme suivante : 
05. 
CRU<mot de passe:;:., <Paramètres> 
De manière plus précise, le catalogue des utilisa-
teurs exige donc deux choses : 
(1) la spécification d 1 un mot de passe. 
(2) une liste de paramètres. Cette liste est rédigée 
sous forme de masque et n'est rien d'autre que 
1 1 image d 1 un uplet du catalogue des utilisateurs, 
c'est-à-dire la liste des opérations permises à 
l'utilisateur que l'on crée. 
Cette opération CRU permet, si une opération est indi-
quée, de positionner l'indicateur correspondant dans le 
uplet à créer. 
Nous pouvons représenter schématiquement l'implémenta-






après analyse de la 
liste des paramètres, 





Nous pouvons aussi imaginer des primitives du m~me genre 
pour la mise à jour et la suppression des mots de passe, 
telles que : 
UPU (update user), <-mot de passe;:,, <.paramètres.>. 
DLU (delete user), <mot de passe>. 
Leurs fonctionnement et implémentation sont analogues à 
ceux de CRU . 
Il est bien évident qu 1 un utilisateur présent unique-
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ment dans le catalogue des utilisateurs ne possède 
toujours aucun moyen d'action sur les domaines d'u-
ne relation de la ba se de données. 
Il faut maintenant lui créer ce que nous pouvons ap-
peler des possibilités, dans le catalogue des mots 
de passe. 
L 1 opération qui va permettre cette création est un e 
opération spéciale (CRP (creat e possibility)), dont 
la forme est la suivante 
CRP <mot de passe>, <ident. de la relation con-
cernée:;::,, < masque des domaines;;... 
La création d'un uplet dans le catalogue des mots de 
passe demande donc l es spécifications suivantes: 
- mot de passe de l'utilisat eur . 
- identificat eur de la relation. 
masque des domaines : c'est l'image domaine par do-
maine des opérations possibles sur les domaines de 
la relation. 
Exemple pour une relation de degré 4: 
domaine 
US, SS / NS / NS , SS / SSl ~ '-~ --~-----v---J '--v--1 
1 2 3 4 
ce qui signifie que l'utilisateur peut 
mettre à jour le premier domaine et établir un scan 
sur ce même domain e . 
- lancer une op é ration de scan suivant pour le deu-
xième domaine. 
s can suivant e t établissement d 1 un scan sont per-
mis sur le troisi ème doma i ne . 
le quatri ème d omaine peu t fi gurer dans l e filtre 
d'établissement d'un s can. 
Nous pouvon s r eprésenter schématiquement son implé-
mentation d e la façon suivante 
., 
constituer et 








Des primitives de mise à jour ou de suppressions dans 
oe m~me catalogue seraient les suivantes : 
UPP (update possibility) <mot de passe.>, 
-.::. identif • relation>, <-masque> 
DLP ( delete possibili ty) <. mot de passe> 
Nous avons vu que la syntaxe des primitives du systè-
me GAMMA-O a la forme suivante : 
OP, < paramètres d 1 entrées> <paramètres de sorties> 
Dans le système GAMMA-1 soumis au système de protec-
tion, nous pouv ons donc concevoir que l'opération 
mentionne le mot de passe de l'utilisateur et prenne 
la form e : 
OP, < mot de passe>, < paramètres d'entrée > , 
-.::. paramètres d e sortie .>. 
d ) Dé r ou leme n t d 1 u.e opéra tion ~ 
-~ - ..... _.._ -.... ---- --- .... -· -_, ----- ..,. .. ., 
1 . De -and e d' exécu tion d 'une opération de la part 
d!un u t~l~sa tcur. 
2 . Gr~ c e au mot de passe de 1 1 utilisateur a ccès au ca -
t a logue des u tili sa teurs . 
88. 
3. La position du masque correspondant au t y !,e d e 1' opé -
ration est-elle positionnée ? 
4. Si la position est à o, l'opération est refusée. 
5. Si la position est à 1 et si l'opération est du ty-
pe US, NS, ou SS, en utilisant l'identificateur de 
la relation et le mot de passe de l'utilisateur, 
aocès au catalogue des mots de passe. 
6. Comparaison des dumaines avec l'opération désirée. 
REMARQUE: 
Si concordance, acceptation et exécution de la com-
mande (à ce moment, nous rentrons dans le circuit 
normal GAMMA-0). 
Si non concordance, refus de la commande. 
Il est évident que si un utilisateur crée une relationtlest 
en soit le propriétaire. Toute création d'une relation en-
traine donc automatiquement l'insertion d 1 un uplet dans le 
catalogue des mots de passe. Ce uplet prend la valeur 1 71 
pour chaque position de son masque. 
La suppression d'une relation entraine la suppression de 
tous ses uplets descriptifs dans ~e même catalogue. 
- La création d'une relation entraine la création d'un uplet 
du catalogue des mots de passe, relatif au ges tionnaire. 
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4 .2.1. CONSISTANCE DANS LA BASE DE DONNEES. 
Comme nous l'avons annoncé, nous nous bornons à présenter 
un aperçu très succin sur la consistance dans la b as e de 
données relationnelle. 
En plus des protections associées à l'exploitation de la 
base de données , il existe tout un ensemble de rè g les d e co-
hérence régissant les différentes associations de données . 
Ces règles contrClent les données au point de vue de leur 
contenu sémantique. Elles sont donc représenté es par des con -
traintes d'intégrité sur les réalisations et les occucynces 
de ces données. 
Nous pouvons donc considérer ces contraintes comme étant 
un ensemble de restriction s dues à la nature même de la base 
de données, permettant d 'as surer au système tout e sa cohé r en-
ce. 
Tout comme pour le problème des protection s , il est pos -
sible d'imagine r dans GAMMA-1, un syst è me ma int e na n t la c9n-
sistance de la base de données et s'exprimant en terme de 
relations. 
Ce mécanisme s 1 appuier~t tout comme le mécanisme de pro-
tection, sur un ensemble de catalogues possédant des fonc-
tions bien particulières. 
Nous pourrions distinguer par exemple : 
A des catalogues de fourchettes de valeurs, interdisant à l a 
donnée de se situer en dehors de ses limites. 
A des c atalogues sous forme de t ab les de décision exprimant 
des liaisons entre plusieurs domaines et int e rdisant à une 
donnée d 1 ~tre prise en charge si elle ne vérifie aucune 
des conditions. 
R des catalogues de pointeurs chainant entre elles toutes 
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les occu$nces d'une même donnée, ce qui permettrait de s 
mises à jour en cascades de cette donnée. 
---=-----
CONCLUSION. 
Au terme de ce chapitre, il est bon de conclure en souli-
gnant l'importance des protections et consistance dan s une base 
de données. 
En résumé - le système de protections partage la ba s e de don-
nées en sous-ensembles répartis entre les utilisa-
teurs. 
- le système de consistance, une fois le sous-en-
semble alloué, travaille au niveau de la donnée 
elle-même. 
Protection et consistance sont les facteurs clés pour le dé-
veloppement d'un système sür et assurent à tout instant une base 
de donnée cohérente et reflet de l'entreprise elle-même. 
wuwuuw•==•= 
93. 
CONCLUSION ET PERSPECTIVES D'AVENIR. 
94 . 
Au cours de ce travail, nous avons parcouru différent s as -
pects d'une base de données relationnelle. 
Tout d'abord, nous 1 1 avons située par rapport à une entrepri-
se Pourquoi est-il intéressant de posséder une base de don-
nées et quel y est son véritable rôle? 
Ensuite, nous avons défini les principes de la base de don-
nées relationnelle de CODD. 
Enfin, nous avons étudié l'implémentation de cette base de 
données grâce au SGBD GAMMA et en particulier,grâce à son inter-
face GAMMA-0. 
Volontairement, nous n'avons pas insisté sur la facette pro-
grammation. Notre but n'était pas de développer chaque module en 
détail, mais bien de prouver qu'une application pratique relati ~-
ve à oe travail était réalisable. Il nous est apparu que les 
primitives gérant la base de données sont assez simples et assez 
souples à p rogrammer dans un contexte de programmation modulaire. 
Pour terminer, nous avons développé un exemple d'application 
relatif au problème des protections dans GAMMA-1. Nous pouvons 
en déduire que les primitives que nous avons définies peuven t 
finalement s 1 implémenter en termes de relations et de primitives 
de GAMMA-0. Par extension, il en serait de m~me pour tous les 
autres niveaux. 
Une dernière partie aurait été très intéressante à dévelop-
per sous forme de discussion dans ce travail : Les répercu ssions 
et modifications qu'apporte une telle base de données dans l'en-
treprise. 
Cependant le manque de p ossibilités ne nous a pas permi s de d éga-
gerces conséquences pratiques. Nous pensons que 1 1 expé -
rience que nous acquerrons au cours de notre vie professionnelle, 
pourra nous guider dans cette voie et nous faire appliquer avec 
succès les théories que nous avons développées ci-avant. 
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Génération des identif 
du uplet de contôle 
et du premier uplet 
l 
Garnissage du uplet de 
contr8le avec la valeur 
'0' 
1 





du premier uplet. 
Fig. 2 
( Erreur ) ~-N-~ 
( Erreur) N 
( )< N Erreur 
<Mas=que 
10007· 
Générer un identif pour 
la relation et un pour 
le uplet de contrôle. 
Créer un uplet de des-
cription dans la rela-
tion maître. 
Générer un identif pour 
ce uplet 
Créer la RES 
0 
Sortir identif de la 
relation et du uplet de 
contrôle 
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N ( Erreur ) 
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Figure 3 
On conviendra 
qu'il ne peut 
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la relation maitre 
Supprimer la RES 





>N:.:.._ _ ______________ ~ ( Erreur ) 
>-N ________________ __,( Erreur ) 




Insérer le uplet 
dans la relation 






>_N ____________ _..,,.( Erreur ) 
~~N------------~(Erreur) 
Supprimer le uplet 
dans la relation 
N 













Mettre à jour le 
uplet 
N 








~ur dlist l'--->N;.;.._ __________ ~ • (Erreur) 
dlist 2 * ~ 
'--./ 
0 
Générer un identif. 
pour le scan 
,------------------, ----- D LIST J D LIST 2 





,, __ _, ----- ----''------. 
0 1 r1 
Figure 8 
Revient à vérifier si 
une création de scan 














DLIST 1 DLIST 2 
,,---''---, ,---A--, 
\ TID 1 1 3E 1 3 1 1 1 2 1 x 1 
! 1Î" ! 
1 3C 25 1 I !1 
Figure 9 
DLIST 1 = {n1,D2, ••• Dn\ 
DLIST 2 ={F1,F2, •.. Fn\ 
UPLET ={I1, .... Inf 
V i , si }, i = * , 
l e test n'est pas ef-
fectué, on passe di-
rectement à Fi+ 1• 
F1 =*signifie que 
l e domaine n'est pas 





dans le premier 









sortir la valeur 
contenue 
Le uplet satis-
fait. Sortir son 
identificateur 
Mettre ce IDT 
dans le premier d~ 
maine du scan 
Figure 10 
RF recherche filtrée 
Figure 11 
105. 





Supprimer le scan 
de la RES 
Figure 12 
Analogue à l a r echer-
che filtré e 
où SOUS- UPLET 
~ {F1 , F2 ••· Fn} 
UPLET = {I 1 , ., InJ 
n = degré de lare-
lation. 
Dans le cas où Fi= 
*, le test n'est 
pas effectué. 




""'.>-'.N::.:..... _________ __,,, ( Erreur ) 






>,.:N.;._ _________ ___.:,,~c Erreur ) 
..,,_N __________ _;,,,, (Erreur ) 





Uplet suiva nt 
Sortir l'ident. 
du uplet = IDT2 
Figure 13 
'>---=N!.---------------------~( Erreur ) 




degré ~~~}~>-N----------- ------------+~(Erreur) 
relation 
0 
Créer le uplet 
de contrôle de 
degré 2 
Trier les vateurs de 
IDD et former les 
uplets de l'invers. 
Générer l 1 identif. 
de l'inversion et 
de ses uplets 
Créer un uplet 
descriptif dans la 
relatio n ma itre 
Générer 1 1 iden-
tifica teur de ce 
uplet 
Sortir 1 1 ident. 
de l'inversion 
et de son uplet 
de contrôle 





Supprimer son uplet 
descriptif dans la 
relation maitre 
f 





< ,/- >N )(Erreur) inversion y 
IDT 1~ N _ 
,/ uplet, ~~(Erreur) 
contrôle 
Transférer 




LISTE DES MODULES PROGRAMMES 
====•-----------------------
GAMMA-0: Il détermine l'appel d'un des modules 
principaux, en fonction de la commande reçue. 
MODULES PRI NC IPAUX: 













Création d 1 une relation régulière 
ou classe . 
Suppression d 1 une relation régu-
lière ou classe. 
Insertion d'un uplet dans une re-
lation régulière ou classe . 
Suppression d'un uplet dans une 
relation régulière ou classe. 
Mise à jour d 1 un sous-uplet dans 
une relation régulière ou classe. 
Création d'un scan. 
Etablissement d'un scan. 
Scan suivant . 
Suppression d'un scan. 
Génération d'une inversion. 
Suppression d'une inversion. 
110. 
MODULES SECONDAIRES. 
I . - MANIPULATION DE FICHIERS. 










Manipulation du master• 
Manipulation de relations régu-
lières. 
Manipulation de relations classes. 
Mani pulation d'inversions. 
Manipulation de la relation 
d'état de scan du master. 
Manipulation de relation d'état 
de scande relations régu-
lières. 
Manipulation de relation d'état 
de scande relations classes. 
Manipulation de relation d'état 
de scan d'inversions. 
II . - MODULES DE RECHERCHE . 
Nom du module Fonction 
EXREL Recherche de l'existence d 1 une 
relation. 
EXINV Recherche de l'existence d 1 inver-
sions pour relations régulières 
RF Recherche filtrée pour relations 














raissant dans le 




MANCL ) ecriture 
du 
/.,__u_p_l_e_t __ d_e_c_o_n_t_r_o_1_e _ _J 
~r-----------. 
MANMAS : écriture 
de la 
descri p tion 
/ dans mast e r 




du uplet de contrô-
le de la relation 
d'état des scans 




FIGURE N° 17. 
=-=•w•-••u== 
DREL 
1 ~ EXREL . exi s t ence . 





EXINV existence . ~, . d'inversions sur 
-
MANMAS 




MANREG ) suppression 





~ MANSSRR . 
MANSSRC)suppression 
de la relation d'étai 
des scans dans le fi~ 




de la description de 








1 13 . 
F IGURE N° 1 8 , 
--=-----=--= 
~ r------
EXREL: exi s t ence 
de l a r e l a ti on où v a ______ ._:-
1 
.... ---- - ~ êtr e i nsé r é un ~ MANMAS 
-
✓-----u_p_l_e_t ____ _J 
~ r------
RF : r e che rche de 
l'exi s t ence d 'une 
même cl é prima ire 
...... 
/ dans l a r e l at ion 
--~ ..___ _ __J 






MANCL ) écri t ur e 
du u p l e t da n s l a r e -
/ l at ion ✓ '-----1 
,------
D TS TU J 
114. 
FIGURE N° 19 
-=---------=-
[ DELTUP 1 
~ 
EXREL : ex i stence 
de l a r e l at ion où 

















EXREL . exis t ence . 
de la r e l a tion MANMA S 
/ conc ernée 
MAJST 1~ 
MANREG . mi se à . 
jour dans la rela-
/ tion 
I · MAJST l 
~ 
EXI NV . existence . 
d 'inve r sion p our l a MANMAS 




MAJNV mi se à 
jour des 
/ inver s ions 
MAJST 
1 




__ C_R_S_C_A _____ I / 
EXREL : existence 
de l a r e lation 
c0ncernée 
MANSSRM l MANSSRR , . 
MANSSRC ecriture 
MANSSRI 






FIGURE N° 22 
wza=awu=•=•= 
ETSCA ] 
~ EXREL : existence 





MANSSRM I MANSSRR 
mi se à MANSSRC 
MAN SSRI 
jour du s can 

















FIGURE N° 23 
-----'=-==---
EXREL . ex i stence . 
de la r elati on 
concernée 




RF : r e cherche du 
uplet 
sa ti sfai san t 
l e filtre 
MANSSRR mise à MANSSRM l 
MANSSRC jour du 
MANSSRI scan au 
moy en de 1 1 identif 
/ ..._d_u_s_c_a_n_t_r_o_u_v_e_' _• ----1 
11 8 . 
MANMAS 
--




MANSSRM! MANSSRR suppressior 
MANSSRC du scan 
MANSSRI 




~ EXREL . existence . 
de la relation 
concernée 
]~ GINV 
~ MANREG : le ,:ture de 





~ MANINV . écriture . 
~ de l'inversion 
GINV 
1 
~ MANMAS . écriture . 
de sa description 




FIGURE N° 24 
aw.a..:.awaawwwww 















suppression de sa 
description dans 
le MASTER 
1 20 . 
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