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RESUMO 
 
A demanda crescente de interações midiáticas, permeada pelas constantes inovações 
tecnológicas, apresenta um cenário de crescimento na utilização de aplicativos web-based. 
Esta pesquisa contempla uma visão sobre tais sistemas no campo da educação, mais 
especificamente no ensino de linguagens de programação e marcação. Tais sistemas, 
conforme a abordagem da Engenharia Semiótica para o design de interfaces, são artefatos de 
metacomunicação que permitem aos designers enviarem mensagens aos usuários através da 
interface. Assim, a pesquisa tenta entender como se dá o processo de metacomunicação e 
aprendizagem, o papel do designer na construção das interfaces digitais nesse universo, a 
compreensão dos signos metalinguísticos, estáticos e dinâmicos, as possibilidades nos 
processos de interação midiática nesse tipo de aplicação Web e o que se pode depreender da 
reconstrução da metamensagem entre designer de interface e seus usuários, bem como avaliar 
se tal metamensagem é coerente e atende aos propósitos da aplicação Web aqui analisada. 
Para tanto, esta pesquisa aborda métodos de avaliação da Interação Humano-computador 
(IHC); dentre eles, o Método de Inspeção Semiótica (MIS), que será utilizado como recurso 
metodológico para a avaliação da interface de um sistema Web que se propõe a ensinar 
linguagens de programação e marcação para usuários iniciantes, o Codecademy, com as 
contribuições do framework DECIDE, a construção de persona e a avaliação heurística. 
 
PALAVRAS-CHAVE: Engenharia Semiótica. Interação Humano-computador. 
Metacomunicação. Métodos de Avaliação. Comunicabilidade. MIS. Design de Interfaces. 
 
  
ABSTRACT 
 
The growing demand for media interactions, permeated by constant technological innovation 
presents a growth scenario in the use of web-based applications. This research gives an 
insight into such systems in the field of education, specifically in teaching programming and 
markup languages. Such systems as the approach of Semiotics Engineering to interface 
design, are meta artifacts that allow designers to send messages to users through the interface. 
Thus, the research tries to understand how is the process of meta-communication and 
learning; the role of the designer in building the digital interfaces in this universe; the 
understanding of metalinguistic, static and dynamic signs; possibilities in media interaction 
processes in this type of web application and what follows from a reconstruction of the meta-
message interface between the designer and their users, and to assess whether such meta 
message is consistent and meets the Web application purposes here analyzed. Therefore, this 
research will address methods for assessing Human Computer Interaction (HCI); among 
them, the semiotics Inspection Method (MIS) which will be used as a methodological 
resource for the evaluation of a web interface system that aims to teach programming and 
markup languages for novice users, the Codecademy, with the contributions of DECIDE 
framework, building persona and heuristic evaluation. 
 
KEYWORDS: Semiotic Engineering. Human-computer Interaction. Meta Communication. 
Evaluation Methods. Communicability. SIM. Interface Design. 
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INTRODUÇÃO 
 
 
A crescente demanda na utilização de aplicativos web-based nos dias de hoje 
marca uma era muito prolífera para designers de interface na construção das interfaces 
digitais. Tais interfaces, ricas em iconografias modernas e arrojadas e possibilidades cada vez 
mais interessantes de interação com os usuários, trazem consigo todo um arcabouço de 
aprendizados novos, como também nos remetem aos primeiros sistemas informatizados com 
interfaces gráficas de usuário (GUI), como a Xerox, a Apple e a Microsoft. 
Tais interfaces digitais, cujo processo de criação e análise é estudado pela 
Engenharia Semiótica, trazem um campo vasto a ser explorado, a fim de que melhorias 
constantes possam ser realizadas com vistas aos seus objetivos nos sistemas tecnológicos de 
informação, gestão do conhecimento e educação. Em especial, pela grande dificuldade que se 
vê nos alunos dos cursos técnicos ou superiores (bacharelado ou tecnólogo) no aprendizado de 
certas disciplinas, como Lógica de Programação, é que fica possível perceber a importância 
da utilização de ferramentas web-based que possam contribuir para dirimir tais dificuldades e 
possibilitar um maior engajamento por parte dos mesmos e também de professores. 
No Brasil, a informática se faz presente em algumas salas de aulas, mas é 
principalmente nas casas que os alunos mais usam essa tecnologia. Em casa, os alunos 
navegam na internet e fazem suas pesquisas. Conforme Papert (1985), o computador deixou 
de ser uma mera máquina de escrever sofisticada e tornou-se a principal fonte de informação 
para as pessoas, independentemente da idade. Segundo Ferreira (1998), os professores devem 
ser encorajados e motivados a usarem novas tecnologias de educação em seu plano didático; 
já para os designers de interface, fica o desafio de pensar e repensar a experiência da 
metacomunicação e aprendizagem; de acordo com Preece (2005), a coisa mais importante a 
ser projetada é o modelo conceitual do ponto de vista do usuário, decidindo inicialmente o 
que os usuários farão para conseguir realizar suas tarefas; neste caso, aprender uma linguagem 
de programação. 
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Assim, o problema desta pesquisa é saber que contribuições o processo de 
metacomunicação em aplicativos web-based voltados para o ensino de linguagens de 
programação e marcação pode proporcionar para repensar a experiência do aprendizado. 
Como objetivo geral, esta pesquisa busca compreender a experiência da metacomunicação em 
aplicativos web-based voltados para o ensino de linguagens de programação e marcação, bem 
como estabelecer os padrões semióticos entre o universo do designer e dos usuários do 
sistema através das mensagens enviadas pelo designer aos usuários; verificar qual é o grau de 
entendimento dos usuários acerca das mensagens enviadas pelo designer através da interface 
na execução das lições durante o curso; e verificar o grau de satisfação dos usuários no 
aprendizado das linguagens de programação e marcação estudadas. 
Tal pesquisa é importante pois procura entender em que medida essa experiência 
para o usuário pode permitir uma compreensão maior capaz de trazer benefícios na 
engenharia dos artefatos intelectuais desse viés. Tal compreensão poderá propiciar aos 
designers de interface/desenvolvedores de sistemas web-based a realização de um melhor 
trabalho no planejamento e desenvolvimento desses sistemas, repensando o processo de 
aprendizagem, com o propósito da melhor utilização por parte de seus públicos-alvo e, por 
conseguinte, atingir de maneira mais satisfatória o objetivo primário de aplicações desse tipo. 
Nas próximas seções deste trabalho, será feita uma revisão teórica sobre os 
autores e temas que contribuem para esta pesquisa, trazendo os fundamentos básicos que 
permitirão que esta seja realizada e compreendida. Na primeira seção, serão vistos os 
conceitos e autores por trás da Semiótica, Interação Humano-computador e Engenharia 
Semiótica. A seguir, será abordado o tema sobre os métodos de avaliação da Interação 
Humano-computador, seguido pelos conceitos da Tecnologia da Informação e Educação, 
aplicações web-based para ensino de linguagens de programação e marcação e alguns 
conceitos sobre a construção do conhecimento. Após tal revisão da literatura, será apresentada 
a metodologia de pesquisa, bem como a análise dos resultados obtidos e as considerações 
sobre os mesmos. 
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1. SEMIÓTICA, INTERAÇÃO HUMANO-COMPUTADOR (IHC) E ENGENHARIA 
SEMIÓTICA 
 
 
Para melhor compreender o objeto de estudo desta pesquisa, é importante ver 
alguns conceitos e autores cujo trabalho, ao longo dos anos, permitiu que a área aqui estudada 
tivesse suas bases teóricas sólidas, passíveis de constante estudo, observação e 
aprimoramento. O primeiro desses autores é Charles Sanders Peirce (1839-1914), considerado 
o pai da Semiótica. Nas palavras de Santaella (2007), Peirce foi um gênio polivalente, 
dedicando-se às mais variadas áreas da ciência: matemática, física, astronomia, química, 
linguística, psicologia, história, lógica e filosofia. “A semiótica é a ciência que tem por objeto 
de investigação todas as linguagens possíveis, ou seja, que tem por objetivo o exame dos 
modos de constituição de todo e qualquer fenômeno como fenômeno de produção de 
significação e de sentido.” (SANTAELLA, 1983, p. 13). 
Um dos conceitos principais na obra de Peirce é o conceito de “signo”, esse que 
permeará a presente pesquisa, embasando importantes conceitos da Interação Humano-
computador e também da Engenharia Semiótica. No livro O que é Semiótica, de Lúcia 
Santaella (1983), a autora traz o seguinte conceito de Peirce, explicando o signo: 
 
Um signo intenta representar, em parte pelo menos, um objeto que é, 
portanto, num certo sentido, a causa ou determinante do signo, mesmo 
se o signo representar seu objeto falsamente. Mas dizer que ele 
representa seu objeto implica que ele afete uma mente, de tal modo 
que, de certa maneira, determine naquela mente algo que é 
mediatamente devido ao objeto. Essa determinação da qual a causa 
imediata ou determinante é o signo, e da qual a causa mediata é o 
objeto, pode ser chamada o Interpretante. (SANTAELLA, 1983,  
p. 58). 
 
Assim, outra forma de definir ou conceituar o signo é pensar nele como sendo 
“uma coisa que representa uma outra coisa: seu objeto. Ele só pode funcionar como signo se 
carregar esse poder de representar, substituir uma outra coisa diferente dele” (SANTAELLA, 
1983, p. 58). Nesse viés, adentrando a área de Interação Humano-computador e Engenharia 
Semiótica, esta pesquisa terá o signo como guia para compreender questões intrínsecas em 
cada área e como tais questões afetam o presente objeto de pesquisa. Isso porque interfaces de 
usuário de artefatos intelectuais, sejam eles na tela do computador, smartphones ou tablets, 
estão repletos de signos e representações diversas que contribuem de maneira significativa 
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para a interação entre os usuários e os sistemas ali representados, cada um com suas tarefas a 
serem realizadas. 
Falando em IHC, esta pesquisa tomará, inicialmente, o conceito mais simples 
sobre a Interação Humano-computador, que é o estudo da interação entre pessoas e 
computadores. É uma disciplina interdisciplinar que relaciona a ciência da computação, artes, 
design, ergonomia, psicologia, sociologia, semiótica, linguística e áreas afins. A interação 
entre humanos e máquinas acontece através da interface do utilizador, formada por software e 
hardware. A área de IHC começou com Donald Norman, psicólogo cognitivista que trabalhou 
o conceito de usabilidade. Para Norman (1998), o sistema ideal “enterra” a tecnologia, de 
forma a permitir que o usuário nem perceba sua existência, tendo como objetivo o aumento da 
produtividade, do poder e da satisfação do usuário. O autor ainda afirma que as pessoas 
devem aprender a tarefa, não a tecnologia, e que devem ser seguidos três axiomas para o 
design: simplicidade, versatilidade e capacidade de ser agradável. 
Nesse âmbito, a performance humana no uso de computadores e de sistemas de 
informação é uma área de pesquisa em constante crescimento que expandiu muito nas últimas 
décadas. A área recebe contribuições das áreas de Psicologia Experimental, Psicologia 
Educacional, Design Instrucional, Design Gráfico, Ergonomia, Antropologia e Sociologia. 
(ROCHA; BARANAUSKAS, 2003). Muitas contribuições à área vieram de autores como 
Jakob Nielsen (1994), que, dentre outras coisas, definiu os cinco componentes de suas metas 
de usabilidade: facilidade de aprendizado, eficiência, memória, prevenção de erros e 
satisfação. Nielsen também escreveu diversos outros livros com contribuições de outros 
autores como Hoa Loranger e acabaram por ser um marco histórico no pensamento sobre 
Usabilidade na Web. 
Nesse cenário, surge a Engenharia Semiótica como uma abordagem para o design 
de linguagens de interface (DE SOUZA, 1993). Tornou-se uma teoria de IHC (DE SOUZA, 
2005), gradativamente, pois a partir do processo de design proposto, novas formulações e 
considerações tornaram-se necessárias.  Para Bim (2009), à medida que o objeto de estudo foi 
sendo claramente definido como os fenômenos da Interação Humano-computador segundo 
uma perspectiva comunicativa, a Engenharia Semiótica foi, então, definindo e articulando 
conceitos que permitissem a investigação desse objeto de estudo, além de ir construindo 
métodos que viabilizassem essa investigação. A autora também salienta que a Engenharia 
Semiótica é uma teoria em evolução e que as pesquisas iniciais tinham como ênfase o 
desenvolvimento de uma teoria científica cujos conceitos e métodos encontrassem aplicação 
no contexto técnico (BIM, 2009). 
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No mesmo diapasão, é importante salientar o conceito de metacomunicação 
presente durante todo este trabalho e que é uma das peças-chave para a compreensão desta 
pesquisa. De acordo com De Souza (2005), a metacomunicação é a comunicação sobre “como 
se comunicar com o sistema” e que se dá através dos próprios diálogos/interações que o 
usuário trava com o que representa os designers/desenvolvedores diante dos usuários, ou seja: 
a interface fazendo o papel de “preposto dos designers” em tempo de interação. Em fins da 
década de 1940, o cientista político Harold Lasswell desenvolveu um modelo comunicativo 
que compreendia o alcance e o efeito das mensagens transmitidas pela mídia (de massa 
naquela época) e pretendia responder às seguintes questões: Quem? Diz o quê? Através de 
que canal? A quem? Com que efeito? Para Lasswell, a comunicação é vista como intencional 
e tem por objetivo um efeito já determinado. Pode-se analisar o esquema abaixo para 
esclarecer melhor o conceito de comunicação e metacomunicação proposto nesta pesquisa: 
 
 
Figura 1 – Diagrama da comunicação 
Fonte: Dados da pesquisa 
 
Neste esquema, o emissor tem uma mensagem pronta que é enviada ao receptor, 
normalmente passivo, e tal mensagem ocorre em sentido unilateral, sem qualquer 
possibilidade de o receptor interagir ou interferir no processo. No que concerne à 
metacomunicação, o conceito de comunicação se amplia, visto que as mensagens enviadas 
pelo designer através da interface e da interação do usuário com esse sistema, respondendo 
aos estímulos que a interface traz para a execução de suas tarefas, acontecem de maneira 
assíncrona, ou seja, designer e usuário não se comunicam no mesmo frame temporal. Ainda 
assim, a comunicação sobre “como se comunicar com o sistema” ocorre através dos vários 
signos/mensagens espalhados pela interface que o usuário esteja utilizando. A 
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metamensagem, neste contexto, é a comunicação que ocorre durante a interação do usuário 
com o sistema. (PRATES; BARBOSA, 2007). Uma paráfrase sobre a metacomunicação e, 
portanto, da metamensagem pode ser apreciada na imagem abaixo: 
 
 
Figura 2 – Visão geral da Engenharia Semiótica 
Fonte: DE OLIVEIRA, 2010, p. 28 
 
Ainda para De Souza (2005), as mensagens são elaboradas e compostas pelos 
designers com vistas aos usuários. A autora afirma que esta é a primeira instância na qual os 
designers de IHC e usuários são colocados juntos sob o mesmo processo comunicativo e que, 
com a finalidade de decodificar e interpretar a mensagem dos designers, os usuários vão 
descobrindo aos poucos todos os significados e sentidos codificados por eles. Nos últimos 
anos, vários trabalhos que exploram o uso da Engenharia Semiótica para a investigação 
científica de IHC foram realizados (LEITÃO; DE SOUZA; BARBOSA, 2007; DE SOUZA; 
LAFFON; LEITÃO, 2008; DE SOUZA; LEITÃO, 2009). Também, em 2007, dois trabalhos 
com enfoque explicitamente didático foram publicados: Prates e Barbosa (2007) abordam a 
Engenharia Semiótica e alguns de seus métodos; e em Sharp, Rogers e Preece, (2007), as 
etapas do Método de Avaliação de Comunicabilidade (MAC) e um detalhado estudo de caso 
da aplicação desse método são apresentados. Mais recentemente, Dias e Prates (2012) 
abordaram a Avaliação de Sistemas pelo Método de Inspeção Semiótica (MIS); Reis e Prates 
(2012) abordou a Avaliação do Método de Inspeção Semiótica; Dias e Prates (2013) 
abordaram o Suporte à Aplicação do Método de Inspeção Semiótica por uma Ferramenta 
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Online; Santos, Barros, Ferreira e Prates (2013) discutem sobre Uma Análise Comparativa 
dos Métodos de Avaliação de Sistemas Colaborativos Fundamentados na Engenharia 
Semiótica. Em 2013, Ramos traz a visão da Elaboração de uma persona para o profissional de 
Análise de Requisitos que pratica UX/UCD/IHC (Experiência do Usuário/Design Centrado no 
Usuário/Interação Humano-computador) baseado em dados estatísticos provenientes de 
pesquisas no contexto brasileiro. 
A figura abaixo demonstra os principais marcos na linha do tempo da evolução 
das teorias de Engenharia Semiótica e IHC. 
 
 
Figura 3 – Evolução da Engenharia Semiótica 
Fonte: BIM, 2009, p. 28. 
 
Agora que uma luz foi lançada sobre os conceitos iniciais desta pesquisa, base 
para o entendimento e a compreensão daquilo que permeia todo este trabalho, pode-se 
avançar nas ideias que se seguem, extensões dos conceitos e princípios acima apresentados. 
Na próxima seção, serão revisados alguns dos métodos de avaliação da Interação Humano-
computador, sua importância para esta área e para a pesquisa em questão. 
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1.1 Métodos de avaliação da Interação Humano-computador 
 
 
Uma vez estabelecidas as bases do signo, de metacomunicação e metamensagem 
dentro do pensamento da Semiótica, Engenharia Semiótica e Interação Humano-computador 
(IHC), torna-se importante também rever e conceituar os métodos e as técnicas utilizados na 
avaliação de IHC, suas características e possibilidades. Dentre eles, podemos citar os métodos 
de inspeção, aqueles realizados por especialistas em IHC ou com experiência em Engenharia 
de Software que percorrem as interfaces em busca de possíveis problemas. O avaliador 
examina uma solução de IHC tentando identificar possíveis problemas que os usuários 
poderão ter ao interagir com o sistema. São experiências potenciais de uso (o avaliador se 
coloca no lugar do usuário) e não envolvem usuários reais. Para colocar-se no lugar do 
usuário, o avaliador pode utilizar a técnica de criação de personas. Persona é uma técnica de 
usabilidade que consiste na criação de perfis e personificação de grupo de usuários, ou seja, 
representa uma caracterização de um personagem que, embora seja fictício, expõe as 
características importantes da população de usuários para a qual se destina o produto 
(ADLIN, 2006). Dentre os métodos de inspeção, pode-se citar Avaliação heurística, Percurso 
Cognitivo e MIS – Método de Inspeção Semiótica. 
As heurísticas são características desejáveis de interação e interface reunidas 
como diretrizes de usabilidade, propostas por Jacob Nielsen. Seu objetivo é avaliar a 
usabilidade de um sistema, e, no processo de inspeção, os avaliadores aprendem sobre os 
procedimentos, selecionam as interfaces a serem inspecionadas, realizam individualmente a 
inspeção seguindo as heurísticas e comparam suas observações, gerando um relatório 
consolidado. Dentre as heurísticas propostas por Nielsen (1994), estão: 
• visibilidade do estado do sistema: manter os usuários informados sobre o que 
está acontecendo por meio de feedback adequado e no tempo certo; 
• correspondência entre o sistema e o mundo real: ter uma linguagem simples, 
natural e lógica, com palavras, expressões e conceitos familiares ao usuário em 
lugar de termos orientados ao sistema; 
• controle e liberdade do usuário: permitir que o usuário faça e desfaça suas 
ações com “saídas de emergência” claramente marcadas; 
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• consistência e padronização: seguir convenções evitando surpresas para os 
usuários. Palavras, ícones, expressões e sequências aprendidas em uma parte 
do sistema devem valer em todo ele; 
• reconhecimento em vez de memorização: tornar objetos, ações, e opções 
visíveis; instruções devem ser visíveis e acessíveis sempre que necessário; 
• flexibilidade e eficiência de uso: servir igualmente a usuários experientes e 
iniciantes com uso de atalhos, aceleradores, customização de ações frequentes; 
• projeto estético e minimalista: não utilizar informações irrelevantes ou 
raramente necessárias; 
• prevenção de erros: evitar que o usuário seja confundido e erre; 
• reconhecimento e recuperação de erros: conter mensagens de erro expressas em 
linguagem simples indicando claramente o problema e sugerindo solução; 
• ajuda e documentação: fornecer informações claras, sucintas e facilmente 
encontradas.  
 
O método de Percurso Cognitivo está alinhado com a teoria da Engenharia 
Cognitiva, segundo a qual a complexidade de uma tarefa é proporcional às dificuldades de 
entendimento, aprendizado e execução de uma atividade (SALGADO; DE SOUZA; BIM, 
2006) e tem como objetivo avaliar a facilidade de aprendizado de um sistema por meio da 
exploração de sua interface. Ele considera a correspondência entre o modelo conceitual dos 
usuários e a imagem do sistema. O avaliador especialista percorre a interface inspecionando 
as ações projetadas para conclusão de cada tarefa, guiado por uma lista de perguntas e 
critérios definidos a priori. Assim, o avaliador identifica perfis de usuários, define tarefas a 
avaliar descreve ações necessárias para realizar cada tarefa e estabelece critérios de 
julgamento; depois o avaliador percorre a interface de acordo com a sequência de tarefas, 
analisando se o usuário a executaria corretamente e relata a ocorrência. Para consolidar os 
resultados, o avaliador identifica o que o usuário precisa saber a priori e o que deve aprender. 
Para cada ação indicada no roteiro, é analisado se o usuário a executaria corretamente. Pode 
ser realizado por um ou mais especialistas que fazem o percurso em conjunto, formulando 
hipótese para os casos em que o usuário teria insucesso na realização da tarefa. Ao final da 
avaliação é gerado um relatório com os problemas encontrados e sugestões de correção. 
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O MIS (Método de Inspeção Semiótica), método fundamentado na Engenharia 
Semiótica, analisa a emissão da metamensagem designer/usuário, identificando os possíveis 
problemas na qualidade da emissão (SANTOS et al., 2013). O método tem por objetivo 
avaliar a comunicabilidade de uma solução de IHC, ou seja, a qualidade da metacomunicação 
(já discutida anteriormente) do designer codificada na interface. “O avaliador examina a 
interface identificando possíveis rupturas de comunicação, ou seja, pontos onde o usuário 
vivencia problemas na interação com o sistema” (SANTOS et al., 2013, p. 219). Ainda para 
Santos et al. (2013), a metamensagem é analisada de forma segmentada pelo tipo de signo, de 
acordo com a classificação proposta pela Engenharia Semiótica: signos estáticos, dinâmicos e 
metalinguísticos. Para Santos et al. (2013), 
 
os signos estáticos são aqueles que representam o estado do sistema e 
podem ser interpretados independentemente das relações causais ou 
temporais. Os signos dinâmicos representam o comportamento do 
sistema, ou seja, estão relacionados aos aspectos temporais e causais 
da interface. Os signos metalinguísticos, por sua vez, são signos que 
se referem a outros signos da interface. (SANTOS et al., 2013,  
p. 219). 
 
Santos et al. (2013) propõem 5 etapas para o MIS, sendo elas: inspeção dos signos 
metalinguísticos, inspeção dos signos estáticos, inspeção dos signos dinâmicos a partir da 
interação com o software, contraste e comparação entre as mensagens identificadas em cada 
uma das inspeções e apreciação da qualidade da metacomunicação. Para os autores, nos 
passos de 1 a 3, o especialista deve reconstruir a metamensagem proposta pelo designer com 
base apenas nos signos daquele tipo e registrar os potenciais problemas encontrados. No passo 
4, o especialista vai verificar a consistência entre as metamensagens percebidas nos passos 
anteriores, analisando se há possibilidade de o usuário atribuir significados diferentes a um 
mesmo objeto (signo), e, no passo 5, o especialista deve gerar um relatório com uma breve 
descrição do método, os signos relevantes, a versão final da metamensagem e a lista dos 
problemas encontrados. 
Com esta perspectiva, será possível avançar um pouco mais nas ideias que 
permeiam este estudo, agora que as bases da Engenharia Semiótica, a Metacomunicação e os 
métodos de avaliação da Interação Humano-computador foram estabelecidas. A seguir, 
aproveitando os conceitos já estabelecidos, serão discutidas algumas ideias sobre a 
Tecnologia da Informação e Educação. 
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1.2 Tecnologia da Informação e Educação 
 
 
Uma vez apresentados os conceitos básicos sobre os quais esta pesquisa trabalha, 
é importante também discutir alguns conceitos sobre as Tecnologias da Informação e 
Educação no contexto das aplicações de ensino de linguagens de programação/marcação web-
based. Um desses conceitos é o de frames tecnológicos, termo que foi introduzido e 
desenvolvido na comunidade de pesquisa em Sistemas de Informação por Orlikowski e Gash 
(1994), com base na pesquisa social cognitiva e na literatura sociológica. Conforme Mussi e 
Zwicker (2012), frames tecnológicos expressam as diferentes interpretações de uma 
tecnologia por diferentes grupos sociais de uma organização. Ainda para os mesmos autores, 
frames tecnológicos são definidos como o conjunto de pressupostos, expectativas e 
conhecimentos sobre a tecnologia, compartilhados e mantidos coletivamente por atores de um 
mesmo grupo social. Na mesma linha de pensamento, os autores apontam que, com relação à 
tecnologia da informação, há diferentes grupos sociais em uma organização – como gestores, 
profissionais de TI, usuários – cujos integrantes tenderão a compartilhar frames tecnológicos 
comuns. Nesta pesquisa, conforme já citado anteriormente, será analisada a perspectiva de 
grupos de alunos sobre os sistemas de ensino de linguagens de programação/marcação web-
based que serão vistos mais adiante. 
Orlikowski e Gash (1994) discutem a ideia de que frames tecnológicos são fatores 
de influência sobre como os atores pensam e tomam atitudes em relação à tecnologia e que, 
por essa razão, o estudo desse assunto permite compreender as interpretações sociais da 
tecnologia, explicando ações e apreendendo significados que poderiam não ser obtidos com 
outras perspectivas teóricas. Estudos anteriores demonstraram que diferenças significativas 
em frames tecnológicos de grupos sociais distintos podem refletir dificuldades em processos 
relacionados à tecnologia (BRANDÃO apud DAVIDSON, 2002; MCGOVERN; HICKS, 
2004; MCLOUGHLIN; BADHAM; COUCHMAN, 2000; PURI, 2006). A pesquisa de 
Orlikowski e Gash (1994), por exemplo, identificou que incongruências (termo utilizado para 
especificar as diferenças na visão dos atores em relação a um dado sistema) em frames 
tecnológicos, principalmente de usuários e profissionais da área tecnológica, conduziram a 
dificuldades e conflitos no desenvolvimento, na implementação e no uso da tecnologia. 
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Neste contexto, é preciso discutir também o processo da Educação, tomando os 
conceitos acima apresentados e considerando as possibilidades no diálogo 
metacomunicacional entre os designers de interface/criadores dos sistemas educacionais que 
ora são apresentados e os usuários dos mesmos. Brandão, citado por Davidson (2007), 
apresenta o conceito de educação pela origem etimológica da palavra que vem do latim 
“educere”, que significa extrair, tirar, desenvolver. Se assim o é, pode-se entender a 
concepção de ação que possibilita o crescimento. Neste aspecto, aquele que conduz este 
processo, apontando um caminho, uma direção, é o educador e o outro, aquele que é guiado, 
torna-se o educando. Nesta visão, a educação é apropriar-se do conhecimento para se 
emancipar, sendo guiado em busca da aprendizagem. 
Tomando novamente os conceitos já apresentados sobre a Engenharia Semiótica e 
o papel dos designers de interface nesse processo, percebe-se aqui a lógica de novas 
possibilidades no ensino de variadas disciplinas; no caso desta pesquisa, o ensino de 
linguagens de programação/marcação. Designers, através das interfaces criadas para esta 
finalidade, e educadores passam a exercer, juntos, um papel significativo de mestres 
conduzindo os alunos de tais disciplinas a um processo de construção e de experimentação, 
cujos elementos mediadores para superar as limitações do paradigma professor-aluno em sala 
de aula passam a ser os elementos sígnicos expressos na interface de usuário. 
Partindo deste pressuposto, a constituição do processo de aquisição de novos 
conhecimentos segue parâmetros que associam a figura do professor e do aluno e concebem a 
aprendizagem não como uma ação individual, mas uma atividade coletiva – designer, 
professor e aluno/turma. Nas palavras de Saviani e Duarte (2010, p. 423), “educação é a 
comunicação entre pessoas livres em graus diferentes de maturação humana, é a promoção do 
homem, de parte a parte, isto é, tanto do educando como do educador”. Conforme o 
pensamento de Aguiar e Passos (2014) no que tange a Educação: 
 
Aprender a conhecer significa que o conhecimento não deve ser 
entendido como algo completo e acabado, conhecer é um processo 
dinâmico e contextualizado, logo é necessário adaptá-lo as demandas 
individuais e coletivas, reinventado o pensamento sem reproduzi-lo, 
buscando o caminho da curiosidade, da descoberta, da autonomia, da 
atenção. (AGUIAR; PASSOS, 2014, p. 7). 
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De acordo com a visão de Delors (2001): 
 
Este tipo de aprendizagem que visa não tanto a aquisição de um 
repertório de saberes codificados, mas antes o domínio dos próprios 
instrumentos do conhecimento pode ser considerado, simultaneamente 
como um meio e como uma finalidade da vida humana. Meio, porque 
se pretende que cada um aprenda a compreender o mundo que o 
rodeia, pelo menos na medida em que isso lhe é necessário para viver 
dignamente, para desenvolver suas capacidades profissionais, para 
comunicar. Finalidade, porque seu fundamento é o prazer de 
compreender, de conhecer, de descobrir. (DELORS, 2001, p. 91). 
 
Pensando nos aplicativos web-based voltados para o ensino de linguagens de 
programação/marcação, pode-se pensar que aprender a fazer através do processo de 
metacomunicação com os designers via interface desenvolvida para esta finalidade 
desenvolve e capacita os alunos a enfrentarem situações novas e diversificadas relativas à 
formação profissional que exige, na maioria das vezes, o trabalho criativo e inovador. Assim, 
nas palavras de Delors (2001): 
 
Aprender a fazer não pode, pois, continuar a ter o significado simples 
de preparar alguém para uma tarefa material bem determinada, para 
fazê-lo participar do fabrico de alguma coisa. Como consequência, as 
aprendizagens devem evoluir e não podem mais ser consideradas 
como simples transmissão de práticas mais ou menos rotineiras, 
embora estas continuem a ter um valor formativo que não é de 
desprezar. (DELORS, 2001, p. 93). 
 
 
Com tal perspectiva sobre a Tecnologia da Informação, frames tecnológicos e o 
processo de aprendizagem via interfaces digitais, levando-se em consideração o percurso 
teórico traçado até aqui desde a apresentação dos conceitos iniciais, como Metacomunicação, 
pode-se avançar para a apresentação do próximo tópico, no qual serão abordadas e discutidas 
as aplicações Web disponíveis para o ensino de linguagens de programação e marcação, 
objeto de estudo deste trabalho. 
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1.3 Aplicações web-based para ensino de linguagens de programação 
 
 
Esta pesquisa pretende estudar, mais especificamente, as aplicações criadas para 
ensinar linguagens de programação e marcação para iniciantes. Dentre as aplicações gratuitas, 
podemos citar o Codecademy <http://www.codecademy.com/pt-BR/>, o Code Avengers 
<http://www.codeavengers.com/>, o Code <http://code.org/learn> e o Code Combat 
<http://codecombat.com/>. Todas elas ensinam diversas linguagens de programação, como 
javascript, jQuery, Ruby, Python e também linguagens de marcação para Web, o HTML 
(Hypertext Markup Language ou linguagem de marcação de hipertexto). 
Nos artefatos em questão, o sistema é feito para seguir uma sequência lógica de 
“passo a passo” em cada linguagem de programação que se propõe a ensinar, seja javascript, 
jQuery, Ruby, PHP, etc. O que ele promove, de fato, é uma intensa interação com o usuário, 
promovendo desafios e vários exercícios com feedback de acertos e erros, promovendo o 
pensamento lógico-crítico, e o usuário, por sua vez, sente-se no controle, desenvolvendo suas 
habilidades no campo da programação, conforme o ritmo a que se propõe. Para Preece (2005) 
há uma relação entre o modelo do design (como o sistema deve trabalhar), a imagem do 
sistema (como realmente trabalha) e o modelo do usuário (como ele entende o trabalho do 
sistema). 
Explorando o sistema, pode-se pensar nas metodologias e nos recursos utilizados 
na engenharia e criação da interface de usuário para tais aplicações ou no papel do designer 
que, conforme aponta Preece (2005), procura relacionar experiências concretas do mundo 
físico com abstrações de alto nível: representações externas, regras, convenções, comunicação 
verbal e não verbal, utilizadas para coordenar as atividades. 
Esta pesquisa adota a perspectiva da Engenharia Semiótica para design de 
interfaces de usuário, na qual sistemas são considerados artefatos de metacomunicação (DE 
SOUZA, 1993). A interface é vista como uma mensagem indireta e unidirecional de designers 
para usuários nesta abordagem. O que precisa ser resolvido são as questões quanto a 
usabilidade, funcionalidade e interatividade. O modelo de usabilidade trata do conhecimento 
que o usuário precisa adquirir para usar melhor o sistema, através daquilo que lhe é indicado 
pelo designer em sua interface; o modelo de funcionalidade representa o que o usuário pode 
fazer e o modelo de interatividade aponta como fazer algo no sistema. (PRATES; LEITE; DE 
SOUZA, 1999). 
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Abaixo, seguem alguns exemplos das telas iniciais no Codecademy e uma breve 
reflexão sobre os signos apresentados em cada uma, signos esses que fazem parte dos 
mecanismos disponíveis aos designers para comunicar aquilo que o sistema faz àqueles que 
estarão frente à tela para o aprendizado. 
 
 
Figura 4 – Tela inicial do Codecademy 
Fonte: CODECADEMY, 2015 
 
 
Figura 5 – Instruções de uso no Codecademy – 1 
Fonte: CODECADEMY, 2015 
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Figura 6 – Instruções de uso, no Codecademy – 2 
Fonte: CODECADEMY, 2015 
 
 
Figura 7 – Instruções de uso, no Codecademy – 3 
Fonte: CODECADEMY, 2015 
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Através desses exemplos de tela, pode-se perceber as mensagens que o designer 
desenvolveu para transmitir ao usuário os conhecimentos necessários para lidar com o 
sistema. As intenções de comunicação do designer e as expressões de interface utilizadas 
(LEITE, 1998) são aí representadas pelos textos, cores, ícones e widgets (componentes de 
uma interface gráfica do usuário – GUI – que podem ser janelas, botões, menus, barras de 
rolagem, etc.) de tela, apontando ao usuário o que este deve fazer e como fazer. No tipo 
específico de aplicação em análise há uma combinação da GUI (Interface Gráfica de Usuário) 
e o prompt de comando, o tipo mais primário de UI (Interface de Usuário).  
A intenção é permitir os recursos aqui em estudo pelas premissas conceituais da 
Engenharia Semiótica já mencionada anteriormente e a possibilidade do usuário interagir com 
o sistema, digitando os comandos na linguagem de programação que ele está tentando 
aprender, vendo seus resultados em tempo real na aplicação da tela do browser. 
Os demais sistemas mencionados acima seguem a mesma lógica, ainda que o 
padrão de telas e sequências possam ser ligeiramente diferentes. As instruções ficam à 
esquerda, o prompt de comando, ao centro e a tela de resultados e feedback, à direita. Tudo 
isso pode ser visto como uma convenção semiótica, na intenção do designer, de deixar a 
leitura fluida na direção em que todos, ou a grande maioria, esteja acostumada a ler e executar 
tarefas dentro de uma interface de usuário. Dentre os sistemas citados, o que mais se distancia 
disso, é o Code Combat, cujo design mais se assemelha ao design de jogos de RPG 
(Roleplaying Games), como os antigos Final Fantasy ou Legend of Zelda. 
Conforme Oliveira e Porrozzi (2009), o processo de ensino não é repasse de 
informação; o aprendizado exige adaptação e reconstrução das informações recebidas no 
âmbito dos conhecimentos já consolidados em um ritmo que varia individualmente. Nesse 
pensamento, os artefatos aqui analisados, além da perspectiva da metacomunicação, ainda 
trazem o desafio do processo de ensino. O modelo de usabilidade empreendido nos sistemas 
em questão, além das mensagens enviadas ao usuário pelo designer, ainda permite que cada 
indivíduo siga em seu próprio ritmo, pois os sistemas gravam a última lição executada. 
Ainda, para Oliveira e Porrozzi (2009), a habilidade de resolver problemas, o 
gerenciamento da informação e a habilidade de investigação devem ser enfatizados como 
estratégias de ensino adaptadas para atender às exigências do profissional formado na era 
digital. Nas palavras de Stahl (1991, p. 5), “O uso dos computadores está obrigado a repensar 
como se realiza a aquisição do conhecimento e a tratar o processo ensino-aprendizagem numa 
abordagem construtiva, na qual os alunos criam, exploram e integram conhecimento.” 
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De acordo com Mattos e Villaça (2012), “toda mídia é percebida como 
interacional, assim como não há comunicação que se isente de um processo simbólico de 
trocas”. Nesse diapasão, percebe-se a importância dessas aplicações e a relevância que 
possuem nas questões propostas sobre metacomunicação, interação e aprendizagem. 
 
 
1.4 A construção do conhecimento 
 
 
Outras questões muito importantes entram no cenário de tais aplicações web-
based, quando o assunto segue das mensagens do designer aos usuários através da interface 
até o processo de ensino: a Construção do Conhecimento. De acordo com Nonaka e Takeuchi 
(1995), a construção do conhecimento é conseguida quando se reconhece o relacionamento 
sinérgico entre o conhecimento tácito e o conhecimento explícito dentro de uma organização, 
e quando são elaborados processos sociais capazes de criar novos conhecimentos por meio da 
conversão do conhecimento tácito em conhecimento explícito. 
Nesse âmbito, considerando que as ferramentas analisadas são também 
ferramentas colaborativas, é possível analisar o processo da Construção do Conhecimento em 
ação e verificar sua eficiência para seus usuários. Com o modelo de conversão de 
conhecimento de Nonaka e Takeuchi (1995), é interessante pesquisar o processo de 
Exteriorização, Combinação, Internalização e Socialização (SECI) através do Code Academy 
e demais com os alunos de programação, que são os usuários da aplicação e ver seu progresso 
em sala de aula, através dos exercícios propostos. Em especial, considerando as possibilidades 
colaborativas das ferramentas em questão, podem ser feitas análises do nível de interação no 
processo de socialização proposto pelos autores citados, verificando-se o nível de 
contribuição individual de quem se adianta nos cursos com os demais usuários. 
Espera-se, com esta pesquisa, incitar a descoberta de como os recursos trazidos 
pelo processo de metacomunicação que envolve as interfaces digitais em aplicações web-
based e suas interações midiáticas podem trazer novas perspectivas na produção de sentidos 
quando o assunto em foco é transmissão e construção de conhecimento, repensando o ensino 
de disciplinas práticas, como Linguagens de Programação/marcação. Para tanto, este trabalho 
aborda, no capítulo a seguir, a metodologia que utiliza para averiguar de que maneira as 
metodologias de Engenharia Semiótica utilizadas em tais aplicações contribuem para diminuir 
as dificuldades e trazer conquistas no âmbito em questão. 
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Com tais reflexões acerca do campo teórico que este trabalho visa discutir e tendo 
passado pelos autores que fundamentam os conceitos e ideias apresentados até então, 
entraremos no capítulo sobre a metodologia a ser empregada para a realização da pesquisa 
que norteia esta dissertação. 
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2. DESIGN DE INTERFACES PARA WEB 
 
 
Conforme Damasceno (2005), não podemos nos referir ao design apenas como a 
tradução literal da palavra “desenho”. Isso se deve ao fato do design envolver uma série de 
estágios, tanto criativos quanto executivos, envolvendo um intenso processo de concepção. 
Aqui, o design é representado e melhor compreendido quando visto como projeto ou uma 
busca de soluções para determinada proposta e suas apresentações mais satisfatórias, tanto no 
aspecto visual quanto na disposição funcional dos elementos trabalhados. Assim, pode-se 
pensar que a maior preocupação de um designer de interface seja a de planejar a organização 
funcional de todo o conteúdo de seu produto de modo facilitar a compreensão da mensagem a 
ser transmitida para o usuário de maneira imediata. Para escopo deste trabalho, compreende-
se aqui também a interface como o artefato intelectual representado pela mídia digital Web, 
em sua função de mediadora entre o usuário e a mensagem que o designer quer transmitir 
através do sistema sendo utilizado, com seu layout, cores, tipografia, botões, ícones e demais 
dispositivos visuais e interativos. Nas próximas seções, tais elementos serão discutidos mais 
particularmente. 
 
 
2.1 Cores 
 
 
Desde a antiguidade, a cor é utilizada como elemento de sinalização. Ela está 
mesclada à cultura de cada sociedade e, como tal, pode adquirir diversos significados. Na 
atualidade, graças aos estudos de gênios como Leonardo Da Vinci, que utilizou grande parte 
de suas obras como objeto de pesquisa das cores e dos efeitos de iluminação, designers de 
todos os tipos têm um grande repertório para o trabalho que desenvolvem. De acordo com 
Damasceno (2005), o modo como a cor chega aos nossos olhos, inevitavelmente, faz com que 
o cérebro ainda perceba significados inconscientes que ela (a cor) muitas vezes nos transmite. 
Assim, pode-se destacar as cores principais e os efeitos físicos e psicológicos que 
elas transmitem, aproveitando-as da melhor forma nas interfaces a serem criadas, ou mesmo 
como base para analisar e interpretar seu uso em interfaces já prontas, como signos estáticos, 
na visão do MIS, dentro da Engenharia Semiótica. Para Damasceno (2005), a cor amarela 
transmite alegria e vivacidade. Chama a atenção em qualquer ponto em que é aplicada, sendo 
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perfeita para o destaque de algum elemento no layout. A cor azul, para a autora, é uma das 
cores mais utilizadas em websites e uma das preferidas por quase todas as pessoas. Transmite 
sensação de tranquilidade e limpeza. A cor branca é a cor da pureza; para os ocidentais, 
representa o vazio, a clareza, o início. Na visão da autora, websites com grande 
predominância de branco tendem a ser mais legíveis aos usuários. A cor laranja produz uma 
estranha sensação de saciedade, aconchego, intimidade, na visão da autora. É uma cor quente 
e permite resultados excelentes quando utilizada na intensidade e nos lugares corretos. A cor 
preta, para a autora, representa eternidade, elegância e está presente na grande maioria dos 
websites, ainda que em pequenos detalhes. A cor verde é a cor da natureza; suas diversas 
tonalidades transmitem diferentes sensações, ainda que nenhuma seja associada a alegria ou 
paixão, conforme o pensamento da autora. O verde mais claro é, assim como o azul, calmo e 
agradável. Vê-se também a aplicação da cor verde como representante do “siga” em sinais de 
trânsito e como cor utilizada em feedbacks positivos em interfaces digitais. Já a cor vermelha, 
conforme o pensamento da mesma autora, está intimamente ligada aos desejos passionais. É 
uma cor quente, imponente, chamativa. No mesmo exemplo relacionado aos semáforos, é a 
cor do “pare”; normalmente utilizada como cor dos feedbacks negativos e de erro nas 
interfaces digitais. Dessa forma, as diferentes cores precisam ser utilizadas com parcimônia e 
conhecimento, a fim de atingir seu potencial na transmissão da mensagem desejada pelo 
designer aos seus usuários. 
 
 
2.2. Tipografia 
 
 
Nielsen e Loranger (2007) dedicam um capítulo inteiro para discutir as funções e 
o uso da tipografia nos projetos Web, levando em consideração a leitura, legibilidade e 
estabelecendo algumas diretrizes para seu uso. Os autores consideram que a tipografia, assim 
como as cores, desempenham um papel importante para causar uma boa primeira impressão. 
Além disso, os autores discutem a ideia de que a tipografia transmite informações sobre o que 
as pessoas podem fazer em um website. Os autores afirmam que fontes diferentes podem 
significar fantasia ou seriedade, e tamanho e cores podem dar maior destaque ao conteúdo. “O 
principal objetivo do design na comunicação é transmitir informações. Escolha a tipografia 
que comunique algo.” (NIELSEN; LORANGER, 2007). Os mesmos autores afirmam que, em 
suas pesquisas, perceberam que os esquemas de tipografia corretos são componentes 
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essenciais do bom design visual e que muitas decisões são baseadas unicamente na marca, 
preferências pessoais e estéticas ou, simplesmente, caprichos das pessoas às custas das 
necessidades dos usuários. 
Nielsen e Loranger (2007) apontam que o texto parecer pequeno e confuso, não 
ser facilmente redimensionável, suas cores não fornecerem um bom contraste sobre o fundo 
ou estar obscurecido pelos demais elementos do layout são algumas das consequências de não 
saber fazer uma boa escolha para o esquema tipográfico. Para ajudar a resolver problemas 
como esses, os autores apontam algumas diretrizes que podem ajudar na escolha do correto 
esquema de tipografia, dentre elas: utilizar um tamanho de fonte comum com 10 ou mais 
pontos, evitar fundos visualmente poluídos, utilizar texto preto sobre fundos brancos e manter 
o mínimo possível de texto gráfico, texto com todas as letras em maiúsculas e texto em 
movimento. 
Para Damasceno (2005), a tipografia demonstra ser um dos elementos mais 
importantes do design gráfico e por si só engloba inúmeras categorias, tipologias, estilos e 
aplicações. Para a autora, uma fonte, assim como uma cor, dependendo da palavra ou 
expressão representada, possui a propriedade de transmitir uma sensação particular a um 
indivíduo, muitas vezes mais sugestiva que uma imagem. A autora ainda pondera que isso 
pode ser dirigido a um público específico e demonstrar uma intenção explícita ou implícita. 
Nesse diapasão, a autora relaciona as propriedades mais comuns da tipografia, como o estilo 
das fontes, que podem ser negrito, realçando uma palavra ou frase, muitas vezes aplicado em 
menus de links, títulos ou outros locais em que se queira dar um destaque especial à escrita; 
também o estilo itálico que funciona como destaque ou diferenciação para palavras, 
expressões ou jargões de palavras estrangeiras ou menos conhecidas ao público em questão; e 
o estilo sublinhado que se tornou um padrão na Web para reconhecimento de links. Ainda que 
se possa estilizar os links de diversas outras maneiras nos dias de hoje, o uso do sublinhado 
em uma página ou sistema Web ainda remete a um elemento “clicável”, conforme o 
pensamento da autora. 
Outro item de importância que Damasceno (2005) aponta é o das famílias de 
fontes que existem aos milhares: tradicionais, modernas, ousadas e rebuscadas. Tais famílias 
são divididas de acordo com seu design estrutural categorias distintas, como serifadas, sem 
serifa, monoespaçadas, cursivas e ornamentais. Cada categoria possui características 
específicas que ajudam a determinar sua melhor aplicação. Para termos deste trabalho, os 
tipos serifados, sem serifa e monoespaçados serão detalhados a seguir. 
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2.2.1 Fontes serifadas 
 
 
De acordo com Damasceno (2005), as fontes serifadas caracterizam-se pela 
presença de arremates nas partes superiores e inferiores das letras. Para a autora, este tipo de 
fonte confere a um texto maior seriedade e elegância. A autora adverte, entretanto, que as 
fontes serifadas possibilitam uma leitura mais agradável em livros e materiais impressos; 
entretanto, para a internet, cujos textos são lidos e interpretados diretamente na tela do 
computador, as fontes mais adequadas são as da família sem serifa, cujos detalhes são 
descritos na próxima seção. 
 
 
Figura 8 – Exemplo de fontes serifadas 
Fonte: ORANIENBAUM FREE FONT, 2015 
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2.2.2 Fontes sem serifa 
 
 
As fontes sem serifa caracterizam-se pelo estilo limpo e desenho simplificado, no 
pensamento de Damasceno (2005), cujas letras possuem traços de mesma espessura e 
paralelos entre si, sendo seus pesos, portanto, iguais. A leitura é fácil e dinâmica. De acordo 
com a mesma autora, as fontes sem serifa são as mais indicadas para corpos de texto longos 
na Web. 
 
 
Figura 9 – Exemplo de fontes sem serifas 
Fonte: PEPPER, 2015 
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2.2.3 Fontes monoespaçadas 
 
 
As fontes monoespaçadas, para Damasceno (2005), são aquelas cuja largura dos 
caracteres é a mesma, qualquer que seja o tamanho do corpo do caractere ou se está em caixa 
alta ou não. O exemplo mais comum desse tipo de fonte é a Courier e suas variações. Esse 
tipo de fonte remete aos caracteres de uma máquina de escrever. 
 
 
Figura 10 – Exemplo de fontes monoespaçadas 
Fonte: APLICAÇÕES INFORMÁTICAS B, 2015 
 
O Codecademy, tema deste trabalho, utiliza fonte sem serifa para os textos 
instrucionais e botões, fonte serifada para a área de digitação de código e monoespaçada para 
área de saída de resultados, como padrão. 
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2.3 Design e layout 
 
 
Para Chinen (2011), um bom design é aquele em que todos os componentes se 
relacionam entre si de maneira clara e que provoca no espectador os sentimentos que a 
mensagem pretende gerar. Para o autor, o formato é o fator inicial que irá conduzir a 
organização do conteúdo e todas as escolhas como a fonte a ser utilizada; cores e imagens 
devem ser feitas de modo a reforçar cada elemento individualmente e integrar todo o 
conjunto. O autor entende que todo o esforço do designer deve ter como objetivo fazer com 
que os melhores atributos dos componentes potencializem a mensagem transmitida. A 
disposição das formas, o ritmo e a sequência como estão compostas estabelecem diferenças 
visuais que mantêm constante o interesse do usuário. Numa composição, cabe ao designer a 
responsabilidade de decidir o que irá onde, em que ordem e como deve se dispor, em uma 
composição/layout. Ainda no pensamento do mesmo autor, escolher o que aparece em 
determinado momento e como distribui-lo, no aspecto visual é uma decisão que só o designer 
deve tomar. 
Pensando no layout de uma página e/ou aplicação Web, toma-se a tela do 
computador como um espaço a ser dividido em um determinado número de colunas, cuja 
largura pode variar para que sejam inseridos textos, botões ou outros elementos que 
componham a interface. Para Chinen (2011), a organização de uma grade em colunas verticais 
é adequada para informações descontínuas. As colunas podem ser dependentes entre si para 
texto corrido, independentes para pequenos blocos de texto ou ficar mais largas porque a 
grade de coluna permite essa flexibilidade. 
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Figura 11 – Exemplo de grade – 1 
Fonte: WEB DEVELOPMENT FOR BIOINFORMATICS TUTORIAL, 2015 
 
Ainda para Chinen (2011), a largura das colunas depende do tamanho do tipo 
utilizado no texto corrido. Em uma coluna muito estreita, por exemplo, é comum que ocorra a 
quebra frequente de palavras, e perfil não alinhado tende a ficar excessivamente irregular. Por 
outro lado, se a coluna for muito larga, o leitor terá dificuldade para encontrar o início das 
linhas. Da mesma forma, o autor comenta que o espaço entre as colunas também deve ser 
adequado à proporção entre largura de colunas e margens laterais. Chinen (2011) aponta que, 
ao estudar as consequências de se variar o tamanho do tipo, o entrelinhamento e o 
espaçamento, o designer irá encontrar uma largura confortável para a composição da grade 
ideal em seu layout. 
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Figura 12 – Exemplo de grade – 2 
Fonte: GLOOMY PLANETS, 2015 
 
 
Figura 13 – Exemplo de aplicação de grade na interface do Codecademy 
Fonte: CODECADEMY, 2015 
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Vê-se, nas Figuras 12 e 13, alguns exemplos de aplicação de grades, 
estabelecendo a organização de espaço, conteúdos e demais elementos que cada seção irá 
comportar. Assim, sumarizando, no pensamento de Chinen (2011), o designer de interfaces é 
aquele profissional que elabora o projeto estético e funcional de um website/sistema 
Web/interface digital interativa, manejando elementos gráfico-visuais da página (disposição 
de ícones, imagens e texto) para produzir um material agradável e funcional para o usuário. O 
autor ainda aponta que este profissional deve ter bons conhecimentos de mídia eletrônica, 
Teoria das Cores, Tipografia, Arquitetura da Informação, Semiótica, Usabilidade e 
conhecimento de linguagens de marcação para Web, como HTML. Percebe-se, aqui, que o 
pensamento da IHC, da Engenharia Semiótica e do Design estão em grande integração e 
harmonia, todos, em suas respectivas especificidades, pesquisando e trabalhando de maneira a 
prover, cada vez mais, produtos satisfatórios aos seus públicos-alvo. 
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3. METODOLOGIA 
 
 
Quando é necessária a reflexão para definição da metodologia a ser utilizada em 
um projeto, há que se pensar em métodos que contemplem aspectos mensuráveis, mas 
também os que são capazes de investigar aspectos subjetivos que envolvem os sujeitos e seu 
contexto. 
 
 
3.1. Caracterização da pesquisa 
 
 
A presente pesquisa se insere no campo das pesquisas qualitativas. A avaliação 
qualitativa é caracterizada pela descrição, compreensão e interpretação de fatos e fenômenos. 
Segundo Vergara (2006), a pesquisa descritiva expõe características de determinada 
população ou de determinado fenômeno e pode também estabelecer correlações entre 
variáveis e definir sua natureza. A autora ainda afirma que a pesquisa descritiva não tem 
compromisso de explicar os fenômenos que descreve, embora sirva de base para tal 
explicação. 
 
 
3.2. Dos procedimentos técnicos 
 
 
Os procedimentos técnicos da presente pesquisa serão realizados conforme o 
planejamento de avaliação descrito a seguir, em conformidade com o framework DECIDE 
(PREECE; ROGERS; SHARP, 2005), para a avaliação do Codecademy: 
 
 
• Determinação das metas da avaliação: 
 
• Compreender a experiência da metacomunicação em aplicativos web-based 
voltados para o ensino de Linguagens de Programação e Marcação. 
42 
• Verificar qual é o grau de entendimento dos usuários acerca das mensagens 
enviadas pelo designer através da interface na execução das lições durante o 
curso. 
• Estabelecer os padrões semióticos entre o universo do designer e dos usuários 
do sistema através das mensagens enviadas pelo designer aos usuários. 
• Verificar que é o grau de satisfação dos usuários no aprendizado das 
linguagens de programação e marcação estudadas. 
 
 
• Exploração das questões a serem respondidas: 
 
• O processo de metacomunicação entre os designers da interface do 
Codecademy e seus usuários se dá de maneira eficiente? 
• Os signos estáticos, dinâmicos e metalinguísticos do Codecademy são 
adequados às funções que pretendem desempenhar no sistema? Se não, quais 
são as alternativas? 
• A experiência do usuário, na realização do curso, condiz com os padrões 
semióticos trabalhados pela interface? 
 
 
• Escolha dos métodos e das técnicas a serem utilizados: 
 
Para a consecução dessa avaliação, o método a ser utilizado será do Método de 
Inspeção Semiótica (MIS), com utilização da técnica de criação de personas, para avaliar 
possíveis problemas de comunicabilidade e levantar sugestões de melhoria. Como 
complementação à compreensão dos possíveis problemas da interface, os parâmetros da 
Avaliação Heurística serão utilizados como referência. 
 
 
• Identificação das questões práticas: 
 
• levantamento dos parâmetros estabelecidos para avaliação; 
• escolha do curso a ser avaliado dentro do Codecademy; 
• tempo necessário para a realização da inspeção semiótica. 
 
 
• Decisão de como lidar com questões éticas 
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Como o método de avaliação para a inspeção do Codecademy será o MIS, o que 
não envolve terceiros na avaliação e inspeção do sistema, não lidaremos com questões éticas 
para propósito desta pesquisa. 
 
• Avaliar, analisar e apresentar os dados: 
 
A avaliação será feita com base no proposto do item “Escolha dos métodos e 
técnicas a serem utilizados", levando-se em consideração a persona a ser criada e os 
problemas de ruptura dos princípios semióticos observados. Com base nessas observações, os 
dados serão analisados, criando-se um quadro com todos os problemas levantados, bem como 
possíveis opções para um redesign com todas as imagens de onde eles apareceram, na ordem 
de navegação do avaliador. 
 
 
3.2.1. A criação da Persona 
 
 
A metodologia aplicada neste trabalho para a elaboração da persona é baseada em 
Adlin (2006): 
 
Nome: Drakhos 
Idade: 19 anos 
Drakhos é um homem solteiro, de 19 anos, que acaba de entrar no curso superior 
de Sistemas para Internet na Faculdade Aprenda Mais. Ele possui computador em casa com 
acesso à internet de alta velocidade, de onde acessa diariamente alguns sistemas e serviços 
disponíveis na Web, tais como: internet banking, email e redes sociais. Drakhos ainda não 
trabalha e usará seu tempo disponível para o estudo das disciplinas ofertadas neste semestre. 
Dentre essas disciplinas, encontram-se aquelas relacionadas a linguagens de programação e 
marcação para Web, como javascript e HTML e ele pretende utilizar o Codecademy (por 
indicação de seu professor), como ferramenta auxiliar de aprendizagem dessas linguagens. Ele 
começará pela linguagem javascript. 
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4. ANÁLISE E INTERPRETAÇÃO DOS DADOS 
 
 
Conforme os procedimentos apresentados na seção de metodologia, a interface do 
curso de javascript do site Codecademy foi percorrida, e a imagem de todas as telas e 
interações com o usuário foi capturada. Um total de 80 telas foi registrado perfazendo o 
caminho da persona, desde o momento inicial do curso de javascript até a tela de 
congratulação ao final da etapa de ensino a iniciantes na linguagem. A seguir, serão 
demonstrados e descritos os dados que foram analisados a partir dos signos metalinguísticos, 
estáticos e dinâmicos da interface, sob a ótica descrita na seção de metodologia, com o 
amparo da persona criada para essa inspeção semiótica e da avaliação heurística, quando esta 
última se fez necessária. A imagem abaixo demonstra os passos para a execução do MIS: 
 
 
Figura 14 – Os passos para execução do MIS 
Fonte: MIS, 2015. 
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4.1 Os signos metalinguísticos, estáticos e dinâmicos 
 
 
Conforme já dito anteriormente, para Santos et al. (2013), 
 
os signos estáticos são aqueles que representam o estado do sistema e 
podem ser interpretados independentemente das relações causais ou 
temporais. Os signos dinâmicos representam o comportamento do 
sistema, ou seja, estão relacionados aos aspectos temporais e causais 
da interface. Os signos metalinguísticos, por sua vez, são signos que 
se referem a outros signos da interface. (SANTOS et al., 2013,  
p. 219). 
 
Os signos estáticos, mais especificamente, referem-se ao layout geral, botões, 
disposição dos elementos na tela, etc. Os signos dinâmicos referem-se a dicas quando o cursor 
é sobreposto sobre um elemento da interface u pop-ups, modais (janelas que se abrem 
conforme o contexto de navegação, contendo textos/informações referentes a esse contexto) – 
e os signos metalinguísticos aparecem na forma de mensagens de ajuda ou de erro, alertas, 
diálogos, documentação do sistema. 
Ao entrar no curso desejado, no caso o de javascript, o designer, através da 
interface do sistema, apresenta a área de estudo para o usuário, numa sucessão de signos 
dinâmicos e metalinguísticos em forma de modais, estabelecendo as áreas principais da 
interface e seu uso, conforme a imagem abaixo: 
 
 
Figura 15 – Apresentação da área de diálogo e instruções 
Fonte: CODECADEMY, 2015 
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O signo metalinguístico, representado aqui pelo texto instrucional dentro do 
modal, é claro, conciso e não dá margens a outras interpretações. O signo dinâmico, 
representado pelo modal acima, aponta para a área fixa da interface na qual os diálogos, as 
instruções e as dicas sobre as lições do curso específico irão aparecer.  
Nas duas imagens seguintes, os modais apresentarão a área de digitação de código 
que o usuário terá para executar as tarefas que o curso proporcionará e também o botão de 
“Salvar e Enviar Código” que, de acordo com a instrução do referido modal, permite executar 
o código que o usuário houver digitado na área de código para ver o resultado/saída em tela. 
Na Figura 18, demonstra-se também a disposição geral do layout e elementos gerais da tela, o 
que corresponde aos signos estáticos da interface. Tal layout é fixo e compreende 7 seções 
distintas, a saber: barra de título com o nome do site, do curso sendo realizado, botão de 
administração de dados do usuário, configuração do sistema e logout do curso; barra de título 
da instrução com indicador do número/navegador de lições; área de diálogos, instruções e 
dicas à esquerda, com fundo sempre na cor branca; área com link para Fórum de perguntas e 
Glossário no rodapé da área de instruções; seção de digitação de códigos na área central da 
tela; tela de saída/resultado do código digitado (quadro com fundo preto no canto direito); 
botões “Salvar e Enviar Código” e “Restaurar”, no rodapé da tela. 
 
 
Figura 16 – Apresentação da área de digitação de código 
Fonte: CODECADEMY, 2015 
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Figura 17 – Apresentação do botão “Salvar e Enviar Código” 
Fonte: CODECADEMY, 2015 
 
 
Figura 18 – Apresentação das 7 seções principais do layout 
Fonte: CODECADEMY, 2015 
 
Conforme demonstrado, o layout permanece sempre fixo em suas seções 
principais, sem alteração da posição dos elementos gerais ou cores, sendo esta a composição 
dos signos estáticos da interface. O que muda à medida que o usuário avança em seu curso 
são as instruções para cada lição que é ensinada, as dicas que aparecem na seção 3 para 
determinadas lições (não todas), o próprio código na seção 5, que, em várias lições, aparece 
em forma de comentários com instruções adicionais para o usuário e a saída/resultado do 
código digitado na seção 6. Tais elementos são signos metalinguísticos e serão essenciais para 
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a compreensão da reconstrução da metamensagem na seção seguinte. As 80 telas com o 
desenvolvimento completo da fase de ensino para iniciantes do curso de javascript estarão, na 
ordem de consecução, ao final deste trabalho no Anexo A. 
 
 
4.2 A metamensagem dos signos metalinguísticos 
 
 
Durante a inspeção da etapa para iniciantes do curso de javascript, no que diz 
respeito aos signos metalinguísticos, percebeu-se que, durante todo o curso, os textos de 
diálogo e apresentação de novos conceitos e tarefas a serem executadas pelo usuário são 
mensagens do designer para fazer referência às instruções que vêm logo abaixo de tais textos. 
Da mesma maneira, todas as instruções, como signos metalinguísticos, fazem referência à 
área de digitação de códigos, assinalada como “seção 5” na Figura 18, acima, que é um signo 
estático, sendo parte fixa do layout desta interface. Ainda, no que se refere aos signos 
metalinguísticos, na “seção 3” da mesma figura, vê-se as dicas (quando existentes) como 
referências às instruções e também à área de digitação de código já mencionada. 
Percebe-se, então, que diálogos, instruções e dicas são signos metalinguísticos, 
fazendo referência à área de digitação de código do usuário na interface, aos signos estáticos 
representados pela área de digitação, como também à “seção 6”, que é a área de 
saída/resultado daquilo que foi digitado pelo usuário e confirmado pelo botão “Salvar e 
Enviar Código”. O fluxo e a interação desses signos, como mensagens do designer para o 
usuário na interface do Codecademy, podem ser assim pensados: 
 
Diálogo/apresentação da lição => Instruções => Dicas (quando existentes) => 
Digitação do código pelo usuário => Resultado/Saída => Feedback de acerto ou erro 
 
Para melhor compreensão, o quadro seguinte descreve todos os principais textos 
de diálogo, instrução e dicas, como signos metalinguísticos ao longo do curso, na ordem em 
que as lições são feitas, bem como análise de possíveis falhas de comunicação, quando 
encontradas. 
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Quadro 1 – Metamensagem dos signos metalinguísticos 
Signos metalinguísticos 
Diálogos Instruções Dicas 
Qual é o seu nome? 
Oi! Vamos nos conhecer melhor. 
Qual é o seu nome? 
Escreva seu nome entre aspas, 
assim: "Ryan", então clique em 
"Salvar e Enviar Código". 
- 
Muito bom! 
Qual seria o comprimento do seu 
nome? 
Para descobrir o comprimento do 
seu nome, escreva-o entre aspas. 
Então, escreva um ponto e a 
palavra length, assim: 
"yourName".length 
Quando tiver terminado, clique em 
Salvar e Enviar Código  
(De agora em diante, faça isso 
sempre que terminar um exercício). 
No meu caso (meu nome é Leng) 
isso seria "Leng".length 
- 
Matemática básica 
Bom trabalho! Agora, vamos fazer 
um pouco de matemática. Você 
pode fazer contas com 
programação! 
Some quaisquer dois números, 
assim: 3 + 4 
- 
Números e mais 
Vê o que aconteceu? Você pode 
usar a linha de comando para 
realizar operações matemáticas 
básicas. Tente fazer mais algumas. 
Você pode usar * para 
multiplicação e / para divisão se 
quiser. Entre outra expressão 
válida para encerrar esta lição. 
- 
Erro: não computa! 
Há algumas coisas que você não 
pode fazer no console. 
Computadores falam apenas certas 
linguagens, como a que você está 
usando hoje: JavaScript! 
Se você usar palavras que não 
fazem parte da linguagem 
JavaScript, ele ficará confuso e 
apresentará um erro. 
Tente confundir o interpretador 
usando uma palavra que ele não 
conhece, como berinjela: Isso 
gerará um ReferenceError. 
- 
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(continua) 
Signos metalinguísticos 
Diálogos Instruções Dicas 
Editor e comentários 
Até agora estivemos escrevendo 
linhas de código no editor. Agora 
vemos duas linhas que começam 
com //. 
O sinal // é para comentários. Um 
comentário é uma linha de texto 
que o JavaScript não vai tentar 
executar como código. É apenas 
para humanos lerem. 
Comentários tornam seu programa 
mais fácil de entender. Quando 
você relê seu código, ou outros 
querem colaborar com você, 
podem ler seus comentários e 
entender facilmente o que seu 
código faz. 
O computador vai ignorar o código 
nas linhas 1-2, já que ele está 
marcado como comentário. 
 
Na linha 3, encontre o 
comprimento da palavra "cake" 
(bolo). 
Podemos encontrar o comprimento 
da palavra "Emily" assim: 
 
"Emily".length; 
Se você marcar seu novo código 
como comentário, ele não vai 
funcionar! Tenha certeza de que ele 
não está marcado como 
comentário. 
O que estou aprendendo? 
Este é o JavaScript (JS), uma 
linguagem de programação. Há 
muitas linguagens, mas o JS tem 
muitos usos e é fácil de aprender. 
Para que podemos usar o 
JavaScript? 
-fazer websites responder à 
interação do usuário 
-criar apps e jogos (por ex. 
blackjack) 
-acessar informações na internet 
(por ex. descobrir as palavras mais 
mencionadas no Twitter por 
tópico) 
-organizar e apresentar dados (por 
ex. automatizar o trabalho com 
planilhas, visualização de dados) 
Clique em Salvar e Enviar Código 
para ver um exemplo de como o 
JavaScript pode ser interativo! 
- 
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(continua) 
Signos metalinguísticos 
Diálogos Instruções Dicas 
O que é programação? 
Programar é como escrever uma 
lista de instruções para o 
computador, para que ele possa 
fazer coisas leagais com suas 
informações. 
Programas ainda não podem fazer 
sua cama, mas podem fazer contas, 
manter o controle da sua conta 
bancária, ou mandar uma 
mensagem para um amigo. 
Para fazer qualquer uma dessas 
coisas, o programa precisa de uma 
entrada. Você pode pedir por uma 
entrada com um prompt. 
Exemplos: 
1. prompt("Qual é o seu nome?"); 
2. prompt("O que é Ubuntu?"); 
Use o comando prompt para 
perguntar ao usuário de onde ele é. 
Consulte os exemplos acima para 
saber como fazer isso! 
Até mesmo pequenos erros de 
digitação podem causar erros. 
Tenha certeza de que sua 
pontuação está correta e que todos 
as chaves ou colchetes abertos 
sejam fechados. 
Tipos de Dados I e II: Números e 
Strings 
Dados vêm em diversos tipos. 
Você já usou dois deles! 
a. números são quantidades, como 
você já está acostumado. Você 
pode fazer contas com eles. 
b. strings são sequências de 
caracteres, como as letras a-z, 
espaços, e até mesmo números. 
Todos esses são exemplos de 
strings: "Ryan", "4" e "Qual e o seu 
nome?" Strings são extremamente 
úteis como identificadores, nomes, 
e conteúdo para seus programas. 
Para criar um número em seu 
código, simplesmente escreva um 
número com algarismos sem aspas: 
42, 190.12334. 
Para escrever uma string, coloque 
as palavras entre aspas: "Qual é o 
seu nome?" 
1. Escreva uma string com pelo 
menos 3 palavras. Leia os 
exemplos de strings acima. 
2. Encontre o comprimento da 
string escrevendo um ponto e a 
palavra length, assim: 
 
"string".length; 
Length conta quantos caracteres há 
na string, incluindo os espaços! 
Para verificar o comprimento de 
algo, digitamos "string".length; 
 
Lembre-se que uma string pode 
não ser sempre uma palavra — 
você pode colocar praticamente 
qualquer caractere entre aspas para 
formar uma string. 
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(continua) 
Signos metalinguísticos 
Diálogos Instruções Dicas 
Tipo de Dados III: Booleanos 
Bom trabalho! Agora vamos 
aprender sobre booleanos. Um 
booleano é verdadeiro (true) ou 
falso (false). 
 
Por exemplo, comparar dois 
números retorna um resultado true 
ou false: 
 
23 > 10 é true 
5 < 4 é false 
Vamos comparar dois números 
para retornar um resultado 
verdadeiro: 
 
1. Primeiro, escreva a string "Estou 
programando como um 
profissional" 
2. A seguir, encontre o 
comprimento da string usando 
.length 
3. Então, compare o comprimento 
da string para ver se ela tem mais 
do que 10 caracteres 
Se quiser verificar seu código, 
clique em "Problemas? Leia uma 
dica!" abaixo 
Você pode usar .length para 
encontrar o número de caracteres 
em sua string, assim: 
 
"string".length; 
Seu código deve se parecer com 
isso: 
 
"Estou programando como um 
profissional!".length > 10; 
Usando console.log 
Você pode ter notado que o 
interpretador não exibe tudo o que 
ele faz. Então, se quisermos saber o 
que você está pensando, às vezes 
temos que pedir a ele que fale 
conosco. 
 
console.log() tomará o que quer 
que esteja ente os parênteses o 
registrará (log) no console abaixo 
do seu código — é por isso que é 
chamado console.log()! 
 
Isso é comumente chamado 
exibição. 
Exiba as duas declarações 
console.log seguintes ao mesmo 
tempo. Digite uma na linha 1 e a 
outra na linha 2. Então, clique em 
Salvar e Submeter Código. 
 
console.log(2 * 5) 
console.log("Alô") 
1. Tenha certeza de incluir aspas 
em strings, e não para números. 
2. Verifique seus parênteses 
cuidadosamente. 
3. Tenha certeza de estar rodando 
duas declarações console.log ao 
mesmo tempo 
Na linha 1, digite a primeira 
declaração. Então, na linha 2, 
digite a segunda declaração. Então 
clique em "Salvar e Enviar 
Código"! 
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(continua) 
Signos metalinguísticos 
Diálogos Instruções Dicas 
Comparações 
Até agora aprendemos sobre três 
tipos de dados: 
 
strings (por ex. "cachorros fazem 
au au!") 
números (por ex. 4, 10) 
booleanos (por ex. false, 5 > 4) 
Agora vamos aprender mais sobre 
operadores de comparação. 
 
Lista de operadores de 
comparação: 
 
> Maior que 
< Menor que 
<= Menor ou igual a 
>= Maior ou igual a 
=== Igual a 
!== Diferente de 
Tente usar cada um dos operadores 
acima. 
 
1. Selecione o operador correto de 
comparação para fazer cada uma 
das quatro exibirem true. 
Quando você usa .length, o valor 
retornado é um número. Portanto, 
quando você insere algo como 
"Jenny".length === 5;, o 
computador está avaliando se o 
número de letras em Jenny é igual 
a 5. 
Decisões, decisões 
Bom trabalho com as 
comparações! Agora vamos ver 
como podemos usar comparações 
para fazer perguntas com respostas 
"sim" ou "não". 
 
Digamos que queremos escrever 
um programa que pergunte se o seu 
nome tem mais do que 7 letras. Se 
a resposta for sim, podemos 
responder com "Seu nome é bem 
longo!" Podemos fazer isso com 
uma declaração if: 
 
if( "myName".length >= 7 ) { 
    console.log("Seu nome é bem 
longo!"); 
} 
Uma declaração if é composta pela 
palavra-chave if, uma condição 
como as que vimos antes, e um par 
de chaves { }. Se a resposta da 
condição for sim, o código dentro 
das chaves será executado. 
Examine a declaração if no editor. 
 
1. Na linha 1, adicione uma 
condição dentro dos parênteses ( ). 
2. Se a resposta à condição for sim, 
o código dentro das chaves será 
executado. Então use console.log 
na linha 2 para exibir uma string. 
Você pode escrever uma condição 
com uma comparação como 10 > 
5: 
 
 
if (10 > 5) { 
    // Esta parte será executada, já 
que 10 > 5 
} 
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(continua) 
Signos metalinguísticos 
Diálogos Instruções Dicas 
Computadores são inteligentes 
Ótimo! Usamos uma declaração if 
para fazer algo se a resposta à 
condição for sim, ou verdadeira 
(true) como dissemos em 
JavaScript. 
 
Além de fazer algo quando a 
condição é true, podemos fazer 
outra coisa se a condição for false. 
Por exemplo, se seu nome tiver 
menos de 7 letras, podemos 
responder com "Seu nome é bem 
curto!" Podemos fazer isso usando 
uma declaração if / else: 
 
if( "myName".length >= 7 ) { 
    console.log("Seu nome é bem 
longo!"); 
} 
else { 
    console.log("Seu nome é bem 
curto!");   
} 
Como antes, se a condição for true, 
então apenas o código dentro do 
primeiro par de chaves será 
executado. Caso contrário, a 
condição é false, então apenas o 
código dentro do segundo par de 
chaves depois da palavra-chave 
else será executada. 
 
No exemplo acima a condição 
"myName".length >= 7 resulta em 
false já que "myName" tem apenas 
6 letras. Como a condição é false, 
apenas o código dentro das chaves 
depois da palavra-chave else é 
executado, e exibe Seu nome é bem 
curto!. 
1. Na linha 1, preencha uma 
condição que resultará em false 
2. Preencha a porção else com um 
trecho de código (isso será 
executado se a condição for false). 
Use console.log para esta parte. 
Você pode escrever uma condição 
com uma desigualdade, como 10 < 
5: 
 
 
if (10 < 5) { 
    // Isso não será executado, já que 
10 > 5 
} 
else { 
    // Esta parte VAI ser executada! 
} 
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(continua) 
Signos metalinguísticos 
Diálogos Instruções Dicas 
Mais prática com condicionais 
Agora vamos praticar, usando 
declarações if/else . Faça o máximo 
que puder por conta própria, mas 
se precisar de um lembrete, clique 
no botão "Problemas? Leia uma 
dica!" abaixo. 
1. Escreva uma declaração if/else 
como fizemos no último exercício. 
Eis como o código se parece: 
 
if (condição)  
{ 
    // se a condição for verdadeira 
    // execute este código 
} 
else // "caso contrário" 
{ 
    // execute este código 
} 
2. Se sua condição for true, use 
console.log para exibir "A 
condição é verdadeira". 
 
3. Caso contrário (else) quando ela 
for false, use console.log para 
exibir "A condição é falsa". 
 
4. Tenha certeza de que sua 
condição seja false, para que seu 
programa exiba "A condição é 
falsa". 
Seu código deve se parecer com 
isso 
 
if( 10 < 3 )  
{ 
    console.log("A condição é 
verdadeira"); 
} 
else  
{ 
    console.log("A condição era 
falsa"); 
} 
Computadores não são muito 
inteligentes 
Bom trabalho! Agora, 
computadores são muito literais. A 
sintaxe precisa ser exata para que o 
computador compreenda o código. 
 
Quando você começar a programar, 
vamos ensinar muitas regras de 
sintaxe. Isso é como a gramática 
das linguagens de programação. 
Primeiro a gramática, e depois a 
poesia da programação! 
Há muitos erros neste código. 
Encontre e conserte todos. 
 
Você está fazendo o que é 
chamado de "depurar" ou 
"debugar", um termo popularizado 
por Grace Hopper quando ela 
literalmente tirou uma mariposa de 
seu computador. 
Lembre-se, as declarações if / else 
tem esta aparência: 
 
if (condition) {   
    code; 
} else {   
    code; 
} 
Tenha certeza de que a condição 
está entre parênteses, e que o 
código está entre conlchetes! 
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(continua) 
Signos metalinguísticos 
Diálogos Instruções Dicas 
Pausa no Meio da Lição 
Avançamos muito até agora! 
Tantos novos termos, tanta sintaxe. 
Vamos fazer uma pausa e uma 
revisão. Aprendemos: 
 
1. Confirm e prompt 
 
Podemos fazer quadros pop-up 
aparecerem!  
confirm("Estou bem"); 
prompt("Você esta bem?"); 
 
2. Tipos de dados 
 
a. números (por ex. 4.3, 134) 
 
b. strings (por ex. "cachorros fazem 
au au!", "especialista em 
JavaScript") 
 
c. booleanos (por ex. false, 5 > 4) 
 
3. Condicionais 
 
Se (if) a primeira condição for 
atendida, execute o primeiro 
código de bloco. Se ela não for 
atendida, execute o código no 
bloco else. Veja o código à direita 
para outro exemplo. 
Esperamos que essa pausa tenha 
sido útil! Clique em 'Salvar e 
Enviar' para continuar. 
- 
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(continua) 
Signos metalinguísticos 
Diálogos Instruções Dicas 
Matemática 
Vimos matemática básica antes. Os 
símbolos da matemática básica que 
aprendemos na escola funcionam 
aqui. Até mesmo a ordem em que o 
computador entende a matemática 
é igual à da escola! 
 
Código: 
 
1. ( ): controle da ordem das 
operações 
2. * e /: multiplicação e divisão 
3. - e +: subtração e adição 
 
Exemplos: 
 
1. 100/10 é igual a 10 
2. "Jane".length + 5 é igual a 9 
3. 5*(3+1) é igual a 20 
1. Complete os trechos de código 
que faltam para construir a 
declaração if / else. Faça a 
condição ser verdadeira. 
2. Finalize a declaração else 
exibindo a string "Erro Erro Erro" 
no console. 
Há muita sintaxe que deixamos de 
lado. A palavra-chave if e o {} 
depois da palavra-chave else foram 
deixados de fora. 
 
Tenha certeza de não deletar nada 
do código fornecido. Isso pode 
fazer seu código falhar! 
   
Matemática e o resto 
Vamos conhecer um símbolo 
interessante chamado resto. 
Quando % é usado entre dois 
números, o computador divide o 
primeiro pelo segundo, e então 
retorna o resto da divisão. 
 
Então, se fizermos 23 % 10, 
dividimos 23 por 10, o que é igual 
a 2 com resto 3. Então, 23 % 10 é 
igual a 3. 
 
Mais exemplos: 
 
17 % 5 é igual a 2 
 
13 % 7 é igual a 6 
Use console.log e resto três vezes 
para exibir o resto das seguintes 
equações: 
 
a. 14 / 3 
b. 99 / 8 
c. 11 / 3 
Digite console.log três vezes em 
três linhas, preenchendo os 
parênteses a cada vez com uma 
nova declaração. Não se esqueça 
de usar % e não / para obter o 
resto! 
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(continua) 
Signos metalinguísticos 
Diálogos Instruções Dicas 
Resto e if / else 
Então, porque aprender a calcular o 
resto? Para começar, ele é bom 
para testar a divisibilidade. 
Considere 30 % 10. O que ele 
retorna? Não há resto, então 0. 
 
E quanto a 9 % 3? Também 0. 
 
Podemos usar restos em 
comparações, assim: 
 
10 % 2 === 0 é true 
7 % 3 === 0 é false porque há um 
resto de 1. 
Vamos fazer a declaração if/else 
exibir "O primeiro número é par". 
 
Edite a linha 5 adicionando uma 
comparação que resulta em true. 
Na comparação, use um resto e um 
número par, como fizemos no 
exemplo acima. 
Números pares são divisíveis por 2 
sem resto. Por exemplo, 10 % 2 
===0 deve funcionar! 
 
Tenha certeza de não adicionar 
ponto e vírgulas em seu código. 
Não deve haver um ponto e vírgula 
entre o ) e { em sua declaração if! 
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(continua) 
Signos metalinguísticos 
Diálogos Instruções Dicas 
Substrings 
Aprendemos alguns meios de 
manipular números. E quanto a 
manipular strings? 
 
Às vezes você não quer exibir toda 
a string, apenas uma parte dela. Por 
exemplo, você pode configurar sua 
caixa de entrada do Gmail para 
exibir os primeiros 50 caracteres, 
de cada mensagem, para que possa 
ver do que se tratam. Esse trecho é 
uma substring da string original (a 
mensagem inteira). 
 
Código: 
 
"uma palavra".substring(x, y) em 
que x é onde você começa a cortar 
e y é onde você termina de cortar a 
string original. 
 
A parte dos números é um pouco 
estranha. Para selecionar o "he" em 
"hello", você escreve: 
 
"hello". substring(0, 2); 
Cada caractere é uma string e 
indexada a partir do 0, assim: 
 
0 1 2 3 4 
 | | | | |  
 h e l l o 
A letra h está na posição 0, a letra e 
está na posição 1, e assim por 
diante. 
 
Portanto, se você começar na 
posição 0, e cortar na posição 2, 
tem só he 
 
Mais exemplos: 
 
1. As 3 primeiras letras de 
"Batman" 
"Batman".substring(0,3); 
 
2. Da 4a até a 6a letra de "laptop" 
"laptop".substring(3,6); 
Encontre a 4a até 7a letras da string 
"wonderful day". 
Lembre-se de começar a contar a 
partir do 0. Em outras palavras, a 
1a letra começa na posição 0, a 2a 
começa na posição 1, e assim por 
diante. 
 
Não é necessário usar console.log, 
já que não pedimos para que você 
exiba-as! 
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(continua) 
Signos metalinguísticos 
Diálogos Instruções Dicas 
Mais prática com substrings 
Conseguir o posicionamento das 
letras na substring é complicado! 
Vamos garantir que entendemos 
tudo. 
 
Lembre-se que cada caractere em 
uma string é numerada a partir do 
0. Então, para a palavra "hello", a 
letra h está na posição 0, a letra e 
está na posição 1 e assim por 
diante. 
Usando console.log, em três linhas 
separadas, exiba as substrings das 
seguintes strings. 
 
a. "Jan" em "Janeiro" 
b. "Melbourne e" em "Melbourne e 
otima" (note o espaço!) 
c. "burgers" em "Hamburgers" 
É assim que se exibe as duas 
primeira letras da palavra "hello": 
 
console.log( "hello".substring(0, 2) 
); 
Falha na comunicação: Na lição acima, encontra-se um pequeno problema na comunicação que 
pode induzir o usuário ao erro: na instrução de letra b, “Melbourne e 
otima”, não há correta acentuação. 
A menos que o usuário escreva a frase corretamente, ao invés de 
escrever a frase conforme é sugerida pela instrução, um feedback de erro 
persistirá e o usuário não poderá iniciar a próxima lição. 
O signo dinâmico que surge como feedback de erro decorrente do erro de 
digitação deste exercício foi analizado na figura 24, mais adiante. 
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Signos metalinguísticos 
Diálogos Instruções Dicas 
Variáveis 
Já aprendemos como fazer algumas 
algumas coisas: compor strings, 
encontrar o comprimento de 
strings, encontrar o caractere na n-
ésima posição, fazer contas 
básicas. Nada mal para um dia de 
trabalho! 
 
Para criar programas mais 
complexos, precisamos de um 
modo de salvar os valores do seu 
código. Fazemos isso definindo 
uma variável com um nome 
específico e sensível à caixa 
alta/baixa. Depois que você cria 
(ou declara) uma variável como 
tendo um nome em particular, pode 
chamar esse valor digitando o 
nome da variável. 
 
Código: 
 
var varName = data; 
 
Exemplo: 
 
a. var myName = "Leng"; 
b. var myAge = 30; 
c. var isOdd = true; 
Crie uma variável chamada myAge 
e digite sua idade. 
Lembre-se de não usar aspas, ou 
sua idade será uma string. Para 
declarar uma variável, você precisa 
apenas digitar: 
 
var variableName = /* some value 
*/ 
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(continua) 
Signos metalinguísticos 
Diálogos Instruções Dicas 
Mais Prática com Variáveis 
Vimos como criar uma variável. 
Mas como as usamos? É 
interessante pensar que sempre que 
você digita o nome da variável, 
está pedindo ao computador para 
trocar o nome da variável pelo 
valor da variável. 
 
Por exemplo: 
 
var myName = "Steve Jobs"; 
 
myName.substring(0,5) 
 
Examine a segunda linha acima. 
Você pediu ao computador para 
trocar myName por Steve Jobs, 
então 
 
myName.substring(0,5) 
 
se torna 
 
"Steve Jobs".substring(0,5) 
 
que resulta em Steve. 
 
Outro exemplo 
 
var myAge = 120; 
 
O que é 
 
myAge % 12 ? Leia a dica para 
verificar sua resposta. 
 
Então, a variável armazena o valor 
da variável, seja este um número 
ou uma string. Como você verá 
logo, isso torna escrever programas 
muito mais fácil! 
Siga as instruções nos comentários 
do código para continuar. 
Note que "Nova York" e "new 
york" são vistas pelo computador 
como strings diferentes. (ou seja, 
"Nova York" não é igual a "nova 
york") 
 
E a resposta é que myAge % 12 é 
igual a 0. 
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Signos metalinguísticos 
Diálogos Instruções Dicas 
Mude os valores das variáveis 
Até agora, vimos 
a. como criar uma variável 
b. como usar uma variável 
 
Agora vamos ver como mudar o 
valor de uma variável. O valor de 
uma variável é mudado facilmente. 
Faça de conta que você está 
criando uma nova variável 
enquanto usa o mesmo nome da 
variável já existente! 
 
Exemplo: 
 
var myAge = "Trinta"; 
digamso que eu fiz aniversário e 
quero mudar minha idade na 
variável. 
myAge = "Trinta e um"; 
 
Agora o valor de myAge é "Trinta 
e um"! 
Siga as instruções na linha 1, linha 
3, linha 5 e linha 8. Estamos 
usando esse método para mostrar a 
você a ordem na qual você diz ao 
computador o que fazer é muito 
importante. 
Para exibir a variável myName, 
coloque myName entre os 
parênteses depois de console.log. 
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(conclusão) 
Signos metalinguísticos 
Diálogos Instruções Dicas 
Conclusão: Parte 1 
Vamos fazer uma revisão rápida! 
 
Tipos de dados 
 
strings (por ex. "cachorros fazem 
au au!") 
números (por ex. 4, 10) 
booleanos (por ex. false, 5 > 4) 
Variáveis 
Armazenamos valores de dados em 
variáveis. Podemos trazer de volta 
os valores dessas variáveis 
digitando o nome da variável. 
 
Manipulando números e strings 
 
comparações (por ex. >, <=) 
resto (%) 
comprimento da string(por ex. 
"Emily".length;) 
substrings (por ex. "oi".substring(0, 
1);) 
console.log( )  
Exibe no console o que quer que 
colocamos entre os parâmetros. 
1. Na linha 1, crie uma variável 
myColor e atribua a ela uma string. 
2. Na linha 2, exiba o comprimento 
de myColor no console. 
 
Conclusão: Parte 2 
Parabéns por chegar até aqui. Você 
aprendeu muito! Só mais um 
exercício antes de um grande 
tapinha nas costas! 
 
A última coisa complicada 
aprendemos foram as declarações 
if / else. 
Declarações if / else são 
declarações condicionais. Sob 
condições diferentes, o computador 
exibirá coisas diferentes. 
1. Escreva sua própria declaração if 
/ else. 
2. A única instrução é que o 
resultado de avaliar a declaração é 
a exibição no console de "Terminei 
minha primeira aula!". 
Há três etapas em uma declaração 
if / else.  
1. Decidir que condição você quer 
2. Se a condição for verdadeira, 
decida que código você quer 
executar. 
3. Se for falsa, decida o outro 
código que você quer executar! 
 
if(condição escolhida){ 
    // código que imprime "terminei 
minha primeira aula!" 
else{ 
    // código; 
} 
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Pode-se inferir, pela forma como os diálogos, as instruções e as dicas foram 
construídos e apresentados na sequência das lições oferecidas, que as mensagens do designer 
para o usuário através dos signos metalinguísticos, ou seja, a metamensagem, é de um 
professor falando diretamente ao aluno em uma sala de aula, demonstrando os passos a serem 
executados em uma ordem sequencial e lógica: primeiro, apresentando um conceito novo, 
então, mostrando como esse conceito pode ser aplicado e, em seguida, pedindo ao aluno que 
executasse esse conceito, conforme o exemplo demonstrado. Quando a lição é um pouco mais 
complicada, o designer, através da metamensagem, aqui no papel de professor, ainda oferece 
dicas, mostrando novamente como aquele conceito pode ser aplicado no exercício requerido 
ao aluno. 
 
 
4.3 A metamensagem dos signos estáticos 
 
 
Conforme apontado anteriormente, no que se refere aos signos estáticos da 
interface do Codecademy, o layout possui seções fixas que são apresentadas ao usuário na 
primeira vez em que ele faz o login para começar um novo curso. As funções de cada seção já 
foram mencionadas e agora cabe inferir as particularidades de cada um dos signos que 
compõem o layout. 
1. São cinco as cores principais no layout: a cor preta, com cinco variações de tonalidade; a 
cor branca, para a área de diálogos; a cor azul para a área de instruções e botão “Salvar e 
Enviar Código”; verde para a área de feedback positivo e o botão “Começar Próxima 
Aula”; e vermelho para a área de feedback negativo. 
2. No que tange às cores do texto na seção de digitação de código, a variação de cores 
obedece a padrões de coloração de editores de código para programadores em sistemas 
operacionais como WindowsTM, LinuxTM ou MacTM, facilitando a procura de erros de 
digitação no código. Nesse padrão, tem-se uma cor para cada tipo de texto/código 
digitado, como strings, símbolos matemáticos, métodos, estruturas condicionais e 
comentários. Observe a figura seguinte: 
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Figura 19 – Exemplo de diferentes cores no código 
Fonte: CODECADEMY, 2015 
 
3. A tipografia na seção de diálogos, instruções e dicas do layout e também nos botões utiliza 
uma fonte sem serifa, a “Open Sans” e a seção de digitação de códigos utiliza a fonte 
serifada “Monaco”; a seção de saída de código utiliza a fonte monoespaçada “Courier”. 
Como já discutido anteriormente, a escolha da tipografia em um layout é uma tarefa 
importante no design de interfaces e usabilidade de um sistema. As fontes podem conferir 
clareza, boa legibilidade e fluência na execução das tarefas que uma interface propõe. 
Nielsen e Loranger (2007) discutem que o objetivo do design na comunicação é transmitir 
informações e que a escolha da tipografia deve comunicar algo. Uma de suas 
recomendações é que se utilize texto preto sobre fundos brancos e também a diferenciação 
de tamanhos e estilos de fonte para dar destaque àquilo que for importante. No caso do 
layout do Codecademy, a área de diálogos, instruções e dicas obedece a tais princípios, 
tendo o texto na cor preta sobre fundo branco (azul bem claro na área de instruções e 
dicas) e diferenciação dos títulos em tamanho maior, negritado. 
4. A disposição/diagramação dos elementos no layout, como signos estáticos, é sempre a 
mesma, conferindo segurança e estabilidade para o usuário. Isso permite um fluxo natural 
para quem executa as lições, de cima para baixo e da esquerda para a direita, da leitura da 
lição até a saída/resultado do código digitado. 
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4.4 A metamensagem dos signos dinâmicos 
 
 
Representando o comportamento do sistema em tempo de interação com o 
usuário, os signos dinâmicos aparecem no curso de javascript do Codecademy em função de 
algumas ações do usuário nas lições oferecidas. Tais signos são importantes para demonstrar 
ao usuário interações possíveis com o sistema, indicando eventos disparados pelo seu código, 
como a confirmação de uma tarefa, a entrada de alguma informação durante um exercício ou 
o feedback de acerto ou erro naquilo que foi executado. As imagens abaixo irão exemplificar 
os signos dinâmicos frequentes durante o curso analisado. 
 
 
Figura 20 – Primeiro distintivo 
Fonte: CODECADEMY, 2015 
 
Ao terminar o primeiro exercício do curso, aparece o modal mostrado na Figura 
20, congratulando o usuário pela sua execução. Vê-se aí, entretanto, um problema na 
comunicação, visto que a mensagem no modal está em inglês, o que pode dificultar a 
compreensão do usuário sobre o que está acontecendo. Vê-se também nesse e nos demais 
distintivos a possibilidade de compartilhar essa conquista nas redes sociais em que o usuário 
seja cadastrado. 
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Figura 21 – Segundo distintivo 
Fonte: CODECADEMY, 2015 
 
O modal da Figura 21 é o segundo que aparece durante o curso e parabeniza o 
usuário pelo término da primeira lição. Entretanto, segue o mesmo problema de comunicação 
descrito no primeiro modal, o da língua inglesa. 
 
 
Figura 22 – Janela de “confirm” do javascript 
Fonte: CODECADEMY, 2015 
 
A janela da Figura 22 é mais um exemplo de signo dinâmico, que aparece pela 
interação do usuário com o exercício proposto. A própria linguagem de programação 
javascript que está sendo ensinada é responsável pelo aparecimento, em tempo de execução, 
dessa janela. Essa é uma janela de confirmação do javascript. 
 
69 
 
Figura 23 – Terceiro distintivo 
Fonte: CODECADEMY, 2015 
 
O modal da Figura 23 surge quando o usuário completa 10 exercícios. Mais uma 
vez, vê-se aqui o problema com a língua inglesa nesse signo dinâmico. 
 
 
Figura 24 – Janela de entrada de dados 
Fonte: CODECADEMY, 2015 
 
Na Figura 24, mais um exemplo de janela criada dinamicamente pelo javascript, 
sendo este também um signo dinâmico na interface do Codecademy. Tal janela permite ao 
usuário digitar a informação requerida pelo sistema. 
O modal seguinte surge quando o usuário completa 25 exercícios. O problema 
com a língua inglesa nesse signo dinâmico persiste. 
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Figura 25 – Distintivo de 25 exercícios realizados 
Fonte: CODECADEMY, 2015 
 
 
 
Figura 26 – Último distintivo, ao final de todas as lições 
Fonte: CODECADEMY, 2015 
 
O modal anterior é mostrado quando o usuário completa o curso de iniciantes da 
linguagem de programação javascript. Seu título está em português, porém o botão de fechar e 
a congratulação por ter recebido mais um distintivo continuam em inglês. 
A seguir, há os feedbacks de acerto e erro, na medida em que o usuário vai 
avançando nos exercícios propostos. 
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Figura 27 – Feedback de sucesso 
Fonte: CODECADEMY, 2015 
 
 
Figura 28 – Feedback de término de seção 
Fonte: CODECADEMY, 2015 
 
O feedback da Figura 29 alerta o usuário sobre um erro de sintaxe, porém a 
mensagem está em inglês, o que pode dificultar o entendimento do usuário sobre o problema 
que está enfrentando. 
 
 
Figura 29 – Feedback de erro de sintaxe 
Fonte: CODECADEMY, 2015 
 
O feedback seguinte surge na execução do exercício 24, quando o usuário não 
digita a frase com os devidos acentos. Entretanto, a instrução para a digitação da frase está 
sem acento (Melbourne e otima), o que pode levar o usuário a fazer o mesmo, implicando no 
feedback abaixo. A mensagem de erro, porém, não está clara e não informa ao usuário que é 
um problema de acentuação. A menos que o usuário esteja muito atento à possibilidade do 
próprio exercício estar escrito incorretamente, ele pode passar um bom tempo tentando 
descobrir seu erro, uma vez que a dica disponível refere-se somente à execução técnica do 
exercício proposto. 
 
 
Figura 30 – Feedback de erro no exercício 24 - “Melbourne e otima”, sem o acento 
Fonte: CODECADEMY, 2015 
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Já o feedback seguinte é bem claro no que diz respeito ao que se espera na 
execução da lição. A lição consiste em usar o operador matemático de resto, representado 
pelo símbolo de ‘%’; entretanto, caso o usuário utilize o símbolo de divisão ‘/‘, ele é alertado 
sobre seu engano. 
 
 
Figura 31 – Feedback de erro com o operador resto 
Fonte: CODECADEMY, 2015 
 
Outro signo dinâmico que aparece durante a execução das lições vem na forma de 
feedback na seção de saída/resultado dos códigos digitados: ‘bom trabalho. Você deixou o 
computador confuso!ReferenceError: beringela is not defined’. Ele aparece ao executarmos 
um exercício sugerido pelo Codecademy, a fim de causar, intencionalmente, um erro. 
Entretanto, ao passar desse exercício e a interface exibir o próximo exercício da lista, o 
feedback de erro ainda está na seção de saída de código. A seção de saída de código deveria 
estar vazia ao iniciar a nova lição, o que pode deixar o usuário confuso. Constitui-se aqui um 
problema na mensagem enviada pelo designer ao usuário. Somente após clicar no botão de 
“Salvar e Enviar Código” do novo exercício, a mensagem é substituída pelo resultado do novo 
exercício proposto. 
 
 
4.5 Contraste das metamensagens 
 
 
Tendo a descrição dos signos metalinguísticos, dinâmicos e estáticos da interface 
do curso de javascript do Codecademy, percebeu-se que, na maior parte do tempo, tais signos 
são coerentes e congruentes entre si, todos apontando para a mesma direção no que se refere a 
tentar direcionar o usuário na execução de suas tarefas. Infere-se, no entanto, que, se por um 
lado os signos estáticos correspondem ao seu papel de serem sempre os mesmos e estarem na 
mesma posição do layout para dar conforto e segurança ao usuário na execução de seus 
exercícios, a relação entre os signos metalinguísticos e dinâmicos, algumas vezes, não 
estavam em perfeita harmonia. 
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Alguns signos metalinguísticos na forma de uma instrução ou diálogo, como 
demonstrado anteriormente, fazem referência a um código a ser executado pelo usuário cujo 
feedback de erro não corresponderá às expectativas do mesmo, podendo demandar um certo 
tempo até que se descubra o verdadeiro erro. Em linhas gerais, a metamensagem é clara, os 
três tipos de signo (metalinguístico, dinâmico e estático) trabalham juntos com bastante 
sinergia para informar ao usuário o que deve ser feito ao longo de todos os exercícios até o 
término de suas lições. Inferiu-se que serão bem poucas as ocasiões em que um usuário 
representado pela persona criada para a inspeção semiótica dessa interface virá a atribuir 
significados diferentes para um mesmo signo, uma vez que esses são consistentes durante a 
trajetória do curso, no fluxo de execução de tarefas já explicitado na seção 4.2 deste trabalho. 
 
 
4.6 Apreciação da metacomunicação 
 
 
As mensagens de comunicação em uma interface podem ser parafraseadas como 
uma metamensagem descrita no “template” abaixo: 
 
Template – Metamensagem da Engenharia Semiótica 
“Este é o meu entendimento, como projetista, sobre quem você é o que eu 
entendi que você quer ou precisa fazer, de que formas prefere fazê-lo e por 
quê. 
Este é portanto o sistema que eu projetei para você, e esta é a forma que 
você pode ou deve usá-lo para conseguir atingir os objetivos incorporados 
na minha visão.” (PRATES; BARBOSA, 2007, p. 269) 
 
Para Dias e Prates (2012), a metacomunicação bem-sucedida depende da 
eficiência do preposto. Conforme os autores, o preposto é responsável por comunicar ao 
usuário a metamensagem do projetista. Isso é, a partir da interação, o usuário deve 
compreender as possibilidades e significados de manipulação transmitidos pelo projetista. No 
caso da interface aqui analisada, uma vez descritos os signos metalinguísticos, estáticos e 
dinâmicos, pode-se dizer que as mensagens de comunicação, na interação que o usuário 
realiza com o sistema, são limitadas pela própria estrutura dos signos estáticos, uma vez que o 
layout geral do Codecademy mantém uma estrutura fixa (conforme já demonstrado 
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anteriormente) que determina as áreas em que o usuário pode realizar suas ações ao longo do 
curso proposto. A interação do usuário se dá através dos códigos que ele digita na seção de 
codificação e, além disso, ele interage diretamente com os botões “Salvar e Enviar Código”, 
“Começar Próxima Aula” e “Restaurar” que restaura o código da seção de codificação para 
sua estrutura original, antes das alterações do usuário. 
Nessa linha de pensamento, vê-se que o designer, como projetista da aplicação, 
considerou que o usuário precisa aprender determinada linguagem de programação através da 
interface que ele está projetando e, para tanto, comunicou aos usuários, através da interface, a 
seguinte mensagem: você deve ler atentamente a descrição do conceito abordado do lado 
esquerdo de sua interface, que é seguida de uma ou mais instruções para o exercício que você 
deverá executar em seguida. Crie ou altere o código na seção de codificação conforme as 
instruções dadas e, ao terminar de digitar seu código, pressione o botão “Salvar e Enviar 
Código”. Caso seu código esteja incorreto, uma mensagem de erro aparecerá, informando a 
natureza de seu erro, para que o corrija e possa prosseguir para o próximo exercício. Você 
pode usar as dicas disponíveis no lado esquerdo, logo abaixo das instruções, caso não consiga 
perceber o que fez de errado. Após corrigir seu código, pressione novamente o botão “Salvar 
e Enviar Código” para passar à próxima lição.  
Essa é a comunicação que o designer fez através do preposto, a interface do 
sistema aos usuários do Codecademy. Todos os signos interagem e cooperam para que essa 
mensagem seja transmitida ao usuário ao longo de seu percurso no aprendizado da linguagem 
de programação escolhida. 
Apreciou-se aqui que, na maior parte do tempo, conforme os signos 
metalinguísticos, estáticos e dinâmicos não sofrem alterações significativas ao longo do curso, 
a metamensagem consegue ser clara, precisa e objetiva, ainda que, em alguns momentos, 
conforme já mencionado anteriormente, possa haver algumas poucas rupturas no processo de 
comunicação. Tais rupturas se devem a alguns desses signos estarem na língua inglesa, 
podendo dificultar a compreensão do usuário, como também a falta de dicas nos exercícios 
mais elementares. Uma comunicação eficiente e constante poderia se dar por manter o padrão 
assertivo da existência de dicas, independentemente do grau de dificuldade do exercício 
proposto, indicando claramente a intenção do designer em auxiliar o processo de 
desenvolvimento do estudante. 
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Ainda no auxílio da avaliação pelo MIS, conforme proposto na seção 
Metodologia, algumas heurísticas foram consideradas ao longo da inspeção feita na interface. 
No que diz respeito à heurística de Visibilidade do Estado do Sistema, o tempo todo o usuário 
foi informado sobre o que está acontecendo por meio de feedback adequado e no tempo certo 
na forma das mensagens de acerto ou erro que são apresentadas em cada exercício, bem como 
os ‘badges’ (distintivos) que surgem ao final de um grupo de lições, informando o progresso 
geral do usuário. A heurística de Correspondência entre o Sistema e o Mundo Real também 
foi bem aplicada nesta interface, uma vez que a linguagem textual é simples, natural e lógica, 
contendo palavras, expressões e conceitos familiares ao usuário, com exceção, como já 
demonstrado, de alguns feedbacks que aparecem na língua inglesa. A heurística de Controle e 
Liberdade do Usuário também é respeitada na interface do Codecademy, uma vez que permite 
ao usuário desfazer suas ações, seja selecionando o código e apagando, deletando o código 
como fazemos em um editor de texto comum ou mesmo utilizando o botão “Restaurar”. A 
heurística de Consistência e Padronização é patente na interface, especialmente no que diz 
respeito aos signos estáticos do Codecademy. A disposição dos elementos, cores, sequência 
de ação e textos seguem convenções evitando surpresas para os usuários. O que é aprendido 
em uma parte do sistema vale para todo ele. A heurística de Reconhecimento em Vez de 
Memorização, tornando objetos, ações e opções visíveis, com instruções visíveis e acessíveis 
sempre que necessário também é respeitada na interface do Codecademy; seus signos 
estáticos, dinâmicos e metalinguísticos seguem um padrão em todas as telas, prevenindo que 
o usuário seja forçado a decorar elementos. A heurística de Flexibilidade e Eficiência de Uso 
não possui representação nesse sistema, uma vez que seu foco são os usuários iniciantes e não 
há outro tipo de ação no mesmo que não seja a digitação dos códigos propostos pelos 
exercícios e a verificação de sua correção para o avanço das lições. Pode-se dizer também que 
a interface obedece a um Projeto Estético e Minimalista, não utilizando informações 
irrelevantes ou raramente necessárias. No que diz respeito à heurística de Prevenção de Erros, 
percebeu-se que, durante o curso, as instruções e dicas para a execução dos exercícios foi feita 
para evitar que o usuário seja confundido e erre; entretanto, houve uma falha na comunicação 
da lição em que é preciso manipular a string “Melbourne e otima”, que permanece dando 
feedback de erro até que o usuário acentue o verbo “ser” corretamente. Sob a ótica da 
heurística de Reconhecimento e Recuperação de Erros, as mensagens de erro devem ser 
expressas em linguagem simples, indicando claramente o problema e sugerindo solução. 
Neste caso, durante a Inspeção da interface, ficou claro nas seções 4.2 e 4.4 que nem todas as 
mensagens estão em linguagem simples, ainda que as dicas estejam ali para apontar uma 
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solução. Finalmente, a heurística de Ajuda e Documentação foi respeitada corretamente na 
interface do Codecademy, provendo informações claras, sucintas e facilmente encontradas 
através dos botões “Fórum de Perguntas” e “Glossário”, conforme se pode observar na Figura 
18. 
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5. CONCLUSÃO 
 
 
Este trabalho apresentou uma visão da aplicação do Método de Inspeção 
Semiótica (MIS), um dos métodos reconhecidos e utilizados pela Engenharia Semiótica e IHC 
em uma interface que se propõe a ensinar linguagens de programação e de marcação para 
usuários iniciantes, com o auxílio das heurísticas propostas por Nielsen (1994), na perspectiva 
de uma persona criada para este propósito. Voltando às questões que nortearam este trabalho, 
depois da inspeção da interface e delongada descrição e análise da metacomunicação 
observada na mesma, percebe-se que o processo dessa metacomunicação, na intenção do 
designer de comunicar algo para seus usuários, pode prover diversas contribuições para 
repensar a experiência do aprendizado. 
A primeira de tais contribuições é perceber que é possível, através das 
metamensagens dos signos estáticos, dos dinâmicos e principalmente dos metalinguísticos, 
estabelecer uma linha de comunicação semelhante ao do professor em sala de aula, ou mesmo 
em uma aula particular, repassando conceitos e, através de tais conceitos, propondo exercícios 
a fim de estimular a mente do usuário/aluno para o aprendizado e a memorização dos 
mesmos. Na execução dos exercícios, como em sala de aula, pode-se errar em sua execução, 
esperando que o professor alerte sobre o erro, apontando os melhores caminhos para sua 
correção. Outra contribuição é perceber que tais interfaces (já que existem outras) podem ser 
utilizadas tanto por usuários iniciantes, que estejam desejando aprender algo novo no conforto 
de seus lares, no tempo livre disponível para tanto, como também como ferramenta de apoio 
para professores em salas de aula nos cursos técnicos, tecnólogos ou de graduação em que se 
ensinam linguagens de programação e/ou marcação compatíveis com as ensinadas em tais 
sistemas web-based. 
A experiência da metacomunicação em aplicativos web-based voltados para o 
ensino de linguagens de programação e marcação, no que diz respeito aos padrões semióticos 
entre o universo do designer e dos usuários do sistema através das mensagens enviadas pelo 
designer aos usuários, é uma experiência muito rica em possibilidades e usos. O designer de 
interface, se bom profissional e bom entendedor de IHC, Engenharia Semiótica, Usabilidade 
na Web e design de uma forma geral (cores, tipografia, layout, diagramação, etc.), consegue 
criar um sistema/interface que seja muito próximo à realidade de compreensão do seu 
público-alvo. No caso do Codecademy, a mensagem do(s) designer(s) para seus usuários é 
muito clara e sempre dentro da proposta de ser algo intuitivo e direto para seus usuários, que 
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são iniciantes, dando a eles uma experiência de usuário (UX) em que ele se sente no poder e 
apto a realmente aprender algo de maneira incremental, interativa e dinâmica, sem estar 
atrelado a uma sala de aula ou a um horário específico para o aprendizado. 
Analisando os signos metalinguísticos, dinâmicos e estáticos da interface do 
Codecademy sob a perspectiva proposta, avaliou-se que o grau de entendimento dos usuários 
acerca das mensagens enviadas pelo designer através da interface na execução das lições 
durante o curso pode ser bastante satisfatório e prazeroso, considerando-se a clareza e o fluxo 
existente na apresentação dos conceitos e exercícios do curso. A existência da apresentação de 
um conceito com texto simples e informativo, seguida de instruções para um exercício que 
demonstre, na prática, o conceito exposto e o feedback de acerto ou de erro, apontando falhas 
na execução do código digitado e ainda auxiliados por dicas quando uma atividade possui um 
maior grau de complexidade, são fatores importantes a se considerar para o entendimento e 
aprendizado de quem estuda uma linguagem de programação. Estudando de maneira formal, 
em uma sala de aula, alguns alunos, muitas vezes, têm vergonha de fazer perguntas em voz 
alta ou podem mesmo estar distraídos por quaisquer motivos que sejam durante a explicação 
dos conceitos e exercícios por parte do professor. Ter uma ferramenta interativa com as 
características aqui analisadas pode contribuir positivamente para o entendimento e a fixação 
dos conceitos propostos pelo sistema, uma vez que o universo semiótico seja próximo à 
expectativa do usuário. Nessa perspectiva, pode-se dizer que o grau de satisfação dos usuários 
no aprendizado das linguagens que o Codecademy propõe tem grandes chances de ser 
expressivamente alta. Isso se deve à proximidade entre os universos semióticos do(s) 
designer(s) que criaram o sistema e daquilo que um usuário, representado pela persona que 
foi utilizada para pensar o recebimento dos signos aqui analisados, espera aprender até o final 
do curso realizado. 
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5.1 Pesquisas futuras 
 
 
Esta pesquisa foi muito positiva no sentido de ampliar conhecimentos e conceitos 
das áreas de IHC e Engenharia Semiótica para que designers de interface possam repensar a 
prática de projetar e/ou redesenhar sistemas interativos, no que se refere às mensagens que 
serão enviadas para seus usuários naquilo que um dado sistema se propõe a fazer. O próprio 
Codecademy é uma prova disso, uma vez que, apontadas as falhas de comunicabilidade 
existentes ao longo de apenas um dos cursos, pode-se pensar que falhas semelhantes possam 
existir nos demais cursos que ele oferece e que é uma excelente oportunidade para repensar 
tais mensagens na forma de signos metalinguísticos, dinâmicos e estáticos, a fim de corrigi-
los, melhorando ainda mais a performance dos usuários e deixando a mensagem proposta 
cada vez mais clara e precisa. Outro ponto que esta pesquisa vem abrir a discussões futuras é 
a possibilidade de análise das outras interfaces web-based com o mesmo propósito, como as 
citadas no início da seção 1.3 deste trabalho. Limitações de tempo, recursos e outros aspectos 
sempre existirão em quaisquer pesquisas e, portanto, é importante salientar que muito ainda 
pode ser pesquisado e pensado com o propósito de ampliar os conhecimentos técnico e 
acadêmico dos diversos métodos da Engenharia Semiótica e IHC em tais interfaces 
educacionais, ampliando o escopo da avaliação dos próprios métodos em suas possibilidades, 
usos e limitações inerentes em sua execução. 
Trabalhos futuros interessantes para uma tese de doutorado, talvez, podem mesmo 
levar em consideração tais pesquisas para propor a criação de um sistema/interface de 
proposta similar ao Codecademy e os demais dessa linha, completamente em português (e não 
uma versão traduzida do inglês, como o Codecademy), levando em consideração o que foi 
aqui aprendido para tentar corrigir as falhas de comunicação apresentadas e utilizar outros 
métodos de avaliação da comunicabilidade, como o MAC. Tal empreendimento pode ajudar a 
determinar com um grupo de usuários o grau de acerto e satisfação na interação com tal 
sistema, percebendo e avaliando se novas falhas de comunicabilidade surgirão, mantendo 
vivos e ativos os processos de avaliação, inspeção e análise que a Engenharia Semiótica tem 
provido para o estudo aprofundado da Interação Homem-computador, para a melhoria 
contínua no projetar de interfaces cada vez melhores e mais satisfatórias ao uso de seus 
públicos. 
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