Abstract
as a nonce. We will similarly tag compound messages; for example, we will write "(pair ((nonce N ) (nonce N 0 )))" to represent a pair of values N and N 0 tagged as nonces; we assume that the tag for a pair contains enough information to allow an honest agent to decompose the message correctly (for example, the tag might contain a representation of the number of bits in each component). We will assume that the tag for an encryption contains the type of the encrypting key and the type of the body of the encryption; for example, we will write "fjnonce noncej g pubkey " to represent a tag indicating an encryption of a pair of nonces with a public key.
We assume that honest agents will tag messages that they create with their true type; for example, if they introduce a nonce, they will tag it as being a nonce. We assume that when an honest agent receives a message, it will check that all accessible tags (i.e. those tags not inside an encryption that this agent cannot decrypt) are as expected. On the other hand, we will not assume that the penetrator follows these tagging rules-we will allow the penetrator to place arbitrary tags upon accessible messages (i.e. those messages not protected by an encryption)-and we will not assume that honest agents can detect such dishonest tagging.
Suppose we were to use this tagging scheme in the attack described above. The text of message :6 would then become:
(fjnonce nonce agentj g pubkey f(nonce N I ) (nonce N b ) (agent B )g P K (A) ):
A penetrator could replace the outermost tag with fjnonce agentj g pubkey but the tag inside the encryption cannot be tampered with. Now A will not accept this message as an instance of a message 3, because in such messages the second field inside the encryption should be tagged as being an agent's identity. Hence this tagging scheme would prevent the above attack.
As another example, consider the Woo and Lam Protocol
The penetrator replays the nonce N b at B in message 3, which B accepts as being of the form fA B N b g shared(A S) :
B therefore encrypts N b within message 4. However, this is precisely the form of message that the penetrator requires to fake message 5.
If we were to again adopt the tagging scheme, the nonce in message 2 would become (nonce N b ). The penetrator cannot replay the nonce in this form in message 3, but can retag the nonce with the tag that B is expecting (fjagent agent noncej g shared-key N b ). Message 4 would then become (dropping the "pair" tag and the pairing parentheses for ease of notation):
(fjagent agent fjagent agent noncej g shared-key j g shared-key f(agent A ) (agent B ) (fjagent agent noncej g shared-key N b )g shared(B S) ):
But this message could not now be replayed as an instance of message 5, because B is expecting a message where the third field inside the encryption is tagged as being a nonce. The penetrator could change the outer most tag, to create:
(fjagent agent noncej g shared-key f(agent A ) (agent B ) (fjagent agent noncej g shared-key N b )g shared(B S) ) but the penetrator cannot change the inner tag without access to the appropriate key. Again this tagging scheme prevents the attack. Observe that the type flaw attack is prevented simply by having the participants examine the tags; they do not need to be able to tell the true types of fields. In this paper we prove that in fact this tagging scheme is enough to prevent all type flaw attacks. The utility of this result to the designers and implementers of protocols should be obvious.
This result is also useful to protocol analysers. Most protocol analysis techniques adopt the strong typing abstraction, where all messages considered in the analysis are assumed to be well-typed. This corresponds to an assumption that all agents can "magically" tell the true types of messages. The result of this paper presents a way of justifying this apparently unrealistic abstraction.
More precisely, we show the following:
If a protocol is secure under the strong typing abstraction, then it is secure under the tagging scheme.
In other words, this tagging scheme implements the strong typing abstraction. In fact, our approach is to show the following:
If there is an attack upon a protocol under the tagging scheme, then there is an attack under the tagging scheme such that all fields are correctly tagged.
(We make the concept of "correctly tagged" precise in the next section, but essentially it means that all fields are tagged with a tag that represents their true type.)
In the next section we describe how we can model protocols using tagged messages. Our model is based upon the strand space model of [9] . We use the strand space framework because it provides a particularly suitable notation for the kind of reasoning required for the proof. However, the results of the paper are general and can be applied to other approaches to the analysis of security protocols (in the context of the Dolev-Yao model) such as those in [3, 4, 6, 7] .
In Section 3 we prove our claim that this tagging scheme prevents all type flaw attacks. We sum up, and discuss possible implementations for the tagging scheme, in Section 4.
Modelling protocols
In this section we present the model we will be using to prove the main result of this paper; this model will be based upon the strand space model of [9] . We describe how we model tagged facts 1 , and define what it means for a tagged fact to be correctly tagged. We then give a brief overview of the strand space model, showing how we model honest participants and penetrator capabilities. We also explain how breaches of security, and hence security properties, can be expressed in the strand space model.
Tags and facts
We assume some set Atom of atomic values, partitioned into types Agent, Nonce, PublicKey, etc. By partitioning the types in this way, we assume that each atomic value has a unique true type: for values introduced by an honest agent, this will be the type that the honest agent intended for the value; the penetrator, however, will be allowed to tag such values with a different type.
Tags
We assume that there is a tag corresponding to each base type; we will adopt obvious names for such tags. We will also assume tag "constructors" for pairing and encryption. The types of tags can be defined by:
T a g ::= agent j nonce j pubkey j : : : j pair j enc T a g T a g :
We assume that the tag for an encryption includes an indication of the encryption algorithm (e.g. DES or RSA public key encryption) that is claimed to have been used to produce the message. We include this algorithm tag because we want to be able to model the case where a key is used in the wrong algorithm. More precisely, we associate algorithms with types of keys (e.g. associating RSA public key encryption with the type of RSA public keys) and include the tag for that key type within the encryption tag. We also include the type of the body (as a sequence of tags)
within the encryption tag. So enc ht 1 : : : t n i ktwill indicate a tag that claims that the accompanying fact is encrypted with a key of type kt(using the appropriate algorithm), and where the body is a sequence of facts with tags t 1 : : : t n ;
we will abbreviate this tag to fjt 1 : : : t n j g kt .
Tagged facts
We similarly define a type of tagged facts. We represent such tagged facts as (T ag Fact) pairs, where the tag gives the claimed type of the fact; the facts themselves are built up from atoms using constructors for pairing and encryption.
TaggedFact ::= T a g F a c t F a c t ::= Atom j PAIR TaggedFact TaggedFact j ENCRYPT Tag TaggedFact Fact:
PAIR tf 1 tf 2 represents a fact formed by concatenating tagged facts tf 1 and tf 2. For example, a correctly tagged pair of nonces (N 1 N 2) would be written as (pair PAIR (nonce N 1) (nonce N 2)). We will write (tf 1 tf 2) as an abbreviation for (pair PAIR tf 1 tf 2). We will drop superfluous parentheses within nested pairing, writing, for example, (tf 1 tf 2 tf 3); we will drop such parentheses completely when the pair forms the body of an encryption.
ENCRYPT kttf k represents tagged fact tf encrypted using key k and algorithm corresponding to kt; we will abbreviate this to ftf g kt k , and will tend to drop the ktwhere it matches the type of k.
We adopt a version of the perfect encryption assumption [3] , that is, that an honest agent can tell whether it has correctly decrypted a message, i.e. whether the decrypting key and algorithm it used to decrypt the message correspond to the encrypting key and algorithm used to create the message. This can be implemented by including sufficient redundancy within the encryption.
Note also that the type of the body of an encryption is included both inside and outside the encryption, for example: We will often want to talk about the tag or fact components from a tagged fact, so we define projection functions as follows:
Subfacts
We will want to talk about the sub-tagged-facts of a tagged fact. The subfact relation is defined as the smallest relation such that:
We will also want to talk about the sub-untagged-facts of a tagged fact. We will write f @ tf if (t f) @ tf for some tag t.
Correct tagging
We now define what it means for a tagged fact to be correctly tagged. We define this inductively over the structure of tags, as follows: get-tags(pair (tf 1 tf 2)) = get-tags tf 1 _ get-tags tf 2 get-tags(t f) = hti for t 6 = pair:
Note that for an encryption, the tag for the key must match the encryption algorithm used and also the type of the key used.
It is also useful to characterize when a message is correctly tagged at the outermost level:
top-level-well-tagged(agent x ) , x Note that for an encryption, the key tag must match the algorithm used for the encryption, but not necessarily the key used.
Strand spaces
As mentioned earlier, we will be using the strand space model from [9] . We give here a brief overview of the strand space model, and how we adapt it to deal with tagged facts.
A strand represents a sequence of communications by either an honest agent or the penetrator. Formally, it is a sequence of the form h tf 1 tf 2 : : : tf n i, where +tf represents the transmission of tagged fact tf and ;tf represents reception of tf . A node is any particular communication tf .
A graph structure is defined on strands by means of two types of edge:
If nodes n i and n i+1 are consecutive nodes on the same strand then we write n i ) n i+1 . This represents the chronological sequence of communications along a strand.
If node n i = + tf and n j = ;tf then we write n i ! n j . This captures communications from one strand to another.
A bundle represents a particular history of the network.
Formally, if C (! )) is a finite set of edges, and N C the set of nodes appearing on any edge in C, then C is a bundle if:
1. whenever n 2 2 N C and n 2 has negative sign, there exists a unique n 1 such that n 1 ! n 2 2 C ; 2. whenever n 2 2 N C and n 1 ) n 2 , we have n 1 ) n 2 2 C;
3. C is acyclic.
We will want to be able to talk about when a fact or tagged fact is first transmitted. If S is a set of tagged facts, then a node n is an entry point to S if the term of n is +tf for some tf 2 S, and for each node n 0 previous to n on the same strand, the term of n 0 is not in S. A tagged fact tf will be said to originate on a node n if n is an entry point to the set ftf 0 j tf @ tf 0 g. Similarly, an untagged fact f will be said to originate on a node n if n is an entry point to the set
g. An untagged fact is uniquely originating in a bundle C if it originates on a unique node of C.
Honest strands
We assume that each role in the protocol is defined by a strand template: a sequence of templates for sent and received tagged facts, defining the operation of the agent in that role.
The templates for tagged facts will make use of some set V a r of variables, and some set F n of function identifiers (which will contain functions like P K , the public key function). Tagged fact templates can be defined as follows:
TaggedTemplate ::= T a g T e m p l a t e Template ::= V a r j APPLY F n V a r j PAIR TaggedTemplate TaggedTemplate j ENCRYPT Tag TaggedTemplate Template:
The template APPLY g hv 1 : : : v n i represents the function g applied to the variables v 1 : : : v n ; we will denote this g(v 1 : : : v n ). Note that this strand uses five free variables: a, b, s, nb and x; and also the function shared. Note also that the encrypted component of the third message, which b does not decrypt, is represented by a variable x, modelling that b should accept any value for this component.
All strands representing an execution of a particular role can be formed by instantiating the free variables of the corresponding template, that is, by substituting the free variables consistently with facts.
For example, in the case of the template above, a typical execution (where there has been no interference from the penetrator) can be formed using the substitution function sub where:
The execution in the attack described in Section 1 can be formed using the substitution function:
(We argued above that it is not possible to produce penetrator strands to complete this attack.) Implicit in the definition of a strand template is the assumption that when an honest agent first sees a free variable in a message that it receives, it will accept any value for the variable.
Formally, a substitution is a function:
Such a function can be lifted to complete tagged templates as follows 2 :
for g 2 F n , where the function application is defined, sub(pair (tf 1 tf 2)) = (pair (sub(tf 1) sub(tf 2))) sub(fjtsj g tk ftf g k ) = fjtsj g tk fsub(tf )g sub(tk k)2 )
and hence lifted to strand templates by applying sub to each message in turn. We will assume that each strand template is consistently tagged, in the sense that the same tags are always given to the same variables. Formally, we define a type environment to be a function:
The idea is: 2 Recall that a subscript "2" extracts the fact component of a tagged fact.
for v 2 V a r , (v) gives the tag that should receive, or, equivalently, the type with which v should be instantiated; for g 2 F n , (g) will be a pair of the form (ht 1 : : : t n i t ) where t 1 : : : t n give the types of the arguments of f, and t gives the type of the result.
We can then define a tagged template to be well tagged with respect to as follows:
where get-tags is defined analogously to earlier. One corollary of this assumption is that each variable in a strand template receives a unique tag.
We will assume that the functions in F n are partial, and only defined when they are applied to arguments of the correct types. For example, if we have a function P K that is intended to return an agent's public key, P K (N ) will not be defined for a nonce N. We assume that if the arguments v 1 : : : v n of a function g have tags t 1 : : : t n , then g(x 1 : : : x n ) will be defined only if (t 1 x 1 ) : : : (t n x n ) are all well tagged. We assume that the honest agents correctly follow the tagging scheme. This can be encapsulated in the following assumption: Assumption 2. If the tagged fact (t f) originates on a regular strand, then top-level-w ell -tagged(t f).
This assumption has a number of facets:
If an agent introduces an atomic term for a variable, then it introduces a value of the expected type.
An honest agent will only tag a fact as being a pair if it was indeed created as a pair.
An honest agent will only tag a fact as being an encryption if it is indeed created as an encryption; in this case the encryption tag will include the identity of the algorithm used, and the tags of the body; however, the key used for the encryption might not be of the expected type, because the honest agent might have received an ill-tagged key from the penetrator.
The above discussion has suggested that the bundle under consideration contains honest strands from a single protocol. In fact, this is not necessary: our results apply equally well when we consider bundles containing honest strands from several different protocols (as considered in [8] ).
Penetrator strands
Following [9] , we assume that there is some set T of messages that the penetrator can produce himself. In [9] this is a set of atomic values; in contrast, we assume some larger set, including some compound facts; we will say more about this set below. We will also assume some set K P of keys that the penetrator has available.
Penetrator strands under the tagging scheme are exactly analogous to as in the standard strands model, but with the addition of a type of strand R representing manipulation of top-level tags. A penetrator strand is one of the following: D Decryption h;(tk 0 k 0 ) ;(fjtj g tk ftf g tk k ) +tf i, where tk and tk 0 are tags representing inverse key types, and k 0 is the decrypting key corresponding to k when they are considered as keys of types tk 0 and tk, respectively.
Note that the retagging strand only applies to the top level tag, and that all other strands do not interfere with the tags of their messages. However, this does not necessarily prevent inner components from being retagged; for example, one component of a pair can be retagged by separation, retagging that component, and then concatenation.
Note that when the penetrator produces a fact, it is initially correctly tagged at the top level: Lemma 1. If fact f originates on a penetrator strand, then it does so with a tag t such that top-level-well-tagged(t f).
Proof: The only strands that can be the origin of a fact are M, C, K, and E; in each case, the fact produced is indeed well-tagged at the top level.
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Of course, the above does not prevent the penetrator from changing the tag after the fact is produced; the following lemma shows that the only place this retagging can occur is on a retagging strand.
Lemma 2. Every top-level-ill-tagged fact (t f) originates on a R strand.
Proof: Assumption 2 tells us that top-level-ill-tagged facts do not originate on honest strands. An argument similar to that in the previous lemma rules out all penetrator strands other than R strands. 
Security properties and attacks
In this section we consider two typical security properties, namely secrecy and authentication, and produce generic definitions of each. Our definitions are obtained by generalizing those of Thayer Fábrega et al. [9] , who consider these properties for specific protocols.
The definitions given by Thayer Fábrega et al. talk about properties that should hold of the protocol under the assumption that the penetrator does not have access to certain sets of keys. For example, the properties one would expect to hold will depend on whether or not an agent is running the protocol with either the penetrator or someone whose secret key has been compromised. Our definition will generalize this to a set K e y s , representing some keys that the penetrator may or may not have; this will be a set of function templates, for example fSK(a) S K (b)g, representing the secret keys of the agents a and b. Given a substitution function sub for a particular strand, each key k 2 K e y s will take the value sub(k); recall that we assume that the penetrator has access to the set of keys K P ; hence we can say that the penetrator knows none of the keys as follows: 8k 2 K e y s q sub(k) = 2 K P :
Secrecy
We now give a generic definition of secrecy. The definition will say that there is a breach of security when there is some strand (of some minimal length) where certain keys have not been compromised, and the value of a particular variable v (intended to remain secret) becomes known to the penetrator. Definition 1. Let temp be the template for some role; let (t v) be a tagged variable of temp; let h be a positive integer; and let K e y sbe a set of function templates. We define a failure of secrecy to be where each of the following holds:
1. There is a strand s = sub(temp) with C-height at least h (i.e. at least the first h messages of s appear in the bundle C). 2. 8k 2 K e y s q sub(k) = 2 K P .
There is a node in C with label +sub(t v).
This definition is parameterized by temp, v, h and K e y s ; in any given protocol, one would be interested in knowing whether this property holds for some particular values of these parameters.
Authentication
We now consider the property of authentication. We consider what it means for a particular role r2 to be authenticated to another role r1. For authentication to hold, we would expect that whenever there is a strand s1 of r1, there should be a "corresponding" strand s2 of r2; these strands should agree upon the identities of the agents involved, and possibly upon the values of some other variables (e.g. a session key that is established); we capture this aspect by specifying that the strands should agree on the values of all variables from some set X 3 .
Definition 2. Let temp1 and temp2 be templates for two roles; let X be a set of variables of those templates; let h1 and h2 be positive integers; and let K e y sbe a set of function templates. We define a failure of authentication to be where each of the following holds:
1. There is a strand s1 = sub1(temp1) with C-height at least h1. 3. There is no strand s2 = sub2(temp2) with C-height at least h2 such that 8x 2 X q sub1(x) = sub2(x).
This definition is parameterized by temp1, temp2, X, h1, h2 and K e y s .
How tagging prevents type flaw attacks
In this section we prove our main result, that if there is an attack upon a protocol under the tagging scheme, then there is an attack under the tagging scheme such that all fields are correctly tagged. More precisely, we show that whenever there is an attack upon a protocol under the tagging scheme, then we can construct a renaming function over tagged facts, such that uniformly renaming all tagged facts under this function produces an attack in which all fields are correctly tagged.
Informally, if an honest agent is willing to accept some ill-tagged fact (t f), then that agent's behaviour must be essentially independent of f, and so he should be willing to accept any value in its place; in particular, he should be willing to accept the tagged fact (t f) (which will have the tag t) in place of (t f). We proceed as follows:
1. In Section 3.1 we define the properties that must satisfy, and show that such a can always be constructed.
2. In Section 3.2 we show that if S is an honest strand, then (S) (renaming all the facts of S by ) is also an honest strand.
3. In Section 3.3 we similarly show that if S is a penetrator strand, then there are one or two penetrator strands having the same set of nodes as (S), although possibly with a slightly different strand structure.
4. In Section 3.4 we show that given a bundle C, there is a corresponding bundle C 0 where all terms are welltagged; this bundle will contain the same set of terms on its nodes as (C), although possibly with a slightly different strand structure; we also show that a fact is uniquely originating in C 0 if it is uniquely originating in C.
Finally, in Section 3.5 we show that if there is an attack
in C, then there is similarly an attack in C 0 .
Defining the renaming function
The following definition captures the required properties of : Definition 3. Given a bundle C, we define : TaggedFact ! TaggedFact to be a renaming function for C if: 1. preserves top-level tags: if (t f) = (t 0 f 0 ) then t = t 0 .
returns well-tagged terms: w ell -tagged( (tf )).

is the identity function over well-tagged terms: if
well-tagged(tf ) then (tf ) = tf .
distributes through concatenations that are top-levelwell-tagged:
(pair (tf 1 tf 2)) = (pair ( (tf 1) (tf 2))):
distributes through encryptions that are top-levelwell-tagged:
(fjtsjg tk ftf g tk k ) = (fjtsjg tk f (tf )g tk ( where facts(C) is all the facts and subfacts of nodes of C.
Note that condition 8 implies that is injective over the facts of C.
We now show that it is always possible to find such a :
Lemma 3. Given a bundle C there is some renaming function for C.
Proof:
The following method gives a recipe for constructing such a . We build the definition of from the bottom up, defining it over the subfacts of a fact before the fact itself.
Consider, then, a tagged fact (t f), and suppose we have defined over all subfacts of f. We use a case analysis to construct (t f):
1. If :top-level-w ell -tagged(t f) then pick a new value f 0 from T (for condition 7) such that w elltagged(t f 0 ), and none of the atoms of f 0 has been used previously (for condition 8); define (t f) = (t f 0 ).
One proviso to this concerns keys: we should define over pairs of inverse keys simultaneously. If k1 and k2 are inverses of one another, when considered as keys of types tk1 and tk2, then pick k1 0 and k2 0 from T such that: well-tagged(tk1 k 1 0 ) and welltagged(tk2 k 2 0 ); (tk1 k 1 0 ) and (tk2 k 2 0 ) are inverses; and none of the atoms of k1 0 or k2 0 has been used previously. Then define (tk1 k 1 ) = ( tk1 k 1 0 ) and (tk2 k 2) = (tk2 k 2 0 ).
If w ell -tagged(t f) then define (t f) = (t f) (for condition 3).
3. If (t f) = (pair (tf 1 tf 2)) then define (t f) = (pair ( (tf 1) (tf 2))) (for condition 4). 4 . If (t f) = (fjtsjg tk ftf g tk k ) with ts = get-tags(tf ) then define (t f) = (fjtsjg tk f (tf )g tk (tk k)2 ) (for condition 5).
The only assumption we need is that T is big enough: we need to assume that the penetrator has access to sufficient supplies of values that he can always produce a new value in step 1. In practice, it is reasonable to assume that he is always able to produce new atomic facts, and use these to create new compound facts.
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Regular strands
In this section we show that if S is a regular strand, then so is (S). By definition, S must be an instantiation of a strand template temp under a substitution function sub. Consider the strand S 0 formed by instantiating temp using the substitution function sub 0 defined by:
where t is the unique tag for v in temp.
Note that S 0 is also a regular strand, from our definition.
The following lemma shows that the translation from S to S 0 corresponds to a renaming under , i.e. Proof: Let tt be a tagged template in temp. We show that (sub(tt)) = sub 0 (tt). Assumption 1 allows us to proceed by induction over the structure of tt as follows:
Case tt is a variable, say tt = ( t v); then:
Case tt is a function application, say tt = (t g(v 1 : : : v n )):
For sub(tt) to be defined, we must have that (t 1 sub(v 1 )), . . . , (t n sub(v n )) are all correctly tagged, where t 1 , . . . , t n are the tags for v 1 , . . . , v n in tt.
(sub(tt)) = (t g(sub(v 1 ) : : : s u b (v n ))) = tt is well tagged; using the above Then: 
Penetrator strands
We now show that given the penetrator strands of C and a renaming function , we can construct corresponding strands in a bundle C 0 , formed by replacing each tagged fact tf in C by (tf ). We consider the possible cases one by one, giving the strand S in C and its corresponding strand S 0 in C 0 . In the case of the R strand, we will change the strand structure, but we will keep the same set of tagged facts.
M Text message Let S = h+(t x)i with x 2 T and w elltagged(t x). Define S 0 = h+ (t x)i, which is an M strand because (t x) = ( t x) and x 2 T. F Flushing Let S = h;tf i. Define S 0 = h; (tf )i, which is an F strand.
T Tee Let S = h;tf +tf +tf i. Define 
C Concatenation
Let S = h;tf 1 ;tf 2 +(pair (tf 1 tf 2) )i. Define S 0 = h; (tf 1) ; (tf 2) + (pair (tf 1 tf 2) )i which is a valid concatenation strand, because (pair (tf 1 tf 2)) = (pair ( (tf 1) (tf 2))) by condition 4 of Definition 3.
S Separation
Let S = h;(pair (tf 1 tf 2)) +tf 1 +tf 2i. Define S 0 = h; (pair (tf 1 tf 2)) + (tf 1) + (tf 2)i which is a valid separation strand, again by condition 4 of Definition 3.
K Key Let S = h+(tk k)i with w ell -tagged(tk k) and k 2 K P . Define S 0 = h+ (tk k)i = h+(tk k)i, which is a K strand.
E Encryption
Let S = h;(tk k) ;tf +(fjtsjg tk ftf g tk k )i where ts = get-tags(tf ). Define S 0 = h; (tk k) ; (tf ) + (fjtsjg tk ftf g tk k )i which is a valid encryption strand because R Retagging Let S = h;(t1 f ) +(t0 f )i. We proceed in two stages. We first construct the pair of strands h; (t1 f )i, which is a strand of type F, and h+ (t0 f )i. If :top-level-w ell -tagged(t0 f ) then this latter strand is of type M, from condition 7 of Definition 3, and we are done; see Figure 1 for a depiction of the strands in C and C 0 .
Otherwise, top-level-w ell -tagged(t0 f ), i.e. S retags f with a correct tag. Let n0 and n0 0 be the negative We show that some earlier R strand, possibly this one, has initial node labelled with ;(t0 f ). If t1 = t0
we are done. Otherwise (t1 f ) is top-level-ill-tagged, and so (t1 f ) originated on another R strand, from Lemma 2. We proceed similarly with this R strand:
let n1 and n1 0 be the two nodes, and let the term on the first node be ;(t2 f ); if t2 = t0 we are done;
otherwise (t2 f ) originated on another R strand. Continuing in this way, we can form a sequence of earlier and earlier R strands, each retagging f. Because the bundle is finite, this process must eventually stop, by reaching an R strand where the first node, call it nk, has label ;(t0 f ). Let n be the predecessor under ; ! of nk.
Figure 2. Replacing R strands (part 2)
We can construct new strands in C 0 as in Figure 3 .
Nodes n0 0 and nk are removed; each of the other negative nodes on the R strands is replaced by an F strand; each of the other positive nodes on the R strands is
Figure 3. Replacing R strands (part 3)
replaced by an M strand (these nodes were ill-tagged in C, so the corresponding facts in C 0 are elements of T); if n0 0 had a ; !successor in C then the corresponding node in C 0 becomes the ; !successor of (n).
Bundles and unique origination
We have described, above, how the nodes from bundle C are replaced with nodes in bundle C 0 . The graph structure of C 0 is mostly the same as that of C, with each edge of the form +n ;! ; n in C replaced by an edge + (n) ;! ; (n) in C 0 ; the exception concerns R strands, which is dealt with above.
We now consider the question of unique origination. We produce a bundle C 00 with the same honest strands as C 0 , but where no term is non-uniquely originating in the new bundle unless it was non-uniquely originating in C.
Firstly, note that if fact f 0 originates on an honest node in C 0 , then f 0 originates on the corresponding honest node in C. There are three circumstances under which f 0 can originate on a penetrator strand in C 0 :
1. f 0 originates on an M strand corresponding to an occurrence of f 0 on the corresponding M strand in C;
2. f 0 originates on a K strand corresponding to an occurrence of f 0 on the corresponding K strand in C;
3. f 0 originates on an M strand corresponding to an occurrence of a top-level-ill-tagged term (t f) on an R strand in C, with f 0 @ (t f).
The first two possibilities do not raise any problems, for if the term originates multiple times in C 0 in these ways, then f 0 originates multiple times in C. However, the third possibility introduces an origin not present in C. We produce a new bundle C 00 by replacing the M strands from C 0 appropriately.
Note that if one origin of f 0 corresponds to case 3, above, then all origins of f 0 will correspond to case 3, because of condition 8 of Definition 3. Suppose there are multiple such origins for f 0 in C 0 , say k in number. We form C 00 by replacing the k such M strands by a single M strand and k ; 1 T strands, as illustrated in Figure 4 in the case k = 3 .
Figure 4. Achieving unique origination
The results of the previous four subsections can be summarized in the following theorem: 
Attacks
We now show that attacks upon the protocol are preserved by the transformation above. We show that if there is an attack in C, then there is a corresponding attack in C 00 ; that is, essentially the same attack will work, but using welltagged facts.
Secrecy
Following Definition 1, suppose there is an failure of secrecy in C as follows:
1. There is a strand s = sub(temp) with C-height at least h.
3. There is a node n with label +sub(t v).
We show that there is a corresponding attack in C 00 . Let substitution sub 0 be defined as in Section 3.2: sub 0 (v) = (t sub(v)) 2 where t is the unique tag for v in temp.
Then:
1. There is a strand s 0 = sub 0 (temp) = (sub(temp))
with C 00 -height at least h, corresponding to s, from the way we have constructed the honest strands of C 00 .
2. 8k 2 K e y s q sub 0 (k) = 2 K P , because sub 0 (k) = sub(k) for such k. 3. There is no strand s2 = sub2(temp2) with C-height at least h2 such that 8x 2 X q sub1(x) = sub2(x).
We show that there is a corresponding attack in C 00 . Let substitution sub1 0 be defined as in Section 3.2: sub1 0 (v) = (t sub1(v)) 2 where t is the unique tag for v in temp1.
1. There is a strand s1 0 = sub1
with C 00 -height at least h1, corresponding to s1, from the way we have constructed the honest strands of C 00 .
2. 8k 2 K e y s q sub1 0 (k) = 2 K P , because sub1 0 (k) = sub1(k) for such k.
3. There is no strand s2 0 = sub2 0 (temp2) with C 00 -height at least h2 such that 8x 2 X q sub1 0 (x) = sub2 0 (x). Suppose there were such an s2 0 ; then, by the way we have constructed the honest strands in C 00 , s2 0 would correspond to some strand s2 00 = sub2 00 (temp2) with C-height at least h2 such that: 8v 2 V a r q sub2 0 (v) = (t sub2 00 (v)) 2 where t is the unique tag for v in temp2.
But then we would have for every x 2 X:
(t sub1(x)) 2 = sub1
where t is the tag for x in temp1 and temp2. But then by the injectivity of we would have sub1(x) = sub2 00 (x), contradicting part 3 of the assumption.
Example: the adapted Needham-Schroeder Public-Key Protocol
We now show how the results of this paper apply to the adapted Needham-Schroeder Public-Key Protocol, considered in Section 1. The two roles of this protocol can be defined by the strand templates:
f(nonce n a ) (agent a )g P K (b) ) ;(fjnonce nonce agentj g public-key f(nonce n a ) (nonce n b ) (agent a )g P K (a) ) +(fjnoncejg public-key f(nonce n b )g P K (b) )i
Resp b = h;(fjnonce agentj g public-key f(nonce n a ) (agent a )g P K (b) ) +(fjnonce nonce agentj g public-key f(nonce n a ) (nonce n b ) (agent a )g P K (a) ) ;(fjnoncej g public-key f(nonce n b )g P K (b) )i:
The analysis of this protocol in [9] establishes a number of properties of the protocol, under the strong typing abstraction, and under the additional assumptions that the responder never introduces the same value for nb as that received for na, and that nonces are uniquely originating.
For example, Proposition 5.2 of that paper establishes, the following 'responder's guarantee': in any bundle in which there is a responder's strand s1 = sub1(Resp) such that sub1(S K(a)) = agree on a, b, na and nb. This means that there is no failure of authentication under our Definition 2 (with temp1 = Resp, temp2 = I n i t , X = fa b na nbg, h1 = 3 , h2 = 3 and K e y s= fSK(a)g in the notation of that definition).
We can immediately use the main result of this paper to deduce that the tagging scheme ensures that there is still no failure of authentication when the strong typing abstraction is dropped.
Conclusions
In this paper, we have shown that all type flaw attacks may be cheaply prevented by tagging each field with its intended type, and having honest participants check the tags of incoming messages. Our results generate no extra work in implementing protocols save adding a few extra bits of information into each message of the protocol; they generate no extra work in protocol analysis: protocols that have been proved correct under the strong typing abstraction are automatically secure under our scheme.
We have considered the properties of secrecy and authentication, but would expect the results to apply for other security properties, such as anonymity and non-repudiation, that can also be expressed in terms of correspondences between agent strands.
The key idea of the proof of the result was to show that any bundle corresponding to runs of the protocol can be transformed into another bundle in which all messages are correctly tagged, with equivalent strands of the protocol agents, and equivalent information available to the penetrator. Hence if there is such a bundle corresponding to an attack, then its transformation corresponds to an essentially similar but well-tagged attack, demonstrating that the attack is not based around a type flaw. Such a transformation is possible because of the requirement that protocol agents check all tags they have access to. Ill-tagged messages will not effect the agent's behaviour in any essential way, and so might as well be replaced by messages that do have the correct tags. This is what is achieved by the renaming function .
Implementing the tagging scheme
One possible approach to implementation would be to follow the structure of the T a g type. We could construct distinct bit patterns for each atomic type, and two more bit patterns to indicate a pair or encryption. Compound types could then be represented by concatenations of these basic bit patterns.
However, this would be somewhat inefficient, especially with complex types. A better approach is to identify all of the different types which are used in the execution of the protocol, and assign a unique tag number to each (with each tag number containing the same number of bits, to ensure unique readability).
Recall the seven message version of the adapted Needham-Schroeder Public-Key Protocol: This uses eight distinct types, and to each of these we could give a different tag number, represented in three bits: These type identifiers would then appear as the initial part of each message, and inside pair types and encryption types. Under this approach, the implementation would become: As discussed earlier, we would still need to add information to the pair tag giving the lengths of the components, and we would need to add redundancy to the body of encryptions so as to implement the perfect encryption assumption.
It is important to realize that the results presented here do not depend for their validity on the exact type structure used in examples in this paper.
The central theorem guarantees that using the tagging scheme will prevent attacks that rely on type confusion between two types that have distinct tags. Different tagging schemes distinguish different types, resulting in different guarantees about what type flaw attacks will be prevented. So, for instance, if we used a tagging scheme of T a g ::= atom j pair j enc T a g T a g then we would prevent all attacks involving passing off atoms as encryptions or pairs, but not attacks where a nonce is used in place of an agent's identity.
Furthermore, since the penetrator can always manipulate top-level tags and tags that are not protected by an encryption, such tags provide no useful guarantees and can be safely omitted. Thus in practice protocol implementations need only tag messages within encryptions, resulting in even less of a tagging overhead.
We believe that the tagging scheme could be simplified further, by combining the tags inside each encrypted component into a single component number; we believe this would be reasonably straightforward to prove formally. In fact, using component numbers in this way provides more protection than simply tagging fields with their types, because it would prevent the penetrator replaying one component in the place of another with the same type, for example, replaying the encrypted component from message 3 of the Woo and Lam Protocol as a message 5. The advantages of not allowing one component to be replayed in the place of another are well understood; see, for example, Principle 10 of [1] .
Note that including a message number within each encrypted component is not enough: different components within the same message require different component numbers. For example, consider the following protocol, which aims to authenticate b to a and to establish na as a secret shared between a and b: This protocol is correct under the strong typing assumption, and hence under the tagging scheme proposed in this paper. However, if each encrypted message is simply tagged with the message number in which it appears then the following attack exposes N a : Msg :1: A ! B : f1 A C g P K (B) f1 A N a g P K (B) Msg :2: B ! A : C f2 N a g P K (A) Msg :1: I(A) ! B : f1 A N a g P K (B) f1 A N 0 a g P K (B) Msg :2: B ! I(A) : N a f2 N 0 a g P K (A) :
The attack exploits the fact that the two parts of the first message have identical tags but different types. It can be prevented by replacing the message numbers with component numbers. We anticipate that our work will be of much use to protocol analysers using model checkers, who often use techniques that will not detect type flaw attacks. In such situations, it is a simple matter to decide which tagging scheme to use: the tagging scheme used in the implementation of the protocol should match the typing scheme in the model. In this way, the model checker tests for attacks that do not rely on type flaws, and the tagging scheme guarantees that the result can be extended to cover all type confusion attacks not considered by the model checking.
