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Át t e k i n t é s
Célja
logikailag bonyolult szerkezetű rendszerek megismerésének, ke­
zelésének, tervezésének és előállításának segítése olyan mó­
don, hogy a rendszerleirásókat saját adatbázisában tárolja és 
eszközöket nyújt annak logikai elemzésére és dokumentálására. 
Mint tudjuk, erre azért van szükség, mert az emberi agy önma­
gában képtelen a sok komponensből álló és sokféle kapcsolatot 
tartalmazó komplex rendszerek áttekintésére és kézben tartá­
sára .
Helye
Sok hasonló irányú célrendszerhez viszonyítva az SSLA a közös 
alapot kivánja megvalósítani. Azt, ami valamilyen formában min­
den ilyen rendszerben szükséges, és amelyre tetszőleges cél- 
orientált rendszerek építhetők.
Ma már számos sikeres rendszerleiró nyelv ismeretes, speciá­
lis területekre vonatkozok es általánosabbak egyaránt. Utób­
biak közül kiemelkedik pl. a DELTA nyelv, mely az SDLA-hoz ha­
sonlóan "nem procedurális", azaz nem végrehajtható kód előál­
lítását célozza. Az ilyen nyelvekhez viszonyítva a legfőbb kü­
lönbség az, hogy az SOLA a leírt információt adatbázisszeruen 
szigorú logikai séma szerint tárolja, és az információ elemzé­
séhez általános matematikai logikai eszközöket is biztosit. 
Mindazonáltal, az SDLA leíró nyelvének meghatározásánál sokat 
merítettünk ezen (adatséma nélküli) nyelvek gazdag eszmevilá­
gából.
jól ismertek olyan megközelítések is (I5DDS, SADT, stb. j; me­
lyekhez adatbázisban való ábrázolás is tartozik (vagy rendel­
hető). Ezek jellemzője, hogy meghatározott fogalmakkal dolgoz­
nak, és (érthető módon) csak előre definiált kapcsolattípuso­
kat engednek meg. (Az SADT esetében például objektumok közöt­
ti irányított összeköttetések, stb. szerepelnek). Mi semmit 
sem rögzítünk előre. Ellenkezőleg: azt a mechanizmust akarjuk 
megadni, amely a fogalomdefiniciót teszi a rendszer alapjáva.
Az elmondottakon kivül számos más lényeges eltérés is van. 
Ezek közül legfontosabb a metarelációk (kényszerítések es fi­
nomítások) bevezetése.
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Alkalmazása
a fogalomrendszer es invariánsai (kényszerítesek es integritá 
sok) megadásával kezdődik, Ilyenek könyvtárszerűen is tárolha­
tók. A fogalmak rögzítése után egy interaktiv adatbáziskezelö 
rendszerhez jutunk egy magasszintü felhasználói interface köz 
vetítésével. Ez nem kommerciális, célja nem nagytömegű, hanem 
bonyolult logikai összefüggéseket ábrázoló adatok adekvát ke­
zelése tervezési szempontok figyelembevételével.
Eszközei
1. Alapfogalmak ás asszociációk egységes kezelése. Az asszo­
ciáció is fogalom. ÍCodd féle szemlélet elvetése).
2. Hivatkozási szemlelet. Ez megszabadít a gondtól, vajon a 
hivatkozott objektum egyszerű vagy összetett; biztosítja 
továbbá a rekurzív adatszerkezetek egyszerű kezelését.
3. Szemantikai kényszerítések. Ez alatt olyan összefüggések 
deklarálását értjük, melyek az adattípusok jelentéséből kö 
vetkeznek, és meghatározott éj állítások automatikus gene­
rálását eredményezik.
4. Szemantikai ellenőrzések (integritás). Ezek reláció tulaj­
donságok ill. relációk közötti viszonyok formájában dekla­
rálhatok, és a beérkező adatok (leírások) logikai korrekt­
ségének ellenőrzésére használhatók.
5. Fogalmak finomításának mechanizmusa (típus — altípus). Fo 
célja az árnyalt típu sellenórzés megvalósítása.
M * ж
A szerzők köszönetét mondanak Almásy Gedeon, Bach Iván, Benczúr 
András, Bródy Ferenc, Dömölky Bálint, Farkas Ernő, Gáspár András, 
H.Kangassalo, Kiss Olivér, Kovács László Béla, Márkus András, C. 
A.Petri, Prékopa András, Ronyai Lajos, Szeredi Péter, Szlankb Já­
nos, Szokolov Makar, és Sztanó Tamásnak megjegyzéseikért.
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I. AZ ÁBRÁZOLT ADATOK LOGIKAI SEMAJA
Az ábrázolt adatok logikai sémája azt [az adatok fizikai repre­
zentációjától független) szemléletmódot jelenti, ahogyan a fel­
használónak adatai struktúráját kell felfognia. Ez a szemlélet 
relációs szemlélet, mely azonban a Codd-fálétól jelentősen eltér 
és célja is egészen más.
Az adatbázissal való kommunikáció egy magasabbrendiüi, az emberi 
gondolkodáshoz közel álló nyelven történik, melyet a második fe­
jezetben ismertetünk. E nyelvet egy jól definiált leképzés kap­
csolja össze a relációk világával. Nem reménytelen vállalkozás 
olyan fejlesztésre is gondolni, melyben a felhasználónak a relá­
ciók logikai világába sem kell leereszkednie. Ez a jövő zenéje.
A logikai séma alapgondolata a "zárt referencöa-mezók homomorfiz- 
musa", ld, [6J. Jelen ismertetésben nem térünk ki absztrakt rész­
letkérdésekre, helyette praktikusabb, felhasználói vonatkozású 
szemléletről beszélünk. A logikai szerkezet második fö motivuma 
a relációk közötti alárendeltsági viszonyok (finomítás, aláren­
deltségi kényszerítés) b evezetése, mely a valóság finomabb ábrá­
zolásának döntő eszköze.
1. Alapséma
Az adatbázisban ob j ektumokat tárolunk. Minden objektum 
valamely absztrakt fogalom egy konkrét példánya.
Az objektumok attribútumaik által kerülnek leirásra. Az 
absztrakt fogalom mindig egy a fogalomhoz rendelt attribú­
tum együttes, melyhez az objektum példányok attribútumai 
számuk és típusuk szerint (a konvencionális paraméterátadás­
hoz hasonlóan) illeszkednek.
Egy adott fogalomhoz tartozó objektum példányok aktuális 
halmaza mindig felfogható relációnak (azaz az attribútum 
tartományok Descartes-szorzata részhalmazának). Ez a 
szemlélet, mint ismeretes, az adatbázis műveletek forma­
lizálása szempontjából hasznos.
1,1 Fogalmak kijelölése
I I I I . ,Egy fogalom megadasaval adat objektumok egy osztályának eloze— 
tes kijelölését végezzük. A fogalmak megadása a méta- vagy de­
finíciós szinten történik. A fogalomdefinicióra az alábbi for­
mális jelölést fogjuk alkalmazni:
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(1) concept fogalomnév(attributumnév1;tipusl,
attributumnáv2:tipus2, ... stb.);
Ennek megfelelően, egy fogalom definíciója a következőket jelen­
ti:
a) A fogalom nevének megadását;
b) Az attribútumok számának megadását (nemnegativ egész);
c) Minden egyes attribútum nevének (szelektor), és típusá­
nak megadását.
1.1.1 Attribútum típusok
A definícióban szereplő típusmegjelöléseknek két fajtája van:
a ) hivatkozási típus,
b) érték típus .
A hivatkozási típus tetszőleges (szintén definiált) fogalomnév. 
(ismételjük: tetszőleges. Minden további nélkül lehet akár ön­
maga is. Nincsen különbség. Nem rekurzió, ugyanis hivatkozásról 
van szó.)
Értek típusként a következő megjelöléseket lehet alkalmazni:
(2) integer , 
real , 
text .
1.1.2 Definíciós egység
A definíciós egység azoknak a fogalom definícióknak sorozata, 
melyeket a definíciós szinten megadunk. A definíciós egység zart 
(vagy: "önmagában korrekt"), ha minden benne előforduló attribú­
tum típus az egységen b elül definiálva van.
Bár az elmondottakból következnek, felhívjuk a figyelmet a kö­
vetkezőkre :
a) A definíciók sorrendjének (természetesen) nincsen jelen­
tősége. Egy definiciósorozat (definíciós egység) korrekt­
ségének a zártság szükséges és elégséges feltétele.
I b) Az attribútumok száma nemnegativ. Lehet tehát egy is, nulla is. Ennek megértése nehézséget okoz, ha abban a
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gondolatkörben mozgunk, mely szerint attribútumok közötti 
asszociációkkal van dolgunk, más szóval legalább kát do­
log kell, hogy valamik közötti kapcsolatról beszélhessünk.
Valójában itt általánosabb értelemben vett fogalmakról 
van szó. Többek közt, az asszociációt (kapcsolatot) is 
fogalomnak tekintve. A fogalmakat szemünkben egyszerűen 
attribútumaik re prezentálj&k, mégpedig annyi, amennyi az adott 
környezeti összefüggésben, a gondolkodás adott absztrak­
ciós szintjén releváns. Ä nulla attributumszám ilyenfor­
mán egyszerű osztályki^elölés, melynek azonban mint ob­
jektumokra alkalmazható minős'itésnek fontos szerepe van.
1.1.3 Példák
Az alábbi példák mindegyike (önmagában korrekt) zárt definíciós 
egység.
(3) defunit
concept tárgy; 
endunit
Minthogy egyetlen attribútumot sem adtunk meg, valóban minden 
megadott attribútum tipus a definiált fogalmak közé tartozik. 
Kijelöltünk egyetlen osztályt, melyet (mondjuk általánossága mi­
att, egyelőre) nem kivánunk atrributumokkal jellemezni.
(4) defun it
concept lánc elem(következő : lánc elem); 
endunit
(5) d efunit
concept binfa elem(bal:binfa elem,jóbb :binfa elem); 
endunit
Mindkét fenti példa zárt, önmagában korrekt definíciós egység.
A (4)-ben definiált "lánc elem" lehetővé teszi majd pl. egyirá­
nyú lista szerkesztését (persze kör, fa, stb. is készithetó 
ilyen elemekből). Hasonlóan, az (5)-ben szereplő fogalom segít­
ségével (többek között) bináris fákat készíthetünk.
(6 ) defunit
concept férfi ; 
concept n& ;
concept házasság(férj: férfi,feleseg:nо) ;
endunit
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(7) defunit
concept férfi(feleség : nő); 
concept nő(férj: férfi);
endunit
4
Fenti péuák heterogén párkapcsolatok ábrázolásának két lehetsé­
ges változatát mutatják. A feladat dönti el, melyik ábrázolás 
előnyösebb. Mindkét definíciós egység láthatóan önmagában zárt.
(7) -ben példát lathatunk arra, hogy egy attribútum tipus (első 
sorban; "no") csak később kerül definiálásra. Mint már mondottuk, 
ez érdektelen.
(8) defunit
concept elem ;
concept rendezes(megelőző : elem,megelőzött : elem); 
endunit
E példa fogalmai lehetőséget adnak (véges karakterő) teljes és 
parciális rendezés, háló, stb. leirására. Mint látjuk, egyelőre 
nincsen deklarált információnk a fogalom szemantikai tartalmáról 
(pl. antiszimmetria). Erről később lesz szó.
1.2 Adatobjektumok megadasa
Tegyük fel, hogy előzetesen megadtunk egy zárt definíciós egysé­
get. Ezzel módot nyitottunk adatobjektumok leirásara, A követke­
ző jelölést fogjuk alkalmazni:
(9) fogalomnév objektumnév(attrl,attr2,...stb.);
és
(10) fogalomn év (attr1,attr2,...stb.) ;
Az aláhúzott "fogalomnév" a definíciós részben definiált foga­
lom neve kell legyen. Ezt a létrehozott adatobjektum min ősité- 
sének (típusának) fogjuk nevezni.
A (9)-ben szereplő "objektumnév" a megadott objektum névszerin­
ti azonosítását teszi lehetővé. Amennyiben a (1ü ) format hasz­
náljuk, a leirt objektum nem lesz elérhető neve alapjan, de 
ugyanúgy létező (és pl. globális kereső eljárásokkal vissza­
nyerhető) adattételt eredményez.
- 5  -
1.2.1 Típus illeszkedés
A (9j és (lDj-ben zárójelben megadott attribútumoknak ("attrl", 
"attr2", stb.} számuk és típusuk szerint meg kell felelniük a 
definicioban megadott attribútum specifikációknak. Ez pontosab- 
ban a következeket jelenti :
a) Ha az attribútum érték-tipusu, akkor az objektum leí­
rásban ennek megfelelő értéket kell megadni.
b) Ha pedig hivatkozási típusé, akkor olyan objektum 
nevét kell megadni, melynek minősítése megegyezik a 
a szóbanforgó hivatkozási (fogalmi) típussal.
c) Mindkét esetben megengedjük az attribútum helyének 
üresen hagyását fa "meg nem adást") ha értékét (még) 
nem ismerjük.
1.2.2 Adatleirási egység
Az adatleirási egység objektum leírások ((9) vagy (10)} sorozata 
Az adatleirási egység zárt, ha hivatkozási értékként nem tartal­
maz olyan aktuális paramétert (attribútumként megadott objektu­
mot), mely az egységen belül nincsen maga is leírva.
Ez a felfogás lehetővé teszi, hogy az adatleirási szinten is meg 
szabadulhassunk a szekvenciális értelmezhetőség terhes igájától, 
(mely egyébként procedurális nyelvek hasonló konstrukcióiban per 
sze nem megvalósítható,:. Ilyenformán, a definíciós egységhez ha­
sonlóan, a sorrend ad atleírások esetén is érdektelen. Az igy 
nyert kellem rögtön szembetűnik, mihelyt megkíséreljük pl. a 
f15} példát mondjuk SIMULA-ba átírni.
1.2.3 Példák
Az alábbi példa (ü } felhasználásával egy (egyelőre persze megle­
hetősen öncélú) listát ad meg.
(11) defunit
concept lánc elemi következő :lánc elem); 
endunit ;
dataunit
lánc elem 
lánc elem 
lánc elem 
lánc elem
C f ') )
Cf )i
endunit
— G —
Hasonlóan, {5)-re hivatkozva egy bináris fa megadása pl. az alábbi 
lehet:
{12) defunit
concept binfa elem(bal :binfa elem,jobb :binfa elem)5
endunit;
dataunit
binfa elem gyökér{A ,В );
binfa elem A{C,n);
binfa elem BfE.);
binfa elem C{,F);
binfa elem □ {,);binfa elem Ef, );binfa elem F {, ) ;
endunit
Észrevehetjük, hogy a {11) és {12} példák utolsó sorai meglehető­
sen semmitmondóak, csak az egység zártsága érdekében szükségesek. 
Megjegyezzük, hogy még mindig a logikai sémáról beszélünk, és a 
(il. fejezetben részletezendő) felhasználói nyelvben ilyenek 
megadása nem szükséges.
{13) defunit
concept férfi j 
concept nő ;
concept házasságfférj: férfi,feleseg: n ő ■ : 
endunit ;
dataunit
férfi John ; 
férfi Pét er ; 
házasság (John,Mary); 
házasság {Peter,Mary) ; 
nő Mary;
endunit
Mint látjuk, {5) felhasználásával a fenti példában bigámiát áb­
rázoltunk. Ezt (7) használata kizárja {egyértelműsége miatt), 
ellenben lehetőséget ad pl. egy "reménytelen szerelmi ciklus" leí­
rására :
ary
John Peter
Euz y
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f14] defunit
concept ferfi(sweet heart :nо) ; 
concept n6"sweetheart :férfi) ;
endunit ; 
dataunit
férfi John f Suzy) ; 
no iuzyfPeter- ; 
férfi Peterf ;’ary); 
пб Г* a r y f J о h n ] ;
endunit
~enti "egyoldalúságot'' viszont (б) nem engedte volna meg. Mindez 
azt mutatja, hogy a fogalmak megfelelő megválasztasa létfontossá­
gú az adatleirás kényelme, biztonsága, adekvátsága szempontjából. 
Ez azonban még más eszközöket is igényel, Id. kesébb.
Г15) dataunit
férfi John ' uzy1 ; 
n6 Suzyíjohn) ;
férfi PeterfMaryj; 
nő MaryfPeter);
endunit
Г példában [még mindig r7 ill. (14'-re hivatkozva) a párkapcso­
latokat kölcsönössé tettük. megadás fa procedurális nyelvekkel 
ellentétben'1 egyszerű és világos, ami annak következménye, hogy 
nem ragaszkodtunk a szekvenciális értelmezéshez.
1.3 Egyenlőség
Az alapséma döntően fontos kérdésé az, mikor tekintünk két fogal­
mat, ill. két adatobjektumot azonosnak. Nos nemes egyszerűséggel: 
semmikor. Ehhez azonban némi kommentárt füzünk.
1.3.1 Fogalmak egyenlősége
»két fogalom mindig különböző. Ennek elfogadása csak akkor okozhat 
némi fejtörést, ha történetesen összes attribútumaik tipusában 
páronként rendre megegyeznek. Vegyük azonban tudomásul, hogy első 
sorban osztálykijelölesről f egy minőség definiciójáról) van szó, 
melyben a konkrét sz erkezet [vagyis a relevánsnak tekintett attri 
butumok együttese ) másodlagos.
sI ILegyen például
f16} concept man;
concept woman ;
E két tipus összes attribútumában rendre megegyezik, minthogy nin 
csenek nekik. Azonosnak nyilvánításuk mégsem éppen gyümölcsöző ál 
léspont. (Mas kérdés, hogy általánosságban "ember"-ről is célsze­
rű lehet beszélni, mellyel a "férfi" és "né" ha nem is egyenlő, 
de valamilyen "meta"-értelemben része.Errol később lesz szó.)
1,3.2 Adatok egyenlősége
Adatok egyenlőségéről természetesen csak azonos tipusok esetén le 
hetne szó. két adatot azonban (még ekkor is) minden esetben külön 
bözőnek tekintünk. Megintcsak az okozhat problémát, ha a két ob­
jektum attribútumainak értékei rendre megegyeznek. Itt a név sze­
repére hívjuk fel a figyelmet. Az adatobjektumok egyedisége az 
adatokatazonositonevekalkalmazásának következménye. Például:
(17) concept dolgozofhely:osztály,szülév:integer': 
eseten az alábbi két adatobjektum
(18) dolgozó Pintérfmunkaügy,1950); 
dolgozó 3intér(munkaügy,1950);
minden józan meggondolás szerint különböző (noha tartalmuk azo­
nos ) .
Mindazonáltal megjegyezzük, hogy az itt alkalmazott tegységes szem 
lélet nem az egyedüli lehetőség. Olyankor, amikor az adatobjektum 
jelentésében az általa reprezentált kapcsolat szemantikai tartal­
ma dominál (és az esetleges név másodlagos) kényelmesebb lehetne 
a nevek közönséges ftext tipusu) attribútumként való kezelése. Ez 
az egyenloségi problémát egészen más megvilágításba helyezné, fii 
problémát azonban másképp fogjuk megközelíteni, ld. később "függ­
vénykap csőlátók "-nal).
1 Konklúzió
kétféle egységről, nevezetesen definíciós- és adategy­
ségről beszéltünk. Mindkettőtől a zártságot követeltük 
meg. A zártság teljesen formális tulajdonság, mely a 
korrektség szükséges és elégséges feltétele, és amely
- 9 -
szükségtelenné teszi hogy tartományok meghatározásának 
kérdéseivel kelljen foglakoznunk.
E formális tulajdonság es a referencia szemlélet révén 
érdektelenné válik a definiciók/objektumok sorrendje, 
továbbá a látszólagos rekurzió.
A két egységet a tipusilleszkedés szabálya kapcsolja 
össze.
2. Relációk
2.1 A relációs szemlélet
2.1.1 Fogalmakhoz rendelt táblázatok
Fogalmainkat úgy fogjuk tekinteni, hogy egyúttal egy relációt 
definiálnak, melyet pl. egy kitöltetlen táblázattal szemléltet- 
hetünk, ld.l.ábra. A fogalom neve egyúttal a reláció (táblázat) 
azonosítója. A szelektorok (attributumnevek) a táblázat oszlopa­
it azonosítják. Legyen például:
(19) concept felhasználói útmutatóftárgy : program,
környezet:alrendszer,katalógusszám : integer) ;
ahol feltételezzük, hogy a "program" és az "alrendszer" szintén 
definiált (esetleg szintén összetett - ez a referencia szemlélet 
miatt érdektelen!) fogalmak. Ekkor a megfelelő táblázat:
'r ELHASZNÁL Ól ÚTMUTATÓK TÁb l AzATA; 
tárgy környzet katalógusszám
1.áb ra
A táblázat sorai az adatleirások hatására kerülnek kitöltésre. 
Az egyes oszlopokba csakis olyan elemek kerülhetnek, melyek ti-
АО -
pusa a definícióval összhangban van. iSetünkben:
a) Az első oszlopba mindig program-objektumra való 
hivatkozás kerül ;
b) A második oszlopba mindig alrendszer-objektumra va­
ló hivatkozás kerül ;
c) A harmadik oszlopba egész ért ék kerül.
Például:
( 2.0 ) felhasználói útmutató (berlista ,pénzügy,1713); 
hatására :
tárgy környezet katalógusszám
hivatkozás a hivatkozás a
"b árlista " "pénzügy" 1713
-programra -alrendszerre
2.ábra
2.1.2 Egyedi nevek
Mint láttuk, a C 9) forma alkalmazása esetén az adattételek 
egyedi nevekkel lesznek ellátva, mely alapján közvetlenül hi­
vatkozhatunk rájuk. Ezt egy a relációkhoz rendelt névszerinti 
elérési mechanizmus biztositja. Például:
(21) felhasználói útmutató BL utmutató(bérlista,
pénzügy,1713) ;
felhasználói útmutató BL javított útmutatói bérlista,
pénzügy,2326);
eseten :
f e l h a s z n á l ó i ú t m u t a t ó k t á b l á z a t a :
objektumnév
BL útmutató 
BL javított
tárgy környezet
•— >■ b érlista •— ► pénzügy 1713
•— y b érlista •— »-pénzügy 2326
p.BOBRA!/UK TÁBLÁZATA: ALRENDSZEREK TÁBLÁZATA;
•
I— »-bérlista — >
•L». pénzügy — > I
3.ábra
Fontos tudni azonban, hogy a hivatkozási értékek kivánt beállitá 
sa érdekében az egyedi nevek alkalmazása nem elengedhetetlen. En 
nek kényelmes módját a felhasználói nyelvben fogjuk látni. Másfe 
lói, mint mondottuk, az egyedi névvel nem rendelkező tételek is 
egyenrangúak, és közvetett módon szintén elérhetők.
2.1.3 Elfajult relációk
Minthogy a fogalmak attributumszáma lehet akár nulla vagy egy, a 
megfelelő táblázatok oszlopszáma ugyanúgy lehet nulla vagy egy. 
Ez azonban csak első pillanatra különös, valójában semmi különb­
séget nem jelent a (kettőnél kevesebb változás vagy a legalább 
két változás) relációk kezelése.
Ha az attributumszám nulla, akkor az objektum ugyan nem tárol 
semmilyen információt, de mint (absztrakt) egyed mégis létezik, 
és
a) hivatkozni lehet ra,
b) esetleg neve is van.
példaképpen bemutatjuk a (13) példában látott bigámia relációs
szemléletét :
-  \ г -
FERFIAKi NOK :
John — н I 
Peter — и 1
HAZASSÁSOK;
férj feleség
•— »-John •— *- Mary
•— *• Peter •— ► Mary
4.ab ra
Hasonlóan, a (14) példa eseten az alabbi I, I ,iabrazola: t kapjuk:
FÉRFIAK: N OK :
feleség ^erJ
John-- > •— >• Suzy Suzy —-> «-»■Peter
Peter — > •— > Mary Mary —
1 .
•—►John
5.ab ra
ami a hivatkozások tényleges berajzolása esetén az alábbi formát 
mutatja :
Erről az ábráról az valóságos viszonyok 
sókból all), mig a s 
si viszonyok csupán 
cionális, attribútum 
nyelve).
látható, hogy példánkban a referencia-séma a pontos modelljét adja (mely maga is hivatkozó 
zokvanyos relációs modell esetén a hivatkozá- 
szövegekbe kódoltan ábrázolhatok (és igy addi 
-szöveg alapján visszakereső mechanizmust ige
2.2 Reláció műveletek
Mint mondottuk, a relációs szemleletnek kulcsszerepe van a visz- 
szakeresésben, a leirt információ elemzésében. Mielőtt erről 
szólnánk, áttekintjük a szóbajövő főbb műveleteket. A Codd-féle 
modell itt megfelelő kiindulópont számunkra, az alábbiak azonban 
szemléleti eltérést jelentenek:
a) A hivatkozási tipusó oszlopok révén relációk reláció­
kon is lehetnek értelmezve, fitt többről van szó mint 
a Codd-féle 1. normálalak elvetéséről, mivel mi az 
atomokra való visszavezethetóséget sem feltételezzük, 
másfelől érték tipusok esetleg egyáltalán nincsenek 
is egyes modell-leirásokban).
b) A szemantikai kényszeritések (ld. később) bizonyos 
projekciók megkülönböztetett kezeléséhez vezetnek.
Alapelvünk a következő. Az előző részben minden fogalomhoz egyér- 
telmüen hozzárendeltünk egy relációt (táblázatot). Ezeket a rend­
szer alaprelációinak, a hozzájuk tartozó fogalmakat pedig a relá­
ciók típusainak fogjuk nevezni. A reláció műveletek segítségével 
az alaprelációkból új relációkat származtathatunk. A származta­
tott relációk közül azonban csak bizonyosakhoz rendelünk típust.
A típussal nem rendelkező relációk felhasználását ugyanakkor kor- 
látozzuk.
2.2.1 Nagyítás ("Zoom”)
Ezen első és alapvető művelet csak referencia reláció univerzum­
ban értelmezhető, a klasszikus reláció kalkulusban megfelelője 
természetesen nincsen (igy Codd-nál sem).
Formája a következő:
(22) reláció,szelektor 
vagy általánosabban:
(23) relációkifejezés.oszlopkiválasztás
ahol az oszlopkiválasztás vagy sorszám vagy szelektornév (utóbbi 
csak alaprelació esetén), és ahol feltételezzük, hogy a kiválasz­
tott oszlop hivatkozási tipusó. (Vigyázat: nem tévesztendő össze 
e jelölés a késóbb, az objektumoknál alkalmazandó hasonló jelö­
léssel - azaz a szokványos "távoli eléréssel").
Jelentése a következő. A megadott relációból elhagyunk minden 
oszlopot, kivéve a kiválasztottat, majd ezen belül elhagyjuk a 
duplikációkat, Ennek elemei most mind olyan típusúak, mely defi-
-  -
nició szerint az oszlophoz van rendelve. Legyen ez T. Ezután min­
den elemet helyettesítünk annak T-beli tartalmával. Az igy nyert 
új reláció a T relációnak halmazelmelétileg része lesz. Az új re­
lációhoz minősítésként a T-tipust fogjuk rendelni.
Tegyük fel pl. hogy a következő táblázatokkal rendelkezünk:
HASZNÁLAT:
folyamat adat
P1 ---► A1
•— » P7 *--► A3
7.ábra
ADAT :
tulajdonos meret
A1 -- >■ •---* T1 25
A2 ---» •---* T2 43
A3 ---* «---- T3 12
A4 ---*■ •---► T3 10
Ekkor
(24) használat. adat ill. használat. 2.
a következő relációt jelenti
tulajdonos meret
A1 ---> Ф-— T1 25
A3 ---► •-— > T3 12
8 .ábra
mely az "adat" reláció részrelációja, ás típusa: "adat". A követ­
kező példában ugyanezt látszólagos rekuzioval együtt fogjuk te­
kinteni. Tegyük fel, hogy a következő relációval rendelkezünk:
FÉRFI: 9
apja felesege
. 1 I* ». T РГР7
János -------► ♦— *■ Gáza •-* Márta
Péter -------*■ »— ► János Judit
Géza --------* "ismeretlen" Észt er
Ferenc --------* •— *• Gáza ф- р- Mária 9. ábra
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Ekkor a
(25) férfi.apja
kifejezés hatására az első oszlop tartalmának kibontása utján 
(az alábbi sorrendben) a következőket nyerjük;
jános — * •--► Géza •-► Marta
Géza — ► "ismeretlen" • ► Eszter
János — ► •— ► Géza •-►Márta
Géza — * "ismeretlen" •-► Eszter
10.ábra
ami az azonos nevű sorok elhagyása után valójában a következőket 
j elenti:
jános — > •— ► Géza •-►Marta
Géza — » "ismeretlen" •-►Eszter
11.ábra
Ez tehát azoknak a férfiaknak halmaza, akik az eredeti táblázat­
ban egyben apák is. Minthogy az igy nyert reláció, azaz a
férfi.apja
relációkifejezés szabályaink szerint maga is "férfi" tipusó, 
érvényes a
(26) férfi.apja.apja
relációkifejezés is, és könnyen láthatóan esetünkben a követke- »zo ;
Géza "ismeretlen" •-►Eszter
12.ábra
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2 . 2 . 2  Kiválasztás ' proj ekcio-vpermutacio
Majdnem a megszokott dologról van szó. Egy relációból bizonyos 
oszlopokat elhagyunk es a megmaradt oszlopokat előirt sorrendbe 
rendezzük. rMegjegyezzük, hogy a "'odd—féle modell esetén itt még 
a redundáns sorokat is el szokás hagyni. Mi ezt nem tesszük, mert 
az azonos sorok a mi esetünkben nem redundánsak, ld, még 1.3.2 ás
3.3.2 -t. Jegyezzük meg ugyanakkor azt is, hogy a kiválasztással 
ellentétben a "nagyitas”-nál a redundáns sorok elhagyása szükség­
szeré volt. )
Tekintsük most pl. az alábbi fogalomhoz rendelt relációt:
f27) concept updaterby: process,updated : data,using : data 1 :
Ha most szükségünk van egy táblázatra, melyben elöl az ’update'' 
-élt adatok állnak, utána pedig mondjuk csupán az ’update" -elő 
folyamat áll, akkor e kiválasztást a következő mádon jelölhetjük:
Í28) fupdated,by) update
vagy
Г 29)  ^2,1 ) update
Mindkét forma alkalmazását megengedjük, Í28l-at azonban csak 
alaprelaciók esetén. A kiválasztással nyert relációhoz nem ren­
delünk tipust.
Megjegyezhetjük, hogy ha pl. egyetlen oszlopra vetitünk, akkor 
ezt 2.2.1 alapján "kinagyíthatjuk " és igy már tipussal is rendel­
kező relációhoz jutunk. rNoha erre nincsen különösebben szükség, 
mivel " r 1 ) reláció. 1 " nyilván azonos ma g aval "relkci о, 1 !I -el.
2.2.3 Kicsinyítés
E mivel et a nagyitas fordítottja ás elsősorban csupán technikai 
szükséget elégit ki. Legyen T egy tetszőleges reláció, ükkor
'30! L T ]
a T reláció "kicsinyit ése ■’ olyan egyoszlopos relációt jelent, 
melynek egyetlen oszlopa T tipusú, es elemei ' soraira mutatnak. 
Például :
- ÚT­
PROGRAM :
előforditó 
utóforditó
input output
előszöveg
utoszoveg
•— *■ szöveg 
•— ► káosz
13.ábra
eseten ['program] hatására a kővetkező relációt nyerjük:
[PROGRAM];
program
► eloforditó 
*—*• utif ordito
14.ábra
végezetül megjegyezzük még, hogy [ï].1 nyilvánvalóén minden т —re 
magaval T -vei azonos.
2.2.4 Illesztés [join)
Legyenek S es T legalább egyoszlopos relációk, és tételezzük fel, 
hogy S utolsó oszlopa azonos tipusu T első oszlopával. Ekkor
[31 ) S * T
a két reláció "join"-ját fogja jelenteni az adatbázisoknál meg­
szokott értelemben, (.egyen például:
S: T:
V U u Z T
*+ A H — > *+A -*• E *-> H
A T — ***•0 *-»• F *-*■ J
»* G P J — »*-> A -> F J
15.ábra
Ekkor S*T eredménye, mint ismeretes:
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V и Z T
*  ^c? A E •— *■ H
— ► c — ► A •-* F — * J
•-* D — A —  E и
*“*■ □ — ► A •—*■ F J
c •-* p — ♦ F ♦ J
16.ábra
Az illesztéssel nyert relációhoz általánosságban nem rendelünk 
típust, kivéve ha valamelyik komponense egyoszlopos, mikoris a 
típusa másik komponens típusa lesz (ás az eredmény nyilvánvaló­
an annak halmazelméletileg része is lesz). Az olvasóra bízzuk an­
nak megfontolását, mi következik abból, ha mindkét komponens egy­
oszlopos.
Tételezzük fel most, hogy az alábbi fogalmakkal rendelkezünk:
(32) concept részei ami : elem,aminek : csoport ! : 
concept használfamitelj árás,amitielenH ;
Legyen most C egy csoport típusé reláció. Ekkor a
(33) része*[cj
kifejezés "része" típusú reláció, és azokat a sorokat tartalmazza 
melyekben a C-beli csoport elemek szerepelnek,
(34) (része*[C ]) . 1
pedig már tisztán a C-beli csoportok elemeinek halmaza, mely már 
"elem" típusú reláció, végül, könnyen láthatóan
(35) rhasznál*H(rásze*£c3).l3).1
a C részeit használó eljárások halmaza. fTtt jegyezzük meg, hogy 
a felhasználói nyelvben e műveletek más, kényelmesebb és szemléié 
tesebb formában szerepelnek.)
Tekintsük még a 2.2.1 -beli példát is. Vint láttuk
(36) férfi.apja
azoknak a férfiaknak apjaiból álló (férfi tipusu) reláció, akik­
nek apja szerepelt az eredeti táblázatban 'azaz János és Gáza;. 
Most
(37) (£férfi]*férfi.apja ) . 1
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viszont maguknak azon férfiaknak soraiból álló reláció, akiknek 
apja is szerepelt (vagyis akiknak apja János vagy Géza volt) azaz 
István, jknos, Páter, “erenc.
2.2,5 Halmazelméleti műveletek
közül az uniót, metszetet es kivonást engedjük meg, az alábbi 
szabályok szerint:
a) A kát operandus oszlopainak tipusai rendre egymással 
meg kell egyezzenek;
b) H'a meg az operandusok tipusa is azonos, ez egyben az 
eredményezett reláció tipusa is lesz, ellenkező eset­
ben pedig nem rendelünk hozzá tipust.
2.3 Leirások elemzése
A leirt információk elemzése a lekérdező nyelv segítségével tör­
ténik. íz két részre osztható, az általán os és a standardizált 
kérdésfeltevésekre. flóbbiek eszközei a reláció műveletek, utób­
biaké pedig speciális parancsok.
2.3.1 Általános kérdésfeltevés
1 1/Kérhetjük tetszőleges
az alábbi formában:
{3 S) list "reláció-kifejezés";
ahol a "reláció-kefejezés" vagy egy alapreláció neve, vagy a meg­
engedett műveletekkel képzett származtatott reláció.
A kifejezések képzésekor itt még egy további lehetőséget megenge­
dünk, nevezetesen a megszorítást fbehelyettesitest) egy konkrét 
objektummal 'mely természetesen típusában illeszkedik). Ilyen mó­
don szintén relációhoz jutunk, de mert e művelet operandusai már 
nem tisztán relációk Г az "objektum" ugyanis az adat-szintre tar­
tozik!, ezért ezt általánosságban fa 2.2 részben) nem tárgyalhat­
tuk. "Pontosan fogalmazva itt tulajdonképpen arról a műveletről 
van szó, mely egy objektumból az egyedül őbelöle álló relációt 
к ép ezi. )
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Az eredmény kiírásakor megkapjuk a reláció nevét fill, a szóban- 
forgá reláció kifejezést), az egyes oszlopok tipusait, valamint 
a reláció teljes tartalmát az alábbi módon:
a) érták-tipusnál az értéket;
b) egyedi névvel rendelkező hivatkozási-tipusnál a 
nevet ;
c) névtelen objektumnál egy belső azonositát, (mely a 
hivatkozás követését a nyert dokumentumokban lehető­
vé teszi) ;
végül minden sorban kiirásra kerül a sor (mint objektum) belső 
vagy valódi neve.
2.3.2 Példa
Tegyük fel, hogy az alábbi leírással van dolgunk:
(ЗЭ) defunit
vezérélt :tevékenység); 
concept célftargya: vezérlés) ;
endunit ; 
dataunit
tevékenység vizsgálat; 
t ev ék en ys ég utőhengerlés ; 
tevékenység vágás ; 
tevékenység szűrés ;
vezérlés felülvágásfszűrés,vágás); 
vezérlés X1(vizsgálat,utéhengerlés);
cél csökkentés(felülvágás); 
cél simitás(xl);
endunit
Itt például az Xl-el reprezentált hivatkozási viszony a felhaszná 
lói nyelvben létrehozható anélkül is, hogy explicit nevet használ 
nánk. Tekintsük ezért most X1—et belső névnek (névtelen objektum 
hivatkozását ábrázoló jelölésnek). Ekkor
list cél ;
hatására az alábbi táblázatot nyerjük:
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CEL
n év
csökkentés
simitás
targya
felülvagas 
X1
majd
list vezérlés;
hatáséra :
-17 . ab ra
VEZZüLES :
In ev
felülvagas 
X1
vezérlő
и Iszűrés
vizsgálat
V ez ereit
vágás
utéhengerlés
-i8 . ábra
2.3.3 Standardizált kérdésfeltevés
Bizonyos specialis relaciotipusok esetén (bináris relációk azo­
nos tartományokkal, fák, hálok, stb.) specialis dokumentumok ge 
nerálás'ara van lehetőség (mátrix formák, grafikus formák, stb.} 
Továbbmenve, szükség van a teljes adatbázis tartalom különféle 
mélységiül kiirására, dokumentálására, ás a főbb jellemzőket tar­
talmazó report-ok előállítására.
Ezeknek a kérdésfeltevéseknek pontos listáját később fogjuk ki­
dolgozni .
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3. Meta relációk
Az eddigi 1. és 2. pontokban a logikai séma alapjait ismertük 
meg, mely, mint láttuk, elsősorban a referencia-szemléletben tért 
el a szokványos relációs modelltől, bonyolult absztrakt rendsze­
rek valóban adekvát leírásához azonban ennél többre, finomabb 
eszközökre is szükség van. Ilyen eszközökről szolunk ebben a 
részben. Ezek az uj eszközök azok, amelyek az 30LA arculatát 
már döntően határozzák meg.
3.1
3.1.1 Példa
Tételezzük fel, hogy pl. a következő fogalmakkal kivánunk dolgoz­
ni :
Г АО) concept
concept
concept
felhasználási tárgya:adat,hasznéló:folyamat ' ;
generálás^ eredmény:adat,générâtor rfolyamat);
használat generálás céljábólf használt ; adat, 
eredmény:adat,végrehajtó:folyamat'' ;
Ha most ezekután valamilyen 01, 02 adatok és P folyamat között 
fennáll mondjuk a
(A4 ) használat generálás céljából 1 01,D2 ,P ) ;
reláció, akkor relációink szemantikai tartalma alapján joggal 
varhatjuk el, hogy a
( 42 ) felhasználás f 0 1 , P ' ; 
generálás TÓ2,P' ;
relációk is fennáll janak. Ez úgy biztosítható, ha minden 4-4 
formájú objektum megadásakor létrehozzuk a megfelelő 42 -beli 
objektumokat is. A kényszerités ezt valósitja meg.
3.1.2 Egyszerű kényszerités
A fAO) példára hivatkozva az alábbi formájú kijelentések deklará­
lását fogjuk megengedni:
ГАЗ) constraint :használat generálás cél jabol 1,2 ,3 =£■ f elhasználás ’ 1,3 , : 
constraint :
használat generálás cél jaból( 1,2 ,3 )=$ generálás Г2,3) ;
-23-
ahol a zárójelben azonosítóként szereplő számok az attribútumok 
egymásnak való megfeleltetését határozzák meg.
Az igy deklarált kenyszeritéssel egyszer s mindenkorra biztosít­
juk, hogy minden egyes baloldali típusé objektum megadásakor a 
rendszer automatikusan előállít egy a jobboldal által meghatáro­
zott objektumot is, és azt az adatbázisban (név nélkül) elhelye­
zi.
3.1.3 * IAltalanos eset
A fenti típusé kényszerítések szükségé majd minden alkalmazási 
területen felmerül. Lehetséges azonban általánosabb megközelítés 
is, mely tetszőleges
44 j constraint : "reláció kifejezés"^ "reláció";
formát megenged. °éldául
45 concept consume; used:data,us er:process); 
concept produce(by : process,result : data ; ; 
concept source^used : data,produced : data j ;
esetén előírható lehet a
4£ ) constraint : Í consume * produce ) 1, 2,3 )«£> sourcef 1,3) ;
kényszerítés.
kényszerítések ilyen általános formájának megengedése azonban 
"elsősorban számitasigényessége miatt) vitatható. Bevezetéséről 
ezért a gyakorlati szükségletek alapján) később döntünk.
A kényszerítésnek alapcélja mellett egy másodlagos haszna is van. 
"izonyos projekciókat ’egy megfelelő fogalom és a rá vonatkozó 
kényszerítés bevezetésével) kiemelhetünk, (hatékony elérésüket 
biztosítva ezáltal’.
3.2 inomit as
* "finomítás" vagy "altípus" bevezetésének gondolata a SIMULA 67 
-ben merült fel először és a jól rendszerezett áttekinthető rend- 
szerleirások készítésének azéta nélkülözhetetlen eszközévé vált.
A.
"típus” - "altípus"
viszony anferniwebltüS rmeta- reláció. Jelentése:
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( № ) a) Az altípusba tartózó objektum szükségképpen beletarto­
zik a (fo-) tipusba is.
b) Az altípusba tartozó objektum rendelkezik a (fa-) ti- 
pus minden attribútumával, és esetleg további (már 
csak az altípusra jellemző attribútumokkal) is.
3.2.1 Az altípus dilemma
Divatossá vált vitatkozni arról, hogy a tipus-altipus metarelaci- 
óra vonatkozóan az antiszimmetrián (ás a tranzitív lezárás anti- 
szimmetriáján, vagyis a körmentesságen) kivül, mág milyen továb­
bi megszoritást ésszerűi tenni. Minthogy e kérdésben Írásunk szer­
zői között sincsen összhang, egyelőre megelégszünk a lehetőségek 
ismertetésével.
a) Hierarchikus (fa-) struktúra. Ez egyszerű es világos 
rendszerszerkezethez vezet, kezelése biztonságos ás 
egyértelmű. Ugyanakkor, léteznek olyan jelenségek, me­
lyek leírása a b) esetben könnyebb.
b) Hálós z érkézét (szokásos algebrai értelemben). Leiró 
ereje közismerten rendkívül nagy. Hátránya az eredmé­
nyezett struktúra bonyolultsága és ennek kezelési, 
biztonsági, egyértelmüségi következményei.
Mint köztudott, a SIMULA szemlélete hierarchikus. Itt jelentős 
felhasználói tapasztalatokról is lehet beszélni. Másfelől a szok­
ványos adatbázis szemlélet (érthető módon) hálóstruktúra. Noha 
utóbbi nem a típusok viszonyara vonatkozóan.
3.2.2 Hierarchikus eset
-ben az alábbi jelölést alkalmazhatjuk:
(4-8) concept altípus is_ tipusfattributumok);
Ez a következőket fogja jelenteni:
(^3) a) Az igy definiált "altípus" olyan fogalom mely a "tí­
pus" attribútumaival (első helyen), és a fent megadott 
további attribútumokkal (feltéve persze hogy számuk 
pozitív) is rendelkezik.
b) Az altípusba tartozó objektumok, melyek természetesen 
elemei az altípushoz tartózó relációnak, egyúttal ele- 
mei lesznek a fölérendelt "tipus"-hoz tartozó reláció­
nak is Г meg Felelő vetületűkben persze).
c) Az altipusu objektumokra az "általánosított tipusil- 
leszkedési szabály" válik érvényessé, Id.3.2.5.
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Megjegyezzük, hogy az altipus nem speciális kényszerités. Itt 
ugyanis nincsen szó új adattétel generálásáról, csupán egy meg­
lévő adat minőségének általánosabb értelmezéséről.
3.2.3 Példák
Vezessük be pl. az alábbi fogalmakat: 
f 50) defunit
concept file(hely : tároló eszköz,blokkméret : integer) ; 
concept printfile i_s filef lapméret : integer) ;
endunit
Ekkor a "printfile" fogalom három attribútummal rendelkezik, me­
lyeket az alábbi sorrendben kell megadni: "hely", '‘blokkméret ",
"lapméret ". Pl. :
f SO printfile system output(printer-1,1280,136);
Tekintsük most pl. a következő fegalmakat:
[ 52.} d ef unit
concept ember; 
concept férfi i_s ember; 
concept no i_s ember;
E fogalmak lehetőséget adnak egyfelől olyan további fogalmak be­
vezetésére, melyekben az altalános "ember" fogalom szerepel, pl.
Г53) concept adőb evallás ( bevalló : emb er , hazugság :ijrt_eger) ;
ahol a "nem" (tegyük fel) nem szignifikáns. Másfelől, ott ahol az 
lényeges, használhatjuk az altípusokat, pl.
r5M-) concept f ér jhezmenetelfmenő :nö) ;
Mindennek fő jelentősége abban áll, hogy árnyalt tipusellenörzést 
tesz lehetőve, [ld. később). Mindazonáltal igen fontos tudni a 
következőket :
Az altípusok nem halmazelméleti osztályozások. Az "álta­
lános" maga is ["önmagában is) létező fogalom. És tartoz­
hatnak objektumok egy "általánosabb" kategóriába anélkül 
hogy annak bármely speciálisabb alfajéba beletartoznának. 
Nem azért mert esetleg "nemtudjuk még" melyikbe tartoz­
nak. [Nem is okvetlenül azért mert esetleg nincsenek is
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altípusai). Hanem azért, mert mindig létezik a %ondolUo _ 
dis пак olyan ("általános") szintje is, melyen a speciá­
lisról nincs értelme beszélni.
3.2.4 Ideális tipusok
Hierarchikus tipusszerkezet esetén a fogalmak fákba vannak ren- 
dezve. E fákat célszerű! eg у ideális tipus bevezetése utján egyet­
len fává egyesiteni. Legyen ez a tipus
(55) concept universal;
melynek nincsen attribútuma, (és melyet mint "standard tipust" 
minden definíciós egységhez hallgatólagosan hozzárendelünk . z- 
zel egyidoben minden olyan fogalmat, mely eddig nem volt altiou- 
sa semminek, pl.
(56 ) concept fogalom(attribútumok) ; 
hallgatólagosan
(5? I concept fogalom jLs universal (attribútumok);
I H lalakúnak fogunk tekinteni. Ezzel lehetőséget adtunk pl. ilyen 
specifikációk alkalmazásara is :
(5 8 i concept m egn evezés f ob j ektum : univ ersal, n év :t_ex_t) ;
melyben 3.2.5 értelmében az "objektum" attribútum értéke bármi­
lyen (hivatkozási) tipus lehet.
Hálószerkezetu tipusséma esetén ezen kivül még hasonlóan 
v"3 1 eh et äz ellentétes ideális tipus, mondjuk a
к ezen fek-
(59) concept "absolute special“;
(avagy "empty", "void") bevezetése is, melynek egyetlen altipusa 
sem lehet, maga viszonyt minden tipusnak altipusa. Az "universal" 
-al ellentétben az "empty" attributum-specifikációként való alkal­
mazása persze haszontalan, viszont egy "empty" objektum olyan 
j ocker, melyet 3.2.5 értelmében aktuális paraméterként bárhol el­
fogadunk . Minthogy az "absolute special" mindennek altipusa, 
ezért, legalábbis elvileg, a rendszerben előforduló összes attri­
bútummal rendelkeznie kellene. Ezeket azonban m eg hat ar'oz at 1 annak 
tekintjük, és igy az egyszerűség kedvéért az attribútumoktól el is 
t ekintünk.
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3.2.5 Az altalános tipusilleszkedás
törvénye a következő:
Г 60) Ha egy hivatkozási attribútum (definíciós szinten mega­
dott) tipusa T, akkor az adatleirási szinten e helyen el­
fogadunk T-tipusu elemet, T-nek bármely altípusát is 
(tranzitív ért elemb en) es csak ezeket.
Ez összhangban van azzal a tánnyel, hogy T-nek minden altípusa 
egyben T-tipusu is, (fordítva azonban nincs kompatibilitás, azaz 
T-tipusu elemet T semmilyen altípusa helyett nem fogadunk el), 
határesetekre a következőket mondhatjuk:
f 6-1 1 a) "Univerzálisnak" specifikált attribútum helyén mindent 
elfogadunk. (Univerzális minösitású adatobjektumot vi­
szont nincs sok teteje előállítanij.
b "Abszolút speciálisnak” minősített attribútumot nincs 
értelme specifikálni). Egy abszolút speciális objektum 
viszont minden típushoz illeszkedik.
3.2.6 példa
rGZ) defunit
concept 10 device;
cone ept input device i_s ID device; 
concept output device is 10 device;
concept
concept
concept
concept
concept
printer i_s output device; 
plotter ij3 output device;
openingfperiféria :Î0 device ■ :
clear buffer(perifária;output device);
set origo(perifária :plotter);
endunit
Legyen most
10 device negyedik csatorna; 
output device rendszer output; 
printer nagybetűs nyomtató; 
plotter calcomp ;
Ekkor elfogadhatók az
opening (negyedik csatorna); 
opening (nagybetűs nyomtató); 
opening (calcomp);
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állitások, hiszen az "opening" fogalom bármely "ГО device''-га vo­
natkozhat. Elfogadhatok a
clear buffer (rendszer output); 
clear buffer (nagybetűs nyomtató);
állitások is, mert a "clear buffer" fogalom "output device"-ra 
vonatkozik, mely mindkét esetben teljesül. Ezzel szemben inkor­
rekt a
set origo (nagybetűs nyomtató);
kijelentés, mert a "set origo" fogalom a "printer"-re nincsen ér­
telmezve, sót elfogadhatatlan a
set origo (rendszer output);
is, mert a rendszer output elvben ugyan lehetne akar plot­
ter is, de definiciója alapján nem biztos hogy az. A "set origo" 
művelet ilyenformán nem feltétlenül értelmesra nézve, ami ele­
gendő indok ahhoz, hogy 3.2.5 alapján a kijelentést elutasítsuk.
3.2.? Null objektum
Az előbbiek szerint az "universal" tipust standard tipusnak te­
kintjük. Hasonlóan, az objektumok körében is bevezethetünk egy 
(vagy akár több) "absolut special"-tipusú standard objektumot. 
Legyen például
(S3) absolute special nil ;
Szó volt már arról, hogy az adatmegadáskor az aktuális attribútu­
mok érteke lehet üres is: "nem ismert". Most ezt úgy fogalmazzuk,
hogy ekkor a nil értéket veszi fel. Mint láttuk, ez az általános 
tipusilleszkedés törvényével teljesen összhangban van.
3,3 Integritás
Az adatbázis integritása alatt azon felőre megadott) tulajdonsá­
gok összességét értjük, melyek az adatbázis tartalmára vonatko­
zóan invariánsak. Ezen invarianciák biztositksa esetünkben első­
sorban az input adatok szűrése útján történik, lz azt jelenti, 
hogy az integritásnak ellentmondó adategységeket raz adatbázis 
pillanatnyi tartalmától függően persze) elutasítjuk.
Relációs adatbázisok integritását, mint ismeretes, függőségek 
(FD és MVü) formájában szokás megadni. Nekünk azonban ennél fi­
nomabb eszközökre is szükségünk van. Gyakorlati szempontok fi-
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gyelembeu ét el ével ezidőszerint az alábbiak jöttek szoba.
)l I3.3.1 Egyszerű függvenykapcsolat
A reláció legfontosabb specialis esete az, amikor valamelyik kom­
ponens egyertelmuen meghatározza a többit. A kommerciális adatbá- 
zísakkal ellentétben a mi esetünkben ennek jelentősége nem az igy 
biztosított kulcs szerinti elérés lehetőségében, hanem a függő­
ségnek mint integritásnak biztosításában, ellenőrzésében áll. 
Legyen például
(64) concept fogalomfnév;text,prefix:fogalom,többi:attr rész); 
Ekkor a definiciéhoz csatolt 
f65) function of név;
kiegészítés deklarálja aztj hopj Icéi különböző fogalomnak nem lehet 
ugyanaz a neve, ez ugyanis sérti a kimondott integritást (és ez­
ért a rendszer a másodikat el fogja utasítani).
3.3.2 Többváltozás függvenykapcsolat
A függvénykapcsolatot deklaráló kiegészítő specifikáció általános 
formája a következő:
f66) function of "szelektorok felsorolása";
ahol a felsorolt szelektorok csupán együttesen határozzák meg 
egyértelműen a reláció sorait. Amennyiben a felsorolással dekla­
rált "kulcs" történetesen az összes szelektor, ezesetben egysze­
rűen a
(67) function ;
formát alkalmazhatjuk.
1,3,2-ben rámutattunk arra, hogy egy reláciá (az objektumnévtol 
eltekintve) mindig tartalmazhat azonos sorokat. Ezt most a 
function deklarációval megtilthatjuk.
I \3.3.3 Altalanos függvenyforma
Általános esetben nem csupán alapreláciok, hanem származtatott 
relációk is lehetnek valamely kulcs szerint függvények. Az ilyen 
(általános értelemben vett) függvénykapcsolat deklarációjára az 
alábbi formát alkalmazzuk:
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(68) integrity relációkifejezés function of 
oszlopkijelölesek;
végezetül, a függvénykapcsolatra vonatkozóan a következőt kell 
megjegyeznünk: A tárgyalt függvényforma (a szokásos FD-vel ellen­
tétben nem attribútumok közötti viszonyra, hanem egy attribútum 
együttes "kulcs"-ként való deklarálására vonatkozik. Ez erejében 
ekvivalens az FD formával, ha a fogalmak alkalmas megválasztási 
lehetőségét is figyelembe vesszük.
I
3.3.2 Bináris tulajdonságok
Bináris relációk egy sereg olyan speciális tulajdonsággal rendel­
kezhetnek, melyekkel absztrakt rendszerek karakterisztikus integ­
ritásai fejezhetők ki. Például a
(69) concept származás(szülő : ember,gyerek :ember) ;
kapcsolat nyilvánvalóan antiszimmetrikus kell legyen, ellenkező 
esetben valami galiba történt. Ezért indokolt az
(*» integrity : származás antisymmetric;
I I i l lkikötés. Altalanos esetben az ilyen fajta integritások deklarálá­
sa az alabbi formájú lehet:
(74 j integrity:"bináris reláció kifejezés" "tulajdonság";
ahol a "bináris reláció kifejezés" olyan, a megengedett műveletek­
kel képzett, kifejezés mely bináris relációt eredményez, "tulaj­
donság" cimen pedig az alábbi kulcsszavakat engedjük meg:
(72) antisymmetric
irreflexive 
hierarchic 
precedence 
lattice
A hierarchic szóval fa-szerkezetet, precedence használatával 
olyan relációt melynek tranzitiv lezárása parciális rendezés, 
lattice esetén pedig algebrai hálószerkezetet deklarálhatunk. 
Világos pl. hogy helyénvaló az
(73) integrity : származás precedence ; 
kikötés, de
(74) integrit y: származás hierarchic ;
már csak pl. az apai ágra szorítkozva lenne korrekt. Befejezésül 
egy példát mutatunk bonyolultabb kifejezésre. re hivatkozva
kézenfekvő az
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(? 5 ) integrity:f1, 3 ) f consume *  produce! antisymm etric;
integritás, mert minek fogyassza valaki azt, amit maga termelt.
Ha pedig még az egész rendszerben való körmentésseget is ki akar­
nánk fejezni, akkor antisymmetric helyett precedence kulcsszót is 
hasznaihatunk.
3.3 .5  Halmazelméleti viszonyok
Integritások kifejezéséhez szükséges lehet a relációknak mint hal­
mazoknak egymáshoz való viszonyítása. Itt az egyenl&s ég és tar- 
t almaz as jön széba. Például f^O) esetén a ( ^t3 ] kényszerites az 
alábbi integritással ekvivalens:
ÍF6 ) integrity :
f1,3)felhasználás generálás celjábolC felhasználás ;
A különbség az, hogy f^3) alkalmazása esetén e szabályt kikény- 
szeritjük, mig ( j g ) utján csupán ellmörz és ár e rendezkedünk be.
4. Dialógus
Mindeddig az ábrázolt információnak csupán szerkezetével foglal­
koztunk. Most kialakításának folyamatát tekintjük.
4.1 Fokozatos kiépítés elve
Az adatbázis tartalmának kialakítása, valamint az ábrázolt infor­
mációk elemzése dialógus során történik. Ez két részre, a meta- 
dialogusra és a tárgydialogusra oszlik. A két dialógus nem kever­
het^ utóbbi akkor kezdődik, mikor előbbi befejeződik.
4.1.1 A fogalomrendszer kiépítésé
a metadialógus során történik. Л fogalmak leírását végezhetjük 
akár egy, akár több definíciós egység egymás utáni megadásával.
A felbontás szüség ess ég ét egy példán mutatjuk be. Tegyük fel, 
hogy kidolgoztunk bizonyos igen általános fogalmakat, melyek 
mondjuk az információs rendszerek tervezésekor tipikusak. Eze­
ket a rendszernek átadjuk:
Г7? ) defunit
inf.rsz. tervezés 
általános fogalmai
endunit
I
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A fogalmak értelmezése után a rendszert akár rögtön használhatjuk 
is, vagy ezen a ponton felfüggesztett állapotában egy példányát 
félre is tehetjük. Ezután mondjuk kiderül, hogy jó néhány alkal­
mazást mondjuk kohászati környezetben fogunk végezni. Itt továb­
bi fogalmak merülnek fel, melyek általánosságban ugyan nem, de e 
környezetben szintén tipikusak. Ekkor elővesszük a felfüggesztett 
változatot és egy további egységet illesztünk hozzá:
( 3-8 ) def unit
kohászati inf.rsz.-ek 
sajátos eszközei
endunit
A sort folytathatjuk. Kis Géza is hozzáteszi az egyéniségére jel­
lemző különbejárató fogalmakat. A definíciós egységek megadása 
végül befejeződik.
Az egymásra épülő definíciós egységek megadásakor a követkézé 
törvény érvényes:
(?3) Az éppen megadásra kerülő egység tartalma a korábban meg­
adott fogalmakkal együtt zárt kell legyen. (Másszával 
bárhol hivatkozhatunk korábban megadott, vagy még ezen az 
egységen belül megadásra kerülő fogalomra, olyanra azon­
ban természetesen nem, melyet egy későbbi egységben ad­
nánk meg esetleg.)
4.1.2 Az adatbázis kiépitese
ugyanezen elv alapján történik. Ugyanúgy, egységekben adjuk meg 
az adatokat. Egy egység feldolgozása után a rendszert természete­
sen mindig passziválhatjuk, és a munkát bármikor folytathatjuk.
Az egymásra épülő egységek megadásakor a (?-9j törvény megfelelő­
je érvényes:
(8b) Az éppen megadásra kerülő egység tartalma a korábban meg­
adott adatokkal együtt zárt kell legyen. (Azaz hivatkoz­
hatunk korábban megadott, vagy még ezen az egységen belül 
később megadásra kerülő adatra is, de későbbi egysegere 
természetesen nem.)
4.2 A dialógus folyamata
4.2.1 Metadialogus
Mint az a korábbiakból látható, a metadialogus során
a) fogalmak,
b) kényszeritési szabályok,
c) integritási szabályok
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kerülnek megadásra. Ezek sorrendje tetszőleges, az egyetlen kor­
látot ( ?3J következetes alkalmazása jelenti. Például:
Г8-í ) defunit
concept data;
concept group is_ data;
concept element is_ data;
concept consistfcontained îdata,in:group) ; 
integrity consist precedence ;
concept relation ;
concept associated data is data
(associated to:relationj ;
integrity associated data function of f associated to); 
endunit ;
"zekután a következő lépésben például: 
d efun it
coneept informative data _is_ data; 
concept control data i_s data;
concept process controlfcontrolled: process,
by:control data);
stb . 
endunit
4.2.2 Targydialogus
A tárgydialogus során
a) adategységeket vihetünk be, melyekben
i) új adatokat Írhatunk le,
ii) meglévőket módosíthatunk ;
b) kérdéseket tehetünk fel, mégpedig
iл általános, és
ii) standardizalt formában.
fiz adategységek és a kérdések nem keveredhetnek, de tetszőleges 
sorrendben követhetik egymást, pl:
dataunit
endunit ; 
list . . . 
dataunit
stb .
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4.3 Adatok módosítása
Az adatokkal kapcsolatosan az előzó pontban felsorolt tevékenysé­
gek közül csak a módosításról nem szóltunk még. Ehhez először az 
adattetelek egyedi eléresenek általánosabb módját kell megismerni.
4.3.1 Objektum kifejezések
Ebben a részben kifejezéseket és hozzájuk tartozó minősítéseket 
vezetünk be. Elemi kifejezéseknek nevezzük a kővetkezők et :
a) a közöséges értékeket (szamok, szövegek a szokványos 
minősítésekkel integer, real, t ext) ,
b) az adatobjektumok neveit (a megadásuknál használt tí­
pusnévvel mint minősítéssel).
Tekintsük pl. a következőket:
C 82.) d efunit
concept data(owner: process) ; 
con сep t process(own er : systemj ; 
concept system(size:integer);
endunit
dataunit
system S(1000) ; 
process P(s); 
process R(S) ;
data D (P) ; 
data E(Я) ;
stb .
Ezekután pl. "D" elemi kifejezés "data" minősítéssel, vagy 
elemi kifejezés "system" minősítéssel.
(83 )
Általánosságban: На К egy kifejezés, akkor 
K,szelektor
is kifejezés, feltéve hogy К minősítése hivatkozási tí­
pus, és e típus rendelkezik a megadott szelektorral. Az 
egész kifejezés min (üsi t és ének pedig ä "szelektor" minő­
sítését fogjuk tekinteni.
(Vigyázat; nem tévesztendő össze e jelölés a relációk körében 
alkalmazott hasonló jelöléssel.)
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Például, (82. -re hivatkozva 
'>. owner
minősítése "process" (és hivatkozási érteke P). Vagy pl.
D ,owner.own er.size 
minősítése integer "ás árteke I00ü).
4.3.2 Átutalás
Meglévő 
forrná ja
adatok módosítása átutalás segítségével történhet, 
a következő
Enn ek
81»-} K1 assign K2 ;
' 8 5 '  Й ahol a K1, K2 kifejezések tipusa azonos kell legyen. Ha­
tására a K1 kifejezés által meghatározott helyre átutaló-I dik a K2 kifejezés értéke.
[ rz természetesen az Algol 68 elveivel összhangban történik, a 
referencia szemléletet azonban sehol sem tartottuk szükségesnek 
explicit jelöléssel hangsúlyozni , Tekintsük példaként megint 
r82 )-i :
E.owner assign V.owner;
hatására E "owner"-attribútumának helyére beirodik a 0 "owner" 
attribútumának értéke 'aktuálisan P).
4.4 Rendszer dinamika
4.4.1 fogalomkör bővitése
Mint mondottuk, az adatleirások megadásakor a fogalomrendszert 
mar rögzítettnek tekintjük. Nyilvánvaló, hogy a fogalomkörben 
olyan változtatásokat nem tehetünk, melyek a meglévő adatok értel­
mét ás integritását sértenék Г fogalom törlése, új integritás vagy 
kényszerités bevezetése), vannak azonban olyan változtatások (áj 
fogalom bevezetése, meglevő fogalom finomítása) melyek a már be­
vitt adatok korrektségét nem befolyásolják.
Nincsen akadálya annak, hogy a fogalomkör ilyen jellegű módosítá­
sát az adatleirási run-time részben is megengedjük. A velemenyek 
azonban itt megoszlanak. Az alábbi érvek mindenesetre igazak:
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a) Uj fogalmak bevezetésének megengedése jelentősen növeli 
a felhasználó lehetőségeit: nem köteles már kezdetben 
minden fogalmat véglegesíteni,
b) Mindennemű fogalomdefinicio igen felelóaégteljes és 
messzemenő következményekkel járó tevékenység. Ilyen 
dinamikus eszköz segítségével a felhasználók belátha­
tatlan dolgokat művelhetnek.
4.4.2 Objektumok törlése
Meglevő objektum törlésének formája a következő
(86) cancel objektum kifejezés;
utasitás. Ennek hatáséra a hivatkozott objektum
a) Az ot minősitó összes relációkból törlődik ;
b) Neve megszűnik létezni;
c) Az adatbázisban minden olyan hivatkozás, mely a tö­
rölt objektumra vonatkozott üressé válik.
A törlés másik formája a kulcs szerinti elérésen alapul, és csak 
akkor használható, ha a reláció "function1 integritással rendel­
kezik. Ekkor a
(87) cancel fogalomnév by key attribútum értékek;
forma használható, ahol a felsorolt attribútum értékek rendre a 
function-ban megadott szelektoroknak felelnek meg.
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II. FELHASZNÁLÓI NYELV
A rendszer használója a felhasználói nyelv segítségével érintke­
zik a rendszerrel, ill. a rendszeren keresztül saját adataival.
A felhasználói nyelv szemantikáját a már ismert logikai sémára 
való leképezés útján fogjuk megadni. Elvileg a már ismert, ás az 
1.5.-ben összefoglalt logikai sémanyelv is alkalmazható lehetne fel­
használói célokra, ezt azonban senkinek sem kívánjuk. [Ez egyéb­
ként kb. annak felelne meg, mintha egy intelligensebb procedurá- 
lis nyelven pl. SIMULA-ben közvetlenül akarnánk adatokat kezelni). 
A felhasználói nyelv célja azonban nem merül ki a már ismert sé­
mára vonatkozóan egy kényelmesebb kommunikációs eszköz biztosítá­
sában, további lényeges funkciók ezen a szinten, ill. a két nyelv 
közti leképezés útján kerülnek megvalósításra.
1. Az emberi nyelv adatszerkezetekké transzformálásáról
Kijelentó mondatokra szorítkozunk, célunk persze nem a nyelvtudo­
mány művelése [beszélt nyelv általában való elemzése), hanem for­
dított irányú: olyan nyelvet kívánunk definiálni, mely könnyen 
használható [nem mond ellent a beszélt nyelv szabályainak) ugyan­
akkor tartalma egyszerű adatszerkezetekkel (relációkkal) egyér­
telműén ábrázolható.
1.1 A mondatok relációs szemlélete
Olyan transzformációkra van tehát szükség, melyek mondatokat (ki­
jelentéseket) adatszerkezetekké alakítanak:
I Imondatok ----► relációk.
Általánosságban véve erre túlságosan is sokféle lehetőség kínál­
kozik. Nem célunk itt az összes eshetőség taglalása. Csupán né­
hány tipikus esetre szorítkozunk.
H  II I1.1.1 Egyszerű minősítés
Sok esetben az egyszerűbb mondatok tartalmat elegendő csupán 
alanyának minősítésével ábrázolni. Például a
(88) Gusztáv élenjáró."
mondat ábrázolásához bevezethetjük a
(83 ) concept élenjáró;
fogalmat, és a jelentést az
- 38 -
(90 ) élenjáró Gusztáv;
adattal ábrázolhatjuk. Vagy akár az
(94) "Endre munkaidőben italozik."
mondatnál is elegendő lehet bizonyos esetben a
(32.1 concept munkaidőben italozok;
munkaidőben italozők Endre;
ábrázolás.
1.1.2 Kapcsolat ábrázolása attribútummal
Amikor egy mondatban kát vagy több dolgot valamilyen kapcsolatba 
hozunk, felmerül kérdés, árdemes-e önálló fogalomnak tekinteni 
magát a kapcsolatot is, vagy lehet-e, jobb-e ezt egyszerűen attri 
butumkánt kezelni. Közös recept nincsen. Sokszor mindkettő lehet­
séges, A tágabb környezet és a felhasználás dönti el melyik jobb.
Kapcsolatok attribútumként való ábrázolása persze csak akkor jö­
het szoba, ha a kapcsolat (valamelyik irányban) függvenykapcsolat 
Néhány példát mutatunk:
(33) "Péter jános apja."
esetén jő lehet a
( ) concept emb er ( ap j a : emb er ) ;
ember jános(Peter) ;
ábrázolás (melyben tehát nem használtunk explicit "apaság" fogal­
mat) vagy pl. a fenti (34) mondatnál a
(95) concept munkatárs(fő tevékenyseg,napszak); 
munkát árs Endre(italoz ás,munkai do) ;
ábrázol ás,
1.1.3 Kapcsolat mint fogalom
Ez az ábrázolási mőd minden esetben alkalmazható. Nagyon fontos 
azonban a fogalmak megfelelő megválasztasa. Általában ugyanis 
többféle lehetőség kínálkozik. Például:
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С96) "Tamás udvarol Martának, hogy barátnőjével is 
megismerkedhessen."
esetén jó lehet a
(g*) concept udvarlás céllal[férfi,no,cél);
udvarlás céllal (Tamás,Márta,barátnő megismerése);
ábrázolás, más esetben viszont pl. a
f38 ) concept udvarlás[férfi,no) ;
con cept udvarlási cél[udvarlás,cel) ;
udvarlás U1[Tamás,Marta); 
udvarlási cél fU1,barátnő);
leirás célszerűbb. Hogy melyik, azt a környezet és a cél dönti el.
1.2 Az "ekvivalencia" probléma
Ugyanazokat az állításokat általában többféle nézőpontból is meg 
lehet fogalmazni. Az "ekvivalencia probléma" a különböző állítá­
sokban különböző formákban használt kapcsolatok közül az azonos 
szemantikai tartalommal rendelkezők egymáshoz rendelésében all. 
Pl.
(99) "A fáradtság a munka következménye. "
"A fáradtság oka a munka."
vagy
[100) "A uses В."
"В is used by A."
mondatpárokban ugyanarról a fogalomról ["okság" ill. "használat") 
van sző, csak más—más nézőpontból.
E problémát ógy fogjuk megoldani, hogy a fogalmakhoz lehetséges 
nézőpontokat rendelünk. [l_d. " r e l a i iv formák".)
1.3 A "vonatkoztatási" probléma
A mindennapi beszédben gyakoriak az olyan (egyébként értelmes) 
mondatok, melyekben nem látható világosán, vajon egy bizonyos ha­
tározó az alanyra, a tárgyra (stb., másra) vonatkozik-e. Pl.
(1CM) '’Zoltán az utca közepén meglátta Matildot."
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esetén nem lehetünk biztosak, hogy Zoltán, vagy Matild volt az ut­
ca középén, vagy esetleg mindketten.
П •A SIMULA ismerői előtt felidézhetjük a többszörös "inspect1 prob­
lémáját is, ahol a rendelkezés ugyan egyértelmű, de mert az embe­
ri gondolkodásból e szigorú mechanizmus hiányzik, a többszörös 
inspect gyakran katasztrofális félreértésekhez vezet.
Világos tehát, hogy egyfelől egyértelmű vonatkoztatási rendszerre 
van szükség, másfeléi ennek szembetűnő megjelenitése is nélkülöz­
hetetlen. Ezt célozza a melle- ás alárendelt szerkezetek javasolt 
kezelése, ld. később.
2, A felhasználói nyelv eszközei
2.1 Relativ formák
Formális nyelvünk minden mondata valamilyen nézőpontból 
hangzik el. Összességében annyi nézőpont van ahány foga­
lom, és még egy. Másrészt: minden fogalom nézhető bárme­
lyik attribútumának nézőpontjából.
Tekintsük a következő példát:
(402) concept use to derivef used : data, user : process, derived : data)
Tegyük fel, hogy éppen mondjuk valamely konkrét "data” objektum­
ról teszünk különféle kijelentéseket. Szeretnénk, ha többek kö­
zött ilyeneket is mondhatnánk:
«03) used by P to derive 02;
derived by P using D3;
vagy pedig ha éppen P-rol beszélünk, akkor mondhassuk, hogy 
(lOV-) uses 01 to derive D2 ;
Ezeket ágy fogjuk lehetővé tenni, hogy megengedjük a fogalom de­
finíciók kiegészítését u.n. relativ forrnak felsorolásával a kö­
vetkezőképpen. Példa:
(■ЮЗ) concept use to d eriv e ( us ed : dat a, user : p rocess , d éri ved : d at a )
form used: used by user to derive derived; 
form derived: derived by user using used;
stb
Általánosságban ennek formáját igy vázolhatjuk fel:
(106) concept fogalomnév(attributumok) ;
form szelektor-i: többi szelektor szövegbe ágyazva;
I Ezzel a "beágyazó szöveget" deklaráltuk, mint az i-edikszelektor nézőpontjából alkalmazható leírási formát, mely forma az adott környezetben a szóbanforgó "fogalomnév" áltál meghatározott fogalmat reprezentálja.
2.2 Alárendelés és mellérendelés
I I U2.2.1 Az abszolút nézőpont
Mint láttuk, minden fogalmat nézhetünk (ha akarunk) bármely attri 
butum felöl. Ezek a relativ nézőpontok. Most ezt kiegészítjük még 
egy, az "abszolút" nézőponttal, melyből minden fogalom olyan, ami 
lyen valójában (vagyis a beágyazó szöveg maga a fogalomnév az I. 
fejezetből megismert módon használva). Például (102.) esetén az ab­
szolút nézőpont beágyazó szövege:
(10?) use to derive ( , , ) .
Megjegyezhetjük azt is, hogy nulla attributumszám esetén (termé­
szetesen) csak abszolút nézőpontról lehet beszélni.
2.2.2 Abszolút mondat
Abszolút mondat alatt olyan kijelentést (adatmegadást) értünk, 
mely az abszolút forma felhasználásával történik. Szerkezetét az 
alábbi módón rögzitjük:
4<-
(108) fogalomnév aláhúzva, objektumnév esetleg, attribútu­
mok zárójelben;
Ha tehát
(103) concept process;
egy fogalom, akkor
(110) process ;
process P ;
abszolút mondatok. Vagy (102) esetén abszolút mondatok a követke 
zők :
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с « о  use to derive (D1,P,D2);
use to derive usagel(D1,P ,D2);
(E mondatok logikai sémára való forditása önmaga.)
2.2.3 A nezopont-törveny
a) Minden mondat (abszolút vagy relativ) után érvényessé 
válik a mondat által reprezentált fogalom nézőpontja.
b) Minden olyan relativ mondat kimondható, melynek néző­
pontja éppen érvényes.
(Az érvényes nézőpontok tehát egy stack-et a "nézopont- 
-stack" -et alkotják, melynek alján mindig az "abszolút" 
áll . )
c) Egy uj mondat értelmezése mindig úgy történik, hogy 
megnézzük, melyik az a (legmagasabb) nézőpont melyben 
értelmes, es
i) a felette lévő nézőpontok érvényüket vesztik,
ii) a többi érvényes marad az ój mondatéval együtt.
Példa. Legyen
(442) process P;
Kezdetben érvényes volt az "abszolút" nézőpont. Most érvényessé 
vált a "process" is, azaz
process 
ab szolét
"nézőpont-stack II
19 .ábra.
Egészítsük ' ki (442) - è igy:
(443) process P ;
uses D to derive E ;
most érvényesek a
use to derive
process
abszoldt
20 .ábra.
nézőpontok. Mondhatunk tehát állítást e pillanatban e három néző­
pont bármelyikéből. rolytathatjuk pl. ismét egy abszolút állitás- 
sal, igy:
f process P ;
uses D to derive £ : 
data Г ;
melynek hatására
data____
abszolút
21 . áb га.
állapotba kerülünk, stb.
(Megjegyezzük, hogy a soron belüli pozicionálás javítja az érthe­
tőséget, mert érzékelteti az érvényes nézőpontok stack-jének mély­
ségét. A pozicionálást természetesen nem kívánjuk a felhasználó­
tól, mondatait azonban automatikusan átrendezzük ilyen formára. 
rz hibáinak gyors felismerését is megkönnyíti.)
2.2.4 Relativ mondat
formájának pontos megadása maradt hátra. Ezt igy rögzítjük:
fl/jg! objektumnév esetleg kettősponttal, attribútumok megadása 
beágyazó mondatban;
ahol az attribútumokat kifejezésekkel adjuk meg 4.3.1 értelmében. 
Ha az attribútum ob^ektumnév, akkor megengedjük minbsités enek 
melléirását is Га meg kifejezőbb mondatkép érdekében!. Alább il­
lusztráljuk a lehetőségeket, "ekintsük ismét a
C H 6 '  process P ;
uses D to derive E ;
kijelentéseket. Ezek fordítása a logikai sémára a következő:
(H?) process P;
use to derive (П ,P,E);
Ha most e másodiknak egy külön "U" hivatkozási nevet akarunk ad­
ni, akkor a
f118) process P ;
Us uses j to derive E ;
formát használjuk, végül: megengedett a "uses data □ to derive 
data E;" forma is.
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2.3 Technikai eszközök
Az ebben a részben felsorolásra kerülő további eszközök célja a 
felhasználó kényelmének fokozása.
2.3.1 Tipus mint szelektor
A szelektornevek kiagyalása gyakran terhes feladat, és olyankor, ha 
az attribútumok amúgy is mind különböző tipusuak felesleges is. 
Szokás megállapodni abban, hogy ha nincs szeletornév, a típusne­
vet egyben szelektornévnek is tekintjük. rzt tesszük mi is. 
tehát a felhasználói nyelvben pl, a következő definíciót használ­
juk :
(419) concept házasságfferfi,nőj;
•ahol persze "férfi" és "nő" is definiált fogalmak', akkor a lo­
gikai sémában ez igy jelenik meg:
(420) concept ház asság(férfi:fárfi,no:nő);
2.3.2 Felsorolás
Jelentősen megkönnyíti a leírások készítését az attribútumok me­
gadásakor a felsorolások megengedése. Például
(424) process
uses
uses
X •
data
data
31 ;
□ 2 ;
helyett a
(422) process
uses
X;
data 31,
formát is lehetővé tesszük. Itt azonban a következőkre kell fi­
gyelemmel lenni: r 422) valójában két különböző "use" típusú ob­
jektumot generál. Ha most ezekutan valamilyen "use nézőpontú 
állitást mondunk, pl.
(123) proc es s 
uses
a ;
data 31, П2 ;
to maintain relation R ;
akkor ez utóbbi mindkettőre vonatkozik, es minden további állítás 
is mindaddig, amig a "use" nézőpont érvényes.
2,3,3 Vakra forrnak
Jelen ismertetésben csupán megjegyezzük, hagy hasonló fogalomti- 
pusok egyszerűbb és strukturáltabb megadásához helyen való külön­
féle makra formák felhasználása, jól jöhet pl, ilyenféle:
1 2.á ) macro :
concept subpart - a-conсept,a-conсept} ; 
f or a-con cep t--p roc es s , activity,group ;
ezzel a kérdéssel azonban itt tovább nem foglalkozunk.
2.3.4 Összetett relativ forma
Olyan esetben, mikor egy fogalomra vonatkozóan érvényes egy egy­
szerű kényszerit es, pl,:
Г 125} constraint :
use to derive; 1,2,3' =ф> derivationf2,3);
felmerülhet az az igény, hogy egy jobboldali objektum ;itt "deri­
vation'’} nézőpontjából a hiányzó attribútum megadásával hozzunk 
létre egy baloldali ípl. "use to derive") objektumot.
kézenfekvő itt olvan relativ forma bevezetését megengedni, mely 
nem az eredeti szelektorok nézőpontjából indul ki, hanem egy att- 
ributumegyütteshez rendelt fogaloméból, pl,:
'126' f_orm derivation; using 1 ;
Itt azonban a következőket kell megfontolni:
a, Fx- vagy implicite ismernünk kell az attribútumok 
kölcsönös megfeleit et eset ;
bl Magát a к én yszerit és t ilyen esetben nem kell mar még- 
egyszer) végrehajtani.
Mindezek érdekében bevezethetjük az egyszerű kényszerités felhasz­
nálói nyelvbeli megadásának egy alternativ formáját, mely jelenté­
sében Г 44) -el ekvivalens:
‘'127) concept use to derivef used : data, process , derived : data) • 
impiies dérivâtion Г process,derived) ;
Az "imply” részt a fogalom definíció fejrésze, és a forrnak felso­
rolása között kell megadni. Csakis ilyen esetben engedjük meg 
összetett relativ forma deklarálását. Teljes példánk tehát igy 
néz ki :
[128) concept derivation f process , data :
concept use to deriveíusec.. data, process , derived : data^ ; 
implies dérivâtion[process,derivation); 
form derivation: using used;
melynek alkalmazása elveink értelmében a következő lehet:
[129) derivation [P,8 ) ;
using D2 ;
vagy akar
(130) data □;
derived by process P ; 
using d ata D2 ;
2,3.5 Abszolút beágyazás
Mint láttuk, az abszolút mondat formája némileg eltért a relativ 
mondatétól. Az egységes leirási forma érdekében azonban meg fog­
juk engedni az abszolút mondatnak beágyazó szöveggel történő meg­
adását is. Ennek használata a relativ formáéval megegyező. Egy 
példát mutatunk. Legyen
Г 131) concept use to derivefused : data,process,derived : data) ; 
form absolute : process process uses used to derive
derived ;
Ekkor
[132) U : process P uses 81 to derive D2 ; 
ekvivalens a
[133) use to derive ljfp,D1,D2);
abszolút mondattal [és ugyanezen logikai-sémabéli adattal).
(/2.3,6 Relativ forma mint művelet
Tekintsük ismét pl. a
[134) concept use to derive[data,process,derived: data); 
form process: uses data to derive derived;
fogalmat. Ekkor, mint tudjuk, a
-  -
Г 135) ujses "1 to derive 2;
relativ mondat "process ’-re vonatkozóan mondható ki, és (mint min 
den mondat - pontosan egy 'esetünkben "use to derive"-tipusu' űj 
adattételt eredményez.
farmost nyelvi, célszerűségi okokból meg fogjuk engedni az általa 
nos lekérdezéseknél ugyanezen mondatot reláció képző műveletként 
is, es azon folyamatok halmazát értjük rajta, melyek 31-et "hasz­
nálva" :2-t "vezetik le '.
Emlékeztetünk arra, hogy eredeti műveleteinkkel ugyanezt csak ke­
vésbe szemléletesen a
136' use to derive 1,, ; 2 ),2
formulával fejezhettük ki.
Általánosságban: a relativ formába mint műveletbe való behelyet- 
tesitest az objektummal való megszorításhoz hasonlóan szabályoz­
zuk : tinusaban illeszkedő objektum vagy relaciókifejezés irható 
b ele. Tartalmat illetlen a relativ formüba helvettesités a behe- 
lyettesitettek kicsinyítéseivel való illesztést rjoin), végül a 
forma nézőpontjának kiválasztását jelenti. Jelentősége, hogy e 
meglehetősen komplex absztrakt tartalommal szemben szemleletes 
tartalma felhasználói szemmel is egyszerű és világos.
Tekintsük második példaként az 1.2.2.3 -belit. Legyen
f137 concept use process,data) : 
form process: uses data:
concept sub part f data,of : data I : 
form data: part of of:
I I IFkkor pl. egy adott "* adat részéit használó folyamatok halmaza 
az eredeti kalkulus alkalmazasaval igv kilithato elé:
’1331 " use* [subpartГ , Z 1. 1] ' . 1
Ezt most egyszerűen igy Írhatjuk:
f 139) uses ; part of '■ 1
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2.4 A "nyitott leírás" alternatívája
Mind ez ideig feltételeztük, hogy mind a definíciók halmaza, mind 
pedig az adatok halmaza fáz egyes egységek fogadása után) mindig 
zárt. A definiciás részben ennek nincsen alternatívája, a leiro 
részben azonban lehetőség van arra, hogy egy a felhasználó által 
nyitva hagyott egységet ffeltéve, hogy önmagának nem mondott el­
lent) utólag zárjunk le. A következő algoritmust lehet például) 
alkalmazni :
A leirást szekvenciálisán értelmezzük : az eddigiekkel ellentét­
ben) égy, hogy valahányszor nemdefinialt objektumnévvel találko­
zunk, azt rögtön generáljuk a hely által meghatározott legáltalá­
nosabb tipus szerint fás üres attribútumokkal). Ha pedig később 
mégis definiálásra kerül, akkor attribútumai értéket kapnak Г és 
esetleg tipusa is specializálódik).
Az efféle automatikus mechanizmus azonban ovatossáíira int:
a) Elegendő egy azonositonévben egyetlen betű elirás, és 
hibajelzés helyett egy keresetlen rejtett uj objektum­
mal állunk szemben.
b) Nincsen egyértelmű deklaráciás lista a létező objektu­
mokról .
I l l | |  ' l | |Mindazonaltal a felhasználó munkáját az ilyen lehetőség menis je­
lentősen megkönnyíti. Megengedese esetén természetesen az a mini­
mum, hogy az automatikusan létrehozott objektumokról egy fÍnyei­
ül ezt et6 lista készüljön.
2.5 Néhány gyakorlati probléma
2.5.1 Kommentár
Kommentárok kezelésére többféle lehetőség is kínálkozik, bevezet­
hetünk pl. egy
f 14 П ) concept comment^ universal, text S; ;
form universal: comment text ;
fogalmat, melynek segítségével kommentárok asszociálhatok tetsző­
leges objektumhoz. Az ilyen kommentár természetesen az adatbázis­
ban is tárolásra kerül. Lehet beszélni csak az input szövegben 
megjelenő kommentárokról is. Ezzel itt nem foglalkozunk.
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2.5.2 Szinonima
Gondolhatnánk arra, hogy objektumnevek helyett használandó rövi- 
debb ekvivalens szinonimák kezelését a kommentár mintájára lehet 
megoldani. Ez nincs igy, mert az objektumok nevei nem text attri­
bútumok , kezelésüket saját belső mechanizmus ("hash vagy akármi] 
biztositja. Ezzel szemben a gyakorlat számára megfeleli!) út az, ha 
maguk az objektumnevek fnoha lehetőleg kifejezlek, de) rövidek, 
ugyanakkor ha szükséges az objektumokhoz hosszabb magyarázó nevet 
is rendelhetünk fezt azonban már valóban text, ás nem belső név 
formájában). Megtehetjük pl. azt is, hogy egy közös általános ti- 
pust egy text attribútummal látunk el:
141' concept általán os Гteljes név :t ext) ;
majd a rendszerben minden további fogalmat ennek altípusaként de­
finiálunk.
2.5.3 Tipikus fogalmak
Előfordul, hogy bizonyos viszonyokat többféle fogalomra vonatko­
zóan is célszerű lenne bevezetni. Például
f142 concept subpart(data,of : data);
concept subpart Г process,of : process) ;
Gz azonban ebben a formában egyrészt 
unicitásának, másrészt itt valójában 
relációról van szó.
ellentmondana a fogalomnevek 
is két különböző tartalmazasi
Mindazonáltal, méais indokolt lehet az azonos név használata, hi- 
szén ezt a mindennapi beszédben is igy tesszük. Van olyan eset, 
mikor ezt közös ős-fogalomra visszavezetéssel oldha-fcjuk meg. Fent 
azonban nyilvánvalóan nem ez a helyzet fnem akarjuk, hogy adatnak 
folyamat lehessen része és viszont).
A megoldást az azonos relativ formák nyújtják, mely természetesen 
megengedett, és pl. a következő módón valósítható meg:
( 143) concept data subpartfdata,of : data) ; 
form data: part of of;
concept process subpart Г process,of : process) ; 
form process: part of of;
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2 . 5  Példa az eszközök alkalmazasara
Induljunk ki most abból, hogy pl. az alábbi leirast akarjuk ta­
rolni :
process X;
belongs to system component S ; 
uses data D1, D2;
to derive entity E ; 
under condition C ;
uses data D3;
to update information I ;
uses data 04,35; 
produces data 06 ;
data D7;
is used by process Y ; 
produced by process Z ;
stb .
mégpedig úgy, hogy
a) a szövegösszefüggésből láthatóan ekvivalens forrnak va­
lóban ugyanazt a fogalmat takarják,
b) a melle- és alárendelések a szöveg tagolásával össz­
hangban legyenek.
Ennek elérésére a következő definíciók alkalmasak:
Г А Ц-5 ) concept
concept
concept
concept
concept
concept
system component ; 
process ; 
data ; 
entity ; 
condition ; 
information ;
concept belong(process,system component); 
form process: belongs to system component;
concept use(process,data); 
form process: uses data; 
form data: is used by process;
concept producefprocess,data); 
form process: produces data; 
form data: produced by process;
concept purpose(use);
concept derivation i_s purpose)) entity ) ; 
form use: to derive entity;
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concept update is purpose(information); 
form use: tо upda-fce information;
concept derivation condition(derivation,condition); 
form derivation: under condition;
Mármost ezeket a fogalmakat figyelembe veve a (■lU-h-) szöveg fogal­
mi semara valő forditása a következő formát ölti:
C 4 4 G ) process X ;
system component S ;
data 01 ;
data 0 2 ;
data 03 ;
data 04 ;
data 05 ;
data 06 ;
entity E ;
condition G ;
information I ;
belong Г X,S);
use A1 ( X,D1);
use A2fX,□2) ;
derivation АЗ(А1,Е);
Derivation A4(A2,E);
derivation condition Г A 3, G } ; 
derivation condition (А4,С);
us e A5(x,33) ; 
update (A5,I);
use ÍX.04); 
use f X,D5);
produce (x,06);
data 07 ; 
process Y ; 
process Z ;
use ( Y , 07 ); 
produce fZ,D7);
(Az itt "A"-betüvel kezdődő azonositok "belső azonositők" melyek 
az eredeti szövegben nem szerepeltek).
Vágül bemutatjuk a nyert adatok képét reláció táblázatok formá­
jában:
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PROCESS: DATA: EMTITY:
X ■* 
Y - 
Z -
D1 - 
D2~* 
D3 -* 
D4-* 
D5-* 
D6 - 
D7 *
E —
CONDITION: INFORMATION : SYSTEM COMPONENT
p. *T
1^ S —
USE:
A1 -
- --
-X -D1
A2- -X ■*02
A5 * -►X — D3
■* X —D4
— x -*D5
->Y -D7
BELONG
-*• S
DERIVATION: DERIVATION CONDITION:
A3- -+A1 -E
r-----
A3 -*C
A4- -> A2 -*• E —  A4 -*-C
UPDATE: PRODUCE:
-A5 -I
S'
- X — D6-* z - 07
2 2  . otr-q
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3. Néhány alkalmazási irány illusztrációja
3.1 Kauzális hálók
A kauzális hálók matematikai szempontból sok érdekességet rejtő, 
szerkezetükben azonban rendkívül egyszerű struktúrák. Segítségük­
kel csupán a szerkezetleirásokhoz való hozzáállás különféle lehe­
tőségeit kivánjuk illusztrálni.
Egy kauzális háló [nemileg leegyszerűsítve) egy irányított páros- 
gráf, melynek kétféle szögpontjait mondjuk példaképpen "adatok" 
és "eljárások"-ként interpretálhatjuk, és amely rendelkezik azzal 
a speciális tulajdonsággal, hogy az egyik fajta szögpontnak [most 
adatnak^ legfeljebb egy be- és kimenete lehet. Alább egy egyszerű 
példát mutatunk:
23.abra
T ekin tsünk most I. Inéhány lehetoseget ilyenfajta
1 eirá sára. Ennek egyik módja példaul a szögpon
ként való bevezetése es az elek kapcsolatként ■
f 147) concept data ;
concept procedure ;
concept consume [procedure,data ) ;
f unct ion of data ;
form procedu re: consumes data;
concept produce f procedure,data) ;
function of data;
form procedure: produces data;
Ebben az esetben a 23.ábrán látható példa leirása következő le­
in et :
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(148) data törzsfile, új adatok, ... stb. ;
procedure merge;
consumes törzsfile, uj adatok; 
produces új törzsfile, hibalistái;
procedure feldolgozás ;
consumes új törzsfile, új rendelések, rendeles all.; 
produces bizonylatok, hibalista2, új rendelés áll.;
Van azonban más lehetoság is. Kihasználhatjuk pl. azt, hogy az 
adatok kapcsolatai egyediek, ezért ezeket attribútumként is hoz­
zájuk rendelhetjük, fEz egyébként főképpen a visszakeresések mód­
ját fogja befolyásolni). Ekkor tehát:
f 149) concept procedure;
concept datafproducer : procedure,consumer : procedure ! ;
(Ezesetben a fl47)-beli function integritásra sincs szükség, mint­
hogy az automatikusan teljesülTT A, leirás most 'pl. abszolút mon­
datokkal) a következő lehet:
Í150) procedure merge, feldolgozás;
data törzsfilef,merge) ; 
data iáj adatokf,merge) ;
data új törzsfilefmerge,feldolgozás 1 ; 
data hibalistáifmerge,) ;
stb.
végül ugyanez
fl5l) concept datai producer : procedure,consumer;procedure);
form absolute: produced by producer used by consumer:
feltételezésével igy is irható:
f 152) törzsfile: produced by nil used by merge;
új adatok: produced by nil used by merge; 
új törzsfile: produced by merge used by feldolgozás;
stb
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3.2 SADT
Az SATT [д] modell esetén is többféle lehetőség kínálkozik a le- 
iro nyelv ill. az adatbázis struktúra kialakítására. Az alábbiak­
ban egy ilyen lehetőség kiindulópontjait mutatjuk be.
eg j egyezzük , hogy az SA ;i modell számos kézenfekvő lehetőséget 
kinál rld. p1.[Э 3 szemantikai jellegű integritások és kényszerí­
tések alkalmazására. Ez azonban már egy külön dolnozatot igényel­
ne. Egyelőre tekintsük a következő fogalmakat:
153 concept
concept
comment
arrow : 
b OX ;
"ar row általános értelemben ‘’hálózatként Iез
tendo
concept actionbox is box■ 
concept actionarrow is arrow;
concept databox is box: 
concept dataarrow is arrow;
c_onc_ept sub acti on ~ part :actionbox,of : actionbox) ; 
function ;
form ab solute : subactions of of are part ; 
form of; subaction are part;
concept i n p u t 'a r r o w ,box ) : 
concept output n o x ,arrow ■ :
concept use ij? input ; 
function :
form box: uses arrow;
concept control i_s input ; 
function ;
form box: controlled by arrow;
concept mechanism is input ; 
function ;
form box: mechanism ar ow;
concept generation ij3 output; 
function ;
form box: generates arrow;
s tb
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A most kővetkező leirás a fent megadott fogalmak segitsegevel a 
69. oldalán lévő ábrákon szereplő példának egy leegyszerüsi 
tett formalizálása:
(154) allokáció szimulátor: action ;
subactions are vezérlés, tárkezelés, nyomtatás;
vezérlés: action ;
controlled by kezelő válasz;
generates kezelési kérés, nyomtatási kérés, 
szimulációs eredmény;
tárkezelés: action ;
controlled by kezelési kérés;
generates kezelő válasz, allokált terület:
mechanism tárolo algoritmus ;
nyomtatás: action ;
controlled by nyomtatási kérés; 
generates tárolási kép; 
uses allokalt terület;
subaction of vezérlés are órakezelás, blokk méretezés,
nyilvántartás, felszabaditas, 
feltételkezelés ;
órakezelés: action ;
controlled by szinkron impulzus ; 
generates idő, látszólagos idÓ;
stb.
3.3 ISDOS
Nincsen akadálya annak, hogy akár az egész P~f nyelvet L33 erede 
ti formájában definiáljuk. Ez azonban itt nem célunk, csupán 
= ■» Fr-nTHr-icjabb PSL—beli fogalom
t és kissé más szemlé-
M55) concept information;
concept logical information is information: 
concept data is information;
concept set is logical information; 
concept entity is logical information :
concept input is entity; 
concept output is entity;
_concejpt group is data ; 
concept element i_s data;
concept relation fe1: entity,e2:entity); 
form el: is_ related to e2;
concept association is relationfassociâted : data):
concept process ;
concept use process,information): 
form process: uses information;
concept purpose'use,information):
concept
form
update is purpose;
use: to update information;
concept 
r orm
derivation is purpose; 
use: to derive information;
stb .
Az e fogalmak felhasználásával nyerhető leirási forma pedig pl. 
az alábbi jellegű lehet:
156) process X;
uses group 2, input I; 
to update set , : 
to derive entity I•
input 11 ;
is related to output P ; 
associating data ;
stb, stb .
It I I3,4 Data-flaw jellegű struktúrák
И  I I IIsmeretes, hogy a data-flow jellegű struktúrák a hagyományos 
Meumann-i architektúrák eseten is jól használhatok, többek kö­
zött real-time rendszerek logikai sémájaként (példaképpen uta­
lunk az "TA AZTAKI folytonos folyamatok Osztályán kászitett 
rendszerre 18Ц .
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Ilyen fajta rendszerek logikai szerkezetének leírásához pl. 
alábbi ötleteket lehet sugallni:
[157) concept data;
concept integer ia data; 
concept bit ij3 data;
stb .
concep t array i_s data r size : integer ) ;
comment figyelem: nem aláhúzott integer!; 
form absolute: is_of size integer;
concept partfdata, of : data); 
form of: consists of data;
concept condition; 
concept operation ;
concept
form
prefcondition,operation ^ ; 
operation: precondition condition;
concept post[condition,operation);
form operation: postcondition condition;
concept receptionfdata,operation);
form operation: data received data;
concept
form
production^data,operation); 
operation: data produced data;
stb.
) l I IMelynek használata pl. az alabbi formájú lehet:
f158) operation X ; •
precondition P1 , P2;
postcondition S1, 52, 53;
data received 31 ;
dat a produced )2, 33 ;
data D1 ;
consists of int eger I , array A., bit E! :
array A ;
is of size I ;
az
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rÜPPFLEK
1_._Belso szintaxis
Az alábbiakban a logikai sémanyelv szintaxisának fontosabb része­
it foglaljuk össze. A leírást a könnyebb érthetőség kedvéért csak 
heurisztikusán, nem formalizáltan adjuk meg.
sámanyelv=riefiniciás rész,adat rész.
1.1 Pefinicios rész
definíciós rész=def egységek nem üres sorozata.
def egyseg=_rief unit, deklarációk pontosvesszővel elválasz­
tott sorozata,endunit.
deklarácio='r'ogalom I különálló integritás j különálló kány- 
szerités.
1.1.1 Fogalom
fogalom^concept,fogalomnév,is,fölérendélt fogalom neve, 
attribútum rész,kényszerit esek és vagy integri­
tás esetleg.
attribútum rész=üres|attribútum megadások vesszővel el­
választva zárójelben esetleg.
attribútum megad ás-szelektor,kettőspont,tipus.
1.1.2 Tipus
tipus=:érték tipus| hivatkozási tipus. 
érték tipus*integer| real[text.
hivatkozási tipus = deklarált fogalomnévj universal.
1.1,3 Közvetlen kényszerités és integritás
kényszerítés*imply,egy másik fogalom neve,eredeti foga­
lom egyes szelektorai vesszővel elválasztva 
záréjelb en.
integritás=function,szelektorok felsorolása esetleg.
1.1.4 Reláció kifejezés
nagyitás=rel kif,pont,oszlop megjelölés.
kicsinyités=rel kif szögletes zárójelben.
kiválasztás=oszlop megjelölések vesszővel elválasztva 
zárbjelben,rel kif.
illeszt es=*rel kif , csillag , rel kif.
halm muv=rel kif,konnektiva,rel kif.
konnektiva» Г) | (J | \
1.1.5 Kenyszeritós és integritás
különálló kényszerít és--constraint : ,rel kif .oszlop azono­
sít ok megadása záré jelben, nyíl, f”ogalomnév,be­
helyettesít et t oszlopazonősitok.
különálló integritás=integrity:, int leírás.
int leírás*függóség J bin tulj halm túl.
függóseg=rel kif,function of,oszlop megjelölések vessző­
vel elválasztva esetleg.
bin tul»binaris rel kif, tulajdonság.
tulajdonság»antisymmetric |irreflexive| identity) hierarchic 
precedence! lattice.
halm tul=rel kif,rel jel,rel kif.
rel jel= Э JC I = .
1.2 Adat rész
adat rész=mondatok sorozata,
mondat = adat egységImódositás jkérdés.
1.2.1 Adat egység
adat egység=dataunit,adat mondatok pontosvesszővel elvá­
lasztott sorozata,endunit.
adat mondat*aláhúzott fogalomnév,objektumnév esetleg,
obj kifejezések vesszővel elválasztott soro­
zata zárójelben esetleg.
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1.2.2 Objektum kifejezés
□bj kifejezés-elemi kifjobj kifejezés,pont,szelektor. 
elemi kif=objektumnévjkonstans. 
konstans=nilJértek.
1.2.3 Modositas
modosit ás=átutalás| törlés.
atutalás=obj kifejezés,assign,obj kifejezés, 
törlés ^ cancel,obj kifejezés.
1.2.4 Kérdés
kérdés-általános[standard, 
általános-list,kifejezés.
kifejezés-rel kifjrel kifbe helyettesitett obj kifeje­
zések.
2, r elhasználói nyelv
Csupán a főbb eltéréseket soroljuk fel:
2.1 lefiniciés rész
felhasználéi fogalom«fogalam esetleg is-rész nélkül,
relativ forrnak pntosvesszovel elválasztva esetleg.
relativ forma-form , szel ek torn év, kettős pont, szel ek tor1 ok 
aláhúzott szövegbe ágyazva.
2.2 Adat rész
felhasználói adat mondat-adat mondat|beágyazott mondat.
beágyazott mondat-objektumnév kettősponttal esetleg, 
obj kifejezések aláhúzott beágyazó szövegben.
felhasználói reláció kifejezés-relkifjbeágyazott mondat.
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