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Abstrakt
Tato bakalářská práce se zabývá vytvořením počítačové hry, ve které v aréně bojují roboti.
Chování robotů definují uživatelé pomocí speciálního programovacího jazyka. Definice ro-
botů a její zpracování je implementováno pomocí fuzzy logiky. Práce popisuje teoretické
poznatky z fuzzy logiky a hry Robocode, dále návrh programovacího jazyka a struktury
aplikace a nakonec popis implementace jednotlivých částí aplikace.
Abstract
This thesis deals with creating a computer game in which robots are fighting in the arena.
The users can define the robot’s behavior by using a special programming language. Defini-
tion of robots and it’s processing is implemented by using fuzzy logic. The thesis describes
the theoretical knowledge of fuzzy logic and game Robocode, programming language design
and application architecture, and finally a description of the implementation of individual
parts of the application.
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Kapitola 1
Úvod
Mnoho lidí si krátí dlouhé chvíle hraním počítačových her. Důvody pro hraní her jsou různé –
zábava, odreagování od reálného světa, rozvoj schopností hráče (logické hry) a podobně.
Nároky na hry rostou, proto není divu, že vývoj počítačových her pokračuje stále dopředu.
Ke zlepšení dochází například u grafického zpracování nebo u přístupu k uživateli, kdy
uživatel dostává více možností (neomezené světy, mnoho vlastností, které lze kombinovat
a podobně). Čím více možností tvůrci her hráčům dávají, tím rostou nároky na jejich práci
a musí tvořit nové prvky, kterými hráče zaujmou.
Hra Robocode nabídla uživateli možnost přímo definovat (programovat) chování robotů
pomocí speciálního programovacího jazyka a následně nechat vytvořené roboty bojovat
v aréně. Uživatel
”
hrající“ Robocode musí disponovat určitými schopnostmi na poli progra-
mování. Tvorba robota totiž vyžaduje znát základní konstrukce a příkazy programovacího
jazyka Java. Stejný koncept využívá i tato práce, ovšem definici robotů se snaží uživateli
zjednodušit. Tímto zjednodušením je myšleno použití fuzzy logiky při definici robotů. Díky
tomu není myšlení uživatele omezeno na binární stavy (0, 1), nýbrž může definovat chování
neurčitě, což je pro člověka přirozenější.
Cílem práce je tedy vytvoření hry, ve které budou v aréně bojovat roboti. Chování ro-
botů bude definováno v souboru s jejich charakteristikou. Hra musí využívat fuzzy logiku.
Jako vzor slouží hra Robocode, která funguje na stejném principu (uživatel tvoří chování
robotů), ale nepoužívá v žádné míře fuzzy logiku. Aby bylo možné roboty vytvářet, bude
potřeba definovat jazyk, který by měl být srozumitelný, jednoduchý a také snadno imple-
mentovatelný. V neposlední řadě je nutné vytvořit grafické prostředí, aby bylo možné boje
zobrazovat. Nakonec je potřeba otestovat funkčnost aplikace a zhodnotit dosažené výsledky.
Použití fuzzy logiky při definici robotů má velký vliv na způsob (složitost) programování
a výsledný vzhled jazyka. Ten totiž neobsahuje zadávání přímých hodnot do proměnných,
ale určování míry příslušnosti daných vlastností v daných situacích. Díky vlivu fuzzy lo-
giky na programovací jazyk dochází k ovlivnění chování robotů, které se může velmi lišit
vzhledem k robotům definovaným v aplikaci Robocode. Jaké míry může vliv fuzzy logiky
dosáhnout? To je předmětem testování konečné aplikace a konečné výsledky budou prezen-
továny v kapitole 6.
1.1 Skladba práce
Práce sestává z několika kapitol. Po úvodní kapitole následuje kapitola s popisem fuzzy
logiky (2) a s ní souvisejících pojmů jako fuzzy množiny, fuzzyfikace, defuzzyfikace a po-
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dobně. Další kapitola (3) stručně popisuje tvorbu robota, popis robota a boj v aréně ve
hře Robocode. Návrh aplikace lze nalézt v kapitole 4. Tato kapitola obsahuje popis jazyka
pro definici robotů, vzhled konfiguračního souboru a souborů s charakteristikou robota, dia-
gram tříd a tak dále. Další kapitoly se věnují implementaci jednotlivých částí (5) a testování
výsledné aplikace (6). Kapitola popisující implementaci obsahuje popis zobrazení, herní fy-
ziky, parsování dat z konfiguračního souboru a ze souborů s charakteristikami robotů, dále
převod zdrojového kódu robota na jeho chování a statistiky bojů. Kapitola pojednávající
o testování aplikace obsahuje popis prováděných testů a závěry z nich získané. Závěrečná
kapitola následně shrne dosažené výsledky a nastíní další postup při tvorbě této práce.
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Kapitola 2
Fuzzy logika
Fuzzy logika je zobecněním dvouhodnotové (booleovské) logiky. Dvouhodnotová logika pra-
cuje se dvěma stavy – 1 (pravda) nebo 0 (nepravda), zatímco fuzzy logika obsahuje navíc
všechny stavy, které jsou obsaženy v množině mezi pravdou a nepravdou. To dovoluje
pracovat s neurčitostí, tedy s vágními pojmy typu možná, trochu, téměř a podobně. Díky
tomu fuzzy logika reprezentuje realitu mnohem přesněji, než dvouhodnotová logika.
V rámci této práce bude fuzzy logiky využito k definici chování robotů, podrobnosti
o chování robotů a způsob použití fuzzy logiky bude uveden později. Chceme-li použít fuzzy
logiku, musíme si ujasnit co jsou fuzzy množiny a jaké operace s nimi lze provádět [8]. Poté
můžeme pomocí fuzzyfikace vytvořit z klasických množin fuzzy množiny, ve fázi inherence je
můžeme upravovat pomocí definovaných operací a následně pomocí defuzzyfikace získáme
nějaké závěry o řešeném problému [5].
2.1 Fuzzy množiny
Fuzzy množina je základním pojmem fuzzy logiky. Jedná se o zobecnění klasické množiny.
Fuzzy množina obsahuje množství prvků, které popisují daný výraz a jejich příslušnost
v této množině. Například při definici rychlého auta pomocí klasických množin bychom se
setkali s následujícími problémy. Řekněme, že auta jsou schopna dosáhnout maximálních
rychlostí 〈100, 250〉 km/h a rychlé auto dosáhne minimálně rychlosti 150 km/h. Ovšem tato
specifikace je velmi nepřesná. Jelikož z tohoto tvrzení plyne, že auto schopné dosáhnout
rychlosti 149,9 km/h už není rychlé, i když se tato rychlost liší pouze o zlomek. Při použití
fuzzy logiky u stejného problému, bychom definovali např. fuzzy množinu:
Arychle(x) =

1, x ≥ 150
0.8, 145 ≤ x < 150
0.5, 135 ≤ x < 145
0, x < 135
Tímto lze definovat pro každou rychlost stupeň příslušnosti v dané množině a pokrýt tak
neurčitost původní informace.
Stupeň příslušnosti určuje míru přítomnosti daného prvku ve fuzzy množině.
2.1.1 Operace s fuzzy množinami
V následujícím textu si stručně popíšeme některé typické operace s fuzzy množinami. Po-
drobnější popis najdete například v [8] nebo [5].
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Operátory ∨ a ∧ slouží k zjištění maxima (suprema) a minima (infima). V tomto kon-
textu lze tyto operace chápat jako logické operace disjunkce (logický součet) a konjunkce
(logický součin).
Sjednocení
Množinu C, která je sjednocením množin A a B, získáme porovnáním stupňů příslušností
každého prvku v obou množinách a zvolením prvku s větším stupněm příslušnosti (rov-
nice 2.1).
C = A ∪B, právě když C(x) = A(x) ∨B(x) (2.1)
Průnik
Množinu C, která je průnikem množin A a B, získáme porovnáním stupňů příslušnosti
každého prvku v obou množinách a zvolením prvku s menším stupněm příslušnosti (rov-
nice 2.2).
C = A ∩B, právě když C(x) = A(x) ∧B(x) (2.2)
Doplněk
Doplněk A¯ fuzzy množiny je definován rovnicí 2.3.
A¯(x) = 1−A(x) (2.3)
2.2 Fuzzyfikace
Fuzzyfikace je proces, kterým převádíme své znalosti (zpravidla pokryté neurčitostí) o pro-
blému do fuzzy množin (popsáno v [5]). Je nutné normalizovat univerzum (všechny možné
hodnoty) do intervalu (např. 〈0, 1〉). Poté určíme každé hodnotě v univerzu stupeň příslu-
šnosti. Stupeň příslušnosti je nutné přiřadit každé hodnotě bez výjimky. V případě, že by
hodnota nepatřila do fuzzy množiny, ohodnotíme ji stupněm příslušnosti 0.
Přidělení stupňů příslušnosti se děje pomocí funkce příslušnosti. Funkce příslušnosti
slouží k určení stupně příslušnosti prvku v dané fuzzy množině. Funkce příslušnosti lze
popsat různými křivkami a je tvořena podle charakteru řešeného problému (například při
řešení funkce příslušnosti pro výrok
”
asi 4“ můžeme zvolit funkci příslušnosti trojúhelníko-
vého tvaru).
Po vytvoření všech potřebných fuzzy množin se přechází do fáze inherence. V této fázi
jsou fuzzy množiny upravovány pomocí výše definovaných operací – uplatňuje se na fuzzy
množiny sled akcí, pomocí kterých dojdeme k požadovanému výsledku.
2.3 Defuzzyfikace
Defuzzyfikace je proces získávání informací z fuzzy množiny. Přesněji řečeno dostáváme
z fuzzy proměnných skutečnou hodnotu. Existuje několik metod získávání informací. V tomto
textu si stručně popíšeme některé z nich, podrobněji jsou popsány například v [5].
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V níže popsaných metodách uvažujeme tuto fuzzy množinu:
A = {a1/u1, . . . , an/un}, (2.4)
kde a1, . . . , an jsou stupně ohodnocení prvků u1, . . . , un. Množina obsahuje konečný počet
prvků.
2.3.1 Metoda COG (Center of Gravity/Area)
Jedná se o nejpoužívanější metodu defuzzyfikace. Výsledná hodnota je těžištěm fuzzy
množiny (rovnice 2.5).
COG(A) =
∑n
i=1A(ui)× ui∑n
i=1A(ui)
(2.5)
Tato metoda má velkou výpočetní složitost, proto není vhodná pro příliš složité úlohy.
2.3.2 Metoda MOM (Mean of Maxima)
Výsledkem této metody je průměr všech prvků s maximálním stupněm ohodnocení (má-
li fuzzy množina pouze jeden prvek s maximálním stupněm ohodnocení, bude výslednou
hodnotou právě tento prvek). Metoda je popsána rovnicí 2.6.
MOM(A) =
1
nmax
nmax∑
i=1
umaxi , (2.6)
kde umaxj je prvek s maximálním stupněm ohodnocení v rámci dané množiny.
Tato metoda je výpočetně jednodušší, než metoda COG.
Zjednodušením této metody získáme metody FOM (First of Maxima) a LOM (Last of
Maxima). Těmito metodami získáme první/poslední prvek s maximálním stupněm ohod-
nocení, což z nich dělá velmi efektivní metody z hlediska složitosti, ovšem jejich výsledky
mohou být velmi nepřesné.
2.3.3 Metoda COS (Center of Sums)
Tato metoda je variací metody COG. Za předpokladu, že fuzzy množina A je sjednocením
fuzzy množin B1, . . . , Bk, lze definovat deffuzifikaci COG rovnicí 2.7.
COS(A) =
∑n
i=1(ui ×
∑k
j Bj(ui))∑n
i=1
∑k
j=1Bj(ui)
(2.7)
Tato metoda je rychlejší, než již zmiňovaná metoda COG (viz sekce 2.3.1).
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Kapitola 3
Robocode
Robocode je hra použita jako vzor pro vytvoření aplikace Hra s roboty. Hra s roboty rozšiřuje
Robocode o rozhodování pomocí fuzzy logiky (viz kapitola 2). Jedná se o aplikaci, ve které
se z jakéhokoliv uživatele stává programátor tvořící chování pro svého robota. Uživatel
má možnost definovat chování v rámci třech komponent robota. Tyto komponenty jsou
podvozek, zbraň a radar, podrobněji si vše popíšeme níže (viz sekce 3.2) nebo lze nalézt
na internetu zde [2]. Po dokončení umělé inteligence může uživatel svého robota poslat
do arény, kde se utká s dalšími roboty. Podrobnější informace o této hře (tvůrci, historie
a podobně) můžete nalézt na oficiálních webových stránkách této hry v sekci ReadMe [4].
3.1 Tvorba robota
Tvorba robota spočívá v naprogramování jeho chování. Pro psaní zdrojového kódu defi-
nujícího chování robota slouží šablona, do které se do určených míst vpisují části kódu
ovlivňující daný druh chovaní [2]. Robot při svém pobytu v aréně generuje množství udá-
lostí. Jde například o události typu
”
robot byl zasažen jiným robotem“ nebo
”
radar robota
lokalizoval nepřátelského robota“ a podobně. Tyto události lze obsloužit ve zdrojovém kódu
při definici chování robota. Komponenty generující tyto události jsou tři – podvozek, zbraň
a radar, ty si popíšeme podrobněji v popisu robota – následující kapitole.
3.2 Popis robota
Každý robot je provozu schopný díky energii, kterou má na začátku boje přidělenu (každý
robot dostane stejné množství). Tuto energii pak robot využívá k útoku na jiné roboty
a energii tímto může ztratit nebo i získat (více v sekci 3.2.2 - popis zbraně nebo [2]). Klesne-li
energie robota na nulovou hodnotu, robot nemůže dále nic dělat a je vypnutý. Klesne-li pod
nulu, robot exploduje. Jak už zde bylo zmíněno, robot sestává ze tří komponent (podvozek,
zbraň a radar), tyto si teď popíšeme podrobněji.
3.2.1 Podvozek
Podvozek je základní částí robota, jelikož nese zbraň s radarem a slouží k pohybu v aréně.
Robotovy pohybové schopnosti mu umožňují pohyb směrem dopředu nebo dozadu, aby
mohl jet jiným směrem, musí se natočit o potřebný úhel doleva nebo doprava. Roboti
zrychlují s definovanou akcelerací [2]. Pokud do sebe roboti narazí, jsou všichni zúčastnění
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zraněni za definovaný počet energetických bodů (množství ovlivňuje rychlost) a ztratí svou
rychlost. Narazí-li robot do robota jedoucího ve stejném směru (náraz zezadu), jeho rychlost
není snížena. Události, které podvozek generuje tedy souvisí s kolizemi, například narazí-li
na okraj arény nebo do nepřátelského robota.
3.2.2 Zbraň
Tato komponenta slouží k vystřelování energetických projektilů, které mají definovanou
sílu [2]. Pokaždé, když robot vystřelí, vloží do toho svou životní energii, která odpovídá
síle vystřeleného projektilu. Pokud projektil zasáhne cíl, vrátí se útočícímu robotovi troj-
násobek vložené energie. Pokud nezasáhne, energii ztrácí. Maximální síla vystřelené energie
projektilu je omezena na tři energetické body. Rychlost projektilu ovlivňuje energie, kterou
projektil nese. Čím větší energii nese, tím pomaleji letí. Ke zlepšení bojeschopnosti robota
přispívá možnost natáčet zbraň a tím střílet i v jiném úhlu, než jen ve směru pohybu robo-
ta. Čím rychleji robot jede, tím pomaleji otáčí zbraní. Tato komponenta generuje například
událost, která říká, že projektil zasáhl cíl.
3.2.3 Radar
Poslední komponentou každého robota je radar. Radar slouží k lokalizaci nepřátel (zjištění
polohy nepřátel). Radar lze natáčet podobně jako zbraň s tím rozdílem, že radar má možnost
větších rychlostí při otáčení [2]. Radar generuje událost zvanou lokalizace nepřátelského
robota.
3.3 Boj v aréně
Roboty, které uživatel (nebo kdokoliv jiný) definoval, lze poslat do arény, aby změřil síly
s ostatními roboty [2]. Než započne samotný boj, musí uživatel zvolit roboty, kteří budou
bojovat. To provede výběrem ze seznamu všech robotů a vložením do seznamu robotů
vstupujících do arény. Nastavit lze také počet kol, které zvolení roboti podstoupí. Následuje
volba velikosti arény, popřípadě délka nečinnosti robotů (jedná se o dobu, po kterou zůstane
vše v aréně nehybné, když všem robotům dojde energie). Průběh boje v aréně lze rozdělit
do dvou částí – samotný boj a určení vítěze (výpis statistik klání).
3.3.1 Boj
Boj probíhá v časových intervalech, které nazveme
”
tiky“. V každém tiku může udělat
každý robot pouze jednu jednoduchou operaci (popojet o kousek, natočit zbraň nebo radar
a podobně) [2]. Díky tomuto lze pohodlně zrychlovat, či zpomalovat boj. Roboti při boji
aplikují uživatelův algoritmus chování, který definoval při tvorbě tohoto robota. Boj pro
dané kolo končí, když zbyde pouze jediný robot nebo zůstanou v aréně pouze roboti, kteří
již nemají energii k dalšímu boji. Opakovaně se bojuje tak dlouho, dokud není dohráno
uživatelem zadaný počet kol.
3.3.2 Určení vítěze a zveřejnění statistik
Roboti v aréně podstoupí definovaný počet bojů a vítěz se stává nejúspěšnější robot celého
klání (všech kol). V průběhu bojů ukládá aplikace každému robotovi statistiky, ty jsou
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nakonec vypsány v tabulce. Po dokončení všech kol tedy může uživatel zjistit o všech
robotech následující [2]:
• Celkové body – Součet všech ostatních bodů. Podle této hodnoty se určuje vítěz (kdo
má nejvíc, vyhrál).
• Body za přežívání – Když robot přežije jiného robota (jiný robot exploduje), dostává
50 bodů.
• Bonus posledního přeživšího – Poslední přeživší robot dostane bonus 10 bodů za kaž-
dého robota, který zemřel před ním.
• Škody způsobené zbraní – Robot dostává 1 bod za každý energetický bod, který ubere
nepříteli.
• Bonus za škody způsobené zbraní – Když robot zničí nepřítele střelbou, získá 20 %
bonus ze všech energetických bodů, které tomuto nepříteli ubral.
• Škody způsobené narážením - Robot dostává 2 body za každý energetický bod, který
ubere nepříteli.
• Bonus za škody způsobené narážením – Když robot zničí nepřítele naražením, získá
30 % bonus ze všech energetických bodů, které tomuto nepříteli ubral.
• Počet prvních/druhých/třetích míst – Určuje, kolikrát byl robot první/druhý/třetí po
dobu boje v aréně v rámci všech kol.
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Kapitola 4
Návrh aplikace
Před započetím implementace bylo nutno vyřešit několik problémů. Důležité prvky k pro-
myšlení:
• jazyk, kterým bude možné definovat chování robota. Popřípadě obecně tvar souboru,
ve kterém bude popis robota,
• tvar konfiguračního souboru a prvky v něm obsažené,
• implementační jazyk,
• strukturu programu
• a uživatelské rozhraní.
Tyto body budou rozebrány postupně v následujícím textu.
4.1 Soubor s charakteristikou robota
Soubor s charakteristikou robota musí mít příponu .rbt. Jméno souboru je libovolné a slouží
jako popis (jméno) robota, podle kterého lze v aréně robota identifikovat.
Při návrhu jazyka byl kladen důraz na jednoduchost a srozumitelnost, aby i méně zku-
šený uživatel byl schopen vytvořit svého robota. Již v této části návrhu přichází na řadu
fuzzy logika, konkrétně fuzzy jazykové proměnné. Těmito proměnnými lze určit, v jaké
míře bude zvolená vlastnost aktivní v dané situaci. Situaci (aktuální stav) určují vstupní
vlastnosti a podle vstupních vlastností uživatel upravuje výstupní vlastnosti.
Pro ujasnění následuje seznam vlastností rozdělený do zmiňovaných skupin.
• Vstupní vlastnosti
1. ENERGY – množství aktuální energie robota.
2. DISTANCE – vzdálenost nejbližšího nepřítele v zorném poli robota.
3. ELEFT – pozice nejbližšího nepřátelského robota (úhel nalevo od robota, viz ob-
rázek 4.1).
4. ERIGHT – pozice nejbližšího nepřátelského robota (úhel napravo od robota, viz
obrázek 4.1).
5. VICINITY – okolí robota, určuje počet nepřátel v dané vzdálenosti.
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ELEFT ERIGHT
minimalne
maximalne
stredne stredne
Obrázek 4.1: Znázornění vlastností ELEFT a ERIGHT.
• Výstupní vlastnosti
1. ATTACK – útočnost robota, definuje jeho agresivitu, ovlivňuje sílu střel.
2. FORWARD – jízda dopředu, ovlivňuje rychlost robota.
3. BACKWARD – jízda dozadu, ovlivňuje rychlost robota.
4. LEFT – rotace vlevo, ovlivňuje rychlost otáčení robota.
5. RIGHT – rotace vpravo, ovlivňuje rychlost otáčení robota.
U výstupních vlastností existují speciální skupiny navzájem se ovlivňujících vlastností
(tzv. párové vlastnosti). Tyto skupiny vždy ovlivňují stejný typ chování, zpravidla ve dvou
různých směrech (dopředu – dozadu, doprava – doleva). Jde o vlastnosti FORWARD, BACKWARD
a LEFT, RIGHT. Pro tyto dvojice platí, že vždy může být aktivní pouze jedna vlastnost
(robot nemůže jet dopředu a zároveň dozadu, popřípadě rotovat vlevo a zároveň vpravo).
To ovšem nesmí omezit uživatele, takže v případě, že budou aktivní obě vlastnosti, musí
program zvolit vhodnější hodnotu (viz sekce 5.5.4).
Soubor s definicí chování robota sestává ze sekcí. Sekce slouží k přiřazení k určité udá-
losti, která v boji nastala (robot narazil do nepřítele nebo do zdi a podobně). Díky tomu
může uživatel měnit chování robota v závislosti na aktuálních událostech. Existují dvě
speciální sekce. Tyto sekce necharakterizují událost, ale slouží jako rozhraní pro zadání
jazykových proměnných a barev robota.
Následuje seznam sekcí a jejich stručný popis:
• <fuzzy variable> – V této sekci uživatel zapíše jazykové proměnné, které bude pou-
žívat v tomto souboru pro definici vztahů mezi vstupními a výstupními vlastnostmi.
Musí být definovány minimálně dvě jazykové proměnné. Shora není počet omezen, ale
doporučený počet je maximálně deset, jelikož vysoký počet jazykových proměnných
může vést v některých případech ke zpomalení běhu programu. Tato sekce jako jediná
musí být v souboru přítomna a musí být uvedena jako první.
• <colors> – Sekce sloužící k zadání barev robota. Lze zadat tři barvy – barva podvozku,
barva obarvení podvozku a barva obarvení kanónu. Barvy mají definovaný formát
zápisu – každá na nový řádek jako trojice čísel oddělených mezerou. Každé z trojice
čísel reprezentuje jednu složku barevného schématu RGB barvy.
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• <no event> – Sekce bude aktuální, pokud pro robota není aktivní žádná událost.
• <enemy detected> – Sekce bude aktuální, pokud radar robota lokalizuje jiného robo-
ta, tedy nepřítele.
• <hit a wall> – Sekce bude aktuální v případě, že robot narazí do zdi.
• <burst into the enemy> – Sekce bude aktuální v případě, že robot narazí do jiného
robota.
Následuje definice vztahu mezi vstupní a výstupní vlastností, popřípadě více vlast-
nostmi. Vztah tvoří podmínka a tělo. Podmínka – if(...) obsahuje vstupní vlastnost a její
hodnotu (definovanou pomocí jazykové proměnné ze sekce <fuzzy variable>). V pod-
mínce lze využít operátor
”
a zároveň“ – &&. Tělo obsahuje výstupní vlastnosti, které jsou
ovlivněny vstupními vlastnostmi v podmínce. Tělo vztahu musí obsahovat alespoň jednu
výstupní vlastnost a její hodnotu (opět zadanou ve formě jazykové proměnné). V těle se
může nacházet i více výstupních vlastností.
Legální zápisy vztahů(musí být dodrženy mezery, na začátku řádku nesmí být mezera):
1. if(energy MALO) attack MINIMALNE;
2. if(energy MALO) attack MINIMALNE; forward STREDNE;
3. if(energy MALO) attack MINIMALNE;
forward STREDNE;
left HODNE;
4. if(energy MALO && distance STREDNE) attack MINIMALNE;
5. a libovolné kombinace.
Příklad souboru s charakteristikou robota:
<fuzzy_variable>
MINIMALNE
MALO
STREDNE
HODNE
MAXIMALNE
<colors>
255 0 0
0 255 0
0 0 255
<no_event>
if(energy MINIMALNE) forward MAXIMALNE;
if(energy MALO) forward MAXIMALNE;
if(energy STREDNE) forward MAXIMALNE;
if(energy HODNE) forward MAXIMALNE;
if(energy MAXIMALNE) forward MAXIMALNE;
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<enemy_detected>
if(distance MINIMALNE) attack MAXIMALNE;
if(distance MALO) attack HODNE;
if(distance STREDNE) attack STREDNE;
if(distance HODNE) attack MALO;
if(distance MAXIMALNE) attack MINIMALNE;
<hit_a_wall>
<burst_into_the_enemy>
Popis: Nebude-li aktivní žádná událost, pojede robot nejvyšší možnou rychlostí dopředu
a pokud spatří nepřítele, zastaví a v závislosti na jeho vzdálenosti bude střílet různě silné
střely (čím blíže nepřítel bude, tím silnější střely bude střílet). Robot nebude reagovat na
události nárazu do zdi a nárazu do nepřítele.
4.2 Konfigurační soubor
Konfigurační soubor slouží k nastavení konfigurace programu, tedy nastavení variabilních
možností programu. Konfiguračním souborem programu Hra s roboty je textový soubor
gwr.conf. Obsahem tohoto souboru není jen nastavení proměnných vlastností programu,
ale také seznam robotů (respektive seznam cest k souborům s charakteristikou robotů),
kteří budou bojovat.
Konfigurační soubor, podobně jako soubor s charakteristikou robota sestává z několika
sekcí. Každá sekce reprezentuje skupinu možností, které ovlivňují jistou oblast běhu pro-
gramu. Většina možností v souboru gwr.conf není povinná. V případě nepřítomnosti těchto
nepovinných možností by program bez problému pracoval. Využil by k tomu implicitně na-
stavené hodnoty. Implicitní hodnoty program použije také v případě nedodržení rozsahu
pro některou volbu.
Popis konfiguračního souboru: obsahuje seznam sekcí, jejich obsah a popis každé
jednotlivé položky. U číselných hodnot jsou uvedeny rozsahy použitelných hodnot a u ne-
povinných možností implicitní hodnoty.
• [global] – Tato sekce obsahuje položky, které upravují běh programu.
Obsah sekce [global]:
I arena width – Šířka arény v pixelech. Minimální hodnota: 800, maximální hod-
nota: 1920. Volba není povinná. Implicitní hodnota: 800.
I arena height – Výška arény v pixelech. Minimální hodnota: 600, maximální
hodnota: 1080. Volba není povinná. Implicitní hodnota: 600.
I ticks for second – Počet fps (frame per second – snímků za vteřinu). Minimální
hodnota: 1, maximální hodnota: 1000. Volba není povinná. Implicitní hodnota:
50. Počet snímku za vteřinu omezuje také výkon počítače, na kterém program
běží.
I size of robot – Velikost poloměru robota v pixelech. Minimální hodnota: 30,
maximální hodnota: 60. Volba není povinná. Implicitní hodnota: 40.
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I robot start energy – Startovní energie robotů. Startovní energie je polovina
maximální energie. Minimální hodnota: 1, maximální hodnota: 1000. Volba není
povinná. Implicitní hodnota: 100.
I max speed of robot move – Maximální rychlost pohybu robotů v pixelech za sní-
mek. Minimální hodnota: 1, maximální hodnot: 10. Volba není povinná. Impli-
citní hodnota: 3.
I max speed of robot rotate – Maximální rychlost otáčení robotů v pixelech za
snímek. Minimální hodnota: 1, maximální hodnota: 10. Volba není povinná. Im-
plicitní hodnota: 3.
I speed of cannon rotate – Rychlost otáčení kanónu robotů v pixelech za snímek.
Minimální hodnota: 1, maximální hodnota: 10. Volba není povinná. Implicitní
hodnota: 3.
I cadence – Kadence střelby robotů. Používá jednotku počet snímků potřebných
na nabití kanónu (kadence = 30 → 2 střely za vteřinu). Minimální hodnota: 1,
maximální hodnota: 100. Volba není povinná Implicitní hodnota: 30.
I speed of missile move – Rychlost pohybu střel v pixelech za snímek. Minimální
hodnota: 1, maximální hodnota je 30. Volba není povinná. Implicitní hodnota:
10.
• [match] – V této sekci lze ovlivnit počet kol za jednu hru.
Obsah sekce [match]:
I count of round – Počet kol za jednu hru. Minimální hodnota: 1, maximální hod-
nota: 1000. Volba není povinná. Implicitní hodnota: 10.
• [robots] – Seznam cest k souborům s charakteristikou robotů, kteří budou bojovat
v příštím boji. Tato sekce je povinná a musí být zadány minimálně dvě položky,
jinak program skončí s chybou. Každou z cest k souboru s charakteristikou robota
lze libovolně opakovat, počet výskytu jedné cesty znamená počet stejně definovaných
robotů v aréně.
Uživatel může zvolit možnost hrát za manuálně ovládaného robota, v tom případě
musí do seznamu přidat položku MANUAL. V seznamu může být uveden pouze jeden
manuálně ovládaný robot (uvede-li uživatel více, program neskončí s chybou, ale vy-
tvoří pouze jednoho manuálně ovládaného robota).
Příklad sekce [robots]:
MANUAL
./robots/WallBot.rbt
./robots/AstonBot.rbt
./robots/RammerBot.rbt
./robots/OrmBot.rbt
Popis: V následující hře budou proti sobě zápasit: manuálně ovládaný robot a ro-
boti pojmenovaní WallBot, AstonBot, RammerBot, OrmBot (všichni mají své soubory
s charakteristikou ve složce robots).
Program pro svůj běh (respektive start) konfigurační souboj potřebuje, proto musí e-
xistovat, jinak program končí s chybou při spuštění.
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4.3 Manuálně ovládaný robot
Z důvodu testování bude aplikace obsahovat i robota, který bude přímo (ne pomocí souboru
s charakteristikou robota) ovladatelný uživatelem. Tento robot bude mít omezené možnosti:
jeho rychlost pohybu, rychlost otáčení a síla střely nebudou dynamické, jako u ostatních
robotů (tyto hodnoty budou na úrovni tří čtvrtin maximálních hodnot pro ostatní roboty).
Jméno (tedy popis ve hře) tohoto robota bude PLAYER.
Ovládání robota je následující:
• myš
I pohyb – míření, kanón rotuje za kurzorem myší
I stisk levého tlačítka – výstřel
• klávesnice
I klávesa w – pohyb dopředu
I klávesa s – pohyb dozadu
I klávesa a – rotace vlevo
I klávesa d – rotace vpravo
4.4 Implementační jazyk
Programovací jazyk, ve kterém byl vytvořen program Hra s roboty, se nazývá C++. C++
je hodně rozšířený jazyk, umožňující tvorbu programů v různých programovacích stylech
(procedurální programování, objektově orientované programování a generické programo-
vání). Programovací styl použitý pro tuto práci je objektově orientované programování.
4.5 Diagram tříd
Použité třídy a vztahy mezi nimi jsou znázorněny v diagramu tříd. Z důvodu velikosti
kompletního diagramu tříd práce obsahuje (obrázek 4.2) pouze zmenšený diagram, který
neobsahuje všechny atributy a operace, ale pouze ty důležitější z pohledu funkce jednotli-
vých tříd.
4.6 Uživatelské rozhraní
Uživatelské prostředí má velkou důležitost, jelikož je to jediný způsob, jak uživateli poskyt-
nout průběh boje mezi roboty v reálném čase. Lze pracovat pouze s textovým terminá-
lem a uživateli vypisovat právě probíhající události. Tento způsob však není příliš vhodný
z důvodu velmi vysokých požadavků na představivost uživatele. Jako mnohem uživatelsky
vstřícnější způsob vypadá grafické zobrazení boje, kdy uživatel přesně uvidí průběh boje
a představivost nebude potřebovat.
Pro vytvoření okna poslouží knihovna SDL (Simple DirectMedia Layer). Jedná se o kni-
hovnu, která dokáže vytvořit okno přenositelné nejen na operační systémy Microsoft Win-
dows a Linux. Informace a návody k SDL lze získat na adrese [3]. Pro vykreslování grafického
obsahu do okna poslouží knihovna openGL.
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Obrázek 4.2: Diagram tříd.
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Kapitola 5
Implementace
Tato část práce pojednává o tvorbě aplikace – postupu při řešení důležitých částí práce
a prezentace výsledného stavu těchto částí.
Aplikace Hra s roboty je implementována (jak už bylo zmíněno v sekci 4.4) v progra-
movacím jazyce C++ a použitým programovacím stylem je objektově orientované progra-
mování. Informace o standardních třídách jazyka C++ (například vector, string, . . . )
byly získány na webové stránce [1]. Základní rysy objektově orientovaného programování
a konstrukce programovacího jazyka C++ byly nalezeny v knize [6].
5.1 Zobrazení
Grafické prostředí tvoří 2D scéna skládaná z textur. V následujícím textu budou popsány
jednotlivé části grafické scény a jejich textury.
5.1.1 Pozadí arény
Pozadí arény tvoří jedna textura s dlaždicovým vzorem (ukázku textury lze nalézt v pří-
loze C). Aby došlo k pokrytí celé arény, dochází k horizontálnímu a vertikálnímu opakování
této textury.
5.1.2 Robot
Roboti jsou složeni ze šesti textur. Každá textura reprezentuje jistou část robota. Tyto části
jsou: pásy, trup (podvozek), obarvení trupu, kanón, obarvení kanónu, radar.
Tyto textury jsou naskládány na sebe na stejné pozici a tvoří tak vzhled robota. Díky
rozdělení na více textur může robot otáčet kanónem a radarem. Díky tomu lze také obarvit
různé části robota jinými barvami.
Každý robot má nad sebou ukazatel jeho aktuální energie a jeho jméno. Způsob vykres-
lení jména robota popisuje sekce 5.1.5.
Obrázek 5.1 ukazuje vzhled jednotlivých částí robota bez obarvení a výsledný vzhled
robota (taktéž bez obarvení).
5.1.3 Střela
Vzhled střely sestává ze dvou textur zobrazených nad sebou. Textury jsou rozděleny na
dvě částí kvůli obarvování střel. Barva střely závisí na energii, kterou střela nese (energie
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Obrázek 5.1: Textury robota. Nahoře textury složené do výsledného vzhledu robota. Dole
zleva pásy, trup, obarvení trupu, kanón, obarvení kanónu a radar.
vložena do střely při výstřelu). Ukázka vzhledu střely je na obrázku 5.2. Na tomto obrázku
lze vidět texturu neobarvené střely a textury obarvených střel (seřazených podle síly střely).
Obrázek 5.2: Textury střel. Zleva neobarvená střela, střela s nejmenší silou, . . . , střela s nej-
větší silou.
5.1.4 Efekty
Pro vykreslení efektů aplikace používá pouze jednu texturu rozdělenou na dvě části (stejně
jako u textury střely), aby bylo možno efekty obarvovat. Viditelnost efektů klesá úměrně
s dobou, po kterou již efekt existuje. Po uplynutí definované doby efekt zmizí úplně. V této
aplikaci jsou použity tyto tři efekty:
• Efekt výstřelu.
• Efekt výbuchu střely (při zásahu).
• Efekt výbuchu robota (energie robota klesla pod nulu).
V prvním případě poslouží textura pouze jednou. Textura efektu střelby, stejně jako
textura střely, získává barvu podle síly vystřelené střely. Na obrázku 5.3 se nachází ukázka
textur efektů výstřelů (neobarvená textura i obarvené textury podle síly střely).
Ve druhém případě slouží k zobrazení efektu stejná textura, ovšem není použita pouze
jednou, ale několikrát, vždy natočená o úhel, aby výsledek tvořil kruhový výbuch. Tento
efekt používá barvu podle síly střely generující tuto explozi.
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Obrázek 5.3: Textura efektu výstřelu. Zleva neobarvená textura efektu, výstřel s nejmenší
silou, . . . , výstřel s největší silou.
Třetí způsob využití efektu tvoří také několik textur (opět stejných jako pro efekt vý-
střelu) natočených do kruhu s tím rozdílem, že explozi tvoří více kruhů a výbuch expanduje
do okolí. Ukázka vzhledu efektu výbuchu robota v čase lze vidět na obrázku 5.4.
Obrázek 5.4: Vzhled efektu výbuchu robota. Zleva počátek výbuchu, směrem doprava pře-
chází postupně ke konci výbuchu, vpravo pak těsně před ukončením efektu.
5.1.5 Text
Vykreslování textu bylo nejprve implementováno pomocí funkcí knihovny openGL, kdy si
aplikace vytvořila rastrový obraz fontu z vektorové reprezentace fontu v systému. Tato me-
toda však nefungovala na všech požadovaných systémech (konkrétně na operačním systému
Linux Ubuntu 10.10 64bit byl problém s načtením fontu. Tento problém nebyl při vývoji
vyřešen).
Proto byla později implementovaná jiná metoda, která již nemá problémy s funkčností
na všech požadovaných systémech. Řešení tkví v přidání textury s fontem (ukázku textury
lze nalézt v příloze C) k projektu v již rastrové reprezentaci a znaky si z ní vyparsovat.
5.2 Herní fyzika
Herní fyzika ovlivňuje možnosti robota, definuje jeho vlastnosti (pohyb, rotace, . . . ). Vyme-
zuje také pro robota hranice pohybu (okraje arény, ostatní roboti). Stejně tak i střely mají
své vlastnosti týkající se herní fyziky (pohyb, odebrání energie za výstřel, . . . ).
V popisu herní fyziky lze narazit na pojem snímek. Tento pojem znamená jedno překres-
lení obrazu z hlediska zobrazování, popřípadě jeden herní cyklus (viz sekce 5.4) z hlediska
průběhu hry.
Následuje popis jednotlivých částí herní fyziky použité v aplikaci Hra s roboty.
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5.2.1 Pohyb a rotace
Pohyb robota, rotace robota a rotace kanónu jsou ovlivněny rychlostí. Každý ze zmíněných
prvků má svou vlastní rychlost a tyto rychlosti mohou být navzájem různé. Rychlost pohybu
využívá jednotku pixel/snímek a rychlosti obou rotací stupeň/snímek.
Stejně tak i pohyb střely ovlivňuje rychlost, jednotkou této rychlosti je pixel/snímek.
Hodnotu rychlosti pohybu robota, pohybu střely, rotace robota i rotace kanónu lze na-
stavit v konfiguračním souboru (viz sekce 4.2, kde jsou definovány i minimální, maximální
a standardní hodnoty). V průběhu hry jsou rychlosti pohybu robota a rotace robota dy-
namicky upravovány podle definic chování robota v jeho souboru s charakteristikou (viz
sekce 5.5).
Pohybové vlastnosti objektů a jejich implementace byly nastudovány v [7].
5.2.2 Míření robota a radar
Každý robot (kromě manuálně ovládaného robota) míří kanón na nepřítele, který má k ro-
botovi nejmenší vzdálenost a zároveň žádný nepřítel není v zorném poli robota. Zorné pole
robota charakterizuje polovina elipsy jejíž hlavní poloosa má délku rovnou průměru vidi-
telnosti radaru a vedlejší poloosa má délku poloměru viditelnosti. Tato elipsa rotuje spolu
s kanónem. Toto řešení bylo zvoleno proto, aby robot neotáčel kanón o více než 45◦ na obě
strany za nepřítelem, který se nachází v menší vzdálenosti, když má zamířeno na jiného
robota. Na obrázku 5.5 lze vidět zorné pole robota a také body A a B. Tyto body v tomto
příkladu nahrazují nepřátelské roboty. Situace zobrazená na obrázku znázorňuje robota
mířícího na nepřítele A, i když nepřítel B dosáhl mnohem menší vzdálenosti. Robot natočí
kanón na nepřítele B až když nepřítel B protne hranici zorného pole v menší vzdálenosti,
než vzdálenost nepřítele A.
A
B
Obrázek 5.5: Zorné pole robota. Body A a B znázorňují nepřátelské roboty.
Radar robota pozoruje okolí robota v daném rozsahu a hlásí každého spatřeného nepří-
tele – směr a vzdálenost vzhledem k robotovi, který radar nese. Radar hlásí každý herní
cyklus (viz sekce 5.4) všechny okolní roboty.
5.2.3 Kolize
Kolize – situace, kdy se dva objekty překrývají. Tato situace může nastat pokaždé, když
kterýkoliv objekt v aréně změní svou pozici, proto kontrola kolizí probíhá v každém snímku
(v každém herním cyklu). V případě, že kolize nastane, musí aplikace upravit pozice (týká
se pouze robotů) zúčastněných objektů do konzistentního stavu (tj. žádné objekty nejsou
v situaci, která by byla definována jako kolize).
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Objekty, ovlivněné kolizemi jsou pouze roboti a střely. Nárazovou plochu robotů spe-
cifikuje kruh, který má průměr o velikosti 34 délky robota. S touto specifikací sice může
nastat situace, že zobrazení dvou robotů bude navzájem trochu kolidovat, ale tato situace
je tolerována díky malé složitosti při detekci kolizí i při implementaci problému. V případě
střel není nutno žádné specifikace řešit, jelikož při nárazu do robota střela exploduje a při
kolizi s okrajem arény střela zmizí.
Implementaci kolizí inspirovala kniha [7].
Aplikace Hra s roboty kontroluje následující druhy kolizí:
• Robot s okrajem arény – kontrolování této kolize zaručuje omezení pohybu robotů
v rámci arény. Bez této kontroly by mohli roboti arénu opustit a odjet do nezobrazené
oblasti. Detekce této kolize způsobí aktivaci události <hit a wall>.
• Robot s robotem – lze také definovat jako náraz do jiného robota. Bez této kontroly
by roboti přejížděli přes sebe. Robot při nárazu do jiného robota nepřítele odtlačuje.
Detekce této kolize způsobí aktivaci události <burst into the enemy>.
• Střela s okrajem arény – tato kontrola probíhá pouze kvůli hospodaření s pamětí počí-
tače. Střela je smazána, dosáhne-li okraje arény.
• Střela s robotem – v tomto případě jde o zásah robota jiným robotem. Nastane-li tato
situace, upraví se energie obou robotů podle popisu v sekci 5.2.4.
5.2.4 Výstřel a zásah
Každá střela nese jistou energii. Tuto energii střele dodal robot. Z toho vyplývá, že při
každém výstřelu robotovi klesne energie o množství rovné energii střely. Robot energii
vloženou do střely buď ztratí (střela mine všechny nepřátelské roboty) nebo zasáhne a získá
zpět množství energie podle vztahu 5.1. Zasažený robot naproti tomu přijde o energii podle
vztahu 5.2, přičemž střely, do kterých byla vložena energie větší než 1 ubírají navíc další
energii podle vztahu 5.3.
Energievracena = 3 ∗ Energievlozena (5.1)
Energieztracena = 4 ∗ Energievlozena (5.2)
Energieztracena = 2 ∗ (Energievlozena − 1) (5.3)
V boji může nastat několik krajních případů, které robota ovlivní. Může nastav situace,
kdy robot nemá dostatek energie na výstřel střely o síle, kterou měl v plánu vystřelit. Tato
situace robota deaktivuje, jelikož do střely vloží veškerou svou zbylou energii. Deaktivovaný
robot není schopen jakéhokoliv pohybu. Tento stav může zvrátit pouze další krajní situace –
střela, kterou robot vystřelil před deaktivací zasáhne nepřátelského robota, tímto si robot
získá zpět energii podle vztahu 5.1 a aktivuje se.
5.3 Parsování dat ze souborů a jejich datové uložiště
Tato sekce popisuje způsob parsování souborů s charakteristikami robotů a konfiguračního
souboru. Dále také struktury, sloužící jako uložiště pro data vyparsovaná ze zmíněných
souborů.
Každý soubor čte aplikace po řádcích. Každý řádek prochází kontrolou, zda-li není
prázdný (nemá smysl posílat prázdné řádky dále). Není-li prázdný, přebírá ho příslušný
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parser ke zpracování. Soubor s charakteristikou robota i konfigurační soubor mají svůj par-
ser, který si udržuje informaci o sekci, kterou zrovna čte. Parsery udržují aktuální umístění
v sekci proto, aby aplikace věděla, které data právě čte a kam je uložit.
Po vyparsování všech informací ze souborů aplikace přesune data objektům, které data
využijí.
Následuje popis parsování a ukládání informací ze sekcí obsahující vztahy mezi vstup-
ními a výstupními vlastnostmi v souboru s charakteristikou robota (viz sekce 4.1) a sekcí
[global] a [match] z konfiguračního souboru (viz sekce 4.2).
5.3.1 Jazykové proměnné ze souboru s charakteristikou robota
Jazykové proměnné má každý robot své podle obsahu sekce <fuzzy variable>, zadané uži-
vatelem. Proto si musí tyto proměnné udržovat sami roboti (jsou jim předány od parseru).
Nejdříve jsou však uloženy jazykové proměnné do instance třídy vector, která obsahuje pro
každou jazykovou proměnnou jednu strukturu s informacemi, které jednoznačně identifikují
konkrétní jazykovou proměnnou. Prototyp této struktury vypadá následovně:
typedef struct TFuzzyVariable
{
std::string variable;
float value;
}TFuzzyVariable;
Položka variable je naplněna textovým řetězcem jazykové proměnné. Položka value
zůstane prázdná, dokud aplikace nenačte všechny jazykové proměnné ze souboru (indikuje
začátek nové sekce). Po načtení všech jazykových proměnných aplikace rovnoměrně přiřadí
hodnoty od 0 (včetně) do 1 (včetně) mezi všechny jazykové proměnné (například při třech
jazykových proměnných rozdělí hodnoty na 0, 0, 5 a 1).
5.3.2 Vztahy ze souboru s charakteristikou robota
Vztahy mezi vlastnostmi lze čekat v sekcích <no event>, <enemy detected>, <hit a wall>
a <burst into the enemy>. Vztah se skládá ze dvou částí – z podmínky (vstupní vlastnosti)
a těla (výstupní vlastnosti). Vlastnost (vstupní i výstupní) reprezentuje struktura s tímto
prototypem:
typedef struct TAttribute
{
int attribute;
int variable;
}TAttribute;
Položka variable značí typ vlastnosti a variable index jazykové proměnné, která
definuje ovlivněnou hodnotu ve fuzzy množině vlastnosti.
Vztahy jsou ukládány do instance třídy vector, kde pro každý vztah existuje několik
instanci struktury definované takto:
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typedef struct TRelation
{
int section;
TAttribute inAttr;
TAttribute outAttr;
bool multiRule;
bool intersection;
}TRelation;
Položka section určuje, která sekce vztah obsahuje (aby ovlivnil robota pouze ve
správné chvíli). Položka inAttr slouží k uložení vstupní vlastnosti (vlastnost z podmínky).
Položka outAttr obsahuje výstupní podmínku (vlastnost z těla). Příznak multiRule indi-
kuje návaznost na další vlastnost. Tento příznak je nastaven na true, pokud se v těle nachází
více, než jedna výstupní vlastnost. Příznak intersection indikuje operátor && (operátor
fuzzy logického součinu). Díky přítomnosti tohoto operátoru zjistí aplikace přítomnost více
vstupních vlastností v podmínce.
5.3.3 Sekce [global] a [match] z konfiguračního souboru
Obsah těchto sekcí popisuje kapitola 4.2. Aplikace při čtení řádků z těchto sekcí vždy
provede porovnávací cyklus s možnými klíčovými slovy. Po nalezení konkrétního klíčového
slova přečte hodnotu a uloží ji do příslušné proměnné ve struktuře k tomu určené.
Pokud klíčové slovo přečtené z konfiguračního souboru neexistuje, aplikace skončí s chy-
bou. Chybí-li některé klíčové slovo, bude pro danou informaci použita implicitní hodnota
(pokud existuje, jinak chyba).
5.4 Herní cyklus
Hra probíhá v ticích. Jeden tik reprezentuje dobu, za kterou aplikace provede vykreslení
jednoho snímku. Vykreslení snímku zahrnuje režii času, kontrolu kol, vykreslovací funkce,
výpočet fyziky, predikci další akce robotů a všechny ostatní akce, které jsou důležité pro
běh hry. Jeden herní cyklus proběhne za dobu jednoho tiku.
5.4.1 Čas ve hře
Dobu trvání jednoho tiku ovlivňuje počet snímků za vteřinu, což odpovídá hodnotě zadané
v konfiguračním souboru (viz sekce 4.2). Mnohé počítače zvládnou provést větší množství
snímků za vteřinu, než je implicitní hodnota (50 snímků za vteřinu), proto aplikace měří
dobu, za kterou zpracuje vše potřebné pro tvorbu snímku. Tuto dobu poté odečte od ma-
ximální doby pro jeden snímek ( 1fps , kde fps značí počet snímků za vteřinu) a zbylou dobu
předá režii operačnímu systému, aby mohl obsloužit i jiné procesy. Je-li doba tvorby snímku
větší, než maximální doba pro snímek, aplikace není schopna vytvořit zadaný počet snímků
za vteřinu a operační systém režii nedostane.
5.4.2 Kola ve hře
V konfiguračním souboru (viz sekce 4.2) se nachází hodnota, která určuje počet kol za
jednu hru. Boj probíhá v kolech, musí tedy probíhat detekce konce kola. Konec kola nastane
v případě, kdy v aréně zůstane maximálně jeden robot. Může nastat i situace, kdy v aréně
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zůstane více robotů, ale neexistuje možnost, že se navzájem střetnou. Pro tuto situaci
existuje v detekci konce kola časovač, který kontroluje, zda jsou v aréně nějaké střely.
Pokud po zadanou dobu žádný robot nevystřelí, pokračuje hra do dalšího kola.
Před započetím nového kola proběhne restart robotů (nastavení proměnných na počá-
teční hodnoty) a náhodné rozmístění robotů do arény.
5.5 Predikce chování robotů – aplikace fuzzy logiky
Aby mohl uživatel vidět svého naprogramovaného robota v akci, musí aplikace transformo-
vat zdrojový kód s chováním robota na konkrétní prvky chování – například jízda dopředu,
střelba a podobně. Jako mezičlánek mezi zdrojovým kódem robota a konkrétními prvky
chování slouží fuzzy množiny. Fuzzy množiny je nutné vytvořit podle vztahů definovaných
ve zdrojovém kódu robota a poté z nich určit výslednou hodnotu. Tato výsledná hodnota již
reprezentuje konkrétní akci robota, popřípadě míru konkrétní akce, jelikož vyjde-li výsledná
hodnota 0,5 pro jízdu vpřed, pojede robot dopředu rychlostí 0, 5 ∗maximalni rychlost. Na
obrázku 5.6 lze vidět schéma výše popisované transformace.
Zdrojový kód
robota
Fuzzy množiny
vlastností
Chování
robota
-
aplikace vztahů
-
zpracování
výsledků
Obrázek 5.6: Schéma transformace zdrojového kódu robota na chování robota
Následující text této kapitoly obsahuje popis všech výše zmíněných částí transformace
zdrojového kódu robota na prvky chování. Počínaje popisem implementace fuzzy množiny,
poté vytvoření fuzzy množin a nakonec získání konkrétních prvků chování z vytvořených
fuzzy množin.
5.5.1 Implementace fuzzy množiny – třída Fuzzy set
Vysvětlení pojmu fuzzy množina lze nalézt v sekci 2.1. Fuzzy množinu definuje třída, která
podobně jako standardní třídy jazyka C++ (vector, string, . . . ), obsahuje datové uložiště
a množství metod pro práci s ním. Tato třída se jmenuje Fuzzy set. Datové uložiště (jediný
atribut) a všechny veřejné metody této třídy lze vidět v diagramu tříd na obrázku 4.2 na
straně 18.
Cílem při implementaci třídy Fuzzy set byla obecná třída použitelná i mimo tento
projekt, proto obsahuje i funkčnost, která v tomto projektu nebyla využita (operátory pro
sjednocení a průnik dvou fuzzy množin).
Jak již bylo zmíněno, třída Fuzzy set obsahuje datové uložiště pro prvky fuzzy množiny
a příslušnost prvků ve fuzzy množině. Pro uchování těchto hodnot je použita instance
standardní třídy vector, která obsahuje pro každý prvek jednu strukturu typu TFuzzyItem.
Prototyp této struktury vypadá následovně:
typedef struct TfuzzyItem
{
float value;
float membership;
}TfuzzyItem;
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Položka value obsahuje hodnotu prvku a položka membership určuje příslušnost hodnoty
prvku ve fuzzy množině. Položka membership může nabývat hodnoty z intervalu 〈0, 1〉.
Následuje popis důležitých metod třídy Fuzzy set.
• addItem(float, float): bool – Přidá prvek do fuzzy množiny. Parametry funkce
jsou hodnota prvku a příslušnost hodnoty prvku v množině. Funkce řadí prvky podle
hodnoty od nejmenší po největší. Pokud právě vkládaný prvek má hodnotu, která
se rovná hodnotě jiného prvku v množině, funkce prvek nepřidá znova, pouze sečte
obě příslušnosti hodnoty prvku (omezuje do intervalu 〈0, 1〉 pro příslušnost hodnoty
prvku).
• defuzzyficationCOG(): float – Defuzzyfikuje (viz sekce 2.3) fuzzy množinu a vrátí
výslednou hodnotu. Pro defuzzyfikaci je použita metoda COG (Center of Gravity),
která je popsána v sekci 2.3.1.
• fuzzyfication(float): void – Fuzzyfikuje (viz sekce 2.2) hodnotu předanou para-
metrem pomocí funkce příslušnosti na obrázku 5.7. Pro tento obrázek platí: fuzzy
množina před fuzzyfikací – {0/0; 0,25/0; 0, 5/0; 0,75/0; 1/0}, fuzzy množina
po fuzzyfikaci hodnoty 0,6 – {0/0; 0, 25/0; 0,5/0,6; 0,75/0,4; 1/0}.
10.750.50.250
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Obrázek 5.7: Funkce příslušnosti, pomocí které jsou fuzzyfikovány hodnoty do fuzzy množin.
• getMembership(unsigned int): float – Vrátí hodnotu příslušnosti pro prvek za-
daný v parametru.
• getValue(unsigned int): float – Vrátí hodnotu prvku zadaného v parametru.
• a další.
5.5.2 Tvorba fuzzy množin
Tato sekce popisuje přechod aplikace vztahů ve schématu na obrázku 5.6.
Pro každou vlastnost (seznam vlastnosti lze nalézt v sekci 4.1) aplikace vytvoří jednu
instanci třídy Fuzzy set, tedy jednu fuzzy množinu. Transformace vztahů ze zdrojového
kódu robota na chování robota probíhá v každém herním cyklu. Rozdíl mezi transformacemi
v odlišných herních cyklech tkví v různé aktivitě událostí. Vždy probíhá zpracování vztahů
jen pro aktivní události (ze sekcí, které reprezentují konkrétní události ve zdrojovém kódu).
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Každá fuzzy množina musí být naplněna prvky. Tato operace je jednorázová pro každé
spuštění aplikace pro každou fuzzy množinu. Naplnění fuzzy množin proběhne vždy po
vytvoření robota (vytvoření instance třídy Robot). Prvky, které jsou vkládány do fuzzy
množiny, aplikace získá ze souboru s charakteristikou robota ze sekce <fuzzy variables>
(viz sekce 4.1). Pro každou položku ze zmiňované sekce vloží aplikace jeden prvek do fuzzy
množiny.
Následující příklad zobrazuje sekci <fuzzy variables> v souboru s charakteristikou
robota a fuzzy množinu, kterou aplikace na základě této sekce vytvoří. Jako hodnoty jsou ve
fuzzy množině uvedeny jazykové proměnné, jedná se pouze o tento příklad, jelikož aplikace
jazykové proměnné převádí na číselné obrazy (viz sekce 5.3.1).
//sekce s jazykovými proměnnými v souboru s charakteristikou robota
<fuzzy_variable>
MINIMALNE
MALO
STREDNE
HODNE
MAXIMALNE
//fuzzy množina pro vlastnost ENERGIE (pro ostatní vlastnosti bude fuzzy
//množina totožná):
ENERGIE = {MINIMALNE/0, MALO/0, STREDNE/0, HODNE/0, MAXIMALNE/0}
Predikce chování začíná v každém cyklu inicializací všech fuzzy množin vlastností (vstup-
ních i výstupních – viz sekce 4.1), tedy vynulování hodnot příslušností pro všechny prvky.
Následuje vytvoření fuzzy množin pro vstupní vlastnosti (ENERGIE, DISTANCE, . . . ). Tyto
fuzzy množiny vytváří aplikace podle aktuálního stavu robotů, arény a podobně. Podle
stavu fuzzy množin vstupních proměnných a podmínek ve vztazích, které jsou pro danou
situaci aktuální, jsou následně upraveny fuzzy množiny pro výstupní vlastnosti (FORWARD,
RIGHT, . . . ).
V rámci tvorby fuzzy množin pro výstupní vlastnosti dochází k uplatňování fuzzy lo-
gického součinu a fuzzy logického součtu (viz sekce 2.1.1).
Fuzzy logický součin lze vytvořit při tvorbě robota použitím operátoru && v pod-
mínce vztahu (viz sekce 4.1). Zpracování tohoto operátoru spočívá v porovnání hodnot
příslušností daných jazykových proměnných ve fuzzy množinách daných vstupních vlast-
ností a použití menší hodnoty příslušnosti pro hodnoty příslušností daných jazykových pro-
měnných ve fuzzy množinách daných výstupních vlastností. Obrázek 5.8 znázorňuje sché-
maticky použití operátoru &&. První úroveň schématu znázorňuje vztah mezi vlastnostmi
v souboru s charakteristikou robota, druhá úroveň ukazuje již vytvořené fuzzy množiny
pro vstupní vlastnosti použité ve vztahu na první úrovni, třetí úroveň obsahuje podmínku
řešenou v rámci fuzzy logického součinu a na poslední úrovni je fuzzy množina výstupní
vlastnosti ATTACK již po aplikaci pravidla na první úrovni.
Fuzzy logický součet je použit v situaci, kdy aplikace opakovaně upravuje hodnotu
příslušnosti pro jednu jazykovou proměnnou ve stejné fuzzy množině výstupní vlastnosti.
Tato situace může nastat například při aktivitě více událostí, kdy vztahy pro dané události
ovlivňují stejné výstupní vlastnosti. Zpracování fuzzy logického součtu spočívá v porovnání
stávající hodnoty příslušnosti pro danou jazykovou proměnnou s hodnotou příslušnosti,
která má být použita nově. Větší hodnotu příslušnosti aplikace uloží do hodnoty příslušnosti
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if(ENERGIE STREDNE && DISTANCE HODNE) ATTACK MALO;
ENERGIE = {0/0; 0,25/0,654; 0,5/0,346; 0,75/0; 1/0} DISTANCE = {0/0; 0,25/0; 0,5/0; 0,75/0,564; 1/0,436}
0,346 < 0,564
ATTACK = {0/0; 0,25/0,346; 0,5/0; 0,75/0; 1/0}
Obrázek 5.8: Schéma zpracování operátoru && – fuzzy logického součinu.
pro danou jazykovou proměnnou fuzzy množiny pro výstupní vlastnost. Jelikož se využije
vždy větší hodnota příslušnosti, lze použít fuzzy logický součin u každé změny hodnoty
příslušnosti. To lze aplikovat, jelikož po inicializaci fuzzy množin budou všechny hodnoty
příslušností nulové – při porovnání s nenulovou hodnotou použije vždy nenulovou hodnotu.
Schéma na obrázku 5.9 ukazuje zpracování dvou vztahů, které ovlivňují stejnou výstupní
vlastnost (konkrétně FORWARD). Pro každý vztah existuje ve schématu zvláštní sloupec. Na
první úrovni schématu jsou dva vztahy, které aplikace zpracuje postupně po sobě, druhá
úroveň ukazuje již vytvořené fuzzy množiny vstupní vlastnosti použité ve vztahu na první
úrovni, třetí úroveň znázorňuje stav fuzzy množiny výstupní vlastnosti použité ve vztahu
na první úrovni před aplikací vztahu, na čtvrté úrovni lze vidět podmínku řešenou v rámci
aplikování pravidla a na poslední úrovni je výsledný stav fuzzy množiny výstupní vlastnosti
použité ve vztahu na první úrovni po aplikaci vztahu na první úrovni.
if(ENERGIE HODNE) FORWARD MAXIMALNE;
ENERGIE = {0/0; 0,25/0; 0,5/0; 0,75/0,862; 1/0,138} DISTANCE = {0/0,95; 0,25/0,05; 0,5/0; 0,75/0; 1/0}
0 < 0,862
FORWARD = {0/0; 0,25/0; 0,5/0; 0,75/0; 1/0,862}
if(DISTANCE MINIMALNE) FORWARD MAXIMALNE;
FORWARD = {0/0; 0,25/0; 0,5/0; 0,75/0; 1/0} FORWARD = {0/0; 0,25/0; 0,5/0; 0,75/0; 1/0,862}
0,95 > 0,862
FORWARD = {0/0; 0,25/0; 0,5/0; 0,75/0; 1/0,95}
Obrázek 5.9: Schéma zpracování fuzzy logického součtu při aplikaci dvou vztahů.
Po aplikaci všech vztahů, které jsou v dané chvíli (daném herním cyklu) aktivní –
respektive obsaženy v sekcích pro aktivní události, přejde aplikace k vyhodnocení výsledků
a určení chování.
5.5.3 Získávání výsledků z fuzzy množin
Tato a následující sekce popisují přechod zpracování výsledků ve schématu na obrázku 5.6
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Získání výsledků spočívá v defuzzyfikaci fuzzy množin pro výstupní vlastnosti. Výsledná
hodnota poté určí míru dané vlastnosti.
Například po defuzzyfikaci fuzzy množiny pro vlastnost ATTACK vyjde číslo 0,7. Toto
číslo aplikace použije jako vstup pro sérii podmínek. Konkrétně pro výsledek 0,7 robot
vystřelí střelu nesoucí energii 4. Tabulka 5.1 ukazuje sílu střel pro všechny možné výsledky
z fuzzy množiny ATTACK.
Výsledná hodnota (x) Síla střely
x ≥ 0, 8 5
x ≥ 0, 6 4
x ≥ 0, 4 3
x ≥ 0, 2 2
x ≥ 0, 1 1
x < 1 0
Tabulka 5.1: Síla střely v závislosti na výsledku z fuzzy množiny ATTACK.
5.5.4 Získávání výsledků z fuzzy množin párových vlastností
Párové vlastnosti robota (viz sekce 4.1) jsou FORWARD, BACKWARD a LEFT, RIGHT. Každý
pár vlastností ovlivňuje stejný druh chování – FORWARD, BACKWARD ovlivňují pohyb a LEFT,
RIGHT ovlivňují rotaci. Proto zpracování fuzzy množin pro tyto vlastnosti probíhá odlišně
(naproti fuzzy množinám pro nepárové vlastnosti).
Pro získání výsledku z dvojice párových vlastností vytvoří aplikace pomocnou fuzzy
množinu. Zpracování této fuzzy množiny pro každý pár zmiňovaných vlastností postupuje
podle následujících kroků:
1. Vytvořit pomocnou fuzzy množinu.
2. Naplnit pomocnou fuzzy množinu nejprve prvky pro vlastnosti charakterizující zá-
porný pohyb nebo rotaci, tedy BACKWARD nebo RIGHT. Tyto prvky před vložením do
fuzzy množiny aplikace vynásobí −1, jelikož rychlost v daných směrech je chápána
jako záporná.
3. Přidat do pomocné fuzzy množiny i prvky pro vlastnosti FORWARD nebo LEFT (musí
platit, že v jedné fuzzy množině můžou být najednou prvky pouze navzájem párových
vlastností). Prvky fuzzy množin těchto vlastností zůstanou kladné.
4. Defuzzyfikovat hodnotu z vytvořené pomocné fuzzy množiny.
5. Podle znaménka výsledku určit výsledný směr.
6. Použít výsledek z fuzzy množiny vlastnosti, která charakterizuje výsledný směr (na-
příklad FORWARD) jako poměr rychlosti oproti maximální rychlosti v daném směru.
V příkladu níže lze vidět fuzzy množiny vlastností FORWARD a BACKWARD a z nich vy-
tvořenou pomocnou fuzzy množinu movementFB již s naplněnými prvky.
FORWARD = {0/0,5;0,25/0;0,5/0,75;0,75/0,3;1/0}
BACKWARD = {0/0,3;0,25/0.25;0,5/0,75;0,75/0;1/0,5}
movementFB = {-1/0,5;-0,75/0;-0,5/0,75;-0,25/0,25;0/0,8;0,25/0;0,5/0,75;
0,75/0,3;1/0}
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5.6 Sběr a zveřejnění statistik
Statistiky uživateli ukážou úspěšnosti jednotlivých robotů, kteří bojovali v aréně. Statistiky
v aplikaci Hra s roboty jsou ve velké míře inspirovány statistikami ze hry Robocode (hra
Robocode viz kapitola 3, statistiky hry Robocode viz sekce 3.3.2).
Kvůli úspoře místa v okně použitém pro vykreslování průběhu boje a vypsání vítězů
existují v aplikaci Hra s roboty dva druhy statistik:
1. Statistiky zobrazené po konci boje v okně aplikace (stručnější).
2. Statistiky vypsané na standardní výstup po ukončení aplikace.
5.6.1 Sběr
Ke shromažďování statistik slouží třída Score. Pro každého robota je vytvořena jedna
instance třídy Score a průběžně jsou v ní aktualizovány hodnoty proměnných pro jednotlivé
statistiky.
Na konci boje – po ukončení všech kol – aplikace spočítá výsledné skóre pro každého
robota. K tomu slouží metoda calculateScore(): void třídy Score, která sečte všechny
hodnoty zahrnované do konečného skóre a výslednou hodnotu uloží do proměnné chara-
kterizující konečné skóre.
5.6.2 Statistiky vypsané v okně aplikace
V okně aplikace jsou zobrazeny kromě tří vítězných robotů s medailemi také stručné sta-
tistiky. Tyto statistiky uživateli sdělí pouze pořadí robotů, jejich jména a konečné skóre.
Ukázkou konečného skóre zobrazeného po boji v okně aplikace je tabulka 5.2. V těchto sta-
tistikách aplikace zobrazuje maximálně deset robotů. Bude-li v aréně bojovat více než deset
robotů, zobrazí aplikace deset nejúspěšnějších a připíše na konec tabulky řádek: .... Tři
tečky symbolizují, že nejsou zobrazeni všichni bojující roboti. Pořadí všech robotů i s po-
drobnějšími statistikami lze vidět ve výpisu na standardní výstup (viz následující sekce).
Rank Robot name Total Score
1 OrmBotAlpha 2616
2 AstonBot 2483
3 WallBot 2285
4 HolyBot 2167
5 RammerBot 1258
6 MaddyBot 1247
7 EasyBot 170
Tabulka 5.2: Příklad statistik vypsaných do okna aplikace.
Ukázku okna s určením vítězů a stručnými statistikami lze vidět v příloze B.
5.6.3 Statistiky vypsané na standardní výstup
Na standardní výstup aplikace vypisuje podrobné statistiky. Z těchto statistik lze vyčíst
přednosti a slabosti robota v boji, kterého se statistiky týkají. Tabulka 5.3 zobrazuje pří-
klad kompletních statistik po boji (tabulka 5.2 ukazuje stručnější výpis do okna aplikace).
Řetězce použité v hlavičce tabulky jsou zkrácené kvůli šířce tabulky, v popisu níže budou
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uvedeny originální názvy sloupců. Kompletní výpis statistik obsahuje informace o všech
zúčastněných robotech bez ohledu na počet.
Rank Robot Name Total Surv S Bon Bull Dmg B Bon 1sts 2nds 3rds
1 OrmBotAlpha 2616 370 300 1406 540 5 0 0
2 AstonBot 2483 400 230 1463 390 3 2 2
3 WallBot 2285 400 110 1415 360 1 3 4
4 HolyBot 2167 370 0 1527 270 0 5 1
5 RammerBot 1258 200 0 1028 30 0 0 0
6 MaddyBot 1247 300 0 767 180 0 1 3
7 EasyBot 170 50 0 120 0 0 0 0
Tabulka 5.3: Příklad statistik vypsaných na standardní výstup aplikace.
Následuje popis jednotlivých sloupců tabulky se statistikami:
• Rank – Pořadí robota.
• Robot Name – Jméno robota.
• Total Score (v tabulce 5.3 jako Total) – Konečné skóre.
• Survival (v tabulce 5.3 jako Surv) – Přežívání. +50 bodů za přežití jiného robota
(robot žije a jiný robot explodoval).
• Surv Bonus (v tabulce 5.3 jako S Bon) – Bonus za přežívání. +10 bodů za všechny
zničené roboty pro posledního žijícího v daném kole.
• Bullet Dmg (v tabulce 5.3 jako Bull Dmg) – Způsobené zranění. Energie ubraná ne-
přátelským robotům.
• Bullet Bonus (v tabulce 5.3 jako B Bon) – Bonus za způsobené zranění. +30 bodů za
zničeného robota.
• 1sts – Počet prvních míst.
• 2nds – Počet druhých míst.
• 3rds – Počet třetích míst.
Poslední tři informace (1sts, 2nds, 3rds) jsou pouze informativního charakteru a nemají
vliv na konečného skóre.
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Kapitola 6
Testování
Testování proběhlo ve dvou fázích. Nejprve bylo zapotřebí vytvořit roboty, což ověřilo funk-
čnost jazyka. A následně nechat roboty bojovat v aréně, aby bylo zjištěno, zda-li pracuje
správně převod zdrojového kódu na chování robota. Obě fáze i s výsledky jsou popsány
v následujících sekcích.
6.1 Tvorba robotů
Vytváření robotů otestovalo náročnost definování robota. V rámci této části testování bylo
vytvořeno několik robotů v aplikaci Hra s roboty. V aplikaci Robocode nebylo tvořeno
takové množství robotů, pouze proběhlo testování náročnosti tvorby robota a na souboje
byli použiti roboti přítomni v aplikaci po stažení.
Následuje seznam několika vytvořených robotů i s popisem jejich chování (soubory s cha-
rakteristikou těchto robotů lze nalézt na přiloženém DVD):
• Robot AstonBot – útočně/obranný robot. V blízkosti nepřítele útočí silnými střelami,
ale směřuje od něj (odjíždí z boje).
• Robot EasyBot – neinteligentní robot, pohybuje se omezeně a střílí pouze nejslabší
střely.
• Robot HolyBot – nablízko vyloženě obranný robot. Když spatří nepřítele, jede přímo
od něj. Střílí ze zálohy (z bezpečné vzdálenosti) nejsilnější možné střely.
• Robot MaddyBot – část jeho chování bylo vytvořeno psaním náhodných vztahů, proto
je občas nevyzpytatelné.
• Robot OrmBotAlpha – velmi schopný v přežívání, efektivně hospodaří s energií.
• Robot RammerBot – vyloženě útočný robot. Když spatří nepřítele, jede přímo na něj.
• Robot WallBot – jezdí kolem zdí a ostřeluje nepřátelské roboty střelami se silou zá-
vislou na vzdálenosti nepřítele.
6.1.1 Zhodnocení
Pro tvorbu
”
zdatnějších“ robotů ve hře Robocode musí uživatel znát základní programovací
konstrukce (if, for, funkce a další) a práci s proměnnými a hodnotami, což značně ome-
zuje rozsah možných uživatelů. Naproti tomu Hra s roboty používá tvorbu robotů, u které
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je nutno znát pouze jednu programovací konstrukci – vztah (viz sekce 4.1) a místo hodnot
používá jazykové proměnné typické pro fuzzy logiku. Ovšem i tak jsou potřeba jisté progra-
movací schopnosti, případně alespoň analytické myšlení. Nevýhodou tohoto způsobu tvorby
robotů tkví v množství kódu, který musí být napsán. Aby měl robot definováno chování
v každé situaci, musí uživatel ošetřit všechny stavy vstupních vlastností. V případě kom-
binací několika vstupních vlastností (pomocí &&) pak roste množství kódu exponenciálně
při ošetřování všech stavů.
6.2 Boje robotů
Cílem tohoto testování byla kontrola funkčnosti jádra aplikace, tedy transformace vztahů
ze zdrojového kódu na chování robota (viz 5.5). Test probíhal s roboty vytvořenými v rámci
testování popsaném v minulé sekci (6.1). Tito roboti byli vpuštěni do arény vždy na deset kol
v šestnácti bojích. Při bojích bylo sledováno chování robotů – vizuální kontrola správného
chování podle popisu v 6.1. Mezi jednotlivými boji byly ukládány statistiky, aby bylo možné
zjistit, zda-li bude vítězit vždy stejný robot (popřípadě bude stejné pořadí robotů) v každém
boji. Kromě bojů všech robotů najednou probíhaly i boje menších skupin robotů. V těchto
bojích ovšem nebyly ukládány statistiky a bylo hodnoceno pouze chování robotů.
6.2.1 Zhodnocení
Pozorováním bojů mezi roboty bylo zjištěno, že chování jednotlivých robotů odpovídá jejich
předpokládanému chování. Bylo provedeno i množství doplňujících bojů jen mezi menšími
skupinami robotů, aby byla tahle skutečnost ověřena. Proto lze konstatovat,že jádro aplikace
pracuje správně.
Jméno Umístění v bojích Umístění v kolech
robota Zlato Stříbro Bronz 1. místo 2. místo 3. místo
OrmBotAlpha 5 4 6 60 27 20
AstonBot 4 5 2 21 32 25
WallBot 4 3 3 28 38 12
HolyBot 2 4 4 21 32 22
RammerBot 1 0 0 8 13 31
MaddyBot 0 0 1 12 22 40
EasyBot 0 0 0 0 9 7
Tabulka 6.1: Počty dosažených prvních třech míst jednotlivých robotů za šestnáct soubojů
(deset kol v každém boji).
Výsledek výše popsaného klání znázorňuje tabulka 6.1, která obsahuje počet zlatých,
stříbrných a bronzových medailí za šestnáct bojů a počet prvních, druhých a třetích míst
ve všech kolech všech bojů (160 kol) pro každého robota. Roboti jsou v tabulce seřazeni
podle celkové úspěšnosti od nejúspěšnějšího po méně úspěšné. Obecně výsledky jednotlivých
bojů nejsou příliš stejné, ze sedmi bojujících robotů se sice na prvních čtyřech místech
střídavě umísťují stejní roboti, ale dochází k situacím, kdy robot
”
outsider“ dosáhne některé
z prvních třech příček. Toto si lze vysvětlit rozmisťováním robotů do arény před započetím
každého kola, které je náhodné a dalším faktorem ovlivňujícím tuto věc – velká návaznost
chování robotů na aktuální situaci v aréně. V Robocode jsou roboti rozmístění do arény
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také náhodně, ale jejich chování již není tak ovlivněno okolím robota v aréně (ovlivněno je,
ale v menší míře). Proto také ve hře Robocode při stejném testu (šestnáct bojů po deseti
kolech) vítězil vždy stejný robot (ten s nejlépe naprogramovaným chováním).
Zásadním rozdílem mezi bojem v Robocode a bojem v Hře s roboty je celkový vzhled
bitvy. Vzhled bitvy v Robocode vypadá
”
trhaně“, což zapříčiňuje dvoustavová logika. Za-
tímco ve Hře s roboty je bitva mnohem plynulejší, jelikož fuzzy logika způsobuje plynulé
přechody mezi různými akcemi (než dojde k úplnému přechodu z jedné akce na druhou,
projdou všechny zapojené vlastnosti všemi stavy, které jsou definované jazykovými pro-
měnnými v souboru s charakteristikou robota).
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Kapitola 7
Závěr
Cílem bylo vytvořit hru využívající fuzzy logiku, ve které budou v aréně bojovat roboti.
Chování robotů definuje uživatel do souboru s charakteristikou robota pomocí vytvořeného
programovacího jazyka.
Tento cíl byl splněn a v tuto chvíli lze vytvářet roboty definované pomocí jazyka navrh-
nutého fuzzy logicky – tedy hodnoty pravda a nepravda nahradily jazykové proměnné, které
si uživatel může definovat pro každého robota. Chování robotů může být různé v závislosti
na definici chování v jeho souboru s charakteristikou a na aktuálním stavu boje. V kon-
figuračním souboru lze nastavit různé vlastnosti zobrazení a hry, což uživateli umožňuje
přizpůsobit aplikaci a boj podle svých představ. Po skončení boje dostává uživatel sta-
tistiky, ze kterých může vyčíst úspěchy, či neúspěchy jednotlivých robotů a zhodnotit tak
kvalitu těchto robotů.
Testování aplikace ověřilo správnou funkčnost implementovaných vlastností a událostí
a jejich reakce na různý zdrojový kód definující chování robota. V rámci testování bylo
vytvořeno několik robotů. Tito roboti vykazují očekávané chování v závislosti na tom, jak
jim bylo určeno v jejich zdrojovém kódu (zmiňované roboty lze nalézt na přiloženém DVD).
Úspěchy robotů ovlivňuje také náhoda, lze tedy očekávat pouze podobné výsledky v různých
bojích (se stejnými podmínkami). V rámci testování bylo také zjištěno, že jádro aplikace –
tedy převod zdrojového kódu na chování robota – pracuje podle předpokladů. Podrobnější
závěry, spolu s porovnáním Hry s roboty a Robocode v každém testu, obsahuje předešlá
kapitola (6).
Pro vypracování této práce bylo potřeba detailně nastudovat a pochopit fuzzy logiku
a nastudovat hru Robocode, použitou jako vzor pro aplikaci Hra s roboty. Před imple-
mentací dále bylo potřeba navrhnout strukturu programu – diagram tříd, vzhled a obsah
konfiguračního souboru a v neposlední řadě také jazyk pro definici robotů. Po návrhu všech
důležitých prvků aplikace následovala implementace. Ve fázi implementace bylo nejdříve vy-
tvořeno grafické okno a grafické prvky hry, následovalo parsování souborů (konfiguračního
souboru a souborů s charakteristikou robotů) a nakonec byly implementovány prvky sou-
visejicí s určením chování robota, tedy fuzzy množina, tvoření a získání výsledků z fuzzy
množin a uskutečnění konkrétních akcí robota. Po finalizaci aplikace byly provedeny testy
funkčnosti, ze kterých byly vyhodnoceny závěry.
Aplikace pracuje na operačních systémech Microsoft Windows a Linux.
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7.1 Možná rozšíření
Možností pro další postup v tvorbě aplikace Hra s roboty existuje mnoho. Například pro
rozšíření možností uživatele a zlepšení kvality aplikace lze:
• implementovat nové vstupní i výstupní vlastnosti. Možné vstupní vlastnosti: pozice
a vzdálenost od okraje arény, úhel natočení kanónu a tak dále. Možné výstupní vlast-
nosti: rychlost a směr otáčení kanónu, otáčení radaru (vše prozatím automatizováno)
a podobně.
• přidat nové události, které by pokryly další možné situace při boji. Například událost
říkající robotům, že byli zasaženi nebo že zasáhli nepřítele.
• upravit jazyk pro definici robotů. Přidat možnost vytvářet proměnné, kde by uživatel
mohl ukládat například pozice nepřátel (souvisí s novými vlastnostmi, prozatím nemá
význam). Přidat vnořené podmínky do jazyka, což by významně zkrátilo výsledný
kód. Vytvořit klíčové slova pro zjednodušení tvorby robotů. Tyto klíčové slova by
měly funkci například všech jazykových proměnných nebo negace (fuzzy doplněk)
hodnoty vstupní vlastnosti. Popřípadě vytvořit i časovače, které by po zadání jazykové
proměnné vytvořily zpoždění některé akce nebo naopak držely akci po danou dobu
aktivní.
• vytvořit do aplikace uživatelské menu, tím by odpadla nutnost pracovat s konfigura-
čním souborem při výměně robotů účastnících se bojů a zpříjemnila uživateli práci
i v jiných situacích.
• přetvořit zobrazení do 3D. S tím související různé kamery (kamera z robota, ze střely
nebo z různých úhlů).
• ukládat statistiky. Vytvořit vhodný formát pro statistiky a umožnit uživateli se sta-
tistikami efektivně pracovat (ukládat, porovnávat, třídit, mazat).
• vytvořit internetový server spravující roboty, kam by uživatelé nahrávali své roboty
a mohli porovnávat schopnosti svých robotů s cizími roboty.
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Příloha A
Obsah DVD
Přiložené DVD obsahuje zdrojové soubory aplikace, knihovny, potřebné pro chod aplikace,
konfigurační soubor, příklady souborů s charakteristikami robotů, obrázky použitých textur,
soubor Readme se stručným návodem na ovládání aplikace, technickou zprávu ve formátu
pdf a zdrojové soubory technické zprávy pro program Latex. DVD obsahuje také spus-
titelné binární soubory přeložené na systémech Microsoft Windows 7 64bit a CentOS 5.4
64bit Linux. Pro spouštění na jiných systémech bude pravděpodobně potřeba aplikaci znova
přeložit. Pro operační systémy Microsoft Windows obsahuje DVD projekt do vývojového
prostředí Codeblocks a pro operační systémy Linux soubor Makefile.
A.1 Adresářová struktura
Aplikace GWR/ – Zdrojové a spustitelné soubory aplikace Hra s roboty.
b images/ – Obrázky textur.
b robots/ – Ukázky robotů.
b src/ – Zdrojové soubory.
b gwr – Binární soubor získaný překladem na systému CentOS 5.4 64bit Linux
b gwr.cbp – Projekt do programu Codeblocks.
b gwr.conf – Konfigurační soubor.
b gwr.exe – Binární soubor získaný překladem na systému Microsoft Windows 7 64bit
b Makefile
b Readme – Návod na ovládání aplikace.
Technická zpráva/
b latex/ – Zdrojové soubory pro překlad technické zprávy.
b zprava.pdf
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Příloha B
Výsledný vzhled aplikace
Obrázek B.1: Obraz ze hry.
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Obrázek B.2: Statistiky a určení vítězů.
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Příloha C
Textury
Obrázky textur, které nejsou ukázány v těle práce.
Obrázek C.1: Textura pozadí arény.
Obrázek C.2: Textura fontu.
Obrázek C.3: Textury medailí. Zleva zlatá, stříbrná, bronzová medaile.
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