This paper presents a penalty approach for globally solving nonsmooth and nonconvex mixed-integer nonlinear programming (MINLP) problems. Both integrality constraints and general nonlinear constraints are handled separately by hyperbolic tangent penalty functions. Proximity from an iterate to a feasible promising solution is enforced by an oracle penalty term. The numerical experiments show that the proposed oracle-based penalty approach is effective in reaching the solutions of the MINLP problems and is competitive when compared with other strategies.
Introduction
In this paper, we address the solution of nonsmooth and nonconvex mixed-integer nonlinear programming (MINLP) problems by a penalty approach. It is assumed that the problem is in the form glob min x∈X⊂R n f (x) subject to g j (x) ≤ 0, j = 1, . . . , p h l (x) = 0, l = 1, . . . , m x i ∈ R for i ∈ I c ⊆ I ≡ {1, . . . , n} x j ∈ Z for j ∈ I d ⊆ I
where f, g j , h l : R n → R are continuous possibly nonlinear functions in a compact subset of R n , herein defined as X = {x : −∞ < lb i ≤ x i ≤ ub i < ∞, i = 1, . . . , n}, I c ∩ I d = ∅ and I c ∪ I d = I. Thus, I c is the index set of the continuous variables and I d consists of the indices of the integer variables. Here, integer variables include binary variables. Let C be the following subset of R n , C = {x ∈ R n : g j (x) ≤ 0, j = 1, . . . , p, h l (x) = 0, l = 1, . . . , m}, and let W c = C ∩ X be a closed set. Consider the set D, which is the cartesian product of the sets D j , j ∈ I d , where
let I be defined by I = {x ∈ X : x j ∈ Z for j ∈ I d ⊆ I} and let W = C ∩ I be the nonempty feasible region of the problem (1) . When a continuous relaxation of the integer variables is applied, W ≡ W c . A continuous relaxation means that the integer variables can be treated as continuous variables, and all function (f , g and h) values can be computed for x j ∈ R, j ∈ I d (instead of x j ∈ Z, j ∈ I d ). The MINLP problem (1) is said to be convex if f and g 1 (x), . . . , g p (x) are convex functions and h 1 (x), . . . , h m (x) are affine functions over X. This means that by relaxing the integrality constraint on x j , j ∈ I d , a convex program is obtained (minimizing a convex function over a convex set). Otherwise, the MINLP is said to be nonconvex. Most techniques available in the literature require the definition and the use of convex model functions and the continuous relaxations of the integer variables. However, some real-life MINLP problems that emerge in mechanical, electrical and chemical engineering applications involve nonsmooth and nonconvex functions and the specific integer variables cannot be relaxed [10] . Most exact methods for nonconvex MINLP are based on the branch-and-bound (BB) technique. Effective examples are the spatial-BB algorithm [4, 16] , branch-and-reduce type algorithms [4, 24] and the α-BB algorithm [1] .
Heuristics for nonconvex MINLP are also available in the literature. A heuristic approach extension of the boundary tracking optimization is presented in [27] . In [17] , a variable neighborhood search heuristic is proposed and in [22] , two heuristics are analyzed: the first aims to obtain an initial feasible solution, the second one searches for an improved solution within the neighborhood of a given point.
Extensions of the feasibility pump algorithm to nonconvex MINLP are available in [8] . A derivative-free method that relies on two search procedures, a line search strategy for the continuous variables and a local search for the discrete ones, is presented in [19] . Recently, penalty-based algorithms aiming to penalize integrality violation are available in the literature [6, 20, 21] .
Metaheuristics are nowadays very popular and aim to compute fast and good approximations to optimal solutions of nonconvex MINLP problems. A mixed-integer hybrid differential evolution (MIHDE) [18] has been successfully applied to mixedinteger optimization problems and a particle swarm optimization is presented in [28] . A parameter free penalty approach with a genetic algorithm (GA) [9] and a filter technique combined with a GA [14] are analyzed when solving nonconvex MINLP. In [11] , the BBMCSFilter method, which relies on a BB framework and a derivative-free methodology to solve nonsmooth and nonconvex NLP, is presented. Two extended versions of the ant colony optimization framework are available in [25] and a new version of the firefly algorithm (FA), that uses four preference rules to select solutions that are feasible or have the least objective function values, is tested in [7] . Review on MINLP techniques and applications are available in [2, 3, 4] . A brief overview of the start-of-the-art in software for the solution of MINLP problems can be found in [5] .
In this study, a penalty continuous formulation of the MINLP problem (1) is used. First, a penalty function has been selected from a class of penalty functions that are applied to general integer problems [6, 20, 21] . Second, two other penalty functions have been constructed in order to penalize the general constraints violation as well as to enforce convergence to a solution, denoted by the oracle, that is feasible and has the least function value found so far. Thus, after relaxing the integrality constraints on the variables and adding a particular penalty term to the objective function, P d (x; ε d ), aiming to penalize the integrality constraint violation, as well as by adding another penalty term, P c (x; ε c ), to penalize the general constraints violation, the following continuous bound constrained nonlinear programming (BCNLP) problem emerges
where ε d , ε c ∈ R + are positive penalty parameters [23] . The motivation is that problem (1) is equivalent to the continuous BCNLP problem, in the sense that they have the same global minimizers. The optimal solution of the BCNLP problem can then be easily obtained by well-established and known solvers.
In the sequel, the herein presented work adds a new penalty term to the objective function in problem (3), aiming to enforce convergence to the oracle, represented by o * , and defined as the best found feasible solution, aiming to predict a global optimum. The goal of the oracle penalty is to penalize solutions that move away from o * .
The new proposed algorithm is tested and compared with other nonconvex MINLP strategies.
Thus, our contribution in this article is directed to the combination of three penalty terms aiming to penalize the integrality violation, the nonlinear inequality and equality constraints violation and the distance to the oracle o * . The penalty term for the integrality constraints is based on the hyperbolic tangent function, as proposed in [6] , and the equality and inequality constraints are dealt with penalties also defined by the hyperbolic tangent function [23] . Similarly, the new penalty imposed on the distance of the current solution to the oracle is also based on the hyperbolic tangent function. The motivation for the use of the hyperbolic tangent function is that its boundedness property makes the BCNLP penalty problem easier to solve than with some of its competitors. The solution of the BCNLP problem is then obtained using the DIRECT algorithm [15] , a deterministic and derivative-free algorithm for finding global solutions inside hyperrectangles. We illustrate the performance of the proposed penalty approach on a well-known set of MINLP test problems.
The remainder of the paper proceeds as follows. Section 2 introduces the penalty methodology and Section 3 addresses the implementation of the penalty terms and investigates the use of the penalty parameters and the oracle parameter. Section 4 contains the results of all the numerical experiments and the conclusions are summarized in Section 5.
Penalty Approaches
The following equivalence result based on a penalty approach will be used [6, 20, 21] . Property 1. Assuming that W and W c are compact sets, there exists a valueε > 0 such that, for any ε d ∈ (0,ε], the problems
where
are equivalent in the sense that they have the same minimizers.
This property is a consequence of Property 2.5 in [6] . The below presented assumptions (A1) -(A3) on f and on the penalty P d (x; ε d ) (see (5) ) are required to prove Property 1.
(A1) Function f is bounded on W c and there exists an open set A ⊃ W and real numbers α, L > 0 such that for all x, y ∈ A, f satisfies
(A2) For all x, y ∈ W and for all ε d ∈ R + ,
(A3) There exists anε, and for all z ∈ W there exists a neighborhood S(z) such that
whereL > L and α is chosen as in (A1). Furthermore, let
Problem (4) comes out by relaxing the integer constraints on the variables and adding a particular penalty term to the objective function f .
Let P c (·; ε c ) : R n → R be a penalty term, that aims to penalize general equality and inequality constraints violation, defined by
where g + j (x) = max{g j (x), 0} and ε c ∈ R + is the penalty parameter. We note that P c (x; ε c ) = 0 when x ∈ C and P c (x; ε c ) > 0 when x / ∈ C. Generally speaking, under suitable assumptions on the objective function F of problem (4) and on the penalty P c (·; ε c ), the problems
and (4) are equivalent (see Theorem 2.1 in [20] ).
For the sake of simplicity, we define
Both penalty terms in P (x; ε d , ε c ) are based on the hyperbolic tangent function, tanh :
an odd function which is differentiable, strictly increasing on R, and satisfies tanh(t) = 0 iff t = 0 and
Under some suitable assumptions on f and P (x; ε d , ε c ) (see Theorem 2.1 in [20] , as well as Property 2.5 in [6] in the context of the hyperbolic tangent function) we may remark the following.
Remark 1.
Under suitable assumptions on f and P (x; ε d , ε c ), let W and X (W ⊆ X ⊂ R n ) be compact sets. Then, ∃ε ∈ R + such that for all ε d , ε c ∈ (0,ε], the problems (1) and (3) have the same global minimizers.
Oracle-based Penalty Algorithm
The extension of the above presented penalty approach to solve MINLP problems is investigated.
We note here that the term P d (x; ε d ) (see (5)) penalizes the distance from x to a point z (in terms of the components i ∈ I d ) that satisfies z := [x] r ∈ I ⊂ X where z i ∈ Z, i ∈ I d results from rounding x i to the nearest integer and z l = x l for l ∈ I c , thus compelling x to come near z. However, since z may not be a global minimizer, our proposal considers a new penalty term that aims to reduce the distance from x to a very promising solution, o * (ideally a global optimizer), that satisfies o * ∈ W and has an objective function value not greater than f (z). The o * is a parameter vector, herein also denoted by the oracle, likewise it is used in [26] , due to its predictive nature. Although the original idea of the oracle penalty method corresponds to a transformation of the objective function f into an additional equality constraint h m+1 (x) = f (x) − γ = 0, where γ is the oracle parameter [26] , our proposal is equivalent to having an extra equality constraint that aims to enforce the proximity of the current solution to the oracle. Thus, we add a new penalty term to P , measuring proximity from x to o * , with the aim of finding a solution near the oracle with a lower objective function value
Remark 2. We note that, in the context of incorporating the function 'tanh' in the penalty terms, this corresponds to adding new equality constraints x i = o * i to the problem (1) and that the feasible set of the "new problem" is now W o = {x ∈ W :
When the oracle parameter o * is a global minimizer to the problem (1), a feasible solution to the "new problem" (x ∈ W o ) is the global solution of the MINLP problem.
Thus, the new proposed BCNLP problem for finding a global solution to a MINLP problem like (1) is
where the oracle penalty function reads as follows:
When there is a guess about the global minimizer, this information may be used to speed the convergence of the algorithm. To apply the oracle penalty function when there is no guess about the global minimizer, some modifications are required to make the method more robust regarding the oracle parameter selection. We assume that the two following conditions hold:
• there exists at least one z
Thus, the oracle vector o * should be updated whenever a solution better than o * is produced, i.e., if a solution z ∈ I is found such that
represents the maximum general constraints violation, then the new value for the oracle is the following o * = z.
The algorithm based on the proposed oracle penalty function, denoted by oraclebased penalty algorithm (ObPA), is shown in Algorithm 1. To initialize the oracle, we set o * = [x 0 ] r , where the initial approximation, x 0 , is randomly generated in X.
Input:
k , an approximation to the solution of problem (9) such that
else Compute x k , an approximation to the solution of problem (3) such that
In addition to forcing the integer variables to take integer values, another important issue is to reduce the overall general constraint violation measured by Θ. The ObPA has the ability to select the penalty objective function for the BCNLP problem. Either penalty (10) or (7) is used according to the general constraint feasibility level of the oracle. At iteration k, if Θ(o * ) ≤ η k then it is worth to penalize |x i − o * i | componentwise, so that an approximation near to the oracle is computed (and penalty (10) is used); otherwise, an approximation in the vicinity of the oracle is not of the upmost importance and the penalty (7) is used instead.
Besides the penalty parameters and the feasibility tolerance η k , another parameter, µ k , is required to check the level of integrality violation at the current solution x k . Furthermore, the parameter δ k represents the error bound which reflects the accuracy required for the current approximation x k to the solution of the BCNLP problem.
Simple rules to control the reduction of parameters ε The ObPA stops when an approximation x k , which has a sufficiently small general constraints feasibility measure and is within an error of δ (in relative terms) of the known global solution, is computed. Thus, the stopping conditions are
where η and δ are very small positive tolerances.
Remark 3. The use of the known global solution to stop the algorithm, during these preliminary tests, aims to analyze its effectiveness. In case f * is not available, the second condition in (14) is replaced by the relative difference between the function values of two consecutive iterations less than or equal to the specified error tolerance, δ.
Finally, we now briefly elaborate on the global optimization method to solve the BCNLP problems formulated in (9) and (3). The deterministic algorithm DIRECT [15] is used. The problems to be addressed by DIRECT are defined in (9) and (3) in such a way that conditions (12) and (13) respectively are satisfied. The method does not require any derivative information and has been originally proposed to solve BCNLP problems, by producing finer and finer partitions of the hyperrectangles generated from X, and evaluating Ψ at their centers. The algorithm is a modification of the standard Lipschitzian approach that eliminates the need to specify the Lipschitz constant [15] . To perform a balance between global and local search, the algorithm makes use of two important concepts: potentially optimal hyperrectangle and grouping according to size. The center, c i , the objective function value at the center point, Ψ(c i ; ·), and the size, d i , of each hyperrectangle i are used to define the groups of hyperrectangles, to select the potentially optimal hyperrectangles and to divide them into smaller ones, until a convergence condition is satisfied [12] . In the context of Algorithm 1, three stopping criteria were considered for DIRECT: (i) an error tolerance on the BCNLP objective penalty function value, δ k , (ii) a maximum number of iterations, or (iii) a maximum number of function evaluations.
Numerical Experiments
To make a preliminary evaluation of the practical behavior of the proposed ObPA for solving nonconvex MINLP problems, we use a set of benchmark problems, identified as f1 to f29 in the subsequent tables (see [13, 14, 24] ). The algorithm is implemented in Matlab TM (registered trademark of the MathWorks, Inc.) programming language. The algorithmic parameters are set as follows: η = 1E − 04, δ = 1E − 03, µ = 1E − 04, ε = 1E − 05, ε (14) do not hold for the given η and δ, ObPA is allowed to run for 30 iterations.
At each iteration k, when DIRECT is used to solve the BCNLP problems (9) or (3), by imposing the conditions (12) or (13) respectively, the error tolerance on the penalty function value is δ k . We note that the parameter δ 1 is set to one, slowly decreases from one iteration to the other, until it reaches the value δ = 1E −03. The maximum number of iterations is made to depend on the number of variables (5n for f7; 10n for f3, f4, f8, f12, f14, f16, f18, f19, f24 and f26; 20n for f1, f5, f11 and f20; 50n for f9 and f17; 70n for f2, f22, f23, f28 and f29; 100n for f6, f13, f21 and f25; 150n for f15; 250n for f27; 300n for f10) and the maximum number of function evaluations is set to 50,000.
First, we compare the results produced by ObPA, as presented in Algorithm 1, with those obtained by a variant that does not use the oracle penalty, i.e., the BCNLP problem (3) is always solved in all iterations. See Table 1 . The table shows the name of the problem, P, the best known optimal solution available in the literature, f * , the solution produced by the algorithm, f sol , the number of function evaluations required to achieved the reported solution, nf e, the number of iteration, nit, and the CPU time in seconds, T . From the results, it is possible to conclude that the proposed ObPA was able to find the global optimum for 20 of the 29 problems (according to the stopping conditions shown in (14) with η = 1E − 04 and δ = 1E − 03). For the remaining nine problems, the algorithm run for 30 iterations. From the table, we may also conclude that the solutions obtained by the variant without the oracle penalty have been greatly deteriorated in three problems (f5, f7, f9) and slightly deteriorated in two (f11 and f12). The solutions for all the other problems are comparable, being f19 the only one with a slight improvement. Overall the results obtained by the proposed ObPA are superior to those of the tested variant.
Second, the results produced by ObPA are compared with those obtained by the BBMCSFilter, a BB-based multistart coordinate search filter method published in [11] and the results reported in [14] , where a filter-based genetic algorithm (FGA) is presented. Table 2 shows the name of the problem, being the set f1-f12 also used in [14] and the set f1-f23 used in [11] . In the second column of the table, the pair inside parenthesis corresponds to (|I c |,|I d |). The remaining columns contain: the solution produced by ObPA, f sol , and the number of function evaluations, nf e, the average value of the objective function values produced by all the executed runs (with BBMCSFilter and FGA) , f avg , the standard deviation of the function values, SD, and the average number of function evaluations (over all the runs), nf e avg . The character '-' in the tables means that the information is not available in the cited papers, 'P s ' is the size of the population and 'R' gives the number of independent executed runs. From the comparison, we may conclude that the produced solutions are of good quality. For most problems, the number of required function evaluations is moderate when compared with the numbers produced by the other algorithms, with the exception in nine problems where it is much higher. In seven of these problems, the algorithm reached 30 iterations since one of the conditions in (14) was not satisfied. Thus, from the comparison with the BBMCSFilter and FGA, the ObPA proves to be competitive either in terms of the quality of the found solutions or in the number of function evaluations.
Finally, using a small subset of the problems, we compare our results with those reported by other strategies. Table 3 reports the solution produced by Algorithm 1, f sol , the number of function evaluations, nf e, and the number of iterations, nit. The algorithm is made to stop when a solution with an error of 1E − 03 is reached or a maximum of 5000n function evaluations is attained. The other results in the table are collected from the exact penalty for mixed-integer programs (EXP-MIP) in [21] , the 4-rule FA in [7] , the MIHDE in [18] , the extended version of the ant colony optimization (ACOmi) in [25] , the particle swarm optimization (PSO) in [28] and the penalty GA (pen-GA) in [9] . The table also shows the solution found by EXP-MIP, f exp , and the number of nodes (corresponding to the number of branch and reduce iterations), '# nod.'. The NLP relaxation is stopped after 10 sample points are generated in the multistart algorithm and 30 runs are executed. § The algorithm stops when a solution with error 1E − 3 is found or the number of function evaluations reaches 10,000; P s = 20, R = 50. k+20 − f k | < 1E − 05 or a maximum of 2000 iterations; P s = 3, R = 10. † Algorithm stops when a solution with error 1E − 03 is reached or a maximum of 10, 000 function evaluations is attained; P s = 20, R = 30. ‡ Termination conditions: |f k+50 − f k | < 1E − 05 or a maximum of 200 iterations; P s = 50, R = 100. Termination conditions: |f k − f * | ≤ 1E − 02 or a maximum of 200 iterations; P s = 10n, R = 100.
As far as the stochastic heuristics are concerned, Table 3 shows: the average of the objective function values (over all the executed runs), f avg , the average number of function evaluations, nf e avg , the percentage of successful runs (according to the stopping condition based on the proximity of f to f * ), % suc., and the average number of function evaluations of the successful runs alone, nf e suc avg . From the results we may conclude that the proposed ObPA performs reasonably well.
Conclusions
In this paper, an oracle-based penalty approach for solving nonsmooth and nonconvex MINLP problems is proposed. A continuous reformulation BCNLP problem is solved by the deterministic DIRECT solver. The penalty function to be optimized involves a combination of penalty terms to penalize the integrality constraints, the equality and inequality constraints and the distance to the oracle, based on hyperbolic tangent penalty functions. The numerical experiments show that the proposed algorithm gives competitive results when compared with other methods in the literature.
Future developments will be directed to improve the efficiency of the oracle-based penalty algorithm, in terms of the number of function evaluations, by using an alternative deterministic and derivative-free global optimizer to solve the continuous BCNLP problems.
