An Electronic Guide to Rock Climbing Areas for Android Platform by Chvála, Jan
VYSOKE´ UCˇENI´ TECHNICKE´ V BRNEˇ
BRNO UNIVERSITY OF TECHNOLOGY
FAKULTA INFORMACˇNI´CH TECHNOLOGII´
U´STAV INFORMACˇNI´CH SYSTE´MU˚
FACULTY OF INFORMATION TECHNOLOGY
DEPARTMENT OF INFORMATION SYSTEMS




AUTOR PRA´CE JAN CHVA´LA
AUTHOR
BRNO 2012
VYSOKE´ UCˇENI´ TECHNICKE´ V BRNEˇ
BRNO UNIVERSITY OF TECHNOLOGY
FAKULTA INFORMACˇNI´CH TECHNOLOGII´
U´STAV INFORMACˇNI´CH SYSTE´MU˚
FACULTY OF INFORMATION TECHNOLOGY
DEPARTMENT OF INFORMATION SYSTEMS
ELEKTRONICKY´ PRU˚VODCE SKALNI´CH OBLASTI´
NA PLATFORMEˇ ANDROID
AN ELECTRONIC GUIDE TO ROCK CLIMBING AREAS FOR ANDROID PLATFORM
BAKALA´RˇSKA´ PRA´CE
BACHELOR’S THESIS
AUTOR PRA´CE JAN CHVA´LA
AUTHOR




Bakalářská práce se zabývá návrhem a implementací informačního systému, který slouží
jako průvodce skalních oblastí. Systém je založený na architektuře klient–server. Server
poskytuje přístup k centrální databázi pomocí webových služeb. Je implementován pomocí
jazyka PHP za využití Nette Frameworku. Klientská aplikace umožňuje vytvářet datové
podklady, správu vlastní lokální databáze a synchronizaci se serverem. Je implementována
jazykem Java na mobilní platformě Android. Celý systém by měl sloužit jako alternativa k
dnes velmi rozšířeným tištěným průvodcům.
Abstract
This thesis deals with the design and implementation of an information system which
serves as a guide for climbing areas. This system is based on the client-server architecture.
The server provides access to central database through web services. It is written in PHP
programming language using the Nette Framework. The client application enables the user
to create content and store it in a local database which can be synchronized with the server.
It is written in Java programming language and developed for Android mobile platform.
The whole system should be used as an alternative to today’s common printed guides.
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Sportovní lezení je méně známým sportem, nicméně stává se čím dál více populárním a po
celém světě tak přibývá lezeckých amatérů i profesionálů. Vzhledem k rostoucí popularitě,
zvyšujícímu se zájmu firem a již delší dobu diskutovanému zařazení sportovního lezení mezi
olympijské sporty lze předpokládat, že tento trend bude pokračovat i nadále. S rostoucím
počtem lezců se neustále zvětšuje počet vytvořených cest a tím se rozšiřují i lezecké oblasti.
Vzniká tak potřeba uchování informací o jednotlivých cestách v těchto oblastech a následné
usnadnění orientace mezi nimi.
V dnešní době existují více či méně kvalitní tištěné průvodce pro mnoho oblastí. Tyto
několika set stránkové knihy jsou drahé a vzhledem k rychlosti objevování nových linií také
často neaktuální. Několika-týdenní lezecké výjezdy, kdy lezci navštíví mnoho oblastí, nejsou
výjimkou. Zbytečná kila navíc stojí sílu a mnohdy (pokud letíte letadlem) i peníze navíc.
Bohužel si nemůžeme vše zapamatovat, proto musíme hledat jiné řešení. Jedním z nich je
vytvářet tištěné průvodce s minimalizovaným obsahem a zobrazit v průvodci pouze vybrané
cesty (například všechny cesty nad určenou obtížnost). Toto řešení má však své limity a
nevýhody. Musíme tedy najít jiný způsob.
Logickým krokem je využít možností, které nám poskytují informační technologie. Toto
dnes aplikuje mnoho webových serverů, které se zaměřují na lezeckou komunitu a tvoří
rozsáhlé databáze skalních oblastí. Dávají uživateli prostor pro zaznamenání přelezených
cest a přehled nad danými oblastmi. Každý server si přidá své vlastní služby a tak vnikají
například žebříčky hodnocení, které slouží k porovnání výkonů mezi lezci a samozřejmě
také k větší motivaci. Databáze cest jsou v lezecké komunitě hojně využívány. Bohužel tyto
služby nejsou zdaleka dostupné všude, i přesto, že se pokrytí připojením k internetu neustále
rozšiřuje. Připočítejte si navíc cenu připojení k internetu, jak u nás, tak v zahraničí, a ve
výsledku to může být velice drahé řešení. Navíc schopnost orientovat se v oblasti pouze
podle databáze cest je jen velice malá.
Rozmach informačních technologií nám poskytuje další možné řešení tohoto problému.
Rychle se vyvíjející trh s mobilními telefony přináší zařízení s výkonem, který byl vlastní
stolním počítačům před několika lety. Operační systémy jsou jejich nedílnou součástí a
tvorba uživatelských aplikací je o mnoho snazší. Mobilní telefon se speciální aplikací, která
využívá lokální databázi bez přístupu k internetu a umožňuje synchronizaci s centrální
webovou databází umístěnou na serveru, by splňoval většinu našich požadavků na výsledný
produkt (mobilita, aktuálnost dat, minimální velikost, snadné použití,.).
V době psaní tohoto textu existují pouze dvě aplikace, které se snaží vyplnit funkci elek-
tronického průvodce skalních oblastí. Pro platformu iOS společnosti Apple je zde aplikace
”
Mountainproject“, která umožňuje základní přehled oblastí a cest spolu s dodatečným me-
diálním obsahem a v budoucnu by měl být dostupný i na dalších platformách. Další aplikací
je
”
Better Beta“ pro platformu Android. Tato aplikace je zatím velice funkčně omezená a
neposkytuje žádné možnosti správy uživatelských účtů ani zaznamenávání přelezených cest.
Obě aplikace jsou spíše databází cest než průvodcem.
Tvorba průvodců je zatím velice nákladná a lezecká komunita postrádá nástroje, které
by umožnili tento proces zjednodušit. Patrné je, že i zde se vývoj pohybuje rychle a konku-
rence roste. Projekty, které již delší dobu fungují jako databáze, mají také velikou výhodu




V této kapitole se seznámíme s operačním systémem Android OS (dále jen Android) a jeho
softwarovou platformou. Tento mobilní systém je v dnešní době nejrychleji se vyvíjející
mobilní platforma na světě. Počty nově aktivovaných zařízení se pohybují ve sta tisících kusů
denně. Vyvíjení aplikací pro takto rostoucí trh zajišťuje potenciálně velký počet uživatelů
a s tím spojené využití aplikace.
Potenciál této platformy je zřejmý, a tak vznikají projekty jako je
”
BlueStacks“ (zatím
Beta verze) od stejnojmenné firmy. Tato aplikace umožňuje uživatelům běžných PC spouštět
aplikace pro Android v prostředí Windows. Potenciál platformy se tak ještě stupňuje.
Platforma sice začala pouze na mobilních telefonech, ale dnes se s ní můžeme setkat
na mnoha dalších typech zařízení jako jsou tablety, televizory, multimediální centra nebo
centrální počítače automobilů.
Většina informací uvedených v této kapitole je čerpána ze zdrojů [3, 11, 8, 6].
1.1 Historie
Počátek platformy android začíná v roce 2005, kdy společnost Google Inc. zakoupila spo-
lečnost Android Inc. - tehdy neznámou firmou pohybující se v oblasti vývoje mobilních
aplikací. Spolu se založením Open Handset Alliance1 v roce 2007 byl odhalen projekt An-
droid veřejnosti, jako otevřená platforma pro mobilní zařízení pod licencí Apache2. Ve
stejném roce vznikl Android Open Source Project, který se stará o to, aby celá platforma
zůstala nadále otevřená.
Verze systému
Krátký přehled vlastností, které se objevily spolu se změnami verzí systému [6]:
• v. 1.0
První stabilní verze. Spolu s ní byl uveden i první telefon HTC Dream, známý také
jako G1.Verze obsahovala aplikace jako jsou: Android Market, internetový prohlížeč
založený na jádře Webkit, Gmail aplikace, YouTube přehrávač. . . Funkční byl také
systém notifikací nebo adaptér Wi-fi a Bluetooth. Vydána v 23. září 2008.
1společnost zabývající se tvorbou otevřených standardů pro mobilní zařízení
2Apache licence je velmi otevřená a umožňuje takřka jakékoliv úpravy zdrojových kódů
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• v. 1.5 Cupcake
Přinesla widgety1, automatickou rotaci obrazovky, animace. . . Od této verze jsou jed-
notlivé verze systému pojmenovávány podle zákusků nebo sladkostí. 30. dubna 2009.
• v. 1.6 Donut
Vylepšení v oblasti hlasového vyhledávání a nově také mnohojazyčná syntéza řeči.
Poprvé se také objevil GestureBuilder2. 15. září 2009.
• v. 2.0 Eclair
Podpora multi-dotykových gest, podpora většího množství rozlišení obrazovky, rozšíření
možností fotoaparátu (blesk, digitální zoom, vyvážení bílé. . . ). Říjen 2009.
• v. 2.2 Froyo
USB tethering, funkce Wi-fi hotspotu, podpora technologie Flash společnosti Adobe.
Přidána možnost instalace aplikací na externí úložiště. 20. května 2010.
• v. 2.3 Gingerbread
Podpora pro SIP VoIP telefonii a technologii NFC. Vylepšení kopírování/vkládání s
možností označovat jednotlivá slova. Byl proveden přechod ze souborového systému
YAFFS na ext4 a byl zaveden konkurentní garbage collector3. 6. prosince 2010.
• v. 3.x Honeycomb
Verze určená pouze pro tablety. Celkové přizpůsobení pro zařízení s velkým disple-
jem. Přidána podpora více-jádrových procesorů a možnost šifrování uživatelských
dat. Další verze 3.1 a 3.2 přinesly vylepšení v oblasti kompatibility hardwaru a další
optimalizaci aplikací. 22. února 2011.
• v. 4.0x Ice Cream Sandwich
V dnešní době poslední verze operačního systému Android. Je založená na novém
jádře OS GNU/Linux řady 3.0. Odstraňuje větvení platformy pro mobilní telefony
a tablety a slučuje je do jedné. Přináší spoustu vylepšení jako jsou hardwarová ak-
celerace uživatelského rozhraní, podporu nahrávání videa v rozlišení 1080p a další.
Android Market byl přejmenován na Google Play. 19. září 2011.
Jednotlivé rozdělení verzí tak, jak jsou momentálně zastoupeny na trhu je vidět na
obrázku 1.1.
1.2 Architektura
Android představuje softwarovou platformu, skládající se ze čtyř na sebe napojených vrstev.
Nejnižší vrstva tvoří jádro operačního systému. Na tuto vrstvu je napojen middleware4
(sestávající z knihoven a prostředí Runtime), další vrstvou je aplikační framework a jako
poslední je vrstva aplikační. Celá struktura je znázorněna na obrázku 1.2.
Oddělení jednotlivých vrstev architektury je významné z hlediska usnadnění vývoje.
Pokud jsme výrobci zařízení, je pro nás jednoduché upravit jednotlivé ovladače pro námi
1malé části aplikace, které mohou být vloženy do jiné a mohou být pravidelně aktualizovány
2framework určený pro tvorbu dotykových gest
3démon, který se stará o uvolňování operační paměti
4softwarová vrstva zajišťující komunikaci mezi jádrem OS a aplikační vrstvou
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Android 1.5 - 0,3% 
Android 1.6 - 0,7% 
Android 2.1 - 5,5% 
Android 2.2 - 20,9% 
Android 2.3 - 0,5% 
Android 2.3.3 - 63,9% 
Android 3.0 - 0,1% 
Android 3.1 - 1,0% 
Android 3.2 - 2,2% 
Android 4.0 - 0,5% 
Android 4.0.3 - 4,4% 
Obrázek 1.1: Koláčový graf využití verzí systému ze dne 1. 5. 2012
použitý hardware. Pro vývojáře aplikací je dostupný framework s daným aplikačním roz-
hraním a nemusí řešit speciální případy, kdy aplikace běží na různých zařízeních, protože
se o to starají vrstvy nižší. To umožňuje tvořit aplikace rychleji a pro větší počet zařízení.
Informace vycházejí především z článku [8].
Jádro systému
Vrstva, slouží k abstrakci hardwaru od ostatních vrstev, obsahuje ovladače pro konkrétní
zařízení. Většina dnešních verzí systému Android je založena na jádře operačního systému
GNU/Linux řady 2.6 s výjimkou poslední verze [viz. 1.1], která využívá řadu 3.0.
Mimo ovladače vrstva obsahuje také správu napájení, správu procesů, bezpečnostní
prvky a síťové služby. S pohledu systému je důležité, že vrstva vytváří multi uživatelské
prostředí, kde každá aplikace reprezentuje jednoho uživatele s konkrétním UID1. To za-
jišťuje bezpečnost privátních dat aplikací, protože se k nim nedostane aplikace jiná.
Knihovny
Vrstva obsahující sadu knihoven napsaných v jazyce C/C++, které jsou využívány kompo-
nentami napříč celým systémem. Tyto knihovny nejsou programátorům přístupny přímo,
ale prostřednictvím aplikačního frameworku. Zde je výčet některých z nich:
• System C library
Implementace standardní systémové knihovny jazyka C (libc), upravené pro použití
v mobilních vestavěných systémech.
• Media Libraries
Knihovny umožňující přehrávání a nahrávání audio, video a obrazových formátů.
Podporovány jsou formáty jako jsou MPEG4, H.264, MP3, AAC, AMR, JPG a PNG.
1User IDentifier - jednoznačný identifikátor
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Obrázek 1.2: Architektura platformy Android
• Surface Manager
Zajišťuje přístup k subsystému displeje a správu 2D a 3D vrstev pro vykreslování
grafických prvků. Umožňuje také tvorbu různých přechodů a efektů.
• LibWebCore
Vykreslovací jádro internetového prohlížeče, které je součástí komponenty WebView.
• 3D knihovny
Implementace Open GL ES 1.0 využívající hardwarovou akceleraci (pokud je do-
stupná) nebo optimalizovanou softwarovou rasterizaci.
• FreeType
Bitmapový a vektorový systém pro renderování písma.
• SQLite
Implementace jednoduché relační databáze, která je dostupná všem aplikacím.
Prostředí Runtime
Obsahuje upravený standardní virtuální stroj jazyka Java, který se jmenuje Dalvik. Ten
je přizpůsobený pro požadavky mobilních aplikací, jako je například minimální paměťová
náročnost, a požadavky na otevřenost kódu1.
Při překládání aplikace jsou zdrojové kódy zkompilovány nejprve do nativního bytového
kódu Javy a následně do bytového kódu, se kterým pracuje Dalvik. To je zejména výhodné
proto, že bytový kód jazyka Java se mění méně než specifikace jazyka samotného a případné
změny lze tak snáze implementovat. Pokud používáme k vývoji nástroje, jako je vývojové
prostředí Eclipse, tak se o dodatečnou práci nemusíme starat - Eclipse ji udělá za nás.
Běhové prostředí musí mít částečný přístup k jádru systému, protože spoléhá na jeho
funkce jako jsou správa vláken nebo nízko-úrovňová zpráva paměti.
1Zdrojové kódy JVM nejsou otevřené, naproti tomu zdrojové kódy DVM otevřené jsou.
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Aplikační framework
Nabízí vývojářům bohatou sadu prostředků, které mohou pro vývoj své aplikace využít.
Je to například přístup k GPS1 informacím, notifikace, fotoaparát, pohybové senzory nebo
různé výhody hardware jako je NFC a další. Vývojář tak může své aplikace skládat z již
existujících částí a urychlit tak vývoj. Některé dostupné části frameworku jsou:
• Views
Tvoří jednotlivé grafické prvky, ze kterých se skládá okno celé aplikace. Framework
nabízí širokou škálu těchto komponent od textových polí, seznamů, tlačítek nebo třeba
vestavěný internetový prohlížeč. Pokud potřebujete specifickou funkčnost, jednoduše
vytvoříte objekt, podědíte existující prvek a upravíte jeho vlastnosti. Pokud ani to
nestačí, lze dědit přímo od třídy View a mít tak plnou kontrolu nad komponentou.
• Content providers
V systému jsou dostupně standardní dodavatele obsahu, spravující kontakty, fotoa-
parát, mapy, atd. [viz. 1.3].
• Resource Manager
Správce zdrojů je nezbytnou součástí při vytváření aplikace. Umožňuje nám práci
se zdroji, které nejsou přímou součástí kódu. Mohou to být například lokalizované
řetězce, grafické prvky nebo tzv. layouty - soubory definující rozložení grafických
komponent.
• Notification Manager
Správce upozornění umožňuje přístup aplikacím k notifikační liště a tím i možnost
vytváření vlastních upozornění ns události.
• Activity Manager
Manager aktivit se stará o životní cyklus jednotlivých aktivit [viz. 1.3] v celém sys-
tému.
Přístup k aplikačnímu frameworku se řídí systémem povolení. Každá aplikace má ve
svém manifestu [1.6] specifikovány služby, které chce využívat. Při instalaci pomocí aplikace
Google Play nebo Android Marketu jsou vám tyto požadavky předány ke zkontrolování a
je jen na vás, zda-li se rozhodnete aplikaci povolit tyto služby využívat.
Aplikační vrstva
Poslední vrstva platformy obsahuje veškeré spustitelné aplikace. Je tedy tím,
”
co vidí uži-
vatel“. V základním sestavení se v Androidu nachází sada aplikací, které jsou uživateli k
dispozici. Mezi nimi nechybí například aplikace spravující kontakty, kalendář, galerii ob-
rázků a mnoho dalších. Sada aplikací se může u každého výrobce lišit.
Právě v této vrstvě se budou nacházet veškeré aplikace, které si jako uživatel stáhnete
nebo jako vývojář naprogramujete.
1Global Positioning System - systém pro určování zeměpisné polohy pomocí systému družic
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1.3 Komponenty aplikace
Každá aplikace se skládá z jednotlivých komponent, které mezi sebou vzájemně komunikují.
Některé se starají o zobrazení uživatelského rozhraní, jiné nám zajistí požadovaná data. Na
programátorovi je navrhnout aplikaci tak, aby efektivně využívala možnosti jednotlivých
komponent a jejich vzájemné komunikace.
Actvities
Aktivity jsou základním prvkem aplikace. Každá aplikace má zpravidla několik aktivit,
které si můžeme představit jako jednotlivé obrazovky. Ve většině případů je tedy aktivity
vázána na uživatelské rozhraní, i když tomu tak být nemusí. Jejím úkolem je zpracovávat
uživatelské vstupy a jako reakci prezentovat výsledná data uživateli. Pokud budeme mít
například v aktivitě textové pole a seznam kontaktů, můžeme podle uživatelského vstupu
z textového pole filtrovat seznam kontaktů a zobrazit tak pouze vybranou část kontaktů.
Každá aplikace má specifikované vstupní body, které reprezentují přímo spustitelné
aktivity. Tyto aktivity jsou přístupné ve spouštěči aplikací.
Důležitým, do jisté míry limitním faktem je, že v jednu chvíli může být aktivní pouze
jedna aktivita. Pokud tedy potřebujeme provést akci, která by měla trvat i poté, co uživatel
opustí naší aplikaci, musíme využít prostředků služeb [viz. 1.3]. Toto je typické například
pro přehrávání hudby.
Intents
Záměry jsou systémové zprávy, upozorňující aplikace na výskyt události. Tyto zprávy mo-
hou reprezentovat například změnu stavu hardwaru (připojení k wi-fi síti) nebo třeba žá-
dost uživatele o spuštění aplikace. Představují asynchronní1 komunikaci mezi aktivitami,
službami nebo přijímači vysílání.
Záměry lze definovat buď implicitní nebo explicitní. Implicitní záměr definuje pouze to,
co se má udělat (například zobrazit internetovou stránka), ale nedefinuje, kdo má akci pro-
vést. Naproti tomu explicitní záměr přímo definuje koncový bod, který má záměr přijmout.
Explicitních záměrů většinou využíváme uvnitř vlastní aplikace, kdy bezpečně známe její
vnitřní strukturu.
Services
Služby běží na pozadí aplikace a nemohou tak mít k sobě svázané uživatelské rozhraní. Mo-
hou definovat stejné akce jako aktivity až na interakci s uživatelským rozhraním. Vzhledem
k tomu, že služby stejně jako aktivity běží ve vlákně uživatelského rozhraní, není vhodné ve
službách provádět dlouhotrvající operace, které uživatelské rozhraní blokuje. Pokud taková
situace nastane, měli bychom raději zvážit přesunutí služby do vlákna na pozadí viz. 1.7.
Oproti aktivitám mají služby zjednodušený i životní cyklus viz. 1.5.
Content providers
Dodavatelé obsahu hrají v Androidu důležitou roli. Představují jistou úroveň abstrakce nad
daty uloženými v zařízení, která jsou určena pro více aplikací. Pokud existují data, která
1Na přijetí záměru nemusí aplikace čekat.
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by měla aplikace sdílet s jinými aplikacemi, je vytvoření dodavatele obsahu tou správnou
volbou.
Kontakty v mobilním telefonu mají svého dodavatele obsahu již v základu systému a
můžeme tak o ně kdykoliv požádat pomocí záměru. Systém náš požadavek přijme, najde
všechny dodavatele obsahu, které by mohly požadavek splnit a dá na výběr pomocí kterého
se má akce dokončit. Jak dodavatel obsahu data získá je pro nás černá skříňka1. Důležité
je, že požadovaná data budou doručena.
Broadcast Recievers
Broadcast recievers lze volně přeložit jako
”
přijímače vysílání“. Je to systém, jakým An-
droid implementuje návrhový vzor observer. Ten vyjadřuje komunikaci mezi vydavatelem
a předplatitelem obsahu ve vztahu 1 : N (jeden vydavatel může mít více předplatitelů).
Jednoduše řečeno, předplatitel je neaktivní kód programu, který se aktivuje v okamžiku,
kdy vydavatel vyvolá akci, ke které je předplatitel zaregistrovaný. V systému je tohoto me-
chanismu hojně využíváno například v systému notifikací, který tento princip používá k
upozornění uživatele na jisté události.
Aplikaci je možné zaregistrovat pro příjem již definovaných broadcastů nebo si vytvořit
své vlastní. Tímto způsobem lze celkem efektivně implementovat asynchronní komunikaci.
Přijímače sami o sobě nejsou ani vizuální komponentou, ani není jejich kód aktivně
přítomen v paměti. Jakmile je však událost (na kterou je přijímač zaregistrován) spuštěna,
provede se obslužný kód.
1.4 Kontext aplikace
Aktivity, záměry, služby, dodavatelé obsahu a přijímače vysílání tvoří dohromady aplikaci.
Systém při spuštění aplikace vytvoří tzv. sandbox a tím umožní aplikaci běžet v částečně
izolovaném prostředí od zbytku systému. Sandbox se vytvoří po startu první komponenty.
Uvnitř něho je aplikační kontext, který je svázaný s hlavním vláknem aplikace a umožňuje
sdílení zdrojů a dat mezi jednotlivými komponentami. Ten je nezávislý na životním cyklu
komponent a lze ho jednoduše získat voláním metody Context.getApplicationContext()
nebo Activity.getApplication(). Pokud se nacházíme uvnitř aktivity nebo služby, které
od třídy Context dědí, jeho metody můžeme využít přímo. Aplikační kontext zaniká s po-
slední komponentou a tedy i s aplikací samotnou.
1.5 Životní cyklus komponent
Komponenty vznikají a zanikají. Komponenty neprocházejí pouze těmito dvěma stavy. Je-
jich životní cyklus je složitější a pro vytváření kvalitních aplikací je potřeba ho správně
pochopit.
Aktivity
Vytvoření a spuštění aktivity je poměrně náročná operace. Je potřeba vytvořit nový proces,
nahrát všechny potřebné prvky UI do paměti, načíst a zpracovat potřebné XML soubory,
to celé spojit dohromady a zobrazit výsledek na obrazovku. Pokud je k dispozici dostatek
1Termín označující zastínění vnitřní implementace, která není vně viditelná.
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paměti, není potřeba při přesunutí aktivity do pozadí rovnou vše z paměti odstranit a
aktivitu ukončit, ale aktivita se pouze pozastaví. Pokud se pak aktivita dostane znovu do
popředí, pouze se probudí. Tím se ušetří hodně procesorového času a šetří se baterie.



































Obrázek 1.3: Životní cyklus aktivity
Jak je vidět z obrázku 1.3, aktivita před spuštění provede postupně funkce onCreate(),
onStart() a onResume(), než se dostane do aktivního stavu. Pokud je nucena odejít
do pozadí, provede se funkce onPause(). Po opětovném spuštění se provede buď funkce
onResume(), byla-li aktivita pouze přesunuta do pozadí, nebo postupně funkce onRestart()
a onStart(), při pozastavení aktivity, a nebo v případě, kdy byla aktivita kompletně zru-
šena systémem, se provede úplné spuštění aplikace.
Je patrné, že lze životního cyklu dobře využít k dobré práci s prostředky a pamětí, ale
také lze životní cyklus v podstatě ignorovat a všechen kód provádět až ve funkci onResume().
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To by pro nás na jednu stranu znamenalo méně přemýšlení o tom, co ve kterém stavu
potřebujeme, na druhou stranu by to mohlo způsobit ztrátu rychlosti, zhoršení uživatelského
zážitku a následné odinstalování aplikace z telefonu. A to rozhodně nechceme.
Je dobrým zvykem ve funkci onPause() ukládat důležité informace nebo stav aplikace,
protože potom může být aktivita v podstatě kdykoliv ukončena a data ztracena. Ve funkci
onResume() je dobré tento stav obnovit a umožnit tak uživateli vrátit se do stavu, ve kterém
aplikaci opustil. Ve funkcích onStop() a onDestroy() je dobré odstranit reference na ob-
jekty, které už nadále nebudeme potřebovat. To zaznamená garbage collector a nepotřebné
objekty uvolní z paměti.
Služby
Jak již bylo řečeno, služby jsou do jisté míry podobné aktivitám. Vzhledem k tomu, že
nejsou svázány s vizuálními prvky, nemusíme tyto prvky načítat a můžeme tak ušetřit
jeden stav.
Tomu se přizpůsobuje i životní cyklus služeb. Při startu jsou zavolány pouze funkce
onCreate() a onStart(), po kterých je služba v aktivním stavu. Při ukončení služby je
zavolána pouze funkce onDestroy().
Broadcast reciever
Životní cyklus přijímače vysílání je definován pouze metodou onRecieve(Context, Intent).
Jakmile se metoda ukončí, systém považuje přijímač za neaktivní. Toto je velice omezující,
pokud požadujete provádět nějaké asynchronní operace, protože v momentě, kdy je chcete
provést, je objekt přijímače neaktivní a systém jej může kdykoliv odstranit. V tom případě
by se operace nestihla provést.
Toto chování má také vliv na proces, ve kterém je přijímač spuštěn. Pokud je přijímač
jediným objektem, který se v procesu nachází, pak po zpracování vysílání je proces pova-
žován také za neaktivní a Dalvik ho odstraní. Pokud je potřeba udržet proces aktivní, je
nutné využít přijímače spolu se službami.
1.6 Android Manifest
Každá aplikace vytvořená pro platformu android, musí ve svém kořenovém adresáři obsaho-
vat XML soubor se jménem AndroidManifest.xml. Tento soubor je nezbytně nutný, protože
obsahuje informace, bez kterých by nebylo možné sestavit program a spustit jakýkoliv vy-
tvořený zdrojový kód. V manifestu se nachází všechna nastavení, která systém potřebuje
pro správné zacházení s aplikací. Některými z nich jsou:
• Balíček
Slouží jako unikátní identifikátor aplikace.
• Definice komponent
Komponentami se zde myslí aktivity, služby, dodavatelé obsahu a přijímače vysílání.
Definují se jejich implementační třídy a záměry, které jsou schopny přijmout.
• Definice procesů
Možnost specifikovat, ve kterém procesu se budou spouštět jednotlivé komponenty.
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• Povolení
Definují systémové služby, které aplikace chce využívat.
• Verze API
V manifestu můžeme specifikovat minimální a cílenou verzi API. Minimální verze
umožní odmítnutí instalace na zařízeních s nižší verzí API. Cílená verze API identi-
fikuje verzi, na které byla aplikace vyvíjena, a pro kterou byla odladěna.
• Externí knihovny
Lze specifikovat externí knihovny, které jsou připojeny k aplikaci.
Manifest může dále specifikovat ikony a popisky, podporované velikosti obrazovek, nebo
kód, který se má vyvolat při výskytu systémových událostí pro účely monitorování. Všechny
tyto elementy, které jsou v manifestu specifikovány, mají spoustu atributů, které definují
jejich vlastnosti [7].
1.7 Práce s vlákny
S prvním spuštění neaktivní aplikace se vytvoří nový Linuxový proces s jedním vláknem,
ve kterém se aplikace začne vykonávat. Každé další spuštění komponenty běžící aplikace
nevytváří nový proces, ale aktivuje se již vytvořený. Tyto procesy jsou systémem hodnoceny
a řazeny do pěti úrovní podle důležitosti. Jakmile v systému začne doházet volná paměť,
vyberou se procesy s nejnižší prioritou, ukončí se a uvolní paměť.
Ve výchozím nastavení jsou všechny komponenty jedné aplikace spouštěny v jednom
procesu a v jednom vlákně nazývaném main. Toto chování lze změnit v manifestu.
UI vlákno
Vlákno main je UI vlákno. To znamená, že má přímý přístup k prvkům uživatelského
rozhraní. Tato skutečnost má výhodu v tom, že můžeme v jakémkoliv okamžiku přistupovat
k prvkům UI a měnit jejich stav. Bohužel nevýhodou je odezva při provádění složitých
operací. Pokud aplikace nereaguje delší dobu než je stanovený limit (zhruba 5s), zobrazí se
uživateli dialog ANR1 s možností ukončení aplikace. Abychom se tomuto vyhnuli, je nutné
přesunout všechny složité úlohy do vláken spouštěných na pozadí, které ovšem nemají
přístup k UI a nemohou k jednotlivým jeho prvků přistupovat.
AsyncTask
Jedním z možných řešení je rozšíření třídy AsyncTask. Při implementaci podtřídy spe-
cifikujeme tři generické parametry definující vstupní data, data reprezentující průběh a
výstupní data. Dále musíme přepsat alespoň metodu doInBackGround(Object[]), která
běží ve vlákně na pozadí. Zde budeme provádět složité operace. Volitelně můžeme pře-
psat onPreExecution()2, onProgressUpdate(Object[])3 a onPostExecution(Object)4.
Tyto metody běží v UI vlákně a mohou s ním přímo manipulovat.
Třída AsyncTask představuje elegantní způsob, jak provádět složité úlohy a neblokovat
uživatelské rozhraní naší aplikace.
1Application Not Responding - aplikace nereaguje
2volá se před samotným vykonáním metody doInBackground()
3lze volat v jakémkoliv místě metody doInBackground() a lze tak informovat uživatele o průběhu operace
4metoda vykonána po metodě doInBackground() zpracuje výsledek operace a zobrazí výsledek v UI
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1.8 Dostupné prostředky
Programátor má při vytváření aplikace tyto prostředky, se kterými může pracovat [12]:
• Úložiště
Android nabízí programátorovi několik uložených prostorů. Soubory, které jsou sta-
tické a nebudou se v průběhu času měnit, lze přibalit přímo k aplikaci. Různá uživa-
telská nastavení jsou pro aplikaci soukromá a jsou uložená v paměti telefonu. Další
možností je využívat SQLite databázi pro uchování dat v relační databázi. A nakonec
je zde možnost ukládat data na externí úložiště v podobě paměťových karet1.
• Síť
Většina dnešních mobilních zařízení má možnost připojení k internetu buď přes při-
pojení mobilního operátora nebo prostřednictvím wi-fi sítě. Při vytváření aplikací
pro Android lze využít pro síťovou komunikaci spoustu nástrojů. Od surových Java
socketů, přes jednoduchého HTTP klienta až po komponentu WebView, která před-
stavuje hotové řešení vestavěného prohlížeče.
• Multimédia
Možnost práce s multimediálními daty spočívá v přehrávání videa a hudby nebo
třeba nahrávání zvukových stop pomocí vestavěného mikrofonu. Pokud je k dispozici
fotoaparát, lze pořizovat fotografie nebo nahrávat video.
• GPS system
Zařízení s OS Android mají ve většině případů integrovaný čip zajišťující komunikaci
se systémem GPS. Součástí systému Android je pak dodavatel obsahu, které tyto
údaje poskytuje. Toho lze využít v mapových aplikacích nebo ke sledování polohy
zařízení.
• Telefonní služby
Pokud je Android součástí mobilního telefonu, je zpravidla přítomen telefonní modul.
Ten je přístupný přes aplikační framework a lze jej při vývoji aplikace také využít.




Kapitola vysvětluje pojmy nezbytné k pochopení systému použité komunikace webového
serveru a klientské aplikace. Základem je využívání webových služeb, konkrétně protokolu
RPC1 využívající pro reprezentaci dat textový formát JSON [viz. 2.2]. Komunikace serveru
a klienta pak probíhá pomocí protokolu HTTP. Informace byly čerpány především z těchto
zdrojů [10, 2].
2.1 Remote Procedure Call
RPC je jedním ze stylů využití webových služeb. Je založené na možnosti spuštění procedury
nebo funkce, která se nachází v jiném adresovém prostoru a zpravidla také na jiném počítači
v síti. Tento systém využívá komunikaci typu klient-server.
Ve vytvářené aplikaci je využito RPC zapouzdřené do protokolu HTTP. Tento přístup je
výhodný zvláště při komunikaci přes internet. Většina programovacích jazyků poskytuje pro
tuto komunikaci prostředky. Další výhodou je existence volně šiřitelných knihoven pro různé
programovací jazyky, které přímo řeší vzdálené volání procedur nad protokolem HTTP.
Průběh
Server nejprve specifikuje svoje aplikační rozhraní a komunikační protokol. Klient poté může
pomocí tohoto rozhraní posílat zprávy definované protokolem.
Celou komunikaci začíná klient zasláním požadavku serveru k vykonání procedury. Ser-
ver vyhledá proceduru, zavolá ji s příslušnými parametry a její výsledek odešle zpět klien-
tovi jako odpověď. Celá komunikace probíhá z pohledu programátora transparentně. Stejně
jako lokální funkce mají i ty vzdálené své parametry a návratovou hodnotu. Nemusíme tak
rozlišovat volání metod lokálních a vzdálených.
Výhody a nevýhody
Nevýhodou RPC je nutnost funkčního připojení k serverové části a nemožnost předávání
ukazatelů jako parametrů (je logické, že ukazatel do lokální paměti by v jiném paměťovém
prostoru ukazoval na jiná data). Pokud aplikační rozhraní využívá mnoho klientů, může být
server značně vytížený, proto je potřeba komunikační protokol navrhnout co nejjednodušší.
1Remote Procedure Call - Vzdálené volání procedur
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Výhodou RPC je naopak možnost využít výpočetní zdroje serveru pro vykonání někdy
složitých procedur nebo jako v našem případě pro přístupu k centrální databázi a synchro-
nizaci jednotlivých klientů.
2.2 JSON
JSON1 je jednoduchý textový formát používaný pro výměnu dat. Lze snadno programově
analyzovat a jednoduše generovat. Je založený na podmnožině jazyka JavaScript a využívá
dvou strukturovaných typů objektů a pole.
Objekt
Objekt (object) je definován jako nesetříděná kolekce párů název-hodnota uvozená zna-
kem
”
{“ a zakončená znakem
”
}“. Za názvem je uveden znak
”
:“ následovaný hodnotou.
Jednotlivé páry jsou pak odděleny čárkou. Obrázek 2.1
Obrázek 2.1: JSON objekt - Object
Pole





]“. Jednotlivé hodnoty jsou opět odděleny čárkou. Obrázek 2.2
Obrázek 2.2: JSON pole - Array
Hodnota
Hodnota je definována jako řetězec znaků uzavřený do uvozovek, číslo, hodnoty true a false,
hodnota null nebo dříve definovaný objekt a pole. Obrázek 2.3
Obrázek 2.3: JSON hodnota - Value
1JavaScript Object Notation - JavaScriptový objektový zápis
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Použité obrázky byly převzaty z oficiálních stránek json.org, kde se nachází další infor-
mace o tomto formátu jako je definice řetězce a čísla nebo seznam knihoven pro práci s
tímto formátem. Viz. [10].
2.3 JSON-RPC
Je to bezstavový protokol RPC, který pro kódování dat využívá formátu JSON. Oproti pů-
vodnímu RPC využívajícího převážně formát XML je méně náročný na velikost přenášených
dat a je tak vhodnější pro využití na internetu.
Poslední verze JSON-RPC 2.0 umožňuje mimo klasického volání procedur i takzvané
”
notifikace“ a zřetězení požadavků. Notifikace jsou pouze zprávy zaslané od klienta serveru,
které nevyžadují odpověď. Zřetězení umožňuje odeslat větší množství požadavků jako pole.
To umožní snížení režie přenosu paketů na síti, zároveň však klade větší nároky na stabi-
litu a paměť, protože jednotlivé požadavky přenáší více dat. Pro odlišení nové verze je v




Klient zahajuje komunikaci se serverem odesláním požadavku. JSON-RPC 1.0 definuje
požadavek jako JSON objekt obsahující tři páry hodnot:
• method
Hodnotou je řetězec a určuje název metody, která se má provést.
• params
Pole hodnot obsahující parametry volané procedury. Parametry mohou být i pojme-
nované (objekt) a nepojmenované (pole hodnot).
• id
Jednoznačný identifikátor požadavku. Slouží pro kontrolu pole
”
id“ přijaté odpovědi,
které by mělo mít stejnou hodnotu jako u požadavku.
Odpověď
Po přijetí požadavku od klienta server nejprve vyhledá požadovanou metodu s danými
parametry, metodu provede, výsledek zabalí do odpovědi a tu pak odešle zpět klientovi. V
případě, že šlo pouze o notifikaci, server neodpovídá. Formát odpovědi je následující:
• result
Výsledek provedené metody. Při výskytu chyby musí být null.
• error
Při výskytu chyby je hodnota objekt specifikující její kód, zprávu a může nést další
specifická data [9]. Pokud chyba nenastala, musí mít položka hodnotu null.
• id
Stejný identifikátor, který byl obsažen v požadavku.
Ukázka komunikace
Zde je krátká ukázka komunikace. Je zde pouze několik zpráv k pochopení komunikace.
Zbytek příkladů si můžete prohlédnout ze zdroje [9], ze kterého byly příklady převzaty.
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Způsob zápisu:
> požadavek klienta odeslaný na server
< odpověď serveru odeslaná zpět klientovi
RPC volání s pozičními parametry:
> {” j sonrpc ” : ” 2 .0 ” , ”method” : ” subt rac t ” , ”params” : [ 4 2 , 2 3 ] , ” id ” : 1}
< {” j sonrpc ” : ” 2 .0 ” , ” r e s u l t ” : 19 , ” id ” : 1}
RPC volání neexistující metody:
> {” id ” : ”1” , ”method” : ” foobar ” , ” j sonrpc ” : ” 2 .0 ”}
< {” id ” : ”1” ,
” e r r o r ” : {” code ” : −32601 , ”message” : ” Procedure not found . ” } ,
” j s onrpc ” : ” 2 .0 ”}
2.4 Serializace a JSON
V objektově orientovaných programovacích jazycích nelze objekty uchovávat v perzistentní
paměti přímo, ale je potřeba vytvářené objekty převést na jinou reprezentaci, která uložit
lze, a ze které by je bylo možné opětovně objekty inicializovat. Převodní proces se nazývá
serializace a zpětný převod na objekty deserializace.
Data lze serializovat do různých formátů jako je XML nebo již zmíněný JSON a lze
je pak snadno uchovávat v paměti nebo přenášet po síti. Zde je pro nás zajímavý datový
formát JSON pro jeho minimální paměťové nároky.
Vzhledem k omezenému množství datových typů, které JSON podporuje přímo, mu-
síme při serializaci dat znát jejich sémantiku, abychom mohli při opětovné deserializaci
vytvořit správný objekt. Pokud budeme například chtít serializovat datový typ nesoucí
datum, můžeme jej nejprve převést na patřičný řetězec s definovanou strukturou.
Pro názornost je uveden jednoduchý objekt a jeho reprezentace pomocí JSON formátu.
Ukázková třída, jejíž objekt po inicializaci obsahuje jednu vlastnost typu String a jednu
typu int je definovaná takto.
Třída
c l a s s c lovek {
St r ing jmeno = ”bod” ;
i n t vek = 0 ;
}
Převedením objektu vytvořeného z této třídy do JSON získáme následující reprezentaci,
kterou lze jednoduše převést na řetězec nebo zpět na objekt.
JSON
{ ”jmeno” : ”bod” , ”vek” : 0 }




Kapitola se věnuje třem hlavním částem výsledné aplikace. Jako první je popsán způsob
uložení dat a struktura databáze, následuje popis uživatelského rozhraní aplikace, vzhled
jednotlivých aktivit a vlastních vizuálních komponent a konec kapitoly je zaměřen na návrh
komunikace mezi klientskou aplikací a serverem.
3.1 Uložení dat
Většina vytvářených aplikací potřebuje ke svému chodu specifická data. Jak již bylo zmí-
něno, v systému Android mimo jiné existuje implementace relační databáze v podobě SQ-
Lite, která není systémem nijak omezena a nabízí tak veškeré její prostředky. Vzhledem k
tomu, že centrální server ukládá data také do relační databáze (MySQL), je pro nás využití
SQLite výhodné.
Struktura centrální a lokální databáze se bude mírně lišit. Je to dáno rozdílnými poža-
davky, které jednotlivé části systému od databáze požadují. Server ukládá změny, které
byly v databázi provedeny a vede si údaje o tom, kdy k jejich změně došlo a kdo je udělal.
Tato data mohou být v budoucnu využita ke zpětnému navracení změn při vložení špat-
ných dat. To u klientské aplikace potřeba není, a proto se v ní udržuje vždy jen aktuální
verze záznamu. V klientské databázi se navíc ukládají statistická data uživatele, která se
na server neukládají.
Konceptuální model databáze
Model definující strukturu databáze, který lze jednoduše převést na relační schéma da-
tabáze. Návrh byl vytvářen v trial verzi programu Enterprise Architect 1 a obrázky zde
uvedené jsou vytisknuty do PDF z tohoto programu. Zde budou popsány pouze důležité
části schématu.
Route
Nejdůležitější informaci průvodce představuje entita route představující cestu. Ta je po-
stupně spojena přes entitu stone (kámen), sector (sektor), crag (oblast), country (země)
a na konec s entitou continent (kontinent). Takto zřetězené entity tvoří strom a přesně
nám definují umístění cesty v průvodci. Obrázek 3.1.




*PK id  :INTEGER UNSIGNED
*FK con tinen t_id  :TINYINT  UNSIGNED
* cod e  :CHAR(3)
* na me  :VARCHAR(50)
 reg ion  :VARCHAR(50)
«FK»
+ FK_cou ntry_contin ent(T INYINT)
«u nique »
+ UQ_cou ntry_ code (CHAR)





*PK id  :TINY INT UNSIGNED
* na me  :VARCHAR(20)
* cod e  :VARCHAR(2)
«PK»
+ PK_con tinen t(TINYINT )
«u nique »
+ UQ_con tinen t_cod e(VARCHAR)
+ UQ_con tinen t_nam e(VARCHAR)
se ctor
«co lumn »
*PK id  :INTEGER UNSIGNED
*FK cra g_id  :INT EGER UNSIGNED
* na me  :VARCHAR(50)
 de script ion  :TEXT
 cre ated  :DAT ETIM E
 cre atedb y  :INTEGER
 mo difie d  :DATET IME







*PK id  :BIGINT UNSIGNED
*FK sector_i d  :INTEGER UNSIGNED
* na me  :VARCHAR(50)
 lat itude   :DOUBLE
 lon gitud e  :DOUBL E
 alt itude   :DOUBLE
 gp saccu racy  :FLOAT(0 )
 cre ated  :DAT ETIM E
 cre atedb y  :INTEGER
 mo difie d  :DATET IME
 de leted   :BOOL
«FK»





*PK id  :BIGINT UNSIGNED
*FK sto ne_id   :BIGINT  UNSIGNED
 FK rou tetyp e_id  :TINYINT  UNSIGNED
 FK gra de_i d  :INTEGER UNSIGNED
 gra de_to_id  :INTEGER UNSIGNED
 FK cru xtype _id  :TINY INT UNSIGNED
 FK sta rttype _id  :TINY INT UNSIGNED
 FK slo pe_id   :INT EGER
*FK cre ator_ id  :INTEGER UNSIGNED
 cre ated  :DAT ETIM E
 an cesto r  :BIGINT UNSIGNED
* na me  :VARCHAR(50)
 len gth  :INTEGER
 fix_ coun t  :INTEGER
 spo tter_ coun t  :INT EGER
 set ter_n ame  :VARCHAR(50)
 birth  :DATET IME
 de script ion  :TEXT
 no te  :T EXT
 mo difie d  :DATET IME
 de leted   :BOOL
«FK»
+ FK_route_cru xTyp e(TINYINT )
+ FK_route_slo pe(INTEGER)
+ FK_route_sta rtTyp e(TINYINT )
+ FK_route_use rs(INTEGER)
+ FK_route_rou teType(TINYINT)
+ FK_route_sto ne(B IGINT )
+ FK_route_gra de_to()





*PK id  :INTEGER UNSIGNED
* fre nch  :VARCHAR(10)
* po ints  : INTEGER
* uia a  :VARCHAR(1 0)
* san dston e  :VARCHAR(10)





*PK id  :TINY INT UNSIGNED
* na me  :VARCHAR(20)
«PK»
+ PK_routeTyp e(TINYINT )
«u nique »
+ UQ_rou teTyp e_na me(VARCHAR)
cruxtype
«co lumn »
*PK id  :TINY INT UNSIGNED




+ UQ_cruxType _nam e(VARCHAR)
us ers
«co lumn »
*pfK id  :INTEGER UNSIGNED
 FK rol es_id   :TINYINT  UNSIGNED
* em ail  :VARCHAR(50)
* password  :VARCHAR(40)
 cre ated  :DAT ETIM E
* use rnam e  :VARCHAR(5 0)
«FK»
+ FK_users_rol e(TINYINT )
«u nique »
+ UQ_use rs_usernam e(VARCHAR)
«PK»
+ PK_use rs(INT EGER)
«trigger»
+ TR_use rs_be fore_ insert ()
as cent
«co lumn »
*PK id  :BIGINT UNSIGNED
 FK rou te_id   :BIGINT UNSIGNED
 FK use rs_id   :INT EGER UNSIGNED
 gra de_i d  :INTEGER UNSIGNED
 FK gra de_to_id  :INTEGER UNSIGNED
 FK style_id   :TINYINT  UNSIGNED
 ascent_ time  :DAT ETIM E
 com men t  :T EXT
 visibil ity   :INT EGER
 attempt_coun t  :INTEGER UNSIGNED
 pri vate_ level   :INT EGER
 rate  :INTEGER
 pro gram   :TEXT
 cre ated  :DAT ETIM E
 mo difie d  :DATET IME
 de leted   :INT EGER
«FK»
+ FK_asce nt_climbe r(INT EGER)
+ FK_asce nt_ro ute(B IGINT)
+ FK_asce nt_style(T INYINT)
+ FK_asce nt_g rade_ to(INTEGER)
«PK»
+ PK_asce nt(B IGINT )
stonev iew
«co lumn »
*PK id  :BIGINT UNSIGNED
*FK sto ne_id   :BIGINT  UNSIGNED
 FK sto neim age_ id  :INTEGER
 azi mut  :INTEGER
 cre ated  :DAT ETIM E
 cre atedb y  :INTEGER
 mo difie d  :DATET IME
 de leted   :BOOL
«FK»
+ FK_ston eVie w_sto ne(B IGINT )
+ FK_ston eview_sto neim age(INTEGER)
«PK»
+ PK_ston eVie w(BIGINT)
routesk etch
«co lumn »
*PK id  :BIGINT UNSIGNED
*FK sto nevie w_id   :BIGINT UNSIGNED
*FK rou te_id   :BIGINT UNSIGNED
* svg   :TEXT
 cre ated  :DAT ETIM E
 cre atedb y  :INTEGER
 mo difie d  :DATET IME
 de leted   :BOOL
«FK»
+ FK_routeSke tch_ro ute(B IGINT)
+ FK_routeSke tch_stoneV iew(B IGINT)
«PK»
+ PK_routeSke tch(B IGINT )
roles
«co lumn »
*PK id  :TINY INT UNSIGNED
* na me  :VARCHAR(20)
«PK»
+ PK_role s(TINYINT )
«u nique »
+ UQ_role s_na me(VARCHAR)
sta rttype
«co lumn »
*PK id  :TINY INT UNSIGNED




+ UQ_startType _nam e(VARCHAR)
cra g
«co lumn »
*PK id  :INTEGER UNSIGNED
*FK cou ntry_ id  :INTEGER UNSIGNED
* na me  :VARCHAR(50)
 de script ion  :TEXT
 restrictio n  :T EXT
 cre ated  :DAT ETIM E
 cre atedb y  :INTEGER
 mo difie d  :DATET IME
 de leted   :BOOL
«FK»
+ FK_area _cou ntry(INTEGER)
«PK»
+ PK_area (INT EGER)
slope
«co lumn »
*PK id  :INTEGER
* na me  :VARCHAR(5)
 ico n  :T EXT
«PK»
+ PK_slop e(INT EGER)






(co untry_id =  id) «FK»
+PK_co untry 1 +FK_sector_a rea 0..*













+FK_sto nevie w_stoneim age 0..*
(sto neim age_ id = id)
«FK»
+PK_sto neim age 1
+FK_rou teSketch_ stone View
0..*














+FK_co untry_ cont inent
0..*
(co ntine nt_id  = id)
«FK»
+PK_co ntine nt 1
+FK_rou te_stone



















+FK_rou te_ro uteT ype0..*




+FK_rou te_g rade_ from
0..*
(grade_ id = i d)
«FK»
+PK_gra de1+FK_rou teSketch_ route 0..*




















+FK_use rs_ro le 0..*








Obrázek 3.1: Entity nesoucí informaci o cestách a jejich zařazení v průvodci
Stoneview a routesketch
V aplikaci lze vytvářet pohledy na jednotlivé kameny. Data a obrázky jsou rozděleny do
entit stoneview a stoneimage. To je vhodné, protože lze jednodušeji kontrolovat omezení
přes cizí klíče a cesty k obrázkům jsou uloženy p uze na jednom místě. Jednotlivé obrázky
nejsou ukládány do databáze z dův dů om z né velikosti paměti telefonu, ale jsou uloženy




*PK id  :INTEGER UNSIGNED
* fre nch  :VARCHAR(10)
* po ints  : INTEGER
* uia a  :VARCHAR(1 0)
* san dston e  :VARCHAR(10)





*pfK id  :INTEGER UNSIGNED
 FK rol es_id   :TINYINT  UNSIGNED
* em ail  :VARCHAR(50)
* password  :VARCHAR(40)
 cre ated  :DAT ETIM E
* use rnam e  :VARCHAR(5 0)
«FK»
+ FK_users_rol e(TINYINT )
«u nique »
+ UQ_use rs_usernam e(VARCHAR)
«PK»
+ PK_use rs(INT EGER)
«trigger»
+ TR_use rs_be fore_ insert ()
as cent
«co lumn »
*PK id  :BIGINT UNSIGNED
 FK rou te_id   :BIGINT UNSIGNED
 FK use rs_id   :INT EGER UNSIGNED
 gra de_i d  :INTEGER UNSIGNED
 FK gra de_to_id  :INTEGER UNSIGNED
 FK style_id   :TINYINT  UNSIGNED
 ascent_ time  :DAT ETIM E
 com men t  :T EXT
 visibil ity   :INT EGER
 attempt_coun t  :INTEGER UNSIGNED
 pri vate_ level   :INT EGER
 rate  :INTEGER
 pro gram   :TEXT
 cre ated  :DAT ETIM E
 mo difie d  :DATET IME
 de leted   :INT EGER
«FK»
+ FK_asce nt_climbe r(INT EGER)
+ FK_asce nt_ro ute(B IGINT)
+ FK_asce nt_style(T INYINT)
+ FK_asce nt_g rade_ to(INTEGER)
«PK»
+ PK_asce nt(B IGINT )
style
«co lumn »
*PK id  :TINY INT UNSIGNED
* na me  :VARCHAR(30)
* mu ltiply  :FLOAT(5) = 1
* ad dition   :INT EGER = 0
* cod e  :VARCHAR(2)
«PK»
+ PK_style (TINYINT )
«u nique »
+ UQ_styl e_na me(VARCHAR)
stonev iew
«co lumn »
*PK id  :BIGINT UNSIGNED
*FK sto ne_id   :BIGINT  UNSIGNED
 FK sto neim age_ id  :INTEGER
 azi mut  :INTEGER
 cre ated  :DAT ETIM E
 cre atedb y  :INTEGER
 mo difie d  :DATET IME
 de leted   :BOOL
«FK»
+ FK_ston eVie w_sto ne(B IGINT )
+ FK_ston eview_sto neim age(INTEGER)
«PK»
+ PK_ston eVie w(BIGINT)
routesk etch
«co lumn »
*PK id  :BIGINT UNSIGNED
*FK sto nevie w_id   :BIGINT UNSIGNED
*FK rou te_id   :BIGINT UNSIGNED
* svg   :TEXT
 cre ated  :DAT ETIM E
 cre atedb y  :INTEGER
 mo difie d  :DATET IME
 de leted   :BOOL
«FK»
+ FK_routeSke tch_ro ute(B IGINT)
+ FK_routeSke tch_stoneV iew(B IGINT)
«PK»
+ PK_routeSke tch(B IGINT )
roles
«co lumn »
*PK id  :TINY INT UNSIGNED
* na me  :VARCHAR(20)
«PK»
+ PK_role s(TINYINT )
«u nique »
+ UQ_role s_na me(VARCHAR)
stoneimage
«co lumn »
*PK id  :INTEGER
* im agen ame  :VARCHAR(255 )
 cre atedb y  :INTEGER
 cre ated  :DAT ETIM E
 mo difie d  :DATET IME
 de tleted   :BOOL
«PK»
+ PK_ston eima ge(INTEGER)
«u nique »
+ UQ_ston eima ge_i mage nam e(VARCHAR)






(co untry_id =  id) «FK»
+PK_co untry 1 +FK_sector_a rea 0..*













+FK_sto nevie w_stoneim age
0..*




+FK_rou teSketch_ stone View
0..*














+FK_co untry_ cont inent
0..*
(co ntine nt_id  = id)
«FK»
+PK_co ntine nt 1
+FK_rou te_stone



















+FK_rou te_ro uteT ype0..*




+FK_rou te_g rade_ from
0..*
(grade_ id = i d)
«FK»
+PK_gra de1
+FK_rou teSketch_ route 0..*




















+FK_use rs_ro le 0..*








Obrázek 3.2: Entity reprezentující pohled na kámen
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Pohledy lze doplnit o nákresy cest ve formátu SVG 1 a spojit je s cestou. Při kreslení cest
lze vybrat z již existujících pohledů spojených s kamenem, na kterém se cesta nachází, nebo
pomocí fotoaparátu zachytit snímek a pohled vytvořit nový. Entita routesketch uchovává
tyto nákresy a pomocí cizích klíčů se odkazuje jak na pohled kamenu, tak na cestu, ke které
patří. Obrázek 3.2.
Users a ascents
Databáze musí uchovávat údaje o jednotlivých uživatelích users, aby bylo možné k nim
přiřadit jednotlivé změny v databázi a ukládat jejich uživatelská data jimiž jsou přelezené
cesty ascent. Obrázek 3.3.
gra de
«co lumn »
*PK id  :INTEGER UNSIGNED
* fre nch  :VARCHAR(10)
* po ints  : INTEGER
* uia a  :VARCHAR(1 0)
* san dston e  :VARCHAR(10)





*pfK id  :INTEGER UNSIGNED
 FK rol es_id   :TINYINT  UNSIGNED
* em ail  :VARCHAR(50)
* password  :VARCHAR(40)
 cre ated  :DAT ETIM E
* use rnam e  :VARCHAR(5 0)
«FK»
+ FK_users_rol e(TINYINT )
«u nique »
+ UQ_use rs_usernam e(VARCHAR)
«PK»
+ PK_use rs(INT EGER)
«trigger»
+ TR_use rs_be fore_ insert ()
as cent
«co lumn »
*PK id  :BIGINT UNSIGNED
 FK rou te_id   :BIGINT UNSIGNED
 FK use rs_id   :INT EGER UNSIGNED
 gra de_i d  :INTEGER UNSIGNED
 FK gra de_to_id  :INTEGER UNSIGNED
 FK style_id   :TINYINT  UNSIGNED
 ascent_ time  :DAT ETIM E
 com men t  :T EXT
 visibil ity   :INT EGER
 attempt_coun t  :INTEGER UNSIGNED
 pri vate_ level   :INT EGER
 rate  :INTEGER
 pro gram   :TEXT
 cre ated  :DAT ETIM E
 mo difie d  :DATET IME
 de leted   :INT EGER
«FK»
+ FK_asce nt_climbe r(INT EGER)
+ FK_asce nt_ro ute(B IGINT)
+ FK_asce nt_style(T INYINT)
+ FK_asce nt_g rade_ to(INTEGER)
«PK»
+ PK_asce nt(B IGINT )
style
«co lumn »
*PK id  :TINY INT UNSIGNED
* na me  :VARCHAR(30)
* mu ltiply  :FLOAT(5) = 1
* ad dition   :INT EGER = 0
* cod e  :VARCHAR(2)
«PK»
+ PK_style (TINYINT )
«u nique »
+ UQ_styl e_na me(VARCHAR)
roles
«co lumn »
*PK id  :TINY INT UNSIGNED
* na me  :VARCHAR(20)
«PK»
+ PK_role s(TINYINT )
«u nique »
+ UQ_role s_na me(VARCHAR)

























+FK_sto nevie w_stoneim age
0..*




+FK_rou teSketch_ stone View
0..*










(sto ne_i d = id )
«FK»
+PK_sto ne1
+FK_co untry_ cont inent
0..*
(co ntine nt_id  = id)
«FK»
+PK_co ntine nt 1
+FK_rou te_stone
0..*



















+FK_rou te_ro uteT ype0..*




+FK_rou te_g rade_ from
0..*
(grade_ id = i d)
«FK»
+PK_gra de 1
+FK_rou teSketch_ route 0..*































Obrázek 3.3: Uživatelé a přelezené cesty
Atribut roles id entitity users reprezentuje roli uživatele v systému. Ty nejsou v sou-
časné verzi rozdělovány a existuje tak pouze jeden typ uživatele. Toto chování lze v bu-
doucnu změnit a zpřístupnit uživatelům různé akce na základě jejich oprávnění.
Ostatní entity
Zbylé entity tvoří číselníky se statickými hodnotami. Většina z nich jsou spojena s entitou
route a ukládají doplňkové informace a není potřeba je detailně vysvětlovat. Zmínil bych
se jen o entitě grade (obtížnost cesty), která je spojena s route i s ascent a to hned
dvakrát s každou entitou. Tímto způsobem definujeme rozmezí obtížnosti cesty. Problém
hodnocení cest je velice subjektivní a záleží jak na proporcích lezce, tak i na typu cest, které
mu vyhovují. Proto je dobré ukládat rozmezí hodnot a také ukládat obtížnost nejen u cesty,




Při tvorbě uživatelského rozhraní byl kladen důraz na jednoduchost celé aplikace a snadné
používání. Uživatelské akce, jako je vložení nové cesty nebo sektoru do databáze, byly
vytvářeny se snahou minimalizovat počet interakcí uživatele k dosažení požadovaných akcí.
Inspirací pro návrh uživatelského rozhraní byla stránka Android Design [4].
Action bar
Prvek uživatelského rozhraní tvořící lištu pro snadné zpřístupnění akcí uživateli. Obsahuje
ikonu, titulek, podtitulek, položky akcí a navigační položky. Mimo tyto standardní položky
lze vkládat i vlastní vizuální prvky a celkově jej dodatečně vizuálně upravit. Ve vyvíjené
aplikaci se tento prvek objevuje ve většině aktivit, jak je vidět na obrázku 3.4 (černý pruh
nahoře).
Tento prvek byl využit z několika důvodů. Jejím prostřednictvím lze uživateli nabídnout
akce přístupné jedním kliknutím nebo v titulku zobrazit doplňující informace, kde se uživatel
právě nachází. V neposlední řadě byl zvolen také proto, že od aktuální verze systém Android
nepočítá s hardwarovým tlačítkem otevírající menu viz. [1], proto je výhodné nabídnout
uživateli akce přímo viditelné v action baru.
První spuštění
Vzhledem k nutnosti propojení celé aplikace s centrální webovou databází, je proces spu-
štění aplikace rozdělen do dvou částí. Při prvním spuštění aplikace je uživateli nabídnut
přihlašovací formulář nebo formulář pro vytvoření účtu. Po úspěšném přihlášení uživatele
a následném každém dalším spuštění aplikace se zobrazí hlavní obrazovka.
Hlavní obrazovka
Hlavní obrazovka tvoří rozcestník celé aplikace. Obsahuje čtyři tlačítka pro přístup k jed-
notlivým částem aplikace a menu s akcemi.
Tlačítka reprezentují tyto části aplikace:
• Přelezy
Uživatelská data reprezentující přelezené cesty.
• Průvodce
Část aplikace vizualizující data tvořícího průvodce, která jsou uložena v databázi.
• Mapa
Zobrazuje kameny na mapě, u kterých jsou uloženy souřadnice GPS.
• Nedávné




Jednoduchý formulář pro vytvoření nové cesty. Obsahuje komponentu pro výběr ka-
mene, ke kterému má být cesta přiřazena. Komponenta také nabízí možnost vytvoření




Tato akce zpřístupňuje uživateli seznam zemí a oblastí, které jsou uloženy v centrální
databázi. Oblasti uložené v telefonu jsou zatrženy. Pro získání dat je nutné aktivní
připojení k internetu. Uživatel si zde vybere oblasti, které chce mít v telefonu uloženy,
a následně provede akci stáhnutí.
• Synchronizovat
Jednoduchá akce, která synchronizuje data se serverem. Nejprve jsou získány ze ser-
veru všechny nové položky v databázi. Následně vytvoří seznam všech změněných cest
a ty odešle na server.
• Vymazání DB
Vymaže celou databázi i s uživatelským účtem. Slouží k resetování celé aplikace.
Obrázek 3.4: Zleva: hlavní obrazovka, uživateli přelezené cesty, moje oblasti, mapa
Mapa
Aktivita zobrazující mapu, je na obrázku 3.4 vpravo. Obsahuje ikony představují kameny,
které mají k sobě přiřazeny GPS souřadnice. Klepnutím na ikonu se otevře vyskakovací
nabídka se základními informacemi o kamenu a klepnutím na ni se spustí aktivita zobrazující
kámen s cestami.
Dalším prvkem je rozevírací seznam s nabídkou nepřelezených cest v dané oblasti. Při
kliknutí na cestu se mapa přesune nad kámen, na kterém se daná cesta nachází. Na mapě
je dále zobrazen kompas a lze přepínat mezi klasickou vektorovou mapou a satelitním
zobrazením mapy.
Při zapnutém modulu GPS se v podtitulku zobrazuje GPS souřadnice místa, kde se
uživatel nachází. Na mapě je toto reprezentováno modře zbarvenou blikající ikonou.
Průvodce
Aktivita strukturovaně zobrazující informace v průvodci. Je tvořena navigací v podobě
záložek a seznamem zobrazujícím informace podle těchto záložek. Navigovat lze jednoduše
dotykem na jednotlivé záložky. Tím se zobrazí všechny položky dané kategorie. Pokud napří-
klad klikneme na záložku Cesty, zobrazí se všechny cesty v průvodci. Další způsob navigace
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tvoří jednotlivé položky v seznamu. Kliknutím na položku se přepneme na následující zá-
ložku, ve které je zobrazen vyfiltrovaný seznam podle této položky. Klikneme–li například
na položku v seznamu se sektory, zobrazí se záložka kameny zobrazující kameny v sektoru,
který byl vybrán.
Obrázek 3.5: Aktivita Průvodce. Zleva: oblasti, sektory, kameny a cesty
Záložka s kameny zobrazuje k jednotlivým položkám obrázky s pohledy na kameny. Po-
kud náhled neexistuje, je zobrazena zástupná ikona. Klepnutím na obrázek se dostaneme do
aktivity zobrazující kámen a jeho cesty. Záložka zobrazující cesty při poklepání na položku
seznamu pokračuje v navigaci zobrazením vybrané cesty v nové aktivitě.
Obrázek 3.6: První dva obrázky zobrazují aktivitu Kámen. Zbylé dva aktivitu Cesta.
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Kámen a cesta
Aktivita kámen přehledně zobrazuje všechny cesty, které na kameni jsou a všechny pohledy,
které jsou ke kamenu vytvořeny. Pro každý pohled je zde záložka obsahující jeho obrázek s
vykreslenými cestami a seznam barevně odlišených cest umístěný pod ním.
Zobrazení cesty je opět rozděleno do záložek. Na první záložce jsou všechny dostupné
informace o cestě. Na dalších záložkách jsou její nákresy. Viz obrázek 3.6.
Formuláře o dialogy
Formuláře jsou v aplikaci tvořeny aktivitami připomínající dialogová okna, aby bylo zřejmé,
že tvoří akci. V aplikaci existuje formulář pro vytváření a úpravu cesty, vytváření oblasti,
sektoru a kamene, výběr kamene, výběr obrázku pohledu a formulář pro kreslení cesty.
Další dialogy obstarávají vytvoření nové oblasti, sektoru a kamene.
Většinu z těchto formulářů je vidět na obrázcích 3.7 a 3.8.
Obrázek 3.7: Formuláře. Zleva: přidání cesty, výběr kamene, výběr pohledu a kreslení cesty




S požadavkem na zobrazení kamenů v mapě vzniká nutnost získat a uchovat GPS a další
kontextové informace k jednotlivým kamenům v databázi. Aplikace umožňuje získání těchto
informací dvěma způsoby. První možností je zadání informací ručně, při vytváření kamenu
spolu s ostatními informacemi ve formuláři, druhou možností je využití služby běžící na
pozadí, která získá požadované informace a automaticky je uloží do databáze.
Spolu s GPS souřadnicemi se ukládá jejich přesnost, azimut kompasu a nadmořská
výška.
Tyto informace jsou také využívány k výpočtu vzdálenosti mezi pozicí uživatele a pozicí
jednotlivých kamenů. V aktivitě zobrazující mapu jsou tyto informace využívány k řazení
seznamu nepřelezených cest podle vzdálenosti od uživatele a přidávají tak další možnost
výběru.
Další využití kontextových informací v budoucnu, je plánováno pro zaznamenávání tras
mezi jednotlivými kameny. Ty budou zobrazeny na mapě a uživatel může jednoduše zvolit
správnou cestu ke kameni, na kterém se nachází požadovaná cesta.
3.4 Synchronizace klienta a serveru
Dalším požadavkem na systém je schopnost klientské aplikace nahrávat vytvářená data do
centrální databáze umístěné na serveru a následně poskytnout data ostatním uživatelům k
synchronizaci. Komunikace nemusí být zabezpečená ani šifrovaná, protože nepřenášíme cit-
livá data a požadavky na systém to explicitně nespecifikují. To umožní vytvořit komunikaci
jednodušší, což zároveň minimalizuje datový tok.
Komunikační protokol
Vzhledem k široké podpoře a rozšířenosti byl jako přenosové médium zvolen HTTP protokol,
který zapouzdřuje komunikaci nad protokol JSON-RPC (viz. kapitola 2).
Komunikaci začíná klient odesláním HTTP POST požadavku na server. Obsah poža-
davku tvoří JSON objekt mimo jiné definující název funkce a její parametry.
Server zachytí a zpracuje požadavek a pokusí se nalézt funkci s patřičnými parametry.
V případě, že funkce neexistuje, server odešle odpověď specifikující chybu. Jinak server
vyhodnotí funkci a vrátí její výsledek v odpovědi.
Aplikační rozhraní serveru
Představuje soubor funkcí, které lze na serveru spustit. Tyto funkce slouží především pro
stahování/nahrávání dat z/do centrální databáze a přihlašování uživatelů.
• Uživatelé
Provozování aplikace vyžaduje aktivního uživatele. Aplikační rozhraní tedy musí na-
bídnout vytvoření nového uživatele a přihlášení již zaregistrovaného uživatele.
• Průvodce
Synchronizaci datových podkladů průvodce je rozdělena na několik kroků. Nejprve je
v požadavku odeslán současný stav databáze klienta.
Server vyhodnotí požadavek, najde všechny položky, které klientovi chybí nebo které
byly modifikovány, a k nim uloží požadavek na cesty, které v centrální databázi chybí.
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Klient přijme požadavek, nové cesty uloží do databáze a změněné aktualizuje. Nakonec
vyhledá všechny informace, které serveru chybí a ty odešle na server.
• Přehled zemí a jejich oblastí
Při výběru, které oblasti budou uloženy v lokální databázi, nejprve musíme od serveru
získat aktuálně dostupné oblasti. Ty jsou setříděny podle země a přehledně zobrazeny






Kapitola se zabývá implementací výsledné aplikace. Celý systém byl vyvíjen v prostředí
operačního systému Windows 7 a využito bylo následujících vývojových prostředí a imple-
mentačních jazyků.
Serverová část systému je naprogramována jazykem PHP 5.3 za využití frameworku
Nette 2.0 a vývojového prostředí NetBeans 7.1.1 s doplňkem
”
PHP Nette Framework“.
Běhovým prostředím je server Apache nakonfigurovaný balíkem XAMPP1 ve verzi 1.7.7.
Aplikace pro Android je napsaná v jazyce Java 6 ve vývojovém prostředí Eclipse clasic
3.7.2. Nutností je také instalace Android SDK2 knihovny. Pro Eclipse je dostupný doplněk
ADT3, který usnadňuje vývoj aplikací pro Android.
Na některých místech jsou uvedeny zdrojové kódy, které ukazují práci s jednotlivými
komponentami nebo knihovnami. Pro přehlednost byly delší kódy přesunuty do přílohy D
a je na ně z textu odkazováno.
4.1 Manifest
Krátce k nastavení celé aplikace v souboru Android Manifestu. Použité knihovny, povolení
a ukázka zápisu aktivity.
Verze SDK
Nastavení minimální verze systému je 8 (Android 2.2) a cílená verze SDK je 15 (aktuální
Android 4.0.4).
<uses−sdk android:minSdkVers ion=”8” andro id : ta rge tSdkVer s i on=”15” />
Zvolená minimální verze systému se odvíjí od aktuálního využití verzí systému Android,
jak je vidět na obrázku 1.1, většina zařízení využívá verzi 2.2 a vyšší, proto byla tato verze
zvolena jako minimální.
Povolení
Aplikace potřebuje pro svůj běh povolení k přístupu k některým částem systému. Povolení
INTERNET a ACCESS NETWORK STATE slouží pro zjištění stavu sítě a možnost připojení
1XAMPP - X (jakýkoliv operační systém), Apache, MySQL, PHP a Perl
2SDK - Software Development Kit - soubor knihoven pro vývoj softwaru
3Android Development Tool - soubor vývojových nástrojů pro vývoj aplikací na platformě Android
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k internetu, WRITE EXTERNAL STORAGE je nutné pro přístup na externí úložiště a AC-
CESS FINE LOCATION umožňuje získání GPS souřadnic pomocí GPS modulu nebo sítě.
Povolení VIBRATE je využito při kreslení cesty jako reakce na LongTouch viz. níže.
<uses−permis s ion android:name=” android . permis s ion .INTERNET” />
<uses−permis s ion android:name=” android . permis s ion .ACCESS NETWORK STATE” />
<uses−permis s ion android:name=” android . permis s ion .WRITE EXTERNAL STORAGE” />
<uses−permis s ion android:name=” android . permis s ion .VIBRATE” />
<uses−permis s ion android:name=” android . permis s ion .ACCESS FINE LOCATION” />
Knihovny
V aplikaci se využívá komponenty MapView, která je poskytnuta v externí knihovně a je
tedy nutné ji k aplikaci připojit. Toto se definuje uvnitř elementu definující tělo aplikace.
<a p p l i c a t i o n a n d r o i d : l a b e l=” @str ing /app name” . . . >
<uses−l i b r a r y android:name=”com . goog l e . android . maps” />
. . .
</ a p p l i c a t i o n>
Aktivita
Ukázka zápisu definice aktivity zobrazující spouštěcí obrazovku aplikace. Atribut name se
odkazuje na třídu, která aktivitu implementuje, a label slouží jako popisel aktivity.
<a p p l i c a t i o n . . . >
<a c t i v i t y android:name=” . u i . a c t i v i t y . Startup ”
a n d r o i d : l a b e l=” @str ing /app name” >
<in tent− f i l t e r>
<ac t i on android:name=” android . i n t e n t . a c t i on .MAIN” />
<category android:name=” android . i n t e n t . category .LAUNCHER” />
</ intent− f i l t e r>
</ a c t i v i t y>
. . .
</ a p p l i c a t i o n>
4.2 Databáze a ORM
Pro vytvoření tříd tvořících ORM vrstvu byl využit DaoGenerator. Je to nástroj dodávaný s
knihovnou GreenDao a práce s ním je velice jednoduchá. Nejprve je nutné vytvořit schéma.
První parametr je verze schématu - to se využívá při aktualizaci databáze. Druhý je jméno
balíčku, ve kterém budou výsledné třídy uloženy. [kód D.1.1]
Jakmile je schéma vytvořené, můžeme do něho přidávat entity. Těm lze přidávat atributy
a definovat relace mezi nimi. [kód D.1.2]
Postupně tak definujeme všechny entity, atributy a relace a generátor z nich vygeneruje
patřičné třídy. Ty mimo jiné obsahují gettry a settry - metody pro získání a uložení atributů
se jmény getAtribut() a setAtribut().
Při použití vygenerované ORM vrsty musíme nejprve získat instanci databáze a vytvořit
novou DaoSession, pomocí které získáme instance pomocných tříd se jménem entitaDao,
se kterými již můžeme snadno pracovat. [kód D.1.3]
Pro více příkladů lze nahlédnou do zdrojových kódů aplikace nebo na oficiální stránky
projektu1.
1GreenDao – oficiální stránky v angličtině – http://www.greendao-orm.com/
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4.3 ActionBarSherlock
Oproti používání nativního ActionBaru (dále AB) dostupného v novějších verzích systému
Android se práce s ActionBarSerlock (dále ABS) liší minimálně. Pro většinu tříd zastu-
pujících aktivity (Activity, ListActivity, . . . ) existují jejich varianty s předponou Sherlock.
Pro přístup k AB lze rozšířit některou SherlockActivity, která poskytuje metodu getSup-
portActionBar(). Ta vrátí instanci AB v závislosti na prostředí. U verze systému, která ho
podporuje nativně, vytvoří a vrátí jeho instanci, u ostatních vytvoří instanci z tzv. support
balíčku1.
Se získanou instancí AB lze již pracovat jako by byl podporován nativně. Lze tedy
volat jednotlivé jeho funkce, přidávat akce nebo záložky, měnit logo nebo titulek a spoustu
dalších. [kód D.2]
Pro systém Android existuje knihovna Roboguice, která je implementací knihovny spo-
lečnosti Google se jménem Guice. Ta přináší na Android možnost využití Dependency In-
jection (vkládání závislostí). To znamená že komponenty nemusejí mít přístup k žádanému
objektu již při sestavování programu. Instanciaci zajišťuje Dependency provider (poskyto-
vatele závislostí), který pro nás získá požadovaný objekt. Tento přístup odstraňuje opakující
se části kódu, které jsou při vytváření objektů nutné. Použití je následující.
@In j ec tS t r ing ( r e s o u r c e i d e n t i f i k á t o r ř e t ě z c e )
S t r ing t i t u l e k ;
Doplněk Roboguice-Sherlock rozšiřuje sadu tříd SherlockActivity a umožňuje tak využít
DI přímo v aktivitách. Například Activity s podporou AB se jmenuje SherlockActivity a
s rozšířením o DI RoboSherlockActivity. Pro bližší seznámení je vhodné nahlédnout do
ukázkových kódů. [kód D.3]
4.4 Práce s SVG
Jednou z nutností, je možnost kreslit směr cesty, aby bylo pochopitelné jak která cesta vede.
Rozhodl jsem se pro to využít formát SVG, který se bude zobrazovat na pohledy kamenů
a bude přiřazen jednotlivým cestám. Tyto nákresy cest jsou uloženy v databázi v tabulce
routesketch, odkud jsou v jednotlivých částech aplikace načítány a zobrazovány uživateli.
Bohužel systém android nepodporuje nativně formát SVG a tak bylo nutné využít ex-
terní knihovny svg-android-2, která přidává základní funkcionalitu pro zpracování tohoto
formátu. Pomocí ní lze SVG načíst z řetězce nebo souboru a vytvořit z něho třídu Picture
nebo Drawable, které můžeme používat v klasických komponentách jako je ImageView pro
zobrazení obrázků. [kód D.4.1]
Vzhledem k absenci podpory SVG v celém systému, neexistuje komponenta, která by
byla schopná SVG zobrazit nebo lépe vytvořit.
Zobrazení cesty
Kameny mohou být někdy vysoké a na malém displeji by bylo těžké jednotlivé cesty rozlišit.
Využil jsem komponenty ScalableImageView [viz. C.8]. Jako zdrojový obrázek byl využit
pohled na kámen, na který byly pomocí třídy Canvas vykresleny jednotlivé nákresy cest.
Výsledný obrázek je tedy bitmapa. Tímto se samozřejmě ztratí výhoda SVG formátu, který
při zvětšení neztrácí kvalitu, nicméně pro naše účely toto řešení postačuje. [kód D.4.2]
1balíček tříd přinášející zpětnou kompatibilitu některých funkcí nových verzí na verze starší
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Nakreslení cesty
Pro kreslení cesty bylo nutné vytvořit vlastní komponentu, která by umožňovala uživateli
zobrazit obrázek kamene se všemi jeho cestami a zároveň zakreslit cestu novou. Využil jsem
existující komponentu ScalableImageView a přidal k ní reakci na dlouhý dotek uživatele tzv.
LongTouch. Při jeho detekci se nejprve zjistí souřadnice bodu, kde uživatel akci provedl,
vytvoří se nový bod a ten se uloží do pole.
V pořadí, v jakém byly body přidávány, se vykresluje cesta. První bod tvoří start cesty
a je označen úsečkou, poslední bod je šipka označující konec cesty a body uprostřed jsou
zobrazeny jako čtverečky. Všechny body jsou pak spojeny úsečkami, jak je vidět na obrázku
3.7 vpravo.
Při ukládání, se vygeneruje výsledné SVG pomocí jednoduchého vlastního generátoru
a následně se uloží do databáze.
4.5 MapActivity
Pro aktivitu zobrazující vybrané sektory na mapě jsme nejprve vytvořili třídu RoboSher-
lockMapActivity, která poskytuje ActionBar a DI, a tu jsme rozšířili na výslednou aktivitu
Map. Dále jsem využil knihovnu Android MapView Balloons (příloha C.7), která usnadní
práci s přidáváním bodů do mapy a přidává nové možnosti ovládání pro přibližování. Mapu
tak lze přiblížit dvojitým poklepáním.
O zobrazení mapy se tedy stará komponenta MapView z knihovny Google Maps API,
která zobrazuje online mapy. Pro správnou funkcionalitu je nutné komponentě specifikovat
tzv. apiKey. Je to klíč, který je potřebný k využívání Google Map API a správnou funkčnost
komponenty. Ukázka z XML souboru definující layout aktivity Map.
. . .
<com . r eady s ta t e s o f twar e . maps . TapControlledMapView
. . .
android :apiKey=” zde bude pat ř i čný apiKey” />
. . .
Klíč je závislý na certifikátu, se kterým je aplikace publikována a musí se vygenerovat
z otisku certifikátu. Vice zde. [5].
K zobrazení mapy je zapotřebí aktivní přístup k internetu, což částečně odporuje poža-
davkům na aplikaci. Bohužel tato problematika je natolik rozsáhlá, že tvorba vlastní kom-
ponenty zobrazující oﬄine mapové podklady nebyla z časových důvodů možná. Doplnění o
takovou komponentu je plánováno pro její případné rozšíření.
V této aktivitě se také uživateli zobrazuje seznam cest, které dosud nepřekonal, a to v
závislosti na právě zobrazené oblasti. Seznam slouží jako rychlý odkaz na kámen, kde se
daná cesta nachází.
Podle způsobu spuštění aktivity se zobrazí buď všechny kameny nebo kameny v určitém
sektoru. Pokud kámen nemá GPS souřadnice, pak není na mapě zobrazen. [kód D.5.1]
4.6 Aplikační rozhraní serveru
Tato podkapitola se týká implementace serverové komunikační vrstvy poskytující funkce,
které lze volat pomocí protokolu JSON-RPC. Server je implementovaný za využití Nette
frameworku a jeho znalost je pro pochopení následujícího textu výhodou. Pro bližší infor-
mace lze nahlédnout do dokumentace k frameworku viz. [13].
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Při implementaci byl využit doplněk JsonRpc 2, který poskytuje podporu pro zpracování
JSON RPC požadavků a usnadní nám implementaci.
Routování
Nette využívá systém routování, který se stará o překlad doménových adres. Podle nastavení
tohoto systému pak deleguje požadavky na jednotlivé presentery (viz. dále). Je tedy nutné
vytvořit routu, která bude tvořit pomyslný vstupní bod do Aplikačního rozhraní serveru.
Zvolíme nejprve vhodnou URL1, kam se budou požadavky posílat. V době psaní baka-
lářské práce byl testovací server umístěný na vlastní doméně. Následující URL pravděpo-
dobně v budoucnu nebude funkční. Zde tedy pouze pro ukázku.
h t t p : //bp . janchva la . cz / rpc / j son
V souboru bootstrap.php, kde se nastavuje prostředí běhu systému k ní vytvoříme po-
třebnou routu.
. . .
$conta iner−>route r [ ] = new Route ( ’ rpc / j son ’ , ’ JsonRpc : d e f a u l t ’ ) ;
. . .
Routu přidáváme do speciálního pole v systémovém kontejneru a definujeme její pa-
rametry. První parametr udává tvar URL, který je v našem případě zadán relativně od
kořenové domény. Druhý parametr udává presenter a akci, se kterou je URL spojeno. Zápis
odpovídá presenteru se jménem JsonRpcPresenter a jeho akci default.
Presenter
Nette využívá třívrstvé architektury typu MVC2. Model je vrstva s přímým přístupem k
databázi poskytující data, View je vrstva, která se stará o interakci s uživatelem a zobrazo-
vání dat, a Controler tvoří prostřední vrstvu, která se stará o projení zbylých dvou vrstev.
V Nette jsou obdobou kontrolerů právě presentery.
Jelikož nebudeme zobrazovat žádná data uživateli, můžeme vrstvu View vynechat a
vytvořit jednoduchý presenter. V něm nejprve musíme inicializovat server z výše zmíněného
doplňku a nastavit potřebné handlery. Handler je třída tvořící podmnožinu funkcí, která je
označena při volání funkce pomocí tečkové notace, jak je vidět v následujícím kousku kódu
akce default. Celý kód viz. D.6.1.
. . .
// I n i c i a l i z a c e doplňku ( s e rve ru ) JsonRpc 2
$ s e rv e r = new Lightbulb \Json\Rpc2\ Server ;
// j e d n o t l i v é handlery z a j i š ť u j í podmnožinu funkc í
// např ík lad funkce SyncHandleru voláme pomocí tečkové notace
// takto ” sync . jmeno funkce ”
$server−>sync = new SyncHandler ;
. . .
Nakonec proběhne zpracování požadavku a odeslání odpovědi zpět klientovi.
1URL - Uniform Resource Locator - slouží pro přesnou specifikaci zdrojů na internetu
2MVC - Model View Controler
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Handler
Handlery zajišťují vlastní aplikační rozhraní. V našem případě bylo potřeba vytvořit dva.
UserHandler se stará o vytváření, přihlašování a synchronizaci uživatelů a SyncHandler o
synchronizaci datových podkladů průvodce. Celé API tak sestává ze tří hlavních funkcí a
funkcí pro vkládání nových položek.
• user.registerUser - registrace nového uživatele
• user.getUsersInfo - získání informacích o uživateli
• sync.guide - funkce zajišťující synchronizaci průvodce
• sync.insertRoute - vložení nové cesty od klienta (pro každou tabulku existuje jedna
funkce)
Bylo zvoleno řešení synchronizace pomocí jediné funkce. Funkce je poměrně robustní,
nicméně zjednodušuje se tím proces synchronizace a minimalizuje se počet požadavků ode-
sílaných na server.
Model
Každý handler využívá svůj vlastní model, který mu poskytuje potřebná data. Jedná se o
jednoduchou třídu, které v konstruktoru předáme objekt definující připojení k databázi. Po
vytvoření modelu můžeme volat jeho funkce.
// p ř i p o j e n í k databáz i
$connect ion = new \Nette\Database\Connection (
’ mysql : host=l o c a l h o s t ; dbname=jmeno databaze ’ ,
’ u z i va t e l ske jmeno ’ , ’ h e s l o ’ ) ;
// i n i c i a l i z a c e modelu
$model = new GuideModel ( $connect ion ) ;
// vo l án í funkce modelu ( př . v r á t í polozku z tabulky country se zadaným id )
$model−>getCountry ( $count ry id ) ;
4.7 Komunikace klient-server
Tato podkapitola se věnuje implementaci komunikace na klientské aplikaci a blíže popisuje
způsob komunikace.
Pro implementaci jsme využili externí knihovnu Apache Http Client viz. C.4, která
nahrazuje standardního HTTP klienta na Androidu. Dále byla použita knihovna pro jed-
nodušší práci s tvorbou JSON RPC požadavků a zpracování jejich odpovědí JSON-RPC
2.0 viz. C.11.
Komunikaci začíná klient vytvořením požadavku, kde specifikuje identifikátor zprávy,
název funkce a její parametry. Následující ukázky kódu se vztahují k synchronizaci dat
průvodce.
Požadavek
Identifikátor zprávy generujeme jako náhodný Integer a kontrolujeme s identifikátorem
odpovědi. Název funkce bude v tomto případě
”
guide.sync“ a parametrem požadavku je
JSON objekt. Ten je definován následovně:
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{ ” user ” : {
” id ” : ” i d e n t i f i k á t o r u ž i v a t e l e ” ,
”password” : ” he s l o u ž i v a t e l e ” ,
” a s c en t s ” : [ { . . . ob j ekt d e f i n u j í c í p ř e l e z u ž i v a t e l e . . . } , { . . . } ]
} ,
” guide ” : {
” cont inent ” : [ { . . . ob j ekt d e f i n u j í c í kont inent . . . } , { . . . } ] ,
. . .
” route s ” : [ {
” id ” : ” i d e n t i f i k á t o r řádku v tabu l ce route s ”
” modi f i ed ” : ”datum pos l edn í modi f ikace ”




Pro jednoduchost byly vynechány všechny položky, které obsahuje objekt pojmenovaný
”
guide“. Ten při odesílání požadavku obsahuje informace ze všech tabulek. Tyto informace
tvoří identifikátor řádku a čas poslední modifikace. Zdrojový kód tvorby požadavku viz.
D.6.2.
Odpověď
Při zpracování požadavku na serveru se pak podle času modifikace pozná, jestli byl zá-
znam modifikován a případně se odešle novější verze zpět klientovi nebo si server vyžádá
aktuálnější verzi.
V případě výskytu nějaké chyby, jako je špatně zavolaná funkce nebo špatné parametry
server vrátí chybovou odpověď. V opačném případě vrátí odpověď ve tvaru:
{ ” cont inent ” : {
” f r e s h ” : [
{ . . . ob j ekt nového kontinentu , který není na k l i e n t u . . . } ,
{ . . . }
] , ” changed” : [
{ . . . ob j ekt kontinentu , který byl modif ikován . . . } ,
{ . . . }
] , ” toupdate ” : [





” route s ” : { . . . }
}
Pro každou tabulku nám tedy server vrátí tři pole objektů. Pole fresh obsahuje konti-
nenty, které na klientovi chybí. Ty jsou uloženy přímo do databáze. Pole changed obsahuje
změněné položky, které klient aktualizuje ve své lokální databázi, a nakonec pole toupdate je
pole identifikátorů řádků, které na serveru chybí. Chybějící řádky vyhledá a odešle serveru,




Kapitola se zabývá testováním rychlosti komunikace klientské aplikace se serverem, použi-
telnosti uživatelského rozhraní a jeho odezvy v závislosti na velikosti databáze.
5.1 Hardware a paramtery
Testovalo se na reálném zařízení Motorola Defy s operačním systémem CyanogenMod 9
sestavení s číslem 20120416. Oficiální verze systému Android je 4.0.4 s jádrem 2.6.32.9,
procesor je ARMv7 s taktem 1000MHz, operační paměť má 488MB a rozlišení displeje je
480 × 854 obrazových bodů. Bohužel testování na emulátorech se nedá s rychlostí reálného
zařízení srovnávat a tak výše uvedené zařízení bylo jediné, na kterém se prováděly testy
výkonnosti. To je samozřejmě nedostatečné a proto se výsledky na jiných zařízeních budou
pravděpodobně lišit. Testy kompatibility byly prováděny na reálném zařízení a v emulátoru
s verzemi systému 2.2 a 2.3.
Na serveru je nainstalovaný Apache ve verzi 2.2.16 s operačním systémem Debian a
MySQL ve verzi 5.1.61.
Parametry připojení k internetu byly v době testování rychlosti komunikace změřeny
pomocí nástroje Speedtest1 a bylo naměřeno 4.57 Mbps stahování a 38 ms latence.
Při testování kompatibility nebyly nalezeny žádné chyby v aplikaci na všech testovaných
zařízeních. Aplikaci tak lze spustit na verzích systému 2.2 a vyšších.
5.2 Uživatelské rozhraní
Uživatelské rozhraní bylo vyvíjeno na základě poznatků získaných z průběžného testování
aplikace přímo mezi jejími potenciálními uživateli (lezci) a jednotlivé návrhy tak byly za-
komponovány postupně. Testování probíhalo především v druhé polovině vývoje a zúčastnili
se ho čtyři další osoby.
Hlavním cílem bylo rychlé provedení akcí a jednoduché ovládání celé aplikace. K tomu
bylo využito grafické komponenty ActionBar a jeho ActionMenu.
Uživatelskému rozhraní byla vytýkána aktivita zobrazující kámen, kdy je náhled zobra-
zen pouze na polovině displeje a je tak docela malý. To bylo vyřešeno komponentou, která
dokáže obrázek zvětšit a uživatel si tak může přiblížit místo, které potřebuje.
1Speedtest--www.speeedtest.net
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položky v databázi operace 1 [ms] operace 2 [ms] operace 3 [ms]
500 820 338 6 104
1 000 1 211 695 10 645
2 500 2 419 1 993 27 532
5 000 5 623 4 881 x
7 000 8 187 7 732 x
Tabulka 5.1: Rychlost jednotlivých operací
Další slabou část návrhu uživatelé poznačili jako nemožnost přidat náhled kamenu jinak
než z fotoaparátu mobilního zařízení a nemožnost obrázek otočit tak, aby byl ve správné
poloze. Tato funkce bohužel nebyla implementována a plánuje se pro případné vylepšení.
Odezva uživatelského rozhraní s databází obsahující 1500 položek a méně, byla na tes-
tovacím zařízení plynulá. S velkým počtem cest v databázi se, při zobrazení všech cest,
objevilo občasné zaseknutí seznamu při jeho posouvání. Nikdy však nebylo nutné aplikaci
ukončit z důvodu nečinnosti, protože většina náročných operací je prováděna mimo vlákno
uživatelského rozhraní a to není blokováno.
5.3 Výkonnostní testy
Testy zaměřené na výkon jsou do velké míry ovlivněny testovaným zařízením. Je z nich pa-
trné, že velké množství položek v databázi vyžaduje mnoho výpočetního času a samozřejmě
také dostatečné množství operační paměti.
Předpokládaná velikost databáze při reálném použití je 1000 – 2500 položek, což odpo-
vídá přibližné třem větším lezeckým oblastem. Vzhledem k možnosti existence náhledů k
jednotlivým kamenů by pro takový počet položek bylo potřeba dodatečně stáhnout zhruba
50 – 300 MB obrazových dat v závislosti na velikosti komprese a počtu dodaných fotografií.
Tabulka 5.1 ukazuje výsledky testování následujících operací:
• operace 1 – zobrazení bodů na mapě
• operace 2 – vložení položek do seznamu (ListView)
• operace 3 – stáhnutí položek ze serveru
Komunikace klienta a serveru je do značné míry ovlivněna rychlostí připojení k inter-
netu. Výsledky ukazují synchronizaci smyšlených testovacích dat, které jsou v porovnání s
reálnými daty větší. Jak je vidět z tabulky, synchronizace 2500 položek trvala přibližně 30s.
To je podobná hodnota, kterou uživatelé označovali jako kritickou pro jednu dlouhotrvající
operaci, kdy uživatel nemůže s aplikací pracovat.
Možným budoucím řešením tohoto problému by bylo přesunutí komunikace do služby,
která by běžela na pozadí a uživatel by tak stále měl přístup k aplikaci.
Testování také odhalilo několik nedostatků, které jsem si při návrhu úplně neuvědomil.
V první řadě není správně navržen komunikační protokol, který je s rostoucím počtem
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položek velice náročný na operační paměť. Pokud se tedy stahuje velké množství položek ze
serveru, aplikace musí serializovat velké množství objektů a dojde jí paměť. To je znázorněno
v tabulce křížkem místo časového údaje. Aplikace je v tomto případě násilně ukončena
systémem, který vyhodí výjimku java.lang.OutOfMemoryError.
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Závěr
Kapitola shrnuje plnění jednotlivých částí zadání práce a naznačuje možný budoucí rozvoj
a reálné využití aplikace. Ta přináší na platformu Android službu elektronického průvodce
skalních oblastí, která momentálně na trhu chybí.
Plnění zadání
Doposud jsem s programováním aplikací pro mobilní zařízení neměl žádnou zkušenost.
Seznámení se zásadou tvorby aplikací pro OS Android mi přineslo další pohled na tvorbu
programů, který je značně odlišný od programování desktopových aplikací. Přináší svět
plný diverzity a omezení, ale za to nabízí mobilitu a využití omezené snad jen fantazií
programátora.
Při psaní bakalářské práce nebyla na trhu aplikace splňující požadavky na elektronického
průvodce skalních oblastí pro platformu Android a programy climbdroid nebo Better Beta
jsou spíše pouhou databází, jak ji známe z dnes již existujících webových projektů.
Při návrhu systému jsem dbal na jeho jednoduchost a použitelnost a vznikl tak systém
schopný uchovávat lezecké cesty a uživatelské informace v podobě deníčku přelezených
cest. Systém je rozdělený na server spravující centrální databázi a klientské aplikace se svou
vlastní lokální databází. Tyto dvě části systému komunikují přes webové služby pomocí
protokolu JSON-RPC.
Kontextové informace jsou ukládány do databáze, jako doplňující informace ke kame-
nům, a jsou využívány k jejich zobrazování na mapě a výpočtu jejich vzdálenosti od aktuální
polohy uživatele.
Uživatelské statistiky tvoří seznamy uživatelem přelezených cest, seznam naposledy zob-
razených cest a jednoduchou část aplikace s informacemi o počtu a obtížnosti přelezených
cest. Aplikace se automaticky přizpůsobuje zobrazené oblasti a podle ní uživateli nabízí
seznam cest, které doposud nezdolal.
Možná rozšíření
Při testování jsem v aplikaci objevil chybu v návrhu komunikačního protokolu, který ne-
funguje pro velké množství cest. Zatím v databázi není tolik cest, aby se k tomuto stropu
uživatelé přiblížili, takže pro reálné využití aplikace toto nepředstavuje bezprostřední pro-
blém, ale je nutné jej opravit.
Jako budoucí rozšíření je plánováno vytvoření několika služeb. Služba obstarávající syn-
chronizaci nahradí současnou verzi, která neumožňuje využívání programu během synchro-
nizace, služba zajišťující upozornění na aktualizace databáze a služba zachycující trasy mezi
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jednotlivými kameny. Dále bude přidána část pro vytváření seznamů s projekty k přelezení a
plánuje se propojení aplikace se sociálními sítěmi, jako je Google+, facebook nebo Twitter.
Budoucnost projektu
Dnešní trh s mobilními aplikacemi nenabízí nástroj pro snadnou tvorbu grafických prů-
vodců. Tato aplikace se snaží tento prostor zaplnit a nabídnou tak lezecké komunitě alter-
nativu k dnes nejčastěji využívaným tištěným průvodcům.
Budoucí využití však nejvíce závisí na oblíbenosti aplikace mezi uživateli, kteří budou
tvořit obsah. Jako základ obsahu je plánováno spojení s již existující databází umístěnou
na serveru Pure Bouldering1, která v současnosti obsahuje přes dva tisíce cest.
1Pure Bouldering – http://www.purebouldering.com
37
Literatura
[1] BRAY Tim. Say Goodbye to the Menu Button [online]. 2012, [cit. 2012-05-04]. URL
http://android-developers.blogspot.com/2012/01/
say-goodbye-to-menu-button.html
[2] CROCKFORD D.. RFC 4627 application/json [online]. červenec 2006,
[cit. 2012-03-29]. URL http://www.ietf.org/rfc/rfc4627.txt?number=4627
[3] GARGENTA Marko. Learning Android: Building Applications for the Android
Market. O’Reilly Media, březen 2011, 268 s., ISBN 978-1-449-39050-1.
[4] Google Inc.. Android Design [online]. 2012, [cit. 2012-04-07]. URL
http://developer.android.com/design/index.html
[5] Google Inc.. Obtaining a Maps API Key [online]. 2012, [cit. 2012-05-07]. URL
https://developers.google.com/maps/documentation/android/mapkey
[6] Google Inc.. Android API levels [online]. březen 2012, [cit. 2012-03-28]. URL
http://developer.android.com/guide/appendix/api-levels.html
[7] Google Inc.. The AndroidManifest.xml File [online]. březen 2012, [cit. 2012-03-28].
URL
http://developer.android.com/guide/topics/manifest/manifest-intro.html
[8] Google Inc.. What Is Android? [online]. březen 2012, [cit. 2012-03-27]. URL
http://developer.android.com/guide/basics/what-is-android.html
[9] JSON-RPC Working Group. JSON-RPC 2.0 Specification [online]. březen 2010,
[cit. 2012-03-29]. URL
http://manuals.kerio.com/connect/api/7.2.0/en/specification/index.html
[10] JSON.org. Introducing JSON [online]. [cit. 2012-03-29]. URL http://www.json.org/
[11] MEDNIEKS Z., L. DORNIN, G. B. MEIKE a M. NAKAMURA. Programming
Android: Java Programming for the New Generation of Mobile Devices. O’Reilly
Media, červenec 2011, 502 s., ISBN 978-1-449-38969-7.
[12] MURPHY Mark. Android 2: Průvodce programováním mobilních aplikací. Computer
Press, a.s., březen 2011, 376 s., ISBN 978-80-251-3194-7.




Příloha A Obsah DVD 40
Příloha B Zkratky a symboly 41
Příloha C Použité externí knihovny 42




Příloha popisuje strukturu adresářů a soubory, které obsahuje přiložený kompaktní disk.
/doc – adresář s textem bakalářské práce
/src-client – adresář se zdrojovými soubory klientské aplikace
/src-server – adresář se zdrojovými soubory serveru




zkratka celý název vysvětlení
OS Operating System operační systém
PC Personal Computer osobní počítač
SIP Session Initiation Protocol protokol pro inicializaci relací
VoIP Voice Over IP protokol umožňující přenos digitalizovaného
hlasu po síti
NFC Near Field Communication technologie pro komunikaci zařízení na krátkou
vzdálenost
YAFFS Yet Another Flash File System souborový systém pro paměťová zařízení typu
Flash
JVM Java Virtual Machine Virtuální stroj Java
DVM Dalvik Virtual Machine Virtuální stroj Dalvik
UI User Interface Uživatelské rozhraní
GPS Global Positioning System systém pro učování zeměpisné polohy
XML Extensible Markup Language podmnožina značkovacího jazyka SGML
ANR Activity Not Responding Dialog, který se zobrazí, pokud aktivita nerea-
guje po dobu cca 5s.
HTTP Hypertext Transfer Protocol internetový protokol pro přenášení dokumentů
JSON JavaScript Object Notation Javascriptový zápis objektů
RPC Remote Procedure Call vzdálené volání procedur
PDF Portable Document Format formát dokumentových souborů ukládaný nezá-
visle na software a hardware
SD Secure Digital typ paměťové karty
SVG Scalable Vector Graphics značkovací jazyk pro popis vektorové grafiky
ORM Object-Relation Mapping objektově relační mapování
DI Dependency Injection vkládání závislostí
MVC Model View Controler třívrstvý návrhový vzor





Seznam externích využitých knihoven s popisem jejich využití v naší aplikaci a licencí, pod
kterou jsou dostupné.
C.1 ActionBarSherlock
Přináší zpětnou kompatibilitu pro Action Bar až k verzi OS Android 2.1. Knihovna byla
použita s rozšířením RoboGuice-Sherlock, která poskytuje doplnění aktivit o možnost vy-
užití tzv. Dependency Injection (viz. dále), a ActionBarSherlock Maps, který přináší Acti-
onBar i pro MapActivity.
Licence: Apache License 2.0
Zdroj: http://www.actionbarsherlock.com
C.2 Roboguice a Dependency Injection
Soubor knihoven umožňující využít DI pomocí anotací. DI je návrhový vzor, který umožňuje
komponentám vytváření až za běhu aplikace a ne nutně při její kompilaci. V aplikaci je
využívána v aktivitách pro zjednodušení kódu.
Licence: Apache License 2.0
Zdroj: http://code.google.com/p/roboguice/
C.3 GreenDao
Knihovna tvořící ORM vrstvu pro přístup k SQLite databázi. Jako doplněk této knihovny
se dodává DaoGenerator, pomocí kterého lze jednoduše nadefinovat entity, jejich atributy
a vygenerovat z nich třídy, které definují celkovou strukturu databáze.
Licence: Apache License 2.0
Zdroj: http://www.greendao-orm.com/
C.4 Apache Http client
Verze klienta pro komunikaci pomocí HTTP protokolu. Knihovna byla využita kvůli jed-
nodušší práci při odesílání obrázků na server a prací s MIME1 type.
Licence: Apache License 2.0
Zdroj: http://hc.apache.org/httpcomponents-client-ga/index.html
1MIME (Multipurpose Internet Mail Extensions) – Víceúčelová rozšíření internetové pošty
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C.5 Google Gson
Knihovna je využita při (de)serializaci objektů. Je využívána při komunikaci se serverem,
kde je nutné převést objekty do JSON formátu, aby je bylo možné přenést po síti.
Licence: Apache License 2.0
Zdroj: http://code.google.com/p/google-gson/
C.6 svg-android-2
Tato knihovna dokáže převést SVG soubor (pro Android jinak nečitelný) na Bitmapu, se
kterou se dá jednoduše pracovat a zobrazit uživateli například pomocí ImageView.
Licence: Apache License 2.0
Zdroj: http://code.google.com/p/svg-android-2/
C.7 Android MapView Balloons
Knihovna poskytující vrstvu pro komponentu MapView zobrazující definované body na
mapě. Po kliknutí na bod se zobrazí komponenta zobrazující rozšířené informace o bodu.
Licence: Apache License 2.0
Zdroj: https://github.com/jgilfelt/android-mapviewballoons
C.8 ScalableImageView
Jednoduchá vizuální komponenta umožňující jednoduchá dotyková gesta jako je zvětšení čí
zmenšení pomocí dvou prstů nebo poklepáním. Původní verze byla rozšířena o reakci na
dlouhé držení prstu a byly odstraněny zastaralé konstanty.
Licence: Apache License 2.0
Zdroj: http://code.google.com/p/scale-imageview-android/
C.9 LazyList
Jednoduchá komponenta umožňující asynchronní nahrávání obrázků, které se zobrazují v
seznamu spolu s dalším textem. Komponenta byla mírně upravena pro účely projektu.
Změněny byly statické řetězce definující cesty ke složce, kde se obrázky cachují a byla




Knihovna pro práci s řetězci převzata z projektu Apache Commons. Importována byla
pouze jedna třída z balíčku org.apache.commons.lang.text se jménem WordUtils. Využita
je kvůli absenci některých funkcí v systému Android.




Implementace klienta pro JSON rpc komunikaci napsaná v jazyce Java. Poskytuje pro-
středky pro vytváření požadavků a zpracování odpovědí.






Ukázka zdrojových kódů pro práci s knihovnou GreenDao. Tyto kódy se vztahují ke kapitole
4.2.
D.1.1 Vytvoření schématu
1 f i n a l S t r ing PACKAGE = ” cz . janchva la . android . cgu ide . database . t a b l e ” ;
2 f i n a l i n t VERSION = 1 ;
3
4 Schema schema = new Schema ( VERSION, PACKAGE) ;
D.1.2 Vytvoření Entity
1 // vytvořen í e n t i t y
2 Entity country = schema . addEntity ( ” country ” ) ;
3
4 // př idán í primárního k l í č e
5 country . addIdProperty ( ) ;
6
7 // nastaven í a t r ibutu typu ’ Long ’ , k t e r é nemůže být prázdný
8 Property c o n t i n e n t i d = country . addLongProperty ( ” c o n t i n e n t i d ” )
9 . notNul l ( ) . getProperty ;
10 . . .
11
12 // a t r i b u t ’ c o n t i n e n t i d ’ j e c i z ím kl íčem do e n t i t y ’ country ’
13 // vztah 1 . . 1
14 t a b l e . addToOne( cont inent , c o n t i n e n t i d ) ;
15
16 // de f i nova t l z e s p o j e n í i opačně tentokrá t z e n t i t y ’ cont inent ’
17 // k e n t i t ě country − vztah 1 . . 0 − ∗
18 cont inent . addToMany( country , c o n t i n e n t i d ) ;
D.1.3 Použití
1 // jméno databáze
2 f i n a l S t r ing DB NAME = ” cguide . db” ;
3
4 // z í s k á n í databáze s prývy záp i su
5 SQLiteDatabase db = new DaoMaster . DevOpenHelper ( context ,
6 DB NAME, n u l l ) . getWritableDatabase ( ) ;
7
8 // vytvoříme s e s s i o n a získáme i n s t a n c i CountryDao
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9 CountryDao countryD = new DaoMaster (db ) . newSession ( ) . getCountryDao ( ) ;
10
11 // načteme country s primárním kl íčem s hodnotou 10
12 country mCountry = countryD . load ( 1 0 ) ;
13
14 // získáme seznam všech o b l a s t í , k te rá j sou v načtené zemi
15 List<crag> c r a g L i s t = mCountry . getCragLis t ( ) ;
16
17 // získáme c i z í k l í č do tabulky ” cont inent ”
18 Long c o n t i d = mCountry . ge tCont inent id ( ) ;
19
20 // l z e z í s k a t rovnou i n s t a n c i ” cont inent ”
21 cont inent mCont = mCountry . getCont inent ( ) ;
D.2 ActionBarSherlock
Ukázka kódu pro práci s knihovnou ActionBarSherlock přinášející podporu ActionBaru i
pro starší verze platformy Android, které jej nativně nepodporují.
Ukázka neobsahuje import knihoven a slouží pouze jako ukázka práce s ActionBarem.
1 pub l i c c l a s s Test extends She r l o ckAct i v i t y {
2 protec ted f i n a l i n t TAB ID = 0 ;
3 p r i v a t e ActionBar ab ;
4
5 protec ted void onCreate ( Bundle savedIns tanceState ) {
6 // z í s k á n í i n s t anc e ActionBaru
7 ab = getSupportActionBar ( ) ;
8 // nastaven í typu navigace na Záložky
9 ab . setNavigationMode ( ActionBar .NAVIGATION MODE TABS) ;
10 // př idán í zá ložky do navigace
11 ab . addTab( ab . newTab ( ) . setText ( ” Continents ” ) , TAB WORL ID) ;
12 // nastaven í ikony ze zdro jů
13 ab . s e t I c o n (R. drawable . i c l o c a t i o n m a p l i g h t ) ;
14 }
15
16 pub l i c boolean onCreateOptionsMenu (Menu menu) {
17 // př idán í akce na ActionBar s příznakem z o b r a z i t vždy
18 menu . add (0 , TAB ID , TAB ID , ” Test ” )
19 . setShowAsAction ( MenuItem .SHOW AS ACTION ALWAYS) ;
20 re turn true ;
21 }
22
23 pub l i c boolean onOptionsItemSelected (MenuItem item ) {
24 i f ( item . getItemId ( ) == TAB ID){
25 // zpracování k l i k n u t í na akc i
26 re turn true ;
27 } e l s e





Ukázka práce s DI s využitím knihovny RoboGuice-Sherlock;
1 pub l i c c l a s s RoboTest extends RoboSher lockAct iv i ty {
2 // z í s k á n í view − TextView zarovnané na s t ř ed
3 @InjectView (R. id . c en t e r ed t ex tv i ew ) TextView mTView ;
4
5 // z í s k á n í zd ro j e − t e s t o v a c í t ex t
6 @InjectResource (R. s t r i n g . t e s t t e x t ) S t r ing mText ;
7
8 protec ted void onCreate ( Bundle savedIns tanceState ) {
9 // nastaven í r o z l o ž e n í GUI z XML souboru
10 setContentView (R. layout . t e x t v i e w c e n t e r ) ;
11
12 // nemusíme se s t a r a t o i n s t a n c i a c i TextView ani ř e t ě z c e
13 // toto za nás obstará DI




Ukázka kódů pro práci s knihovnou svg-android-2.
D.4.1 Získání SVG z databáze a převod na Drawable
1 SVG sketch ;
2 Drawable sketchDrawable ;
3 route mRoute ;
4 // načteme ’mRoute ’ z databáze
5 . . .
6 // získáme L i s t všech nákresů ce s ty
7 List<routesketch> r s L i s t = mRoute . getRouteketchLis t ( ) ;
8
9 f o r ( route ske t ch r s : r s L i s t ){
10 // dekódujeme ř e t ě z e c z databáze na SVG
11 sketch = SVGParser . getSVGFromString ( r s . getSVG ( ) ) ;
12
13 i f ( sketch != n u l l ) {
14 // nákres není prázdný , vytvoříme z něho Drawable
15 sketchDrawable = sketch . reatePictureDrawable ( ) ;
16
17 // nyní můžeme s SVG pracovat jako s t ř ídou Drawable




D.4.2 Zobrazení SVG v ScalableImageView
1 Canvas mCanvas ;
2 SVG sketch ;
3 Bitmap image ;
4 @InjectView (R. id . s i v s c a l a b l e v i e w ) ScalableImageView s i v ;
5 // dekódujeme ’ sketch ’ z ř e t ě z c e z databáze
6 // ’ image ’ j e pohled na kámen − načteme z SD karty
7 // i n i c i a l i z u j e m e ’ s i v ’
8 . . .
9
10 i f ( sketch != n u l l ) {
11 // vytvoříme ’ Canvas ’ z pohledu
12 mCanvas = new Canvas ( stoneImage ) ;
13 // vykres l íme SVG na pohled
14 mCanvas . drawPicture ( sketch . g e tP i c tu r e ( ) ,
15 new Rect (0 , 0 , image . getWidth ( ) , image . getHeight ( ) ) ) ;
16
17 // nastavíme ’ s i v ’ vytvořený obrázek
18 s i v . setImageBitmap ( image ) ;
19 }
D.5 Mapa
Ukázka kódů pro práci s knihovnou Android MapView Balloons a kódy vztahující se k
aktivitě Map.
D.5.1 Přidání bodů do mapy
1 // TabControlledMapView − s tandardní MapView r o z š í ř e n á
2 // o ov ládán í dvojitým poklepáním
3 @InjectView (R. id . mv map mapview ) TapControlledMapView mapView ;
4 // r o z š i ř e n í Bal loonItemizedOver lay , kte rá poskytuje vrstvu z o b r a z u j í c í
5 // body a k nim doplňkové informace v podobě vyskakovacích bubl in
6 SimpleItemizedOver lay i temizedOver lay ;
7
8 // seznam kamenu se souřadnicemi
9 List<stone> s tone s ;
10 //pomocný bod r e p r e z e n t u j í c í souřadn ice kamene
11 GeoPoint gp ;
12 // OverlayItem r e p r e z e n t u j e daný kámen a informace zobrazene v bubl ině
13 OverlayItem o l i ;
14
15 f o r ( s tone item : s tone s ){
16 // GPS j sou u kamene uloženy jako ’ Double ’ j e nutné j e převé s t
17 gp = new GeoPoint ( ( i n t ) ( item . ge tLat i tude ( ) ∗ 1E6 ) ,
18 ( i n t ) ( item . getLongitude ( ) ∗ 1E6 ) ) ;
19 // vytvoříme novou položku
20 o l i = new OverlayItem ( gp , item . getName ( ) , add i t i ona lText ) ;
21 // přidáme bod do vrstvy
22 i temizedOver lay . addOverlay ( item . get Id ( ) , o l i ) ;
23 }
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D.6 Implementace komunikace klienta a serveru
Část věnující se implementaci komunikace klienta a serveru. Kódy jsou uvedeny jak pro
server tak pro klienta - to specifikováno u každého kódu zvlášť.
D.6.1 Nette a presenter zpracovávající JSON-RPC požadavky
Zdrojový kód vztahující se k implementaci serveru a jeho presenteru.
1 // t ř í d a pre s ente ru
2 c l a s s JsonRpcPresenter extends Nette\Appl i ca t ion \UI\Presente r {
3 // akce ” d e f a u l t ”
4 pub l i c func t i on renderDe fau l t ( ) {
5 // I n i c i a l i z a c e doplňku ( s e rve ru ) JsonRpc 2
6 $ s e rv e r = new Lightbulb \Json\Rpc2\ Server ;
7
8 // j e d n o t l i v é handlery z a j i š ť u j í podmnožinu funkc í
9 // např ík lad funkce SyncHandleru voláme pomocí tečkové notace
10 // takto ” sync . jmeno funkce ”
11 $server−>use r s = new UsersHandler ;
12 $server−>sync = new SyncHandler ;
13
14 // p o t l a č e n í standardního zpracování výstupu
15 $server−>supressOutput ( ) ;
16 $response = $server−>handle ( ) ;
17
18 // pokud j e odpověď prázdná , pos í láme prázdnou textovou odpověď
19 i f ( ! empty ( $response ) | | i s a r r a y ( $response ) ) {
20 $th i s−>sendResponse (new \Nette\Appl i ca t ion \Responses\JsonResponse ( $response ) ) ;
21 } e l s e {




D.6.2 Android a tvorba požadavku
Tvorba požadavku na Androidu pomocí knihovny JSON-RPC 2.0 C.11.
1 // param j e JSON objekt def inovaný tak , jak bylo uvedeno v k a p i t o l e 4 . 7
2 JSONObject param ;
3 // s p e c i f i k a c e metody a č í s l a požadavku
4 JSONRPC2Request r eque s t = new JSONRPC2Request ( ” sync . guide ” , r e q u e s t i d ) ;
5 // nastaven í parametrů
6 reques t . setParams ( param ) ;
7
8 // o d e s l á n í odpověďi
9 JSONRPC2Response rpcResponse = getRpcSess ion ( ) . send ( r eques t ) ;
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