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Ra´d bych na tomto mı´steˇ podeˇkoval prˇedevsˇı´m sve´mu vedoucı´mu za odborne´ vedenı´ a
tipy prˇi zpracova´nı´ te´to diplomove´ pra´ce. Dalsˇı´ podeˇkova´nı´ pak smeˇrˇujı´ ke spolecˇnosti
Microsoft, za zapu˚jcˇenı´ svy´ch produktu˚ vysoke´ kvality po dobu me´ho studia zdarma.
Bez teˇchto produktu˚ by vznik te´to pra´ce byl opravdu obtı´zˇny´. Dalsˇı´ spolecˇnostı´, ktera´
si zaslouzˇı´ podeˇkova´nı´ je NVidia, ktera´ ma´ dokumentace ke svy´m produktu˚m, zejme´na
pak frameworku PhysX, zpracova´ny opravdu kvalitneˇ. Nakonec deˇkuji me´ katedrˇe za
zapu˚jcˇenı´ hardwarovy´ch prostrˇedku˚, dı´ky ktery´m jsem mohl na te´to pra´ci pracovat.
Abstrakt
Na´plnı´ te´to diplomove´ pra´ce je na´vrh a implementace simula´toru fotbalu robotu˚ simu-
lujı´cı´m rea´lnou fyziku. V prvnı´ cˇa´sti se podı´va´m na fotbal robotu˚ obecneˇ, abych vyvodil
pozˇadavky, ktere´ se na takovy´to simula´tor kladou. Pote´ se zameˇrˇı´m na technologie, ktere´
ve sve´m rˇesˇenı´ vyuzˇı´va´m k uspokojenı´ teˇchto pozˇadavku˚. Azˇ Va´s hrubeˇ sezna´mı´m s
pouzˇity´mi softwarovy´mi prostrˇedky, prˇistoupı´m k popisu vlastnı´ho rˇesˇenı´ a sezna´mı´m
Va´s s jeho mozˇnostmi a zpu˚soby ovla´da´nı´.
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Abstract
Themain goal of this diploma thesis is to design and implement a robot’s soccer simulator
capable of real physics simulation. In first part of this document, I will guide you through
general principes of robot’s soccer. Main purpose of this is to deduce requirements which
applies on such simulator. Then i will focus on technologies, which i am using to comply
with defined requirements. After youwill get introducedwith used software instruments,
I will describe my solution its options and ways to control it.
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Seznam pouzˇity´ch zkratek a symbolu˚
PhysX – NVidia PhysX SDK
Cooking – NVidia Cooking SDK
obj – soubor obsahujı´cı´ 3D model ve forma´tu Wavefront
TCP/IP – Transmission Control Protocol / Internet Protocol
MSDNAA – Microsoft Developer Network Academic Alliance
FIRA – Federation of International Robot-soccer Association
GLSL – OpenGL Shading Language
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51 U´vod
V poslednı´ch letech se stal fotbal robotu˚ zajı´mavou veˇdeckou disciplı´nou, ve ktere´ je
nutno rˇesˇit rˇadu proble´mu˚ z ru˚zny´ch disciplı´n. Jako prˇı´klady bych uvedl oblasti umeˇle´
inteligence, zpracova´nı´ obrazu a rˇı´dı´cı´ a regulacˇnı´ techniky.
Jak je tomu ve fotbalu skutecˇne´m, tak i ve fotbalu robotu˚ hrajı´ dva muzˇstva robotu˚
proti sobeˇ podle definovany´ch pravidel. Tyto pravidla jsou pochopitelneˇ prˇizpu˚sobeny
technicky´m mozˇnostem robotu˚.
Robotu˚, kterˇı´ hrajı´ fotbal, je vı´ce druhu˚. Po sveˇteˇ existuje neˇkolik sdruzˇenı´, ktere´ se
pra´veˇ stanovenı´m technicky´ch parametru˚ a pravidel robotu˚ zaby´vajı´. Jednou z teˇchto
organizacı´ je FIRA (Federation of Inernational Robotsoccer Association), ktera´ pocha´zı´ z
Jizˇnı´ Koreje a byla zalozˇena roku 1995. Tato organizace definovala hned neˇkolik druhu˚
robofotbalistu˚.
Vsˇichni tito roboti vsˇak majı´ jednu spolecˇnou vlastnost, a tou jsou na´klady na jejich
porˇı´zenı´ a provoz.Cı´lem te´topra´ce je odstranit pra´veˇ tutoprˇeka´zˇkuv technicke´mpokroku
a umozˇnit tak rozsˇı´rˇit rˇady badatelu˚, prˇı´padneˇ umozˇnit teˇm sta´vajı´cı´m pracovat s roboty
z pohodlı´ domova.
Prostrˇedkem, ktery´m toho hodla´m dosa´hnout je implementace softwarove´ho dı´la,
simula´toru fotbalu˚ robotu˚, ktery´ bude veˇrneˇ simulovat chova´nı´ robotu˚ po stra´nce za´konu˚
fyziky a rovneˇzˇ bude poskytovat graficky´ vy´stup podobny´ skutecˇnosti. Navrzˇeny´ simula´-
tor bude schopen simulovat vsˇechny druhy robofotbalistu˚, kterˇı´ se svy´mi vlastnostmi
podobajı´ robotu˚m MiroSot definovany´m sdruzˇenı´m FIRA.
62 Fotbal robotu˚
U´cˇelem tohoto oddı´lu nenı´ plneˇ zadefinovat fotbal robotu˚. To jemimo ra´mec tohoto textu,
nicme´neˇ Va´sma´ hrubeˇ sezna´mit s vlastnostmi, ktere´ se budou v implementaci simula´toru
uvazˇovat. Prˇesna´ pravidla naleznete na stra´nka´ch sdruzˇenı´ FIRA.
Klasicky´ za´pas fotbalistu˚ MiroSot je rˇı´zen pocˇı´tacˇem, jde o za´pas pocˇı´tacˇ vs pocˇı´tacˇ,
kde kazˇdy´ ty´m ma´ pro pokyny svy´m robo fotbalistu˚m, implementova´n svu˚j software.
Tento software musı´ by´t schopen rozpoznat v jake´m stavu se hra nacha´zı´ a na za´kladeˇ
toho rozhodnout jake´ pokyny vyslat svy´m robotu˚m. Vlastnı´ roboti nemajı´ zˇa´dny´ druh
senzoru˚, takzˇe naslepo poslouchajı´ pokyny, ktere´ jsou jim bezdra´toveˇ zasla´ny z rˇı´dicı´
stanice. V kvaliteˇ rˇı´dı´cı´ho softwaru lezˇı´ teˇzˇisˇteˇ cele´ hry.
Aby bylo mozˇno v rˇı´dicı´m pocˇı´tacˇi rozhodnout, ktere´mu fotbalistovi zaslat jaka´ data,
je plocha s fotbalisty snı´ma´na kamerou, a na za´kladeˇ zı´skane´ho obrazu jsou vyhodnoceny
pozice hra´cˇu˚ a jejich na´sledujı´cı´ cı´le. Tato rˇı´dicı´ smycˇka se deˇje velmi rychle, takzˇe se pohyb
jevı´ plynuly´.
Jednotlivı´ hra´cˇi se od sebe odlisˇujı´ za pomoci „dresu˚“. Jde o cˇtverec, upevneˇny´ na
vrcholu robota, tak aby byl dobrˇe videˇt, ktery´ je barevneˇ rozdeˇlen do cˇtyrˇech cˇa´stı´. Dveˇ
cˇa´sti jsou cˇerne´, jedna je obarvena barvou ty´mu a jedna ma´ doplnujı´cı´ barvu. Barvy
ty´mu jsou modra´, nebo zˇluta´. Doplnˇujı´cı´ barva urcˇuje konkre´tnı´ho robota, nebo jeho roli
(branka´rˇ, obra´nce, za´lozˇnı´k, u´tocˇnı´k).
Vlastnı´ hrˇisˇteˇ pak je cˇerne´ a matne´, aby nedocha´zelo k nezˇa´doucı´m odlesku˚m. Pocˇet
hra´cˇu˚ a rozmeˇry hrˇisˇteˇ se mohou lisˇit podle druhu fotbalove´ ligy. FIRA definovala pro
MiroSot dveˇ ligy. Strˇednı´, kdehraje za kazˇdy´ ty´m5robotu˚ na hrˇisˇti o rozmeˇrech 220x180cm
a branka je sˇiroka´ 40cm a Velkou, kde je rozmeˇr hracı´ plochy 280x220cm a branka je sˇiroka´
60cm. Hloubka branky je 15cm.
Roboty MiroSot si lze prˇedstavit jako krychli s pravidly pevneˇ stanoveny´mi rozmeˇry
do maxima´lnı´ch 75x75x75mm. A maxima´lnı´ hmotnostı´ do 600g. Poha´neˇni jsou dveˇma
koly. Stabilitu zajisˇt’ujı´ stabilizacˇnı´ kulicˇky nebo va´lecˇky. Roboti jsou vybaveni ra´diovy´m
prˇijı´macˇempro prˇı´jem rˇı´dı´cı´ch prˇı´kazu˚,motoricky´m zarˇı´zenı´m, schopny´movla´dat ota´cˇky
obou hnacı´ch kol neza´visle na sobeˇ a akumula´torem, ktery´ vydrzˇı´ prˇiblizˇneˇ 10 minut.
Tomu odpovı´da´ hracı´ doba dvakra´t 7.5minuty.
Hraje se s oranzˇovy´m golfovy´m mı´cˇkem o va´ze 46g a pru˚meˇru 42,7mm. Prˇed hrou
jsou roboti rozmı´steˇni rucˇneˇ na sve´ startovnı´ pozice. Od spusˇteˇnı´ hry nesmı´ by´t do jejı´ho
prˇerusˇenı´ manipulova´no jak s roboty, tak ani s rˇı´dı´cı´m pocˇı´tacˇem. Prˇi brance jsou roboti
opeˇt rucˇneˇ rozmı´steˇni.
Pozˇadavky na simula´tor vycha´zejı´ prˇı´mo z principu hry a z pravidel, ktery´mi se
hra rˇı´dı´. Aby bylo mozˇne´ vyvı´jet software v oblasti zpracova´nı´ obrazu, je nutne´ aby
simula´tor generoval graficky´ vy´stup podobny´ vy´stupu kamery, ktera´ by rea´lne´ roboty
snı´mala. Tento vy´stup musı´ by´t rychly´, jako bychom skutecˇneˇ snı´mali hru robotu˚ a rˇı´zenı´
mohlo by´t plynule´. Rˇekneˇme minima´lneˇ 25 snı´mku za vterˇinu.
Pro vy´voj hernı´ch strategiı´ by pak bylo vhodne´ tento mezistupenˇ prˇeskocˇit a uda´vat
pozice robotu˚ prˇesneˇ. Cˇı´mzˇ nebude vy´vojovy´ ty´m pro rˇesˇenı´ umeˇle´ inteligence robotu˚
zatı´zˇen chybou kolegu˚ z oblasti zpracova´nı´ obrazu a navı´c se nebude muset s pouzˇity´mi
technikami seznamovat a to ani na uzˇivatelske´ u´rovni.
7Pro oblast rˇı´zenı´ je pak zajı´mave´, aby roboti reagovali co nejvı´ce veˇrneˇ rea´lny´m
robotu˚m. Aby se uplatnˇovaly zna´me´ za´kony fyziky a aby se pak programy navrzˇene´
s vyuzˇitı´m tohoto simula´toru daly prˇene´st na skutecˇne´ roboty fotbalisty.
Pokud si tedy pozˇadavky shrneme, pozˇadujeme vy´pocˇet fyziky kolem robofotbalu v
rea´lne´m cˇase s mozˇnostı´ vy´stupu graficke´ho, tak i numericke´ho.
83 Pouzˇite´ technologie
3.1 Prˇehled
Protozˇe pozˇadavky na simula´tor jsou pomeˇrneˇ vysoke´, a z programa´torske´ho pohledu
i na´rocˇne´, bylo potrˇeba se podı´vat po existujı´cı´ch technologiı´ch, ktery´ by implementaci
cele´ho syste´mu zjednodusˇily.
Prvnı´m a za´sadnı´m pozˇadavkem byla simulace rea´lne´ fyziky v rea´lne´m cˇase. Tento
pozˇadavekmu˚zˇe uspokojit nasazenı´ masivnı´ho paralelismu prˇi vy´pocˇet fyziky dı´ky tech-
nologii CUDA. Je zna´mo, zˇe na graficky´ch karta´ch, by´va´ mnoho procesoru˚, ktere´ jsou
velmi vy´konne´, nicme´neˇ majı´ podstatneˇ uzˇsˇı´ sadu instrukcı´ nezˇ u hlavnı´ho CPU. Protozˇe
programova´nı´ rea´lne´ fyziky samo o sobeˇ je komplexnı´ proble´m a navı´c by programa´tora
jesˇteˇ omezovala i instrukcˇnı´ sada graficky´ch procesoru˚, prˇisˇla spolecˇnost NVidia s frame-
workem PhysX, ktery´ tuto u´lohu rˇesˇı´ na mnohem vysˇsˇı´ programa´torske´ u´rovni. A ja´ se
rozhodl PhysX prˇi sve´ implementaci vyuzˇı´t. Je du˚lezˇite´ podotknout zˇe tato technologie
zatı´m nenı´ dostupna´ u ostatnı´ch vy´robcu˚ graficky´ch karet, takzˇe pro beˇh simula´toru bude
potrˇeba hardware s podporou PhysX.
Pozˇadavky na vizualizaci se pak budu snazˇit naplnit pomocı´ dnes jizˇ standardnı´ch
knihoven OpenGL, ktere´ jsou podporova´ny vsˇemi graficky´mi kartami soucˇasnosti a jsou
zdarma. Abych se graficky prˇiblı´zˇil pokud mozˇno co nejvı´ce simulovane´ realiteˇ, rozhodl
jsem se vyuzˇı´t ve vizualizaci i shadery. Pro vy´voj shaderu˚ v jazyce GLSL pak poslouzˇı´
vy´vojove´ prostrˇedı´ Render Monkey od spolecˇnosti AMD. Take´ bude potrˇeba vytvorˇit
modely robotu˚, kde se uplatnı´ skveˇly´ program Blender, ktery´ umı´ exportovat vytvorˇene´
modely do sˇiroce rozsˇı´rˇene´ho forma´tu Wavefront (da´le jen .obj).
Za´kladnı´ aplikace pak je vystaveˇna na programovacı´m jazyce C++ s pouzˇitı´m kni-
hoven Qt pro graficke´ uzˇivatelske´ rozhranı´. Teˇmto knihovna´m se v textu nebudu da´le
veˇnovat, takzˇe za´jemce odka´zˇu na [11]. Volba jazyka C++ vycha´zı´ ze vztahu blı´zkosti
knihovna´m OpenGL, frameworku NVidia PhysX a take´ jazyku GLSL pro shadery. Take´
prˇedstavuje rozumny´ kompromis mezi vy´konnostı´ a blahem programa´tora. Zde bych
chteˇl rovneˇzˇ vyzdvihnout existenci vy´borny´ch vy´vojovy´ch prostrˇedku˚ spolecˇnosti Mi-
crosoft, ktere´ ma´m zapu˚jcˇeny v ra´mci MSDNAA po dobu studia zdarma.
3.2 NVidia PhysX SDK
3.2.1 Prˇehled
Nvidia PhysX SDK je framework umozˇnujı´cı´ simulovat fyziku pevny´ch teˇles (rigid body
dynamics) vcˇetneˇ detekce kolizı´ s vysokou veˇrohodnostı´. Cı´lem te´to cˇa´sti nenı´ u´plny´
vycˇerpa´vajı´cı´ popis frameworku a jeho mozˇnostı´. Nicme´neˇ po prˇecˇtenı´ by si meˇl cˇtena´rˇ
udeˇlat hrubou prˇedstavu o tom, jaky´m zpu˚sobem PhysX pracuje.
Framework sa´m o sobeˇ nabı´zı´ neˇkolik za´kladnı´ch tvaru˚. Naprˇı´klad kouli, kva´dr, rov-
inu, prˇı´mku. Tyto tvary lze libovolneˇ skla´dat pro vytvorˇenı´ komplexnı´ho objektu - aktora.
PhysX umozˇnuje pro kazˇdy´ tvar jednotliveˇ i pro cele´ho aktora globa´lneˇ nastavit rozlozˇenı´
hmotnosti, pozici, linea´rnı´ rychlost, rotacˇnı´ rychlost, setrvacˇnost, trˇenı´ a dalsˇı´ fyzika´lnı´
vlastnosti. Vlastnosti, ktere´ se dajı´ nastavit se mu˚zˇou lisˇit v za´vislosti na konfigurovane´m
9objektu. Dı´ky tomu je uzˇivatel schopen namodelovatmnoho typu˚ rea´lny´chmechanicky´ch
zarˇı´zenı´.
Jakmile vytvorˇı´me pro kazˇdy´ objekt pozˇadovane´ simulace odpovı´dajı´cı´ abstrakce,
mu˚zˇeme je umı´stit do sce´ny. Sce´na sama o sobeˇ umozˇnˇuje nastavenı´ za´kladnı´ch veˇcı´ jako
je hustota prostrˇedı´, gravitace a podobneˇ.
Mezi jednotlive´ aktory sce´ny pak lze modelovat vazby (constraints, joints), ktere´ mezi
sebou aktorˇi majı´. Prˇı´kladem mu˚zˇe by´t trˇeba rˇeteˇz, ktery´ se skla´da´ z vı´ce jednotlivy´ch
cˇla´nku˚. Ty by byly namodelova´ny kazˇdy´ jednı´m aktorem. Je logicke´, zˇe kazˇdy´ cˇla´nek
ma´ vu˚cˇi sve´mu sousedu urcˇite´ omezenı´, a to na rozdı´l vzda´lenostnı´. Znamena´ to, zˇe
pokud se jeden cˇla´nek pohne, zpu˚sobı´ tı´m i pohyb svy´ch sousedu˚ z to du˚vodu˚ zachova´nı´
soudrzˇnosti. Pu˚sobı´-li tedy na jeden cˇla´nek sı´la, bude se prˇena´sˇet i na dalsˇı´ cˇla´nky rˇetezu
rekurzivneˇ.
Sce´na sdruzˇuje vsˇechny objekty simulovane´ho sveˇta a vazby mezi nimi. Framework
zajistı´, aby byly beˇhem simulace ve sce´neˇ dodrzˇeny za´kony fyziky a sada vsˇech defi-
novany´ch omezenı´. Cela´ simulace probı´ha´ po cˇasovy´ch krocı´ch a ovla´da´ se pomocı´ sı´ly.
Jiny´mi slovy prˇed kazˇdy´m krokem simulace je potrˇeba sce´neˇ rˇı´ci, jak velke´ externı´ sı´ly
na simulovane´ objekty pu˚sobı´, kde pu˚sobı´, ktery´m smeˇrem a jak dlouhy´ cˇasovy´ u´sek si
prˇejete odsimulovat. Tyto sı´ly se pak prˇipocˇtou k teˇm, ktere´ sce´na momenta´lneˇ ma´. A
dle fyzika´lnı´ch za´konu˚ se dopocˇte odpovı´dajı´cı´ stav sce´ny, ktery´ nastane po aplikova´nı´
sil za pozˇadovany´ cˇasovy´ u´sek. Sce´n mu˚zˇe by´t na karteˇ simulova´no neˇkolik paralelneˇ
a krokova´ny mohou by´t neza´visle na sobeˇ. Vola´nı´ ktere´ zpu˚sobı´ vy´pocˇet simulace nenı´
blokujı´cı´ a lze beˇhem cˇasu, nutne´ho k odsimulova´nı´ prova´deˇt jine´ vy´pocˇty.
K tomu vsˇemu jsou data kazˇde´ sce´ny double buffrova´ny, takzˇe lze pracovat s daty
sce´n, ktere´ jsoumomenta´lneˇ simulova´ny. Pochopitelneˇ budou k dispozici data, ktera´ byla
platna´ prˇed odstartova´nı´m simulace. Toho lze vyuzˇı´t naprˇı´klad k vizualizaci sce´ny beˇhem
vy´pocˇtu nove´ho stavu. Pokud bude frekvence simulacˇnı´ch kroku dostatecˇneˇ vysoka´, je
rozdı´l mezi simulovanou a vizualizova´nou sce´nou zanedbatelny´.
Kolize ve sce´neˇ jsou rovneˇzˇ rˇesˇeny frameworkem, za´kon o neprostupnosti hmoty
je bra´n prˇi simulova´nı´ v potaz. Tedy kromeˇ specia´lnı´ch prˇı´padu˚, ke ktery´m se vra´tı´me
pozdeˇji v podkapitole veˇnovane´ detekci kolizı´, se budou aktorˇi od sebe odra´zˇet.
Kromeˇ vy´sˇe uvedeny´ch vlastnostı´ nabı´zı´ PhysX take´ dalsˇı´ funkcionalitu, jako fyziku
la´tek (cloth). Fyziku kapalin a plynu˚, Meˇkky´ch teˇles (to jsou ta ohebna´, ktera´ se mohou
deformovat beˇhem simulace), silova´ pole (simulace torna´d, gravitacı´) a mnoho dalsˇı´ch.
Nicme´neˇ z du˚vodu rozsa´hlosti frameworku se v prˇı´sˇtı´m omezı´m pouze na strucˇny´ popis
funkcı´, ktere´ jsem prˇi implementaci simula´toru vyuzˇil. K frameworku PhysX jsem se
beˇhem sve´ pra´ce nedostal k zˇa´dne´ tisˇteˇne´ literaturˇe. Du˚vod je prosty´, nebylo to potrˇeba.
Dokumentace k frameworku PhysX, kterou NVidia ke sve´mu produktu doda´va´, je na
sˇpicˇkove´ u´rovni. Soucˇa´stı´ jsou rovneˇzˇ uka´zkove´ aplikace, zdrojove´ ko´dy a ucˇebnı´ lekce
krok za krokem. Vsˇe v za´kladnı´ distribuci knihoven. Proto hlubsˇı´ho za´jemce o tuto tech-




– PhysX SDKma´ programa´torske´ rozhranı´ dle ANSI C++. Vnitrˇneˇ je implemen-
tova´n jako hierarchie trˇı´d. Kazˇda´ trˇı´da, ktera´ nabı´zı´ uzˇivatelskou funkcionalitu
implementuje rozhranı´. Toto rozhranı´ je abstraktnı´ trˇı´dou C++. Navı´c jsou
vystaveny neˇktere´ funkce, ktere´ lze volat staticky.
• Konvence
– Vsˇechny trˇı´dy jsou definova´ny v hlavicˇkove´m souboru stejne´ho na´zvu, jako
vlastnı´ trˇı´da
– Datove´ typy a jme´na trˇı´d zacˇı´najı´ velky´m pı´smenem
– Vsˇechny trˇı´dy rozhranı´ (trˇı´dy s uzˇivatelskou funkcionalitou) zacˇı´najı´ „Nx“
– Funkce a promeˇnne´ zacˇı´najı´ maly´m pı´smenem
– Na´vratove´ hodnoty a parametry funkcı´, kde je prˇijatelna´ i hodnota NULL
jsou ko´dova´ny s hveˇzdicˇkou (* pointer) a tak je potrˇeba oveˇrˇovat na´vratovou
hodnotu
– Na´vratove´ hodnoty a parametry funkcı´, kde hodnota NULL prˇijatelna´ nenı´,
jsou ko´dova´ny s uppersand (& reference).
• Datove´ typy.
– Aby byla zajisˇteˇna urcˇita´ prˇenositelnost1 vyuzˇı´va´ PhysX vlastnı´ datove´ typy
definovane´ v NxSimpleTypes.h. Nama´tkou trˇı´dy NxVec3, NxMat33, NxQuat
reprezentujı´ trojrozmeˇrny´ vektor floatu˚, matici 3x3 prvku˚ nebo quaternion.
Soucˇa´stı´ PhysX jsou i trˇı´dy, zaby´vajı´cı´ sematematikou pro snadnou prˇevoditel-
nost teˇchto datovy´ch typu˚. K vola´nı´ funkcı´ PhysX se vsˇak vyzˇaduı´ typy s
prefixem Nx.
• Jednotky
– PhysX nepotrˇebuje pro svou pra´ci pouzˇitı´ zˇa´dne´ konkre´tnı´ soustavy jednotek.
Nicme´neˇ je du˚lezˇite´ zave´st si soukromou konvenci, aby se prˇedesˇlo neocˇeka´-
vany´m vy´sledku˚m. SDK pro svou pra´ci vyuzˇı´va´ trˇi typy jednotek. Je trˇeba
meˇrˇit hmotnost, vzda´lenost a cˇas. Vsˇechny ostatnı´ jednotky jsou pak logicky
odvozeny z teˇchto trˇı´. Naprˇ. Rychlost je vzˇdy podı´l vzda´lenosti a cˇasu. Pro-
tozˇe PhysX pracuje pouze s 32bit cˇı´sly, je vhodne´ prˇi na´vrhu pouzˇı´vany´ch
za´kladnı´ch jednotek bra´t prˇesnost floatu v potaz. A pouzˇı´t jednotky takovy´m




Jak jizˇ bylo zmı´neˇno vy´sˇe. Tvary jsou za´kladnı´mi stavebnı´mi bloky pouzˇı´vany´mi ke
konstrukci aktoru˚ (avataru˚ skutecˇny´ch simulovany´ch objektu˚) ve sce´neˇ. V PhysX SDK se
tvary deˇlı´ na za´kladnı´ a meshe. Za´kladnı´ tvary mohou existovat samy o sobeˇ, PhysX je
zna´, doka´zˇe je simulovat. Meshe jsou tvary, ktere´ je teprve potrˇeba pro PhysX vytvorˇit.
Jinak jsou jen pra´zdny´mi sˇablonami.
Za´kladnı´ typy, ktere´ PhysX pro modelova´nı´ reality nabı´zı´ jsou:
NxBounds3 - Jedna´ se o osoveˇ orientovany´ bounding box. V podstateˇ kva´dr, ktery´ vsˇak
nepodporuje rotace.
NxBox - Jedna´ se o kva´dr. Rozmeˇr se zada´va´ jako vzda´lenost rovin od strˇedu. Krychli
o rozmeˇrech x,x,x namodelujete vola´nı´m konstruktoru s parametry x/2,x/2,x/2.
Vnitrˇnı´ prostor nenı´ vyplneˇn.
NxCapsule - „Pilulka“. Jde o ekvidistantu k u´secˇce. Parametry konstruktoru jsou u´secˇka
a vzda´lenost ekvidistanty. Vnitrˇnı´ prostor je vyplneˇn.
NxPlane - Rovina. Konstruktor je urcˇen vektorem norma´ly a vzda´lenostı´ od strˇedu.
Pozor, nenı´ urcˇena k modelova´nı´ steˇn. Strana roviny opacˇna´ uvedene´ norma´le je
jakoby vyplneˇna´ a vsˇechny teˇlesa se budou snazˇit tento poloprostor opustit. Toto
chova´nı´ je zpu˚sobeno technikou vyhodnocova´nı´ kolizı´ s rovinou.
NxRay - Prˇı´mka. Jednoznacˇneˇ urcˇena dveˇma body.
NxSegment - U´secˇka. Proti prˇı´mce koncˇı´ v definovany´ch bodech.
NxSphere - Koule. Definova´na bodem a polomeˇrem. Vnitrˇnı´ prostor je vyplneˇn.
3.2.4 Meshe
Meshe nejsou za´kladnı´mi tvary, a nelze je vytvorˇit pouhy´m vola´nı´m konstruktoru. Pos-
tupy vytva´rˇenı´ meshu˚ a omezenı´ na neˇ kladena´ se lisˇı´ podle jednotlivy´ch typu˚. Ke kon-
strukci se vyuzˇı´va´ Cooking SDK, doda´vane´ spolu s PhysXem. Ru˚zne´ typy meshu˚ se
hodı´ pro ru˚zne´ aspekty simulace. Je trˇeba podotknout, zˇe ne´ vsˇechny typy meshu˚ majı´
prˇipraveno rˇesˇenı´ kolizı´ se vsˇemi ostatnı´mi typy. Tomu se podrobneˇji budeme veˇnovat v
kapitole rˇesˇenı´ kolizı´.
NxConvexShape - Jedna´ se o mesh, ktery´ vznikne pomocı´ definova´nı´ vrcholu˚ kon-
vexnı´ho teˇlesa. Maxima´lnı´ mozˇny´ pocˇet teˇchto bodu˚ je 256 na jeden shape. Tento
mesh jako jediny´ nabı´zı´ rˇesˇenı´ kolizı´ proti vsˇem ostatnı´m tvaru˚m v PhysX. Vhodny´
pro modelova´nı´ aktoru˚, ktere´ nelze vymodelovat za pouzˇitı´ za´kladnı´ch tvaru˚
NxTriangleMeshShape - Jde o mesh, ktery´ vznikne pomocı´ definova´nı´ vrcholu˚ a indexu˚
na tyto vrcholy.Norma´ly se explicitneˇ neuva´deˇjı´ a vy´pocˇet probı´ha´ (v1-v0) x (v2-v0).
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Toto je nutne´ bra´t prˇi konstrukci na zrˇetel, protozˇe detekce kolizı´ pracuje pouze ve
smeˇru definovany´ch norma´l. Vhodny´ pro modelova´nı´ tere´nu.
NxHeightFieldShape - Vhodny´ pro definova´nı´ tere´nu. Tentomesh vznikne pomocı´ defi-
nova´nı´ pole vzorku˚ vy´sˇek. Dı´ky pravidlu˚m, ktere´ platı´ pro vy´sˇkove´ mapy je vy´kon-
neˇjsˇı´ nezˇ obecny´NxTriangleMesh, nicme´neˇ nelzemodelovat vsˇechny typy povrchu˚.
(Naprˇı´klad prˇevisy)
Specia´lnı´m tvarem pak je:
NxWheelShape - Ktery´ nepatrˇı´ mezi za´kladnı´ tvary, ale ani mezi meshe. Jeho u´kolem je
simulovat kolo. Kromeˇ tvarove´ reprezentace lze simulovat i parametry podvozku,
pneumatik a sı´lymotoricky´ch zarˇı´zenı´. Tomuto tvaru se budeme veˇnovat podobneˇji
v kapitole veˇnovane´ modelova´nı´ robotu˚.
3.2.5 Aktorˇi (Actors)
Aktorˇi jsou za´kladnı´m kamenem simulace. Jde o reprezentaci skutecˇny´ch objektu˚ rea´l-
ne´ho sveˇta zjednodusˇeny´ch tak, aby sta´le vystihovali fyzika´lnı´ podstatu veˇci. Aktorˇi
vznikajı´ skla´da´nı´m za´kladnı´ch tvaru˚ a modelova´nı´m jejich vlastnostı´. V PhysX existujı´
dva za´kladnı´ typy aktoru˚ - staticˇtı´ a dynamicˇtı´.
Staticky´ aktor je pevneˇ sva´za´n se svou pozicı´ ve sce´neˇ. Modelujı´ se s nı´m nerozbitne´
a neprˇesunutelne´ objekty. Jejich prima´rnı´m u´kolem v simulaci je detekce kolizı´. Takzˇe by
meˇli mı´t vzˇdy definovane´ neˇjake´ tvary.
Dynamicky´ aktorpak slouzˇı´ k simulova´nı´ objektu˚ sce´ny, ktere´ jsouovlivnˇova´ny silami.
Mu˚zˇe jı´t klidneˇ o abstraktnı´ bod s hmotnostı´, prˇipojeny´ prˇes vazbu (joint) k jine´mu
aktoru sce´ny (naprˇ. simulace kyvadla hodin). Proto nenı´ bezpodmı´necˇneˇ nutne´ mı´t u
dynamicke´ho aktora definova´ny tvary.
Podle za´konu˚ fyziky, jde kazˇdy´ pevny´ objekt libovolne´ho tvaru reprezentovat jeho
momentem setrvacˇnosti (inertia tensor) a hmotnostı´ v bodeˇ jeho teˇzˇisˇteˇ. Toto je i prˇı´stup
frameworku PhysX. Pokud definujeme aktorovi tvary, PhysX tyto tvary pro u´cˇely sim-
ulace stejneˇ prˇevede. Stejneˇ jako u staticky´ch aktoru˚ vsˇak ma´ definova´nı´ tvaru˚ za´sadnı´
vy´znam pro detekci kolizı´.
Prˇi konstrukci se tyto dva druhy akte´ru˚ lisˇı´ povinnostı´ nastavit parametry body.
Pokud nenjsou parametry body nastaveny, jde o akte´ra staticke´ho. Parametry body lze
dopocˇı´tat ze tvaru˚ aktora automaticky, nebo lze zadat hmotnost a moment setrvacˇnosti, a
pak se parametry jednotlivy´ch tvaru˚ ignorujı´. Pokud hmotnost nezna´te, lze take´ nastavit
jen hustoty materia´lu pro jednotlive´ tvary, a hmotnost se dopocˇte. Tato funkcionalita
mu˚zˇe by´t uzˇitecˇna´ v prˇı´padeˇ, zˇe se parametry simulace s cˇasemmeˇnı´. Bohuzˇel tyto u´daje
nemusı´ souhlasit v prˇı´padeˇ zˇe se tvary aktora prˇes sebe prˇekry´vajı´, protozˇe v rea´lne´m
sveˇteˇ by byl jeden z tvaru˚ o cˇa´st sve´ho objemu osˇizen. Prˇi automaticke´m stanovova´nı´
objemu odvozene´ho z hustot pouzˇity´ch materia´lu˚ vsˇak v mı´stech prˇekryvu docha´zı´ k
scˇı´ta´nı´ hustot. Pokud je akte´r vyroben z jednohomateria´lu, ma´ tento automaticky´ vy´pocˇet
smysl, pokud materia´ly kombinujete, je stanovenı´ hustoty pochopitelneˇ slozˇiteˇjsˇı´, nezˇ
objekt zva´zˇit. Zada´vat vsˇak hustotumı´sto prˇı´me´ hmotnosti aktora vsˇakma´ za´sadnı´ smysl
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pro pouzˇitı´ v simula´toru, protozˇe lze automaticky dopocˇı´tat novou hmotnost aktora po
zmeˇna´ch parametru˚ simulovane´ reality prˇı´mo frameworkem PhysX na graficke´ karteˇ.
Uvolneˇny´ procesorovy´ cˇas pak lze vyuzˇı´t pro cˇasoveˇ na´rocˇne´ opravy vizua´lnı´ch modelu˚.
3.2.6 Vazby (Joints)
O vazba´ch se zmı´nı´m jen ra´mcoveˇ. Protozˇe fina´lnı´ verze simula´toru jizˇ explicitneˇ vazeb
nevyuzˇı´va´. Pochopitelneˇ jsou vazby vyuzˇı´va´ny interneˇ frameworkem. Vazby poskytujı´
zpu˚sob, jaky´m propojit dva aktory. Vazba pak po simulaci vyzˇaduje, aby se tito dva akte´rˇi
vzˇdy hy´bali podle pohybu partnera. Omezuje se jejich relativnı´ pohyb. Druh omezenı´
pohybu za´lezˇı´ na typu vazby. Mu˚zˇe jı´t o pohyb rotacˇnı´, linea´rnı´ nebo kombinace obojı´ho.
Cena2 simulova´nı´ vazby za´visı´ na jejı´m stupni volnosti. Stupnˇu˚ volnosti ma´me 6. Trˇi
pro linea´rnı´ pohyb po osa´ch x,y,z a trˇi pro pohyb rotacˇnı´ kolem zmı´neˇny´ch os. Cˇı´m vı´ce
stupnˇu˚ volnosti pa´ru teˇles odejmeme, tı´m vı´ce je simulace vazby na´rocˇna´.
U jizˇ drˇı´ve zmı´neˇne´ho prˇı´padu simulace rˇeteˇzu by se mezi sousednı´mi cˇla´nky rˇeteˇzu
vytvorˇily vazby, omezujı´cı´ relativnı´ pohyb mezi jednotlivy´mi cˇla´nky po osa´ch x,y,z. Ro-
tacˇnı´ pohyb by se neomezoval. (NxSphericalJoint) V prˇı´padeˇ opravdu prˇesne´ simulace
by se omezoval i rotacˇnı´ pohyb na maxima´lnı´ u´hly, ktery´ch lze prˇi ohybu mezi cˇla´nky
fyzicky dosa´hnout. (NxD6Joint)
Pomocı´ PhysX lze modelovat i vazby rozpadnutelne´. Tedy zˇe urcˇita´ sı´la, ktera´ pu˚sobı´
na vazbu, jı´ prˇerusˇı´, cˇı´mzˇ lze simulovat naprˇı´klad realitu prˇetrzˇenı´ rˇeteˇzu. Ktere´ vazby
PhysX nabı´zı´ a jejich podrobny´ popis lze nale´zt v dokumentaci. Navı´c jsou soucˇa´stı´
distribuce PhysXu i u´ka´zkove´ programy vyuzˇı´vajı´cı´ ru˚zny´ch vazeb, kde jde hned videˇt,
co ktera´ vazba deˇla´.
3.2.7 Rˇesˇenı´ kolizı´
Za´klady
Kolize jsou ve veˇtsˇineˇ prˇı´padu˚ rˇesˇeny nativneˇ prˇı´mo v frameworku PhysX. Prvnı´m
krokem rˇesˇenı´ kolizı´ je zjisˇteˇnı´ ktere´ objekty sce´ny vu˚bec majı´ sˇanci se doty´kat. Protozˇe
ale prˇi n tvarech ve sce´neˇ existuje zhruba n*n/2 potenciona´lnı´ch pa´ru˚, ktere´ se mohou
doty´kat, oveˇrˇova´nı´ vsˇech mozˇnostı´ by bylo cˇasoveˇ prˇı´lisˇ na´rocˇne´. Mı´sto toho SDK auto-
maticky rozdeˇlı´ prostor na podprostory. Tı´mto zpu˚sobem jsou pak na kontakt testova´ny
pouze blı´zke´ tvary. Obecneˇ rˇesˇenı´ kolizı´ mu˚zˇe dojı´t azˇ k velmi komplexnı´m algoritmu˚m.
Du˚kazem toho je i publikace [6] na kterouprˇı´padne´ za´jemce o tuto problematiku odkazuji.
Koliznı´ skupiny
Objekty je mozˇne´ prˇirˇazovat do koliznı´ch skupin. Celkem je ve PhysXu prˇipraveno
32 skupin. Pokud skupinu neprˇirˇadı´te, je aktor zarˇazen do implicitnı´ skupiny 0. Kolize
jsou vzˇdy vysˇetrˇova´ny jen v ra´mci nastavenı´ matice groupCollisionFlag, ktera´ urcˇuje,
ktere´ skupiny mezi sebou kolidujı´ a ktere´ ne. Implicitnı´ nastavenı´ te´to matice jsou same´
2ve smyslu vy´pocˇetnı´ho cˇasu
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jednicˇky, tedy kontakt kazˇdy´ s kazˇdy´m. Pro simulaci rea´lny´ch sce´n je toto implicitnı´
nastavenı´ zˇa´doucı´.
Triggery
Na ba´zi detekce kolizı´ pracujı´ take´ triggery. Trigger je tvar, ktery´ dovoluje jiny´m
teˇlesu˚m pronikat skrze sve´ hranice. Kazˇdy´ simulovany´ krok pak vytva´rˇı´ uda´lost pro
kazˇdy´ tvar, ktery´ je uvnitrˇ jeho objemu. Existujı´ trˇi typy generovany´ch uda´lostı´. Kdyzˇ
do objemu triggeru neˇjake´ teˇleso vstoupı´, pokud vystoupı´ a nebo pokud v neˇm zu˚sta´va´.
Triggery pak mu˚zˇou slouzˇit pro naprogramova´nı´ hernı´ch uda´lostı´ na za´kladeˇ pozicı´
objektu˚ sce´ny. Ve fotbalu robotu˚ je naprˇı´klad vyuzˇı´va´m pro detekci mı´cˇku za brankovou
cˇa´rou. Kdy je potrˇeba znovu rozmı´stit roboty. Ke sce´neˇ, ktera´ vyuzˇı´va´ triggery je pak
nutne´ registrovat obsluzˇnou trˇı´du pro zpracova´nı´ uda´lostı´ vygenerovany´ch triggery ve
sce´neˇ. Obsluzˇna´ trˇı´da musı´ implementovat rozhranı´ NxUserTriggerReport.
Spojita´ detekce kolizı´
Spojita´ detekce kolizı´ rˇesˇı´ proble´my, kde klasicka´ detekce kolizı´ selha´va´. U beˇzˇne´
detekce kolizı´ mu˚zˇou rychle se pohybujı´cı´ objekty projı´t skrze jiny´ tvar v cˇase mezi
jednotlivy´mi simulacˇnı´mi kroky, a tak na neˇ nemu˚zˇou by´t aplikova´ny sı´ly, ktere´ by jinak
zajistily odraz, nebo zastavenı´ takove´ho pru˚niku. Abychom tomuto proble´mu doka´zali
cˇelit, je PhysX vybaven mozˇnostı´, netestovat pouze pozice aktoru˚ v bodech simulace,
ale testovat cely´ objem, ktery´ aktorˇi urazı´ beˇhem simulovane´ doby. Vyuzˇitı´ te´to techniky
je sice cˇasoveˇ na´rocˇneˇjsˇı´, ale v neˇktery´ch situacı´ch jde o jedine´ rˇesˇenı´, ktere´ zachova´va´
realisticˇnost simulace. Je du˚lezˇite´ podotknout, zˇe se sta´le jedna´ o akcelerovane´ rˇesˇenı´
a mnohana´sobneˇ prˇekona´va´ vy´konnost vlastnı´ch pokusu˚ o na´pravu teˇchto pru˚niku na
procesoru.
Vza´jemna´ detekce kolizı´ u tvaru˚
Detekce kolizı´ je automaticky rˇesˇena u vsˇech za´kladnı´ch tvaru˚. Take´ lze aplikovat
spojitou detekci kolizı´. Proble´m nasta´va´ umeshu˚, kde algoritmus rˇesˇenı´ kolizı´ pro obecny´
mesh mu˚zˇe by´t cˇasoveˇ velmi na´rocˇny´ a proto jej PhysX nepodporuje. Plna´ podpora
detekce kolizı´ je implementova´na jen u tvaru NxConvexMesh. Tento tvar jako jediny´
mesh doka´zˇe kolidovat se vsˇemi ostatnı´mi tvary, ktere´ PhysX nabı´zı´. Podpora kolizı´ u
ostatnı´ch tvaru˚ je zobrazena v tabulce 1.
Pokud vyzˇaduje simulovana´ realita rˇesˇenı´ kolizı´ u slozˇiteˇjsˇı´ch nezˇ za´kladnı´ch tvaru˚,
jsou tu dveˇmozˇnosti. Implementovat si vlastnı´ zpu˚sob rˇesˇenı´ kolizı´, nebo poskla´dat Va´mi
pozˇadovany´ tvar z vı´ce tvaru˚ NxConvexMesh.
Raycasting
Poslednı´m prvkem frameworku PhysX, ktere´mu se budeme veˇnovat je raycasting.
Svy´m zpu˚sobem se mu˚zˇe jednat o na´stroj rˇesˇenı´ kolizı´. Nicme´neˇ jej lze vyuzˇı´t trˇeba i pro
akceleraci vykreslova´nı´ metodou raytraycing, vy´beˇru objektu pomocı´ mysˇi nebo jiny´ch











































































































































































































































































































































Raycasting umozˇnˇuje vyslat do sce´ny paprsek. PhysX pak dopocˇı´ta´, ktere´ objekty
byly paprskem zasazˇeny a na ktere´ sourˇadnici. Jaka´ byla norma´la k teˇlesu v bodeˇ dopadu
a podobneˇ. Podle u´cˇelu, ktere´mu bude na´mi vyslany´ paprsek slouzˇit, lze prova´deˇt
ru˚zneˇ cˇasoveˇ na´rocˇne´ sledova´nı´ paprsku. V podstateˇ ma´me sˇest mozˇnostı´. Kdy polovina
vola´nı´ pracuje se skutecˇny´mi tvary aktoru˚ a druha´ polovina pouze s jejich automaticky
stanoveny´mi bounding boxy.
Nejprimitivneˇjsˇı´ vysla´nı´ paprsku je raycastAnyBounds a raycastAnyShape, kde je
vy´sledkemvola´nı´ jedenza´sah, nenı´ vsˇak zarucˇeno zˇe jde o za´sahneblı´zˇe zdrojove´mubodu
paprsku. Komplexneˇjsˇı´m vola´nı´m je pak raycastClosestBounds, raycastClosestShape, kde
je zajisˇteˇno, zˇe vra´ceny´ za´sah bude nejblizˇsˇı´m za´sahem v definovane´ sce´neˇ.
Nakonec PhysX nabı´zı´ vola´nı´ raycastAllBounds, cˇi raycastAllShapes, ktere´ vracejı´
vsˇechny pru˚secˇı´ky paprsku s objekty ve sce´neˇ. Protozˇe pocˇet vraceny´ch vy´sledku˚ semu˚zˇe
znacˇneˇ lisˇit, je prˇi kazˇde´m nalezene´m pru˚secˇı´ku generova´na uda´lost jejı´zˇ soucˇa´stı´ je jeden
pru˚secˇı´k. Podobneˇ jako u triggeru˚ je i zde potrˇeba se k odbeˇru uda´lostı´ z konkre´tnı´ sce´ny
zaregistrovat. Toto vola´nı´ raycastingu je pak logicky cˇasoveˇ nejna´rocˇneˇjsˇı´. Trˇı´da zpracujı´cı´
uda´losti musı´ implementovat rozhranı´ NxUserTriggerReport.
3.3 OpenGL
3.3.1 U´vod
OpenGL je knihovnou slouzˇı´cı´ k vykreslova´nı´ 2D a 3D grafiky a vznikla pocˇa´tkem de-
vadesa´ty´ch let dı´ky spolcˇnosti Silicon Graphics. V dnesˇnı´ dobeˇ jde o sˇiroce rozsˇı´rˇeny´ a
uzna´vany´ pru˚myslovy´ standard. Protozˇe o OpenGL existuje rˇada vy´borny´ch publikacı´,
ze ktery´ch mu˚zˇu doporucˇit prˇedevsˇı´m [1], rozhodl jsem se tuto kapitolu pojmout velmi
strucˇneˇ.
OpenGL je programovacı´m rozhranı´m k funkcionaliteˇ graficke´ karty. Toto rozhranı´
se skla´da´ prˇiblizˇneˇ ze 150-ti ru˚zny´ch prˇı´kazu˚3, dı´ky ktery´m je mozˇno definovat objekty a
operace, ktere´ jsou potrˇeba pro interaktivnı´ 3D aplikace. OpenGL samotne´ neumozˇnˇuje
vykreslova´nı´ slozˇity´ch geometricky´ch u´tvaru˚. Pro zajisˇtenı´ sˇiroke´ hardwarove´ podpory a
implementacı´ na vı´ce platforma´ch, jsou k dispozici pouze jednoduche´ primitivy, jaky´mi
jsou body, cˇa´ry, troju´helnı´ky a polygony. Prˇı´padneˇ jejich stripy. Zpu˚sobu˚ skla´da´nı´ je cela´
rˇada a existujı´ techniky, ktere´ umozˇnı´ vy´znamneˇ rychleji vykreslit vy´sledny´ obraz, pokud
jsou dodrzˇeny. Techniky akceleracı´ je mozˇne´ nastudovat naprˇı´klad z knihy [7].
Spojova´nı´m teˇchto primitiv je mozˇne´ vytvorˇit objekt libovolne´ho4 tvaru. Pro usnad-
nenı´ programa´torske´ pra´ce, jsou nad knihovnou OpenGL vybudova´ny i dalsˇı´ sofistiko-
vaneˇjsˇı´ knihovny, ktere´ umozˇnˇujı´ kreslit slozˇiteˇjsˇı´ primitivy. Soucˇa´stı´ kazˇde´ implementace
OpenGL by´va´ dnes i knihovna GLU, ktera´ obsahuje naprˇı´klad kouli, kva´dr, kvadraticke´
povrchy nebo krˇivky NURBS.
3dle normy ANSI C
4pochopitelneˇ zde neˇjaky´ maly´ rozdı´l bude, protozˇe ve fina´le OpenGL kreslı´ troju´helnı´ky
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Obra´zek 1: Pipeline OpenGL
3.3.2 Pipeline
Ve veˇtsˇineˇ implementacı´ je stejna´, nebo velmi podobna´ sekvence kroku˚, ktera´ vede k fina´l-
nı´mu vykreslenı´ obra´zku na zobrazovacı´m zarˇı´zenı´. Tomuto porˇadı´ zpracova´nı´ rˇı´ka´me
pipeline. Do znacˇne´ mı´ry je spjata a odvozena ze skutecˇne´ho hardware, ktery´ doka´zal
vykona´vat jednotlive´ operace. V dnesˇnı´ dobeˇ je architektura graficky´ch akcelera´toru
da´le, a jednotky jsou programovatelne´ tak, aby mohly vykona´vat vı´ce cˇinnostı´. Nicme´neˇ
architektura OpenGL cˇa´stecˇneˇ tuto historickou skutecˇnost odra´zˇı´. Pipeline OpenGL si
mu˚zˇete prohle´dnout na obra´zku 1.
3.3.3 Zpu˚sob programova´nı´
Prvnı´ veˇcı´, se kterou semusı´me alesponˇ letmo sezna´mit, je syntaxe prˇı´kazu˚. Kazˇdy´ prˇı´kaz,
ktery´ je soucˇa´stı´ knihovny zacˇı´na´ maly´m gl. (naprˇ. glVertex3f()). Konstanty definovane´
v OpenGL jsou psa´ny cele´ velky´mi pı´smeny. (naprˇ. GL LIGHT0). U prˇı´kazu˚ si mu˚zˇeme
povsˇimnout „podivne´“ koncovky. Ta na´s informuje o typu vstupnı´ch dat, ktere´ funkce
ocˇeka´va´. V prˇı´padeˇ glVertex3f jsou jako parametry ocˇeka´va´ny trˇi cˇı´sla typu float. Mnoho
prˇı´kazu˚ se lisˇı´ pra´veˇ jen svoukoncovkou, cozˇ znamena´, zˇe je lze volat s ru˚zny´mi vstupnı´mi
parametry. Dalsˇı´ koncovka, ktera´ se mu˚zˇe ve jme´neˇ prˇı´kazu˚ vyskytnout je v. Naprˇı´klad
glVertex3fv(). Tato koncovkana´s informuje, zˇe se ocˇeka´va´ pouzeukazatel na vektor (pole).
V prˇı´padeˇ prˇı´kladu se ocˇeka´va´ pole o trˇech prvcı´ch typu float. Neˇktere´ funkce umozˇnˇujı´
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vola´nı´ s obeˇmi varinantami. Neˇktere´ lze volat pouze s prˇeda´nı´m ukazatele na vektor,
neˇktere´ zase pouze s prˇı´mo vlozˇeny´mi hodnotami. Vycˇerpa´vajı´cı´ popis vsˇech funkcı´ a
jejich syntaxe vsˇak je daleko mimo rozsah tohoto textu, proto Va´s jen odka´zˇu na [3] nebo
[1].
Knihovna OpenGL, ktera´ svy´mi prˇı´kazy zastupuje grafickou kartu, je v podstateˇ
stavovy´ stroj. Pokud neˇjaky´ parametr zmeˇnı´me, zu˚stane zmeˇneˇn tak dlouho, nezˇ jej opeˇt
jiny´m vola´nı´m prˇepı´sˇeme. Toto chova´nı´ je ve veˇtsˇineˇ prˇı´padu˚ velmi zˇa´doucı´. Chceme-li
kreslit objekty jedne´ barvy, nastavı´me prvnı´ barvu a pak mu˚zˇeme volat prˇı´kazy, ktere´
tvorˇı´ na´mi pozˇadovane´ geometrie.
Po inicializaci je kamera, ktera´ je vasˇim pohledem do vytorˇene´ sce´ny, umı´steˇna ve
strˇedu sourˇadne´ soustavy a zarotova´na ve smeˇru osy -z. Osa X jde doprava, osa Y smeˇrˇuje
nahoru. Toto implicitnı´ nastavenı´ vsˇak neumozˇnuje kreslenı´ bez hlubsˇı´ znalosti funkce
OpenGL. Protozˇe zobrazovany´ prostor, ktery´ kamera nabı´zı´ je prˇed prostorem zobra-
zovy´m monitorem. K nastavenı´ spra´vne´ pozice kamery poslouzˇı´ jedna z funkcı´ gluO-
rtho2D(), glOrtho(), gluPerspective() nebo gluLookAt(), kde poslednı´ jmenovana´ je uzˇiva-
telsky nejvı´ce prˇı´jemna´. Pokud Va´m postacˇuje staticka´ kamera, stacˇı´ tuto funkcni zavolat
pouze jednou v metodeˇ pro inicializaci. Vlastnı´ kresba pak probı´ha´ v metodeˇ draw()5.
V te´to metodeˇ musı´te zavolat takove´ prˇı´kazy, aby plneˇ vykreslili va´mi pozˇadovany´
obraz. Obvykla´ struktu˚ra te´to metody by´va´ vymazat stary´ obsah obrazovky a nakres-
lit pozˇadovane´ geometrie. Cˇasto se z du˚vodu lepsˇı´ho vy´sledne´ho dojmu pouzˇı´va´ metoda
doublebufferova´nı´, cˇı´mzˇ je zajisˇteˇno, zˇe je vzˇdy zobrazen cely´ obra´zek a obraz neprob-
lika´va´. Pak v za´veˇru metody draw() bude navı´c take´ vola´nı´, ktere´ vymeˇnı´ obraz, ktery´
jste pra´veˇ nakreslili za ten, ktery´ byl do te´ doby zobrazova´n. Jednoduchou funkci, ktera´
nakreslı´ cˇtverec si lze prohle´dnout ve vy´pise zdrojove´ho ko´du 1.
glClear(GL COLOR BUFFER BIT | GL DEPTH BUFFER BIT);
glBegin(GL POLYGON);
glVertex3f (−1, 1, 0.0) ;
glVertex3f ( 1, 1, 0.0) ;
glVertex3f ( 1, −1, 0.0);




Vy´pis 1: Uka´zka velmi jednoduche´ho ko´du OpenGL
V ko´du se vyskytujı´ jesˇteˇ dalsˇı´ du˚lezˇite´ vola´nı´, ktere´ jsem opomeˇl zmı´nit. Jde o funkce
glBegin() a glEnd(). Tyto funkce oznacˇujı´ zacˇa´tek a konec kreslene´ primitivy. Typ kreslene´
primitivy urcˇuje vstupnı´ konstanta ve vola´nı´ glBegin(). Pokud se kreslı´ ku prˇı´kladu tro-
ju´helnı´k, ocˇeka´vajı´ se vola´nı´ nakresli vrchol (glVertex) po trojicı´ch. Z kazˇdy´ch trˇı´ volany´ch
vrcholu˚ je pak sestrojen jeden troju´helnı´k. Pokud je vrcholu˚ uvedeno me´neˇ, nekreslı´ se
nic. Pokud vı´ce, pokusı´ se OpenGL nakreslit tolik instancı´ dane´ primitivy, na kolik mu
bude stacˇit pocˇet podany´ch vrcholu˚. Typy primitiv se tento text z prostorovy´ch du˚vodu˚
nebude zaby´vat. Za´jemci o OpenGL pak mohou vzı´t do ruky opeˇt trˇeba skveˇlou [1].




Hladke´ povrchy se v OpenGL aproximujı´ velky´m mnozˇstvı´m jednodusˇsˇı´ch primitiv. Je
vsˇak zna´mo, zˇe rˇada teˇchto povrchu˚ a krˇivek se da´ matematicky vyja´drˇit na za´kladeˇ
neˇkolika parametru˚, jako jsou rˇı´dı´cı´ body. Ukla´da´nı´ neˇkolika rˇı´dicı´ch bodu˚ je pameˇt’oveˇ
mnohona´sobneˇ u´sporneˇjsˇı´, nezˇ ukla´dat vlastnı´ aproximujı´cı´ tvary. Navı´c, takto ulozˇene´
tvary jsou jen aproximacı´, zatı´mco ulozˇenı´ rˇı´dicı´ch bodu˚ popisuje skutecˇnou krˇivku,
kterou lze pozdeˇji dopocˇı´st v libovolne´ prˇesnosti a pocˇtu aproximujı´cı´ch primitiv. K
vy´pocˇtu˚m takovy´chto aproximujı´cı´ch primitiv slouzˇı´ v OpenGL evaula´tory. Na za´kladeˇ
rˇı´dicı´ch bodu˚ (nebo dalsˇı´ch prˇı´davny´ch attributu˚ trˇeba pro NURBS) pak evaula´tory samy
polohy vrcholu˚ a jim odpovı´dajı´cı´ norma´ly aproximujı´cı´ch primitiv dopocˇtou. Popisy
krˇivek, ktere´ lze pomocı´ evaula´toru˚ a ru˚zny´ch nadstaveb OpenGL dopocˇı´st lze nale´zt
rovneˇzˇ v [1].
Pro u´cˇely sezna´menı´ se s funkcionalitou me´ho simula´toru vsˇak postacˇı´, kdyzˇ Va´s
sezna´mı´m s postupem pro vy´pocˇet Bezie´rovy krˇivky zadane´ rˇı´dicı´i body v poli. Prvnı´
krok, ktery´ musı´me prove´st, je zadat evaula´toru˚m rˇı´dicı´ body. K tomuto slouzˇı´ vola´nı´
glMap(). Variant tohoto vola´nı´ je vı´ce, podle typu krˇivky (plochy), ktery´ hodla´me kres-
lit. Pro kreslenı´ krˇivky jde o 1 rozmeˇrne´ evaula´tory, pro vy´pocˇet ploch jde o dvo-
jrozmeˇrne´ evaula´tory. Rozmeˇrem se zde rozumı´ pocˇet promeˇnny´ch parametru˚ krˇivky
v jejı´mmatematicke´m popise. Bezie´rova krˇivka ma´ jeden takovy´ parametr. Pouzˇije se zde
tedy glMap1fd() a to podle toho, s jakou preciznostı´ ma´me prˇipraveny rˇı´dicı´ body6.
Prvnı´m parametrem je typ rˇı´dicı´ch bodu˚. Pro evaulaci Bezie´rovy krˇivky v 3D prostoru
pu˚jde o 3D body, pouzˇije se tedy konstanta GL MAP1 VERTEX3. Na tomto mı´steˇ bych
ra´d pouka´zal na to, zˇe evaula´tory lze pouzˇı´t i pro dalsˇı´ vy´pocˇty, jako je naprˇı´klad mı´cha´nı´
barev. A pra´veˇ proto je evaula´tor napsa´n robustneˇ, a akceptuje ru˚zne´ druhy vstupnı´ch
dat. Dalsˇı´m parametrem vola´nı´ je pak startovnı´ a konecˇna´ hodnota parametru. Pokud
chceme celou krˇivku, uvedeme hodnoty 0 a 1. Pokud ma´me za´jem vykreslovat jen cˇa´st7,
mu˚zˇeme takucˇinit prˇa´veˇ na za´kladeˇ teˇchto parametru˚. Dalsˇı´mparametrem je pocˇet floatu˚,
ktere´ zastupujı´ rˇı´dicı´ bod. Tato hodnota odpovı´da pocˇtu sourˇadnic prostoru, pro ktery´
se vy´pocˇet prova´dı´. Prˇedposledı´m parametrem je je rˇa´d krˇivky. Tedy, kolik rˇı´dicı´ch bodu˚
se bere k vy´pocˇtu kazˇde´ho bodu krˇivky. Technika ke stanovenı´ te´to hodnoty je stupenˇ
krˇivky + 1. Tedy pokud jde o kubiku stupneˇ 3, je potrˇeba hodnota 4. Poslednı´m a tı´m
nejdu˚lezˇiteˇjsı´m parametrem je pak ukazatel na rˇı´dicı´ body. Po zavola´nı´ te´to metody je
mozˇno aktivovat evaula´tor. To provedeme vola´nı´m glEnable(GL MAP1 VERTEX 3). V
tento moment je evaula´tor prˇipraven pro vy´pocˇty. A jednotlive´ body lezˇı´cı´ na krˇivce pak
zı´ska´va´me vola´nı´m glEvalCoord1fdv(). Pro na´zornost prˇipojuji uka´zku vlastnı´ho ko´du 2,
kde se vypocˇı´ta´va´ krˇivka dra´hy robota na za´kladeˇ rˇı´dicı´ch bodu˚. Typ krˇivky je Bezie´r.
glMap1f(GL MAP1 VERTEX 3, 0.0, 1.0, 3, 4, &robot−>ridici body trajektorie[0]);
glEnable(GL MAP1 VERTEX 3);
glBegin(GL POINTS);
for ( int i = 0; i < POCET BODU TRAJEKTORIE; i++)
6f jako float, d jako double
7trˇeba pokud kreslı´me krˇivku po obloucı´ch
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{
glEvalCoord1f((GLfloat) i /(POCET BODU TRAJEKTORIE−1));
}
glEnd();
Vy´pis 2: Pouzˇitı´ evaula´toru pro vy´pocˇet trajektorie robota
3.3.5 Feedback Mode
Protozˇe opravdova´ 3D aplikace musı´ umeˇt nejen sce´nu vykreslit, ale take´ umozˇnit s
kresleny´mi objekty da´le manipulovat, je OpenGL vybaveno trˇemi mo´dy, ve ktery´ch
doka´zˇe operovat. Prima´rnı´m mo´dem je pochopitelneˇ vykreslova´nı´ (render). Prˇi inicial-
izaci je OpenGL nastaveno pra´veˇ do tohoto mo´du. Pro vy´beˇr objektu˚ sce´ny je OpenGL
vybaveno mechanismem select, ktery´ automaticky rˇekne, ktery´ objekt je kreslen do
konkre´tnı´ za´jmove´ oblasti. Tento mechanismus se da´ vyuzˇı´t k implementaci ko´du, ktery´
pak urcˇı´, na ktery´ objekt uzˇivatel ukazuje. Trˇetı´m mo´dem, ktery´m OpenGL disponuje,
je mo´d feedback. Tento mo´d zpu˚sobuje, zˇe mı´sto aby byla data pro vykreslenı´ zası´la´na
do graficke´ karty a na´sledneˇ na vy´stupnı´ zarˇı´zenı´, jsou uzˇivateli vra´cena zpeˇt do prˇedem
nachystane´ho bufferu. Prvnı´ma dveˇma mo´dy, se zde nebudeme zaby´vat. Pro pochopenı´
funkcionality prˇı´davne´ logiky simula´toru, ktera´ umozˇnuje rˇı´dit roboty tak, aby se vy-
hy´bali kolizı´m, vsˇak bude zapotrˇebı´ alesponˇ hruby´ na´stin toho, jak pracujemo´d feedback.
Jak jsme jizˇ rˇekli, data, ktera´ by se norma´lneˇ kreslila, budou v feedback mo´du vra´ceny
uzˇivateli. Proto je logicky prvnı´m krokem prˇi jeho pouzˇitı´ stanovit, kam data zapsat. K
tomuto u´cˇelu slouzˇı´ vola´nı´ glFeedbackBuffer(). Parametry tohoto vola´nı´ popisujı´ jaky typ
dat bude zapsa´n a kolik jich maxima´lneˇ bude. Prvnı´m parametrem je velikost bufferu
ve floatech. Druhy´ parametr rˇı´ka´, jaka´ data budou uvnitrˇ. A trˇetı´m parametrem je pak
vlastnı´ odkaz na prˇedprˇipravene´ pole. Druhy´ parametr zde hraje klı´cˇovou roli, protozˇe
ru˚zna´ data vytva´rˇejı´ ru˚zne´ struktury ve vlastnı´m bufferu. Pro detaily odkazuji na [1], kde
jsou vsˇechny mozˇnosti detailneˇ popsa´ny.
Po vola´nı´ metody glFeedbackBuffer() mu˚zˇeme konecˇneˇ prˇepnout OpenGL do feed-
backmo´du. Ucˇinı´me tak vola´nı´m glRenderMode(), ktera´ slouzˇı´ pro prˇepı´na´mı´ mezi trˇemi
mo´dy, ktere´ OpenGL ma´. Volba mo´du, do ktere´ho se chceme dostat se prova´dı´ jediny´m
parametrem funkce, definovanou konstantou. VOpenGL jsou k tomuto u´cˇelu definova´ny
trˇi konstanty: GL RENDER,GL SELECT a na´mi pozˇadovany´ GL FEEDBACK.
Cokoli od ted’kom vykreslı´me, bude pouze prˇeposla´no do prˇedprˇipravene´ho bufferu.
Vmo´du feedbackmu˚zˇemepochopitelneˇ vyuzˇı´vat take´ evaula´tory, cozˇ je pro funkcionalitu
me´ prˇı´davne´ logiky klı´cˇove´ a proto tuto skutecˇnost explicitneˇ zminˇuji. Abychom se na
zapsana´ data mohli podı´vat, musı´me opustit mo´d feedback. Pra´veˇ prˇi prˇepnutı´ mo´du
se totizˇ shroma´zˇdeˇna´ data kresleny´ch primitiv prˇeklopı´ do na´mi nachystane´ho pole. To
ucˇinı´me opeˇtovy´m vola´nı´m glRenderMode().
Mo´d do ktere´ho aplikaci prˇepneme po feedbacku nenı´ rozhodujı´cı´, nicme´neˇ du˚lezˇita´
je na´vratova´ hodnota, ktera´ na´s informuje o pocˇtu floatu˚, ktere´ byly do bufferu zapsa´ny.
Sledova´nı´m te´to hodnoty mu˚zˇeme snadno zjistit chybu v nasˇı´ aplikaci. Du˚lezˇite´ na tomto
mı´steˇ je uveˇdomovat si, zˇe kromeˇ vlastnı´ch primitiv jsou data prolozˇeny jesˇteˇ jaky´misi
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informacˇnı´mi sˇt’ı´tky, ktere´ rˇı´kajı´ o jaky´ typ primitivy jde. Podle teˇchto hodnot se da´ buffer
pozdeˇji pohodlneˇ parsovat. Pokud na´m pro vlastnı´ parsova´nı´ za´kladnı´ sˇtı´tky vkla´dane´
mezi primitivy nepostacˇujı´, mu˚zˇeme si v procesu kreslenı´, kde vlastnı´ data prˇipravujeme,
do dat prˇida´vat vlastnı´ znacˇky a to pomocı´ funkce glPassThrough(). Tato funkce do feed-
back bufferu na odpovı´dajı´cı´mmı´steˇ prˇida´ dveˇ hodnoty float. Jedna je parametrem vola´nı´
a druha´ info token, tedy onen sˇt’ı´tek, zˇe jde o hodnotu prˇedanou pomocı´ glPassThrough().
Uka´zku pouzˇitı´ feedback mo´du si mu˚zˇete prohle´dnout ve vy´pise zdrojove´ho ko´du 3.
// velikost bufferu feddbacku bude
// pocet prvku ∗ ( poc bodu na prvek ∗ pocet souradnic + 1 token info) + 2 passthrough
const unsigned int feedbackBufferSize = POCET BODU TRAJEKTORIE∗(1∗3+1)+ 2;
GLfloat feedBuffer[feedbackBufferSize];
// prirad buffer pro feedback mode
// obsahem budou x,y,z souradnice pro kazdy bod
glFeedbackBuffer(feedbackBufferSize, GL 3D, feedBuffer);
// prepni do feedback modu (nekresli, pouze pocitej data)
glRenderMode(GL FEEDBACK);
glMap1f(GL MAP1 VERTEX 3, 0.0, 1.0, 3, 4, &robot−>ridici body trajektorie[0]);
glEnable(GL MAP1 VERTEX 3);
glBegin(GL POINTS);
for ( int i = 0; i < POCET BODU TRAJEKTORIE; i++)
{




// vrat se zpet do render modu = napln feedBuffer
int size = glRenderMode(GL RENDER); //size ˜ pocet floatu vracenych do bufferu
if (size != feedbackBufferSize){//chyba pri vypoctu}
Vy´pis 3: Pouzˇitı´ feedback mo´du
3.3.6 Shadery
Soucˇastny´m trendemve vy´voji graficky´ch karet je zobecnova´nı´ pouzˇity´ch jednotek. Kdysi
fixnı´ jednotky, ktere´ byly navrzˇeny pro jediny´ u´kol v pipeline graficke´ karty s cı´lem
vykreslenı´ vy´sledne´ho obrazu byly zameˇnˇova´ny za nove´, ktere´ mohly vykona´vat takove´
cˇinnosti, jaky´ch je prˇi vykreslova´nı´ aktua´lneˇ nejvı´ce potrˇeba. Jejich univerza´lnost vsˇak
vedla k jejich cˇı´m da´l veˇtsˇı´ na´vrhove´ slozˇitosti a jejich vy´roba se sta´vala technologicky
velmi obtı´zˇnou. Proto se zvolila jina´ cesta.
Dnesˇnı´ jednotky jsou programovatelne´, a pracujı´ podle toho, jaky´ program je v nich
natazˇen. Limitujı´cı´m faktorem dnesˇı´ch karet je tak celkovy´ pocˇet teˇchto jednotek a jejich
schopnost adaptivneˇ meˇnit sve´ role, aby byly sta´le vytı´zˇeny vsˇechny a aby prova´deˇly
pra´veˇ takovou cˇinnost, ktera´ je pro dany´ typ vizualizacˇnı´ u´lohy potrˇeba. Dnesˇnı´ pro-
22
gramovatelne´ jednotky tak lze podle u´loh deˇlit do dvou za´kladnı´ch skupin. Jednotka,
ktera´ pocˇı´ta´ s daty geometriı´ (vertex processor) a jednotka ktera´ pocˇı´ta´ s bodovy´mi
daty (fragment processor). Kazˇdy´ pa´r takovy´ch jednotek tak je schopen nahradit cˇa´st
pipeline OpenGL podle sve´ho naprogramova´nı´. Tento prˇı´stup nejenzˇe dovoluje nahra-
dit vesˇkerou funkcionalitu prˇı´slusˇne´ cˇa´sti pipeline OpenGL, ale take´ ji do znacˇne´ mı´ry
rozsˇı´rˇit. Naprˇı´klad o nove´ zpu˚soby osveˇtleˇnı´, u´pravy norma´l a podobneˇ. Vsˇe podle pro-
gramu, podle ktere´ho se jednotka rˇı´dı´. Pro programova´nı´ takovy´chto jednotek slouzˇı´
Shading language. Ja´ osobneˇ ve sve´ pra´ci pouzˇı´va´mOpenGL Shading Language (da´le jen
GLSL).
Jazyk GLSL je svou syntaxı´ odvozen z C. Ma´ bohatou za´sobu datovy´ch typu˚ vcˇetneˇ
matic nebo vektoru˚ a je tak velmi vhodny´ pro 3D aplikace. Jazyk obsahuje podporu
pro smycˇky, vola´nı´ subrutin a podmı´neˇne´ vy´razy. Je mozˇne´ deklarovat promeˇnne´ uvnitrˇ
teˇla programu. Rozsa´hla´ skupina vestaveˇny´ch funkcı´ zprˇı´stupnˇuje schopnosti potrˇebne´
pro vykreslovacı´ alogoritmy. Jde zkra´tka o procedura´lnı´ jazyk vysˇsˇı´ u´rovneˇ. Navı´c jde
stejneˇ jako uOpenGL omultiplatformnı´ a na operacˇnı´m syste´mu neza´visle´ programovacı´
rozhranı´ pro 3D vizualizaci. Pokud va´s tato upouta´vka zaujala, zkuste se podı´vat do [2]




Po du˚sledne´m zva´zˇenı´ pozˇadavku˚ a po prostudova´nı´ technicky´ch prostrˇedku˚, ktere´ jsem
si pro rˇesˇenı´ simula´toru fotbalu robotu˚ vybral. Vyplavalo na povrch urcˇite´ sche´ma, ktere´
bude nutne´ dodrzˇet. Pro mozˇnost ovla´da´nı´ simula´toru ru˚zny´mi knihovnami strategiı´
bude nejlepsˇı´ architektura klient-server, kde serverova´ aplikace bude vlastnı´ simula´tor
pracujı´cı´ s rea´lnou fyzikou a vlastnı´ vizualizacı´. Simula´tor se tak stane neza´visly´m na
zpu˚sobu cˇi rychlosti vy´pocˇtu rˇı´dicı´ch dat, ktere´ navı´c mohou by´t pocˇı´ta´ny i na jine´m
stroji.
Vstupnı´mi daty simula´toru budou prˇı´kazy pro jednotlive´ roboty, ktere´ lze asyn-
chronneˇ vymeˇnˇovat prostrˇednictvı´m definovane´ho protokolu. Vy´stupnı´mi daty pak bu-
dou pozice a orientace robotu˚. Na za´kladeˇ teˇchto dat si mu˚zˇe rˇı´dı´cı´ knihovna strategiı´
rozhodnout jake´ prˇı´kazy robotu˚m zaslat prˇı´sˇteˇ. Pro podporu vzniku klientsky´ch aplikacı´
jsem naprogramoval torso klientske´ aplikace, ktere´ umozˇnuje vizualizaci stavu simulace
a postara´ se o vy´meˇnu dat se simula´torem. Pro uzˇivatele me´ho simula´toru tedy zby´va´,
doplnit ko´d tohoto prˇedprˇipravene´ho torsa o logiku rˇı´zenı´ robotu˚ a v momenteˇ, kdy majı´
prˇı´kazy prˇipraveny zavolat metodu, ktera´ data zasˇle zpeˇt do simula´toru. O mozˇnostech
rˇı´zenı´ se rozepı´sˇu pozdeˇji, prˇedesı´la´m zde jen, zˇe jsem na serverove´ straneˇ take´ prˇipravil
prˇı´davnou logiku pro podporu rˇı´zenı´ robotu˚.
Zpeˇt k hlavnı´mu simula´toru. U aplikacı´, kde se pouzˇı´va´ OpenGL a nebo her obecneˇ,
by´va´ beˇzˇne´, zˇe jsou vsˇechny objekty sce´ny spravova´ny urcˇity´m managerem, kde jsou
udrzˇova´ny jejich modely a pozice. Dobry´m zdrojem informacı´ mu˚zˇe by´t [4] a [5]. Takova´
sce´na pak musı´ existovat i pro potrˇeby simulace v PhysX. Vyuzˇı´vat pro vizualizaci prˇı´mo
sce´nu urcˇenou pro simulaci v PhysX je sice mozˇne´, nicme´neˇ neprakticke´ s ohledem na
modularitu syste´mu, protozˇe vsˇechny trˇı´dy zaby´vajı´cı´ se vizualizacı´ objektu˚ by musely
mı´t importova´ny take´ knihovny PhysX. Takto implementovana´ vizualizace by tak mohla
by´t pouzˇita pouze ve vlastı´m simula´toru. Z drˇı´veˇjsˇı´ho vsˇak vı´me, zˇe je zde pozˇadavek na
vizualizaci vy´stupnı´ch dat simula´toru take´ na straneˇ klienta a ten nemusı´ by´t vybaven
hardwarem s podporou PhysX. Nenı´ vu˚bec du˚vod, procˇ by klientska´ aplikace meˇla o
prˇı´tomnosti PhysXu veˇdeˇt.
Pro kazˇdy´ objekt, ktery´ budu ve fotbalu robotu˚ simulovat, bude proto zapotrˇebı´ hned
dveˇ vlastnı´ trˇı´dy. Jedna bude rˇesˇit ota´zku vizualizace, ktera´ bude obsahovat metodu pro
vykreslenı´ pomocı´ OpenGL a druha´ bude rˇesˇit ota´zky simulace a bude tak obsahovat
metody, ktere´ vytvorˇı´ sve´ho aktora pro PhysX. Datove´ prvky, ktere´ obeˇ trˇı´dy potrˇebujı´
pro svou funkcionalitu, ale jsou v za´sadeˇ spolecˇne´, jako jsou poloha, orientace objektu˚,
rozmeˇry a podobneˇ, pak budou ulozˇeny a vymeˇnˇova´ny pomocı´ trˇı´dy Datacore, ktera´
bude take´ zajisˇt’ovat vy´meˇnu dat mezi serverem a klienty.
Aplikace pak prˇi sve´m startu inicializuje framework PhysX a knihovny OpenGL
a pomocı´ trˇı´d zastupujı´cı´ch simulovane´ objekty se vytovrˇı´ na za´kladeˇ dat v Datacore
jak simulovana´ sce´na pro PhysX tak i sce´na pro vizualizaci. Jednotlive´ instance vizual-
izovany´ch objektu˚ si s sebou nesou svuj vlastnı´ model. Nevy´hodou tohoto prˇı´stupu
je sice vysˇsˇı´ pameˇt’ova´ na´rocˇnost, ale vy´hodou je snadna´ spra´va pameˇti a mozˇnost
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ru˚zny´ch modelu˚ pro kazˇde´ho aktora simulace. Vsˇechny modely vyuzˇı´vane´ vizualizacı´
jsou akcelerova´ny ulozˇenı´m geometriı´ do listu˚. Prˇi zmeˇna´ch parametru˚ jsou tyto listy
zrusˇeny a opeˇtovneˇ sestaveny tak, aby odpovı´daly noveˇ nastaveny´m parametru˚m. Take´
entity zastupujı´cı´ simulacˇnı´ cˇa´st jsou ko´dova´ny tak, aby mohly by´t parametry simulo-
vany´ch objektu˚ meˇneˇny za beˇhu. K detailu˚m se dostaneme pozdeˇji.
Vlastnı´ beˇh aplikace spocˇı´va´ na straneˇ serveru z kolobeˇhu simulace, aktualizace dat a
vizualizace, ktery´ lze jako jediny´ za u´cˇelem u´spory procesorove´ho cˇasu vypnout. Kolobeˇh
simulace spocˇı´va´ v prˇecˇtenı´ rˇı´dı´cı´ch dat (prˇı´kazy robotu˚m) na jejichzˇ za´kladeˇ se nastavı´
pozˇadovane´ tahy motoru˚ pro kazˇde´ho robota. Tyto tahy jsou prˇeneseny do simulace a je
spusˇteˇn vy´pocˇet fyziky, ktery´ vede k novy´m pozicı´m objektu˚ sce´ny.
Beˇhem simulova´nı´ fyziky prˇı´mo na graficke´ karteˇ, jsou aktualizova´na data (polohy
a orientace robotu˚) v Datacore z minule´ho simulacˇnı´ho kroku. Na za´kladeˇ dat v Dat-
acore je provedeno vykreslenı´ modelu˚, tedy vlastnı´ vizualizace. Data z Datacore se prˇi
sve´ aktualizaci rovneˇzˇ odesˇlou vsˇem prˇihla´sˇeny´m klientu˚m. Vykreslenı´ probı´ha´ iteracı´
prˇes vsˇechny objekty sce´ny a vola´nı´m metody pro vykresleni uzˇitı´m prˇı´kazu˚ OpenGL.
Vizualizace zabı´ra´ nejvı´ce cˇasu a protozˇe nebeˇzˇı´ v separa´tnı´m vkla´kneˇ je blokujı´cı´ pro
spusˇteˇnı´ dalsˇı´ho simulacˇnı´ho kroku. Rychlost simulace mu˚zˇe vy´znamneˇ zateˇzˇovat i prˇı´-
davna´ logika pro podporu rˇı´zenı´ robotu˚, o ktere´ budu psa´t v za´veˇru kapitoly. Prˇedesˇlu,
zˇe prˇı´kazy, ktere´ robotu˚m zası´la´me se mu˚zˇou lisˇit u´rovnı´ abstrakce. Simula´tor pocˇı´ta´ v
soucˇasnosti se dveˇma mozˇnostmi. Vstupem do simula´toru mohou by´t pozˇadovane´ tahy
motoru˚ pro kazˇde´ho robota, nebo cı´lovy´ bod, kamma´ robot dojet. Kdy simula´tor pomocı´
pozdeˇji popsany´ch algoritmu˚ vyhodnotı´ tahy motoru˚ a nastavı´ je jako sı´ly, motoru˚, ktere´
budou formovat budoucı´ stav simulace.
Na straneˇ torsa pro klientskou aplikaci je pak kolobeˇh slozˇen jen z vizualizace a aktu-
alizace stavu Datacore. Protozˇe cˇetnost simulacı´ mu˚zˇe by´t vy´znamneˇ vysˇsˇı´, nezˇ cˇetnost
vykreslova´nı´, je odbeˇr pozic a natocˇenı´ robotu˚ prova´deˇn v separatnı´m vla´kneˇ a s kazˇdy´mi
novy´mi daty je prova´deˇna aktualizace dat trˇı´dy Datacore. Vykreslova´na je pak vzˇdy situ-
ace v co nejaktua´lneˇjsˇı´m stavu. Jiny´mi slovy, je cˇaste´, zˇe pozice neˇktery´ch robotu˚ jsou z
jine´ho cˇasove´ho ra´mce, nezˇ zbytek sce´ny. Maxima´lnı´ cˇasovy´ rozestup je vsˇak da´n de´lkou
vykreslenı´ jednoho snı´mku a je pouhy´m okem nepostrˇehnutelny´. Pro toto rˇesˇenı´ bylo
pochopitelneˇ nutno rˇesˇit za´mky na datech v Datacore. A jde o kvalitativneˇ lepsˇı´ rˇesˇenı´
nezˇ vykreslenı´ robotu˚ dle pozic v jednom cˇasove´m ra´mci. Alesponˇ cˇa´st poloh robotu˚ je
aktua´lneˇjsˇı´, nezˇ kdyby byla porˇı´zena kopie dat na zacˇa´tku vykreslova´nı´ snı´mku.
4.2 Modelova´nı´ reality v PhysX
V te´to kapitole se dozvı´te jaky´m zpu˚sobem jsem namodeloval jednotlive´ prvky fotbalu
robotu˚. Procˇ jsem zvolil pra´veˇ tuto reprezentaci a take´ jake´ vy´hody a nevy´hody to prˇina´sˇı´.
4.2.1 Globa´lnı´ konvence
Aby bylo mozˇne´ zacˇı´t s modelova´nı´m aktoru˚. Bylo nutne´ si stanovit pa´r za´kladnı´ch veˇcı´.
Simula´tor bude simulovat objekty o velikostech v rˇa´dech centimetru˚. Implicitnı´ nastavenı´
knihoven PhysX umozˇnˇuje pronika´nı´ dvou objektu˚ z du˚vody stability simulace azˇ do
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u´rovneˇ 0.05 za´kladnı´ jednotky. Prˇicˇemzˇ jednotky simulace nejsou vynuceny. Parametr,
ktery´ ovlivnˇuje pronika´nı´ objektu˚ do sebe se jmenujeNX SKIN WIDTH.Modelovat tudı´zˇ
na´sˇ sveˇt se za´kladnı´ jednotkou de´lky 1 metr, by mohlo ve´st k velmi neprˇesveˇdcˇivy´m
vy´sledku˚m simulace. Prˇedstavte si zˇe jsou roboti do sebe zaklı´neˇnı´ v hloubce 4cm a k
odrazu sta´le nedocha´zı´! Snizˇova´nı´ parametru NX SKIN WIDTH je sice mozˇne´, ale dle
dokumentace PhysX mu˚zˇe docha´zet k snizˇova´nı´ veˇrohodnosti a stability simulace. Vsˇe
bude pravdeˇpodobneˇ zaprˇı´cˇineˇno nı´zkou prˇesnostı´ cˇı´sel, s ktery´mi se ve PhysX pocˇı´ta´.
Kvu˚li multiplatformnosti a povaze procesoru˚, ktere´ fyziku pocˇı´tajı´ je pouzˇit jen 32-bitovy´
float.
Bylo proto nutne´ slevit z pozˇadavku˚ pouzˇı´va´nı´ soustavy SI v za´jmu vysˇsˇı´ prˇesnosti
a za´kladnı´ jednotkou de´lky stanovit centimetry. Hmotnost pak gram a cˇas mu˚zˇeme
ponechat ve vterˇina´ch. Se vsˇemi odvozeny´mi jednotkami pak musı´me zacha´zet dle te´to
konvence, takzˇe rychlost bude pochopitelneˇ cm/s. Tyto fakta musı´me zohlednit prˇi mod-
elova´nı´ sveˇta, abychom podveˇdomeˇ nezada´vali rozmeˇry v metrech nebo necˇetli vektory
rychlosti jako nesmyslneˇ vysoke´. Aby bylo tomuto textu spra´vneˇ rozumeˇt, PhysX sa´m o
sobeˇ o pouzˇity´ch jednotka´ch nevı´ nic, jde jen o konvenci, jak vnı´mat hodnoty cˇı´sel a jak
je prˇi modelova´nı´ nastavovat.
Druhou veˇcı´, kterou si musı´me prˇi vytva´rˇenı´ sce´ny rozmyslet je soustava sourˇadnic.
FrameworkuPhysX je podle dokumentace jedno, zda budemepouzˇı´vat levotocˇivou, nebo
pravotocˇivou soustavu sourˇadnic. Vzpomenˇme si ovsˇem na zadra´tova´nı´ vy´pocˇtu norma´l
prˇi vytva´rˇenı´meshu˚. Takzˇe bych si dovolil o tomto tvrzenı´ zapochybovat. Kdovı´, kde jesˇteˇ
bych v budoucnu narazil na proble´m. Protozˇe k vizualizaci budeme vyuzˇı´vat OpenGL,
rozhodl jsem se pro tvorbu sce´n vyuzˇı´vat soustavu sourˇadnic dle OpenGL. Za´kladnı´
na´hled tedy bude po ose -Z. Tato konvence na´mumozˇnı´ pouzˇı´vatmatici globalPose, ktera´
urcˇuje polohu teˇlesa ve sce´neˇ jako matici ModelView pro u´cˇely vizualizace. Pouzˇı´vanou
soustavu sourˇadnic si mu˚zˇete prohle´dnout na obra´zku 2.
Na za´veˇr si je potrˇeba rozmyslet nastavenı´ vytva´rˇeny´ch sce´n. Gravitace bude pu˚sobit
jako sı´la ve smeˇru osy -Y. Cozˇ ze za´kladnı´ho pohledu OpenGL bude vypadat jak jsme
zvyklı´, smeˇrem dolu˚. Roboti pak budou hra´t na rovineˇ XZ. Tomu musı´ odpovı´dat i
umist’ova´nı´ objektu˚ do sce´ny. Rozmeˇr X bude reprezentovat de´lku hrˇisˇteˇ a rozmeˇr Z
sˇı´rˇku. Modelova´nı´ robotu˚ by pakmeˇlo dodrzˇet stejne´ konvence. Aby nebylo nutne´ slozˇiteˇ
prˇepocˇı´ta´vat a rotovat smeˇrove´ vektory pu˚sobenı´ sil prˇi prˇechodu ze sourˇadne´ soustavy
sce´ny do soustavy robota.
4.2.2 Krokova´nı´ simulace
PhysX SDK umozˇnˇuje prova´deˇt simulaci rea´lne´ fyziky ve sce´neˇ pomocı´ vola´nı´ simu-
late(cˇas v ms). Tato vola´nı´ se prova´dı´ na konkre´tnı´ instanci sce´ny a jsou neblokujı´cı´.
Znamena´ to, zˇe je mozˇne´ paralelneˇ simulovat vı´ce sce´n. O skoncˇenı´ simulace se uzˇiva-
tel nedozvı´ generova´nı´m uda´losti. Mu˚zˇe se bud’ opakovaneˇ dotazovat na stav simulace,
nebo zavolat metodu fetchResults() na konkre´tnı´ instanci sce´ny, ktera´ je blokujı´cı´. Na te´to
instrukci se tedy dane´ vla´kno zastavı´, nezˇ jsou vy´sledky k dispozici.
Vsˇechny data sce´ny jsou zdvojeny. Pra´veˇ metoda fetchResults() slouzˇı´ k prˇepsa´nı´ uzˇi-
vatelske´ho bufferu˚ bufferem pracovnı´m. Tento zpu˚sob pra´ce umozˇnˇuje, prova´deˇt uzˇitecˇ-
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Obra´zek 2: Soustava sourˇadnic
nou cˇinnost s daty z minule´ho kroku simulace i beˇhem simulova´nı´ sce´ny. Pomocı´ ukaza-
tele na sce´nu tedy vzˇdy prˇistupujeme k bufferu, se ktery´m se v soucˇasne´ dobeˇ nepracuje.
Pokud vsˇak chceme stav simulace rˇı´dit, nezby´va´ na´m, nezˇ nastavit pozˇadovane´ externı´
sı´ly, ktere´ budou formovat stav simulace (jako tahy motoru˚ robotu˚) drˇı´ve, nezˇ spustı´me
metodu simulate(). Po odsimulova´nı´ jsou totizˇ vzˇdy externı´ sı´ly ze sce´ny odstraneˇny. Cˇas,
kdy ma´me volny´ procesor tak lze vyuzˇı´t pro u´cˇely vy´pocˇtu˚ rˇı´dicı´ch strategiı´ na stary´ch
datech, nicme´neˇ jejich aplikace je mozˇna´ azˇ po prˇehozenı´ bufferu˚ prˇed vola´nı´m metody
simulate(). V tento moment jsou uzˇ ale k dispozici data noveˇjsˇı´.
Co vsˇak lze s volny´mprocesorovy´m cˇasempodniknout, je vykreslenı´ sce´ny. Vykreslenı´
sce´ny bude s ohledem na slozˇitost simulovane´ sce´ny trvat delsˇı´ dobu, nezˇ simulace. Tento
fakt je pro na´s zˇa´doucı´, protozˇe to znamena´, zˇe nebudeme cˇekat na blokujı´cı´m vola´nı´
fetchResults() a vyuzˇijeme tak maxima´lnı´ hardwarovy´ potencia´l nativneˇ tak, zˇe budeme
beˇhem vy´pocˇty fyziky kreslit. Azˇ se v programu narazı´ na vola´nı´ fetchResults(), budou
jizˇ data prˇipravena na prˇeklopenı´.
Jednı´m z nejzajı´maveˇjsˇı´ch proble´mu˚, ktere´ jsem v te´to pra´ci rˇesˇil, je jaky´m zpu˚sobem
krokovat simulaci. Jaky´m zpu˚sobem zobrazovat vy´sledky, aby odpovı´daly co nejvı´ce
stavu simulace a aby tak navozovaly dojem beˇhu v rea´lne´m cˇase a hlavneˇ jak udrzˇet
cˇasovou synchronizaci mezi rea´lny´m a simulovany´m cˇasem. Take´ meˇ tı´zˇilo aby byla
simulace prova´deˇna po dostatecˇneˇ kra´tky´ch cˇasovy´ch intervalech a nedocha´zelo tak k
u´jma´m na prˇesnosti simulace.
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Beˇzˇna´ technika urcˇenı´ kroku simulace je odsimulovat cˇas, za ktery´ byl vykreslen
prˇedchozı´ snı´mek. Je zde vsˇak pa´r proble´mu˚. Vykreslenı´ dvou po sobeˇ na´sledujı´cı´ch
snı´mku˚ mu˚zˇe trvat jinou dobu, protozˇe se zmeˇnı´ obsah vykreslovane´ sce´ny. Zadruhe´
nenı´ tato metoda odolna´ vu˚cˇi odejmutı´ procesorove´ho cˇasu aplikaci. Meˇrˇil by se totizˇ jen
cˇas stra´veny´ v metodeˇ paintGL() a prodlevy mezi jejich vola´nı´ by nebyly simulova´ny.
Skutecˇny´ a odsimulovany´ cˇas v PhysX by se tak pochopitelneˇ rozcha´zel. Cˇas odsimulo-
vany´ v aplikaci by byl kratsˇı´, nezˇ ten, ktery´ skutecˇneˇ ubeˇhl. Cˇı´m pomalejsˇı´ hardware by
uzˇivatel simula´toru pouzˇı´val, nebo cˇı´m vı´ce aplikacı´ by meˇl spusˇteˇno, tı´m „pomaleji“ by
postupoval cˇas v simula´toru.
Take´ pouzˇitı´ kroku˚ fixnı´ de´lky nema´ smysl. I kdyzˇ by odpadl proble´m s udrzˇenı´m
cˇasove´ synchronizace, je proble´m se stanovenı´m de´lky onoho fixnı´ho kroku. Pokud nas-
tavı´me de´lku kroku prˇı´lisˇ malou, nebude moci by´t vy´pocˇet proveden z vy´konnostnı´ch
du˚vodu˚. Pokud by byl krok prˇı´lisˇ dlouhy´, bylo by dosazˇeno nı´zke´ frekvence prˇekreslenı´
a vy´stup by pu˚sobil trhaneˇ. Hardware bude tedy bud’ limitujı´cı´m faktorem pro beˇh, nebo
nebude plneˇ vyuzˇit.
Mu˚j na´vrh cˇasova´nı´ pracuje zhruba takto. V hlavnı´ smycˇce aplikace probı´ha´ po-
mocı´ QTimeru vola´nı´ metody paintGL(). Cˇetnost tohoto vola´nı´ za´visı´ na vy´konu vasˇeho
pocˇı´tacˇe, protozˇe Timer je nastaven tak, aby generoval svou uda´lost prˇi idle stavu ap-
likace. Jiny´mi slovy, pokud je dokoncˇena vesˇkera´ pra´ce v dane´m cyklu, vyzˇa´da´ si timer
prˇekreslenı´ aplikace. V aplikaci se udrzˇuje cˇasova´ znacˇka poslednı´ho odsimulovane´ho
cˇasu. Prˇi vola´nı´ metody pro vykreslenı´ se spocˇı´ta´ rozdı´l mezi cˇasem beˇhu aplikace a
cˇasem, ktery´ byl odsimulova´n a tento rozdı´l je pozˇadovany´ cˇas simulace, ktery´ se prˇeda´
jako parametr metody simulate() sce´neˇ. Touto technikou je zajisˇteˇna synchronizace rea´l-
ne´ho cˇasu s beˇhem cˇasu simulace.Navı´c bude dosazˇeno tak vysoke´ snı´mkovacı´ frekvence,
jak jen Va´sˇ hardware dovolı´. Tedy na rychlejsˇı´m pocˇı´tacˇi bude rozdı´l mezi stavem sim-
ulace a vykreslovany´m stavem mensˇı´, protozˇe simulovany´ krok bude kratsˇı´ a poskyto-
vany´ vizua´lnı´ vy´stup je vzˇdy 1 krok za simulacı´. Problematikou real-time vykreslova´nı´
se zaby´va´ publikace [7].
Zby´val tedy vyrˇesˇit poslednı´ proble´m, a to je kvalita simulace prˇi ru˚zneˇ dlouhy´ch
krocı´ch. Kdyzˇ jsem v te´to oblasti du˚sledneˇ prostudoval dokumentaci k PhysX, zjistil
jsem, zˇe interneˇ PhysX prova´dı´ simulace po stejneˇ dlouhy´ch cˇasovy´ch intervalech bez
ohledu na cˇas, ktery´ si zˇa´da´te odsimulovat. Rozdı´l by´va´ v tom, kolik teˇchto internı´ch
kroku˚ se provede, nezˇ je mozˇne´ oznacˇit stav simulace za konecˇny´. Tento implicitnı´ stav
lze zmeˇnit pomocı´ vola´nı´ metody setTiming() sce´ny, kde lze subkroky nastavit i jinak. Pro
u´cˇely tohoto simula´toru je vsˇak implicitnı´ nastavenı´ vhodne´.
4.2.3 Mı´cˇek
Mı´cˇek, s ktery´m sehraje robofotbalMiroSot je standardnı´ oranzˇovy´ golfovy´mı´cˇek. Takovy´
mı´cˇek va´zˇı´ 46g a ma´ polomeˇr 2,135cm. Je vyroben z pevne´ho materia´lu, takzˇe ho lze
modelovat pomocı´ fyziky pevny´ch teˇles. Prˇestozˇe se nebude odra´zˇet tolik jako mı´cˇek
gumovy´, je tento druhmı´cˇku duty´ a jeho odrazivost bude pomeˇrneˇ vysoka´. Povrchmı´cˇku
nenı´ u´plneˇ hladky´, takzˇe prˇi sve´m kuta´lenı´ bude docha´zet k vysˇsˇı´mu trˇenı´. Take´ tyto
pozˇadavky doka´zˇe PhysX zohlednit a to definova´nı´m vlastnı´ho materia´lu a nadefinova´nı´
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pozˇadovany´ch materia´lovy´ch vlastnostı´. Materia´ly pouzˇı´vane´ uvnitrˇ frameworku PhysX
umozˇnˇujı´ nadefinovat dveˇ za´kladnı´ vlastnosti.
Prvnı´ je restitution, ktera´ zohlednˇuje, jak moc se bude objekt vyrobeny´ tı´mto mater-
ia´lem odra´zˇet. Jde o konstantu v rozmezı´ 0 azˇ 1 a rˇı´ka´, kolik energie se prˇi kolizi zachova´
jako energie odrazu. Hodnoty blı´zke´ 1 simulujı´ opravdu snadno odrazive´ objekty jako
pingpongovy´ mı´cˇek. Hodnoty blı´zke´ 0 pak jsou vhodne´ pro hrubou simulaci meˇkky´ch
objektu˚, ktere´ prˇi na´razu dojde ke konverzi veˇtsˇiny energie na deformace objektu. (Hrube´
proto, zˇe framework PhysX umozˇnuje i simulaci fyziky meˇkky´ch teˇles)
Druha´ materia´lova´ vlastnost je pak trˇenı´. Ru˚zne´ povrchy teˇles mohou kla´st ru˚zny´
odpor prˇi posouva´nı´. PhysX nabı´zı´ dveˇ hodnoty pro zachycenı´ reality v oblasti mode-
lova´nı´ trˇenı´. Prvnı´ je staticFriction, ktera´ uda´va´ ochotu teˇlesa, vu˚bec se do pohybu vydat.
Druhou vlastnostı´ je dynamicFriction, ktera´ definuje k jak velky´m ztra´ta´m energie bude
docha´zet beˇhem klouzave´ho pohybu.
Uzˇ jste neˇkdy uklouzl na sneˇhu? Prˇesneˇ tuto skutecˇnost lze dı´ky rozdeˇlenı´ trˇenı´ na
staticke´ a dynamicke´ parametry simulovat. Bota ma´ s na´ledı´m docela silny´ kontakt dı´ky
sneˇhu v podra´zˇce, ktery´ se prˇichytı´ k ledu v momenteˇ nasˇla´pnutı´. Tuto skutecˇnost lze
zohlednit nastavenı´m vysoke´ hodnoty staticFriction. Pokud se vsˇak sı´la tohoto prˇichycenı´
prˇekona´, bota uzˇ klouzˇe velmi snadno. Cozˇ lze namodelovat pomocı´ nı´zke´ hodnoty
dynamicFriction.
Pro namodelova´nı´ nasˇeho mı´cˇku bylo potrˇeba hodnoty materia´lovy´ch vlastnostı´ ex-
perimenta´lneˇ odhadnout. Staticke´ trˇenı´ nebylo teˇzˇke´, kulicˇka nebude klouzat nikdy. Vzˇdy
bude mnohem snazˇsˇı´ ji uve´st do pohybu valive´ho, proto jsem nechal hodnotu statick-
e´ho trˇenı´ na 0,5, jako pro simulaci nezajı´mavy´ parametr. Dynamicke´ trˇenı´ jsem nastavil
na hodnotu 0,3. Zohlednˇuji tak fakt, zˇe trˇenı´ te´meˇrˇ hladke´ho povrchu golfove´ho mı´cˇku
bude nizˇsˇı´ nezˇ pru˚meˇrne´. Nizˇsˇı´ hodnoty vsˇak jsou vyhrazeny pro simulova´nı´ snadno
klouzavy´ch objektu˚ jako kostky ledu.
Na za´veˇr je potrˇeba prˇiznat, zˇe existujı´ objekty s ru˚zny´m trˇenı´m v ru˚zny´ch smeˇrech
pohybu. Typicky´m za´stupcem takove´ho objektu bude hrana brusle. Ta doprˇedu klouzˇe
velmi snadno ve srovna´nı´ s pohybem do stran. Take´ drˇevo vykazuje vy´znamneˇ nizˇsˇı´ trˇenı´
ve smeˇru ru˚stu. Nebo pokud pustı´te lyzˇi ze svahu, take´ dojede sˇpicˇkou naprˇed. Aby bylo
mozˇne´ zohlednit v simulaci i takove´ skutecˇnosti, nabı´zı´ PhysX definici anisotropnı´ho
materia´lu. Kde lze definovat dva pa´ry hodnot trˇenı´ a to ve smeˇru vektoru smeˇrove´ho a
ve smeˇru kolme´m ke smeˇru pohybu aktora. Takovy´to objekt se beˇhem posouva´nı´ bude
orientovat vzˇdy cˇelem ke smeˇru pohybu a to tak rychle, jak velky´ je rozdı´l mezi parametry
trˇenı´. Pokud se parametr trˇenı´ prˇezˇene. Bude se pak teˇleso spı´sˇe valit kolem jedne´ ze svy´ch
os, zatı´mco v pohybu ve druhe´m smeˇru bude klouzat.
Vy´beˇr tvaru, ktey´ bude zastupovat mı´cˇek je zrˇejmy´. Teˇlo aktora bude slozˇeno z jed-
ine´ho za´kladnı´ho tvaru NxSphereShape vytvorˇene´ho s polomeˇrem 2,135cm. Tomuto
tvaru bude prˇirˇazen pra´veˇ definovany´ materia´l. Pro shrnutı´ restitution 0,5, staticFriction
0,5 a dynamicFriction 0,3.
Vytva´rˇı´me aktora dynamicke´ho, takzˇe bude nutne´ vytvorˇit take´ body, promı´cˇek. Body
musı´ obsahovat teˇzˇisˇteˇ a hmotnost. Hmotnost mı´cˇku nastavı´me na 46g. Teˇzˇisˇteˇ mu˚zˇeme
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zadat jako strˇedmı´cˇku, nebo nechat PhysX, at’si teˇzˇisˇteˇ dopocˇte. Veˇrˇı´m, zˇe vy´pocˇet teˇzˇisˇteˇ
z jednoho tvaru dopadne dle ocˇeka´va´nı´ ve strˇedu mı´cˇku.
Actor pro zastupova´nı´ mı´cˇku je prˇipraven pro nasazenı´ do sce´ny. Pro prˇı´pady, zˇe
budete chtı´t meˇnit parametry mı´cˇku, byl upraven konstruktor mı´cˇku tak, aby vytva´rˇeny´
aktor meˇl dva volitelne´ parametry, rozmeˇry mı´cˇku a jeho hmotnost. Take´ byly implemen-
tova´ny metody, ktere´ umozˇnı´ meˇnit hmotnost a polomeˇr mı´cˇku prˇı´mo za beˇhu aplikace.
4.2.4 Hracı´ plocha
Hracı´ plocha8mu˚zˇenaby´vatdvou rozmeˇru˚. Podle toho sepomeˇrneˇ zveˇtsˇuje i branka.Co je
pro na´s zajı´mave´ z pohledu fyzika´lnı´ simulace je povrch hrˇisˇteˇ. Povrch hrˇisˇteˇ dle pravidel
musı´ zajistit dostatecˇny´ grip robotu˚m. Uvedeny´ prˇı´klad je povrch pingpongove´ho stolu.
Kola robotu˚ jsou v bodech kontaktu pogumova´ny, takzˇe by nasˇe pozˇadavky meˇl uspoko-
jit beˇzˇny´ hladky´ povrch. Protozˇe jde o pevny´, neohybny´ materia´l a jeho sˇı´rˇka umozˇnˇuje
jen minima´lnı´ pruzˇnost. Bude mı´t materia´l, ktery´ pro hrˇisˇteˇ pouzˇijeme, nı´zke´ hodnoty
staticFriction, strˇednı´ hodnoty dynamicFriction a nı´zke´ hodnoty odrazivosti. Prˇesne´ hod-
noty byly urcˇeny experimenta´lneˇ doma´cı´mi pokusy odrazy golfove´ho mı´cˇku na beˇzˇne´m
drˇeveˇne´m lakovane´m stole.
Tvaru hrˇisˇteˇ nepu˚jde dosa´hnout jednı´m za´kladnı´m tvarem. Nicme´neˇ jeden tvar Nx-
PlaneShape a neˇkolik NxBoxShapu˚ nasˇe potrˇeby bohateˇ uspokojı´. Protozˇe hrˇisˇteˇ bude
svou hmotnostı´ mnohana´sobneˇ prˇekracˇovat hmotnosti robotu˚ i mı´cˇku, nenı´ nutne´ hrˇisˇteˇ
simulovat jako dynamicke´ho aktora, ale postacˇı´, kdyzˇ bude aktor definova´n jako staticky´.
Tento aktor bypro simulace bohateˇ dostacˇoval.Nicme´neˇ, pozdeˇji jsem se kehracı´ plosˇe
rozhodl prˇidat jesˇteˇ dvaNxBoxShape dovnitrˇ branek, s nastaveny´mi flagy, aby se chovaly
jako triggery.Vbudoucnubudemedı´kynı´msnadnovyhodnocovat branky.Velikost teˇchto
triggeru˚ je spocˇtena tak, aby se dosa´hlo kontaktu mı´cˇku s objemem zaujı´majı´cı´m go´lovou
oblast azˇ tehdy, kdyzˇ mı´cˇek prˇekrocˇı´ brankovou cˇa´ru svy´m plny´m objemem. To je take´
du˚vod, procˇ je pro konstrukci hrˇisˇteˇ vyzˇadova´n jako vstupnı´ parametr polomeˇr mı´cˇku.
Pokud nenı´ doda´n, pouzˇije se implicitneˇ prˇednastavena´ hodnota polomeˇru platna´ pro
klasicky´ golfovy´ mı´cˇek.
4.2.5 Robot
Na rˇadu v modelova´nı´ za´stupcu˚ pro PhysX se nynı´ dostal hracı´ robot. Modelova´nı´ za-
pocˇalo mnohem drˇı´ve, nezˇ jsem se dostal ke skutecˇne´mu robotu , cozˇ vedlo zpocˇa´tku
k chyba´m ve veˇrnosti simulace. Myslı´m si, zˇe bude zajı´mave´, kdyzˇ Va´m popı´sˇu vy´voj
avatara hracı´ho robota peˇkneˇ postupneˇ, jak vznikal. A sezna´mı´m Va´s s chybami ktery´ch
jsem se dopustil.
Na prvnı´ pohled se robot jevı´ jako kostka, ktera´ ma´ dveˇ kola. Tyto kola jsou poha´neˇna
neza´visly´mimotory. Nynı´ parafra´zuji dokumentaci k PhysX SDK, kde se pı´sˇe, zˇe sema´me
pokousˇet o co nejveˇtsˇı´ zjednodusˇenı´ modelu˚, ktere´ prˇeda´va´me pro vy´pocˇet simulace.
Ve skutecˇne´m sveˇteˇ se konstruuje hodneˇ veˇcı´ zbytecˇneˇ slozˇiteˇ jen proto, zˇe se musı´
8definova´na dle FIRA pro fotbal robotu˚ MiroSot
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dodrzˇovat vesˇkere´ za´kony fyziky. Prˇedstavte si trˇeba zaveˇsˇenı´ kola ubeˇzˇne´ho automobilu.
Kolik ru˚zny´ch udeˇla´tek musı´ kolo drzˇet na spra´vne´ pozici, aby se mohlo ota´cˇet ve vsˇech
pozˇadovany´ch smeˇrech, aby sˇlo brzdit, poha´neˇt a tlumit otrˇesy odvozovky. Tyto technicka´
zarˇı´zenı´ vsˇak nenı´ v zˇa´dne´m prˇı´padeˇ za´jem simulovat. Stacˇı´ kdyzˇ pouzˇijeme jednu vazbu
(joint) prˇı´mo mezi kolem a teˇlem vozidla. NxD6Joint na´m umozˇnı´ simulovat omezenı´ v
pohybu ve vsˇech pozˇadovany´ch osa´ch, a kde se kolo nepohybuje, tak pohyb zamkneme.
Navı´c vlastnı´ osa vazby, mezi kolem a teˇlesem mu˚zˇe ve´st klidneˇ skrze kolo a vu˚bec mu
v ota´cˇenı´ vadit nebude. Simulace bude s vy´razny´m zjednodusˇenı´m vy´pocˇtu˚ bez jake´koli
u´jmy.
Vybaven touto radou jsem se pustil do modelova´nı´ robota. Prvnı´ na´strˇel byl vymod-
elovat robota jednı´m tvarem NxBoxShape. Kola prˇece nejsou nutna´, takzˇe aby se robot
pohyboval bude stacˇit aplikova´nı´ sil na dvou mı´stech, tam kde by byla kola. Smeˇr pu˚-
sobenı´ sı´ly pak k cˇelu robota. Aby se robot pohyboval jako na kolech, tedy ve smeˇru
doprˇedu s podstatneˇ mensˇı´ ztra´tou energie a v ostatnı´ch smeˇrech s vysoky´m trˇenı´m
(simulujı´cı´m smyk pneumatik), rozhodl jsem se pro vytvorˇenı´ anisotropnı´ho materia´lu.
Ve smeˇru pohybu cˇelem robota pak byly nastaveny hodnoty staticke´ho i dynamicke´ho
trˇenı´ zanedbatelne´, a v ostatnı´ch smeˇrech trˇenı´ s u´hlem vy´znamneˇ naru˚stalo.
Po zarˇazenı´ robota do sce´ny, a kra´tke´m experimentova´nı´ a pozorova´nı´ chova´nı´ tohoto
za´stupce jsemdospeˇl k pa´r za´veˇru˚m. Robot se pohyboval spra´vneˇ vzˇdy cˇelemnaprˇed. Sı´ly
pu˚sobı´cı´ nadvoubodechokraju˚ robotaumozˇnˇovaly zata´cˇenı´. Setrvacˇnost byla ocˇeka´vana´.
Odtlacˇit jine´ho robota cˇelneˇ sˇlo, bocˇneˇ ne.
Pomeˇrneˇ slibne´ vy´sledky zva´zˇı´me-li jednoduchost simulovane´ho za´stupce. Nicme´neˇ
byl zde jeden velice zajı´mavy´ jev. Zatı´mco pohyb vprˇed vyzˇadoval zhruba pu˚sobenı´ sı´ly
o velikosti 1N, pro zata´cˇenı´ byly potrˇeba sı´ly zhruba desetina´sobne´. Trˇenı´, ktere´ tento
za´stupce robota produkoval vycha´zelo jasneˇ vysˇsˇı´ (z du˚vodu vy´znamneˇ veˇtsˇı´ kontaktnı´
plochy), nezˇ prˇi pouzˇitı´ kol. Snı´zˇenı´ hodnoty trˇenı´ prˇi pohybu jiny´m smeˇrem nezˇ vprˇed
sice tento proble´m odstranilo, nicme´neˇ pak zase robot ochotneˇ klouzal i bocˇneˇ. Trvalo
neˇjakou dobu, nezˇ jsem si uveˇdomil, kde je proble´m. Pohyb po pneumatice totizˇ generuje
ztra´ty energie v du˚sledku valive´ho odporu, nikoli trˇenı´. Trˇenı´ se aplikuje prˇi zmeˇna´ch
smeˇru, nebo rychlosti a parametry pneumatiky v oblasti trˇenı´ jsou za´meˇrneˇ vsˇesmeˇroveˇ
maxima´lnı´. Zpu˚sob, ktery´m jsem chteˇl modelovat chova´nı´ robota (anisotropnı´m trˇenı´m
u materia´lu) nemohl uspeˇt a v tento moment jsem to veˇdeˇl uzˇ i ja´.
Druhy´ pokus o vytvorˇenı´ robota, probı´hal jinak. Rozhodl jsem se vymodelovat robota
tak, abych mohl mezi kola a robota definovat osy, prˇes ktere´ budou kola drzˇet s teˇlem,
a prˇes ktere´ se bude prˇena´sˇet na kola tocˇivy´ moment. K tomuto u´cˇelu ma´me v PhysX
vazby (Joints). Vazby vsˇak jde vytva´rˇet jen mezi aktory (ne mezi tvary), takzˇe bylo nutne´
za´stupce robota rozdeˇlit do trˇı´ aktoru˚.
Teˇlo robota bylo opeˇt simulova´no tvaremNxBoxShape. Protozˇe aktorˇi sebounemohou
procha´zet (pokud nejsou v jine´ koliznı´ skupineˇ) byl tento shape uzˇsˇı´ o rozmeˇry kol. Tı´mto
jsem se prozatı´m vyhnul modelova´nı´ komplexnı´ch tvaru˚ teˇla. Pouzˇitı´ jiny´ch koliznı´ch
skupin stejneˇ neprˇecha´zelo v u´vahu, protozˇe ostatnı´ roboti by procha´zeli teˇmito koly
taky, to je ocˇividneˇ nezˇa´doucı´ a pro prˇirˇazenı´ koliznı´ skupiny kazˇde´mu pa´ru kol a robotu
nenı´ z du˚vodu existence pouze 32 koliznı´ch skupin mozˇne´. Vy´rˇezy, ktere´ by byly nutne´
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pro skrytı´ kol do teˇla robota by pozˇadovaly vytvorˇenı´ nekonvexnı´ch meshu˚. Cozˇ jsem
veˇdeˇl, zˇe tyto meshe PhysX nepodporuje na u´rovnı´ rˇesˇenı´ kolizı´, a proto jsem se jim
prozatı´m vyhnul.
Tento postup prˇinesl mnoho nutny´ch zmeˇn taky v subsyste´mech vizualizace, protozˇe
nynı´ ve sce´neˇ PhysX byly objekty (kola robotu˚), ktere´ jsem si vlastneˇ neprˇa´l individua´lneˇ
vykreslovat. Nakonec pro dodrzˇenı´ za´kladnı´ architektury, mi nezbylo nezˇ rozdeˇlit vizual-
izaci robota rovneˇzˇ na vizualizaci teˇla, a vizualizaci kol. Abych i pro kola mohl volat
metodu, ktera´ je vykreslı´ stejny´m zpu˚sobem jako pro vsˇechny ostatnı´ u´cˇastnı´ky sce´ny.
Pozorova´nı´ namodelovane´ho robota mi vsˇak neprˇineslo prˇı´lisˇ du˚vodu k radosti. Za-
prve´ se osy (Joints), prˇes ktere´ jsem chteˇl prˇena´sˇet tocˇive´ sı´ly, nechovaly dle prvotnı´ch
ocˇeka´va´nı´. Robot svou va´hou spadl na zem, a osy se vyhnuly i s koly. Pohled jak na
rozrazˇenou zˇidli. . . Tento proble´m jsem odstranil uzamknutı´m volnosti pohybu osy ve
smeˇru rotace kolem os XZ.
Protozˇe simulace z du˚vodu stability umozˇnˇuje urcˇite´ neprˇesne´ dodrzˇenı´ vazeb, byla
kazˇda´ osa trosˇicˇku jinde. Robot nevypadal soumeˇrneˇ. Pomohlo snı´zˇenı´ konstanty, ktera´
urcˇuje pra´veˇ volnost konkre´tnı´ vazby. Simulace vazeb byla cˇasoveˇ na´rocˇneˇjsˇı´, ale ne tak,
aby to bylo proble´mem.
Trˇetı´m proble´mem a bohuzˇel fata´lnı´m se uka´zala schopnost prˇenosu tocˇive´ho mo-
mentu z kola na povrch hracı´ plochy. Protozˇe pokud je kolo modelova´no va´lcem, a jde o
pevnou geometrii, je stycˇna´ plocha pro prˇenos sil prˇı´lisˇ mala´. Ani u´pravy parametru˚ trˇenı´
pro materia´l kol nevedla k pozˇadovany´m vy´sledku˚m. Abych dosa´hl prˇesne´ simulace,
musel bych kolo namodelovat pomocı´ fyzikymeˇkky´ch teˇles. Ktere´ vsˇak jsou pro simulaci
cˇasoveˇ o mnoho na´rocˇneˇjsˇı´. A svou podstatou neprˇı´lisˇ vhodne´ pro simulaci v rea´lne´m
cˇase.
V tento moment mi dosˇly vlastnı´ na´pady a zacˇal jsem znovu pa´trat v dokumentaci
dodane´ k PhysX SDK. Hledal jsem zpu˚sob jak tento proble´m obejı´t, nebo osˇidit. Prˇi
studova´nı´ prˇı´kladu˚ prakticke´ho nasazenı´ jsem narazil na tvar NxWheelShape. Ktery´
nepatrˇı´ mezi za´kladnı´ typy PhysXu, nicme´neˇ svy´m vy´znamem by mezi neˇ patrˇit meˇl. . .
NxWheelShape slouzˇı´ prˇesneˇ k tomu, co u simulova´nı´ robotu˚ potrˇebujeme. U kola lze
nastavit pru˚meˇr, sˇı´rˇku, de´lku pe´rova´nı´, tuhost pe´rova´nı´ (+abstrakce tlumicˇu˚), sı´ly mo-
toru/brzd, omezujı´cı´ u´hlovou rychlost po ose ota´cˇenı´, maxima´lnı´ u´hel natocˇenı´, parame-
try pneumatik a mnoho dalsˇı´ch uzˇitecˇny´ch vlastnostı´. Jde o velmi propracovany´ tvar, bez
neˇjzˇ by simulova´nı´ vozidel dobrˇe nebylo mozˇne´.
Interneˇ pracuje simulace kola tak, zˇe se vysˇle paprsek ze strˇedu kola smeˇrem k
povrchu. Azˇ paprsek narazı´ na jiny´ objekt sce´ny, provede se vy´pocˇet vzda´lenosti. Pokud
je vzda´lenost mensˇı´ nezˇ nastavny´ polomeˇr kola, je zde nastolen tvrdy´ kontakt. Pokud
je vzda´lenost mezi hodnotou polomeˇru kola a polomeˇrem kola + de´lkou pe´rova´nı´, je
vytvorˇen kontakt prˇes parametry podvozku (sı´la kontaktu podle stlacˇenı´ pe´rova´nı´). A
nakonec pokud je vzda´lenost veˇtsˇı´ nezˇ polomeˇr kola a de´lka pe´rova´nı´, nenı´ vytvorˇen
kontakt vu˚bec.
Tlumicˇe pe´rova´nı´ jsou simulova´ny pomocı´ tvrdostı´ pruzˇin a hodnoty suspension
targetValue. Ktera´ se mu˚zˇe pohybovat v rozmezı´ 0 azˇ 1. Tato hodnota urcˇuje, jak moc
budou stlacˇeny pruzˇiny v klidove´m stavu. U NxWheelShape lze navı´c nastavit take´
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maxima´lnı´ u´hlovou rychlost kolem osy ota´cˇenı´, maxima´lnı´ u´hel natocˇenı´, tocˇivy´ moment
motoru, hmotnost kola a sı´ly brzd (jako za´porny´ tocˇivy´ moment). Tyto hodnoty se pak
prˇena´sˇejı´ podle kontaktu, ktery´ panuje mezi kolem a vozovkou.
Zpeˇt k na´vrhu. Fina´lnı´ reprezentace robota ve sce´neˇ frameworku PhysX tedy vyuzˇı´va´
pro namodelova´nı´ kol pra´veˇ tohoto tvaru. Kolo samo o sobeˇ, nekoliduje s tvary vlastnı´ho
aktora, ani s jiny´mi koly. Koliduje vsˇak s jiny´mi aktory sce´ny a prˇena´sˇı´ na neˇ pozˇadovane´
sı´ly. Takzˇe lze pro u´cˇely simulace kolo zapustit prˇı´mo do teˇla robota, bez nezˇa´doucı´ch
u´cˇinku˚. Nenı´ proto nutne´, ve PhysX modelovat vy´kroj ve tvaru teˇla robota, aby do neˇj
zapadlo kolo. Zapusˇteˇnı´m kol dovnitrˇ geometrie teˇla robota se odstranı´ rovneˇzˇ i dalsˇı´
chyba simulace, se kterou jsem se potkal.
Protozˇe kola prˇena´sˇejı´ sı´ly na vsˇechny cizı´ objekty ktere´ se dostanou mezi strˇed kola
a vzda´lenost o velikosti polomeˇru kola + parametry podvozku. Kontakt cizı´ho robota
s kolem zpu˚soboval v mnoha prˇı´padech otocˇenı´ druhe´ho robota na jeho zadnı´ steˇnu.
Odra´zˇelo to skutecˇnost, zˇe kolo, jak je implementova´no prˇipomı´na´ celogumove´ kolo.
Pokud by roboti byli vybaveni celogumovy´mi koly, jisteˇ by k tomuto prˇevracenı´ na zadnı´
steˇnu prˇi hrˇe docha´zelo i prˇi skutecˇne´ hrˇe. Proto vy´robci robotu˚ zajistili snı´zˇenı´ bocˇnı´ho
trˇenı´ kol tı´m, zˇe je bud’kolo celokovove´, a pouze hrana, urcˇena´ ke kontaktu s povrchem je
pogumova´na, nebo je kolo z boku chra´neˇno zˇelezny´mpla´tova´nı´m, ktere´ klouzˇe podstatneˇ
snadneˇji nezˇ-li guma, a prˇenos sil je tak znacˇneˇ omezen.
Proble´m, ktery´ zby´val dorˇesˇit u simulova´nı´ robota, je tvar jeho karoserie. Aby mohl
robot snadneˇji tlacˇit mı´cˇek, je v neˇm prohlubenˇ, do ktere´ se mı´cˇek schova´ dle pravidel azˇ
trˇiceti procenty sve´ho objemu. Bohuzˇel takto vzniknenekonvexnı´ tvar a tenpomocı´ PhysX
nelze simulovat tak, aby byly automaticky pocˇı´ta´ny kolize mezi teˇmito tvary navza´jem.
Zde jsem vyuzˇil techniku rozdeˇl a panuj. Teˇlo robota jsem rozdeˇlil na 5 konvexnı´ch
cˇa´stı´. Pro kazˇdou konvexnı´ podcˇa´st robota jsem pak vytvorˇil tvar NxConvexShape. A
aktor pak sdruzˇuje vsˇech peˇt teˇchto tvaru˚ a dveˇ kola NxWheelShape. A nakonec dva
tvaryNxSphereShape, ktere´ reprezentujı´ stabilizacˇnı´ kulicˇky na prˇı´di a za´di robota. Touto
technikou lze namodelovat sˇasi robota libovolne´ho tvaru.
Pro vytva´rˇenı´ mesh objektu˚ do simulace PhysX vyuzˇı´va´m Cooking SDK, dodany´
spolu s frameworkem PhysX SDK. Na pouzˇitı´ frameworku Cooking SDK se podı´va´me
hned v prˇı´sˇtı´ cˇa´sti tohoto textu. V ko´du je pro prˇı´pad potrˇeby vytvorˇenı´ sˇasi jine´ho
tvaru prˇipravena metoda, ktera´ nacˇte .obj model konvexnı´ho tvaru a vytvorˇı´ z neˇj mesh,
ktery´ PhysX akceptuje. Je na uzˇivateli simula´toru, aby si rozbitı´ sve´ho modelu na kon-
vexnı´ podcˇa´sti zajistil a v metodeˇ pro vytvorˇenı´ aktora opeˇt seskla´dal vola´nı´m metody
push back do pole tvaru˚ aktora. Neprˇedpokla´da´m vsˇak, zˇe by tohoto tahu bylo trˇeba prˇi
simulaci libovolne´ho robota MiroSot.
Parametry konstruktoru robota, pak jsou vlastnosti, ktere´ urcˇujı´ roboty. Tedy rozmeˇry
teˇla robota, polomeˇr kol, sˇı´rˇka kol, zdvih robota, doprˇedny´ posuv osy kol a maxima´lnı´
tocˇivy´ moment, ktery´ doka´zˇe jedno kolo robota vyvinout.
Vsˇechny tyto vlastnosti lze meˇnit i za beˇhu simulace. Zmeˇna rozmeˇru˚ teˇla robota
zpu˚sobı´ zmeˇnumeˇrˇı´tka konstruovany´chmeshu˚. Stejneˇ tak je tomu iukol. Podle polomeˇru
jsou osy kol umı´steˇny v takove´ vzda´lenosti od zemeˇ, aby byl dodrzˇen zdvih robota.
Polomeˇry stabilizacˇnı´ch kulicˇek jsou pak shodne´ se zdvihem robota a jsou z poloviny
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zapusˇteˇny do teˇla robota. Dodrzˇena je i vzda´lenost od prˇednı´ch resp. zadnı´ch okraju˚,
aby neprˇesa´hly vneˇjsˇı´ rozmeˇry cele´ho robota. Doprˇedny´ posuv pak uda´va´, jak moc je
posunuta osa kol proti geometricke´mu strˇedu robota po ose X(doprˇedu/dozadu). Tato
hodnota nenı´ zˇa´dny´m zpu˚sobem kontrolova´na, a je mozˇne´ vytvorˇit kola i mimo vlastnı´
prostor robota, proto je nutne´, aby se prˇi vytva´rˇenı´ robotu˚ s jiny´mi, nezˇ implicitnı´mi
parametry pouzˇı´valo zdrave´ho rozumu. Poslednı´m meˇnitelny´m parametrem jsou pak
sı´ly motoru˚.
Takto vytvorˇeny´ robot umozˇnˇuje simulaci prostrˇednictvı´m PhysX na velmi dobre´
u´rovni realistiky.
4.2.6 Pouzˇitı´ Cooking SDK
Framework Cooking SDK je doda´va´n k PhysX SDK a jeho u´cˇelem je vytva´rˇet geometricka´
data, da´le jen meshe, ktere´ jsou pouzˇı´va´ny interneˇ prˇi simulacı´ch prostrˇednictvı´m PhysX.
Hlavnı´ dva typy mesh objektu˚, ktere´ lze pomocı´ Cooking vytvorˇit jsou meshe kon-
vexnı´ NxConvexMesh a pak obecne´ NxTriangleMesh. Zatı´mco u objektu˚ typu NxCon-
vexMesh je k dispozici rˇesˇenı´ kolizı´ se vsˇemi ostatnı´mi tvary, u NxTriangleMesh jsou
kolize vyrˇesˇeny pouze proti za´kladnı´m tvaru˚m, NxWheel a NxConvexMesh. Dva ob-
jekty NxTriangleMesh by sebou prostupovaly. Toto omezenı´ da´vajı´ autorˇi jasneˇ najevo
doporucˇenı´m uzˇı´vat NxConvexMesh pro simulova´nı´ dynamicky´ch aktoru˚ sce´ny, zatı´mco
NxTriangleMesh je prima´rneˇ urcˇen pro u´cˇely simulace staticky´ch aktoru˚. Urcˇity´ rozdı´l je
take´ ve zpu˚sobu, jaky´m se tyto geometrie vytva´rˇejı´.
Vytvorˇenı´ konvexnı´ch geometriı´
Konvexnı´ geometrie jsou zamy´sˇleny k uspokojenı´ potrˇeby uzˇitı´ slozˇiteˇjsˇı´ch tvaru˚, nezˇ
nabı´zejı´ za´kladnı´ tvary prostrˇedı´ PhysX, ale sta´le jednodusˇsˇı´ a vy´pocˇetneˇ efektivneˇjsˇı´ nezˇ
obecne´ geometrie. Hlavneˇ pro fa´zi detekce kolizı´. Maxima´lnı´ pocˇet polygonu˚ pro jednu
konvexnı´ geometrii je omezen na 256.
Pro prˇı´pravu geometrie je potrˇeba mı´t ulozˇeny vrcholy geometrie v pameˇti, nebo v
souboru (jako bina´rnı´ data, jednoduche´ho pole floatu˚).
Nynı´ musı´me vytvorˇit objekt typu NxConvexMeshDesc, ktere´mu prˇeda´me u´daje o
bodech. Datove´ prvky tohoto objektu jsou pocˇet vrcholu˚, velikost offsetu, reprezentujı´cı´
sourˇadnice jednoho vrcholu a ukazatel na pole (nebo otevrˇeny´ soubor), kde jsou vrcholy
ulozˇeny.
Nynı´ inicializujeme SDK Cooking vola´nı´m NxInitCooking(). Mezivy´sledky „varˇenı´“
jsou ukla´da´ny do mezipameˇti, bud’v pameˇti, nebo na disku. Osobneˇ preferuji odkla´dacı´
prostor vpameˇti, jehozˇ prˇednostı´ je rychlost.Vytvorˇı´me tedy instanciMemoryWriteBuffer.
Pomocı´ vola´nı´ NxCookConvexMesh(*NxConvexMeshDesc,MemoryWriteBuffer) se
vytvorˇı´ do MemoryWriteBufferu geometrie ve tvaru, ktery´ PhysX akceptuje. Nynı´ tyto
data nahrajeme hluboko do pameˇti frameworku PhysX. K tomu slouzˇı´ vola´nı´ create-
ConvexMesh(MemoryReadBuffer(*MemoryWriteBuffer)), ktera´ se vola´ prˇı´mo na instanci
PhysX SDK a vracı´ ukazatel na NxConvexMesh, jenzˇ obsahuje geometrii prˇipravenou k
pouzˇitı´. Nynı´ mu˚zˇeme zavolat NxCloseCooking().
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Takto vznikly´ objekt je nutne´ prˇedat jako uzˇivatelska´ data, pro objekt trˇı´dy NxCon-
vexShapeDesc. U tohoto objektu lze prove´st zmeˇnu platnou pro vsˇechny body, jako jsou
meˇrˇı´tka, nebo posunutı´ soustavy sourˇadnic. Ale prˇedevsˇı´m, tento ukazatel pu˚jde prˇidat
k aktorovi stejneˇ jako za´kladnı´ tvar, protozˇe jizˇ jde o trˇı´du odvozenou od trˇı´dy Shape.
V prˇı´padeˇ zˇe jizˇ zˇa´dny´ aktor vytvorˇeny´ NxConvexMesh nevyuzˇı´va´, je potrˇeba jej
manua´lneˇ odstranit. K tomu uzˇivateli pomu˚zˇou dveˇ metody. Metoda getReference-
Count() volana´ na vytvorˇenou geometri (NxConvexMesh) pro zjisˇteˇnı´ aktua´lnı´ho pocˇtu
objektu˚, ktere´ tuto geometrii pouzˇı´vajı´. A pak metoda releaseConvexMesh() volana´
prˇı´mo na instanci PhysX SDK, kde parametrem je geometrie, jenzˇ chceme odstranit.
Pokud nevytva´rˇı´te geometrie 1:1 s objekty a nerusˇı´te je odpovı´dajı´cı´m zpu˚sobem, bude
i zde nutno implementovat manazˇe´r, ktery´ bude vytva´rˇenı´ geometriı´ a jejich korektnı´
odstranˇova´nı´ rˇesˇit.
Vytvorˇenı´ obecny´ch geometriı´
Druhy´m typem geometriı´, ktere´ lze pomocı´ NxCooking SDK prˇipravit, jsou pak
obecne´ geometrie, slozˇene´ z troju´helnı´ku˚. Prˇi vytva´rˇenı´ je potrˇeba si pohlı´dat dveˇ veˇci.
Norma´ly troju´helnı´ky se neprˇeda´vajı´ explicitneˇ, ale prˇedpokla´da´ se zˇe vzniknou jako
crossproduct vrcholu˚ (v1-v0) x (v2-v0). Takzˇe prˇi vytva´rˇenı´ modelu je potrˇeba bra´t tuto
skutecˇnost v potaz. Mnoho modelovacı´ch na´stroju˚ umozˇnˇuje prˇi exportu geometrie prˇe-
ha´zet porˇadı´ bodu˚ tak, aby vznikly takto dopocˇtene´ norma´ly vsˇechny dovnitrˇ/ven. De-
tekce kolizı´ pracuje pouze prˇi na´razu ze strany norma´ly. Druhou veˇcı´, kterou je potrˇeba
dorˇesˇit je, aby kazˇdy´ bod byl mezi vrcholy geometrie jen jednou. Vede to totizˇ k prob-
le´mu˚m detekce kolizı´ s vlastnı´mi body geometrie. Cozˇ ma´ za na´sledek nejen pokles
vy´konu, ale i nespolehlive´ vy´sledky simulace. Opeˇt existujı´ na´stroje, ktere´ umozˇnı´ prove´st
kontrolu na duplicitnı´, nebo blı´zke´ body. Ja´ mu˚zˇu ze svy´ch zkusˇenostı´ vrˇele doporucˇit
Blender, ktery´ umı´ hladce prˇedejı´t obeˇma teˇmto proble´mu˚m.
Pro prˇı´pravu vlastnı´ obecne´ geometrie je zapotrˇebı´ mı´t v pameˇti, nebo v souboru (opeˇt
jako bina´rnı´ data pole floatu˚) ulozˇeny vrcholy a take´ pole indexu˚, ve tvaru integeru˚, ktere´
budou popisovat z ktery´ch bodu˚ se skla´dajı´ jednotlive´ troju´helnı´ky. Pro indexy lze pouzˇı´t
jak 32bit integery, tak i 16bitove´. Knihovny Cooking pak o te´to skutecˇnosti informujeme
nastavenı´m flagu NX MF 16 BIT INDICES.
Kdyzˇ ma´me v pameˇti prˇipravena´ data pro geometrie, mu˚zˇeme vytvorˇit instanci trˇı´dy
NxTriangleMeshDesc a nastavit jejı´ datove´ prvky. Tato trˇı´da bude vyzˇadovat ukazatel na
pole vrcholu˚, pocˇet vrcholu, offset, mezi jednotlivy´mi vektory popisujı´cı´mi jeden vrchol
(obvykle 3*sizeof(float)), ukazatel napole indexu˚, pocˇet troju´helnı´ku˚ a offset vpoli indexu˚,
mezi dveˇma troju´helnı´ky. Typicky tedy velikost trˇı´ integeru˚.
Nynı´ mu˚zˇeme inicializovat Cooking SDK vola´nı´m NxInitCooking(). Vytvorˇı´me si
buffer, podlemı´sta, kde chcemegeometrii prˇipravit. Propra´ci s operacˇnı´ pameˇtı´ vyuzˇijeme
MemoryWriteBuffer. Nynı´ je cˇas zavolat NxCookTriangleMesh (*NxTriangleMeshDesc,
MemoryWriteBuffer). Vy´sledkem vola´nı´ bude geometrie, vhodna´ pro simulaci v PhysX,
prˇipravena´ v bufferu. Abychom tyto data nahra´li na sve´ mı´sto v PhysX, uzˇijeme vola´nı´
createTriangleMesh (MemoryReadBuffer (*MemoryWriteBuffer) ). Toto vola´nı´ se prova´dı´
prˇı´mo na instanci PhysX SDK. Na´vratovou hodnotou je pak ukazatel na objekt trˇı´dy
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NxTriangleMesh. V tento moment mu˚zˇeme buffer zahodit. A ukoncˇit pra´ci Cooking SDK
vola´nı´m NxCloseCooking().
Abychom mohli na´mi vytvorˇenou geometrii pouzˇı´t prˇi utva´rˇenı´ nove´ho aktora, je
potrˇeba ji prˇedat do prˇipravene´ trˇı´dy NxTriangleMeshShapeDesc jako datovy´ prvek
meshData. Protozˇe takto mohou vznikat i opravdu rozsa´hle´ geometrie, na rozdı´l od
NxConvexMesh, kde je pocˇet steˇn teˇlesa omezen na 256, je u tohoto objektu prˇipraveno i
neˇkolik zpu˚sobu˚ stra´nkova´nı´. Nejlepsˇı´ volbou by´va´ nechat PhysX rozhodnout o pouzˇite´m
stra´nkova´nı´ automaticky a to nastavenı´m datove´ho prvkumeshPagingMode na hodnotu
NX MESH PAGING AUTO.
Nynı´ je jizˇ tvar prˇipraven pro prˇipojenı´ k aktorovi. Stejneˇ jako pro NxConvexMeshe,
platı´ i pro NxTriangleMeshe, povinnost odstranit nepouzˇı´vane´ objekty z pameˇti PhysX
SDK rucˇneˇ. Prˇestozˇe jsem se snazˇil podat toto SDK opravdu vycˇerpa´vajı´cı´m zpu˚sobem,
v prˇı´padeˇ hlubsˇı´ho za´jmu mu˚zˇete zabrousit do dokumentace Cooking SDK, ktere´ se dis-
tribuuje spolu s PhysX. Tato kapitola zde nenı´ zarˇazena bezdu˚vodneˇ. Pokud by vznikla
potrˇeba simula´tor upravit na jiny´ typ simulovany´ch robotu˚, bude potrˇeba vymeˇnit ge-
ometrie, ktere´ se do PhysX nacˇı´tajı´. Pokud se rˇesˇiteli tohoto proble´mu podarˇı´ rozsekat
model nove´ho robota na peˇt cˇa´stı´, jak se mi to povedlo u robota MiroSot, pak mu bude
stacˇit pouze vymenit obj modely. V opacˇne´m prˇı´padeˇ by meˇl mı´t alesponˇ hrubou prˇed-
stavu jak prˇipravena´ metoda pro nacˇı´ta´nı´ jeho obj modelu do PhysX pracuje, aby prˇedesˇel
prˇı´padny´m proble´mu˚m.
4.3 Graficka´ cˇa´st simula´toru
Nynı´, kdyzˇ jsou prˇipraveni za´stupci pro jednotlive´ prvky fotbalu˚ robotu˚ a veˇci kolem
fyziky jsou dorˇesˇeny, je cˇas, zacˇı´t se zaby´vat vizualizacı´.
Z prˇedchozı´ho textu vyplynulo, kdy a jaky´m zpu˚sobem se budou jednotlive´ objekty,
ktere´ chceme vykreslovat, vytva´rˇet. Jejich pozice bude aktualizova´na samotny´m beˇhem
simulace. Orientace pro u´cˇely vizualizace pu˚jde rovneˇzˇ zı´skat prˇı´mo z dat simulovane´
sce´ny. Co na´m tedy zby´va´ vyrˇesˇit je, jaky´m zpu˚sobem se budou objekty kreslit.
Ra´mcoveˇ bude platit pro vsˇechny objekty zhruba tato sada pravidel. Vykreslenı´
probeˇhne pomocı´ prˇı´kazu˚ OpenGL, ktere´ se budou nacha´zet v metodeˇ Draw() kazˇde´
jedne´ entity simula´toru. Z vy´konnostnı´ch du˚vodu˚, budou vsˇechny objekty mı´t geometrie
prˇedkompilova´ny v listech. Tyto listy se budou vytva´rˇet prˇi konstrukci objektu. Pocˇet
teˇchto listu˚ bude za´visly´ na pocˇtu materia´lu˚, z ktery´ch se geometrie skla´dajı´. V kazˇde´m
listu budou geometrie jen jednoho materia´lu. Pro graficky pu˚sobiveˇjsˇı´ vy´sledky se mı´sto
standardnı´ho pipeline OpenGL pouzˇije pro vykreslova´nı´ teˇchto geometriı´ shaderu˚. Pro-
tozˇe ru˚zne´ objektymu˚zˇou vyuzˇı´vat ru˚zne´ shadery, budou take´ shadery prˇipraveny v cˇase
vzniku objektu.
Nynı´ bychpopsal objekty, ktere´ jsemvizua´lneˇ namodeloval.Kmodelova´nı´ jsempouzˇil
freewarovy´ program Blender, ktery´ mu˚zˇu vrˇele doporucˇit. Dobra´ knı´zˇka o Blenderu je
[10], u ktere´ se hlavneˇ nenechte odradit na´zvem. Opravdu k neˇcˇemu je. Take´ mohu vrˇele
doporucˇit online knihu o blenderu, ktera´ se nacha´zı´ na Wikipedii. Mu˚zˇete ji nale´zt na
http://en.wikibooks.org/wiki/Blender 3D: Noob to Pro. Vlastnı´ modelova´nı´ je svy´m
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zpu˚sobem taky veˇda. Kniha, ktera´ se touto partı´ zaby´va´ je [9]. Utility pro nacˇı´ta´nı´ textur
a obj modelu˚ popı´sˇu pozdeˇji.
4.3.1 Mı´cˇek
Protozˇe se mı´cˇek skla´da´ pouze z jednoho materia´lu, postacˇı´ na´m jediny´ list. Geometrie,
ktera´ v neˇm bude prˇedkompilova´na je glutSolidSphere(). Kde polomeˇr bude prˇevzat z
konstruktoru mı´cˇku a pocˇet deˇlenı´ v obou smeˇrech jsem nastavil na 30 dı´lu˚. Toto deˇlenı´
dı´ky pouzˇite´mu shaderu nelze postrˇehnout ani prˇi vysoke´m prˇiblı´zˇenı´.
V metodeˇ draw(), bude z Datacore vytazˇena globalPose a lightPose. Pozici potrˇe-
bujeme k nastavenı´ matice modelview a k prˇepocˇı´ta´nı´ pozic sveˇtel, ktere´ vstupujı´ do
shaderu. Shaderova´nı´ totizˇ probı´ha´ na za´kladnı´m modelu, a po zarotova´nı´ objektu tak,
aby odpovı´dal pozici globalPose, by mohlo nasvı´cenı´ vypadat divneˇ. Proto je potrˇeba na
pozice sveˇtel aplikovat inverznı´ matici k matici modelview tedy onu lightPose, a teprve
tyto pozice prˇedat do shaderu. Zı´skat inverznı´matici z PhysX je neˇkolikana´sobneˇ rychlejsˇı´
nezˇ pokus o vlastnı´ vy´pocˇet.
Promı´cˇek se bude vyuzˇı´vat shader, pocˇı´tajı´cı´ s pozicemi cˇtyrˇ sveˇtel amateria´lu. Pokud
neˇktere´ sveˇtla neprˇeda´me, budou se jako prˇı´ru˚stky za dany´ sveˇtelny´ bod prˇicˇı´tat nuly.
Materia´l pro mı´cˇek byl zvolen odhadem, meˇl by prˇipomı´nat oranzˇovy´ leskly´ plast.
Nastavenı´ materia´lu v prˇı´padeˇ potrˇeby lze prove´st modifikacı´ hodnot materialAmbient,
materialDiffuse, materialSpecular a materialShiness prˇeda´vany´ch do shaderu.
4.3.2 Hracı´ plocha
Hracı´ plocha se bude skla´dat ze dvou geometriı´. Prvnı´m geometriı´ bude bı´ly plast, ktery´
je pouzˇit na mantinely hrˇisˇteˇ. Tyto mantinely se skla´dajı´ z neˇkolika ma´lo troju´helnı´ku˚.
Jemneˇjsˇı´ deˇlenı´ nema´ vzhledem k bı´le´ barveˇ zˇa´doucı´ efekt. Odlesky na bı´le´ barveˇ lze
na pocˇı´tacˇi simulovat jen velmi obtı´zˇneˇ, takzˇe jemneˇjsˇı´ triangulace by vedla pouze ke
zbytecˇne´ ztra´teˇ vy´konu.
Druhou geometriı´ pak bude vlastnı´ hracı´ plocha. Ta se prˇedpokla´da´, zˇe bude cˇerne´
barvy, matny´ povrch. Zde budou hry sveˇtel a stı´nu˚ vı´ce na´padne´, takzˇe nebude mod-
elova´na jednı´m quadem. Ale bude rozbita na sı´t’ troju´helnı´ku˚. Metoda, ktera´ vytva´rˇı´
pozˇadovany´ list geometriı´ je soucˇa´stı´ trˇı´dy a jmenuje se MakePlochaList(). Experimen-
ta´lneˇ bylo stanoveno deˇlenı´ plochy na 100dı´lu vertika´lneˇ i horizonta´lneˇ. Tento parametr
lze v metodeˇ MakePlochaList() v prˇı´padeˇ nutnosti opravit. Nicme´neˇ 10 000 troju´helnı´ku
na jednu plochu si myslı´m, zˇe je pomeˇrneˇ hodneˇ a k vizua´lnı´mu vy´sledku by jizˇ navy´sˇenı´
prˇı´lisˇ nepomohlo, naopak vy´kon by urcˇiteˇ poklesl.
Na tuto geometrii pak bude nana´sˇena textura, ktera´ obsahuje znacˇenı´ hrˇisˇteˇ. Textura je
nacˇı´ta´na my´m TextureManagerem. Odkaz na instanci manazˇe´ru je mezi datovy´mi prvky
hrˇisˇteˇ. Pro hracı´ plochu se bude vyuzˇı´vat cˇtyrˇ sveˇtelny´ shader texturovacı´. Jehozˇ vstupy
jsou pozice cˇtyrˇ sveˇtel. Tyto sveˇtla nenı´ nutne´ prˇepocˇı´ta´vat, protozˇe pozice hracı´ plochy
se nemeˇnı´. Plocha je modelova´na staticky´m aktorem. A da´le je parametrem shaderu cˇı´slo
zastupujı´cı´ natazˇenou texturu. Kromeˇ teˇchto ocˇeka´vany´ch vstupu˚ jsou vstupnı´ parametry
shaderu rozsˇı´rˇeny o materialReflexness a materialShiness. Ktere´ poporˇadeˇ uda´vajı´ jak
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moc se sveˇtla budou prˇipocˇı´ta´vat k texturˇe (obdoba modulate) a jak ostry´ bude odlesk
(mocnina cosinu prˇi vy´pocˇtu osveˇtlenı´). Dı´ky tomuto shaderu lze modelovat celou sˇka´lu
materia´lovy´ch povrchu˚ i prˇesto, zˇe jsme pouzˇili texturu. Nastavenı´ hodnot pouzˇity´ch
ve vizualizaci jsem provedl opeˇt experimenta´lneˇ, pro docı´lenı´ povrchu cˇerne´ho matne´ho
plastu, nebo drˇeva s matny´m lakem.
Texturu pro povrch jsem prˇipravil sa´m za pouzˇitı´ Microsoft Paintbrush ;-)
4.3.3 Robot MiroSot
Protozˇe se mi nepodarˇilo na internetu nale´zt model, ktery´ by alesponˇ ra´mcoveˇ splnˇoval
pozˇadavky simula´toru. Robot se po stra´nce vizualizace stal nejtuzˇsˇı´m orˇı´sˇkem. Aby byl
graficky´ vy´stup peˇkny´, nezbylo mi nic jine´ho, nezˇ jej osobneˇ vymodelovat.
Ted’kom bych se vra´til k vlastnı´ vizualizaci pomocı´ OpenGL. Robot se skla´da´ z vı´ce
materia´lu˚, takzˇe bude zapotrˇebı´ vı´ce prˇedkompilovany´ch listu˚. Metodu pro vytvorˇenı´
vlastnı´ch listu˚ a jejich pocˇtu jsem naimplementoval obecneˇ tak, aby byla schopna nacˇı´st
libovolny´ model ve forma´tu wavefront (.obj), zparsovat jej a vytvorˇit tolik prˇedkompilo-
vany´ch listu˚, kolik je v modelu obsazˇeno ru˚zny´ch materia´lu˚. Protozˇe OpenGL prˇi vola´nı´
glGenLists(pocˇet listu˚) vra´tı´ prvnı´ cˇı´slo, za ktery´m je volny´ch pocˇet listu˚ listu˚, stacˇı´ ve
trˇı´de robota skladovat toto vra´cene´ cˇı´slo a pocˇet listu˚, ktere´ jsme zˇa´dali. Pocˇet listu˚ pak
bude logicky tak vysoky´, kolik ma´ model ru˚zny´ch materia´lu˚. Vsˇechny face, vyuzˇı´vajı´cı´
stejny´ materia´l pak budou obsahem jednotlivy´ch listu˚. Stejny´m zpu˚sobem se vytvorˇı´ take´
listy pro kolo. Ktere´ doda´va´m opeˇt jako samostatny´ model. Bude snadneˇjsˇı´ s nı´m pak
operovat. Zejme´na zmeˇny poloh os na´prav u robota by v prˇı´padeˇ jednoho modelu byly
nemyslitelne´.
Prˇi vola´nı´ metody draw() se jako u mı´cˇku i zde musı´ prˇevzı´t globalPose a nastavit
matici modelview. Da´le pak prˇepocˇı´st pozice sveˇtel ve vztahu k natocˇenı´ robota, aby byl
nasvı´cen z pozˇadovany´ch stran. Tyto parametry se prˇedajı´ do shaderu spolu smateria´lem
pro dany´ list. Vykreslenı´ cele´ho modelu probeˇhne v cyklu for prˇes vsˇechny listy (1list =
1materia´l). Uvnitrˇ teˇla cyklu for se meˇnı´ pro shader pouze materia´love´ uniformy. Pozice
sveˇtel se jizˇ znova zbytecˇneˇ nepocˇı´ta´.
Po vykreslenı´ listu˚ obsahujı´cı´ch teˇlo robota se vykreslı´ dvakra´te take´ kolo. A to ob-
dobny´m zpu˚sobem jako teˇlo. Akora´t je nutne´ lehce posunout mı´sta vykreslova´nı´ tak, aby
kola zapadla do teˇla robota. Prˇı´padneˇ, aby bylo kolo natocˇeno. Tomu musı´ opeˇt odpovı´-
dat i pozice sveˇtel prˇedane´ do shaderu. Pro vykreslenı´ modelu˚ robota i kol se pouzˇije
materia´lovy´ shader se cˇtyrˇmi sveˇtly.
4.3.4 Prˇipravene´ shadery
Vsˇechny objekty v simula´toru jsou vykreslova´ny pomocı´ shaderu˚. Pro vlastnı´ simula´tor
jsem navrhl hned neˇkolik shaderu˚, ktere´ se lisˇı´ svy´mi pozˇadavky an vy´kon graficke´ho
hardware. Bohuzˇel jsem se z cˇasovy´ch du˚vodu˚ nedostal k tomu, naprogramovat profiler,
ktery´ by o prˇipraveny´ch shaderech rozhodl na za´kladeˇ platformy, na ktere´ program
spousˇtı´te, takzˇe se nakonec pouzˇı´vajı´ pouze dva.
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Oba ve sve´ vertexove´ cˇa´sti odvedou povinnou rutinu pro maxima´lneˇ cˇtyrˇi sveˇtelne´
zdroje9 a ve sve´ fragmentove´ cˇa´sti vypocˇı´tajı´ barvu podle Phongova osveˇtlovacı´ho a
pseudo stı´novacı´ho modelu. Procˇ pseudo Phongu˚v model, protozˇe norma´ly jsou do frag-
mentove´ cˇa´sti dopocˇı´ta´va´ny interpolacı´ norma´l ve zpracova´vany´ch vrcholech fragment
shaderu. Vy´sledek je nicme´neˇ prˇi dostatecˇne´ triangulaci modelu˚ docela peˇkny´ a vy´kon-
nostneˇ je shader zva´dnutelny´.
V cˇem se ale dva nasazene´ shadery lisˇı´, je zpu˚sob zı´ska´nı´ za´kladnı´ barvy. Jeden
prˇipraveny´ shader je pro nasazenı´ s materia´ly. Kdy je za´kladnı´ barvou, ktera´ se os-
veˇtluje urcˇena vlastnostmi materia´lu. Druhy´ shader je prˇipraven pro nasazenı´ s texturou.
Funkcionalita texturovacı´ho shaderu je rozsˇı´rˇena o urcˇite´ materia´love´ vlastnosti. Jako
je za´kladnı´ intenzita odrazu (reflexness) a velikost odlesku˚ (shiness), ktere´ jsou beˇzˇneˇji
videˇny spı´sˇe umateria´lu˚, nezˇli u textur.Du˚vodemtohotokroku jemozˇnost jemne´ho ladeˇnı´
vizua´lnı´ho dojmu aplikace. Pokud bych tyto parametry do shaderu neprˇidal, nepu˚sobila
by hracı´ plocha pozˇadovany´m dojmem. Takto je textura nasveˇtlova´na podle pozˇadavku˚
uzˇivatele. Tmavsˇı´m textura´m jemozˇne´ snizˇit odrazivost, jak tomu je i ve skutecˇne´m sveˇteˇ.
U sveˇtlejsˇı´ch naopak odrazivost mu˚zˇeme prˇidat. Velikost odlesku pak dolad’uje dojem
spra´vne´ho materia´lu, kde na matny´ch povrsˇı´ch by´vajı´ odlesky veˇtsˇı´, ale slabsˇı´. U Kovu˚
by´va´ odlesk mensˇı´ a ostrˇejsˇı´. Jeden z my´ch shaderu˚ si mu˚zˇete prohle´dnout ve vy´pisu
zdrojove´ho ko´du 4 a 5. Zde prˇedva´dı´m za´kladnı´ variantu pro pouze jeden sveˇtelny´ zdroj,
aby ko´d nezabral prˇı´lisˇ mı´sta.
uniform vec4 light0 pos;
varying vec3 light0 dir ;
varying vec3 normal;
varying vec3 eye dir;
varying vec2 tex coords;
void main()
{
gl Position = ftransform() ;
// smer normaly vertexu
normal = normalize(gl NormalMatrix ∗ gl Normal);
// smer dopadajiciho paprsku na vertex
light0 dir = normalize(vec3((gl ModelViewMatrix ∗ light0 pos)−(gl ModelViewMatrix ∗ gl Vertex)
));
// smer k oku − neboli opacny smer k vektoru smerujiciho od oku k vertexu
eye dir = normalize(vec3(−(gl ModelViewMatrix ∗ gl Vertex)));
// souradnice vrcholu v texture
tex coords = gl MultiTexCoord0.xy;
}
Vy´pis 4: Ko´d vertex shaderu pro objekty s texturou
9pokud do shaderu posˇlete pouze jedno sveˇtlo, bude pocˇı´ta´no jen jedno. Tı´mto zpu˚sobem je mozˇne´





uniform vec4 light0 ambient;
uniform vec4 light0 diffuse ;
uniform vec4 light0 specular ;
varying vec3 normal;
varying vec3 light0 dir ;
varying vec3 eye dir;
varying vec2 tex coords;
void main()
{
vec4 color; // pro michani barvy
vec3 smer reflekce;
float cosalfa;
const vec4 materialAmbient = vec4(0.1,0.1,0.1,1.0);
vec4 materialDiffuse = texture2D(texture,tex coords);
const vec4 materialSpecular = materialReflexness ∗ vec4(1.0,1.0,1.0,1.0);
// bez ohledu na zdroj svetla , ambientni barva zde bude vzdy
color = (materialAmbient ∗ (light0 ambient)) ;
// smer dopadajiciho paprsku ∗ normala ˜ cosinus fi ˜ lambert test
// abychom urcili z normal, zda ma byt fragment osvicen
// zde je nutno dodat, ze prekazka mezi fragmentem a svetlem se nebere v potaz (neni stin)
// pokud se nepletu to jiz na urovni fragmentu ani resit nelze :−/
float cosfi = dot(normal, light0 dir ) ;
// osvetlene plochy ... budou mit navic slozky difuzni a specularni
if ( cosfi > 0.0)
{
// smer odrazeneho paprsku ∗ smer kamery ˜ cosinus alfa
smer reflekce = (2.0 ∗ cosfi ∗ normal) − light0 dir ;
// cosalfa = cos uhlu mezi smerem pohledu a smer odrazu)
cosalfa = max(dot(eye dir,normalize(smer reflekce)),0.0);
// vypocet osvetleni ambientni+difuzni+specularni
color += vec4(materialDiffuse ∗ light0 diffuse ∗ cosfi )
+ vec4(materialSpecular ∗ light0 specular ∗ pow(cosalfa,materialShiness));
}
// spoctenou barva je barvou fragmentu
gl FragColor = color ;
}
Vy´pis 5: Ko´d fragment shaderu pro objekty s texturou
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4.3.5 Loader Textur
Pro nacˇı´ta´nı´ textur vyuzˇı´va´m v aplikaci TextureManager, zalozˇeny´ na Singleton Tex-
ture Manageru napsane´m Benem Englishem. Pu˚vodnı´ zdrojovy´ ko´d vsˇak obsahoval ne-
dostatky, ktere´ jsem beˇhem doby co jej vyuzˇı´va´m odstranil. Pu˚vodnı´ zdrojove´ ko´dy se mi
jizˇ nepodarˇilo znovu nale´zt. Ke sve´ pra´ci vyzˇaduje knihoven FreeImage. Tyto jsou volneˇ
stazˇitelne´ v ra´mci GNU GPL licence.
Hlavnı´ prˇednostı´ tohoto manazˇeru je snadnost pouzˇitı´. K nacˇtenı´ obra´zku, jehozˇ da-
tovy´ forma´t je v kompetenci knihoven FreeImage stacˇı´ zavolat pouze jedinou metodu a
to LoadTexture(cesta k souboru,cˇı´slo v evidenci). Zjisˇteˇnı´ datove´ho typu, rozmeˇru˚, for-
ma´tu barev a natazˇenı´ textury do OpenGL a noveˇ i vytvorˇenı´ mipmap zajistı´ manager.
Na´vratovouhodnotou vola´nı´ je pak identifika´tor objektu textury prˇı´movOpenGL. Pokud
chcete texturu prˇedat trˇeba do shaderu, pouzˇijete vracenou hodnotu. Pro bindnutı´ libo-
volne´ textury, ktera´ byla natazˇena pomocı´ tohoto TextureManageru pak slouzˇı´ vola´nı´
BindTexture(cˇı´slo v evidenci). Pohodlny´ u´klid vsˇech textur pak zajistı´ vola´nı´ UnloadAll-
Textures().
4.3.6 Loader .obj Modelu˚
Zdrojovy´ ko´d pro nacˇı´ta´nı´ sce´n ulozˇeny´ch ve forma´tuwavefront (.obj) vznikl seskla´da´nı´m
a u´pravami vı´ce trˇı´d nezna´my´ch autoru˚. Podstatne´ je, zˇe poslednı´ pouzˇita´ verze v te´to
aplikaci je plneˇ funkcˇnı´. Umozˇnˇuje nacˇı´st a rozparsovat objmodely skla´dajı´cı´ se z troju´hel-
nı´ku˚ nebo quadu˚. Pokud budete vyzˇadovat i face s vysˇsˇı´m pocˇtem vrcholu˚, je potrˇeba
upravit konstantu MAX VERTEX COUNT v souboru obj parser.h. Toto omezenı´ je zave-
deno z du˚vodu˚, jaky´m nakla´da´m s nacˇteny´mi modely v simula´toru robotu˚ ja´. Pro Loader
nenı´ proble´m nacˇı´tat face o mnoha vrcholech. Loader umı´ korektneˇ rozpoznat a prˇecˇı´st
take´ asociovane´ materia´ly a textury, pokud jsou .mtl ve stejne´m adresa´rˇi jako .obj. Nebo
pokud je u nich relativnı´ cesta. Vlastnı´ implementace se skla´da´ ze 4 hlavicˇkovy´ch souboru˚
a 4 souboru˚ s ko´dem.
begin
list.h / list.cpp - je implementacı´ seznamu, do ktere´ho lze prˇida´vat prvky, ktere´ se vysky-
tujı´ v obj souborech.
string extra.h / string extra.cpp - ktery´ poskytuje sluzˇby pro porovna´nı´ rˇeteˇzcu˚ naprˇı´mo
a na obsah podrˇeteˇzce
obj parser h / obj parser.cpp - ktery´ obsahuje vlastnı´ logiku rozpozna´nı´ obsahu sce´ny a
vytovrˇenı´ odpovı´dajı´cı´ch seznamu˚.
objLoader.h / objLoader.cpp - Ktery´ slouzˇı´ jako obalujı´cı´ trˇı´da obj parseru. Jeho sluzˇby
vyuzˇı´va´te pra´veˇ prˇes metody instance objLoaderu.
Pouzˇitı´ loaderu je pak snadne´. Po vytvorˇenı´ instance objektu objLoader stacˇı´ zavolat
metodu load(cesta k souboru). Po dokoncˇenı´ nacˇı´ta´nı´ pak instance objektu obsahuje da-
tove´ prvky podle obsahu nacˇtene´ho souboru. A to v seznamech implementovany´ch jako
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dynamicka´ pole a integerech obsahujı´cı´ch pocˇet prvku˚ v jednotlivy´ch seznamech. Dı´ky
tomu je pak snadne´ procha´zenı´ v cyklech.
Nacˇtena´ data se nacha´zı´ v seznamech vertexList, normalList a textureList a jsou to
pole vektoru˚ slozˇeny´ch ze trˇı´ floatu˚. Tedy vlastnı´ sourˇadnice. U textur se poslednı´ slozˇka
vektoru necha´va´ volna´. V poli faceList pak naleznete za´znamy typu obj face. Ten se skla´da´
z integeru, ktery´ informuje o pocˇtu vrcholu˚ tvorˇı´cı´ch face. Da´le material indexu, ktery´
uda´va´ index v poli materia´lu˚ pro nalezenı´ materia´lu dane´ho face. A trˇi pole vertex index,
normal index a texture index, ktere´ obsahujı´ indexy do polı´ vertexList, normalList a tex-
tureList. Materia´lovy´ index pak ukazuje do pole materia´lu˚. Pokud je materia´lem textura,
je zde uvedena cesta k nı´. V opacˇne´m prˇı´padeˇ jsou vyplneˇny materia´love´ vlastnosti.
4.4 Mozˇnosti rˇı´zenı´ robotu˚
V simulaci jsou roboti rˇı´zeni velikostı´ tocˇivy´ch momentu˚, ktere´ vyvı´jı´ motor na jednotlive´
na´pravy. Simula´tor umozˇnˇuje rˇı´dit tahy teˇchto motoru˚ uzˇivatelem prˇı´mo. A to vola´nı´m
metody control() prˇı´mo na instanci robota. Kde vstupnı´mi parametry jsou dveˇ hodnoty
float, uda´vajı´cı´ pomeˇrnou sı´lu˚, vztazˇenou k maxima´lnı´ hodnoteˇ tahu motoru. Tedy hod-
noty z rozmezı´ -1 azˇ 1. Vy´stupy simula´toru lze zı´skat prˇı´mo ze simulovane´ sce´ny. Tyto
vola´nı´ je potrˇeba prove´st vzˇdy prˇed kazˇdy´m simulacˇnı´m krokem.
Beˇhem me´ pra´ce na simula´toru jsem se dostal ke knihovna´m, ktere´ meˇly poskytovat
umeˇlou inteligenci robotu˚m a to ve formeˇ generova´nı´ bodu˚, kam semajı´ roboti na za´kladeˇ
momenta´lnı´ho umı´steˇnı´ prˇemı´stit. Pro vy´meˇnu dat sce´ny mezi simula´torem a knihovnou
zde byla nadefinova´na datova´ struktura Environment. Obsahem struktury jsou byly
pozice robotu˚, mı´cˇku, rozmeˇry hrˇisˇteˇ a odhad prˇı´sˇtı´ pozice mı´cˇku. Tato struktura byla
vytvorˇena prˇi konstrukci sce´ny, aby mohla by´t posla´na do knihoven. Nicme´neˇ od vyuzˇitı´
teˇchto knihoven jsembyl nucenustoupit, protozˇe se uka´zaly jako chybove´ a nedokoncˇene´.
Simula´tor je nicme´neˇ prˇipraven sluzˇeb teˇchto knihoven vyuzˇı´vat v prˇı´padeˇ, zˇe by vznikla
pracujı´cı´ verze. Maxima´lneˇ by bylo potrˇeba prˇedefinovat rozhranı´ v prˇı´padeˇ, zˇe by dosˇlo
ke zmeˇna´m datove´ struktury Environment ze strany knihoven.
Tento neu´speˇch tvu˚rcu˚ knihovny strategiı´ vedl k refaktorizaci znacˇne´ cˇa´sti ko´dume´ho
simula´toru beˇhem poslednı´ho meˇsı´ce vy´voje. Protozˇe jsem z pu˚vodnı´ho na´vrhu syste´mu
ktery´ pocˇı´tal s internı´m nasazenı´m strategie prˇı´mo jako knihovny, a ktery´ jizˇ v tomto
textu nebudu popisovat, prˇesˇel na model klient-server. Popis mnou definovane´ho komu-
nikacˇnı´ho protokolu zarˇadı´m azˇ za tuto kapitolu. Prˇedprˇipravene´ torso klientske´ aplikace
tento protokol plneˇ podporuje a uzˇivateli pak stacˇı´ pouze volat prˇı´slusˇne´ metody.
Protozˇe je simulace rˇı´zena bezprostrˇedneˇ tahy motoru˚ a nasazenı´ teˇchto knihoven
vyzˇadovalo rˇı´zenı´ pomocı´ cı´love´ho bodu, kamma´ robot smeˇrˇovat. Bylo nutne´ navrhnout
algoritmus pro vy´pocˇet a sledova´nı´ odpovı´dajı´cı´ dra´hy na takove´ u´rovni aby byly do
simulace prˇeposı´la´ny pouze odpovı´dajı´cı´ tahy motoru˚.
Prvnı´ verze tohoto algoritmu spocˇı´vala ve vy´pocˇtu u´hlu, ktery´ je mezi cı´lovy´m bo-
dem a aktua´lnı´ orientacı´ robota a nastavenı´ tocˇivy´ch momentu˚ motoru˚, aby se robot co
nejdrˇı´ve natocˇil prˇı´dı´ k pozˇadovane´ sourˇadnici. Pokud byl u´hel mensˇı´ nezˇ nastavena´
mez, byly sı´ly motoru˚ postupneˇ prˇeorientova´va´ny ze zata´cˇenı´ na akceleraci. Pokud se
robot nacha´zel ve vzda´lenosti nizˇsˇı´, nezˇ urcˇity´ na´sobek aktua´lnı´ rychlosti robota, byl
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pak vy´kon motoru tlumen podle pomeˇru vzda´lenostı´ a aktua´lnı´ rychlosti. Cı´lem tohoto
kroku bylo aby robot zastavil svu˚j pohyb na zadane´ sourˇadnici. Tento druh rˇı´zenı´ byl
pomeˇrneˇ jednoduchy´ a nerˇesˇil proble´m kolizı´ mezi jednotlivy´mi roboty. Proto jsem se
pokusil navrhnout algoritmus podstatneˇ robustneˇjsˇı´ a vyuzˇı´t technicky´ch prostrˇedku˚, s
ktery´ma jsem se prˇi modelova´nı´ fyziky a pra´ci na vizualizaci sezna´mil. Cı´lem tohoto
druhe´ho algoritmu je aby se robot dostal na pozˇadovane´ sourˇadnice bez kolize s jiny´m
robotem ve sce´neˇ.
Prvnı´m krokem tohoto algoritmu je vy´pocˇet nejprˇı´meˇjsˇı´ dra´hy, kterou je schopen
robot vzhledem k aktua´lnı´ orientaci a rychlosti dodrzˇet. K vy´pocˇtu te´to dra´hy poslouzˇila
Bezie´rova kubika, u ktere´ je zna´mo, zˇe zacˇı´na´ v prvnı´m a koncˇı´ v koncove´m rˇı´dicı´m bodeˇ.
Ota´zkou bylo jaky´m zpu˚sobem vypocˇı´st pozice pozˇadovany´ch rˇı´dicı´ch bodu˚.
Prvnı´ a poslednı´ bod te´to krˇivky byl snadny´. Prvnı´m bodem bude aktua´lnı´ pozice rob-
ota. Poslednı´m bodem pak bude cı´lovy´ bod, ktery´ ma´ robot dosa´hnout. Aby vypocˇtena´
krˇivka zohlednˇovala robotovy schopnosti zata´cˇet, musı´ by´t do nı´ zanesen aktua´lnı´ pohyb
robota. Tedy druhy´m rˇı´dicı´m bodem te´to krˇivky bude aktua´lnı´ pozice robota, ke ktere´
bude prˇipocˇten n na´sobek aktua´lnı´ rychlosti robota ve smeˇru aktua´lnı´ orientace. N na´-
sobkem se rozumı´ konstanta, ktera´ urcˇuje schopnosti robota zata´cˇet. Domatematicke´ho a
fyzika´lnı´ho vy´pocˇtu te´to velicˇiny jsem se nepousˇteˇl s ohledem na skutecˇnost, zˇe pro dalsˇı´
kroky nema´ jejı´ pozdeˇjsˇı´ modifikace za´sadnı´ vliv. A odhadl jsem ji tedy experimenta´lneˇ.
Aby robot skoncˇil po dosazˇenı´ pozˇadovane´ho cı´love´ho bodu orientova´n tak, jak si uzˇiva-
tel prˇeje, byl jako trˇetı´ rˇı´dicı´ bod krˇivky nastaven cı´lovy´ bod, od ktere´ho je odecˇten opeˇt N
na´sobek pozˇadovane´ho vektoru natocˇenı´. N na´sobek je opeˇt konstanta urcˇujı´cı´ schopnost
robota zata´cˇet.
Nynı´, kdyzˇ ma´me vypocˇteny rˇı´dicı´ body krˇivky, je cˇas dopocˇı´st celou trajektorii. K
tomuto u´kolu je vhodne´ vyuzˇı´t hardware graficke´ karty. Protozˇe vykreslova´nı´ krˇivek
je jednou z akcelerovany´ch u´loh, ktere´ lze pomocı´ OpenGL rˇesˇit. K tomuto u´kolu jsou
navrzˇeny evaula´tory. Kde vstupem do evaula´toru je pole rˇı´dicı´ch bodu˚ a vy´stupem pak
mu˚zˇou by´t trˇeba body Bezie´rovy krˇivky. Protozˇe by vsˇak tyto body byly vy´stupem na
monitoru, a my potrˇebujeme tyto sourˇadnice da´le zpracova´vat, je potrˇeba prˇed vyhodno-
cova´nı´m sourˇadnic prˇepnout OpenGL do feedback mo´du, kdy jsou vypocˇtene´ geometrie
vraceny zpeˇt uzˇivateli do prˇednastavene´ho pole. Pouzˇı´va´nı´ evaula´toru˚ a feedback mo´du
bylo popsa´no v cˇa´sti veˇnovane´ OpenGL. Po napocˇı´ta´nı´ bodu˚ Bezie´rovy krˇivky je potrˇeba
si uveˇdomit, zˇe tyto sourˇadnice jsou v sourˇadnicı´ch na vy´stupnı´m zarˇı´zenı´. Cozˇ je pro na´s
nezˇa´doucı´ a proto je potrˇeba vyuzˇı´t funkci gluUnproject(), ktera´ tyto sourˇadnice prˇevede
zpeˇt do sourˇadne´ soustavy sce´ny.
Pocˇet napocˇı´tany´ch bodu˚ je v programu nastaveno jako konstanta. Toto cˇı´slo je
za´meˇrneˇ nı´zke´ a ma´ slouzˇit k omezenı´ pocˇtu lomeny´ch cˇar, ktere´ trajektorii v tento
moment zastupujı´. Du˚vodem k tomuto omezenı´ pocˇtu lomeny´ch cˇar je to, zˇe tato krˇivka
bude podrobena zkouma´nı´ na pru˚niky s jiny´mi teˇlesy ve sce´neˇ a bude nahrazena novou
lomenou cˇa´rou, ktera´ se teˇmto pru˚niku˚m pokud mozˇno vyhne.
K detekci pru˚niku te´to trajektorie s jiny´mi objekty ve sce´neˇ vyuzˇijeme raycasting.
Tento prvek PhysX SDK byl strucˇneˇ popsa´n v kapitole veˇnujı´cı´ se frameworku PhysX.
Ve zkratce jen prˇipomenu, zˇe jde o mozˇnost vyslat do sce´ny paprsek definovany´ dveˇma
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krajnı´mi body.Apodle typu raycastingu je navra´cen libovolny´, prvnı´ nebo kazˇdy´ pru˚secˇı´k
tohotopaprsku s objektyve sce´neˇ. Zvy´konnostnı´chdu˚vodu˚ jsemse rozhodl vyuzˇı´t vola´nı´,
ktere´ vracı´ prvnı´ pru˚secˇı´k.
Za pomoci raycastingu se projde po cˇa´stech cela´ trajektorie. Provede se na´sledujı´cı´
algoritmus pro stanovenı´ nove´ trajektorie, ktera´ jizˇ nebude obsahovat kolize. Zacˇı´na´ se
ze strany pozice robota. Vzˇdy jsou bra´ny dva sousednı´ body trajektorie. Prvnı´ bod, ktery´
je sourˇadnicı´ aktua´lnı´ pozice robota je rovnou umı´steˇn do pole bodu˚ nove´ trajektorie.
Provede se raycasting k dalsˇı´mu bodu trajektorie. Pokud mezi testovany´mi body nelezˇı´
cizı´ objekt, je druhy´ bod rovneˇzˇ umı´steˇn mezi body opravene´ trajektorie a posouva´me se
o jeden bod da´le v trajektorii. Provede se raycasting mezi poslednı´m ulozˇeny´m bodem
opravene´ trajektorie a bezprostrˇedneˇ na´sledujı´cı´m bodem dra´hy. Pokud nenı´ nalezen
zˇa´dny´ pru˚secˇı´k, opeˇt je bod prˇida´n k bodu˚m opravene´ trajektorie. Takto se postupuje azˇ
k fina´lnı´mu bodu˚ trajektorie.
V prˇı´padeˇ, zˇe je nalezen pru˚secˇı´k s jiny´m aktorem sce´ny. Je potrˇeba prˇemı´stit bod ke
ktere´mu se pra´veˇ prova´dı´ raycasting. Prˇemı´st’ova´nı´ se prova´dı´ podle neˇkolika za´kladnı´ch
pravidel. Prvnı´ se musı´ urcˇit, s jaky´m typem aktora dojde ke kolizi.
Pokud jde o jine´ho robota. Je bod iterativneˇ posouva´n strˇı´daveˇ sta´le vı´ce ve smeˇru a
proti smeˇru u´hybne´ho vektoru. U´hybny´ vektor je kolmy´ k ose Y a ke smeˇru raycasto-
vane´ho paprsku. Vizua´lneˇ jde o uhy´ba´nı´ vlevo/vpravo po dra´ze robota. Po kazˇde´ u´praveˇ
pozice proble´move´ho bodu je znovu proveden raycasting. Jestli zmeˇna polohy pomohla,
nebo nikoliv. Pokud pomohla, je iterace hleda´nı´ nove´ho bodu ukoncˇena a nova´ pozice je
ulozˇena do bodu˚ opravene´ trajektorie.
Pokud se jedna´ o mı´cˇek, je bod za´sahu posunut o 1mm ve smeˇru paprsku a je vysla´n
novy´ paprsek ve stejne´m smeˇru. Trajektorie vedoucı´ prˇesmı´cˇek totizˇ nenı´ zˇa´dny´ proble´m,
nicme´neˇ je potrˇeba se ujistit, zˇe i za mı´cˇkem je volno azˇ k dalsˇı´mu rˇı´dicı´mu bodu.
Pokud jde o kontakt s okraji hracı´ plochy, je rˇı´dicı´ bod posunut o 1/2 XZ u´hloprˇı´cˇky
robota smeˇrem do strˇedu hracı´ plochy. Tı´mto je zarucˇeno zˇe nebude generova´na dra´ha
vedoucı´ za mantinely hrˇisˇteˇ.
Celkoveˇ je pocˇet iteraci pro hleda´nı´ jednoho bodu omezen na 50kroku˚. Pokud nenı´
v tomto cˇasove´m ra´mci nalezen bod, ktery´m by se mohl robot vydat bez kolidova´nı´ s
jiny´m objektem sce´ny, je trajektorie ukoncˇena pozicı´ strˇetu, od ktere´ je odecˇtena opeˇt 1/2
XZ uhloprˇı´cˇky robota ve smeˇru raycastingu. Koncovy´ bod trajektorie je takto urcˇen teˇsneˇ
prˇed neprˇekonatelnou prˇeka´zˇkou v nadeˇji zˇe s postupujı´cı´m cˇasem se situace na hrˇisˇti
vyvine tak, zˇe jizˇ pu˚jde nale´zt trajektorii, ktera´ bude bez sra´zˇky.
Tı´mto postupem dosa´hneme trajektorii u´plnou nebo cˇa´stecˇnou smeˇrˇujı´cı´ k cı´love´mu
bodu.Nicme´neˇ je zde pouzemaly´ pocˇet deˇlenı´, kvu˚li u´sporˇe pocˇtu provedeny´ch raycastu˚.
Z tohoto du˚vodu je potrˇeba trajektorii znovu vypocˇı´st jako hladkou krˇivku. Opeˇt lze k
tomuto u´kolu vyuzˇı´t evaula´tory na karteˇ. Kde vstupem bude mı´sto pole rˇı´dicı´ch bodu˚,
pole opraveny´ch bodu˚ trajektorie. Vznikne tak fina´lnı´ dra´ha robota, po ktere´ je potrˇeba
robota nave´st. Zde je jizˇ nastaven podstatneˇ vysˇsˇı´ pocˇet deˇlenı´. Vy´stup evaula´toru je opeˇt
nutno prove´st v feedback mo´du, aby jsme napocˇı´tane´ vy´sledky meˇli ulozˇeny k dalsˇı´mu
zpracova´nı´. A opeˇt je nutno prˇeve´st sourˇadnice te´to dra´hy zpeˇt do sourˇadne´ soustavy
sce´ny vyuzˇitı´m funkce gluUnproject.
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Nynı´ ma´me prˇipravenu dra´hu jednoho robota. Zpu˚sob jaky´m se bude robot nava´deˇt
po te´to trajektorii je obdobny´ prvnı´mu algoritmu pro rˇı´zenı´ robota k cı´love´mu bodu, ve
varianteˇ prvnı´, kde se nerˇesˇily kolize. Podstatny´ rozdı´l je vsˇak v bodu, ktery´ je prˇeda´n
tomuto algoritmu jako fina´lnı´. Bod, ktery´ je tomuto algoritmu prˇeda´n za´visı´ na aktua´lnı´
rychlosti robotaminima´lneˇ vsˇak je vzda´len 3cm po trajektorii robota. K te´to vzda´lenosti je
prˇipocˇten K na´sobek aktua´lnı´ rychlosti, kde K je opeˇt konstanta schopnosti robota zata´cˇet.
Navı´c je prˇibrzd’ova´nı´motorema zastavenı´ povoleno jen v prˇı´padeˇ, zˇe je aktua´lneˇ zvoleny´
bod, ke ktere´mu je robot nava´deˇn jizˇ fina´lnı´m bodem dra´hy.
Celkovy´ algoritmus je navı´c jesˇteˇ malinko slozˇiteˇjsˇı´. Raycastova´nı´m bodu˚ trajektorie
by totizˇ nemohly by´t zachyceny kolize, kde se roboti strˇetnou jen cˇa´stı´ teˇla. To z toho
du˚vodu, zˇe raycastova´nı´ umozˇnˇuje pouze nalezenı´ dra´hy o sˇı´rˇce raycastovane´ho paprsku
(=0) a skutecˇny´ robot je pochopitelneˇ sˇirsˇı´. Proto jsem ke vsˇem objektu˚m, kde ma´ smysl
kolizi s robotem rˇesˇit. Prˇidal jesˇteˇ obalujı´cı´ geometrii, ktera´ obklopuje dane´ho aktora s
bocˇnı´m odstupem pra´veˇ 1/2 XZ u´hloprˇı´cˇky robota. Tato geometrie ma´ pak nastavenu
nulovou hmotnost a pochopitelneˇ je u nı´ vypnuto rˇesˇenı´ kolizı´. Prostor, ktery´ tak tento
tvar zaujı´ma´ z hlediska raycastingu reprezentuje pozice, kde by docha´zelo ke kontaktu
mezi roboty z du˚vodu jejich skutecˇny´ch rozmeˇru˚.
Tento krok vsˇak prˇinesl urcˇite´ proble´my. Vyply´vajı´ z techniky raycastingu a z op-
timalizacı´, ktere´ jsou pro raycastova´nı´ v PhysX zavedeny. Paprsek, ktery´ zacˇı´na´ uvnitrˇ
neˇjake´ho tvaru, nehla´sı´ kolizi prˇi opusˇteˇnı´ tohoto tvaru. Protozˇe jsem prostor ktery´ za-
ujı´ma´ tato pru˚chozı´ geometrie vytycˇil dost velky´, aby nedocha´zelo ke kontaktu˚m rohy
robotu˚ prˇi zata´cˇenı´, lze za urcˇity´ch okolnostı´ dostat druhe´ho robota bez kolize dovnitrˇ
inkriminovane´ oblasti. Naprˇı´klad tak, zˇe oba dva roboti jedou vedle sebe a jejich cı´love´
body zpu˚sobujı´ krˇı´zˇenı´ trajektoriı´. V momenteˇ, kdy by se meˇly detekovat hrozı´cı´ kolize,
jsou jizˇ roboti navza´jem svy´mi strˇedy, kde zacˇı´na´ raycasting, uvnitrˇ obalujı´cı´ geometrie
druhe´ho robota, a kolize nenı´ zjisˇteˇna. Docha´zı´ tak ke kontaktu „teˇlo na teˇlo“, ktera´ ve
skutecˇne´m fotbale nenı´ povazˇova´na za faul a ve fina´le mu˚zˇe by´t toto chova´nı´ posuzova´no
jako zˇa´doucı´, nicme´neˇ, ja´ jej povazˇuji za ota´zku k zamysˇlenı´, jak tento proble´m da´le rˇesˇit.
Omezenı´ velikosti teˇchto obalujı´cı´ch geometriı´ na 1/2 nejvysˇsˇı´ho rozmeˇru robota by
sice znemozˇnilo prˇı´tomnost jine´ho robota v te´to oblasti dı´ky za´konuneprostupnosti hmot.
Nicme´neˇ by vedlo ke sˇpatny´m vy´pocˇtu˚m drah a mozˇnosti sra´zˇek robotu˚ na mı´stech kde
tento rozmeˇr nestacˇı´.
Rˇesˇenı´ teˇchto typu˚ kolizı´ programoveˇ, prˇineslo proble´my s konvergencı´ cele´ho al-
goritmu stanovenı´ dra´hy. Robot je strˇı´daveˇ posı´la´n ke kolizi a prˇi urcˇite´ vzda´lenosti je
kolize odhalena a robot je donucen odcouvat. Cela´ situace se pak opakuje. Prozatı´m tento
proble´m necha´va´m otevrˇeny´. Cˇetnost uvı´znutı´ robota vsˇak nenı´ vysoka´ a proto jsem se
rozhodl funkcionalitu ponechat prˇı´stupnou vy´voja´rˇu˚m strategiı´. Pokud zjistı´, zˇe se robot
nepohybuje tam, kam pu˚vodneˇ zamy´sˇleli, mohou poslat nove´ sourˇadnice.
Simula´tor tedy nabı´zı´ celkem trˇi mozˇnosti. Uzˇivatele´ mohou rˇı´dit roboty prˇı´my´m
posı´la´nı´m tahu˚ motoru˚, jakoby sˇlo o skutecˇne´ roboty. Prˇı´my´m bodem, kde ma robot dojet
a to bez ohledu na to, zda stojı´ neˇco v ceste. A nakonec bodem, kam se ma´ robot dostat
po krˇivce sestavene´ a proveˇrˇene´ mnou navrzˇeny´m algoritmem na vyhy´ba´nı´ kolizı´.
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Datova´ struktura, kterou si simula´tor vyzˇaduje pro ovla´da´nı´ je nı´zˇe. Je jasne´, zˇe zde
bude typ prˇı´kazu, ktery´ rozhoduje o tom jaky´m zpu˚sobem chce uzˇivatel robota rˇı´dit a
pak prostor pro sourˇadnice i dva tahy motoru˚. Na za´kladeˇ typu pak simula´tor rozhodne,
ktera´ data ma´ cˇı´st a jak s nimi da´le nakla´dat. Soucˇa´stı´ prˇı´kazu je take´ vy´beˇr robota pro
ktere´ho prˇı´kaz je a to prostrˇednictvı´m ID, ktere´ je robotu prˇirˇazeno. O ID se klientska´
aplikace dozvı´ z prˇı´chozı´ch dat.
Parametr type urcˇuje zpu˚sob rˇı´zenı´ robota. Hodnota -1 v kolonce znamena´, zˇe dane´ho
robota nechce uzˇivatelska´ aplikace v te´to sadeˇ prˇı´kazu˚ ovla´dat. Hodnota 0 pak signal-
izuje, zˇe pozˇadujeme ovla´da´nı´ prˇı´mo prostrˇednictvı´m tahu˚ motoru˚. Hodnota je pomeˇrem
maxima´lnı´ho tahu motoru robota. Prˇedpokla´da´ se stejna´ sı´la motoru v obou smeˇrech
rotace a absence brzdı´cı´ho u´strojı´, tak tomu bylo u modelu, ktery´ se mi prˇi modelova´nı´
dostal do rukou. Hodnota 1 signalizuje prˇı´my´ pokus o dosazˇenı´ rˇı´dicı´ho bodu bez ohledu
na mozˇnost kolize. Nejvysˇsˇı´ u´rovenˇ abstrakce pak prˇedstavuje type = 2, ktery´ vypocˇte
pro dosazˇenı´ bodu dra´hu bez kolizı´ a robota po dra´ze navede.
Sourˇadnou soustavu simula´toru jsem jizˇ popsal vy´sˇe, nicme´neˇ prˇipomenu zde zˇe
hracı´ plocha se nacha´zı´ na rovineˇ XZ. Strˇedem sourˇadne´ soustavy je strˇed hrˇisˇteˇ. Kdy osu
spojujı´cı´ branky tvorˇı´ X. Prˇi na´beˇhu aplikace je kladna´ strana X doprava, za´porna´ doleva.
Osa Z pak ma´ kladne´ hodnoty smeˇrem ke kamerˇe. Roboti doma´cı´ch jsou rozmı´steˇnı´ na
leve´ straneˇ, tedy na sourˇadnicı´ch -X a orientova´ni ve smeˇru osy +X.
typedef struct
{
int type; // −1,0,1,2
int id ;
Vector3f position ; // odpovida souradne soustave simulatoru
float torque left , torque right ; // hodnota <−1 az +1>
}Command;
Vy´pis 6: Datova´ struktura pro prˇenos prˇı´kazu˚
Du˚vodem mozˇnosti prˇı´tomnosti hodnoty -1 v kolonce type je, zˇe ovla´da´nı´ se vysı´la´
prˇes komunikacˇnı´ kana´l v cely´ch sadach pro vsˇechny roboty hostu˚, nebo doma´cı´ch. A
tı´mto krokem je umozˇneˇn multiplayer. Tedy zˇe jeden ty´m bude ovla´dat vı´ce klientsky´ch
aplikacı´. Trˇeba i uzˇivatel smysˇı´. Set pakma´ strukturu definovanouna´sledujı´cı´m structem.
typedef struct
{
Command commandset[ROBOPLAYERS PER SIDE];
}Commandset;
Vy´pis 7: Datova´ struktura pro sady prˇı´kazu˚
Prˇestozˇe komunikacˇnı´m protokolem se budu zaby´vat pozdeˇji, prˇedesˇlu na srozumeˇ-
nou, zˇe sada prˇı´kazu˚ je pro kazˇdy´ ty´m. Tedy zˇe pokud je v ty´mu 5 robotu˚, obsahuje sada
pra´veˇ 5 prˇı´kazu˚. Pro posı´la´nı´ rˇı´dicı´ch sad doma´cı´m a hostu˚m jsou urcˇeny ru˚zne´ porty.
Na prˇı´chozı´ data se prova´dı´ kontrola ID, zda opravdu rˇı´dı´me pouze roboty prˇı´slusˇne´ho
ty´mu. Pokud ID nesouhlası´, je dany´ prˇı´kaz zahozen (ne cela´ sada, jen prˇı´kaz robotovi s
vadny´m ID). Pocˇet prˇihla´sˇeny´ch kontroleru˚ kazˇde´ho ty´mu je na simula´toru videˇt, takzˇe
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si lze podvody ohlı´dat jednodusˇe tak, zˇe vı´me, kolik aplikacı´ pro ovla´da´nı´ sve´ho ty´mu
skutecˇneˇ vyuzˇı´va´me.
Pokud si kladete ota´zku, procˇ vu˚bec umozˇnovat vı´ce rˇı´dicı´ch aplikacı´, tak je odpoveˇd’
na´sledujı´cı´. Strategie zalozˇene´ na neuronovy´ch sı´tı´ch je potrˇeba neˇjaky´m zpu˚sobem ucˇit.
Optima´lnı´ch vy´sledku˚ lze dosa´hnout tak, zˇe bude kazˇde´ho robota ovla´dat naprˇ. jeden
cˇloveˇk a ten 5 robotu˚ najednou neurˇı´dı´. Take´ velmi sofistikovane´ strategie nemusı´ by´t
dost rychle´, aby vypocˇı´tavali rozumneˇ rychle rˇı´dicı´ povely pro 5 robotu˚, ale zvla´dnou
trˇeba jednoho, nebo dva. Simula´tor tomu nijak nebra´nı´. Sa´m jsem se do problematiky
rˇesˇenı´ pohybu k bodu dostal a vı´m, zˇe bez akcelerace pomocı´ raycastu by bylo cˇasoveˇ
nezvla´dnutelne´ pocˇı´tat trˇeba 10 robotu˚ pro kazˇdy´ krok simulace. Navı´c je jasne´, zˇe v
komplexnı´ strategii je potrˇeba rˇesˇit vı´ce, nezˇ jen pohyb k bodu. Naprˇı´klad prˇihra´vky,
odhady pozic robotu˚ v cˇase t+1 a podobneˇ.
4.5 Komunikace mezi simula´torem a klientem
Pro vy´meˇnu dat je simula´tor opatrˇen peˇti TCP servery, ktere´ poslouchajı´ na portech
base port plus hodnota dane´ho serveru (0 azˇ 4). Implicitnı´ nastavenı´ base port je 6000.
Tedy na portu 6000 je prˇipraven server pro registraci klienta jako pozorovatele v ko´du
actors server. Po prˇipojenı´ na tento port je klientovi pravidelneˇ zası´la´n (bez vyzˇa´da´nı´)
stav vsˇech aktoru˚ sce´ny, navrzˇena´ datova struktu˚ra je nı´zˇe. Vlastnı´ vlastnı´ch vy´meˇna dat
probı´ha´ prostrˇednictvı´m UDP datagramu˚, aby byla zkra´cena prodleva mezi dorucˇenı´m v
du˚sledku re´zˇie TCP prˇenosu. TCP spojenı´ tedy v tomto prˇı´padeˇ slouzˇı´ pouze jako na´stroj
pro vy´meˇnu informacı´ o adrese a portu klienta. Prˇı´padne´ chyby prˇensou se projevı´ max-
ima´lneˇ zkreslenı´m jednotlive´ho snı´mku, nebo pozic robota. Nova´, korektnı´ sourˇadnice
pak bude dorucˇena velmi brzy a proto tyto chyby nebudoumı´t za´sadnı´ vliv na chod simu-
lace. Pro prˇı´pad, zˇe tyto chyby budou budoucı´m vy´voja´rˇu˚mdeˇlat starost, je v obou trˇı´da´ch
Datacore, jak na straneˇ simula´toru, tak na straneˇ klientu˚ vmetod’eˇ sendActors/readActors




Robot robots away[ROBOPLAYERS PER SIDE];






Vy´pis 8: Datova´ struktura pro prˇenos stavu sce´ny
ObsahemstrukuryActors jsoudveˇ sady robotu˚ - doma´cı´ a hoste´, kazˇdy´ robot je popsa´n
strukturou Robot, ktera´ je nı´zˇe. Da´le pak je soucˇa´stı´ actors Mı´cˇek. Struktura mı´cˇku bude
rovneˇzˇ vyobrazena nı´zˇe. Hodnoty aktua´lnı´ho sko´re nemusı´m popisovat. Settings num
slouzˇı´ k informova´nı´ klienta, zˇe dosˇlo ke zmeˇne konfigurace simulace a je potrˇeba si
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vyzˇa´dat novou sadu nastavenı´. Prˇi beˇhu se pravidelneˇ posı´la´ aktua´lnı´ cˇı´slo konfigurace.
Kazˇda´ zmeˇna jej inkrementuje.
Obsahem datove´ struktury robot je ID robota, ktere´ slouzˇı´ k jednoznacˇne´mu ro-
zlisˇenı´ robota. Parametry barev slouzˇı´ jednak pro potrˇeby tvorby modelu˚ vizualizace.
Barvy jsou pouze indexy, takzˇe lze u kazˇde´ho klienta barvu nastavit individua´lneˇ. Z
cˇasovy´ch du˚vodu˚ vsˇak toroso klientske´ aplikace nema´ pro tyto u´cˇely navrzˇeno GUI. Poz-
ice a natocˇenı´ robota slouzˇı´ pro potrˇeby vy´pocˇtu˚ strategiı´. Matice globalPose a lightPose
odpovı´dajı´ maticı´m modelview pro vizualizaci, aby se nemusela dopocˇı´ta´vat z pozice a
rotace. LightPose pak prˇedstavuje transformacˇnı´ matici pro polohy sveˇtel, ktere´ vyuzˇı´-
vajı´ shadery. Ve sve´ podstateˇ jde o inverznı´ matici k globalPose, ale je stanovena pomocı´











Vy´pis 9: Datova´ struktura pro prˇenos stavu robotu˚
Ve strukturˇemı´cˇku simu˚zˇete povsˇimnout absenci natocˇenı´. Ktera´ pro vy´pocˇet strategiı´
zrˇejmeˇ nema´ smysl. Pozicova´nı´ do sce´ny a inverznı´ matice je pak rovneˇzˇ stanovena jizˇ







Vy´pis 10: Datova´ struktura pro prˇenos stavu mı´cˇku
Dalsˇı´ TCP server, ktery´ simula´tor ma´, je pro posı´la´nı´ nastavenı´. Cˇı´slo portu Settings
serveru je implicitneˇ base port +1= 6001.Na tentoport se klientska´ aplikaceprˇipojı´. Server
jı´ zasˇle zpeˇt strukturu obsahujı´cı´ nastavenı´ simulace a ukoncˇı´ spojenı´. Neprˇedpokla´da´ se,




int settings num; // kazda zmena konfigurace navyssi toto cislo
float domaci max toc moment motoru;
float domaci polomer kola;
float domaci sirka kola;
float domaci dopredny posuv osy;
float domaci zdvih robota;
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float domaci rozmer x;
float domaci rozmer y;
float domaci rozmer z;
float hoste max toc moment motoru;
float hoste polomer kola;
float hoste sirka kola ;
float hoste dopredny posuv osy;
float hoste zdvih robota;
float hoste rozmer x;
float hoste rozmer y;
float hoste rozmer z;
float hriste rozmer x;
float hriste rozmer y;
float hriste rozmer z;
float hriste okraje x ;
float hriste okraje y ;
float hriste okraje z ;
float hriste sirka branky ;
float hriste hloubka branky;
float micek polomer;
}Settings;
Vy´pis 11: Datova´ struktura pro prˇenos nastavenı´
Komunikace s kontrole´ry hostu˚ a doma´cı´ch a konfigura´tory simulace je zalozˇena na
trvale´m TCP spojenı´. Pro kontole´ry doma´cı´ch je prˇipraven server na portu base port
+ 2 (implicitneˇ 6002) pro kontrole´ry doma´cı´ch base port + 3 (implicitneˇ 6003) a pro
konfigura´tory (to jsou ti, kterˇı´ majı´ pra´vo meˇnit parametry simulace) je prˇipraven port
6004. Po prˇipojenı´ na uvedene´ porty se prˇedpokla´da´ opakovane´ (cˇasoveˇ nevynucene´)
zası´la´nı´ datovy´ch struktur zobrazeny´ch vy´sˇe. Serializace dat se prova´dı´ podle porˇadı´
parametru˚ uvnitrˇ definovany´ch struktur a vyuzˇı´va´ se QDataStream ve verzi 6 6 0. Obsa-
hem posı´lany´ch dat nejsou zˇa´dne´ korekcˇnı´ znacˇky.
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5 Za´veˇr
Cı´lem te´to pra´ce bylo navrhnout a implementovat simula´tor robotu˚, ktery´ bude nejen
prova´deˇt simulaci rea´lne´ fyziky, ale take´ bude poskytovat graficky´ vy´stup. Cı´le, ktere´ jsem
si stanovil jsem take´ splnil. Mimo ra´mec zada´nı´ jsem navı´c simula´tor vybavil prˇı´davnou
umeˇlou inteligencı´ pro roboty, ktera´ mu˚zˇe vy´voja´rˇu˚m strategiı´ pro roboty fotbalisty vy´z-
namneˇ ulehcˇit pra´ci. Take´ jsem pro tyto vy´voja´rˇe prˇipravil torso klientske´ aplikace, takzˇe
se nemusejı´ zaby´vat vy´meˇnoudat se simula´toremnanı´zke´ programovacı´ u´rovni, ale bude
jim dostacˇovat kdyzˇ rozsˇı´rˇı´ o sve´ strategie prˇipravenou aplikaci a vyuzˇijı´ jejich vola´nı´ na
slusˇne´ u´rovni abstrakce.
V pru˚beˇhu pra´ce jsem se sezna´mil s frameworkem PhysX, pokrocˇily´mi funkcemi
OpenGL, jako jsou evaula´tory cˇi feedback mo´d. Zvla´dl jsem programovacı´ jazyk GLSL
pro tvorbu shaderu˚. Znacˇneˇ jsem se zdokonalil v pouzˇı´va´nı´ programovacı´ho jazyka C++.
Naucˇil jsem se vytva´rˇet modely prostrˇednictvı´m volneˇ dostpune´ho 3Dmodeleru Blender.
Osvojil si pra´ci s knihovnami Qt. Napsal jsem program, pro nacˇı´ta´nı´ obj modelu˚. Kdyzˇ
bude chtı´t uzˇivatel simulovat jine´ typy robotu˚ nezˇMiroSot stacˇı´ mu tak k vy´meˇneˇ modelu˚
pouze nahra´t novy´ obj model na mı´sto sta´vajı´cı´ho. Vlastnosti simulace jako jsou rozmeˇry
robotu˚, sı´ly motoru˚, nebo posuvy os jeich na´prav lze meˇnit nejen prostrˇednictvı´m kon-
figurace, ale i realtime za beˇhu aplikace. Kdy simula´tor jako vy´chozı´ hodnoty pouzˇı´va´
hodnoty prˇecˇtene´ ze souboru settings.txt. Tento soubor je textovy´, takzˇe jeho editace nez-
abere zˇa´dne´ zva´sˇtnı´ u´silı´ a pouzˇı´va´nı´ cele´ aplikace se tak sta´va´ snadny´m. Vsˇechny cˇa´sti
softwarove´ho dı´la jsou napsa´ny zodpoveˇdneˇ a robustneˇ a to v nadeˇji, zˇe budou v bu-
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