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Naslov: Razvoj spletnih aplikacij, ki delujejo brez internetne povezave
Avtor: Tilen Venko
Ta diplomska naloga poskusˇa resˇiti problem uporabe spletnih aplikacij,
ko internetna povezava ni na voljo oziroma je zelo slaba. V njej smo skusˇali
prikazati, kako ustvariti spletno aplikacijo, ki bo delovala in omogocˇala vecˇino
funkcionalnosti, tudi cˇe uporabnik nima dostopa do internetne povezave. V
nalogi najprej opiˇsemo mozˇne pristope k resˇitvi te tezˇave, opiˇsemo njihove
prednosti in slabosti, nato predstavimo delovanje in funkcionalnosti aplika-
cije, ter kako smo dosegli, da nasˇa spletna aplikacija deluje tudi brez inter-
netne povezave s pomocˇjo tehnologij ServiceWorker, IndexedDB in lokalno
shrambo brskalnika.
Za domeno spletne aplikacije smo si izbrali zdravstveno informatiko ozi-
roma natancˇneje aplikacijo, ki bo omogocˇala patronazˇnim sestram, da shra-
njujejo meritve pacientov in jih potem tudi pregledujejo.




Title: Developing oﬄine enabled web applications
Author: Tilen Venko
In this thesis, we are trying to solve the problem of using the web appli-
cations when the user is oﬄine or the internet connection is weak. We were
trying to build a web application, which will be usable and will maintain
the majority of functionalities even in oﬄine mode. In the thesis, we first
describe different possibilities and technologies, which enable us to solve this
problem, explaining how they work and pointing out their pros and cons.
Then we present our application, describe how it works, which functional-
ities it has, and how we’ve achieved that our web application can work in
oﬄine mode with the help of Service Worker, IndexedDB, and Local Storage.
We chose healthcare for the domain of our application, more precisely, we
decided to build a web application for nurses, which will allow them to store
patient observations and later view them.





Spletne aplikacije postajajo vse bolj popularne in prakticˇno vse aplikacije
se selijo na splet. Cˇeprav imajo spletne aplikacije v primerjavi s klasicˇnimi
aplikacijami veliko prednosti, je njihova najvecˇja slabost ta, da za delovanje
potrebujemo internetno povezavo. Kljub veliki pokritosti z internetom ali
mobilnim omrezˇjem ta sˇe vedno ni na voljo cˇisto povsod. Sˇe vedno se pogo-
sto zgodi, da ostanemo brez internetne povezave ravno takrat, ko jo najbolj
potrebujemo. Lahko pa se zgodi tudi, da nam mobilna naprava prikazuje
izvrsten signal, vendar se zalomi kje na poti od nasˇe naprave do strezˇnika.
Lahko ima ponudnik internetnih storitev tezˇave, lahko je katero vozliˇscˇe na
poti preobremenjeno in ne spusˇcˇa prometa skozi, lahko se zgodi, da je nasˇ
strezˇnik preobremenjen ali pa ima programskega hrosˇcˇa in je nehal delovati.
Veliko je stvari, ki lahko pri internetni povezavi gredo narobe, mi pa zˇelimo,
da bi uporabnik lahko svoje delo opravljal neodvisno od tega, ali ima pove-
zavo v svetovni splet ali ne.
Zato smo se odlocˇili, da raziˇscˇemo tehnologije, ki to omogocˇajo, in nare-
dimo aplikacijo, ki bo uporabna tudi, cˇe uporabnik ne bo imel povezave v
svetovni splet, oziroma bo v tako imenovanem nepovezanem nacˇinu (ang.
oﬄine mode). Poleg tega, da s spletno aplikacijo, ki lahko deluje tudi v
nepovezanem nacˇinu, omogocˇimo delovanje vsepovsod in neodvisno od pove-
zave v svetovni splet, ima nepovezan nacˇin tudi to prednost, da se aplikacija
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nalozˇi dosti hitreje, saj ni potrebno, da zahtevano spletno aplikacijo prene-
semo s strezˇnika, ampak jo nalozˇimo iz lokalne shrambe brskalnika, kar je
veliko hitreje. S tem omogocˇimo boljˇso uporabniˇsko izkusˇnjo ter povecˇamo
zanesljivost in robustnost spletne aplikacije.
Zdravstvo je sˇe eno redkih podrocˇji, ki ni digitalizirano. Ena od prednosti,
ki bi jih prineslo digitalizirano zdravstvo, je tudi to, da bolnikom ne bi bilo
treba hoditi v bolniˇsnice in zdravstvene domove, ampak bi bili oskrbljeni na
svojem domu. V aplikacijah, ki bi podpirale digitalizacijo procesov v zdra-
vstvu, bi poleg varnosti tako morali poskrbeti tudi za zanesljivost delovanja
aplikacij na terenu. Zaradi razlogov, ki smo jih nasˇteli v prejˇsnjem odstavku,
vemo, da ne moremo pricˇakovati, da bi na terenu vedno imeli povezavo v
svetovni splet oziroma, da bi ta bila zanesljiva. Ker se nam zdi podrocˇje digi-
talizacije zdravstva zanimivo, hkrati pa bi resˇili realen problem uporabnosti
spletnih aplikacij na terenu, smo se odlocˇili, da naredimo prototip spletne
aplikacije za patronazˇne sestre, ki bo uporabna tudi v nepovezanem nacˇinu.
Spletna aplikacija za patronazˇne sestre bo omogocˇala osnovno planiranje obi-
skov in zajemanje ter pregled meritev na obiskih.
V nadaljnjem besedilu bomo najprej v drugem poglavju opisali vse tehno-
logije, ki vsaj delno omogocˇajo izgradnjo nepovezanih (ang. oﬄine) aplikacij,
razlozˇili, kako delujejo in izpostavili njihove prednosti in pomanjkljivosti. V
tretjem poglavju bomo opisali vse ostale tehnologije in standarde, ki so bili
potrebni za razvoj spletne aplikacije. Nato pa se bomo v cˇetrtem poglavju
osredotocˇili na razvoj spletne aplikacije za patronazˇne sestre, predstavili, kaj
vse omogocˇa in razlozˇili, kako smo dosegli, da deluje brez internetne povezave.





S prihodom tehnologije HTML5 smo dobili prva resna orodja, ki omogocˇajo
izgradnjo nepovezanih spletnih aplikacij. Pred tem so bili edini standardizi-
ran nacˇin za shranjevanje podatkov piˇskotki, s pomocˇjo katerih pa ni mogocˇe
zgraditi spletne aplikacije, ki bi delovala v nepovezanem nacˇinu, ampak samo
shranjujejo podatke o seji. Novejˇse tehnologije pa nam omogocˇajo, da lahko
na odjemalcˇevi strani implementiramo podatkovno bazo, shranjujemo po-
datke in spletne vire v lokalno shrambo, prestrezamo zahteve uporabnika in
odgovore strezˇnika ter glede na status odgovora primerno odreagiramo.
Namen tega poglavje je opisati tehnologije, ki nam omogocˇajo izdelavo
nepovezanih spletnih aplikacij, predstaviti, kaksˇen je njihov namen, katere
tezˇave resˇujejo in izpostaviti morebitne pomanjkljivosti.
2.1 HTML5 shramba
HTML5 shramba (ang. HTML5 Storage) je najbolj preprosta lokalna shramba,
ki je bila definirana v tehnologiji HTML5 in je prva ponujala nekaj mega-
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bajtov prostora, ki so ga razvijalci lahko uporabili, da so lokalno shranjevali
podatke. Pred pojavom HTML5 shrambe ni obstajal standard, ki bi defi-
niral, kako se podatki lokalno shranjujejo v brskalnikih, ampak je to vsak
brskalnik delal po svoje, obstajala pa je tudi vrsta vticˇnikov, ki pa niso bili
podprti s strani vseh brskalnikov, ali pa so imeli omejene funkcionalnosti.
Cˇeprav je HTML5 shramba zelo omejena, je predstavljala velik napredek,
saj je to prvi standard, ki so se ga drzˇali vsi brskalniki, prav tako pa je v pri-
merjavi s prejˇsnjimi resˇitvami ponujala veliko vecˇ prostora, nekaj megabajtov
v primerjavi z nekaj kilobajti [19, 8, 7].
Vse, kar nam HTML5 shramba ponuja, je shranjevanje parov kljucˇ, vre-
dnost, pri cˇemer so vrednosti vedno shranjene kot nizi (ang. string). Pri
shranjevanju drugih tipov, kot so sˇtevilski ali logicˇni, moramo biti zato previ-
dni, da jih ob pridobitvi iz shrambe pretvorimo spet v prvotne tipe. HTML5
shrambo razsˇirjata dva tipa shrambe:
• LocalStorage - podatki so trajno shranjeni in ostanejo tudi, ko za-
premo zavihek, brskalnik ali ugasnemo racˇunalnik. Podatki ostanejo
shranjeni, dokler jih eksplicitno ne odstranimo.
• SessionStorage - podatki, ki so shranjeni tukaj so vezani na sejo, kar
pomeni, da se ob zaprtju zavihka ali okna podatki izgubijo, saj se s tem
zapre tudi nasˇa seja.
Cˇeprav je HTML5 shramba bila prvi standard in je sˇe vedno podprta
v vseh brskalnikih, je njena uporabnost zelo omejena in je primerna samo
za enostavne aplikacije. Omogocˇa nam namrecˇ premalo nadzora in ponuja
premalo funkcionalnosti.
2.2 Application Cache
Programski vmesnik Application Cache je prva resˇitev, ki se je pojavila s
prihodom tehnologije HTML5 in je omogocˇala vzpostavitev lokalne shrambe,
v kateri so shranjene spletne strani in drugi spletni viri, kot so slike ali skripte,
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do katerih lahko dostopamo v nepovezanem nacˇinu. Omogocˇa nam vecˇji
nadzor nad upravljanjem shranjenih spletnih virov v lokalni shrambi in vecˇ
funkcionalnosti kot HTML5 shramba, ki je omogocˇala samo shranjevanje
podatkov v obliki parov kljucˇ-vrednost [9, 12, 7].
Spletne strani lahko razdelimo na dve kategoriji: strani, na katerih vse-
bino dobimo oziroma jo iˇscˇemo in strani, na katerih lahko vsebino ustvarjamo.
• Strani, na katerih iˇscˇemo, so npr. Wikipedia, Facebook, spletna stran
lokalne kavarne. Na taksˇnih straneh je glavno delo opravljeno na strezˇnikih,
brskalnik na odjemalcu pa uporabniku samo prikazˇe stran.
• Na straneh, na katerih lahko ustvarjamo vsebino, kot so Google Docs,
Office 365 ali spletne igre, pa je obremenitev na odjemalcu veliko vecˇja.
Te strani ponujajo omejeno kolicˇino podatkov, ki jih lahko uporabljamo
na razlicˇne nacˇine oz. kreiramo svojo vsebino in podatke. In ravno za
te strani je Application Cache primeren.
2.2.1 Manifest
Cˇe zˇelimo razumeti, kako deluje Application Cache, si moramo najprej ogle-
dati, kaj je to manifest dokument. Manifest dokument je preprost tekstovni
dokument, ki pove brskalniku, katere HTML strani in druge dokumente mora
shraniti v lokalno shrambo, da bo lahko do njih dostopala tudi v nepoveza-
nem nacˇinu [9, 5, 12, 7].
Manifest dokument je razdeljen na tri glavna podrocˇja:
• CACHE: tu navedemo vse HTML strani, CSS dokumente, JavaScript
dokument, slike in ostale dokumente, ki jih zˇelimo shraniti v lokalno
shrambo brskalnika.
• NETWORK: datotekam, ki so tukaj navedene, dovolimo, da so prene-
sene s spleta. S posebno oznako, zvezdico (*), oznacˇimo, da to dovolimo
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vsem dokumentom. Cˇe kateri dokument pozabimo vkljucˇiti, tega ne bo
mogocˇe pridobiti s strezˇnika, saj nam manifest dokument to preprecˇuje.
• FALLBACK: cˇe zˇelimo pridobiti stran, ki je nimamo shranjene v lokalni
shrambi in smo v nepovezanem nacˇinu, bodo postrezˇeni dokumenti, ki
smo jih shranili pod sekcijo fallback.
V kodi 2.1, je predstavljen primer manifest dokumenta, kjer v sekciji
CACHE naveden html dokument index.html, stilska datoteka stylesheet.png,
slika slike/logo.png in skripta skripte/main.js, ki jih zˇelimo shraniti v lokalno
shrambo. V sekciji NETWORK, dovolimo vsem datotekam, da so prenesene
s spleta, v sekciji FALLBACK, pa sta navedena html datoteka static.html in
slika slike/oﬄine.jpg, ki se postrezˇeta v primeru napake. Vrstice oznacˇene z
lojtro (#), predstavljajo komentarje. Komentarji so zelo koristi tudi zato,
ker kot bomo izvedeli v poglavju 2.2.4, se preveri, cˇe so dokumenti bili po-
sodobljeni samo, cˇe se je tudi sam manifest dokument posodobil. To lahko





4 # Dokumenti , k i se bodo s h r a n i l i v l oka lno shrambo
5 CACHE:
6 index . html
7 s t y l e s h e e t . c s s
8 s l i k e / logo . png
9 s k r i p t e /main . j s
10
11 # Dokumenti , kater im dovolimo , da j i h uporabnik p r idob i s
s p l e t a




16 # s t a t i c . html bo postrezen , ce /main . py n i dostopen
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17 # o f f l i n e . jpg bo post rezena na vseh mestih , k j e r dostopamo do
s l i k e / v e l i k e
18 FALLBACK:
19 s t a t i c . html
20 s l i k e / o f f l i n e . jpg
Programska koda 2.1: Primer manifest dokumenta
2.2.2 Vzpostavitev lokalne shrambe
Da omogocˇimo shranjevanje v lokalno shrambo, moramo na vsako stran, ki jo
zˇelimo imeti lokalno shranjeno, dodati manifest atribut v HTML znacˇko (kot
je to prikazano v izseku programske kode 2.2) in jo dodati v seznam v samem
manifest dokumentu pod sekcijo CACHE. Brskalnik potem avtomatsko doda
vsako tako stran v lokalno shrambo.
1 <html mani f e s t=”primer . appcache”>
2 . . .
3 </html>
Programska koda 2.2: Manifest atribut v HTML znacˇki
2.2.3 Nalaganje dokumentov
Uporaba programskega vmesnika Application Cache, spremeni normalno de-
lovanje nalaganja spletnih strani, ki sedaj poteka tako [12]:
1. Cˇe je spletna stran shranjena v lokalni shrambi in je programski vme-
snik Application Cache zˇe vzpostavljen, brskalnik stran nalozˇi takoj iz
svojega pomnilnika, brez dostopanja do interneta. Cˇe pa se stran sˇe
ne nahaja v lokalni shrambi, Application Cache spletno stran prenese
s strezˇnika in vse strani, ki so navedene v manifest dokumentu, doda v
lokalno shrambo. Od sedaj naprej bo brskalnik vedno nalozˇil to stran
iz lokalne shrambe.
2. Ko je stran nalozˇena, brskalnik preveri, ali je bila stran na strezˇniku
spremenjena.
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3. Cˇe Application Cache ugotovi, da se je vsebina strani spremenila, vse
dokumente iz lokalne shrambe premesti v zacˇasno shrambo, iz strezˇnika
pridobi posodobljeno verzijo strani in cˇe pridobi vse strani brez napake,
doda strani v lokalno shrambo, stare strani pa izbriˇse.
4. Ker je stran zˇe nalozˇena, je kljub temu, da ima novo vsebino, brskalnik
ne prikazˇe takoj, ampak pocˇaka, da uporabnik osvezˇi stran.
5. Cˇe se internetna povezava prekine, bomo lahko sˇe vedno nemoteno upo-
rabljali stran, dokler dostopamo samo do strani, ki jih imamo shranjene
v lokalni shrambi. Ko pa zˇelimo dostopati do strani, ki je prej nismo
shranili, se nam bo prikazala vsebina, ki je navedena v FALLBACK
sekciji manifest dokumenta.
6. Ko se katera od spletnih strani na strezˇniku spremeni, bi pricˇakovali,
da ob osvezˇitvi strani dobimo najnovejˇse podatke. Vendar ni tako, saj
se stran vedno nalozˇi iz lokalne shrambe, nato pa se preveri samo, cˇe se
je posodobil manifest dokument. Zato moramo biti pazljivi, da vedno,
ko posodobimo kaksˇno od strani, posodobimo tudi manifest dokument,
drugacˇe se vsebina pri uporabniku ne bo nikoli posodobila.
7. Torej sˇele, ko posodobimo tako spletno stran kot manifest dokument,
bo brskalnik zaznal spremembe in posodobil podatke v lokalni shrambi.
Vendar se nam tudi tokrat ob osvezˇitvi strani sˇe ne prikazˇe najnovejˇsa
stran, saj kot smo omenili zgoraj, brskalnik najprej nalozˇi stran, sˇele
nato preveri morebitne posodobitve.
2.2.4 Pomanjkljivosti vmesnika Application Cache
Ker brskalnik vedno najprej nalozˇi vsebino iz lokalne shrambe in nato preveri,
ali se je na strezˇniku vsebina strani spremenila, lahko nastane tezˇava. Cˇe
imamo v svojem manifest dokumentu navedenih veliko sˇtevilo HTML strani,
bo brskalnik moral ob vsakem dostopu na eno od teh strani preveriti za vse
strani, ali so se posodobile, kar pa pomeni veliko prometa. Da bi se temu
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izognili, brskalniki pravzaprav preverjajo, ali se je vsebina strani spremenila
samo, cˇe se je spremenila sama vsebina manifest dokumenta.
Naslednji problem se pojavi, ker imajo lahko strani v lokalni shrambi
znacˇke nikoli me ne shrani, vedno preveri na strezˇniku, cˇe je na voljo posodo-
bitev, ali pa privzemi, da sem veljavna do dolocˇenega datuma. Tako se lahko
zgodi, da HTML stran oznacˇimo z veljavnim datumom in je potem nikakor
ne moremo posodobiti, cˇeprav smo jo posodobili na strezˇniku in prav tako
tudi manifest dokument.
Sˇe vecˇjo napako lahko naredimo, cˇe samemu manifest dokumentu dode-
limo datum, do katerega je veljaven, ker se potem ne bo nikoli nicˇ posodobilo,
dokler datum veljavnosti na manifest dokumentu ne potecˇe, saj kot smo ome-
nili zgoraj, brskalnik preverja ali so se posodobile HTML strani, samo cˇe se
je posodobil manifest dokument, kar pa se v tem primeru ne more zgoditi.
Problem se lahko pojavi tudi, cˇe pozabimo dodati kaksˇen vir (spletno
stran, sliko, skripto...) v manifest dokument, saj ta ne bo prikazan, tudi cˇe
imamo internetno povezavo. Problem se sicer da resˇiti tako, da spremenimo
razdelek NETWORK v manifest dokumentu [2].
Glavne pomanjkljivosti vmesnika Application Cache, so torej, da ne prikazˇe
najnovejˇse vsebine, cˇeprav imamo povezavo na splet, razvijalcem omogocˇa
premalo kontrole nad spletnimi viri in podatki, ki so lokalno shranjeni, in ne
omogocˇa, da ko prvicˇ obiˇscˇemo spletno stran, dobimo vse HTML strani, ki jih
potrebujemo takrat, ko internetne povezave ni. Zaradi vseh nasˇtetih proble-
mov Application Cache API ni najbolj priljubljen. Prav tako ga ustvarjalci
spletnih brskalnikov odsvetujejo, saj je oznacˇen, kot opusˇcˇena (ang. depre-
cated) tehnologija.
2.3 WebSQL
WebSQL je programski vmesnik, ki temelji na podatkovni bazi SQLite in ni
del standarda HTML5. Kot tak, ni nikoli prav zazˇivel, saj so ga kmalu nehali
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razvijati zaradi problema standardizacije. WebSQL ni bil nikoli podprta v
vseh brskalnikih, saj so ga podprli samo brskalniki Chrome, Opera in Safari.
Tehnologija pa poleg tega, da ni podprta v vseh brskalnikih ni priporocˇljivo
uporabljati predvsem zato, ker je oznacˇena kot opusˇcˇena (ang. deprecated),
kar pomeni, da je razvijalci zanjo ne nudijo vecˇ podpore in je ne razvijajo
vecˇ.
WebSQL nam omogocˇa, da lahko na odjemalcˇevi strani uporabljamo SQL,
kar pomeni, da imamo tudi na strani odjemalca podatkovno bazo, v katero
trajno shranjujemo podatke, nad njimi izvajamo poizvedbe in uporabljamo
transakcije. Ker tehnologija ni nikoli dozˇivela velike podpore in so jo hitro
oznacˇili, kot opusˇcˇeno, je ne bomo podrobneje opisovali [20, 11].
2.4 Service Worker
Service Worker je skripta, ki jo brskalnik izvaja v ozadju, neodvisno od sple-
tne strani, ki jo strezˇe. Njena glavna naloga in prednost je, da lahko prestrezˇe
zahtevke odjemalca in odgovore strezˇnika ter glede na njihov status primerno
odreagira.
Service Worker je JavaScript Worker [4], kar pomeni, da ne more ne-
posredno dostopati in spreminjati zgradbe spletne strani (ang. Document
Object Model, DOM), ampak lahko manipulira z vsebino dokumenta posre-
dno preko vmesnika postMessage [6]. Ko brskalnik zazna, da spletna stran, ki
strezˇe skripto Service Worker, ni vecˇ odprta v nobenem zavihku ali oknu in
s tem tudi skripta ni vecˇ v uporabi, jo ugasne, ko pa je spet potrebna zazˇene
novo instanco le-te. Zaradi tega vanjo ne moremo shranjevati trajnih podat-
kov, ampak za to raje uporabimo tehnologijo IndexedDB, ki jo bomo opisali
v naslednjem poglavju 2.5. Service Worker nam ponuja veliko poslusˇalcev
(ang. event listeners), s katerimi lahko zajamemo veliko mozˇnih scenarijev v
nepovezanem nacˇinu [10, 3].
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2.4.1 Zˇivljenjski cikel skripte Service Worker
Kot smo zˇe omenili, je zˇivljenjski cikel skripte Service Worker povsem locˇen
od spletne strani. Najprej jo je potrebno registrirati, kar storimo v Java-
Script skripti nasˇe spletne strani. Registracija bo sprozˇila namestitev skripte
Service Worker v ozadju. Ob namestitvi po navadi dolocˇimo, katere vire naj
shrani v lokalno shrambo. Cˇe namestitev uspe, vemo, da so nasˇi viri sedaj
na voljo tudi v nepovezanem nacˇinu, po namestitvi pa se sprozˇi postopek
aktivacije. Ob aktivaciji lahko poskrbimo za stare verzije skripte Service
Worker in lokalne shrambe, cˇe je to potrebno in ta obstaja. Ko pa se ak-
tivacija koncˇa, Service Worker prevzame nadzor nad spletno stranjo. Cˇe
pa registracija oziroma namestitev ni uspesˇna, seveda nasˇi viri ne bodo shra-
njeni v lokalni shrambi, bo pa ob naslednji osvezˇitvi strani brskalnik ponovno
poskusil namestiti skripto Service Worker.
Ko do spletne strani dostopamo prvicˇ, Service Worker sˇe ne prevzame
kontrole nad spletno stranjo, saj nalaganje spletne strani poteka tako, da
brskalnik s strezˇnika pridobi osnovni HTML dokument, zacˇne nalagati ta
dokument in hkrati zahteva od strezˇnika sˇe vse ostale vire, ki so navedeni s
povezavami v HTML dokumentu, kot so slike, stilske datoteke css in skripte,
med njimi tudi skripto Service Worker. Ker je brskalnik nalozˇil spletno stran
sˇe preden je skripta Service Worker obstajala, ta ne prevzame nadzora nad
spletno stranjo, ko pa spletno stran osvezˇimo, skripta prevzame nadzor, saj
ta obstaja sˇe preden se je stran nalozˇila.
Sedaj, ko razumemo, kako se skripta Service Worker nalozˇi ob prvem do-
stopu do spletne strani, si oglejmo, kako jo lahko posodabljamo. Recimo,
da smo posodobili skripto, in ko bo uporabnik naslednjicˇ osvezˇil stran, bo
brskalnik v ozadju preveril, ali se je skripta posodobila. Ker se ta je posodo-
bila, jo prenese in postane nova verzija skripte Service Worker, vendar sˇe ne
prevzame nadzora nad spletno stranjo, temvecˇ cˇaka. Nova verzija skripte ne
bo prevzela nadzora nad spletno stranjo, dokler niso vse instance te strani,
ki so lahko odprte v vecˇ zavihkih ali oknih, zaprte in ne uporabljajo vecˇ stare
verzije skripte. To zagotavlja, da vse instance spletne strani uporabljajo isto
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verzijo skripte in s tem zagotovimo konsistentnost.
Logicˇno bi iz tega sledilo, da cˇe ima uporabnik odprto samo eno instanco
spletne strani, se bo ob osvezˇitvi spletne strani namestila nova verzija skripte
in prevzela nadzor nad spletno stranjo. Vendar ni tako, razlog pa je brskalni-
kov nacˇin posodabljanja spletnih strani. Namrecˇ, ko osvezˇimo spletno stran,
na enkrat obstajata dve instanci spletne strani, stara in nova. Staro instanco
nadzira sˇe stara verzija skripte, zato nova verzija ne more prevzeti nadzora.
Ne glede na to, kolikokrat osvezˇimo spletno stran, nova verzija skripte ne bo
prevzela nadzora, dokler popolnoma ne zapremo spletne strani in jo ponovno
odpremo v novem zavihku ali oknu brskalnika. To obnasˇanje je lahko motecˇe,
vendar, cˇe zˇelimo zagotoviti konsistentnost, ni druge izbire.
Kljub temu, da se skripta ne more avtomatsko posodobiti, dokler strani
popolnoma ne zapremo, lahko uporabnika obvestimo o novi verziji skripte in
mu, na primer s klikom na gumb posodobi, omogocˇimo, da posodobi skripto
brez potrebe po zapiranju strani. To nam omogocˇa metoda skipWaiting(),
ki obide obicˇajni zˇivljenski cikel skripte in omogocˇi, da cˇakajocˇa nova verzija
skripte takoj prevzame nadzor nad spletno stranjo.
2.4.2 Kako in kdaj shraniti podatke v lokalno shrambo
Podatke v lokalno shrambo nacˇeloma shranjujemo ob namestitvi in aktivaciji
skripte Service Worker, interakciji uporabnika s spletno stranjo, ob odgovoru
strezˇnika ali pa ob sinhroniziranju v ozadju. V nadaljevanju bomo opisali
nasˇtete primere in obrazlozˇili, kateri podatki se tipicˇno shranjujejo pri danih
primerih.
• Ob namestitvi - Kot lahko vidimo v programski kodi 2.3 primera na-
mestitve skripte Service Worker, ta pozna dogodek install, ki se sprozˇi
ob namestitvi nove skripte in se zgodi pred vsemi drugimi dogodki.
Tukaj si pripravimo stvari, ki jih zˇelimo shraniti v lokalno shrambo,
predvsem staticˇne datoteke, ki so potrebne, da nasˇa spletna stran sploh
deluje. Pri namestitvi lahko locˇimo dve skupini virov, tiste, brez kate-
rih nasˇa spletna stran ne more delovati in tiste, ki niso tako kljucˇni, ali
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pa jih bomo potrebovali sˇele pozneje in jih bomo morda lahko pridobili
takrat. Na tiste vire, ki so kljucˇni, moramo ob namestitvi pocˇakati.
To storimo z funkcijo event.waitUntil, ki cˇaka z namestitvijo, dokler
ne pridobimo vseh kljucˇnih virov in jih uspesˇno shranimo v lokalno
shrambo. Cˇe ta postopek ne uspe, tudi namestitev ni uspesˇna. Viri,
ki niso kljucˇni, se razlikujejo po tem, da funkcija event.waitUntil ne
cˇaka odgovora na njihovo uspesˇno pridobitev. Slika 2.1 prikazuje potek
namestitve skripte.
Pomembno si je zapomniti, da cˇe obstaja stara verzija skripte, v tej
fazi ta sˇe vedno tecˇe, tako da v kodi za namestitev ne smemo narediti
nicˇesar takega, kar bi motilo oz. onemogocˇilo delovanje prejˇsnje verzije.
Slika 2.1: Ob namestitvi (povzeto po [3])
1 s e l f . addEventListener ( ’ i n s t a l l ’ , f unc t i on ( event ) {
2 event . wa i tUnt i l (
3 caches . open ( ’ loka lna−shramba−v1 ’ ) . then ( func t i on ( cache )
{
4 cache . addAll (
5 // v i r i , brez ka t e r i h b i nasa sp l e tna s t ran tud i
de l ova l a
6 ’ / s l i k e / p r ime r s l i k e . png ’
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7 ) ;
8 re turn cache . addAll (
9 // v i r i , k i so k l j u c n i za naso sp l e tno s t ran
10 ’ index . html ’ ,
11 ’ / c s s / g l avn i . c s s ’ ,





Programska koda 2.3: Service Worker - dogodek ob namestitvi (povzeto po
[3])
• Ob aktivaciji - Ko je skripta uspesˇno namesˇcˇena, starejˇsa verzija pa
odstranjena, se sprozˇi dogodek ob aktivaciji. Koda, ki jo izvajamo med
aktivacijo, naj bo cˇim krajˇsa, saj so takrat vsi ostali dogodki postavljeni
v vrsto, kar pomeni, da se spletna stran ne bo nalozˇila, dokler se koda
v aktivaciji ne izvede do konca. Tako je edina smiselna koda, ki se
izvaja tukaj ta, da pobriˇsemo neuporabljene podatke v lokalni shrambi
in posodobimo podatkovno bazo IndexedDB, torej to, cˇesar ne moremo
narediti, dokler sˇe tecˇe stara verzija skripte Service Worker. Na sliki
2.2 je prikazan potek aktivacije skripte.
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Slika 2.2: Ob aktivaciji (povzeto po [3])
• Ob interakciji uporabnika - Ta poslusˇalec je zelo uporaben, saj lahko
uporabniku ponudimo mozˇnost, da izbere vsebino, ki jo zˇeli shraniti v
lokalno shrambo, da bo do nje lahko dostopal v nepovezanem nacˇinu.
Tukaj je bolj kot shranjevanje celotnih strani, primerno za shranjevanje
videov, slikovne galerije oziroma ostalih virov, ki so del spletne strani
in se nalozˇijo locˇeno, uporabnik pa bi zˇelel do njih dostopati tudi v
nepovezanem nacˇinu. Slika 2.3 prikazuje potek shranjevanja virov v
lokalno shrambo na zahtevo uporabnika.
Slika 2.3: Ob interakciji uporabnika (povzeto po [3])
16 Tilen Venko
• Ob odgovoru strezˇnika - Ko imamo spletno aplikacijo nalozˇeno, je
po navadi potrebno vsebino spletne aplikacije tudi redno posodabljati,
saj spletne aplikacije niso namenjene staticˇni rabi, temvecˇ interakciji
z uporabnikom. Tako bo spletna aplikacija enkrat, ko je zˇe nalozˇena
zahtevala novo vsebino, ki jo je potrebno posodobiti ali na novo nalozˇiti.
Kot lahko vidimo v programski kodi 2.4, bo skripta v tem primeru
najprej poskusˇala pridobiti vir iz lokalne shrambe, cˇe to ne bo mogocˇe,
pa bo zahtevala ta vir od strezˇnika. Ob odgovoru strezˇnika bo skripta
hkrati posodobila vsebino spletne aplikacije in shranila vir v lokalno
shrambo.
Pri tem je potrebno paziti, da lokalne shrambe prevecˇ ne obremenimo
z nepotrebnimi viri, saj se lahko zgodi, da bo brskalnik v primeru po-
manjkanja pomnilnika primoran pobrisati podatke, mi pa ne zˇelimo, da
bi pobrisal nasˇe lokalno shranjene podatke, ker jih imamo prevecˇ. Zato
je zelo pomembno, da vire, ki jih ne potrebujemo vecˇ, sproti odstranju-
jemo. Na sliki 2.4 je prikazan potek shranjevanja v lokalno shrambo ob
odgovoru strezˇnika.
Slika 2.4: Ob odgovoru strezˇnika (povzeto po [3])
1 s e l f . addEventListener ( ’ f e t ch ’ , f unc t i on ( event ) {
2 event . respondWith (
3 caches . open ( ’ dinamicna−shramba ’ ) . then ( func t i on ( cache ) {
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4 re turn cache . match ( event . r eque s t ) . then ( func t i on (
re sponse ) {
5 // Vrnemo v i r i z l oka ln e shrambe a l i pa s s t r e zn i k a
6 re turn response | | f e t ch ( event . r eque s t ) . then (
func t i on ( re sponse ) {
7 // Ce dobimo nove v i r e s s t r e zn ika , j i h hk ra t i
tud i shranimo v loka lno shrambo
8 cache . put ( event . request , r e sponse . c l one ( ) ) ;






Programska koda 2.4: Service Worker - ob odgovoru strezˇnika (povzeto po
[3])
• Sinhronizacija v ozadju - Je primerna, ko zˇelimo sinhronizirati po-
datke oziroma uporabnika obvestiti o novem obvestilu, tudi, cˇe nima
odprte spletne aplikacije v brskalniku. Seveda mora biti uporabnik v
cˇasu prejema obvestila oziroma posodabljanja povezan v internet, ven-
dar pa lahko do vsebine obvestila oziroma podatkov, ki so se prenesli
v ozadju, dostopa tudi, ko internetna povezava ni na voljo.
2.4.3 Prestrezanje in odgovarjanje na zahteve
Skripta Service Worker za razliko od programskega vmesnika Application
Cache ne strezˇe virov avtomatsko iz lokalne shrambe, ampak ji moramo ek-
splicitno povedati, kdaj in katere vire naj strezˇe iz lokalne shrambe. Za to
obstaja nekaj uporabnih metod:
• Samo lokalna shramba - Skripta Service Worker bo preverila, ali
vir obstaja v lokalni shrambi. Cˇe ta ne obstaja, bo uporabnik dobil
napako, kot v primeru, ko zˇeli dostopati do spletne strani, vendar ta ni
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na voljo. Cˇeprav imamo mozˇnost, da Service Worker poskusˇa pridobiti
vsebino samo iz lokalne shrambe, tega ni priporocˇljivo uporabljati, saj
s tem ne pridobimo nicˇesar, lahko pa se zalomi pri pridobivanju vira.
• Samo internet - Skripta Service Worker bo poskusˇala vire pridobiti
samo s strezˇnika, ne da bi prej preverila, ali so morda ti shranjeni v
lokalni shrambi. Ta nacˇin je primeren predvsem za zahteve, ki nimajo
nepovezanih (ang. oﬄine) alternativ, kot so zahteve na strezˇnik, ki
pridobivajo meta podatke ali pa posˇiljanje podatkov na strezˇnik.
• V primeru napake lokalne shrambe, uporabi internet - Zelo
primeren nacˇin, s katerim pridobimo vecˇjo odzivnost in hitrost, saj je
pridobivanje virov iz lokalne shrambe hitrejˇse kot pridobivanje virov s
strezˇnika, hkrati pa v primeru, da vira nimamo shranjenega v lokalni
shrambi, tega sˇe vedno lahko pridobimo s strezˇnika. Ta primer pokrije
oba zgoraj nasˇteta primera in je zato veliko bolj primeren in preprost
za uporabo.
• V primeru napake interneta uporabi lokalno shrambo - Pri-
merno za uporabo pri virih, ki se hitro spreminjajo, kot so recimo
cˇlanki na spletni strani. S tem dosezˇemo, da uporabnik vedno dobi
najnovejˇse podatke, hkrati pa v primeru, da internetne povezave ni na
voljo sˇe vedno lahko dostopa do starejˇse vsebine, ki jo imamo lokalno
shranjeno.
• Tekma med internetom in lokalno shrambo - Hkrati dostopamo
do lokalne shrambe in strezˇnika ter vrnemo vir, ki ga dobimo najhitreje.
• Najprej lokalna shramba in nato internat - V tem primeru skripta
Service Worker najprej nalozˇi vire z lokalne shrambe, hkrati pa jih pre-
nese tudi s strezˇnika, saj se je vsebina morda posodobila. Na novo
pridobljene vire nato shrani v lokalno shrambo, da bodo naslednjicˇ na
voljo novejˇsi podatki. Ni pa priporocˇljivo, da bi spletno stran osvezˇili
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takoj, ko dobimo podatke s strezˇnika, saj je to lahko motecˇe za upo-
rabnika.
• Genericˇna napaka- Cˇe vira ni mogocˇe pridobiti iz lokalne shrambe,
ker si ga nismo prej shranili, in prav tako ne s strezˇnika, saj smo v
nepovezanem nacˇinu, lahko uporabniku vrnemo spletno stran, ki ga
bo obvestila o napaki. Prednost je ta, da uporabnik dobi sporocˇilo o
napaki, ki smo ga sestavili mi, namesto privzetega sporocˇila o napaki
brskalnika.
2.4.4 Varnost
Ker je Service Worker zelo mocˇno orodje, se nam upravicˇeno postavlja vprasˇanje
varnosti. Brskalniki poskrbijo za varnost tako, da se vsi procesi skripte
Service Worker zaganjajo v peskovniku, kar onemogocˇi nalaganje sˇkodljive,
kode na uporabnikov racˇunalnik. Service Worker lahko registriramo samo,
cˇe imamo varno povezavo (uporabljamo protokol HTTPS), zanje pa velja
tudi politika istega izvora (ang. same-origin policy), kar pomeni, da lahko do
skripte Service Worker dostopajo samo strani z istim URL naslovom oziroma
podnaslovom, s katerega je bila skripta registrirana.
Zavedati se moramo, da lokalna shramba ni trajna shramba in lahko ob
pomanjkanju prostora v pomnilniku brskalnik tudi izbriˇse tiste podatke, za
katere meni, da so odvecˇni. Seveda pa ne zna locˇiti vsebine podatkov in ve-
deti, kateri podatki so za nas res pomembni in kateri so tisti, brez katerih bo
nasˇa aplikacije sˇe vedno funkcionalna. Za premostitev te tezˇave lahko upora-
bimo programski vmesnik requestPersistent, ki omogocˇi, da brskalnik kljucˇne
vire obravnava drugacˇe in jih ne izbriˇse v primeru pomanjkanja prostora.
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2.5 IndexedDB
IndexedDB je programski vmesnik (ang. API) za strukturirano shranjevanje
podatkov v podatkovno bazo na strani odjemalca. Podobno kot HTML5
shramba tudi IndexedDB za shranjevanje uporablja povezavo med kljucˇem
in vrednostjo, vendar za razliko od HTML5 shrambe omogocˇa shranjevanje
vecˇje kolicˇine podatkov, ki so dobro strukturirani, podpira pa tudi transakcije
[12, 14, 16, 7].
2.5.1 Osnovni koncepti podatkovne baze IndexedDB
• IndexedDB shranjuje podatke v obliki kljucˇ - vrednost. Vre-
dnost je lahko preprostega tipa (niz, sˇtevilo ...) ali pa strukturiran
JavaScript objekt, kljucˇi pa lahko predstavljajo lastnost tega objekta
(recimo priimek pri uporabniku), lahko so avtomatsko generirane za-
poredna sˇtevila, ali pa so katerikoli druga poljubna vrednost, ki jo
dolocˇimo. Kljucˇi sluzˇijo za indeksno iskanje po podatkovni bazi in ni
potrebno, da so unikatni.
• IndexedDB podpira transakcije. Vse operacije nad podatkovno
bazo, dodajanje novega objekta in iskanje po podatkovni bazi se izva-
jajo v transakcijah, kar pomeni, da se vsaka interakcija izvede v celoti
ali pa sploh ne. Transakcije se ob uspesˇni izvedbi potrdijo same in jih
ni mocˇ rocˇno potrditi.
• Operacije nas IndexedDB so asinhrone. Namesto da bi se funkcije
izvajale sinhrono in bi ob operaciji nemudoma dobili rezultat oziroma
bi nanj cˇakali, dokler ga ne bi dobili, podatkovni bazi IndexedDB po-
damo povratno funkcijo, preko katere nas bo obvestila o uspesˇnosti
operacije in vrnila morebitne podatke, ko bo operacija koncˇana. Cˇe
nad podatkovno bazo izvajamo poizvedbe, nam ta ne vrne vrednosti,
ampak ji moramo podati povratno funkcijo (ang. callback function),
preko katere bomo dobili iskane podatke.
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• IndexedDB je objektno orientirana podatkovna baza. Podatki
so shranjeni v JavaScript objektih, katerih strukturo in kljucˇe, po ka-
terih bomo lahko iskali, dolocˇimo ob inicializaciji podatkovne baze. To
shrambo imenujemo preprosto objektna shramba. Vsak objekt ima
lahko vecˇ kljucˇev oziroma indeksov, po katerih lahko poizvedujemo.
• IndexedDB je omejena na izvor, kar pomeni, da je dostopna samo
iz izvirnega naslova. Ta omejitev velja zaradi varnostnih razlogov, da
ne more neka druga spletna stran oziroma aplikacija dostopati do po-
datkov, shranjenih v nasˇi podatkovni bazi IndexedDB.
2.5.2 Primerjava IndexedDB s relacijskimi bazami in
HTML5 shrambo
V nasprotju z relacijskimi bazami podatki v podatkovni bazi IndexedDB niso
shranjeni v naprej dolocˇenih tabelah s stolpci in vrsticami, temvecˇ so shra-
njeni kot objekti v shrambah (ang. store), med katerimi ni relacij. Zaradi
tega po podatkih v podatkovni bazi IndexedDB ne moremo poizvedovati s
SQL stavki, ampak od nas zahteva, da podatke iz razlicˇnih shramb v pro-
gramski kodi sestavljamo sami. Prav tako kot relacijske baze pa IndexedDB
podpira transakcije.
Podobno kot v HTML5 shrambi so tudi tukaj podatki shranjeni s pove-
zavo kljucˇ vrednost, vendar IndexedDB ponuja vecˇ funkcionalnosti in bolje
organizirane podatke. IndexedDB omogocˇa vracˇanje kljucˇev po urejenem




ogrodij, potrebnih za razvoj
spletne aplikacije
3.1 HTML5, CSS3, JavaScript, TypeScript
HTML, CSS in JavaScript oziroma v nasˇem primeru TypeScript, so osnovni
programski jeziki potrebni za razvoj spletne strani ali spletne aplikacije. V
tem odstavku bomo na kratko opisali vsakega od njih, da bo bralec lazˇje
sledil razlagi delovanja aplikacije.
3.1.1 HTML5
Oznacˇevalni jezik HTML (HyperText Markup Language) oziroma njegova
najnovejˇso verzijo HTML5, lahko opiˇsemo kot osnovni gradnik spletnih strani,
saj dolocˇa njihovo strukturo in vsebino, omogocˇa oblikovanje vecˇpredstavnostnih
dokumentov, ki nam omogocˇajo povezave znotraj dokumenta ali med doku-
menti. HTML5 je najnovejˇsa razlicˇica standarda HTML in je, kot standar-
diziran oznacˇevalni jezik v uporabi od leta 2012 [13].
HTML nam omogocˇa, da s pomocˇjo znacˇk, kot so <head>, <title>,
<body>, <header>, <footer>, <article>, <section>, <p>, <div>, <span>,
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<img>, dolocˇimo strukturo spletne strani, definiramo naslov, med sabo locˇimo
odstavke, v dokument dodajamo slike in videe ter povezave do drugih strani
ali drugega dela dokumenta.
Kot prikazuje slika 3.1, vsebini, ki je obdana z znacˇkami, pravimo element.
Vsak element ima zacˇetno in koncˇno znacˇko, poznamo pa tudi samostojne
znacˇke, ki ne potrebujejo zakljucˇka. Vsakemu elementu lahko priredimo tudi
atribute, v katerih lahko podamo razred, ki nam dolocˇa nacˇin oblikovanja,
povezavo, dolocˇimo id elementu itd.
Slika 3.1: Primer HTML elementa
3.1.2 CSS3
CSS (Cascading Style Sheets) je jezik za oblikovanje spletnih strani in njiho-
vih elementov v slovensˇcˇini, poznan kot kaskadne slogovne predloge. Omogocˇa
nam, da dolocˇimo stil posameznim ali vecˇ elementom hkrati. Dolocˇanje stila
zajema preproste operacije, kot je dolocˇanje barv, poravnava, zamik, velikost
pisave, obrobe, pa tudi bolj zapletene, kjer lahko na spletno stran uvajamo
animacije. CSS nam omogocˇa bolj pregledno kodo in lazˇje stilsko oblikovanje
spletne strani, saj je mogocˇe vso oblikovanje implementirati tudi v atributih
HTML znacˇk, vendar je zaradi po navadi obsezˇne kode, ki je potrebna za
oblikovanje, in dejstva, da je potrebno posebej definirati stil v atributih vsa-
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kega elementa, veliko bolj prirocˇno imeti poseben dokument z oblikovanjem,
ki nam omogocˇa, da isto stil priredimo vecˇ elementom [15].
3.1.3 JavaScript in TypeScript
Cˇe zˇelimo razumeti programski jezik TypeScript, moramo najprej razumeti,
zakaj se uporablja programski jezik JavaScript, saj je TypeScript samo nad-
gradnja le-tega. JavaScript je objektno orientiran skriptni jezik, ki se upo-
rablja predvsem za spletno programiranje tako na strezˇnikih kot na odje-
malcˇevi strani. Poleg osnovnega nabora operatorjev, operacij in objektov, ki
jih programski jeziki po navadi ponujajo, JavaScript na odjemalcˇevi strani
omogocˇa tudi manipuliranje z objektnim modelom dokumenta (ang. DOM)
in brskalnikom. To nam omogocˇa dinamicˇno spreminjanje vsebine spletnih
strani, animacije pa tudi implementacijo poslovne in aplikacijske logike na
odjemalcu ter asinhrono komunikacijo s strezˇnikom ali drugimi programskimi
vmesniki. Cˇe pa JavaScript uporabljamo na strezˇniku, ta ponuja funkcional-
nosti, ki so pomembne za strezˇbo, kot je na primer dostop do podatkovne
baze [17].
JavaScript se zgleduje po programskem jeziku Java, saj ima podobno sin-
takso in poimenovanja, vendar je JavaScript veliko manj strog jezik. Ni nam
potrebno deklarirati vseh spremenljivk, metod in razredov, ni nam potrebno
skrbeti, ali so metode javne ali zasebne, ni nam potrebno definirati kaksˇnega
tipa so spremenljivke itd.
JavaScript v nasˇo spletno stran oziroma v HTML dokument vkljucˇimo z
znacˇko <script>. V enem dokumentu lahko deklariramo vecˇ znacˇk <script>
in tako z enim HTML dokumentom povezˇemo vecˇ JavaScript dokumentov.
TypeScript je, kot smo zˇe omenili, samo nadgradnja JavaScripta, ki je na-
menjen lazˇjemu razvoju in je bolj prijazen do razvijalcev. Ko pa programsko
kodo prevedemo, se ta prevede v cˇisto JavaScript kodo.
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3.2 Angular
Angular je JavaScript ogrodje, ki nam omogocˇa izgradnjo enostranskih apli-
kacij (ang. single-page applications). Enostranske aplikacije so spletne apli-
kacije, pri katerih se nalaganje osnovnega HTML dokumenta izvede samo en-
krat, nato pa se prehajanje med stranmi samo simulira. Enostranske spletne
aplikacije so torej sestavljene iz enega HTML dokumenta in nekaj JavaScript
dokumentov, ki skrbijo za vso logiko, ki je potrebna za simulacijo navigacije
med stranmi, prikazovanje razlicˇnih delov HTML dokumenta, manipuliranje
z objektnim modelom dokumenta in poslovno ter aplikacijsko logiko.
3.2.1 Prednosti enostranskih spletnih aplikacij
Prednosti enostranskih spletnih aplikacij so vecˇje zmogljivosti in vecˇja odziv-
nost spletne aplikacije, saj ko se aplikacija enkrat nalozˇi, ni vecˇ potrebe po
prenasˇanju dokumentov s strezˇnika ob navigaciji na podstran. Enostranske
aplikacije razbremenijo strezˇnike, saj prihaja na strezˇnik manj zahtev, logicˇni
del, ki skrbi za odzivnost in izgled strani, pa je preseljen na odjemalcˇevo
stran. Enostranske aplikacije poenostavijo izgradnjo odzivnih spletnih apli-
kacij. Angular je eno izmed ogrodij, ki poenostavi izgradnjo enostranskih
spletnih aplikacij, zato smo se odlocˇili, da spletno aplikacijo, ki bo demon-
strirala delovanje spletne aplikacije, ki za delovanje ne potrebuje interneta,
naredimo kot enostransko aplikacijo s pomocˇjo ogrodja Angular.
3.2.2 Zgradba Angular projekta
V ogrodju Angular spletno aplikacijo razdelimo na vecˇ logicˇnih delov, ime-
novanih komponente. Komponente upravljajo z delom zaslona, imenovanem
pogled (ang. view). Komponente so poljubno veliki ali majhni deli nasˇe
aplikacije, lahko je to na primer celotna podstran ali pa samo en element na
strani. Vsaka komponenta mora obvezno vsebovati HTML dokument, ime-
novan predloga (ang. template), CSS dokument imenovan stil in TypeScript
dokument, ki je komponenta. Pri tem moramo biti pozorni, da so to samo
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delni dokumenti, ki bodo ob prevajanju zdruzˇeni v skupen HTML in CSS
dokument, ter nekaj JavaScript dokumentov (TypeScript se ob prevajanju
prevede v JavaScript). Komponente omogocˇajo vecˇjo preglednost kode in
logicˇno locˇitev spletne aplikacije na dele, ki jo sestavljajo.
Poleg komponent poznamo tudi storitve. V storitvah imamo implemen-
tirano aplikacijsko logiko, kot je pridobivanje oziroma posˇiljanje podatkov
preko programskega vmesnika REST (ang. Representational State Trans-
fer), torej aplikacijsko logiko, ki je neodvisna od komponent in jo uporablja
vecˇ komponent.
Vse skupaj pa zdruzˇujejo moduli, ki povezˇejo skupaj komponente in sto-
ritve. V njih so deklarirane tudi vse knjizˇnice, ki smo jih uporabili, od tega
so nekatere obvezne druge pa opcijske. Vsaka aplikacija ima vsaj en ko-
renski modul, pri vecˇjih projektih pa je lahko sˇtevilo modulov vecˇje. Na
podlagi informacij v modulih zna Angular ob prevajanju zdruzˇiti vso kodo,
ki smo jo napisali v komponentah in storitvah, v en HTML dokument in ne-
kaj JavaScript dokumentov, ki nato tvorijo enostransko spletno aplikacijo. V
produkciji se uporablja prevajanje vnaprej (ang. ahead of time), kar pomeni,
da aplikacijo prevedemo preden jo namestimo na strezˇnik. S tem pridobimo
na cˇasu izvajanja, sama aplikacija pa je tudi manjˇsa, saj ne potrebuje preva-
jalnika.
V diplomski nalogi smo uporabili Angular verzije 4, ki je kompatibilen
z verzijo 2, s prejˇsnjimi verzijami pa ne. Zaradi uradnega poimenovanja, ki
predvideva, da se tako Angular2 kot Angular4 poimenujeta Angular, se v




Do sedaj smo opisovali tehnologije, ki omogocˇajo uporabo spletnih aplikacij
tudi v nepovezanem nacˇinu, in tehnologije, ki smo jih uporabili za samo izgra-
dnjo aplikacije. Na tem mestu pa je cˇas, da bralcu predstavimo uporabnost
nasˇe spletne aplikacije in njene funkcionalnosti.
Spletna aplikacija Patronazˇna sluzˇba je namenjena patronazˇnim sestram
in jim omogocˇa vnasˇanje in pregledovanje meritev vitalnih znakov pacien-
tov. Ker je namen diplomske naloge izdelati spletno aplikacijo, ki deluje brez
internetne povezave in nam aplikacija za patronazˇne sestre sluzˇi samo, kot
primer aplikacije, kjer bi taksˇna funkcionalnost priˇsla prav, ta ponuja zelo
omejen nabor funkcionalnosti. Pravzaprav samo dve, vnasˇanje in pregledo-
vanje meritev vitalnih znakov ter shranjevanje pacientov in njihovih zadnjih
meritev v lokalno shrambo. Vendar to zadostuje za namen predstavitve pre-
dlogov resˇitev, uporabe vseh obicˇajnih funkcionalnosti spletnih aplikacij tudi
v nepovezanem nacˇinu. Te so: dostopanje do spletne aplikacije in vseh njenih
podstrani, prijava, registracija, prikazovanje, shranjevanje in brisanje teks-
tovnih, sˇtevilskih, multimedijskih ali objektnih podatkov ter sinhronizacija




Pri diplomski nalogi smo se osredotocˇili predvsem na izgradnjo cˇelnega dela
(ang. frontend) spletne aplikacije in ne tudi njenega zalednega dela. Za
zaledni del smo uporabili storitvi Firebase, ki nam omogocˇa shranjevanje in
avtentikacijo uporabnikov ter gostovanje spletne aplikacije in HAPI-FHIR,
ki nam omogocˇa shranjevanje meritev vitalnih znakov pacientov.
4.1.1 Firebase
Firebase je ena od Googlovih storitev, ki omogocˇa izgradnjo spletnih in mo-
bilnih aplikacij brez potrebe po programiranju in implementaciji strezˇniˇske
logike. Nudi nam storitev podatkovne baze, avtentikacije in avtorizacije upo-
rabnikov, gostovanje spletni aplikacij in sˇe vecˇ drugih storitev, ki pa za razvoj
nasˇe aplikacije niso pomembne [1].
Storitev Firebase smo uporabili za gostovanje nasˇe spletne aplikacije in
za shranjevanje podatkov o uporabnikih in avtentikacijo.
Gostovanje
Za gostovanje spletne aplikacije na storitvi Firebase smo se odlocˇili, ker je
storitev brezplacˇna in preprosta za uporabo, predvsem pa zato, ker omogocˇa
gostovanje preko varne HTTPS povezave, kar je nujno, cˇe zˇelimo uporabljati
skripto Service Worker.
Avtentikacija
Firebase podpira prijavo z zˇe obstojecˇimi racˇuni, ki jih ima uporabnik na
Googlu, Facebooku, Twitterju ali pa z uporabniˇskim imenom in geslom. Mi
smo se odlocˇili za slednje.
Uporabnika je potrebno najprej registrirati. To storimo tako, da na
strezˇnik posˇljemo elektronski naslov in geslo uporabnika ter njegove osebne
podatke, ki jih Firebase shrani. Ko se zˇeli uporabnik nato prijaviti, se pri-
javi z vnosom elektronskega naslova in gesla, njegovi podatki se posˇljejo na
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strezˇnik Firebase, ta preveri podatke in cˇe so pravilni odgovori z zˇetonom
(ang. token). Zˇeton se nato uporablja za vsako naslednjo avtorizacijo upo-
rabnika pri dostopanju do podstrani spletne aplikacije ali do podatkov v
podatkovni bazi, veljavnost zˇetona pa je cˇasovno omejena.
4.1.2 HAPI-FHIR
Odprtokodno storitev HAPI-FHIR, ki je javanska implementacija standarda
FHIR (ang. Fast Healthcare Interoperability Resources) oziroma hitra in-
teroperabilnost virov v zdravstvu, kot bi to lahko prevedli v slovensˇcˇino.
FHIR je standard na podrocˇju izmenjave zdravstvenih podatkov. Javni te-
stni strezˇnik HAPI-FHIR nem je omogocˇil, da smo lahko shranjevali meritve
vitalnih znakov in podatke o pacientih [18].
FHIR razlicˇne tipe podatkov, ki jih lahko shranimo na strezˇnik imenuje
viri (ang. resources). Pri diplomski nalogi samo potrebovali samo vira meri-
tev (ang. observation) in pacient (ang. patient). Zato se bomo tukaj omejili
samo na predstavitev teh dveh virov.
Meritve
Kot je prikazano v programski kodi 4.1, meritev sestavljajo:
• metapodatki, v katerih so shranjeni podatki o verziji in zadnji posodo-
bitvi,
• identifikator skupine meritev, nam sluzˇi za identifikacijo virov, pri cˇemer
ima lahko vecˇ virov isti identifikator. V nasˇem primeru je to koristno,
da lahko na javnem testnem strezˇniku poiˇscˇemo vse meritve, ki so nasˇe,
• kategorija, ki je sestavljena iz podatka o vrsti kodiranja in kater sistem
kodiranja uporablja,
• koda oziroma merske enote, ki vsebuje mersko enoto in sistem kodira-
nja, ki ga uporabljamo,
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• id pacienta,
• ter vrednost meritve.
1 {
2 ” resourceType ” : ”Observation ” ,
3 ” id ” : ”158407” ,
4 ”meta ” : {
5 ” ve r s i on Id ” : ”1” ,
6 ” lastUpdated ” : ”2017−06−28T10 :40 :20 .496 −04 :00”
7 } ,
8 ” i d e n t i f i e r ” : [
9 {
10 ” value ” : ” patronaza1 ”
11 }
12 ] ,
13 ” category ” : [
14 {
15 ” coding ” : [
16 {
17 ” system ” : ”http :// hl7 . org / f h i r / observat ion−category ” ,
18 ”code ” : ” v i t a l−s i gn s ” ,
19 ” d i sp l ay ” : ” V i ta l S igns ”
20 }
21 ] ,
22 ” text ” : ”body weight ”
23 }
24 ] ,
25 ”code ” : {
26 ” coding ” : [
27 {
28 ” system ” : ”http :// l o i n c . org ” ,
29 ”code ” : ”3141−9” ,
30 ” d i sp l ay ” : ”body weight ”
31 }
32 ] ,
33 ” text ” : ”body weight ”
34 } ,
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35 ” sub j e c t ” : {
36 ” r e f e r e n c e ” : ” Pat ient /144532”
37 } ,
38 ” valueQuantity ” : {
39 ” value ” : 72 ,
40 ” un i t ” : ”kg ” ,
41 ” system ” : ”http :// un i t so fmeasure . org ” ,
42 ”code ” : ”kg”
43 }
44 }
Programska koda 4.1: Primer zapisa meritve na strezˇniku HAPI-FHIR
Pacient
Kot je prikazano v programski kodi 4.2, je pacient, sestavljen iz naslednjih
podatkov:
• metapodatke o verziji in zadnji posodobitvi,
• identifikator skupine pacientov, ki ima enako vlogo kot pri meritvah,
• ime in priimek, spol ter datum rojstva
• naslov, ki je sestavljen iz ulica, posˇtne sˇtevilke, kraja in drzˇave,
• ter povezave do fotografije.
1 {
2 ” resourceType ” : ” Pat ient ” ,
3 ” id ” : ”144533” ,
4 ”meta ” : {
5 ” ve r s i on Id ” : ”1” ,
6 ” lastUpdated ” : ”2017−06−12T16 :26 :55 .410 −04 :00”
7 } ,
8 ” text ” : {
9 ” s t a tu s ” : ” generated ” ,
10 } ,
11 ” i d e n t i f i e r ” : [
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12 {
13 ” value ” : ” patronaza1 ”
14 }
15 ] ,
16 ”name” : [
17 {
18 ” fami ly ” : ”Novak” ,





24 ” gender ” : ” female ” ,
25 ” birthDate ” : ”1991−11−06”,
26 ” address ” : [
27 {
28 ”use ” : ”home” ,
29 ” l i n e ” : [
30 ” Slovenska c e s t a 34”
31 ] ,
32 ” c i t y ” : ” Ljub l jana ” ,
33 ”postalCode ” : ”1000” ,
34 ” country ” : ” S loven ia ”
35 }
36 ] ,
37 ”photo ” : [
38 {
39 ”contentType ” : ” image/ jpeg ” ,
40 ” u r l ” : ” https : // cdn . pixabay . com/photo /2016/06/21/23/05/




Programska koda 4.2: Primer zapisa pacienta na strezˇniku HAPI-FHIR
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4.2 Uporabnikova pot
4.2.1 Prijava in registracija
Uporabnik se takrat, ko je povezan v internet prijavi v aplikacijo, z upo-
rabniˇskim imenom, za kar sluzˇi elektronski naslov, in geslom (glej sliko 4.1).
Cˇe uporabnik sˇe ni registriran, lahko sledi povezavi do registracije, kjer se z
vpisom osebnih podatkov lahko registrira (glej sliko 4.2).
Slika 4.1: Prijava v aplikacijo
4.2.2 Pregled meritev
Ko je uporabnik prijavljen, je preusmerjen na vstopno stran, na kateri lahko
uporabnik pregleduje meritve vitalnih znakov. To stori tako, da izbere paci-
enta, za katerega bi zˇelel pridobiti shranjene meritve, ki se mu nato v obliki
kartic prikazˇejo urejene po datumu od najnovejˇse merivev do najstarejˇse,
po deset meritev na stran. Pri vsaki meritvi imamo tudi mozˇnost, da jo




Cˇe zˇeli uporabnik vnesti novo meritev, lahko v meniju izbere vnos, ki ga
preusmeri na stran za vnasˇanje novih meritev vitalnih znakov. Cˇe je paci-
ent pri pregledu meritev zˇe izbran, se ta pri vnosu avtomatsko nastavi, cˇe
ne, ga uporabnik izbere iz spustnega seznama. Uporabnik lahko nato vnese
eno ali vecˇ meritev osnovnih vitalnih funkcij, pri cˇemer sepreveri, ali je vne-
sel veljavno in smiselno vrednost. Z gumbom Posˇlji se meritve posˇljejo na
strezˇnik, oziroma shranijo v lokalno shrambo, cˇe smo v nepovezanem nacˇinu,
o cˇemer je uporabnik tudi obvesˇcˇen (glej sliko 4.4).
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Slika 4.3: Primer pregleda meritev za enega od pacientov
Slika 4.4: Primer vnosa meritev in napake
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4.2.4 Priprava plana obiskov
Uporabnik si zjutraj, preden gre po obiskih, naredi seznam pacientov, ki jih
bo obiskal in paciente ter njihove osebne podatke in najnovejˇse meritve shrani
v lokalno shrambo. Uporabnik lahko to stori s klikom na zavihek pripravi,
kjer s spustnega seznama izbere pacienta ali pa ga poiˇscˇe glede na priimek
ali ime ter ga s klikom doda na seznam pacientov, ki se shranijo v lokalni
shrambi. Tukaj lahko uporabnik pregleduje podatke o pacientu in jih briˇse s
seznama (glej sliko 4.5).
Slika 4.5: Seznam pacientov pripravljenih za obisk in polje za dodajanje
novih
4.2.5 Uporaba v nepovezanem nacˇinu
Ko uporabnik izgubi povezavo do interneta in preide v nepovezan nacˇin, se
mu ob dostopu do aplikacije ni potrebno prijaviti v aplikacijo, ampak ga takoj
preusmerimo na predhodno pripravljen seznam pacientov, ki jih mora obi-
skati ta dan in so njihovi podatki ter najnovejˇse meritve shranjene v lokalni
shrambi. Iz seznama lahko izbere pacienta za katerega zˇeli vnesti meritve,
meritve se vnasˇajo na enak nacˇin, kot pri povezanem nacˇinu. Uporabnik
lahko tudi enako, kot v povezanem nacˇinu, na zavihku pregled, pregleduje
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meritve pacientov. Le da ima sedaj na voljo le paciente, ki so lokalno shra-
njeni. Od teh pacientov pa lahko prav tako pregleduje le lokalno shranjene
meritve, ki so najnovejˇse meritve vsakega tipa in meritve, ki jih je uporab-
nik vnesel v nepovezanem nacˇinu. V nepovezanem nacˇinu uporabnik nima
mozˇnosti priprave seznama pacientov, ki se shranijo v lokalno shrambo.
4.2.6 Sinhronizacija
Na strani s pregledom meritev ima uporabnik mozˇnost, da s klikom na gumb
SINHRONIZIRAJ sinhronizira podatke. V primeru, da je uporabnik spletno
aplikacijo nekaj cˇasa uporabljal v nepovezanem nacˇinu in pri tem vnesel nove
meritve ali izbrisal katero od meritev, se bodo ob sinhronizaciji (seveda mora
biti uporabnik v tem primeru povezan v internet) na strezˇnik poslale nove
vnesene meritve in zahteva za izbris meritev. Ob tem pa se bodo izbrisali
tudi vsi lokalno shranjeni podatki o pacientih in njihovih meritvah.
Poudarimo sˇe, da uporabnik ne zazna prehoda iz povezanega v nepovezan
nacˇin in lahko aplikacijo nemoteno uporablja, edino, kar zahtevamo od njega,
je, da v primeru, da je spreminjal, vnasˇal, oziroma brisal meritve jih mora
rocˇno sinhronizirati s strezˇnikom, ko je spet povezan v internet.
4.3 Implementacija logike za delovanje v ne-
povezanem nacˇinu
4.3.1 Prvi dostop do strani
Ko uporabnik prvicˇ dostopa do spletne aplikacije na izbrani napravi, se po
tem, ko se je prenesla HTML datoteka, med drugimi skriptami prenese in
namesti tudi skripta Service Worker. Ob namestitvi v lokalno shrambo pre-
nese vse potrebne spletne vire, ki so potrebni, da nasˇa spletna aplikacija
deluje. Od sedaj naprej sicer do nasˇe spletne aplikacije lahko dostopamo v
nepovezanem nacˇinu, ni pa se sˇe mogocˇe pregledovati meritve in paciente v
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nepovezanem nacˇinu, kar bo mogocˇe sˇele po prvi prijavi in pripravi plana
lokalno shranjenih pacientov.
Ob prvem dostopu do aplikacije pa se pri uporabniku ustvari tudi po-
datkovna baza IndexedDB, ki se uporabljala za shranjevanje vseh podatkov,
potrebnih za uporabo aplikacije v nepovezanem nacˇinu. Ob postavitvi po-
datkovne baze se kreirajo naslednje shrambe:
• patients - Shranjuje podatke o pacientih. Shramba vsebuje id pacienta
in JSON objekt z vsemi podatki pacienta, kot je prikazan v programski
kodi 4.2.
• observations - Shranjuje podatke o meritvah vitalnih znakov. Shramba
vsebuje id meritve, id pacienta in celoten JSON objekt meritve, kot je
prikazan v programski kodi 4.1.
• deleteQueue - Shramba vsebuje id meritev, ki jih je uporabnik izbri-
sal, ko je bil v nepovezanem nacˇinu.
• observationQueue - Shramba, ki vsebuje tip, podtip in vrednost me-
ritev, datum opravljene meritve ter paciente, na katerega so vezane
meritve, ki jih je uporabnik vnesel v nepovezanem nacˇinu.
4.3.2 Prijava in registracija
Naslednji izziv, ki ga je bilo treba resˇiti, je prijava in registracija v sistem.
Kot smo zˇe omenili in opisali v podpoglavju 4.1.1, smo za strezˇniˇsko logiko
registracije in prijave uporabili storitev Firebase.
Cˇe uporabnik sˇe ni registriran, se lahko registrira z elektronskim naslovom
in geslom, ta se posˇljeta na strezˇnik Firebase, ki ustvari novega uporabnika.
Cˇe ima uporabnik dostop do internetne povezave, prijava poteka tako, da
se elektronski naslov in geslo uporabnika posˇljeta na strezˇnik Firebase. Ta
preveri, ali so podatki pravilni, in cˇe so, vrne zˇeton, ki pomeni, da so po-
datki pravilni, torej lahko uporabniku dovolimo dostop do spletne aplikacije,
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hkrati pa se ta zˇeton lahko uporablja za avtorizacijo vseh nadaljnjih dosto-
pov do podstrani ali podatkov v podatkovni bazi. Zˇetona v nasˇi aplikaciji za
nadaljnjo avtorizacijo nismo uporabili, saj imamo vse podatke shranjene na
strezˇniku HAPI-FHIR.
Cˇe uporabnik uporablja aplikacijo v nepovezanem nacˇinu, mozˇnosti za
prijavo nima in aplikacijo vedno uporablja neprijavljen, razlog za to je pred-
vsem varnost, ki jo bomo podrobneje razlozˇili v podpoglavju 4.3.6.
4.3.3 Pregled meritev
Ko je uporabnik enkrat prijavljen, lahko pregleduje vnesene meritve vitalnih
znakov, glede na izbranega pacienta. Cˇe je uporabnik povezan v internet, se
seznam pacientov prenese s strezˇnika HAPI-FHIR, med podatki je tudi URL
prikazne slike pacienta, ki se prenese locˇeno. Ko uporabnik izbere pacienta,
za katerega zˇeli pregled meritev, se na strezˇnik HAPI-FHIR posˇlje zahteva
po meritvah. Zahteva je sestavljena iz nasˇega identifikatorja, ki oznacˇuje me-
ritve, ki jih je vnesel katerikoli od nasˇih uporabnikov. To je potrebno zaradi
javne narave strezˇnika HAPI-FHIR. V zahtevi pa se posˇlje sˇe id pacienta,
ki strezˇniku pove po meritvah katerega pacienta poizvedujemo in odmik ter
sˇtevilo meritev, ki jih zˇelimo prejeti. S tem omogocˇimo paginacijo meritev
za lazˇji pregled.
V primeru, da je uporabnik v nepovezanem nacˇinu, vse podatke o meri-
tvah in pacientih dobimo iz lokalne shrambe, katere smo s strezˇnika HAPI-
FHIR prenesli ob pripravi plana obiskov pacientov. Meritve lahko v nepo-
vezanem nacˇinu pregledujemo le za paciente, ki smo jih predhodno shranili,
zanje pa imamo shranjene samo eno, najnovejˇso meritev vsakega tipa. Ra-
zlog za samo eno shranjeno meritev vsakega tipa, je v varovanju osebnih
podatkov.
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4.3.4 Vnasˇanje in brisanje meritev
Tudi tukaj locˇimo delovanje v povezanem oziroma nepovezanem nacˇinu. Ne
glede na to ali smo v povezanem ali nepovezanem nacˇinu se nove meritve, ki
jih je uporabnik vnesel, najprej shranijo v shrambo observationQueue in sˇele
na to poskusimo meritve poslati na strezˇnik. Cˇe s strezˇnika dobimo odgovor,
da smo vse meritve uspesˇno poslali, meritve iz lokalne shrambe pobriˇsemo.
V primeru, da s strezˇnika dobimo odgovor, da je priˇslo do napake ali pa od
brskalnika, da meritev ni bilo mogocˇe poslati, kar pomeni, da smo v nepove-
zanem nacˇinu, meritve ostanejo v shrambi observationQueue in se bodo na
strezˇnik poslale, ko bo uporabnik aplikacijo sinhroniziral s strezˇnikom. Pre-
den meritve posˇljemo na strezˇnik jih je potrebno formatirati, kot to zahteva
standard FHIR, prikazano v programski kodi 4.1.
Po istem nacˇelu deluje tudi brisanje meritev. Id izbrisane meritve se naj-
prej shrani v shrambo deleteQueue nato pa se posˇlje zahteva na strezˇnik
FIRE-BASE za brisanje meritve. Cˇe ta uspe, se meritev izbriˇse tudi v
shrambi deleteQueue. Cˇe pa pride do napake, meritev ostane v shrambi in
se ponovno poskusi izbrisati meritev kasneje, ko imamo internetno povezavo.
Hkrati pa se meritev izbriˇse tudi v shrambi observations.
4.3.5 Sinhronizacija
Na strani s pregledom meritev imamo tudi gumb SINHRONIZIRAJ. To upo-
rabniku omogocˇi, da lahko po tem, ko je v nepovezanem nacˇinu vnasˇal in
brisal meritve, te sinhronizira s strezˇnikom, ko ima internetno povezavo spet
vzpostavljeno. Ob pritisku na gumb aplikacija poskusˇa vse meritve, ki so v
shrambi observationQueue poslati na strezˇnik in vse meritve, ki so v dele-
teQueue izbrisati na strezˇniku. Cˇe se operaciji uspesˇno izvrsˇita, se meritve
in vsi podatki o pacientih pobriˇsejo iz lokalne shrambe.
Diplomska naloga 43
4.3.6 Varnost
Pri izgradnji aplikacije nismo dajali velikega poudarka varnosti, ki bi sicer
v aplikaciji za zdravstvene namene bila zelo pomembna. Zato je prav, da
opozorimo na varnostne pomanjkljivosti v nasˇi aplikaciji.
Razlog zakaj se uporabnik lahko prijavi samo v povezanem nacˇinu je ta,
da cˇe bi hoteli prijavo v aplikacijo omogocˇiti tudi v nepovezanem nacˇinu, bi
morali imeti lokalno shranjene podatke vseh uporabnikov. To bi bil velik
varnostni problem, saj bi lahko vsi uporabniki videli podatke ostalih uporab-
nikov in njihova gesla. Gesla bi sicer lahko shranili v sˇifrirani obliki, oziroma
bi to bilo vsekakor nujno, vendar v vsakem primeru ni varno lokalno shranje-
vati gesel, tako da imajo vsi ostali uporabniki dostop do njih. S omejitvijo,
da se uporabnik prijavlja samo v povezanem nacˇinu, tako zagotovimo, da
do podatkov osatlih uporabnikov ne more dostopati nihcˇe, do podatkov o
meritvah pacientov pa lahko dostopajo samo avtorizirani uporabniki.
Bolje moramo pojasniti tudi nasˇo izbiro shranjevanja samo ene, naj-
novejˇse meritve vsakega tipa. V nepovezanem nacˇinu, se glede varnosti
zanasˇamo izkljucˇno na geslo, ki varuje napravo (geslo, ki odklepa mobilni
telefon ali racˇunalnik). Cˇe ima uporabnik dostop do naprave, ima prost
dostop tudi do aplikacije in njenih podatkov. Z omejitvijo kolicˇine lokalno
shranjenih podatkov tako omejimo sˇkodo, ki bi nastala, cˇe bi nekdo udrl v
napravo. Poudariti pa je potrebno tudi to, da nas pred krajo podatkov iz
lokalne shrambe ne bi varovala niti avtentikacija v aplikacijo, saj lahko do
podatkov v lokalni shrambi preko orodij brskalnika dostopamo ne, da smo
prijavljeni.
Sˇe dodatno bi podatke o pacientih in njihovih meritvah lahko zavarovali
tako, da bi namesto pravih imen pacientov uporabljali sˇifre ali namiˇsljena
uporabniˇska imena, s cˇimer bi zagotovili, da cˇe tudi bi nepooblasˇcˇena oseba




4.4.1 Vzpostavitev ogrodja Angular
Kot smo zˇe omenili, smo aplikacijo razvili s pomocˇjo ogrodja Angular. Naj-
prej ga je bilo potrebno namestiti. Ob namestitvi smo ustvarili nov projekt
diploma, Angular pa je poskrbel za vzpostavitev osnovnega ogrodja. Osnovno
ogrodje poleg dokumentov z okoljskimi spremenljivkami in obveznih knjizˇnic,
vsebuje korensko komponento in korenski modul, v katerem smo navedli vse
odvisnosti od komponente in storitve.
4.4.2 Service Worker
Skripto Service Worker, ki jo uporabljamo za shranjevanje virov spletnih
strani v lokalno shrambo in prestrezanje zahtev, ter odgovarjanje nanje, naj-
prej registriramo v datoteki indexed.html (glej programsko kodo 4.3), sama
skripta pa je shranjena v datoteki service-worker.js. V skripti najprej nave-
demo vse spletne vire, ki jih zˇelimo shraniti, nato pa poslusˇamo za dogodka
install in fetch. Ob dogodku install v lokalno shrambo shranimo vse spletne
vire, ob dogodku fetch, pa preverimo ali imamo v lokalni shrambi vir, ki ga
zahtevamo, cˇe obstaja ga vrnemo, cˇe ne ga poskusˇamo pridobiti iz interneta
(glej programsko kodo 4.4).
1 <s c r i p t>
2 i f ( ’ serv iceWorker ’ in nav igator ) {
3 nav igator . serv iceWorker . r e g i s t e r ( ’ / s e r v i c e−worker . j s ’ ) .
then ( func t i on ( r e g i s t r a t i o n ) {
4 conso l e . l og ( ’ S e rv i c e Worker r e g i s t e r e d ’ ) ;
5 }) . catch ( func t i on ( e r r ) {




9 </s c r i p t>
Programska koda 4.3: Registracija skripte Service Worker.
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1 const CACHE = ’my−cache−v2 ’ ;
2 const urlsToCache = [
3 ’ / ’ ,
4 ’ index . html ’ ,
5 ’ i n l i n e . bundle . j s ’ ,
6 ’ p o l y f i l l s . bundle . j s ’ ,
7 ’ s t y l e s . bundle . j s ’ ,
8 ’ vendor . bundle . j s ’ ,
9 ’main . bundle . j s ’
10 ] ;
11
12 s e l f . addEventListener ( ’ i n s t a l l ’ , f unc t i on ( event ) {
13
14 event . wa i tUnt i l (
15 caches . open (CACHE) . then ( func t i on ( cache ) {





21 s e l f . addEventListener ( ’ f e t ch ’ , f unc t i on ( event ) {
22 event . respondWith (
23 caches . match ( event . r eque s t ) . then ( func t i on ( re sponse ) {
24 i f ( r e sponse )
25 re turn response ;




Programska koda 4.4: Skripta Service Worker.
4.4.3 Storitve
Za potrebe izgradnje aplikacije smo ustvarili naslednje storitve:
• indexeddb service - Storitev vsebuje funkcijo za inicializacijo lo-
kalne podatkovne baze IndexedDB (glej programsko kodo 4.5) in nje-
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nih shramb. Funkcije za dodajanje, pridobivane in brisanje podatkov
iz shramb.
Storitev vsebuje funkcije za dodajanje meritev v shrambo obseravtio-
nQueue, pridobivanje vseh meritev in glede na id uporabnika ter bri-
sanje vseh meritev v tej shrambi. Storitev vsebuje tudi funkcije za
dodajanje meritev v shrambo observations (glej programsko kodo 4.6),
pridobivanje meritev iz te shrambi glede na id meritve in pridobiva-
nje vseh meritev, brisanje vseh meritev, brisanje meritev glede na id
meritve in glede na id uporabnika. Storitev vsebuje tudi funkcije za do-
dajanje, brisanje in pridobivanje vseh meritev v shrambo deleteQueue
in funkcije za dodajanje pacientov v shrambo patients, pridobivanje
vseh pacientov in glede na id pacienta, ter brisanje vseh paientov ali
pa glede na njihov id.
1 i n i t i a l i z eDB ( ) {
2 t h i s . db = new AngularIndexedDB ( ) ;
3 t h i s . db . c r e a t eS t o r e ( t h i s .DB VERSION, ( evt ) => {
4
5 l e t ob j e c tS to r e = evt . currentTarget . r e s u l t .
c r ea t eOb jec tS to r e (
6 ’ ob s e rva t i on s ’ , {keyPath : ’ id ’ , autoIncrement : t rue
}) ;
7
8 ob j e c tS to r e . c r ea te Index ( ’ id ’ , ’ id ’ , {unique : t rue }) ;
9 ob j e c tS to r e . c r ea te Index ( ’ pa t i en t Id ’ , ’ pa t i en t Id ’ , {
unique : f a l s e }) ;
10 ob j e c tS to r e . c r ea te Index ( ’ obse rvat i on ’ , ’ obse rvat i on ’ ,
{unique : f a l s e }) ;
11
12 ob j e c tS to r e = evt . currentTarget . r e s u l t .
c r ea t eOb jec tS to r e (
13 ’ observationQueue ’ , {keyPath : ’ id ’ , autoIncrement :
t rue }) ;
14
15 ob j e c tS to r e . c r ea te Index ( ’ type ’ , ’ type ’ , {unique : f a l s e
}) ;
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16 ob j e c tS to r e . c r ea te Index ( ’ va lue ’ , ’ va lue ’ , {unique :
f a l s e }) ;
17 ob j e c tS to r e . c r ea te Index ( ’ subtype ’ , ’ subtype ’ , {unique :
f a l s e }) ;
18 ob j e c tS to r e . c r ea te Index ( ’ pa t i en t ’ , ’ pa t i en t ’ , {unique :
f a l s e }) ;
19 ob j e c tS to r e . c r ea te Index ( ’ date ’ , ’ date ’ , {unique : f a l s e
}) ;
20
21 ob j e c tS to r e = evt . currentTarget . r e s u l t .
c r ea t eOb jec tS to r e (
22 ’ deleteQueue ’ , {keyPath : ’ id ’ , autoIncrement : t rue })
;
23
24 ob j e c tS to r e . c r ea te Index ( ’ id ’ , ’ id ’ , {unique : t rue }) ;
25
26 ob j e c tS to r e = evt . currentTarget . r e s u l t .
c r ea t eOb jec tS to r e (
27 ’ p a t i e n t s ’ , {keyPath : ’ id ’ , autoIncrement : t rue }) ;
28
29 ob j e c tS to r e . c r ea te Index ( ’ id ’ , ’ id ’ , {unique : t rue }) ;
30 ob j e c tS to r e . c r ea te Index ( ’ pa t i en t ’ , ’ pa t i en t ’ , {unique :
f a l s e }) ;
31 }) ;
32 }
Programska koda 4.5: Programska koda za inicializacijo podatkovne baze
IndexedDB in njenih shramb.
1 addObservation ( obse rvat i on : any , id : number ) : number {
2 t h i s . db . add ( ’ ob s e rva t i on s ’ , {
3 obse rvat i on : observat ion ,
4 id : id ,
5 pat i en t Id : obse rvat i on . r e s ou r c e . sub j e c t . r e f e r e n c e .
s p l i t ( ’ / ’ ) [ 1 ]
6 }) . then ( ( ob s e rva t i on ) => {
7 conso l e . l og ( ’ uspesno dodana meritev ’ + obs e rva t i on ) ;
8 re turn 1 ;
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9 } , ( e r r o r ) => {
10 conso l e . l og ( ’ napaka p r i dodajanju meritve ’ + e r r o r ) ;
11 re turn 0 ;
12 }) ;
13 re turn 0 ;
14 }
Programska koda 4.6: Programska koda za dodajanje meritev v shrambo
observations.
• observation service - Storitev, ki vsebuje funkcije za komunikacijo
s strezˇnikom HAPI-FHIR. Vsebuje funkcijo za pridobivanje meritev
s strezˇnika, ki ji podamo identifikacijo, odmik in sˇtevilo meritev ter
id pacienta, ki jih zˇelimo prejeti. Funkcijo, ki nam s strezˇnika vrne
podatke o pacientu, katerega id smo podali funkciji, ter funkciji za
posˇiljanje in brisanje meritev na strezˇniku.
• user service - Storitev vsebuje funkcije potrebne za avtentikacijo upo-
rabnika na strezˇniku Firebase. Storitev vsebuje funkcijo za registracijo
uporabnika, ki ji podamo elektronski naslov, ime in priimek, ter geslo
uporabnika, ta pa te podatke posreduje Firebase strezˇniku. Vsebuje
funkcijo za prijavo, ki ji podamo elektronski naslov in geslo uporab-
nika, ki jih posreduje Firebase strezˇniku, ta preveri pravilnost podatkov
in, cˇe so pravilni odgovori z zˇetonom, ki se shrani v lokalno shrambo.
Storitev vsebuje tudi funkciji za odjavo in preverjanje, ali je uporabnik
avtenticiran, kar se preveri tako, da se pogleda, ali obstaja veljaven
zˇeton.
• auth-guard service - Storitev, ki v ogrodju Angular sluzˇi za prever-
janje ali je uporabniku dovoljen dostop do podstrani aplikacije. V nasˇi
aplikaciji preverjamo samo, ali je uporabnik prijavljen. V tem primeru
ima dostop do vseh podstrani. Neprijavljen uporabnik pa samo do
strani za prijavo in registracijo.
• AngularIndexedDB service - Storitev, ki je v nasˇem projektu samo
Diplomska naloga 49
zato, ker je priˇslo pri namesˇcˇanju knjizˇnice za lazˇjo komunikacijo s
programskim vmesnikom IndexedDB do tezˇav. Kodo knjizˇnice smo
prekopirali in jo v svoj projekt umestili kot storitev in tako dosegli
pravilno delovanje.
4.4.4 Predloga meritev
Ker je strezˇnik HAPI-FHIR javanska implementacija standarda FHIR, ogrodje
Angular pa uporablja programski jezik JavaScript oziroma TypeScript, smo
morali razred za oblikovanje objektov meritev spisati sami. Razred vsebuje
funkcije za generiranje objekta meritev, ki ustreza standardom FHIR, pri
tem pa v nasˇi aplikaciji zaradi lazˇje implementacije locˇimo preproste me-
ritve in strukturirano meritev. Preproste meritve so meritve telesne tezˇe,
srcˇnega utripa, nasicˇenosti krvi s kisikom in telesna temperatura. Kot struk-
turirano meritev pa definiramo krvni tlak, ki je sestavljen iz sistolicˇnega in
diastolicˇnega krvnega tlaka. Krvni tlak obravnavamo locˇeno, ker imamo v
eni meritvi zdruzˇeni dve vrednosti in je oblika objekta drugacˇna.
4.4.5 Komponente
Logicˇno strukturo aplikacije smo razdelili na naslednje komponente:
• login component - Komponenta, ki upravlja s pogledom prijave in
vsebuje HTML dokument z opisom postavitve strani in TypeScript
dokument z logiko, ki iz obrazca (ang. form) pridobi elektronski naslov
in geslo uporabnika ter ju posreduje storitvi user service, ki poskrbi za
dejansko prijavo uporabnika.
• registration component - Komponenta vsebuje HTML dokument
z opisom postavitve strani za registracijo in logiko, ki iz obrazca za
registracijo pridobi podatke o uporabniku, ime, priimek, elektronski
naslov in geslo. Preden se klicˇe funkcija za registracijo, se preveri,
ali se vneseni gesli ujemata. Cˇe so vsi podatki veljavni, funkcija za
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registracijo klicˇe funkcijo za registracijo v storitvi user service, ki izvrsˇi
dejansko registracijo uporabnika na strezˇniku Firebase.
• observation-input component - Komponenta vsebuje HTML do-
kument z opisom postavitve strani za vnasˇanje meritev in aplikacijo
logiko. V aplikacijski logiki imamo definirano vsebino obrazca, torej
katere vrednosti uporabnik lahko vnasˇa, prav tako pa imamo defini-
rane funkcije za validacijo vnosov vrednosti meritev, ki morajo ustre-
zati smiselnim intervalom.
Komponenta vsebuje tudi logiko, potrebno za posˇiljanje meritev in
shranjevanje teh v lokalno shrambo (glej programsko kodo 4.7). Funk-
cija najprej klicˇe storitev indexeddb service, da meritve shrani v shrambo
observationQueue, nato klicˇe storitev observation service, preko katere
poskusˇa poslati meritve na strezˇnik, cˇe to uspe spet s klicem storitve
indexeddb service izbriˇsemo meritve iz shrambe deleteQueue.
Komponenta vsebuje tudi funkcijo za pridobivanje pacientov iz strezˇnika
s klicem storitve observation service ali iz lokalne podatkovne baze s
klicem storitve indexeddb service. Seznam pacientov potrebujemo, da
lahko uporabniku prikazˇemo spustni seznam vseh pacientov za katere
lahko vnese meritve.
1 t h i s . indexedDB . getAl lObservat ionsQueue ( ) . then ( (
ob s e rva t i on s ) => {
2 i f ( ob s e rva t i on s . l ength > 0) {
3 f o r ( const e l o f ob s e rva t i on s ) {
4 const entry : any = {} ;
5 entry . r eque s t = th i s . r eque s t ;
6 obse rvat i on = new Observation ( ) ;
7 i f ( e l . pa t i en t ) {
8 // zgener iramo objekt mer itve
9 entry . r e s ou r c e = ( obse rvat i on . c reateObservab le
( e l . value , e l . type , e l . subtype , e l . pa t i en t ) ) ;
10 }
11 i f ( entry . r e s ou r c e !== nu l l ) {




15 // Meritve poskusimo p o s l a t i na s t r e zn i k , ce uspe
meritve pobrisemo i z v r s t e
16 t h i s . ob s e rva t i onSe rv i c e . post ( t h i s . bundle ) .
s ub s c r i b e (
17 re sponse => {
18 i f ( r e sponse . entry . l ength === obse rva t i on s .
l ength ) {
19 t h i s . indexedDB . de leteAl lObservat ionsQueue ( ) .
then ( ) ;
20 r e s o l v e ( re sponse . entry . l ength ) ;
21 } e l s e {
22 r e j e c t ( ) ;
23 }
24 }) ;
25 } e l s e {






Programska koda 4.7: Programska koda za posˇiljanje meritev na strezˇnik oz.
shranjevanje v lokalno shrambo.
• observation-list component - Komponenta vsebuje HTML doku-
ment z opisom postavitve strani za pregled meritev in aplikacijsko lo-
giko. V aplikacijski logiki so funkcije, ki se odzivajo na dogodke. Funk-
cija getpatients, ob inicializaciji komponente pridobiva paciente s klicem
storitev iz strezˇnika ali lokalne podatkovne baze, ter jih shrani v tabelo.
Ko uporabnik izbere, za katerega pacienta bi zˇelel pregled meritev, se
poklicˇe funkcija getObservations (glej programsko kodo 4.8), ki s kli-
cem storitev pridobi meritve s strezˇnika ali lokalne shrambe, pri cˇemer
pri odmiku uposˇteva stran paginacije, na kateri se uporabnik nahaja.
52 Tilen Venko
Funkcija shrani seznam meritev v tabelo HTML dokument pa poskrbi,
da se te ustrezno prikazˇejo. Ob izbrisu meritve se poklicˇe funkcija on-
Delete, ki s klicˇe storitvi indexeddb service in observation service, da
se izvede postopek brisanja. Ob sinhronizaciji funkcija onSinc klicˇe
funkcije za brisanje in posˇiljanje meritev.
1 // Meritev s s t r e zn i k a n i b i l o mogoce p r i d o b i t i
zato poskusimo p r i d o b i t i mer itve i z IndexedDB−j a
2 ( ) => {
3 const pa t i en t Id : s t r i n g = ’ Pat ient / ’ + t h i s .
pa t i en t . r e s ou r c e . id ;
4 t h i s . indexedDB . getObservat ionsById ( pa t i en t Id ) .
then ( ( re sponse : any ) => {
5 t h i s . ob s e rva t i on s = response ;
6 i f ( t h i s . ob s e rva t i on s . l ength > 0) {
7 f o r ( const obse rvat i on o f t h i s . ob s e rva t i on s )
{
8 const id = obse rvat i on . r e s ou r c e . sub j e c t .
r e f e r e n c e . sub s t r i ng (8 ) ; // i z Pat ient /123456 se p r e t v o r i
v 123456
9 // Pridobimo podatke pac i enta i z l oka ln e
shrambe
10 t h i s . indexedDB . ge tPat i ent ( id ) . then ( (




14 t h i s . indexedDB . getObservationFromQueueByPatient (
t h i s . pa t i en t . r e s ou r c e . id ) . then ( ( re sponse : any ) => {
15 t h i s . queueObservat ions = response ;
16 }) ; } ,
17 ) } , 10) ;
18 }
19
Programska koda 4.8: Programska koda za pridobivanje meritev iz lokalne
shrambe.
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• preparation component - Komponenta vsebuje HTML dokument z
opisom postavitve strani za pripravo seznama pacientov, ki jih bo upo-
rabnik obiskal in prikaza tega seznama ter aplikacijsko logiko potrebno
za to. Aplikacijska logika vsebuje funkcijo filterPatients, ki omogocˇa
avtomatsko dopolnjevanje pri iskanju uporabnikov, funkcijo addPati-
ent, ki v lokalno shrambo shrani vse podatke pacienta in najnovejˇso
meritev vsakega tipa. Komponenta vsebuje tudi funkcijo deletepati-
ent, ki iz seznama in lokalne shrambe izbriˇse pacienta, ter vse njegove
lokalno shranjene meritve.
• login-navbar component in main-navbar component - Kompo-
nenti, ki vsebujeta HTML dokument s postavitvijo navigacijskega me-
nija in logiko za navigacijo med podstranmi.
• page-not-found component - Komponenta, ki vsebuje HTML doku-
ment za prikaz strani, cˇe uporabnik dostopa do podstrani v aplikaciji,
ki ne obstaja.
• app component - Komponenta, ki jo ogrodje Angular avtomatsko
generira in se uporablja samo za zdruzˇevanje in izhod (ang. outlet)
ostalih komponent.
4.4.6 Moduli
Nasˇ projekt vsebuje dva modula. Modul app module je korenski modul, ki
vsebuje informacije in odvisnosti vseh komponent in storitev ter je potreben
pri prevajanju in izgradnji projekta v enostransko aplikacijo. Drug modul pa
je modul app-routing module, ki je odgovoren za simulacijo navigacije med
podstranmi aplikacije. Kot smo razlozˇili v podpoglavju 3.2, so enostran-
ske aplikacije sestavljene iz enega samega HTML dokumenta, zato se mora
navigacija med podstranmi simulirati. V modul za navigacijo je vkljucˇena
storitev auth-guard service, ki skrbi, da do podstrani za pregled in vnasˇanje




V sklopu diplomske naloge smo implementirali spletno aplikacijo za patronazˇne
sestre kot dokaz, da je mogocˇe s tehnologijami, ki jih ponuja HTML5, ustva-
riti spletno aplikacijo, ki je uporabna tudi v nepovezanem nacˇinu. Najprej
smo pregledali vse tehnologije, ki obstajajo, preucˇili njihovo delovanje ter
se seznanili s pomanjkljivostmi. Sledila je zasnova arhitekture aplikacije,
kjer smo se odlocˇili, katere funkcionalnosti zˇelimo, da aplikacija ponuja in
se odlocˇili, katere tehnologije bomo uporabili, da bo omogocˇeno delovanje
aplikacije v nepovezanem nacˇinu. Sledila je izgradnja aplikacije, kjer smo jo
najprej implementirali kot navadno spletno aplikacijo brez delovanja v ne-
povezanem nacˇinu in nato dodali vse mehanizme, potrebne za delovanje v
nepovezanem nacˇinu.
Z implementacijo spletne aplikacije smo zˇeleli dokazati, da je mocˇ izde-
lati spletno aplikacijo, ki je uporabna in omogocˇa vecˇino funkcionalnosti tudi
v nepovezanem nacˇinu. Predlagali smo resˇitve za implementacijo obicˇajnih
funkcionalnosti v nepovezanem nacˇinu, ki jih potrebujejo spletne aplikacije.
Najprej seveda sam dostop do aplikacije, nato registracijo in prijavo ter pre-
gled, dodajanje in brisanje podatkov, ne glede na njihovo obliko. Menimo,
da nam je uspelo implementirati aplikacijo, ki je popolnoma funkcionalna v
nepovezanem nacˇinu, mehanizme, s katerimi smo to dosegli pa lahko brez
vecˇjih tezˇav prenesemo na ostale spletne aplikacije.
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Zavedamo se, da aplikacija ponuja zelo omejen nabor funkcionalnosti,
vendar smo uspeli s tako preprosto aplikacijo zajeti vse glavne izzive, ki jih
moramo pri razvoju nepovezanih spletnih aplikacij resˇiti. Zavedamo se tudi,
da je ostalo sˇe nekaj prostora za izboljˇsave. Najvecˇje pomanjkljivosti, ki smo
jih opazili, so predvsem problem varnosti in pa tudi performance aplikacije
bi bilo mogocˇe izboljˇsati.
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