We propose a new method to enumerate alternating knots using a transfer matrix approach. We apply it to count numerically various objects, including prime alternating tangles with two connected components, up to order 18-20, and comment on the largeorder behavior in connection with one of the authors' conjecture.
Introduction
The classification of knots is a subject with a long history. More than a hundred years ago, Tait, Kirkman and Little tried to draw "by hand" the first knots (up to 10 crossings, but with some mistakes); nowadays, it is possible with the modern tools of knot theory and the use of computers to create programs that generate all possible (prime) knots up to 16 crossings [10] . Here we shall consider the simplest problem, namely the enumeration of knots (or similar objects). Furthermore we shall concentrate on so-called alternating objects which have much simpler properties than their generic counterparts. Even though they are probably asymptotically subdominant (this has been proven in the case of links [11] ), they are quite interesting to study if only because one can prove much more about them than about general knots. In fact, the exact number of prime alternating tangles is known exactly [11] ; however, a general tangle has an arbitrary number of connected components, and in the present paper we want to be able to control this number, that is to count knots or similar objects (e.g. tangles with exactly 2 connected components).
The key concept that will be used is that of a transfer matrix. A standard object of statistical mechanics, where it describes the discrete time evolution of a system, the transfer matrix is also a very efficient numerical tool for the combinatorial enumeration of discrete objets. This approach has recently been used to investigate the properties of 2D Lorentzian gravity [1] , the enumeration of plane meanders [2, 3] , and the coupling of matter fields to 2D quantum gravity equipped with a Hamiltonian circuit [4] . In contradistinction to the standard situation, where the transfer matrix is used to construct the partition function for a statistical mechanics system on a semi-infinite strip of finite width, these combinatorial applications possess a state space which is different in each time slice. Accordingly the underlying physical models are not defined on a regular lattice, but belong to the realm of two-dimensional quantum gravity. In all these examples, the common feature that ensures the existence of a transfer matrix is that the objects under consideration permit a time ordering. For the meanders (resp. the Hamiltonian circuits) this was attained by "reading" each object as one moves along the river (resp. the circuit), adding one intersection (vertex) at each time step. Clearly, this stategy in also appropriate for enumerating knots with one connected component.
This type of enumeration problems have many interesting connections with mathematical physics [1] [2] [3] [4] [5] [6] [7] [8] [9] . In particular, in [5, 6, 7] the counting of links, knots or tangles was reduced to the evaluation of integrals over N × N hermitian matrices, in the limit N → ∞.
Though these integrals cannot be computed explicitly in general, the subject of matrix models and its well-known connection to 2D quantum gravity [12] provide some information on the universal quantities of the model. This led to conjectures of the asymptotic behavior of the number of such objects when the number of crossings goes to infinity; and one motivation of the present work is to check the conjecture concerning the asymptotic number of prime alternating knots.
The paper is organized as follows: after some brief definitions in section 2, which enable us to give a more precise meaning to the problem that we are addressing, the basic principles underlying our transfer matrix approach are described in section 3. A number of practical details concerning our implementation of this algorithm are then given in section 4. Finally, section 5 gives the results of the numerical enumeration of prime alternating knots. As a byproduct we also count several other objects of combinatorial interest.
Basic definitions
A knot is a smooth circle embedded in IR 3 , considered up to homeomorphisms of IR 3 .
In this paper we shall study slightly different objects, namely knots with "external legs"; a knot with 2n external legs is a a collection of n intervals embedded in a ball B and whose endpoints are given distinct points on the boundary ∂B, considered up to orientation preserving homeomorphisms of B that reduce to the identity on ∂B. Knots with 2 and 4 external legs will be of special interest to us. Knots with 4 external legs are tangles with the property that they do not contain any closed loops. When we refer to standard knots we shall from now on call them closed knots. Clearly, each knot with 2 external legs can be transformed into a closed knot by joining its endpoints through a smooth curve outside B. And conversely, by cutting a closed knot once it may be turned into a knot with 2 external legs, but in general this transformation is not unique, in the sense that the topological properties of the resulting knot with 2 external legs depend on the point where the closed knot was cut. This means that counting knots with external legs does not help count closed knots. However we shall always count the former and never the latter; those are the objects whose generating series will have "nice" properties. It is common to represent such objects by their projections on a plane; we consider regular projections with only double points where lines cross. To avoid redundancies, we shall concentrate on prime knots, whose diagrams cannot be decomposed as a sum of pieces connected to each other by only two lines, and on reduced diagrams that contain no irrelevant crossings (Fig. 1) . We shall need another related concept: a diagram is said to be r-particle reducible (resp. irreducible) (rPR, resp. rPI), r positive integer, if it can (resp. cannot) be divided into disconnected components by cutting r edges. For closed knots and knots with 2 external legs, the notion of a prime knot coincides with the 2-particle irreducibility of its diagram(s). To a given knot can correspond several diagrams. In fact, in the case of alternating diagrams, two alternating reduced knot diagrams represent the same object if and only if they are related by a sequence of moves acting on tangles called "flypes" (see Fig. 2 ) [13] . This is of course an essential distinction when one is interested in counting such objects, and we shall briefly discuss it now. The general idea is the same as in [7] ; however, the actual equations shown used here are simpler than those in [7] , and their proof will be given elsewhere [14] in the more general framework of colored links. 2 Note however that this is not the case for knots with 2n external legs, n ≥ 2; see for example [5] for a discussion of 2PI tangles.
Since the diagrams we shall work with most of the time are diagrams of knots with 2 external legs, we shall simply call them knot diagrams. Let us start by defining the generating series G(g)
where a p is the number of knot diagrams with p crossings, or equivalently, the number of topologically inequivalent open curves in the plane going from (−∞, 0) to (+∞, 0) with p regular self-intersections. We similarly define Σ 1 (g) to count 1PI knot diagrams, and Σ 2 (g) to count 2PI knot diagrams (with the trivial diagram excluded and the two diagrams with one crossing included). The following relations hold: Σ 1 (g) is simply given by
whereas Σ 2 (g) is given by the implicit equation
(see [5] for details).
Next, we want to take into account the flyping equivalence in order to count the actual objects and not diagrams. The data of G(g) is insufficient for this purpose; we need a more general object, a double generating series G(g 1 , g 2 )
where a p 1 ,p 2 is the number of topologically inequivalent open curves in the plane (going from (−∞, 0) to (+∞, 0)) with p 1 regular self-intersections and p 2 tangencies, see Fig. 3 . Also, note that we have
Since flypes act on tangles, we are led to the introduction of a few more generating functions which are related to the counting of tangles, G 1 , G 2 , Γ 1 and Γ 2 ; they are all expressible in terms of G alone via:
We also introduce for our convenience an extra parameter t which counts the number of edges of the diagram; it is easy to show that the following formulae take care of it:
The parameters t, g 1 and g 2 must then be chosen as a function of g according to the following renormalization procedure (see [14] ):
where
(g) are auxiliary quantities defined by:
where we have omitted all arguments for the sake of brevity; in particular
This ensures that the flypes are appropriately taken into account and for example that
are the desired generating functions for the number of tangles with 2 connected components of type 1 and 2 respectively (see [7] for a definition of type; the total number of tangles is given by Γ 1 + 2Γ 2 ). Similarly one could define other generating functions of the 2 variables g 1 and g 2 (higher correlation functions in the matrix model language) which would count objects with more external legs.
Space of states and transfer matrix
We now come to the description of the transfer matrix approach. The latter requires first that the knot diagrams be represented in an appropriate way (3.1); next we have to define the space of states on which the matrix acts (3.2); and finally define the transfer matrix itself (3.3). At first we shall concentrate on the usual knot diagrams with selfintersections only; a direct application of the first 3 subsections leads to the enumeration of alternating knot diagrams, but to count actual alternating knots, one has to introduce a refined procedure (addition of tangencies) to which subsection 3.4 is devoted.
Representation of a knot diagram using time slices
A basic ingredient of the transfer matrix approach is the ability to cut the object one is studying into slices, which represent the state of the system at fixed (discrete) time.
If we apply this to knots a complication arises. The naive idea would be to draw the knot diagrams on the plane in such a way that time would correspond to one particular coordinate of the plane, that is to read the knot diagrams "from left to right". Here, this idea does not work directly, and one is led to a slightly more sophisticated notion of slices, which we shall explain using the example of The general idea is to follow the knot as it winds around itself from one "incoming" external leg to the other "outgoing" leg, and write down step by step the crossings and the lines that are crossed. We shall call the edge of the diagram that we are currently following the active line. Of course this is a step-dependent concept since every edge of the diagram will at some point become the active line. The edges of the diagram have been labelled from A to K in the order in which we encounter them. The precise recipe is as follows.
At each step there are two possibilities: 1) The label of the active line does not appear anywhere else in the picture drawn this far. We then proceed to the next crossing and draw it.
2) The active line already appears somewhere. We connect the active line to its other appearance. We then follow this new line until it reemerges as an open line: this will be the new active line. In the case of Fig. 4 , steps 1-5 are of type 1) whereas steps 6-10 are of type 2). In general, steps of type 1) and 2) can appear in any order, except that at any stage the number of type 2) steps performed cannot be greater than the number of type 1) steps. In a more algebraic language, the sequence of 1s and 2s forms a Dyck word [15] .
After step 5, for the first time the active line, which is now the edge F, is already present (AB-FG crossing). When we reconnect the two occurrences of the edge F, we
notice that some open lines are "imprisoned" inside the new arch we have created, and therefore we cannot draw step 6 right after step 5. Instead we must allow lines inside the new arch to continue to evolve (steps 8 and 10), keeping in mind that they cannot have any contact with the lines outside the arch. Using this procedure, to each knot diagram we can associate a "sliced" diagram; and it is easy to show that two "sliced" diagrams are topologically equivalent (in the sense of graphs) if and only if they consist of the same sequence of steps. We shall now show how to generate all knots with such diagrams using a transfer matrix.
Space of states
The vector space on which the transfer matrix acts will be spanned by the intermediate states created in the process described in the previous section. The important point to remember is that at each step, we had to take into account the following information: a) For practical applications, it is important to notice that some configurations should be forbidden. Firstly, we have states that cannot evolve into knots (Fig. 6 a) and b)).
Secondly, there are redundant states that are equivalent to simpler states ( 
Transfer matrix
We now describe the transfer matrix T . Its entries T ab , where a and b are two basis states of the kind defined in the previous section, are 0 unless b is a descendant of a, in which case T ab is the number of ways b can be obtained from a. An allowed state b is a descendant of a if it can be obtained via a transformation of one of the two types shown on Fig. 7 , followed by an arbitrary number of simplifications (Fig. 8 ). Transformation 1) (resp. 2)) increases (resp. decreases) the number of lines by 2. This means that at step p, for any intermediate state, the number of crossings n and the number of lines l (excluding the active line) are related by l = 2(p − 2n). In particular, we claim that the number of knot diagrams with n crossings is given by 0 T 2n 0 , where 0 is the state with the active line only. In this notation, 0 is understood to be assigned the weight one, and 0 acts as a projection operator: 0 0 = 1. Formally we have
1) 2)
In Appendix A we show explicitly the action of T in the case of 1PI diagrams with at most four crossings.
Inclusion of tangencies in the transfer matrix
In order to count knots and not knot diagrams, it was explained in section 2 that one must start with more general objects than standard diagrams: one must count curves with both self-intersections and tangencies which produce a double generating series G(g 1 , g 2 ).
This can be easily included in the transfer matrix as follows.
Firstly, the space of states must be slightly extended to take into account the fact that we have a double generating series. Typically a state must contain the information concerning the number of previous tangencies in the diagram. Therefore the new space of states will be the tensor product of the old space of states and of the space of polynomials in a variable x which can be defined as x = g 2 /g 1 .
Secondly, the transfer matrix itself must be modified to allow for the creation of such tangencies: the new transfer matrixT is of the form
where T is the old transfer matrix defined by the transformations of Fig. 7 , and T ′ is the additional transformation described on Fig. 9 (plus, in each case, an arbitrary number of simplifications of the type of Fig. 8 ).
3a) 3b) Fig. 9 : The transformations that generate tangencies.
We can finally write the following formal expression for G(g 1 , g 2 ):
where it is recalled that x = g 2 /g 1 .
Practical details
Having described the principles underlying the transfer matrix algorithm we now turn to a number of important practical details concerning its implementation. Section 5.1 describes the data structures needed to encode the states and their corresponding weights.
Several remarks on the algorithm will be made in section 5.2, and in section 5.3 we explain a number of different implementations that we have made, in the aim of obtaining a reasonable balance between the time and memory needs of the algorithm.
Data structures
The state space, formulated in terms of left and right arches and the active line, has been described in section 3.2. Ideally, in order to obtain a highly efficient transfer matrix algorithm, one would like to introduce a ranking among the states. By this we mean a bijective mapping from the N different states to the set of integers {1, 2, . . . , N }. With a ranking at hand, the integer representation can be used to label the entries of the transfer matrix, and the arch representation is then used to produce the descendants of a given state, as described in section 3.3. In a previous publication, one of the authors has shown how to obtain this goal in the case of meanders [3] ; however, due to the very complicated interplay between left and right arches we have not been able to make similar progress in the case of knots.
Fortunately a simpler, and almost as efficient, alternative is available. Suppose that to each state i we can assign a unique integer k i ∈ Z Z + , and devise a function f : Z Z + → {0, 1, 2, . . . , P − 1} that distributes the set of k i 's more-or-less uniformly on the set {0, 1, 2, . . . , P − 1}. By inserting the states i into an array of noded lists indexed by f (k i ), we can retrieve a given state k in a time proportional to the mean length of one of the pointer lists, t ∝ N/P . This is a standard technique known as hashing [16] ; the integer k i and the function f are known respectively as the hash key and the hash function.
In the case at hand, a key k i can be defined by representing each arch state as a base-four number. Specifically, we read a configuration of left and right arches from top to bottom, associating the digit 1 (resp. 0) with the opening (resp. closing) of a left arch, and 3 (resp. 2) with the opening (resp. closing) of a right arch. The 1s and the 0s (resp. the 3s and the 2s) thus form two interlaced Dyck words [15] . For the computation at order p crossings there are at most p arches, and the resulting key is at most 4 p ; we also need a few extra bits to specify the position of the active line. The hash function is simply f (k) = k mod P , where P is a large prime which we choose such that N/P ∼ 10.
For each state in the hash table, we store its key and its weight. The weight is an integer, but since the number of knots with p intersections grows exponentially with p the weights of the largest knots considered in this work cause overflow in a standard 32-bit integer arithmetic. Instead of wasting memory storing double-precision integers, we took advantage of modular arithmetic [17] . This means that the largest computations were done modulo various coprime numbers (typically 2 32 and 2 32 − 1), and the full result was retrieved from the Chinese remainder theorem.
Algorithmic details
It is possible to perform a number of reductions on the state space. Although these do not affect the correctness of the algorithm, they are nevertheless important to implement since they reduce the number of intermediate states needed in the transfer process, and thus enables us to go to larger system sizes.
After each of the two transformations shown on Fig. 6 , the resulting arch state can be simplified using the reductions given in Fig. 7 . The idea is to associate each inequivalent "screened" state with a unique configuration of right arches. Reductions 1) and 2) consists in sliding an exterior right arch over an adjacent interior arch, and 3) consists in removing right arches that do not screen any ingoing left line. In the algorithm, these simplifications are performed recursively until no further reduction is possible. The resulting state is then unique.
It may happen that after reduction a state is forbidden in the sense of Fig. 5 a) A final algorithmic detail concerns the possibility of removing tadpole insertions in the knot diagrams. A tadpole is generated if and only if a type 1) transformation is immediately followed by a type 2) transformation in which the active line connects onto an adjacent line (see Fig. 6 ). We can therefore forbid tadpoles if each state encompasses an extra sign signalling whether the previous transformation was of type 1). Superficially this would appear to double the number of states needed, but in fact this is not so, since an important number of states are only produced when tadpoles are allowed. In practice we found that the number of signed states without tadpoles, and the number of states with tadpoles only differ by a few percent. Of course, eliminating tadpoles directly in the algorithm carries no intrinsic interest, since it is a trivial matter to do so afterwards by manipulating the generating functions. However, since the number of tadpole diagrams is, very roughly, found to be the square of the number of diagrams without tadpoles, including tadpoles would mean that we would have to carry out twice as many runs in order to retrieve the full result from the Chinese remainder theorem. For this reason we opted for the algorithm without tadpoles.
Implementations
Even though our transfer matrix method is much more efficient than a direct enumeration of the knot diagrams, it suffers from the drawback that the dimension of the state space, and thus the memory needs, grow exponentially with p. For a fixed size p, the evolution of the memory dynamically allocated by the hash table as a function of the discrete "time" steps is shown in Fig. 10 . Near the beginning the number of states grows exponentially, reaches a maximum after roughly 3p/2 steps, and then decreases exponentially towards the end. For practical reasons we only had about one gigabyte of memory available for our computations, and this turns out to be a more severe limitation for the obtainable system size than the computation time available. We have therefore experimented with several different implementations that limit the memory needs at the expense of using more time.
The most successful of these consist in, roughly speaking, using the transfer matrix approach until the available memory is exhausted. We then switch to a direct enumeration, which is carried out for a fixed number of steps, until the number of states needed by the transfer matrix approach has decreased to a level that again fits into the available memory.
On 
Results
In Table 1 we display the coefficients of the generating functions (G, Σ 1 , Σ 2 ) up to order p = 20. We recall that these functions represent, respectively, the total number of knot diagrams with p crossings and two outgoing strings, and the subsets of 1PI and 2PI
diagrams.
The first 10 terms of G have already been reported by Gusein-Zade and Duzhin [18] , who called the corresponding diagrams 'long curves'. The algorithm used by these authors was however based on direct enumeration, and thus did not enjoy the advantages of the transfer matrix approach. Namely, in the latter, a multitude of diagrams can correspond to the same intermediate state at a given time step, and is therefore counted "simultaneously".
The difference between the two approaches can readily be appreciated by comparing the number of diagrams (Table 1 ) with the number of intermediate states ( Figure 10 ).
In particular, having available more terms of the generating functions enables us to examine the asymptotic behavior of the number of diagrams. Calling a p the coefficients of G(g), as in Eq. (2.1), a first rough estimate yields a p ∼ µ p with µ ≃ 11.4 ± 0.1. This corresponds to a singularity of the function G(g) at g c = 1/µ. However, from the point of view of the underlying field theory it is the subleading corrections to the dominant We now turn to the inclusion of the flype equivalence. As described in Section 3.4 this can be done by enumerating also diagrams with tangencies. A power-counting argument reveals that in order to accomodate the flype equivalence at order p, we need to know the number of diagrams at order p 1 with (roughly) at most (p 2 ) max ≡ ⌊(p − p 1 )/3⌋ tangencies, for all p 1 = 0, 1, . . . , p. These data are shown up to order p = 20 in Table 2 .
The contents of the first column (p 2 = 0) is of course just the coefficients of G, cf. Table 1 In a similar fashion, we can give an explicit formula for the second line: In a future publication [21] we shall show how to generalize our transfer matrix approach to allow for the enumeration of connected knot diagrams with an arbitrary fixed number of components. As a first application, this will allow us to enumerate alternating links, and to extend the generating functions given in [7] by several orders. Another interesting goal that we are currently pursuing is the enumeration of multi-component meander diagrams [3] . There are many other applications related to the possibility of counting planar Feynman diagrams. 
