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логіки 
О. О. Дудник, З. М. Соколовська 
Розроблено модель управління аутсорсинговими IT-проектами. Відмінна осо-
бливість запропонованої моделі полягає у врахуванні специфіки процесів управлін-
ня проектами ІТ-аутсорсингових фірм в умовах невизначеності зовнішнього та 
внутрішнього середовища їх функціонування. Модель базується на Stage-Gate 
фреймворку управління проектами з залученням інструментарію нечіткої логіки. 
Запропонована модифікація механізму нечіткого виводу дозволяє відмовитися від 
збереження проміжних результатів, що зменшує навантаження на базу даних та 
створює можливість використання семантичних мереж. Технологія реалізації 
експертних консультацій продемонстрована на прикладі прийняття рішень сто-
совно оцінки поточного статусу IT-проектів, прийнятих аутсорсинговою компа-
нією для розробки. 
Динамічний характер та циклічність управління портфоліо ІТ-проектів пе-
редбачає постійний моніторинг результатів його реалізації з, відповідно, регуля-
рним переформуванням портфеля. Модель було розроблено з метою підвищення 
ефективності підпроцессу розробки програмного забезпечення та мінімізації не-
гативних наслідків фінансової залежності від замовника. 
Прикладне програмне забезпечення для ЕОМ, розроблене на основі моделі уп-
равління аутсорсинговими IT-проектами та модифікації механізму нечіткого ви-
воду, знайшло практичне застосування та впроваджено в розрахунковій практиці 
аутсорсингової IT-компанії HYS Enterprise B. V. Апробація програмної оболонки в 
ході розв’язання задач, притаманним конкретним стадіям управління ІТ-
проектами, довела позитивні результати.  
Запропоновані структура та склад нечіткої бази знань експертної оболонки 
є достатньо типовими з погляду проблем ІТ-аутсорсингу. Розроблену модель до-
цільно використовувати в аутсорсингових ІТ-компаніях в процесі управління 
портфоліо проектів. 
Ключові слова: ІТ-аутсорсинг, управління проектами, нечітка логіка, меха-
нізм виводу, семантична мережа, експертна система. 
1. Вступ
Існує велика кількість аутсорсингових ІТ-компаній, відповідальних за одно-
часну розробку низки проектів у рамках портфоліо проектів. Процес управління 
портфелем проектів дозволяє організаціям запускати паралельно кілька пов'язаних 






ролю, швидше за все, не зможе досягти бажаного результату. Щоб уникнути цієї 
проблеми використовуються сучасні технології та методи для спрощення і вдос-
коналення процесу управління. Однак величезна кількість методів управління ли-
ше змінює спосіб прийняття рішень і не спрощує процес їх прийняття. Хоча уп-
равління проектами зібрало величезну кількість знань і розробило низку методо-
логій, що пропонують численні інструментальні засоби, необхідність управління 
все більшою кількістю різноманітних проектів створює значні труднощі для ІТ-
компаній. За специфікою діяльності ІТ-фірм ці труднощі можуть різко відрізняти-
ся від загальних проблем у галузі управління проектами. Також треба мати на ува-
зі, що керівники проектів часто змушені контролювати хід проекту в умовах, що 
постійно змінюються. Ось чому дослідники процесу управління проектами, перш 
за все, намагаються узагальнити процеси, присутні в кожному проекті. Більшість 
методологій розрізняють такі «потрійні обмеження» [1]: ефективність, графік та 
бюджет. Але ІТ-проекти не підпадають під обмеження так само, як проекти, що 
випускають фізичну продукцію, наприклад, будівельні проекти. Програмне забез-
печення все ще регулюється реальними обмеженнями, хоча вони, як правило, 
більш абстрактні. Тому їх важко зрозуміти й обговорити. Однак і замовник, і під-
рядник, часто забувають або просто не розуміють обмежень ІТ, що призводить до 
нереальних очікувань та надміру амбітних проектів [2]. Це пояснюється, принай-
мні частково, враженням, що програмне забезпечення в основному є необмеженим 
і тому має необмежений потенціал.  
Також ситуацію не покращує те, що традиційні моделі та методи управління 
проектами не визнають реальності сучасних компаній і невірно трактують пріори-
тети на робочому місці, а також не впливають на потенційні вигоди. Процес уп-
равління портфелем проектів врівноважує основні обмеження портфеля та забез-
печує інструмент для прийняття рішень протягом усього циклу виконання порт-
феля на основі показників ефективності. Це дозволяє менеджерам портфоліо про-
ектів контролювати та управляти повним обсягом роботи та спектром дій, необ-
хідних для запуску різної кількості проектів, дотримуючись бюджету, графіку та 
специфікацій кожного проекту.  
Визначальні характеристики проектного портфеля об’єднуються для створення 
робочого середовища, в якому фінансові та соціальні показники настільки високі, що 
зрозуміло бажання передбачити та проаналізувати майбутні наслідки досягнення 
конкретної мети. Література, що стосується цього питання, суттєво збігається з дум-
кою, що мова йде про ризик та невизначеність [3, 4]. Таким чином, особам, що прий-
мають рішення, потрібно приділяти пильну увагу методам та моделям, які призначе-
ні для виявлення, оцінки та управління ризиками та невизначеностями. Основна про-
блема полягає у визначенні математичного апарату, необхідного для вибору моделей 
і методів, необхідних для прогнозування та вирішення проблем управління портфе-
лем проектів. Слід мати на увазі, що рішення про структуру портфеля базується на 
попередній оцінці даних та врахуванні специфіки його реалізації в умовах невизна-







складність фінансових ринків робить стохастичний підхід менш доречним. Тому ак-
туальним є пошук інших підходів до вирішення проблем невизначеності інформації в 
процесі управління портфелем проектів. Можливим інструментом для розв’язання 
поставленого завдання є експертні системи з нечіткою логікою. Тобто використання 
нечітких чисел і нечітких множин для опису невизначених явищ та застосування не-
чіткої логіки в ході обробки даних. Комплексним підходом, що використовує нечіткі 
логічні системи для управління портфелем, буде процес управління, повністю засно-
ваний на нечітких підфазах: 
1. Нечіткі початкові дані. Приведення даних портфоліо та середовища до ста-
ну, прийнятного для нечітких логічних систем. 
2. Нечітка обробка інформації. Використовує нечітку логіку та нечітку мате-
матику.  
3. Перетворення нечіткої інформації. Крок для приведення інформації в при-
датну для використання форму, що призведе до прийняття рішень та управлінсь-
ких дій стосовно проектного портфелю. 
Враховуючи зазначене, залучення теорії нечітких множин для використання в 
експертних системах є актуальним напрямком подальших досліджень в області 
управління аутсорсинговими IT-проектами. 
 
2. Аналіз літературних даних та постановка проблеми 
В роботі [5] в якості інструментарію пропонується модифікація адаптивної 
нейронно-нечіткої системи виводу ANFIS. Пропозиція заслуговує окремої уваги 
завдяки введенню на ранніх етапах моделі додаткового елементу управління, ба-
зованого на нечіткій логіці. Введення нечіткої логіки на ранніх етапах обчислення 
дозволило покращити точність вхідних даних для наступних етапів. До недоліків 
зазначеної модифікації можна віднести неможливість змінювати рівень деталізації 
вхідних даних без зміни базового набору правил. 
В роботі [6] представлена розроблена модель, яка завдяки нечіткій логіці мо-
же нивілювати нечіткість вхідної інформації стосовно окремих проектів. До недо-
ліків зазначеної моделі можна віднести неповноту бази фактів підтримки прийнят-
тя проектних рішень. 
В роботі [7] розглянуто проблему оптимізації портфоліо. Весь процес розпо-
діляється на три етапи: аналіз портфоліо проектів, прогнозування ринкових сцена-
ріїв та ребалансування портфоліо. На останньому етапі на основі інформації з ета-
пу прогнозування поведінки ринку, використовуються нечіткі множини другого 
типу для пошуку оптимального варіанту ребалансування портфоліо. До недоліків 
зазначеного рішення можна віднести нетиповість цього рішення та фокусування 
на процесі ребалансування портфоліо. 
В роботі [8] знайшла нетрадиційне розв’язання проблема оцінки ризику ви-
конання проектів. Авторами запропонована метрика оцінки ризику на основі нечі-






пропонувати обгрунтовану диверсифікацію проектних рішень. Недоліком зазна-
ченого результату також є нетиповість та фокусування на процесі оцінки ризиків. 
В роботі [9] об’єктом дослідження стали бюджетні інвестиції. Проблема пов'-
язана з їх оптимізацією в умовах невизначеності толерантності менеджерів до ри-
зику. Для того, щоб відобразити динаміку прийняття рішень, викликану неодно-
значною толерантністю до ризику, авторами розроблена двоступенева адаптивна 
оптимізаційна модель. Розподіл бюджету є результатом першого етапу, який про-
водиться до знаходження фактичного рівня толерантності для кожного менеджера. 
Вибір проектів, який здійснює менеджер, є результатом другого етапу, що адапту-
ється до толерантності ризику менеджера. Вводиться концепція нейтрального без-
ризикового бюджетного порогу, що моделюється завдяки нечіткій логіці. На цій 
основі побудована неоднозначна крива толерантності до ризику, яка реально може 
зафіксувати ставлення менеджерів до ризиків. Недоліком зазначеного результату 
також є фокусування на процесі оцінки ризиків. 
В роботі [10] пропонується нечітка методологія в ході оцінки часу та вартості 
проекту для зменшення впливу невизначеності на отримані результати. В роботі 
техніка оцінювання та аналізу проектів (Project Evaluation and Review Technique) 
поєднується з нечіткою логікою та експертною оцінкою для того, щоб зменшити 
вплив існуючої невизначеності на результати. Згідно з цим оцінка часу та вартості 
проекту є більш доречними, ніж класичний PERT. Недоліком зазначеної методо-
логії є те, що набори даних для оцінок можуть містити незвичайні або аномальні 
спостереження. Це у свою чергу знижує загальну точність методології. 
В роботі [11] представлена розроблена модель компромісу між витратами та 
часом за допомогою генетичного алгоритму та теорії нечітких множин в умовах 
невизначеності. Нечіткі множини використовуються для моделювання невизначе-
ностей, а генетичний алгоритм − для отримання мінімальних витрат та тривалості 
проекту. Таким чином, шляхом встановлення нечіткої моделі оптимізації витрат за 
часом, отримуються оптимальні результати за витратами часу відповідно до різ-
них рівнів ризику, визначених особами, що приймають рішення. Недоліком зазна-
ченої моделі є фокусування на оцінці витрат та часу, що відповідає незначній час-
тині життєвого циклу розробки програмного продукту. 
В роботі [12] представлена нечітка система оцінки людських ресурсів для уп-
равління проектами в основних сферах, де професійні послуги є доцільними для ус-
піху проекту. Ця модель визначає рівень досвіду роботи, основні компетенції, вплив 
та обсяг знань. Також на основі запропонованої нечіткої системи було розроблено 
алгоритм вибору окремих членів команди управління проектами. До недоліків зазна-
ченої системи можна віднести неможливість змінювати базовий набів правил. 
Використання представлених здобутків в процесі управління проектами до-
вело позитивні результати. Але залишилися невирішеними питання, пов'язані з 
неповнотою й недостовірністю бази фактів підтримки прийняття проектних рі-
шень, а також з наявністю великої кількості інтуїтивних процедур управління. Ва-







[13]. Хоча цей прийом прогнозування в окремих випадках може бути достатньо 
ефективним, він також страждає від проблем суб'єктивності, неповторності, непо-
слідовності та вразливості до втрати знань, якщо менеджери-носії знань покинуть 
організацію. Також нерідко буває, що набори даних управління програмним за-
безпеченням містять незвичайні або аномальні спостереження, таким чином зни-
жуючи загальну точність будь-якої моделі, отриманої з цих даних емпірично [14]. 
Ще однією проблемою є неможливість змінювати рівень деталізації на входах і 
виходах системи без зміни базового набору правил [15]. 
Все це дозволяє стверджувати, що доцільним є проведення дослідження, при-
свяченого пошуку рішення щодо збалансованого способу інтеграції експертного 
та формального моделювання з використанням нечіткої логіки. Також доцільним є 
проведення дослідження щодо використання більш формалізованих методів моде-
лювання, які обмежують врахування суб'єктивних знань. 
 
3. Мета та задачі дослідження 
Метою дослідження є розробка методики управління процесом виконання 
проектів в аутсорсингових IT-компаніях з використанням математичного апарату 
нечіткої логіки. 
Для досягнення цієї мети було поставлено наступні завдання: 
– провести розробку моделі управління IT-проектами з урахуванням особли-
востей управління проектами в аутсорсингових IT-компаніях та з використанням 
нечіткої логіки; 
– провести розробку архітектури нечіткої експертної системи, яка б з ефекти-
вністю пристосовувалась до потреб та проблем управління аутсорсинговими IT-
проектами; 
– провести апробацію розробленої нечіткої моделі управління аутсорсинго-
вими IT-проектами на прикладі задачі оцінки статусу набору IT-проектів. 
 
4. Розробка моделі управління аутсорсинговими IT-проектами з викори-
станням нечіткої логіки 
Розробку моделі управління ІТ-проектами пропонується здійснювати на базі 
Stage-Gate фреймворку, як найбільш придатного для адаптації і використання згі-
дно зі специфікою ІТ-аутсорсингу. Класичний Stage-Gate фреймворк інтегрується 
з Agile методологією, а у загальний контур процесу управління проектами вбудо-
вується нечітка система прийняття рішень при переході між етапами фреймворку. 
Stage-Gate фреймворк − це як концептуальна, так і операційна модель для су-
проводження нового продукту від ідеї до запуску [16]. Це принцип управління 
процесом розробки нових продуктів, спрямованих на підвищення загальної ефек-
тивності та досягнення стратегічних цілей компанії. Stage-Gate фреймворк не є 
програмним продуктом, але його концептуальна простота та відкритість не ста-
вить перешкоди при створенні конкретної програмної реалізації. Зі сторони вигля-






фреймворку не тільки в розподілі. Між кожним етапом додатково вводиться гра-
ниця для прийняття рішень при переході між етапами, що якісно відрізняє процес 
формальною наявністю точки прийняття рішень. Також додатковим позитивним 
ефектом у виділенні границі є можливість винести обчислення безпосередньо з 
етапу на границю. Більш чіткий розподіл дозволяє кожному окремому етапу сфо-
кусуватися на зборі інформації та делегувати її обробку границі. 
Stage-Gate фреймворк може використовуватися в якості моделі управління 
процесом розробки проектів. Узагальнена структура Stage-Gate фреймворку пред-




Рис. 1. Загальна структура Stage-Gate фреймворку 
 
Фреймворк поділяє процес на заздалегідь визначений набір етапів (склада-
ються з групи прописаних, пов'язаних і часто паралельних заходів) з чітко означе-
ною границею, як точкою переходу з етапу на етап. Можна сказати, що границі у 
деякій мірі керують процесом. Кожна границя характеризується набором резуль-
татів попереднього етапу та набором критеріїв переходу на наступний етап. Вхідні 
дані є результатами, які лідер проекту доставляє на границю. Критерії переходу − 
пункти, на яких буде оцінюватися успішність попереднього етапу проекту. Базую-
чись на цих критеріях, приймається рішення щодо переходу на наступний проект, 
завершення проекту, відстрочці проекту або його переробці на користь інших про-
ектів. Базова структура фреймворку сприяє усуненню частини обмежень, які на-
кладаються на процес управління. А ті обмеження, які усунути не вдається одразу, 
ліквідуються за рахунок можливості адаптувати фреймворк під власні потреби, у 
тому числі і під потреби управління IT-проектами. Це дозволяє усунути проблеми, 
які було розглянуто раніше. 

















Одна з проблем полягає в тому, що спочатку цей фреймворк розроблявся для 
процесів виготовлення обладнання та споживчих продуктів, не маючих відношень 
до процесу розробки IT-проектів. Хоча основна структура таких процесів залиша-
ється корисною, її необхідно адаптовувати до специфіки процесів розробки IT-
проектів, щоб вона працювала з такою же ефективністю, як і при розробці інших 
видів продуктів. Наступна проблема, одна з найбільших, полягає в тому, що процес 
програмної розробки найчастіше представляється у вигляді одного етапу. Звичайно 
в більш нових версіях фреймворк, робляться обмовки, щодо можливості повертати-
ся до деяких попередніх етапів у фреймворці, але це не враховую циклічність цього 
процесу в повній мірі. Операції, які виконуються в процесі програмної розробки, 
займають від 75 % до 90 % часу від загального об'єму робочих процесів. Було би 
доцільніше враховувати циклічність цього процесу, або мати декілька проміжних 
точок на цьому етапі, що дозволить приймати рішення та проводити переоцінку ча-
стіше. Інша стандартна проблема: етапи аналізу вимог і планування часто об'єдну-
ються в один етап. Фактично це означає, що розподілення календарного плану сто-
совно ранніх етапів проекту лежить у проміжку від 15 % до 35 % календарного часу 
проекту. Учасникам проекту, не пов'язаним з технічною стороною, часто доводить-
ся пояснювати, які операції по розробці програмного забезпечення повинні бути за-
вершені для отримання осмисленого уявлення про проект перед переходом на етап 
програмної розробки. Достатньо широкий діапазон розподілу календарного часу 
перед цим обумовлює велику вірогідність переходу до етапу програмної розробки 
без усієї необхідної інформації, або раніше зазначеного терміну [17]. 
Таким чином, в ході пристосування Stage-Gate фреймворку до процесу розро-
бки програмного забезпечення виникає низка проблем, що були менш помітними 
за умов використання послідовних етапів розробки програмного забезпечення. 
Але прихід набору гнучких методологій розробки програмного забезпечення звів 
до мінімуму практики застосування послідовних етапів розробки. Це, у свою чер-
гу, призвело до ускладнення процесу адаптації Stage-Gate фреймворку до сучас-
них agile процесів розробки програмного забезпечення. 
Agile процеси розробки програмного забезпечення − це ітеративна розробка, 
де вимоги змінюються відповідно до потреб замовника. Це допомагає в адаптив-
ному плануванні та ітеративному розвитку. Agile процес відповідає життєвому 
циклу розробки програмного забезпечення, який включає збір вимог, аналіз, прое-
ктування, розробку, тестування, впровадження частково реалізованого програмно-
го забезпечення з очікуванням зворотного зв’язку з замовником [18]. Agile процес 
в цілому схожий зі Stage-Gate фреймворком, за виключенням чітко виражених 
брам, на яких приймаються рішення щодо продовження проекту. Agile процес ви-
магає менше планування і розділяє задачі на невеликі підзадачі. Цей процес від 
початку було призначено для короткотермінових проектів з урахуванням специфі-
ки командної роботи, яка відповідає життєвому циклу розробки програмного за-
безпечення. Але з часом почали розвиватися наслідні методології, які розширю-






равління процесами створення програмного забезпечення зменшує ризики, пов'я-
зані з пізнішими етапами розробки програмних продуктів, такими як впроваджен-
ня на ринок та тестування на стороні замовника. Досягається це за рахунок того, 
що це процес, в якому можна вносити зміни динамічно відповідно до задоволено-
сті та потреб замовника. Загальні риси в agile методологіях: 
– адаптивність до мінливого середовища. З меншими циклами планування 
легко прийняти зміни в будь-який період існування проекту. Завжди є можливість 
удосконалити та переосмислити товарний запас продукту, дозволяючи командам 
впроваджувати зміни до проекту в рамках однієї або декількох ітерацій; 
– кінцева мета може бути невідома. Agile дуже корисний для проектів, де кін-
цева мета чітко не визначена. По мірі прогресу проекту цілі стають більш чіткими 
і розвиток може легко адаптуватися до пов'язаних з цим змін; 
– швидкість і якість. Розбиття проекту на ітерації дозволяє команді зосередитись 
на високоякісній розробці та тестуванні. Проведення тестування під час кожної іте-
рації означає, що помилки ідентифікуються та ліквідуються раніше, що призводить 
до більш швидкого впровадження високоякісного програмного забезпечення; 
– інтегрованість з замовником. У замовників є багато можливостей побачити 
прогрес роботи та реально вплинути на кінцевий продукт. Вони можуть здобути 
почуття власності, працюючи так тісно з командою проекту. Також Agile проекти 
заохочують відгуки користувачів та членів команди протягом усього проекту, то-
му засвоєння уроку використовується для покращення майбутніх ітерацій. 
Основна причина відмінностей Agile та Stage-Gate методологій полягає у різних 
цілях. Stage-Gate − це всеосяжна методологія запуску нових проектів через макроп-
ланування, а agile − методологія управління процесом розробки проектів через мік-
ропланування [19]. Детальне порівняння двох методологій наведено у табл. 1. 
Stage-Gate є багатофункціональним, тобто залучає людей, які займаються ма-
ркетингом та технічний персонал, і має кілька етапів, що охоплюють весь процес 
від відкриття ідеї нового продукту до запуску цього продукту. Рішення в Stage-
Gate методології відповідають моделі інвестиційних рішень. Рішення про перехід 
через брами впливає на перерозподіл ресурсів на проекти в міру проявлення їх по-
тенціалу. Таким чином, Stage-Gate дає вказівки щодо того, які проекти потрібно 
розробляти, а потім − що робити в рамках кожного проекту. З іншого боку, agile 
методологія розроблена спеціально для того, щоб допомогти розробникам продук-
тів швидко створювати робоче програмне забезпечення з постійною валідацією від 
замовника. Після того, як проект розробки був затверджений і його початкові ви-
моги були накреслені, Agile акцентує увагу на процесі програмної розробки. Кож-
на ітерація процесу програмної розробки може не виробляти достатньо функціо-
нальних можливостей, щоб гарантувати випуск на ринок, але початкова мета − 
мати продукт, який потенційно готовий до випуску у кінці кожної ітерації. 
Таким чином, перша відмінність Agile полягає у тому, що методологія вико-
ристовується в основному під час етапів розробки та тестування проекту. Тобто 







фреймворку. Останній, в основному, використовують технічні фахівці, які факти-
чно займаються розробкою програмного забезпечення.  
 
Таблиця 1 




Тип Макропланування Мікропланування, управління проектами 
Обсяг Від ідеї до запуску 
Розробка та тестування, може бути роз-




манда (R&D, маркетинг, 
продаж, операції) 
Технічна команда (розробники програм-
ного забезпечення, інженери) 
Модель 
рішення 
Інвестиційна: у критичних 
рішеннях задіяна вища 
група управління 
Тактична: рішення щодо дій відносно на-
ступного спринту в значній мірі прийма-
ються самокерованою командою 
 
Друга концептуальна відмінність між двома методологіями полягає у різній 
точці зору щодо основних змінних в управлінні проектами: обсягу роботи, бюдже-
ту та тривалості виконання. У Stage-Gate фреймворці обсяг робіт фіксований, а 
бюджет і час − гнучкі. Але в Agile методології за кожним спринтом фіксуються 
тривалість виконання і бюджет, а обсяг роботи може змінюватися. 
Крім цього, треба враховувати, що у розробки аутсорсингових IT-проектів є 
свої особливості. Загальні етапи аутсорс IT-проектів є наступними: 
1. Пошук проекту. Ще до початку процесу програмної розробки перед аутсо-
рсинговою компанією стоїть задача пошуку проекту для розробки. Ця задача є ба-
гатофакторною, адже може включати пошук замовника, оцінку ризиків роботи з 
конкретним існуючим або потенційним замовником та багато інших факторів. Та-
кож вона може включати обговорення щодо термінів, технологій та необхідних 
фінансових й людських ресурсів. 
2. Попередній технічний аналіз проекту. Після остаточного закріплення від-
носин між аутсорсинговою компанію і замовником комерційним договором, на-
стає етап аналізу вимог до проекту. На відміну від продуктових компаній, аутсор-
сингові компанії позбавлені необхідності будувати бізнес-кейс та маркетингові 
стратегії щодо проекту. Це робить процес аналізу технічним. На цьому етапі вже 
точно обговорені терміни розробки та необхідні для цього ресурси. Основною 
ціллю цього етапу є розробка попереднього плану процесу програмної розробки та 






3. Agile спринти програмної розробки. Цей етап є ітераційним та включає ос-
новні процеси, що стосуються програмної розробки. Сучасні agile методології уп-
равління IT-проектами можуть досить сильно відрізнятися між собою стосовно 
процесів, які в них реалізуються. Однак майже з них усіх можна виділити основ-
ний скелет процесів: переоцінка та аналіз спринту, планування спринту, програм-
на розробка функціональності, тестування функціональності. 
4. Підтримка проекту. Цей етап є опціональним, адже за контрактною домов-
леністю з замовником його може і не передбачатися. Якщо його передбачено, то 
терміни виконання можуть досить суттєво розпливатися у часі. Це може бути під-
тримка, пов'язана з первинним запуском продукту або підтримка з завчасно спла-
нованими тривалими термінами. 
5. Ретроспективний аналіз проекту. З метою подальшого покращення процесу 
розробки та розподілення ресурсів між проектами здійснюється етап аналізу прое-
кту після його завершення. На основі інформації з попередніх двох етапів та істо-
ричних даних (при наявності) формується інформація щодо виконання поточного 
проекту з метою оновлення історичних даних. 
Сумуючи попередню інформацію було розроблено модифікацію Stage-Gate 
фреймворку, яка комбінує класичний State-Gate фреймворк з урахуванням особли-
востей управління аутсорсинговими IT-проектами – рис. 2. 
З рис. 2 бачимо, що у способі розстановки брам між етапами є одна суттєва 
особливість. Деякі з брам не є односпрямованими. Наприклад, брама після проце-
су пошуку проекту є односпрямованою, адже сам процес пошуку проекту не є іте-
раційним. З іншого боку, брама перед процесом agile спринту є двосторонньою, 
адже після кожного спринту проходить процес оцінки результатів на цій же брамі.  
Також має сенс розглянути можливість використання нечіткої логіки в Stage-
Gate фреймворку. Розробці IT-проектів притаманні відсутність та нечіткість інфо-
рмації, а також відсутність повної картини щодо фінального результату. Досить 
часто результат уточняється при переході з одного етапу на інший і таким чином 
кожен наступний етап працює з більш точною інформацією. У зв'язку з цим одні-
єю з модифікацій Stage-Gate фреймворку, яка демонструється у даній роботі, є по-
будування нечіткої системи для прийняття рішень на кожній границі (рис. 3). 
Це надає переваги у порівнянні з класичним Stage-Gate фреймворком: 
1. Cтворює можливість описувати правила прийняття рішень та правила пе-
реходу з етапу на етап у лексичному форматі; 
2. Зменшує необхідність у великій кількості точних числових даних у перева-
гу лексичних даних. 
На базі нечітко-логічного підходу розроблено загальну структуру модифікації 























































Рис. 4. Схема модифікації Agile Stage-Gate фреймворку, враховуюча особливості 















































Особливістю модифікації є використання систем нечіткої логіки при переході 
від брам до наступних етапів. Також в деяких випадках є необхідність ітеративно-
го застосування системи нечіткої логіки в залежності від ітеративного характеру 
самого етапу. Зазначені результати не тільки обґрунтовують потребу та актуаль-
ність використання нечіткої логіки у процесі управління аутсорс IT-проектами, 
але і демонструють переваги даного підходу. 
 
5. Розробка архітектури нечіткої експертної системи, пристосованої до 
управління аутсорсинговими IT-проектами 
Архітектура типової оболонки нечіткої експертної системи, зазвичай, містить 
наступні компоненти: база знань, початкові дані, ядро нечіткого виводу, інтерфейс 
для роботи з оболонкою. Найважливішими компонентами, які має сенс дослідити, 
є база знань та ядро нечіткого виводу. 
Запропонована структура бази знань містить дві складові: база нечітких пра-
вил та база лінгвістичних змінних, які використовуються у базі правил. 
Інтелектуальний процес людини надто складний, щоб його можна було пред-
ставити як детермінований алгоритм. Однак більшість фахівців здатні формувати 
свої знання у формі правил, використовуючи які виникає можливість вирішувати 
проблеми предметної області. 
Правило можна визначити як структуру ЯКЩО-ТО (IF-THEN), яка пов'язує 
інформацію або факти в частині IF з деякими діями, або інформацією в THEN час-
тині. Правила відносно легко створити і зрозуміти. В термінології експертних сис-
тем ЯКЩО-ТО структури це – продукційні правила, на основі яких створюються 
бази знань з механізмами прямого/зворотного виводу. Це дозволяє знаходити рі-
шення доменних задач, зменшуючи загальну кількість обчислень.  
Таким чином, базу нечітких правил можна скласти з необмеженої кількості 
правил виду:  
 
IF (X=A) THEN (Y=C),  
 
де X, Y − лінгвістичні змінні, які задаються у базі лінгвістичних змінних;  
A, C − нечіткий лінгвістичний еквівалент деякого чіткого значення, пов'язано-
го з відповідною лінгвістичною змінною. 
База лінгвістичних змінних складається з необмеженої кількості змінних виду:  
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де X − лінгвістична змінна;  
Initial/Derivative − лінгвістична змінна, значення якої буде взято, напри-







A:Trapezoidal:(A1, A2, A3, A4) та B:Trapezoidal:(B1, B2, B3, B4) − функції на-
лежності до нечіткого набору;  
A, B − набір значень для лінгвістичної змінної X;  
Trapezoidal − трапецеїдальний тип функції належності, який використовуєть-
ся для опису значень лінгвістичної змінної;  
(A1, A2, A3, A4), (B1, B2, B3, B4) − чіткі значення, які лежать за нечіткими 
значеннями A та B відповідно. 
У такої структури бази знань є кілька дуже важливих особливостей. 
По-перше, це можливість її розширення та перевикористання. База знань мо-
же розширюватися новими знаннями при переході від спеціаліста до спеціаліста.  
По-друге, це потенційна можливість комбінувати базу знань та базу даних з 
метою спрощення створення бази знань на основі шаблонів продукційних правил 
та лінгвістичних змінних. У такому разі з'явиться можливість замість структур 
продукційних правил та лінгвістичних змінних, описаних раніше, використовува-
ти схожі за структурою шаблони, що дозволить значно прискорити процес ство-
рення типового наповнення бази знань. 
В основі типової програмної оболонки для роботи з нечіткими даними лежить 
ядро виводу. Опишемо принципи його роботи. На рис. 5 продемонстровано прик-
лад класичного механізму продукційного виводу. Основні його складові є база да-
них з чіткою інформацією, база фактів для збереження проміжних результатів та 
























Недоліком класичного механізму виводу є постійна потреба в доступі до бази 
даних з метою отримання необхідної інформації для обчислення і підтримки бази 
фактів в поточному стані. Недолік отримання інформації для обчислень досить іс-
тотний, але використання нечітких продукційних правил у порівнянні з класични-
ми має позбутися цього дефекту. 
Другий недолік не настільки важливий, але він змушує замислитися про 
структуру і способи підтримки бази фактів. База фактів фізично може бути части-
ною бази знань, що є нелогічним або частиною бази даних, що збільшує наванта-
ження на базу даних. Проблема ускладнення опису продукційних правил зменшу-
ється зі збільшенням кількості правил, з яких формується база знань. Це досяга-
ється за рахунок того, що при збільшенні бази знань більш детальний її опис до-
зволяє користувачеві зрозуміти і працювати з нею досить швидко. 
Однак зі збільшенням бази знань, тобто кількості правил у базі знань, вини-
кають інші проблеми. Ці проблеми випливають з процесу роботи з цією базою 
знань, а саме з класичного алгоритму прямого виводу. 
Можна позбутися обох недоліків, переглянувши спосіб роботи з базою знань 
та шляхи її підтримання. Замість використання чітких продукційних правил мож-
на використовувати описану раніше комбінацію нечітких продукційних правил та 
спрощених лінгвістичних змінних. Така структура бази знань дозволяє позбутися 
бази проміжних фактів, яка була тісно пов'язана з необхідністю зберігати проміж-
ну інформацію з ціллю постійного доступу до бази даних (рис. 6). Це, у свою чер-
гу, дозволяє використовувати семантичну мережу, яка реалізує доступ до бази да-
них один раз для отримання початкових даних. 
Тепер розглянемо, яким чином можливо використати семантичну мережу для 
нечіткого виводу. Семантичні мережі були розроблені з метою представлення знань 
інтелектуальної системи, що використовує природну мову. Для задачі нечіткого ви-
воду було прийнято рішення використовувати систему обробки семантичної мережі 
(SNePS) [20]. Ця система є позначеним спрямованим графом, в якому вузли предста-
вляють поняття, а дуги являють собою бінарні відносини між поняттями. Пропози-
ційні графіки з сімейства SNePS є графами, в яких кожен унікальний вираз з бази 
знань представлений вузлом у графі. Продукційне правило може бути представлено 
у графі через вузли самого правила, формули вхідного та вихідного аргументів, а та-
кож дуг, які переходять від вузлів правила до вузлів аргументів. Також дуги позна-
чають ролі, які аргумент відіграє в правилі, пояснюючи зв'язок. Варто не забувати 
про зв'язок правил між собою через включення лінгвістичних змінних з правої чи лі-
вої частини одного правила у праву чи ліву частину іншого. У разі, коли ліва частина 
одного правила зустрічається у правій частині другого, друге правило називається 
попередником. У протилежному випадку − послідовником. Розглянемо наступний 
приклад та семантичну мережу для цього набору (рис. 7): 
R1: IF (A1) THEN (B1). 
R2: IF (A2 AND A3) THEN (B2). 








Рис. 6. Модифікований механізм продукційного виводу 
 
Правило R1 є правилом еквівалентності, що означає наступне: якщо поперед-
ник має значення TRUE, то послідовник також приймає значення TRUE. Правила 
R2 і R3 представляють собою i-infer, що означає: кожен попередник повинен бути 

















































Графи виводу були запропоновані і розроблені Шлегелем і Шапіро [21] як ро-
зширення пропозиційних графів. Граф виводу є графом міркувань, що здатний до 
зворотного, прямого і двоспрямованого виводу. Він може підтримувати паралель-
ну обробку для міркування з використанням продукційної логіки. Графи виводу 
модифікують пропозиційні графи, додаючи канали між вузлами уздовж можливих 
шляхів виводу. Канали несуть пріоритетні повідомлення для передачі нової інфо-
рмації від одного вузла до іншого. Пріоритети повідомлень впливають на порядок 
виконання завдань для того, щоб спочатку виконувалися повідомлення, ближче до 
створення відповіді, і невідповідні завдання виводу були скасовані. Вузол правила 
здатний виконувати операції виводу, використовуючи набір правил, відомих як 
"Інформація про використання правил" (RUI) [22]. Коли повідомлення надходить 
до вузла правила, воно перетворюється на RUI. RUI містять інформацію про те, 
які попередники є істинними або помилковими (TRUE або FALSE), а також набір, 
який пояснює, як ці значення були виведені. Коли створюється нова RUI, вона по-
єднується з набором вже існуючих. Отримана комбінація використовується для 
визначення, чи можна застосовувати правила виводу вузла правила ще раз. Всі 
RUI, створені на вузлу, кешуються. Це запобігає повторному виведенню і скоро-
ченню циклів потоку повідомлень в графі, ігноруючи вже отримані RUI в кеші. 
Для нечіткого виводу використовується лише прямий вивід в системі. Тому 
структура графів виводу, запропонована Шлегелем і Шапіром, може бути значно 
спрощена: 
1. Потрібні лише два типи повідомлень: i-infer і u-infer. Повідомлення i-infer 
походять з нових вузлів, які були отримані як TRUE або FALSE. Після цього вони 
надсилаються до вузлів правил, в яких поточний вузол є попередником. Повідом-
лення u-infer виникають у вузлах правил, які тільки отримали всю необхідну інфо-
рмацію про своїх попередників. Вони повідомляють цільовому вузлу його новий 
статус. 
2. Немає необхідності в паралельних міркуваннях, тому зникає необхідність в 
пріоритетах для повідомлень. 
3. Замість RUI є можливість використовувати простий статус правила, який 
оновлюється при надходженні нового повідомлення. Статус містить результат пі-
драхунку статусів всіх попередників цього правила. 
Рис. 8 представляє граф (рис. 7) з відповідними каналами. 
Канали дозволяють попередникам повідомляти вузли правила, коли він був 
розрахований, а також дозволяють вузлам правил повідомляти про те, що вони бу-
ли обчислені. При такому варіанті використання семантичної мережі реверсується 
залежність від початкових даних у базі даних. Ядру механізму виводу, тобто се-
мантичній мережі, більше немає необхідності постійно робити запити за даними. 
Залишається тільки розраховувати вже на наявні початкові дані та потенційну мо-
жливість їх розширення ззовні в процесі виводу. 
Таким чином, це призводить до якісного прискорення процесу нечіткого про-






нечіткого виводу оболонки залишають можливість для роботи з базами знань при-
кладних областей, в яких є необхідність у спрощенні та прискоренні процесу 
прийняття рішень. До таких областей можна віднести проектний менеджмент IT-
компаній різного типу (аутсорсингових, продуктових, з розробки інтегрованих ІТ-
рішень); проектний менеджмент компаній поза межами IT сектору; менеджмент, 
пов’язаний з управлінням матеріальними та нематеріальними ресурсами незалеж-




Рис. 8. Семантична мережа для набору правил з каналами 
 
На ринку існують інструменти нечіткого виводу, наприклад, Matlab Fuzzy 
Logic Toolbox [23]. Пакет дозволяє описувати базу знань у лексичному форматі та 
може бути залучений для моделювання процесу управління проектами в рамках 
аутсорсингових IT-компаній, використовуючи розроблену модель управління. Але 
суттєвим недоліком є статус платформи, як інструменту моделювання. Це унемо-
жливлює змінення алгоритму нечіткого виводу, дозволяючи тільки заповнення ба-
зи знань та спостереження за кінцевими результатами. На відміну від цього запро-
понована нечітка оболонка, побудована на модифікації архітектури системи нечіт-
кого виводу та алгоритмі нечіткого виводу з використанням SnePS графів. Це ро-
бить її типовою та достатньо гнучкою для розв’язання різноманітних завдань. 
 
6. Апробація нечіткої моделі управління IT-проектами: задача оцінки 
статусу проекту 
Впровадження типової оболонки для вирішення проблем управління проектами 
































щодо процесу виконання проектів та відповідні економічні показники було сформо-
вано на основі історичних даних, які залишилися після завершення проектів.  
Для демонстрації процесу виводу з використанням нечітких продукційних 
правил було обрано завдання переоцінки поточного стану портфеля проектів 
аутсорсингової ІТ-компанії. Це завдання є одним з найважливіших завдань у циклі 
розробки програмного забезпечення, оскільки воно є ітеративним і, як правило, 
найдовшим. Перед аутсорсинговою компанією завжди стоїть задачу моніторингу 
поточного стану проекту, щоб своєчасно реагувати на несприятливі зміни в про-
цесі реалізації проекту. Є багато причин, які можуть призвести до небажаних ре-
зультатів і вимагають оперативного реагування, щоб уникнути фінансових труд-
нощів, пов’язаних з проектом. Беручи до уваги вище описану інформацію про 
проблеми, з якими стикаються в процесі управління ІТ-проектами, найбільш віро-
гідними причинами передачі ІТ-компаній на аутсорсинг є: 
1. Перевитрата коштів на членів команди; 
2. Командне відставання в товарному запасі; 
3. Невірно визначений пріоритет товарного запасу. 
З точки зору аутсорсингової ІТ-компанії для вирішення несприятливих змін 
одним із найбільш перспективних рішень є: 
1. Перерозподіл персоналу для компенсації економічних показників, що при-
зводять до несприятливих змін; 
2. Початок переговорів з замовником щодо розширення бюджету з метою ро-
зширення штату, кількості команд або компенсації економічних показників; 
3. Початок переговорів з замовником, щоб подовжити час реалізації проекту. 
Рішення, прийняте при розв’язанні цієї задачі, як правило, є багатофакторним, 
оскільки воно стосується і впливає на портфель проектів, який складається з декіль-
кох проектів в рамках одного продукту. Тепер сформуємо нечіткий набір правил 
для такого роду завдань. Беручи до уваги змодельовану ситуацію та наведені вище 
дефініції, нечіткий набір правил був побудований з наступних шаблонів: 
 
1. IF [Project X does not have enough budget to support the team AND Other Projects 
have the ability to shuffle the team] THEN [Negotiations on shuffling of the Project X 
team have to be started] 
2. IF [Project X does not have a budget to support the team AND Other Projects do not 
have the ability to shuffle the team] THEN [Negotiations to expand the budget of Project 
X have to be started] 
3. IF [Project X excess of work is below a certain level AND Project X product backlog 
is below a certain level] THEN [Project X is executed ahead of schedule] 
4. IF [Project X excess of work is above a certain level AND Project X product backlog 
is below a certain level] THEN [Project X is executed on time] 
5. IF [Project X excess of work is above a certain level AND Project X product backlog 






6. IF [(Project X is delayed OR Professional level of Project X team is below a certain 
level) OR [Project X is executed on time AND the priority of Project X is not low)] 
THEN (Project X does not have the opportunity to hand over staff] 
7. IF [(Project X is executed ahead of time AND Average level of Project X team is 
above a certain level) OR (Project X is executed on time AND the priority of Project X is 
low)] THEN [Project X has the opportunity to hand over staff] 
8. IF [Project X has a need to shuffle teams AND Other Projects have the ability to hand 
over staff] THEN [Negotiations on shuffling of Project X team have to be started] 
9. IF [Project X has a need to shuffle teams AND Other Projects do not have the ability 
to hand over staff] THEN [Negotiations to expand Project X team need to be started] 
10. IF [Project X is delayed AND Project X priority is low] THEN [No need to shuffle 
commands for Project X AND no need to extend Project X team and no need to extend 
Project X time] 
11. IF [Project X is executed with a delay AND the priority of Project X is not low] 
THEN [There is a need to shuffle teams for Project X OR there is a need to expand the 
Project X team OR there is a need to extend Project X time] 
 
Нечітка база знань, побудована за наведеними шаблонами, була використана 
для нечіткого виводу щодо переоцінки поточного стану портфеля проектів на різ-
них етапах розробки продукту. Наявні вхідні дані (табл. 2–5), які приблизно опи-
сують дані портфеля проектів на момент трьох етапів під час розробки − початко-
вий (спринт 1), середній (спринт 5), пізній (спринт 9).  
Для реалізації нечіткого виводу було розроблено додаток на основі ядра ви-
воду, працюючого за принципами SNePS семантичної мережі. Беручи до уваги ви-
хідні дані з таблиць та базу знань, створену за описаними вище шаблонами пра-
вил, було отримано результати нечіткого виводу. 
 
Таблиця 2 
Проекти у портфоліо: основна інформація 
Проект у порт-
фоліо 
Пріоритет Короткий опис 
UI|UX Високий Проект з розробки дизайну інтерфейсу 
Portal Високий Проект з програмної розробки інтерфейсу 
Migration Низький 
Проект з розробки сервісів міграції даних поточних 
клієнтів на нову систему 




















UI|UX Достатній Немає Великий Middle 
Portal Достатній Немає Великий Senior 
Migration Достатній Немає Великий Junior 
Services Достатній Немає Великий Middle 
 
Таблиця 4 










UI|UX Достатній Немає Середній Middle 
Portal Достатній Низький Великий Middle 
Migration Недостатній Немає Середній Middle 
Services Достатній Низький Низький Middle 
 
Таблиця 5 










UI|UX Достатній Низький Немає Middle 
Portal Достатній Немає Низький Middle 
Migration Недостатній Низький Низький Middle 
Services Недостатній Середній Немає Senior 
 
Для першого спринту експертна система не рекомендує жодних дій. Це логі-
чно, оскільки на даний момент розробки немає підстав для рекомендацій щодо 






Для п’ятого спринту було активовано вузол [Migration Start Negotiate 
Budget=Yes] з коефіцієнтом довіри 0.9. Враховуючи відсутність бюджету для ко-
манди Migration та неможливість перестановки інших команд для збалансування 
бюджету, експертна система рекомендує розпочати переговори щодо розширення 
бюджету для групи з питань міграції.  
Для дев'ятого спринту результат стає багатофакторним. Вузол [Services Start 
Negotiate Budget=Yes] було активовано з коефіцієнтом довіри 1. Також вузол 
[Migration Start Negotiate Team Exchange=Yes] активовано з коефіцієнтом довіри 
0.8. У цьому прикладі рекомендується розпочати переговори про розширення бю-
джету для команди розробки Services і розпочати процес перемішування команд 
для вирівнювання бюджету для команди Migration. 
Таке рішення було прийнято, оскільки команда Portal має можливість переда-
ти розробників у команду Services команд без ризику відставати від команди в ці-
лому. Усі інші результати не дають рекомендацій і не демонструються. 
Для того, щоб зробити висновок про успішність управління проектами з 
використанням запропонованого методу та представлених результатів викорис-
тання програмної оболонки на основі цього методу нам потрібно виміряти його 
продуктивність. 
Вимірювання продуктивності можна розглянути як процес кількісної оцінки 
дій, що призводять до завершення проекту, де вимірювання − це процес кількісної 
оцінки ефективності та результативності цих дій [24].  
Критерії вартості, часу та якості розглядаються Шонхаром [25] та Баккаріні 
[26] як внутрішні міри ефективності управління проектами. Ці три аспекти також 
називають “залізним трикутником” [27]. Два з цих трьох критеріїв, тривалість та 
вартість виконання проекту, можна порахувати як абсолютні величини. При цьому 
менші значення відповідають більш ефективному управлінню проектом. Трива-
лість виконання проекту можна порахувати як кількість проведених спринтів від 
дати початку проекту до дати його завершення. 
Щоб формалізувати неявні припущення, що лежать в основі обчислення вар-
тості виконання проекту, визначаються зусилля ER як результат використання ре-
сурсу з деякою інтенсивністю RI через задану тривалість ∆t . Будемо використову-
вати загальнолінійне наближення для того, щоб порахувати зусилля ER=RI∆t. 
Ці зусилля можна порівнювати, перетворивши їх на витрати за допомогою 
норми витрат CR, яку можна отримати із структури розподілу ресурсів [28]. Оди-
ницями цих конкретних ставок вартості є одиниці валюти за одиницю зусилля, а 
нижчий індекс R нагадує нам, що ставка витрат змінюється залежно від кожного 
окремого ресурсу. Підсумовуючи, маємо загальну вартість C=CRER.  
Аналіз заробленої вартості поєднує в собі три елементи − бюджет, графік та 
обсяг, використовуючи вартість, як загальне середовище обміну. Таким чином, 
одиниця первинної фінансової валюти проекту (наприклад, долари, фунти, євро) 
стає одиницею для всіх показників заробленої вартості. Тому можна порівняти рі-







Система заробленої вартості включає обсяг та інтегрує його з витратами й 
графіком. По-перше, необхідно визначати вартість повністю завершеного проекту 
у контексті витрат, які були передбачені та узгоджені у планах проекту. Лише ко-
ли виконано певний обсяг завдання, проект заробляє вартість. Обсяг цієї вартості 
визначається витратами, які були передбачені бюджетом. Далі аналіз заробленої 
вартості включає графік у цю загальну основу порівняння, запитуючи, скільки ви-
трат мало відбутися, відповідно до графіка проекту. В основному є три терміни, 
що ідентифікують зароблену вартість: 
1. Запланована вартість (CS, "scheduled" cost) − затверджений бюджет, приз-
начений на планові роботи. 
2. Фактична вартість (CA, "actual" cost) − фактична вартість виконаної роботи: 
сукупність прямих та непрямих витрат, понесених на виконання робіт за даною 
діяльністю протягом виконання проекту. 
3. Зароблена вартість (CB, "budgeted" cost) − передбачена в бюджеті вартість 
виконаної роботи. Вона пов’язує початкові заплановані витрати на проект та шви-
дкість, з якою команда завершує роботу над проектом. 
Різниця між бюджетною вартістю та двома іншими витратами визначає, чи 
проект триває, випереджає або відстає від бюджету чи графіка. Різниця у вартості 
розраховується як ∆CA=CB–CA. Коли ∆CA<0 проект перевищує бюджет. Різниця в 
розкладі розраховується як ∆CS=CB–CS. Коли ∆CS<0 проект відстає від графіку. 
Далі формуються стандартні показники ефективності заробленої вартості, по-
рівнюючи зароблену вартість з кожною з двох інших витрат у триплеті. Першим 
показником є коефіцієнт витрат FA=CA/CB=1–∆CA/CB. Другим показником є коефі-
цієнт розкладу FS=CS/CB=1–∆CS/CB. Проект виконується за графіком та бюджетом, 
коли FA=FS=1. Проект випереджає бюджет або графік, коли коефіцієнти менше 
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Віднімання 1 дозволяє комбінованому коефіцієнту дорівнювати 1, якщо проект 
виконується як за графіком, так і за бюджетом. Квадратний корінь різниці між фак-
торами, зведений у квадрат, додається до суми, так що ефект одного високого індиві-
дуального фактору не може бути прихований низьким числом в іншому факторі. 
Приведемо відносні коефіцієнти, які можливо розрахувати в процесі вирі-
шення поставленої задачі. Успіх управління проектами фокусується на процесі 
проекту та, зокрема, на успішному виконанні цілей щодо витрат, часу та якості. 
Проекти формуються для досягнення цілей, а успіх вимірюється тим, наскільки ці 
цілі були досягнуті. Час RT можна виміряти термінами дотримання розкладу. Час, 
як показник успіху, можна виміряти з точки зору перевищення/недотримання гра-






ми виконання бюджету. Витрати, як показник успіху, можна виміряти як переви-
щення/недотримання витрат як відсоток від початкового бюджету [29]. Якість RQ 
можна виміряти з точки зору відповідності функціональним та технічним специ-
фікаціям. Успіх технічних показників залежить від того, наскільки були досягнуті 
технічні вимоги, зазначені на початку етапу виконання [30]. 
Представивши спосіб проведення розрахунків перейдемо безпосередньо до 
розрахунків на основі розглянутого прикладу впровадження запропонованого ме-
тоду. Почнемо з розрахунків на історичних даних, залишених після виконання 
проекту. Наявні історичні дані щодо виконання цього проекту базуються на ко-
мандному розподілі та тривалості проекту.  
Стосовно тривалості проекту, то проект було заплановано на 5 місяців (10 
спринтів), а виконано за 6 місяців (12 спринтів), з яких останній місяць було ви-
трачено на дороблення проекту команди Migration. Приблизні наявні дані стосов-
но командного розподілу продемонстровано такі: 
1. Місячні вартості спеціалістів за рівнями: Junior – 1000$, Middle – 2000$, 
Senior – 3000$; 
2. Розподіл професійного рівня спеціалістів за командами: Services – 2 Juniors, 
1 Middle, 1 Senior; UI|UX – 2 Middles, 2 Seniors; Portal – 2 Middles, 2 Seniors; 
Migration – 2 Juniors, 1 Middles. 
Запланована вартість CS є бюджетом на виділених спеціалістів впродовж за-




Фактична вартість CA є фактичною вартістю роботи спеціалістів впродовж 
усього терміну виконання проекту, а саме 6 місяців. Також, враховуючи початкові 
дані, будемо мати на увазі, що в процесі розробки персонал було розширено. А 
саме після спринту 5 до команди Migration було додано одного Middle спеціаліста, 
а після спринту 9 до команди Services також було додано одного Middle спеціаліс-




Зароблена вартість CB є вартість вчасно розроблених проектів. Тобто, щодо 
розглянутих даних − це проекти Services, UI|UX та Portal. Вартість незавершеного 
проекту Migration для цього показника не враховується: CA=CA–
CA(Migration)=136,000$. Розраховано всі дані, необхідні для підрахунку коефіцієн-
та виконання графіку витрат, використовуючи (1): Φ=1.416. Значення більше оди-
ниці свідчить про відставання розглянутого набору проектів. 
Для повноти картини також проведено розрахунки відносних коефіцієнтів. 







витраченого часу до запланованого часу виконання цього набору проектів (у міся-
цях): RT=1.05.  
Успіх набору проектів з точки зору витрат можна розрахувати як відношення 
показника CA до показника CS: RC=1.077.  
Успіх набору проектів з точки зору якості можна розрахувати як відношення 
кількості вчасно розробленого функціоналу до запланованої кількості функціона-
лу. У даному прикладі розроблений функціонал можна розглядати з точку зори за-
вершення/незавершення підпроектів. Так як вчасно було завершено три з чотирьох 
проектів, то RQ=0.75. 
Значення RT більше одиниці свідчить про негативне відхилення від успішнос-
ті за фактором часу. Значення RQ менше одиниці свідчить про негативне відхилен-
ня від успішності за фактором якості. Значення RC більше одиниці свідчить про 
негативне відхилення від успішності за фактором витрат. 
Було проведено розрахунки аналогічних коефіцієнтів з урахуванням впрова-
дження рекомендацій, запропонованих експертною системою. Так як надані дані є 
історичними і повторного виконання проекту не відбувалося, то впровадження ек-
спертної системи є модельним. Як і у розрахунках історичних даних врахуємо, що 
у команду Migration було додано одного Middle спеціаліста після спринту 5, а в 
команду Services також одного Middle спеціаліста після спринту 9. Крім цього 
експертна система рекомендувала почати процес перетасування спеціалістів між 
командами з ціллю вирівняти командний професійний рівень команди Migration. 
Це досягається за рахунок можливості команди Portal віддати одного зі спеціаліс-
тів без ризику відставання для команди.  
Розрахунок запланованої вартості CS не відрізняється від аналогічного розра-
хунку у історичних даних, тобто CS=155,000$, тому перейдемо одразу до результа-
тів розрахунків фактичної вартості CA=161,000$. З урахуванням рекомендацій екс-
пертної системи планується, що усі чотири підпроекти завершуються вчасно. В 
такому разі значення бюджетної вартості CB не буде відрізнятися від значення уже 
розрахованої дійсної вартості CA, тобто CB=161,000$. Маючи всі необхідні дані, 
розрахуємо коефіцієнт виконання графіку витрат, використовуючи (1): Φ=0.988. 
Значення близьке до одиниці свідчить про вчасне завершення розглянутого набору 
проектів без перевитрат. 
Аналогічно з розрахунками історичних даних було проведено розрахунки 
відносних економічних показників: RT=1; RC=1.038; RQ=1. Значення RT рівне оди-
ниці свідчить про відсутність відхилення від успішності за фактором часу. Зна-
чення RC більше одиниці свідчить про негативне відхилення від успішності за фа-
ктором витрат. Значення RQ рівне одиниці свідчить про відсутність відхилення від 
успішності за фактором якості. 
Порівняння результатів оцінки відносних коефіцієнтів успішності історичних 
даних та даних у результаті модельованого впровадження експертної системи сві-
дчить, що впровадження експертної системи скоріше за все призвело би до вчас-






сом RT та якістю RQ рівним 1. У свою чергу, для історичних даних ці самі коефіці-
єнти свідчать про негативні відхилення. Більше цікаво спостерігати ситуацію з ко-
ефіцієнтом якості за витратами RC. Для обох наборів даних можемо спостерігати 
негативне відхилення. Але у разі впровадження експертної системи маємо значен-
ня 1.038, що трохи менше за історичні дані 1.077. Це свідчить про менше відхи-
лення у разі використання експертної системи.  
Аналогічне порівняння результатів оцінки комбінованого коефіцієнту вико-
нання графіку витрат Φ свідчить про однозначність результату. Для історичних 
даних значення цього коефіцієнта 1.416 свідчить про негативні відхилення від за-
планованого процесу та відставання набору проектів від плану виконання, що та-
кож підтверджується і відносними коефіцієнтами. Натомість значення 0.988 при 
використанні експертної системи свідчить хоча і про незначні, але все таки пози-
тивні відхилення у процесі та про відсутність відставання від плану виконання.  
На остаток розглянемо цікаві результати поза межами відносних та комбіно-
ваних коефіцієнтів. Перший результат – те, що експертна система рекомендує по-
чати процес переговорів щодо розширення бюджету з замовником якраз у момент, 
коли це найбільш необхідно. А саме − після розширення команди Migration по за-
вершенні спринту 5, та у команди Services − після спринту 9. У разі упущення 
цього моменту є вірогідність, що цю різницю у вартості роботи спеціалістів 
аутсорс IT-компанія виплатить власноруч. Водночас, у разі вчасного вирішення 
цього питання збитки понесе компанія-замовник продукту.  
Другий результат є більш очевидним, адже стосується своєчасного завершен-
ня проекту Migration. В залежності від домовленості між аутсорс IT-компанією та 
компанією замовником, одна з них понесе збитки у розмірі вартості роботи спеці-
алістів на час, необхідний для завершення підпроекту Migration. Це не є бажаним 
результатом. У разі використання експертної системи та вчасного перетасування 
команд з метою «вирівнювання» професійного рівня команди Migration такого ре-
зультату на передбачається. 
 
7. Обговорення результатів дослідження моделі управління проектами в 
аутсорсингових IT-компаніях 
Запропонована модель управління ІТ-проектами базується на модифікації 
класичної архітектури State-Gate фреймворку (рис. 1) за рахунок її інтеграції з 
Agile методологією. Результати порівняльного аналізу наведених методологій ро-
зробки програмного забезпечення дозволили викреслити відмінні особливості, до-
речні в загальному контурі управління аутсорс ІТ-проектами (табл. 1). Перевага 
представленого поєднання методологій полягає в чіткій деталізації і відокремленні 
етапів управління проектами та границь між ними, на яких здійснюється процес 
прийняття наступних управлінських рішень. Розстановка брам між етапами, мож-
ливість врахування ітеративного характеру процесів ще більш сприяє чіткій стру-
ктуризації управлінського контуру, наведеного на рис. 2. Згідно з повною відсут-







пропонується використання нечіткої логіки в побудованій модифікації Agile Stage-
Gate фреймворку (рис. 3). 
Прикладне втілення наданої концепції знайшло відображення у розробленій 
оболонці нечіткої експертної системи. Запропонована оптимізація структури нечі-
ткої бази знань та модифікація алгоритму нечіткого виводу (рис. 6). Надані пропо-
зиції щодо удосконалення семантичної структури мережі й алгоритму пошуку, 
проілюстровані на рис. 7, 8. Використання нечіткої модифікації семантичної архі-
тектури бази знань в процесі виводу у графі міркувань дозволило реверсувати за-
лежність від початкових даних у базі даних. Гнучкість та відкритість розробленої 
оболонки позитивно відрізняє оболонку від існуючих аналогів [23, 31]. Водночас 
забезпечуює пристосування оболонки до розв’язання проблем управління аутсор-
синговими IT-проектами з використанням нечіткої логіки. 
Застосування запропонованої моделі управління з використанням нечіткої ло-
гіки в практиці роботи аутсорсингової ІТ-фірми представлено на прикладі експер-
тної консультації з приводу встановлення статусу портфоліо IT-проектів. Основна 
інформація щодо проектів з портфоліо наведена у табл. 2–5: використані набли-
жені до реальних модельні дані, надані аутсорсинговою IT-компанією HYS 
Enterprise B. V. (м. Одеса, Україна). Підвищення ефективності управління на тлі 
розробленої моделі оцінювалося з використанням коефіцієнту виконання графіку 
витрат за критеріями вартості, якості та часу – алгоритм представлений формулою 
(1). Результати розрахунків довели прогнозне покращення ефективності управлін-
ня у 1.43 рази. 
Основними перевагами запропонованої методики є: 
1. Врахування гнучкості специфіки управління аутсорсинговими IT-
проектами. 
2. Можливість описувати знання щодо процесів управління IT-проектами у 
лексичному форматі, що спрощує процес роботи з нечіткою базою знань. 
3. Динамічність нечіткої бази знань, що дозволяє доповнювати її при переході 
від користувача до користувача. 
4. Нивілювання незвичайних або аномальних спостережень завдяки можли-
вості описати їх у базі знань у лексичному форматі. 
5. Гнучкість структури бази знань сприяє її адаптації до інших предметних 
областей. 
До обмежень запропонованої методики слід віднести: 
1. Наповненню бази знань притаманна суб’єктивність, що може призвести до 
конфлікту одночасного наповнення різними користувачами. 
2. Відсутність можливості комбінувати нечіткі обчислення з чіткими. 
До недоліків запропонованої методики слід віднести: 
1. Ручне формування контенту бази знань. В перспективі є можливість вико-
ристання шаблонів правил та їх комбінування з початковими даними для збіль-






2. Відсутність компоненти збереження історичних даних. В перспективі є 
можливість додання цієї компоненти для збереження попередніх результатів екс-
пертної оцінки. Це дозволить підвищити ступінь згладжування незвичайних або 
аномальних спостережень. 
Напрямки подальших досліджень слід спрямувати на зменшення впливу ви-
щеописаних недоліків. Також є сенс звернути увагу на комбінування нечітких об-
числень з чіткими. Це дозволить спростити процес наповнення бази знань та зме-
ншити влив суб’єктивності при її наповненні.  
 
8. Висновки 
1. Запропонована нечітка модель підтримки прийняття управлінських рішень 
стосовно просування процесу розробки окремих ІТ-проектів та портфоліо проек-
тів. Сутність зазначеної моделі полягає в тому, що процес розробки розбивається 
на етапи та окремі стадії з необхідним рівнем деталізації, на границях яких здійс-
нюється діагностика й прийняття рішення щодо подальшої реалізації проек-
ту/портфоліо проектів в умовах неповної та/або нечіткої інформації. 
Зазначена модель усуває недоліки, властиві відомим методологіям управління 
ІТ-проектами: 
– забезпечує доцільну за конкретними обставинами деталізацію процесів; 
– забезпечує оцінку середовища функціонування проекту/портфоліо в умо-
вах невизначеності за рахунок обробки даних різної природи (як кількісних, так 
і якісних); 
– підвищує обгрунтованість критеріїв прийняття рішень на базі встановлення 
взаємозв’язків між окремими елементами проектів та їх оточенням. 
2. Інструментальна реалізація моделі здійснена як інтеграція модифікації 
State-Gate фреймворку, Agile методології та розробленої оболонки нечіткої експе-
ртної системи. В межах оболонки запропонована модифікація алгоритму прямого 
виводу, заснована на використанні SNePS семантичної мережі як ядра нечіткого 
виводу та його розвиненні для підтримки нечітких правил. Експертні знання опи-
суються у спрощеному лексичному форматі. 
Перевагою методики є збалансований спосіб інтеграції експертного та фор-
мального моделювання експертних знань. 
Поступове поповнення інституціональної пам’яті експертної системи дозво-
лить поширити її прикладне використання у ІТ-сфері. Як самостійна платформа 
оболонка може бути рекомендована до використання в проектному менеджменті 
різних предметних галузей. 
3. Апробацію розробленої нечіткої моделі було проведено на базі аутсорсин-
гової IT-компанії HYS Enterprise B.V. (м. Одеса, Україна). Компанією було надано 
приближені до реальних модельні дані для задачі оцінки поточного статусу порт-
фелю IT-проектів. Результати впровадження продемонстрували планове підви-
щення ефективності управління портфелем IT-проектів за відносниим та абсолют-







стовувати в контексті загального контуру управління портфоліо проектів ІТ-
компаній в умовах невизначеності та ризику. 
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