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Captulo 1
Introduccion
Muchas aplicaciones modernas como sistemas de documentacion on-line, le-
gislacion, ingeniera de software, aplicaciones de negocios o sistemas para
soportar toma de decisiones, se apoyan en las facilidades de los sistemas
de hipermedia. Una de las ventajas de este tipo de sistemas es la organi-
zacion de estructuras exibles para representar la informacion, que pueden
ampliarse y mantenerse facilmente. Por otro lado, el mecanismo de navega-
cion, que permite explorar la informacion, combina la potencia de computo
con la participacion del usuario que conduce la busqueda. Esto permite
realizar busquedas exhaustivas sobre la informacion y es hoy un mecanismo
naturalmente utilizado por una gran cantidad de usuarios de computadoras
alrededor del mundo.
Por otro lado, los ambientes de hipermedia pueden ser utilizados por un
conjunto de usuarios compartiendo el espacio de navegacion y la informa-
cion del sistema. Estos usuarios podran querer realizar actividades en forma
colaborativa, como editar un documento en forma conjunta, compartir una
sesion de \brainstorming" o mantener una comunicacion on-line. Esta com-
binacion, sistemas de hipermedia con alguna funcionalidad de aplicaciones
colaborativas, dene un ambiente de hipermedia colaborativo [JCBZ99]. Di-
chos ambientes permiten a un conjunto de usuarios manipular y navegar
sobre un conjunto de estructuras de hipermedia, de manera colaborativa.

Estos presentan tres principales diferencias con los ambientes single-user de
hipermedia: el soporte para colaboracion, comunicacion y coordinacion entre
usuarios.
Los aspectos a tener en cuenta durante el dise~no de un ambiente de hi-
permedia para soporte de colaboracion son group-awareness, el acoplamiento
del comportamiento de la aplicacion y el contenido entre usuarios (coupling),
el modelado de usuarios y sus roles en los escenarios colaborativos, la coor-
dinacion de la interaccion de los usuarios (oor control), y la provision de
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canales de comunicacion adicionales independientes del contenido [GF98].
Tanto el dise~no conceptual como el de implementacion de las aplicaciones
de hipermedia colaborativas son tareas difciles de llevar a cabo. A pesar
de que han surgido herramientas y metodologas que facilitan el dise~no de
la implementacion, todava se dispone de poca asistencia para el dise~no con-
ceptual de este tipo de aplicaciones. OOHDM (Object Oriented Hypermedia
Design Method) [Ros96] es una metodologa de dise~no que apunta a asistir
en la creacion de modelos para ambientes hipermediales single-user, sin em-
bargo carece de soporte para caractersticas colaborativas. En [JCBZ99] se
propone una extension a OOHDM para soportar caractersticas colaborativas
de una manera informal.
Un modelo se calica como informal cuando esta expresado mediante
lenguaje natural, guras, tablas u otras notaciones. Por otra parte, nos
referimos a modelos formales cuando la notacion empleada es un formalismo,
es decir, posee una sintaxis y semantica precisamente denidas.
El exito de los lenguajes gracos de modelado, como por ejemplo UML
(Unied Modeling Language) [Gro99], se basa principalmente en el uso de
construcciones gracas que transmiten un signicado intuitivo, resultando
faciles de entender y aplicar por parte de los usuarios. Sin embargo, la falta
de precision en la denicion de su semantica puede originar diversos pro-
blemas de interpretacion entre los desarrolladores, o inconsistencias entre
los diferentes modelos de una misma aplicacion. Por su parte, los lengua-
jes formales de modelado, tales como Z [DKRS91], poseen una sintaxis y
semantica bien denidas, pero su uso en la industria es poco frecuente de-
bido a la complejidad de sus formalismos matematicos que son difciles de
entender y comunicar.
Volviendo al tema de aplicaciones de hipermedia colaborativas, es intere-
sante observar como la aparicion y el auge de la utilizacion de Internet en los
ultimos a~nos ha permitido el crecimiento de las aplicaciones de hipermedia,
dado que la mayora de los documentos contenidos en ella son de naturaleza
hipermedial. No resulta difcil imaginar que en un futuro no muy lejano la
mayora de las aplicaciones de hipermedia contenidas en Internet permitiran
la colaboracion entre los usuarios que compartan una aplicacion, y brindaran
la posibilidad de realizar tareas en forma conjunta, o sea, crecera la utilizacion
de las aplicaciones de hipermedia con caractersticas colaborativas. Actual-
mente ya existen algunos ejemplos en esta lnea, como por ejemplo usuarios
comentando libros o intercambiando opiniones sobre algun tema en foros de
discusion.
En conclusion, el aporte de esta tesis consistira en establecer una meto-
dologa de dise~no para aplicaciones de hipermedia colaborativas, ya que en la
actualidad este tipo de aplicaciones se construyen de manera artesanal. Por
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otro lado, el enfoque planteado en este trabajo hace hincapie en la concepcion
y en el dise~no, mientras que la mayora de las investigaciones en el mundo
sobre temas relacionados se focalizan sobre aspectos tecnologicos tales como
compresion de datos multimediales, comunicaciones on-line, etc.
Finalmente, se proveera una base formal a la metodologa que permi-
tira realizar vericaciones de invariantes o reglas de buena formacion en los
modelos resultantes a partir de ella. Dicha base formal consistira en la espe-
cicacion de cada una de las clases denidas en el modelo de la metodologa
mediante el lenguaje formal Object-Z [RGG94].
1.1 Aplicaciones de Hipermedia
El concepto de hipermedia [Nie95] puede verse como una extension al de
hipertexto, ya que la unica caracterstica que diferencia a un concepto del
otro es la inclusion de recursos multimediales, como video, sonido, etc; es
decir, la informacion no solo se circunscribe a texto especcamente. De
ahora en mas se utilizara el termino hipermedia e hipertexto de manera
analoga.
Hipermedia = hipertexto multimedial.
Un hipertexto es un texto organizado en modulos autocontenidos llamados
nodos. Sea cual fuere la granularidad de los nodos, estos pueden tener pun-
teros a otras unidades de informacion, y a estos punteros se los llama links.
Esta manera es mas parecida a la manera que tienen las personas de enlazar
pensamientos que la tradicional estructura lineal de los textos, ya que es mas
natural avanzar juntando ideas y asociandolas, y no siguiendo un hilo unico
y lineal.
La caracterstica fundamental del hipertexto es que no suele tener linea-
lidad; es posible llegar a un mismo nodo por varios caminos distintos. Por lo
tanto, la estructura hipertextual forma una red de nodos y links a traves de
la cual los lectores avanzan en una actividad a la que comunmente se llama
navegar, algo mas que simplemente \leer", para enfatizar que los usuarios
deben determinar activamente el orden en el que visitan los nodos.
Una aplicacion de hipermedia trabaja en colaboracion con el usuario,
quien tiene la inteligencia para entender el contenido semantico de los dis-
tintos nodos y es el que determina el proximo link a seguir.
No todas las aplicaciones son de naturaleza hipermedial. Para determi-
nar cuando una aplicacion se adapta a las caractersticas de los sistemas de
hipermedia, Shneiderman [Shn89] propuso lo que el llamo \las tres reglas de
oro del hipertexto":
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 Gran contenido de informacion organizado en numerosos fragmentos.
 Los fragmentos relacionados unos con otros.
 El usuario solo necesita una peque~na fraccion de informacion en un
momento determinado.
Cualquier sistema de informacion podra incrementar su usabilidad y utilidad
utilizando las caractersticas de las aplicaciones de hipermedia.
1.2 Aplicaciones Colaborativas
Un gran numero de sistemas de software solo contemplan la interaccion entre
el usuario y el sistema. Ya sea editando un documento o consultando una
base de datos, el usuario interactua solamente con la computadora. Inclusive
sistemas dise~nados para aplicaciones multiusuario, tales como sistemas de
informacion para ocinas, proveen un soporte mnimo para la interaccion
usuario-usuario. Este tipo de soporte es claramente necesario, dado que una
parte signicativa de las actividades que desarrollan las personas se lleva a
cabo en un contexto mas bien grupal que individual. Para poder soportar esta
interaccion grupal sera necesario abordar tres aspectos clave: comunicacion,
colaboracion y coordinacion [CGG91].
Una colaboracion efectiva requiere que los usuarios compartan informa-
cion. Desafortunadamente, los sistemas de informacion actuales, sistemas de
bases de datos particularmente, apuntan a aislar a los usuarios unos de otros.
Como ejemplo, se puede considerar dos dise~nadores trabajando con una base
de datos CAD (Computer Assisted Design). Un escenario ideal permitira a
los usuarios modicar diferentes partes del mismo objeto y a su vez que cada
uno de ellos fuera noticado de los cambios que ocasiono el otro. La realidad
es muy distinta a esto: cada uno de ellos debera vericar el estado del objeto
antes y despues de sus modicaciones y noticarle al otro sobre los cambios
que haya hecho. Muchas tareas requieren una granularidad aun mas na de
compartimiento. Lo que se necesita son ambientes compartidos que ofrezcan
de una manera natural un contexto grupal actualizado y noticaciones de
las acciones de cada usuario cuando sea apropiado. Esto se conoce como
awareness.
Segun una denicion de [CGG91]: Las aplicaciones colaborativas, tambien
conocidas como aplicaciones groupware, son sistemas basados en computado-
ra que soportan grupos de usuarios asociados a una tarea comun (o meta) y
que proveen una interfase a un ambiente compartido.
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Los conceptos de tarea comun y ambiente compartido son cruciales para
la anterior denicion. La misma excluye sistemas multiusuario, tales co-
mo sistemas de tiempo compartido, cuyos usuarios no comparten una tarea
comun.
En un entorno monousuario es importante noticar al usuario cuando
determinadas restricciones se violan o cuando operaciones automaticas pro-
vocan triggers o alertas. La noticacion o awareness se hace mas importante
aun en entornos multiusuario, ya que los usuarios deben saber cuando otros
usuarios efectuan cambios que impactan al trabajo comun. Es por eso que
las aplicaciones colaborativas deben hacer enfasis en el mecanismo de aware-
ness, una forma de alertar y modicar la interfase de un usuario en respuesta
a acciones llevadas a cabo por otro usuario en otra interfase.
Existen diferentes tipos de awareness, en [JCBZ99] se da una posible cla-
sicacion de los mismos. Los diferentes tipos tienen que ver con los usuarios
de la aplicacion, los objetos manipulados por ellos, las acciones que se llevan
a cabo, capacidades de los distintos tipos de usuarios, etc.
1.3 Objetivos
De acuerdo a lo planteado anteriormente los objetivos del presente trabajo
consisten en:
 Establecer una denicion clara de aplicacion de hipermedia colaborativa.
 Denir una metodologa de dise~no para aplicaciones de hipermedia co-
laborativas.
 Proveer a tal metodologa de una base formal para evitar los problemas
relacionados con los lenguajes de especicacion gracos.
 Mostrar la utilizacion de la metodologa denida mediante ejemplos.
En el captulo 2 se dara una breve introduccion a la metodologa de dise~no de
aplicaciones de hipermedia OOHDM [Ros96] a partir de la cual se denio la
extension para soporte de caractersticas colaborativas, principal aporte de
este trabajo de grado. Dicha extension, denominada CHDM (Collaborative
Hypermedia Design Method), se describe en el captulo 3 en el cual se provee
una denicion de aplicacion de hipermedia colaborativa. CHDM reusa las
etapas descriptas en OOHDM y agrega una mas, la etapa del modelo colabo-
rativo. Dichas etapas (o modelos) se encuentran denidas de manera informal
en [Ros96], utilizando simplemente el lenguaje natural y algunos diagramas
15
de clase. Es por eso que se vio la necesidad de claricar los conceptos que se
plantean utilizando una notacion formal. Primero se emplearon diagramas
de UML para representar los aspectos estructurales de cada una de las etapas
y posteriormente, en la etapa colaborativa propuesta, se utilizaron diagramas
de secuencia para modelar aspectos dinamicos de comportamiento.
Luego, en el captulo 4, se muestra una especicacion formal, median-
te el lenguaje de especicacion formal orientado a objetos Object-Z [Gri97,
RGG94, KC99], para cada una de las clases de las etapas de CHDM como
formalismo para detallar cuestiones mas nas que no se deducan claramente
de la especicacion hecha en UML, y a modo de base formal subyacente para
tal metodologa. Ademas, se muestra con ejemplos las vericaciones formales
que pueden realizarse gracias a la formalizacion.
Para nalizar, en el captulo 5 se muestra la aplicacion de CHDM a dos
ejemplos: una propuesta de aplicacion colaborativa a partir de la aplica-
cion de hipermedia del Museo de Portinari [TS] dise~nada previamente con
OOHDM y un posible dise~no para la aplicacion colaborativa DOLPHIN
[SHH94], desarrollada por el laboratorio GMD-IPSI [GMD].
Ademas, se proveen los apendices A y B sobre la notacion basica de UML
y Object-Z necesarias para la comprension de los diagramas incluidos en el
presente trabajo.
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Captulo 2
OOHDM
En este captulo se describira brevemente la metodologa de dise~no de apli-
caciones de hipermedia orientada a objetos OOHDM. El lector interesado en
los detalles de esta metodologa podra remitirse a [Ros96].
OOHDM es una metodologa de dise~no para construir aplicaciones de
hipermedia basada en modelos. Fue denida a partir de la metodologa
HDM [FSP93] con un enfoque orientado a objetos. Considera el proceso de
desarrollo de aplicaciones de hipermedia como un proceso de cuatro activida-
des, desempe~nadas en una combinacion de estilos iterativos e incrementales
de desarrollo, en el cual en cada etapa un modelo es construido o enriqueci-
do. Estas actividades son: dise~no del modelo conceptual, dise~no del modelo
navegacional, dise~no de la interfase abstracta e implementacion. De cada
una de las actividades se puede pasar a la siguiente (evolucion natural del
desarrollo del proyecto) como as tambien se puede volver atras en forma de
retroalimentacion.
Durante el dise~no del modelo conceptual, se construye un modelo del do-
minio de la aplicacion utilizando principios bien conocidos de la orientacion
a objetos aumentados con algunas primitivas tales como perspectivas de atri-
butos y subsistemas. Las clases conceptuales pueden construirse utilizando
jerarquas de agregacion y de generalizacion/especializacion. En este punto
no es menester preocuparse por los tipos de usuario o tareas que estos deban
realizar en el sistema. El resultado de esta etapa es un esquema de clases y
objetos construido a partir de subsistemas, clases y relaciones.
Una de las caractersticas de las aplicaciones de hipermedia es la nocion
de navegacion. En OOHDM, una aplicacion es vista como una vision nave-
gacional del modelo conceptual. Esa vision es construida durante el dise~no
del modelo navegacional teniendo en cuenta los tipos de usuarios a los que
esta destinada la aplicacion y los tipos de tareas que deberan desempe~nar
utilizandolo. Diferentes esquemas navegacionales pueden ser denidos para
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un mismo esquema conceptual, expresando, de esta forma, diferentes visiones
del mismo dominio. La estructura navegacional de una aplicacion de hiper-
media es descripta deniendo las clases navegacionales que reejen la vision
elegida del dominio de la aplicacion. Esta estructura es denida en terminos
de contextos navegacionales, que son inducidos (de diferentes maneras, de-
pendiendo del tipo de contexto) a partir de clases navegacionales tales como
Nodos o Links.
Elementos del
modelo conceptual
Clase Relación Sub-sistema
Elementos de
navegación
Documento de
requerimientos
originadoEn
Nodo Link Algoritmo Contextonavegacional
observa
implementa
mapea
Elementos del
diseño de la
interfase
ADV Diagrama deconfiguración ADVChart
Especificación Modelo decasos de uso
Esquemas
de ventanas
Casos de
uso
defineApariencia
afecta
tieneEnCuenta
contiene
envuelve
n
defineApariencia
n
n
inspiradoEn
derivadoDe
define
Figura 2.1: Modelo de OOHDM
Durante el dise~no de la interfase abstracta se construye un modelo de la
interfase, que especica que objetos de la interfase seran vistos por el usuario
y la forma que tomaran los diferentes objetos navegacionales, que objetos
activaran la navegacion, como seran sincronizados los objetos de multimedia
y que transformaciones ocurriran en la interfase.
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La clara separacion entre la interfase abstracta y el modelo navegacional
permite construir interfases diferentes para un mismo modelo navegacional
adecuandose a las necesidades o preferencias del usuario como as tambien a
las diferentes tecnologas para la construccion de interfases.
Finalmente se produce un sistema real de hipermedia mapeando los mo-
delos navegacional y de interfase a un ambiente de implementacion elegido.
En la gura 2.1 se puede observar una denicion graca de las etapas de
OOHDM junto con las relaciones existentes entre ellas. Dicho diagrama fue
extrado de [Ros96]. All se describen tres jerarquas principales: elementos
de los modelos conceptual, navegacional y de interfase, y una adicional, docu-
mento de requerimientos (que incluye la especicacion y los modelos de casos
de uso). Se omitio la etapa de implementacion por razones de simplicidad
del diagrama.
En la seccion 2.1 se describira la etapa del modelo conceptual, en la sec-
cion 2.2 la etapa del modelo navegacional, luego la etapa del modelo de inter-
fase abstracta en la seccion 2.3. La etapa de implementacion se describira en
la seccion 2.4 y nalmente en la seccion 2.5 se comentaran las contribuciones
de OOHDM al dise~no de aplicaciones de hipermedia.
2.1 Modelo Conceptual
En OOHDM el Modelo Conceptual esta formado por clases, relaciones y sub-
sistemas. Las clases son descriptas como de costumbre en modelos orientados
a objetos, salvo por el hecho de que los atributos pueden ser multitipados,
representando diferentes perspectivas de una misma entidad real. Se utiliza
una notacion similar a OMT (Rumbaugh) enriquecida con informacion de
subsistemas. Ademas se utilizan cartas de Clases y Relaciones similares a las
CRCs para especicar con mayor detalle cada una de las clases y relaciones
para asistir en la documentacion.
El modelo conceptual equivale a la etapa de Analisis en las metodologas
orientadas a objetos.
2.1.1 Primitivas de Modelado
Como fue mencionado previamente, se tienen clases, relaciones y subsistemas.
Las clases pueden, a su vez, relacionarse con subsistemas. Un subsistema
puede ser autocontenido (con un solo punto de entrada y salida a modo de
servidor de informacion). Los puntos de entrada de un subsistema son clases
que pueden ser accedidas a partir de otras clases o subsistemas.
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Clases y Relaciones
Durante el Modelo Navegacional las clases seran mapeadas a nodos, mientras
que las relaciones seran convertidas en links. La decision de representar las
relaciones como atributos, como metodos o como una combinacion de ambos
ha sido ampliamente discutida en la comunidad de orientacion a objetos. En
realidad, los enfoques actuales de orientacion a objetos tratan a las relaciones
como \ciudadanos de primera clase" relegando la discusion a las etapas de
implementacion del proyecto.
Los atributos no deben representar entidades conceptuales complejas, es-
to debe ser representado como una relacion. En el caso en que no se este
interesado en ambos como conceptos separados s podra representarse uno
como atributo del otro.
Las relaciones tambien pueden tener atributos (y eventualmente compor-
tamiento) y se debe indicar la cardinalidad de las mismas.
Atributos, Tipos y Perspectivas
Los atributos son tipados y representan propiedades intrnsecas a los objetos.
El tipo o clase de un atributo representara, en la aplicacion de hipermedia
nal, una relacion implcita, o la apariencia visual de este atributo. Cada
apariencia posible es denominada \perspectiva del atributo". En el caso
de existir multiples perspectivas se utilizan \[...]" y en caso de existir una
default sera marcada con un
+
. La perspectiva default debe estar presente
en todas las instancias, las demas pueden no ser implementadas.
La especicacion del tipo de un atributo como una clase permite expresar
perspectivas de manera mas generica. Es posible construir una jerarqua de
la clase A con subclases y decir que un atributo tiene clase A es decir que
puede tomar uno o varios tipos de cualquiera de las subclases tambien.
Mecanismos de Abstraccion
Se proveen tres mecanismos de abstraccion: agregacion, generalizacion/es-
pecializacion y un concepto de paquetes o subsistemas. El primero es util en
la descripcion de clases complejas como agregaciones de clases mas simples.
El segundo es utilizado en la construccion de jerarquas de clases y en el uso
de la herencia. Los subsistemas son un mecanismo de empaquetamiento para
abstraccion de modelos de dominio complejos.
Las relaciones parte-de son descriptas a traves de relaciones de agrega-
cion. Existen relaciones implcitas entre un objeto y sus partes (y viceversa)
y entre las partes. En HDM [FSP93] dichas relaciones son llamadas links
estructurales.
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Descripciones Basadas en Instancias
Un esquema conceptual permite la descripcion de una familia de aplicaciones
de hipermedia sobre determinado dominio. Las abstracciones de generaliza-
cion/especializacion y de composicion, ademas del mecanismo de herencia,
sirven de base para el reuso de componentes de hipermedia.
Un esquema de instancias (i.e. esquema de instancias en una aplicacion
especca) generalmente reeja la estructura del esquema de clases pues los
objetos son creados de acuerdo a las deniciones de sus clases.
Sin embargo, en las aplicaciones de hipermedia puede ocurrir que ciertos
objetos exhiban caractersticas excepcionales que no fueron consideradas en
la denicion de su clase. En muchos casos esto se puede resolver creando
subclases mas especializadas, pero tal solucion no tiene sentido si el numero
de instancias excepcionales es peque~no o existen muchos tipos de instancias
excepcionales pues se complica el esquema de clases.
En OOHDM se propone un esquema de instancias para expresar esta
situacion. El esquema de instancias muestra las instancias excepcionales, i.e.
aquellas que no corresponden exactamente a la denicion de los esquemas de
clases. En este esquema se pueden agregar atributos (o partes) a un objeto,
cambiar el tipo de los atributos existentes, renar las relaciones, mostrar
valores posibles, etc.
La denicion de un esquema de instancias esta relacionada con el proceso
de prototipacion.
Resumen de los Resultados del Dise~no Conceptual
A partir de la denicion de un dise~no conceptual se obtendran:
 Un esquema conceptual (en realidad un conjunto, cada uno pertene-
ciendo a un subsistema)
 Un conjunto de deniciones de subsistemas, clases, objetos y relaciones
(utilizando tarjetas de subsistemas, clases, objetos y relaciones)
Las tarjetas incluyen informacion sobre los objetos documentados tal como
referencias \hacia atras" que permiten responder a preguntas como: >de
donde viene este objeto? (una entidad del mundo real, o una relacion, por
ejemplo), o referencias \hacia adelante", importantes para analizar el impac-
to de los cambios en el modelo durante la evolucion del sistema (>en que
clases puede inuir el cambio? ).
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2.2 Modelo Navegacional
A partir del modelo conceptual, que hace hincapie en los objetos y relaciones
del dominio de aplicacion, puede derivarse la construccion de diferentes vistas
navegacionales, teniendo en cuenta el perl de distintos usuarios. O sea, se
pueden denir varios modelos navegacionales distintos para un mismo modelo
conceptual.
En terminos de arquitectura orientada a objetos, las relaciones entre los
nodos y los objetos conceptuales, y entre los links y las relaciones del dise~no
conceptual se expresan como instancias del patron de dise~no Observer (ver
[GHJV94, p.293]).
2.2.1 Clases Navegacionales Basicas
Nodos
Los nodos representan vistas logicas de las clases denidas en el dise~no con-
ceptual. Se describen a traves de un conjunto de atributos y un conjunto
de metodos que implementan comportamiento y se organizan en jerarquas
parte-de y es-un. Los atributos pueden ser de distintos tipos: aquellos que
contienen informacion que sera mostrada en la aplicacion y los anchors, sien-
do Anchor otra clase basica en OOHDM. Los nodos pueden ser atomicos o
compuestos y se denen a traves de atributos y anchors hacia links en el caso
de los atomicos, y como un conjunto de nodos componentes en el caso de ser
compuestos.
En la gura 2.2 se muestra la jerarqua de la clase Nodo. Los nodos pueden
ser visitados en diferentes contextos y sus atributos y anchors pueden cambiar
de un contexto a otro. Por ejemplo, cuando se accede a las obras de arte de
un mismo tema se tiene un anchor apuntando a un ndice de temas. Esto
se logra mediante la \decoracion" del nodo (ver patron de dise~no orientado
a objetos Decorator [GHJV94, p.175]) y la denicion de clases EnContexto,
como se vera mas adelante.
Links
Los links, por su parte, pueden ser derivados de las relaciones en la etapa del
dise~no conceptual (links de aplicacion), generados implcitamente a partir de
la denicion de contextos navegacionales (links contextuales) o bien agrega-
dos arbitrariamente por el dise~nador (links arbitrarios). Los links efectuan
la union entre objetos navegacionales (nodos) y pueden tener cardinalidad
de uno a uno o de uno a muchos. El resultado de pasar a traves de un link
se expresa en la denicion de la semantica navegacional, como resultado del
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indexado
Figura 2.2: Jerarqua de Nodo
comportamiento del link. Las estructuras de acceso, tales como ndices o ru-
tas guiadas, tambien se denen como clases y presentan modos alternativos
para la navegacion en una aplicacion de hipermedia.
Contextos
Los contextos navegacionales son un conjunto de nodos, links y otros contex-
tos navegacionales (anidados) que ayudan en la organizacion de los objetos
navegacionales y forman un espacio de navegacion consistente que evita que
el usuario se pierda. Un contexto navegacional puede ser tambien un camino
predenido entre los nodos que lo componen. Los contextos navegaciona-
les denen un conjunto de clases \decoradoras" que adaptan cada nodo a
un contexto agregando al nodo las estructuras (anchors, atributos, etc) ne-
cesarias para ese contexto.

Estos son los nodos EnContexto, que permiten
que un nodo tenga apariencia distinta y muestre diferentes caractersticas
dependiendo del contexto en el que es visitado.
Los contextos navegacionales ejercen un papel similar al de las clases en
las Bases de Datos Orientadas a Objetos. Tales contextos son un conjunto
de instancias relacionadas, como por ejemplo, todas las obras de arte, las
obras sobre un determinado tema, todas las obras de un mismo pintor, un
conjunto aleatorio de obras en una ruta guiada, etc.
En la gura 2.3 se muestra la notacion de OOHDM para la denicion de
contextos. Dicha notacion permite la especicacion de contextos, familias de
contextos, estructuras de acceso, etc.
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Figura 2.3: Notacion para la Denicion de Contextos
Las clases y contextos navegacionales denen la estructura estatica de
la aplicacion de hipermedia. Tambien es necesario especicar los aspectos
dinamicos de la navegacion. En OOHDM, esto se hace a traves de los dia-
gramas de navegacion, un modelo basado en maquinas de estados, en el cual
se muestran las transformaciones de estados en el espacio navegacional.
2.3 Modelo de la Interfase Abstracta
OOHDM propone el dise~no formal de la interfase previo a la implementa-
cion, de manera de maximizar la independencia de dialogo y el reuso a gran
escala de los componentes de interfase. Mientras que el modelo navegacional
dene cual es la estructura de la navegacion de la aplicacion, la tarea del
dise~no de la interfase abstracta es denir como se presentara al usuario tal
estructura navegacional. Los elementos de dise~no utilizados en esta etapa
son los ADVs (Abstract Data Views), que permiten especicar un modelo de
Interfase Abstracta. Los ADVs son objetos en el sentido en que poseen un
estado y una interfase de mensajes. A su vez los ADVs representan ADOs
(Abstract Data Objects) de la aplicacion.
En OOHDM los elementos navegacionales funcionan como ADOs a los
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que se les deniran ADVs para especicar su apariencia frente al usuario.
En la gura 2.4 se muestra un ejemplo de denicion del ADV para el nodo
Persona, el cual incluye atributos tales como nombre, descripcion, biografa
y email . Este ultimo es un anchor.
email: anchor(self email)
ADVPersona
nombre:String
descripción: Image
biografía: Text
Figura 2.4: Ejemplo de ADV para el nodo Pintura
Los ADVs, a su vez, se organizan en ADVCharts y Diagramas de Con-
guracion para especicar relaciones estaticas y dinamicas entre los ADVs y
los ADOs. Los ADVCharts son semejantes a los diagramas de navegacion.
Los pasos para construir una especicacion de interfase de hipermedia
son los siguientes:
 denir la estructura general de la interfase de la aplicacion.
 denir ADVs para los nodos, ndices, etc.
 denir para cada nodo, objetos de interfase adecuados para sus atribu-
tos, anchors, etc.
 denir ADVs para clases de contextos y nodos EnContexto.
 especicar diagramas de conguracion, mostrando las relaciones esta-
ticas entre los componentes de un ADV.
 especicar para cada ADV signicativo un ADVChart mostrando la
dinamica de la aplicacion de hipermedia.
2.4 Etapa de Implementacion
La etapa de Implementacion, basicamente, es la responsable de la traduccion
del Modelo Navegacional y el de Interfase a un ambiente de Implementacion.
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Se reere a denir los objetos de interfase de acuerdo con la especicacion
del modelo de Interfase Abstracta, implementar las transformaciones como
fueron denidas en los ADVCharts y proveer soporte para la navegacion a
traves de redes hipermediales.
Existen muchas maneras de implementar un modelo y dependen fuerte-
mente de las herramientas que se utilicen para tal n. Por tal razon, no se
ha ahondado en la denicion de esta etapa.
Si la aplicacion fuera implementada para la Web, existe una herramienta
que permite automatizar la creacion de la aplicacion dise~nada con OOHDM.
Tal herramienta es OOHDMWeb [Sch], la cual crea una aplicacion Web hi-
permedial a partir de un modelo navegacional mapeado a tablas de Microsoft
Access.
2.5 Contribuciones Importantes de OOHDM
Segun [Ros96], las principales contribuciones de la metodologa de OOHDM
son:
 Una separacion clara entre la etapa de analisis (modelo conceptual)
y dise~no (modelos navegacional y de interfase) dada la diferencia de
primitivas de modelado para cada etapa.
 Una vision completa de los proyectos de las aplicaciones de hipermedia,
teniendo en cuenta sus diversas actividades (como el dise~no conceptual,
de navegacion y de interfase).
 Un conjunto uniforme de formalismos orientados a objetos y mecanis-
mos de abstraccion que soportan la construccion de aplicaciones de
hipermedia.
 Un conjunto de patrones de arquitectura de hipermedia para ser utili-
zados durante el ciclo de desarrollo.
 Un modelo simple de documentacion para ayudar durante la evolucion
de la aplicacion.
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Captulo 3
CHDM
En la actualidad, es posible encontrar diversas aplicaciones de naturaleza hi-
permedial (gran cantidad de informacion organizada en nodos navegables a
traves de links), tales como enciclopedias, cursos, sistemas de documentacion
on-line, etc. Muchas de las caractersticas de las aplicaciones de hipermedia
tambien pueden incluirse en cualquier sistema de informacion para incremen-
tar su usabilidad y utilidad. Una de las ventajas de este tipo de sistemas es
la organizacion de estructuras exibles para representar la informacion, que
pueden ampliarse y mantenerse facilmente. Ademas, el mecanismo de nave-
gacion, que permite explorar la informacion, combina la potencia de computo
con la participacion del usuario que conduce la busqueda. Esto permite rea-
lizar busquedas exhaustivas sobre la informacion y es hoy un mecanismo
naturalmente utilizado por una gran cantidad de usuarios de computadoras
alrededor del mundo.
Tambien es comun encontrar aplicaciones dendole colaborativa (sistemas
basados en computadora que proveen entornos compartidos en los cuales
un numero de usuarios se comunica e interactua para desarrollar una tarea
comun, ya sea sincronica o asincronicamente). Se pueden mencionar las
herramientas de e-mail, ICQ, Net Meeting, como claros exponentes de tales
aplicaciones.
Por otro lado, es interesante observar como la aparicion y el auge de la
utilizacion de Internet en los ultimos a~nos ha permitido el crecimiento de las
aplicaciones de hipermedia, dado que la mayora de los documentos conte-
nidos en Internet son de naturaleza hipermedial. No resulta difcil imaginar
que en un futuro no muy lejano las aplicaciones de hipermedia contenidas
en Internet permitiran la colaboracion entre los usuarios que compartan una
aplicacion, y brindaran la posibilidad de realizar tareas en forma conjunta, o
sea, crecera la utilizacion de las aplicaciones de hipermedia con caractersticas
colaborativas.
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Uno de los principales objetivos de esta tesis, fue plantear una denicion
concreta de las aplicaciones de hipermedia colaborativas:
Una aplicacion de hipermedia colaborativa provee, al igual que una apli-
cacion de hipermedia, gran cantidad de informacion organizada en nodos
navegables a traves de links y ademas provee una interfase a un ambien-
te compartido, permitiendo que grupos de usuarios puedan \encontrarse" en
nodos especcos para llevar a cabo una tarea colaborativa o efectuar una na-
vegacion en forma grupal.
En el laboratorio GMD-IPSI [GMD], por ejemplo, se investigan las apli-
caciones de hipermedia colaborativas y se han desarrollado numerosas herra-
mientas que asisten a la colaboracion de un grupo de usuarios; una de ellas
es SEPIA [HHL
+
92, SHH
+
92], un ambiente que permite la construccion de
documentos de hipermedia por un grupo de autores distribuidos en diferentes
computadoras y hasta en diferentes ciudades. Los usuarios participantes pue-
den establecer sesiones sincronicas, donde todos comparten la misma \vista"
del documento (WYSIWIS - What You See Is What I See), o trabajar en
modo asincronico donde los cambios hechos por un usuario se ven reejados
en las vistas de los demas. Su sucesora, DOLPHIN [SHH94], se especiali-
za en reuniones de usuarios en ambientes virtuales para trabajo cooperativo
(CSCW - Computer Supported Cooperative Work) y esta basada en un mo-
delo de datos hipermedial. En DOLPHIN los usuarios pueden trabajar en
un ambiente privado, sin interaccion con los demas, o en ambientes publicos
de manera grupal. Ademas, se provee informacion de awareness sobre el res-
to de los usuarios que se encuentran en el mismo ambiente y se permite la
participacion de usuarios de manera remota mediante video-conferencias.
Sin embargo, no se cuenta con una metodologa de dise~no que asista
al desarrollador de aplicaciones de hipermedia colaborativas en su trabajo.
Tales aplicaciones se desarrollan de manera intuitiva, lo que hace que sean
difciles de ampliar o mantener, o que contengan errores de dise~no.
El presente trabajo de grado pretende dejar un punto de partida claro
para dise~nar aplicaciones de hipermedia colaborativas. Para ello se propone
una extension a OOHDM dado que no soporta el dise~no de ese tipo de apli-
caciones. Dicha extension, denominada CHDM (Collaborative Hypermedia
Design Method), permite modelar caractersticas de ndole colaborativa en
aplicaciones de hipermedia agregando una nueva etapa llamada colaborativa.
Los aportes de este captulo consisten en: plasmar en un diagrama de
clases UML un dise~no orientado a objetos para las etapas conceptual y na-
vegacional denidas en OOHDM (en la manera en que son reutilizadas en
CHDM) y luego, en base a dichas etapas, denir y elaborar un dise~no propio
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para la etapa colaborativa.
Las etapas de dise~no de interfase abstracta e implementacion denidas
en OOHDM quedan fuera del alcance de este trabajo puesto que dependen
fuertemente de la arquitectura y herramientas que se empleen.
3.1 Caractersticas Colaborativas
En esta seccion se deniran y explicaran brevemente las caractersticas que
se presentan en las aplicaciones colaborativas. Las mismas son: awareness,
floor   control, usuarios y roles, y sesiones de colaboracion entre usuarios.
Dichas caractersticas deben ser tenidas en cuenta a la hora de dise~nar e
implementar toda aplicacion colaborativa.
3.1.1 Awareness
La dicultad inherente de la comunicacion mediante una computadora es
que tal medio reduce o elimina la visibilidad salvo que se tomen medidas pa-
ra aumentarla apropiadamente. Historicamente, los sistemas y aplicaciones
multiusuario trataban de aislar a los usuarios y sus trabajos de los demas,
para dar la ilusion de que el sistema tena solo un usuario. Pero el traba-
jo colaborativo presenta situaciones en que los usuarios deben interactuar
directamente, no solo con la computadora sino entre ellos. En tal caso, la
estrategia de aislamiento es lo contrario a lo necesario. Las interacciones
entre usuarios se pueden clasicar como muestra la tabla siguiente.
Mismo tiempo Diferente tiempo
Mismo lugar cara a cara asincronica
Diferente lugar sincronica distribuida asincronica distribuida
El rol del sistema es proveer una interfase al ambiente compartido, puesto
que estar en el mismo lugar no es posible cuando los participantes estan
geogracamente dispersos. Esto implica que los participantes tengan co-
nocimiento de los demas, del ambiente y de las tareas que se encuentran
desarrollando; a esto se lo llama awareness.
En [JCBZ99] se describen los distintos tipos de awareness que se pueden
encontrar en un sistema colaborativo, tales como: awareness de presencia,
ubicacion, actividad, objeto, cambios, etc.
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3.1.2 Usuarios y Roles
En los sistemas multiusuario, generalmente los usuarios tienen diferentes per-
misos o posibilidades de acceso a los objetos del sistema. Por ejemplo, cada
usuario puede acceder a sus archivos y no a los de los demas.
Por otro lado, pueden existir grupos de usuarios con caractersticas co-
munes con respecto a su relacion con el sistema y con el resto de los usuarios,
para eso se denen roles que abstraen las caractersticas comunes a tales gru-
pos. Por ejemplo, un usuario con rol de administrador tiene permiso para
realizar funciones que el resto de los usuarios no puede hacer tal como crear
un nuevo usuario del sistema.
En los sistemas colaborativos es necesario modelar usuarios y roles puesto
que estos pueden intervenir en tareas conjuntas con diferentes permisos y
responsabilidades.
3.1.3 Floor Control
Floor control en aplicaciones colaborativas sincronicas es el problema de
como, cuando, y por que los participantes interactuan en un ambiente com-
partido de computacion trabajando de manera simultanea en tareas comunes
[JAB96]. El termino oor se utiliza para denominar al \turno de hablar".
La mayor dicultad en los sistemas centralizados radica en manejar las
actividades de los diferentes usuarios. Una manera es permitir que solo un
usuario a la vez provea input a la aplicacion. Las arquitecturas distribuidas
presentan un problema diferente, si cada usuario esta autorizado a controlar
su instancia de la aplicacion separadamente se debe hacer algo para sincro-
nizar las diferentes instancias. De nuevo se debe sincronizar el input de los
diferentes usuarios. Esto se puede efectuar de diferentes maneras: la aplica-
cion podra permitir input de un solo usuario a la vez (como en los sistemas
centralizados), o se podra asegurar que todas las instancias tengan los mis-
mos input mediante broadcasting del input de un usuario a todas las demas
instancias de la aplicacion. Pero este enfoque introduce un nuevo proble-
ma: las instancias separadas podran recibir input en diferentes ordenes y
no cualquier programa garantiza comportarse consistentemente bajo tales
circunstancias.
El caso simple de oor control es el de pasar un oor global simple, es
decir, se permite a un usuario a la vez tener el control y el control es pasado
explcitamente entre usuarios. Pero un solo control global no es la unica
posibilidad. Los usuarios podran querer tener diferentes roles y as diferentes
vistas del mismo ambiente. Entonces puede ser util menores granularidades
de oor control.
30
3.1.4 Sesiones de Colaboracion
En los sistemas colaborativos, cuando un usuario colabora con otro se esta-
blece una sesion de colaboracion. Tales sesiones pueden tener un alto nivel de
acoplamiento, como cuando un grupo de usuarios se encuentra utilizando un
editor colaborativo, donde todos ven reejados los cambios que provocan los
demas sobre el documento a editar; o un bajo nivel de acoplamiento, donde
todos los usuarios trabajan en forma separada pero cada uno ve que esta
haciendo el resto.
Cuanto mas acoplada sea la sesion de colaboracion, menos esfuerzo es
necesario para la implementacion del mecanismo de awareness. Cuando los
usuarios trabajan de manera fuertemente acoplada todos \ven" la misma vis-
ta de la aplicacion, por lo tanto no es necesario proveer informacion adicional
para que esten al tanto de las actividades del resto de los usuarios.
3.2 OOHDM como Punto de Partida
Como se dijo en la seccion anterior, los puntos que las aplicaciones colabo-
rativas deben tener en cuenta son la provision de awareness (noticacion al
usuario de eventos que ocurren como consecuencia de acciones de otros usua-
rios o del sistema mismo), roles de usuario, control de acoplamiento, sesiones
de colaboracion y oor-control.
En esta seccion se vera que OOHDM no provee soporte para la mayora
las caractersticas anteriormente mencionadas. Sin embargo, provee una me-
todologa para el dise~no de aplicaciones de hipermedia que cubre todas las
etapas de desarrollo. Por tales razones se decidio realizar una extension a
OOHDM para tener en cuenta las caractersticas de las aplicaciones colabo-
rativas.
En lo que sigue se veran las limitaciones de OOHDM a la hora de dise~nar
una aplicacion de hipermedia colaborativa y la forma en que la extension
soluciona tales carencias.
3.2.1 Limitaciones de OOHDM
La metodologa de dise~no OOHDM (captulo 2) no fue pensada originalmen-
te para soportar el dise~no de aplicaciones de hipermedia colaborativas. A
continuacion se listan algunas razones por las cuales OOHDM no permite
modelar dichas aplicaciones:
1. No permite modelar a los usuarios en particular y las relaciones entre
ellos.
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2. No permite vincular herramientas de edicion o colaboracion a la estruc-
tura de navegacion.
3. Modela principalmente aspectos estructurales y no dinamicos en el di-
se~no de las estructuras navegables.
A continuacion se veran mas en detalle cada uno de los puntos anteriores:
1. No permite modelar a los usuarios en particular y las relaciones entre ellos.
OOHDM contempla la posibilidad de tener diferentes tipos de usuarios que
utilicen la aplicacion. Para esto es necesario denir un modelo navegacio-
nal para cada uno de ellos, dado que tendran acceso a diferentes partes del
sistema y podran realizar diferentes tipos de tareas. Pero no permite repre-
sentar a los usuarios en particular, junto con los roles que pueden jugar en
la aplicacion, ni las relaciones entre ellos, o la posibilidad de comunicacion
e interaccion. Ademas, al no tener en cuenta a los usuarios en particular,
tampoco soporta el control de concurrencia entre diferentes instancias de la
aplicacion o caractersticas colaborativas tales como awareness.
2. No permite vincular herramientas de edicion o colaboracion a la estructu-
ra de navegacion. OOHDM solo modela aplicaciones de hipermedia como un
conjunto de nodos en los cuales se puede navegar, pero no permite agregar
funcionalidad a los nodos, tal como herramientas de edicion o colaboracion.
Dichas herramientas son indispensables en una aplicacion colaborativa. Por
ejemplo, un grupo de usuarios colaborando mediante el uso de una aplica-
cion colaborativa necesita alguna herramienta de comunicacion, tal como Net
Meeting, herramientas de e-mail, etc.
3. Modela principalmente aspectos estructurales y no dinamicos en el dise~no
de las estructuras navegables. OOHDM modela los aspectos estructurales de
las aplicaciones de hipermedia, los objetos que las componen (nodos, links,
anchors), y el espacio navegacional que conforman; pero en las aplicaciones
de hipermedia colaborativas se necesita tambien modelar aspectos de com-
portamiento puesto que la interaccion con el sistema no solo se circunscribe
a un usuario explorando un espacio de navegacion, sino tambien a usuarios
interactuando entre s y con el sistema. Es decir, OOHDM permite especi-
car informacion estatica de la aplicacion, pero sus primitivas de modelado
no incluyen, por ejemplo, diagramas de secuencia o interaccion para especi-
car aspectos dinamicos. Algunos aspectos dinamicos que se deberan poder
modelar son: navegacion de manera acoplada de grupos de usuarios, repre-
sentacion del awareness entre usuarios, sesiones de colaboracion, usuarios y
roles.
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3.2.2 Nueva Etapa: el Modelo Colaborativo
CHDM reusa las etapas de OOHDM del modelo conceptual, modelo navega-
cional, dise~no de la interfase abstracta e implementacion vistas en el captulo
2; pero agrega una mas, el modelo colaborativo, dedicada a agregar los as-
pectos de aplicaciones colaborativas tales como identicacion y manejo de
los usuarios de la aplicacion y sus roles, sesiones de colaboracion entre ellos
junto con la manera en que interactuan y colaboran, awareness, acoplamien-
to y herramientas colaborativas sincronicas y asincronicas. Floor-control no
sera tenido en cuenta en este trabajo dado que ata~ne principalmente a la
implementacion.
La etapa de dise~no colaborativo se especica posteriormente a la del di-
se~no navegacional y consiste en identicar los nodos de la aplicacion a los que
se les agregara alguna de estas caractersticas y modelar nodos colaborativos
para ellos.
Como resultado de la nueva etapa, se obtiene un modelo de objetos con-
creto para especicar de manera estructural las caractersticas colaborativas
de la aplicacion, y diagramas de secuencia que permiten especicar la parte
dinamica de la aplicacion, es decir, el comportamiento de dichos objetos en
escenarios colaborativos puntuales y en que manera colaboran.
En lo que respecta al usuario de CHDM, un dise~nador de aplicaciones de
hipermedia colaborativas, a la hora de construir el modelo de una aplicacion
de hipermedia colaborativa solamente necesita instanciar cada uno de los
modelos de CHDM que se mostraran a continuacion. Dicho proceso consiste
de los siguientes pasos:
 Construir el modelo conceptual identicando los objetos y relaciones
del dominio de la aplicacion.
 Construir el modelo navegacional con la estructura navegacional de la
aplicacion.
 Identicar las caractersticas colaborativas que se desean agregar a la
aplicacion y dise~nar nodos colaborativos para cada nodo al que se quiera
agregar dichas caractersticas.
 Instanciar las metaclases provistas por el modelo colaborativo de acuer-
do a las necesidades de la aplicacion.
Tanto los diagramas estaticos (de objetos) como los dinamicos (de secuen-
cia) surgen de la instanciacion de los modelos propuestos en esta tesis. El
dise~nador, ademas, puede subclasicar las clases que necesite o puede agregar
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los diagramas de secuencia que considere adecuados para la mejor compren-
sion del modelo por parte de su equipo de desarrollo.
A continuacion se presentara el modelo de la metodologa CHDM en sus
diferentes etapas. Notese que con estos diagramas se ve conformado un me-
tamodelo de las aplicaciones de hipermedia colaborativas. O sea, representan
un modelo que realiza una abstraccion de las caractersticas presentes en to-
do modelo de aplicacion de hipermedia colaborativa. Por lo tanto, CHDM
es lo sucientemente general para soportar el dise~no de cualquier aplicacion
de este tipo.
3.3 Metamodelos CHDM
Antes de abordar el tema de los metamodelos planteados para CHDM, se
hara una breve descripcion respecto a la arquitectura conceptual de tres
niveles utilizada.
Robert account
Chris
Client BankAccountisOwner
Class AssociationMetamodelo
Modelo
Instancia
Figura 3.1: Tres niveles: Instancia, Modelo y Metamodelo
En la gura 3.1 se describen tres niveles de abstraccion. El nivel de abs-
traccion crece a medida que se asciende en el diagrama. El nivel inferior
representa el nivel de instancias, donde se pueden encontrar objetos concre-
tos de un dominio particular, como por ejemplo el cliente Robert , la cuenta
bancaria account , etc. El siguiente nivel, es el nivel de los modelos. Las enti-
dades participantes de este nivel son elementos que modelan un dominio de
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aplicacion en particular, como por ejemplo las clases Client , BankAccount , y
la relacion isOwner . Ascendiendo un nivel mas de abstraccion se encuentra el
nivel de metamodelos, en donde las entidades que habitan son entidades co-
munes a todos los modelos, o, mejor dicho, entidades de modelado. Ejemplos
de las mismas pueden ser las metaclases Class, Association, etc.
Por otro lado, la relacion existente entre dos niveles consecutivos es una
relacion de instanciacion. La misma puede darse en el modelo (representada
en el diagrama con echas de lnea punteada) o en el metamodelo (represen-
tada con echas de lnea completa). Por ejemplo, Robert es instancia de la
clase Client (instanciacion en el modelo), que, a su vez, es instancia de la
metaclase Class (instanciacion en el metamodelo).
Dado que lo que se quiere plantear en este captulo es una representacion
clara de las etapas de CHDM, fue necesario elaborar un modelo para cada
una de ellas. Ahora bien, estos modelos tambien pueden ser considerados
metamodelos de aplicaciones colaborativas puesto que capturan la esencia
de todas las aplicaciones colaborativas, son modelo de modelos.
En este trabajo de grado es preciso aclarar que se ha trabajado en los
niveles de modelo y de metamodelo. En este ultimo para plantear las distintas
etapas de CHDM, y en el nivel de modelo para ejemplicar e instanciar cada
etapa en un dominio concreto, es decir, en un modelo concreto.
3.3.1 Modelo Conceptual
Como se dijo anteriormente, en esta etapa se identican los objetos relevantes
de la aplicacion y las relaciones entre ellos. El modelo conceptual es como
cualquier dise~no de objetos con la salvedad de que los atributos pueden ser
multitipados, o sea, que pueden pertenecer a mas de un tipo o clase. Por
ejemplo, en un dise~no preliminar para una aplicacion de un museo de arte,
la representacion de un pintor podra tener un atributo que modelara su
biografa. La misma podra representarse por medio de texto o bien de video.
Pero esta decision podra delegarse a la etapa navegacional. Es por eso que
en la etapa conceptual el atributo biografa es multitipado.
En la gura 3.2 se muestra el modelo de la etapa de dise~no conceptual de
CHDM a traves de un diagrama de clases UML y a continuacion se da una
breve descripcion de cada una de las metaclases. Cabe aclarar que esta etapa
es exactamente igual a la que plantea OOHDM. Un aporte de este trabajo
de grado fue plasmar los conceptos de esta etapa descripta en [Ros96] en
un diagrama de metaclases. A su vez se han tomado ciertas libertades a
la hora de especicar los tipos de relaciones entre clases (ver jerarquas de
Relationship y KnowledgeStrategy). Todas las metaclases, excepto Class,
Relationship y Attribute fueron agregadas para una mejor conceptualizacion
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de las entidades intervinientes en esta etapa de dise~no.
Attribute
Class parent
childsource
target 0..n
0..n
0..n
Knowledge
Strategy
Dependency
Strategy
DirectKnowledge
Strategy
DataType
Classifier perspectives
1..n
Relationship
Generalization KnowledgeRelationship
Conceptual
Model
Figura 3.2: Modelo Conceptual de CHDM
La metaclase ConceptualModel representa a los modelos conceptuales de
los dise~nos de aplicaciones de hipermedia. La misma esta relacionada con la
clase Class puesto que un modelo conceptual esta compuesto por un conjunto
de clases. La jerarqua de Classier modela a los objetos de una aplicacion
que se pueden representar mediante clases Class o tipos de datos DataType.
La metaclase Attribute representa a los atributos de los Classiers y tiene
una relacion a la metaclase Classier con multiplicidad 1::n, pues, como se
dijo anteriormente, los atributos pueden ser multitipados en esta etapa.
Por otro lado, se tiene la jerarqua de Relationship que representa a las
posibles relaciones entre objetos. Tales relaciones pueden ser de generaliza-
cion, GeneralizationRelationship, o de conocimiento KnowledgeRelationship.
Las relaciones de conocimiento, a su vez, pueden ser de diferente naturale-
za: relaciones de conocimiento simples, dependencias, etc; es por eso que
llevan asociadas una estrategia de conocimiento KnowledgeStrategy , hacien-
do uso del patron de dise~no Strategy [GHJV94, p. 315], que determina las
caractersticas de tales relaciones.
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3.3.2 Modelo Navegacional
En la etapa del modelo navegacional se denen los nodos, links, anchors,
contextos navegacionales, que van a conformar el espacio navegacional de la
aplicacion.
Aqu, al igual que en la etapa de dise~no conceptual, cabe aclarar que
CHDM reusa la etapa de dise~no navegacional de OOHDM. De manera ana-
loga al dise~no conceptual se ha elaborado un diagrama de clases UML para
representar los conceptos denidos en [Ros96] en un unico diagrama que los
interrelacione. Se han incluido detalles de dise~no tales como LinkEndPoint y
la jerarqua de EndPointSolver denidas en [RG96], que tienen como objetivo
desacoplar los links de los destinos de links.
Link
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Link
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Node
Context
Context
Family
contextMember
0..n
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1..n
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SolverLinkEndpoint
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0..n
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0..n
1..n
Access
Structure
Arbitrary
Link
Figura 3.3: Modelo Navegacional de CHDM
En la gura 3.3 se muestra el modelo navegacional de CHDM. En la
misma se muestra la metaclase Node que representa a las clases de nodos
denidas para cualquier modelo navegacional. Existen cuatro clases de no-
dos: AtomicNode que representa a los nodos atomicos, CompositeNode que
representa a los nodos compuestos, AccessStructure que representa a las es-
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tructuras de acceso, tales como ndices a otros nodos, y NodeInContext que
es un decorador [GHJV94, p.175] de los nodos para agregar informacion del
contexto de navegacion en que se encuentra el nodo decorado. Cualquier
nodo, ya sea atomico, compuesto, estructura de acceso o InContext , conoce
un conjunto de Anchors, que representan los puntos de partida para navegar
a traves de los links a otros nodos.
La jerarqua de Link representa las uniones entre los nodos. A traves de
ellos se puede navegar de un nodo a otro. Se han denido tres subclases:
ApplicationLink , que representa a los links que surgen de las relaciones de
conocimiento, ContextualLink , que representa a las relaciones entre nodos
que surgen implcitamente a partir de la denicion de contextos navegacio-
nales, y por ultimo, ArbitraryLink para modelar relaciones arbitrarias entre
nodos.
A su vez, los links estan relacionados con un EndPointSolver que es
el encargado de decidir el destino al que se navegara mediante ese link.
LinkEndPoint fue considerada para permitir destinos mutliples a partir de
un mismo link. En este caso, el EndPointSolver brindara un conjunto de
LinkEndPoints de los cuales el usuario seleccionara el proximo nodo a na-
vegar. El destino puede ser jo o computado en tiempo de ejecucion, para lo
cual se tienen las subclases FixedEndPointSolver y ComputedEndPointSolver .
3.4 Modelo Colaborativo
Como fue mencionado anteriormente, la etapa del modelo colaborativo fue
propuesta con el n de agregar a OOHDM caractersticas para soporte de
dise~no de aplicaciones de hipermedia colaborativas.
Como resultado de la nueva etapa, se obtiene un modelo de objetos con-
creto para especicar de manera estructural, o estatica, las caractersticas
colaborativas de la aplicacion, y diagramas de secuencia que permiten es-
pecicar la parte dinamica de la aplicacion, es decir, el comportamiento de
dichos objetos en escenarios colaborativos puntuales y la manera en que ellos
colaboran.
En lo que respecta al usuario de CHDM, un dise~nador de aplicaciones de
hipermedia colaborativas, a la hora de construir el modelo de una aplicacion
de hipermedia colaborativa solamente necesita instanciar cada uno de los
modelos de CHDM con las clases especcas de su aplicacion.
En la seccion 3.4.1 se mostrara el dise~no del modelo colaborativo enfocado
desde el punto de vista estructural y en la seccion 3.4.2 se describen los
aspectos dinamicos del mismo. Finalmente en la seccion 3.4.3 se mostrara
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un ejemplo de la instanciacion del modelo colaborativo para una aplicacion
concreta: un laboratorio de investigacion.
3.4.1 Aspectos Estructurales
En esta seccion se describiran los aspectos estructurales del modelo colabo-
rativo. Es decir, se mostraran las clases participantes y sus relaciones, pero
no el modo en que ellas interactuan.
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Figura 3.4: Modelo Colaborativo de CHDM
La gura 3.4 muestra las metaclases que intervienen en el modelo cola-
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borativo.
Uno de los aspectos a tener en cuenta para el dise~no de aplicaciones
de hipermedia colaborativas es el de usuarios y sus roles en la utilizacion
de la aplicacion. Esto se encuentra representado en el modelo colaborativo
por la jerarqua de ApplicationUser . Aqu, nuevamente se ha utilizado un
patron de dise~no orientado a objetos, en este caso el patron Role Object
[BRSW00], dado que permite agregar roles dinamicamente a objetos. Los
usuarios estan relacionados con las sesiones de colaboracion en las que se
encuentran trabajando.
La metaclase CollaborativeModel representa a los modelos colaborativos
de CHDM.

Esta conoce a un conjunto de CollaborativeNode, nodos cola-
borativos que componen el modelo. En la seccion 3.5 se vera que el nodo
colaborativo es el punto de conexion entre el modelo colaborativo y el modelo
navegacional, puesto que cada nodo colaborativo decora a un nodo del mo-
delo navegacional, agregandole cualidades colaborativas (patron Decorator
[GHJV94, p.175]).
Una de las caractersticas colaborativas, el awareness, esta modelada a
traves del AwarenessManager .

Este distribuye la informacion de awareness
entre nodos colaborativos que la requieran. Los nodos colaborativos se de-
ben \suscribir" como dependientes del AwarenessManager para recibir no-
ticaciones de los eventos en los que esten interesados y deben noticarle
sobre los eventos relevantes. As, por ejemplo, un nodo que quiera proveer
awareness de presencia de los usuarios estara interesado en saber cuando
un usuario entra o sale de la aplicacion; dicha informacion sera provista al
AwarenessManager por parte del nodo en el que el usuario se loguea o des-
loguea de la aplicacion.
Por su parte, las metaclases TypeSession y Session representan los tipos
de sesiones que un nodo colaborativo ofrece a los usuarios y las sesiones de
colaboracion concretas (ya iniciadas), respectivamente (metaclases inspiradas
en el patron de dise~no Type Object [JW97]). Por ejemplo, un nodo puede
brindar la posibilidad de entablar una sesion de discusion entre usuarios (tipo
de sesion) y a su vez, permitir a un usuario ingresar a una discusion donde
un grupo de usuarios ya se encuentra colaborando (sesion concreta).
Por otro lado, la metaclase NavigationCouplingStrategy representa la es-
trategia de acoplamiento utilizada en las sesiones de navegacion (pattern
Strategy, [GHJV94, p.315]). En la gura 3.4 la jerarqua encabezada por
NavigationCouplingStrategy tiene tres subclases: GuidedCouplingStrategy ,
que apunta al dise~no de navegaciones guiadas, TightlyCoupledStrategy , en
donde todos los usuarios navegan juntos, y LooselyCoupledStrategy , en don-
de los usuarios navegan independientemente de los demas. La metodologa
CHDM propone que esta jerarqua sea ampliada de acuerdo a los requeri-
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mientos de la aplicacion a ser dise~nada.
Ademas, el modelo colaborativo de CHDM brinda la posibilidad de agre-
gar herramientas colaborativas a los nodos.

Estas pueden ser sincronicas, tal
como una herramienta de chat , o asincronicas, como la posibilidad de enviar
mensajes entre usuarios o compartir informacion a traves de archivos.

Estas
se ven representadas mediante la jerarqua CollaborativeTool . Los detalles de
dise~no de tales herramientas estan fuera del ambito de este trabajo, puesto
que cada una de ellas es una aplicacion en s misma.
3.4.2 Aspectos Dinamicos
En esta seccion se mostrara el modelo colaborativo en sus aspectos dinamicos.
Es decir, se vera el modo en que interactuan las diferentes clases que lo
componen. Para tal n, se mostraran diferentes diagramas de secuencia para
algunos escenarios de colaboracion entre objetos. Notar que los siguientes
diagramas son metadiagramas dado que especican interacciones a nivel de
metaclases, o sea, abstraen interacciones entre clases de cualquier modelo.
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Figura 3.5: Llegada a un nodo colaborativo
En la gura 3.5 se muestra la secuencia de acciones que se llevan a cabo
cuando un usuario llega a un nodo colaborativo. Las dos formas en que un
usuario puede llegar a un nodo colaborativo son: habiendose logueado en ese
nodo (primer nodo de la aplicacion que visita), o habiendo navegado desde
otro nodo.
Cuando un usuario llega a un nodo colaborativo se genera un evento que
se expande a todos los demas nodos colaborativos de la aplicacion mediante
el AwarenessManager que es el encargado de noticar a los nodos los eventos
de awareness para que actualicen la informacion correspondiente.
En la gura 3.6 se muestra la secuencia de un usuario cuando entra en
una sesion de colaboracion. Una vez que el usuario elige una sesion a la
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Figura 3.6: Entrada a una sesion de colaboracion
cual ingresar, se lo comunica al nodo colaborativo por medio del cual in-
gresara.

Este se comunica con la sesion y ella, a su vez, con la estrategia
de navegacion asociada para que tenga en cuenta al nuevo usuario para las
navegaciones de la sesion. De la misma manera que en el diagrama anterior,
el AwarenessManager se encarga de distribuir el evento a todos los nodos
colaborativos de la aplicacion.
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userNavigatesFromNodeToNode (anApplicationUser,
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Figura 3.7: Navegacion
La gura 3.7 muestra el escenario de un usuario que navega de un nodo a
otro a traves de un link. El usuario le pide al nodo el siguiente nodo corres-
pondiente al link y luego le comunica a la sesion que quiere navegar.

Esta
determina los pasos a seguir en colaboracion con la estrategia de navegacion
NavigationCouplingStrategy ya que la navegacion de un usuario puede afectar
al resto de los usuarios de la sesion.
En la gura 3.8 se muestra lo que sucede cuando un usuario navega en
una sesion fuertemente acoplada: los demas usuarios navegan con el. La se-
sion le avisa a su estrategia de navegacion que un usuario quiere navegar. La
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Figura 3.8: Navegacion en una sesion fuertemente acoplada
estrategia de navegacion, al ser fuertemente acoplada, se encarga de comuni-
car a todos los usuarios de la sesion (incluyendo al que origino la navegacion)
que tienen que navegar hacia otro nodo.
3.4.3 Ejemplo
En esta seccion se dara un ejemplo de la utilizacion de la etapa del metamo-
delo colaborativo propuesto en una aplicacion concreta. Se mostrara como,
para construir un dise~no de la etapa colaborativa de CHDM solo es necesario
instanciar el metamodelo colaborativo propuesto.
La gura 3.9 representa el dise~no de la etapa colaborativa de una aplica-
cion de un laboratorio de investigacion. En tal aplicacion, es necesario repre-
sentar entidades tales como areas de investigacion, investigadores, proyectos
de investigacion que se desarrollan, etc. En el dise~no conceptual intervienen,
entre otras, las clases ResearchArea, LabMember y Project , propias del do-
minio de la aplicacion. Dichas clases son instancias de la metaclase Class del
metamodelo conceptual de CHDM. Suponiendo que en el dise~no navegacio-
nal se tiene, entre otras, una instancia de la metaclase Node (del metamodelo
navegacional) que representa el mapa de la aplicacion, SiteMapNode, lo que
se pretende modelar en este dise~no colaborativo es la posibilidad de realizar
una navegacion acoplada en la que un usuario que es miembro del laboratorio
sea el gua de dicha navegacion, y el resto de los usuarios lo sigan a manera
de tour.
Como se menciono anteriormente, para denir el modelo colaborativo de
una aplicacion en particular solo es necesario instanciar el metamodelo co-
laborativo de CHDM con las clases del dominio de la aplicacion. En este
caso, se tiene un nodo colaborativo, CollaborativeSiteMapNode, que reeja
el nodo correspondiente del nivel navegacional pero ademas provee la posi-
bilidad de que los usuarios se agreguen a una sesion de navegacion guiada.
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Figura 3.9: Ejemplo de Modelo Colaborativo
Es decir, si el gua navega de un nodo a otro, todos los usuarios que parti-
cipan en esa misma sesion navegaran al nodo que el gua indique. La idea
es que el gua sea un miembro del laboratorio que muestra a otros usua-
rios (externos al laboratorio) un tour por la aplicacion. El nodo colaborativo
CollaborativeSiteMapNode es instancia de la metaclase CollaborativeNode del
metamodelo colaborativo propuesto por CHDM.
Ademas se ha especicado que el nodo colaborativo denido utilice un
AwarenessManager concreto denominado ConcreteAwarenessManager (ins-
tancia de la metaclase AwarenessManager del metamodelo de CHDM) que
se encargue de los aspectos de implementacion del awareness del nodo. No se
dan detalles de dise~no sobre el objeto ConcreteAwarenessManager , pues pa-
ra tal n es necesario mostrar un dise~no mas completo, y aqu solo se quiere
mostrar un ejemplo.
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Figura 3.10: Instanciacion de un Diagrama de Secuencia
La gura 3.10 muestra el diagrama de secuencia que surge al haber ins-
tanciado el modelo colaborativo de CHDM para una aplicacion concreta. En
este caso se puede ver la secuencia de acciones relacionadas con la navegacion
acoplada mencionada anteriormente. Este es un ejemplo de modelizacion de
aspectos dinamicos de una aplicacion de hipermedia colaborativa.
Es notable ver como el metamodelo colaborativo planteado anteriormente
(gura 3.4) sirve como \molde" para instanciar un modelo concreto (gura
3.9). Basta superponer ambos diagramas para ver las instanciaciones de las
clases intervinientes. Por ejemplo, CollaborativeSiteMapNode es instancia de
CollaborativeNode, LabUser lo es de ApplicationUser y as sucesivamente.
La estrategia de navegacion LabNavigationalStrategy fue instanciada, para
este ejemplo, a partir de la metaclase GuidedCouplingStrategy puesto que
la navegacion acoplada cumple la metafora de \navegacion guiada". Para
representar los distintos roles en la sesion de navegacion se utilizan las clases
LabMemberRole y NonLabMemberRole.
En conclusion, para desarrollar un modelo colaborativo concreto, es ne-
cesario instanciar las metaclases propuestas en la metodologa CHDM con
las clases propias del dominio de aplicacion.
3.5 Relacion entre los Modelos
En esta seccion se vera cuales son las relaciones entre los modelos concep-
tual, navegacional y colaborativo. Luego, en la seccion 3.5.1 se mostrara un
ejemplo concreto instanciando cada uno de los modelos de CHDM para una
aplicacion de un museo de arte.
Para comenzar, en la gura 3.11, se muestran las conexiones existentes en-
tre los modelos conceptual, navegacional y colaborativo. Existen dos relacio-
nes entre los modelos conceptual y navegacional; la primera es entre las me-
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Figura 3.11: Relacion entre los Modelos
taclases Class y Node de sendos modelos. Entre ellas se presenta una relacion
de dependencia: un nodo observa a varios objetos de los cuales es dependien-
te, y de los cuales obtiene atributos para mostrar. La segunda conexion entre
ambos modelos se encuentra entre las metaclases KnowledgeRelationship y
ApplicationLink . En este caso, un link de la aplicacion mapea una relacion
existente entre objetos de la aplicacion. Por ejemplo, la relacion pinta entre
las clases Pintor y Pintura en un modelo conceptual se vera reejada en un
link que permitiera navegar de un pintor a una de sus pinturas, en un modelo
navegacional.
Finalmente, se muestra la relacion existente entre el modelo navegacio-
nal y el colaborativo reejada mediante las metaclases CollaborativeNode y
Node. La relacion entre ambos cumple con el pattern Decorator [GHJV94,
p.175] puesto que el nodo colaborativo agrega al nodo ciertas caractersticas
colaborativas, tales como awareness, acoplamiento en la navegacion, grupos
de usuarios colaborando, herramientas colaborativas, etc.
Notar que la metaclase ApplicationLink del modelo navegacional no tiene
una representacion en el modelo colaborativo como la metaclase Node, pues
los links no requieren caractersticas colaborativas como los nodos.

Estos son
accesibles mediante los nodos colaborativos que realizan la conexion con el
modelo navegacional. Cuando un usuario selecciona un anchor en un nodo
colaborativo, en realidad esta seleccionando la \vista" que tiene el nodo cola-
46
borativo de tal anchor, y el resultado de tal accion dependera de la estrategia
de navegacion asociada al nodo colaborativo, conjuntamente con el rol que
este desempe~nando el usuario en el sistema. Por ejemplo, si el usuario se
encuentra en una sesion de tour por la aplicacion y tiene el rol de gua, todos
los demas usuarios de la misma sesion seran forzados a navegar con el. Pero
para esta nueva metafora de navegacion no es necesario modicar ni agregar
ninguna caracterstica en especial a los anchors ni a los links, ellos funcionan
de la misma manera que en una aplicacion no colaborativa, el destino del
link es el mismo.
3.5.1 Ejemplo
En esta seccion, se ejemplicaran las relaciones existentes entre los modelos
conceptual, navegacional y colaborativo mostrando un modelo de una aplica-
cion de hipermedia colaborativa concreta: un museo de arte. En tal aplica-
cion encontraremos objetos tales como pintores y pinturas, para los cuales es
necesario modelar nodos. Ademas se agrega la funcionalidad colaborativa de
poder discutir con otros usuarios visitantes temas relacionados con un pintor
al llegar al nodo correspondiente al artista. Para eso los visitantes deberan
entablar una sesion de discusion.
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Figura 3.12: Modelo del Museo de Arte
En la gura 3.12 se brinda un peque~no ejemplo de los modelos conceptual,
navegacional y colaborativo de CHDM instanciados para la aplicacion del
museo de arte anteriormente mencionada. En el modelo conceptual se tienen
las clases Painter y Painting unidas por la relacion paints que representa
la relacion entre un pintor y sus pinturas. En el modelo navegacional, por
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otro lado, se han modelado los nodos correspondientes a los pintores y las
pinturas mediante PainterNode y PaintingNode entre los cuales se encuentra
el link paintsLink representando la posibilidad de navegar de un pintor a una
de sus pinturas. Por ultimo, en el modelo colaborativo se tienen las clases
CollaborativePainterNode y DiscussionSession que representan que el nodo
colaborativo agrega al nodo de un pintor la posibilidad de establecer una
sesion de discusion con otros usuarios.
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Figura 3.13: Niveles de Instanciacion para Nodos
En la gura 3.13 se muestran los diferentes niveles de instanciacion como
se describio en la seccion 3.3 y a su vez, la relacion existente entre el modelo
conceptual y navegacional de CHDM.
En la parte superior del diagrama se observan las metaclases Class y
Node (metaclases del modelo de CHDM). A partir de ellas se instancian
PaintingNode, PainterNode, Painter y Painting que son clases del modelo
de la aplicacion (instanciacion en el metamodelo, echa de lnea completa).
Y nalmente, se obtienen los objetos de la aplicacion Picasso, Guernica,
PicassoNode y GuernicaNode como instancias de tales clases (instanciacion
en el modelo, echa de lnea punteada).
Notese ademas, que las relaciones observs que se daban entre las meta-
clases Node y Class en el metamodelo, son transportadas hacia las instancias
del modelo dado que el metamodelo es una abstraccion del modelo, que a su
vez, es una abstraccion del dominio de la aplicacion.
En la gura 3.14 se muestran nuevamente los diferentes niveles de ins-
tanciacion, pero en este caso con respecto a los modelos navegacional y
colaborativo de CHDM, y a la relacion entre ellos. Las metaclases Node
y CollaborativeNode son instanciadas para obtener las clases del modelo
PainterNode y PainterCollaborativeNode de las cuales se obtienen las instan-
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Figura 3.14: Niveles de Instanciacion
cias PicassoNode y PicassoCollaborativeNode que son objetos de la aplicacion
del museo de arte.
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En la gura 3.15 se pueden observar los tres niveles de abstraccion y las
relaciones de instanciacion entre ellos, en el eje vertical, y una de las relaciones
entre los modelos conceptual y navegacional (entre KnowledgeRelationship y
Link), en el eje horizontal. Puede verse que la relacion especicada a nivel
metamodelo maps, se traslada hacia el modelo representando que un link
mapea la relacion entre un pintor y su pintura.
3.6 Contribuciones de CHDM
En la seccion 3.2.1 se mostraron las caractersticas de las cuales OOHDM
careca para soportar el dise~no de aplicaciones de hipermedia colaborativas.
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A continuacion se describe en que manera CHDM soluciona cada uno de los
puntos discutidos en dicha seccion:
1. CHDM dene una jerarqua de usuarios y roles de usuarios que debe
ser instanciada de acuerdo a las necesidades de la aplicacion. Ademas
permite especicar caractersticas colaborativas tales como awareness
para cada nodo colaborativo, asociandole un manejador de awareness,
instancia de la metaclase AwarenessManager .
2. CHDM permite asociar a los nodos colaborativos herramientas colabo-
rativas sincronicas o asincronicas.
3. CHDM permite modelar sesiones de interaccion y colaboracion entre
usuarios. Para eso propone la denicion de tipos de sesiones accesibles
a partir de los diferentes nodos colaborativos de la aplicacion.
El dise~nador de aplicaciones de hipermedia colaborativas solo tiene que ins-
tanciar el metamodelo propuesto por CHDM para modelar las caractersticas
colaborativas mencionadas en los puntos anteriores.
En conclusion, CHDM extiende la metodologa de dise~no OOHDM pa-
ra aplicaciones de hipermedia colaborativas, modelando las caractersticas
colaborativas de tales aplicaciones que OOHDM no tiene en cuenta.
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Captulo 4
Formalizacion
Una tecnica bastante aceptada en ingeniera de software es la combinacion
de diferentes modelos para describir distintos aspectos (de estructura y com-
portamiento) de un dominio de aplicacion. El hecho de usar diferentes mo-
delos aclara partes importantes del sistema, pero debe tenerse en cuenta que
los mismos pueden no ser independientes y entonces pueden superponerse
semanticamente. Los modelos constituyen la base fundamental de informa-
cion sobre la cual interactuan expertos del dominio, analistas y desarrolla-
dores de software. Por lo tanto, es de suma importancia que los modelos
expresen claramente la esencia del problema [PB00].
Por otro lado, la actividad de construccion de un modelo es una parte
crtica en el proceso de desarrollo de software [SM88]. Dado que los modelos
son el resultado de un proceso complejo de abstraccion y creacion, es posible
que tiendan a contener errores, omisiones e inconsistencias. Los mismos se
construyen usando un lenguaje de especicacion, que puede variar desde len-
guaje natural (no formal) a lenguajes de especicacion gracos, como UML
[Gro99] (semi-formal) y a veces hasta un formalismo matematico (formal).
El exito de los lenguajes de especicacion gracos, como UML o Booch
[Boo94] se basa en el uso de elementos de modelado intuitivos y mecanismos
estructurados, que son faciles de entender, aplicar y transmitir. Sin embargo,
la falta de semantica precisa de las notaciones de modelado utilizadas por
este tipo de lenguajes puede ocasionar varios problemas:
 Malas interpretaciones de los modelos: la interpretacion del lector po-
dra ser diferente a la interpretacion del creador del modelo.
 Existencia de varios modelos separados (estaticos, dinamicos, funcio-
nales) difciles de integrar y mantener consistentes.
 Los modelos no pueden validarse (ni formal ni informalmente), lo cual
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puede llevar a sistemas inseguros donde, por ejemplo, el comportamien-
to bajo ciertas circunstancias sea impredecible.
En [CMPR00] se describen en detalle los problemas de ambiguedades con-
tenidos en UML y se propone una base formal al mismo. En particular, se
tratan los diagramas de colaboracion en sus aspectos estaticos (sintacticos)
y dinamicos (semanticos).
Por otro lado, los lenguajes de especicacion formales, tales como Z
[DKRS91, Spi92], VDM [Jon90] o F-Logic [MK90], tienen una sintaxis y
semantica bien denidas. Si bien su uso en la industria es poco frecuente
debido a la complejidad de los formalismos matematicos que utilizan, tienen
mayor poder expresivo y estan faltos de ambiguedades.
En el captulo 3 se mostro una formalizacion mediante diagramas de ob-
jetos en notacion UML para la metodologa de dise~no CHDM. Al ser UML
un lenguaje de especicacion graco semi-formal cuenta con las desventajas
anteriormente descriptas de tales lenguajes, por lo tanto en este captulo se
dara una especicacion de CHDM mediante un lenguaje formal (Object-Z),
permitiendo as que los modelos de aplicaciones de hipermedia colaborativas
dise~nados con la metodologa CHDM esten mas precisamente especicados.
Object-Z cuenta con varias ventajas con respecto a UML por ser un len-
guaje formal. A continuacion se describen algunas de ellas:
 Object-Z es un lenguaje de especicacion mas expresivo y no ambiguo.
 Al ser orientado a objetos, Object-Z cuenta con todas las ventajas de
ese paradigma.
 Object-Z permite especicar reglas de buena formacion para los esque-
mas de clase, invariantes que deben cumplir todas las instancias de tal
clase.
 Object-Z permite especicar las operaciones en forma declarativa.
 Se pueden realizar chequeos sobre las clases especicadas, de acuerdo
a los invariantes y operaciones denidas.
 Permite derivar nuevas propiedades a partir de las ya especicadas y
de las reglas de buena formacion correspondientes a cada clase.
Como corolario, por haber especicado formalmente el modelo de CHDM
con Object-Z, surgen las siguientes ventajas:
 La especicacion en Object-Z provee una base formal a la metodologa
CHDM.
52
 Como CHDM conforma un metamodelo para las aplicaciones de hi-
permedia colaborativas, dicho metamodelo sera instanciado a la hora
de realizar un modelo para una aplicacion en particular. Una vez ins-
tanciado el modelo de CHDM puede vericarse el cumplimiento de las
reglas de buena formacion especicadas para las metaclases. Por lo
tanto, se provee una base formal para todos los dise~nos de aplicaciones
de hipermedia colaborativas.
 Podra implementarse un editor de CHDM que permitiera vericaciones
dentro de los modelos generados por este basandose en el formalismo
subyacente y los invariantes especicados.
En las secciones siguientes se mostraran algunas metaclases elegidas, las con-
sideradas mas representativas de cada etapa, con el proposito de ejemplicar
la especicacion formal del modelo CHDM. En la seccion 4.1 se veran algu-
nas de las metaclases del modelo navegacional, y en la seccion 4.2 metaclases
del modelo colaborativo. Finalmente en la seccion 4.3 se mostrara un ejem-
plo donde se vera la instanciacion de las metaclases formalizadas, para una
aplicacion de hipermedia colaborativa concreta.
No hemos elegido ninguna clase del modelo conceptual por tratarse de
un modelo de objetos con la unica particularidad de que los atributos de las
clases pueden ser multi-tipados. Tampoco hemos considerado a las etapas
de interfase abstracta ni la de implementacion, puesto que tampoco fueron
consideradas en la denicion del modelo de CHDM en el captulo 3. Estas
ultimas dos etapas podran tratarse en una futura investigacion sobre el tema.
Se recomienda al lector no familiarizado con la notacion de Object-Z
remitirse al apendice B antes de continuar con el resto de este captulo.
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4.1 Modelo Navegacional
En esta seccion se mostraran algunas de las metaclases del modelo navega-
cional de CHDM especicadas con el lenguaje formal Object-Z. Tal modelo
fue presentado en la seccion 2.2 como se describe en la denicion original de
OOHDM, y mas tarde, en la seccion 3.3.2 se mostro un diagrama de objetos
correspondiente a dicho modelo. Se veran las metaclases: NavigationalModel ,
Link , Node, NodeInContext , Context y ContextFamily que han sido seleccio-
nadas por considerarse las mas signicativas del modelo navegacional.
NavigationalModel
nodes : PNode
contextFamilies : PContextFamily
anchors : PAnchor
anchors = fa 2 Anchor j 9 n 2 nodes  a 2 n:anchorsg
getNavigationalPaths
paths! : P seqNode
8 p 2 paths!  ((8 i 2 domp  p[i ] 2 nodes)
^ (p[i ]:isNavigableTo(p[i + 1])))
existsPath
sourceNode? : Node
targetNode? : Node
self :getNavigationalPaths
o
9
9 p 2 paths! 
paths![1] = sourceNode? ^
paths![paths!:length] = targetNode?
[1] 8 a 2 anchors  a:getDestination() 2 nodes
Figura 4.1: NavigationalModel
En la gura 4.1 se describe la especicacion en Object-Z de la meta-
clase NavigationalModel .

Esta representa a los modelos navegacionales de
OOHDM y abstrae las caractersticas y comportamiento comunes a los mis-
mos. Sus atributos son: nodes, los nodos pertenecientes al modelo navegacio-
nal, contextFamilies, las familias de contextos que conforman la estructura
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navegacional de dicho modelo y anchors, un atributo derivado que repre-
senta a todos los anchors de los nodos del modelo. Se han especicado las
operaciones getNavigationalPaths, que retorna todos los posibles caminos de
navegacion entre los nodos de la aplicacion, y existsPath, que dice si existe un
camino navegable entre dos nodos dados. Para esto hace uso de la operacion
anterior utilizando su variable resultado paths!. Ademas se denio la regla
de buena formacion [1] que especica que todos los anchors de los nodos del
modelo navegacional conectan nodos pertenecientes a dicho modelo. Recor-
dar que en Object-Z los parametros de entrada se marcan con el smbolo \?"
y los de salida con \!" (ver apendice B).
Link
solver : EndPointSolver
sourceNode : Node
getDestination
destination! : Node
destination! = solver :getDestination()
[1]sourceNode:isNavigableTo(solver :getDestination())
Figura 4.2: Link
En la gura 4.2 se muestra la especicacion formal de la metaclase Link .
La misma representa a las conexiones que permiten la navegacion de un
nodo a otro. Cuenta con los atributos solver y sourceNode que representan
al objeto encargado de calcular el destino del link y el nodo origen del link,
repectivamente. La operacion getDestination se encarga de retornar el nodo
destino del link, colaborando con el solver . Ademas, se especica el invariante
[1] que establece que a partir del nodo origen del link se puede navegar hacia
el destino del mismo.
En la gura 4.3 se muestra la especicacion formal de la metaclase Node,
que representa a los nodos del modelo navegacional. Dicha metaclase cuenta
con los atributos: anchors, representando a los anchors contenidos en el
nodo, modelObjects, objetos del modelo conceptual observados por el nodo
para mostrar informacion, y attributes, datos mostrados por este en el modelo
navegacional. Se dene la operacion isNavigableTo que dice si a partir de ese
nodo se puede llegar a otro. Para eso se verica que ese nodo sea el destino de
alguno de sus anchors. Ademas, se declara una regla de buena formacion [1]
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Node
anchors : PAnchor
modelObjects : PConceptualClass
attributes : PAttribute
isNavigableTo
node? : Node
9 a 2 anchors  (node? = a:getDestination())
[1] 8 a 2 attributes  (9m 2 modelObjects  a 2 m:attributes)
Figura 4.3: Node
que especica que los atributos del nodo son una proyeccion de los atributos
de los objetos del modelo conceptual del conjunto modelObjects. Dado que el
nodo es un observador (pattern Oberver [GHJV94, p.293]) de tales objetos,
se actualiza reejando cambios en el estado de los mismos.
NodeInContext
Node
decoratedNode : Node
context : Context
contextAttributes : PAttributes
[1]decoratedNode 2 context :members
[2] 8 ca 2 contextAttributes 
(6 9m 2 modelObjects  ca 2 m:attributes)
Figura 4.4: NodeInContext
En la gura 4.4 se muestra la metaclase NodeInContext que es una de
las subclases de Node. La misma contiene los atributos: decoratedNode que
representa al nodo al cual este NodeInContext decora, o sea, al cual agrega
informacion del contexto context , que es el contexto en el que se encuen-
tra el nodo decorado, y contextAttributes, los atributos contextuales que el
NodeInContext agrega al nodo decorado. La regla de buena formacion [1]
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dice que el nodo decorado debe pertenecer al contexto del NodeInContext , la
[2] dice que los atributos presentes en contextAttributes son atributos propios
del contexto que no pertenecen a ninguna de las clases del modelo conceptual
observadas. Esto se debe a que el NodeInContext agrega al nodo informacion
relacionada con el contexto en que se encuentra.
Context
members : seqNode
membershipRule : Node ! Boolean
navigationalOrder : Node  Node ! Boolean
getNextMember
node? : Node
nextNode! : Node
nextNode! 2 members
navigationalOrder(node?; nextNode!)
@n 2 members  (navigationalOrder(node?; n)
^ navigationalOrder(n; nextNode!))
getPreviousMember
node? : Node
prevNode! : Node
prevNode! 2 members
navigationalOrder(prevNode!; node?)
@n 2 members  (navigationalOrder(prevNode!; n)
^ navigationalOrder(n; node?))
[1] 8 n 2 Node  n 2 members , membershipRule(n)
[2] 8 i 2 dommembers 
navigationalOrder(members[i ];members[i + 1])
Figura 4.5: Context
En la gura 4.5 se muestra la especicacion de la metaclase Context , la
cual representa a un contexto de navegacion del modelo navegacional. Dicha
metaclase posee los siguientes atributos: members, el conjunto de nodos
que conforman el contexto, membershipRule, un predicado de pertenencia
que deben cumplir todos los miembros del contexto y navigationalOrder , un
predicado que determina el orden de navegacion entre los nodos del contexto.
57
Ambos predicados pueden ser especicados por extension (enumeracion de
los nodos), o por comprension (mediante una formula logica). Ademas, se
declaran las operaciones getNextMember y getPreviousMember que retornan
respectivamente el proximo y anterior miembro del contexto con respecto
a un nodo en particular en el orden de navegacion navigationalOrder . Por
ultimo, se denen dos reglas de buena formacion: la [1] declara que un nodo
es miembro del contexto si y solo si cumple con el predicado de pertenencia
membershipRule (esta regla asegura correccion y completitud del contexto),
y la regla [2] declara que entre todos los nodos del contexto se cumple el
orden de navegacion dado por el predicado navigationalOrder .
ContextFamily
contexts : PContext
membershipRule : Context ! Boolean
isValidContextChange
node? : Node
c1?; c2? : Context
c1?:membershipRule(node?) ^
c2?:membershipRule(node?)
isValidChangeFromContextToFamily
node? : Node
c? : Context
c?:membershipRule(node?) ^
(8 ci ; cj 2 contexts 
ci :members \ cj :members = ?) ^
(9
1
c1 2 contexts  c1:membershipRule(node?))
[1] 8 c 2 Context  c 2 contexts , membershipRule(c)
Figura 4.6: ContextFamily
En la gura 4.6 se muestra la especicacion en Object-Z de la metacla-
se ContextFamily , que representa a una familia de contextos, la cual po-
see los atributos contexts representando a los contextos que la conforman y
membershipRule, predicado de pertenencia para los mismos. Se denen dos
operaciones: isValidContextChange y isValidChangeFromContextToFamily .
La primera dice que un nodo puede cambiar de un contexto a otro si y solo
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si pertenece a ambos y la segunda determina que un nodo puede cambiar
de un contexto a una familia de contextos si y solo si el nodo pertenece al
contexto origen y la familia destino es una particion para ese nodo (los con-
textos son disjuntos y existe solo uno que contiene al nodo), de otra forma
no se podra determinar a que contexto de la familia cambiara el nodo. Por
ultimo, se declara la regla de buena formacion [1] que establece que los con-
textos contenidos en la familia deben cumplir con el predicado de pertenencia
membershipRule.
4.2 Modelo Colaborativo
En esta seccion se veran algunas de las metaclases del modelo colaborati-
vo de CHDM especicadas con el lenguaje formal Object-Z [DKRS91]. Tal
modelo fue presentado en la seccion 3.4 junto con un diagrama de obje-
tos correspondiente. Se mostraran las especicaciones de las metaclases
ColaborativeModel , CollaborativeNode, GuidedCouplingStrategy , Session y
AwarenessManager que han sido seleccionadas por considerarse las mas sig-
nicativas del modelo colaborativo.
CollaborativeModel
collaborativeNodes : PCollaborativeNode
activeSessions : P Session
activeSessions =
fs 2 Session j 9 n 2 collaborativeNodes 
s 2 n:accessibleSessionsg
INIT
activeSessions = ?
[1] 8 a 2 activeSession  #a:users >= 1
Figura 4.7: CollaborativeModel
En la gura 4.7 se muestra el esquema de Object-Z que especica a la
metaclase CollaborativeModel . La misma representa a los modelos colabora-
tivos de CHDM abstrayendo las caractersticas y comportamiento comunes
a ellos. Cuenta con el atributo collaborativeNodes, los nodos colaborativos
denidos en el modelo y el atributo derivado activeSessions que representa
a las sesiones activas en la aplicacion. El mismo se calcula pidiendole las
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sesiones accesibles a todos los nodos colaborativos de la aplicacion. Ademas,
se ha especicado la operacion INIT responsable de la inicializacion de las
sesiones activas como un conjunto vaco, dado que apenas se crea la aplica-
cion, la misma no posee ninguna sesion de colaboracion activa. Luego, se
dene la regla de buena formacion [1] que establece que en todas las sesiones
activas debe haber por lo menos un usuario, de otra forma la existencia de
la sesion no tendra sentido.
CollaborativeNode
node : Node
sessionTypes : PTypeSession
accessibleSessions : P Session
awarenessManager : AwarenessManager
collaborativeTools : PCollaborativeTool
INIT
accessibleSessions = ?
[1] 8 s 2 accessibleSessions  s:type 2 sessionTypes
Figura 4.8: CollaborativeNode
En la gura 4.8 se especica la metaclase que representa a los nodos cola-
borativos: CollaborativeNode. El mismo es un decorador [GHJV94, p.175] de
un nodo del modelo navegacional, node, agregando cualidades colaborativas
tales como awareness, herramientas colaborativas, sesiones de colaboracion
entre usuarios, etc. Los atributos de esta metaclase son sessionTypes, un
conjunto con los tipos de sesion que el nodo ofrece para que un usuario pue-
da iniciar, accessibleSessions, un conjunto con las sesiones activas accesibles
mediante ese nodo, y el awarenessManager , encargado de actualizar al no-
do con informacion de awareness. El awarenessManager lo notica cada
vez que sucede un evento que requiera al nodo actualizar su informacion de
awareness. Ademas, se ha especicado la operacion INIT responsable de la
inicializacion de las sesiones accesibles como un conjunto vaco. Esta meta-
clase tambien cuenta con la regla de buena formacion [1] que especica que
todas las sesiones accesibles desde el nodo colaborativo sean consistentes con
los tipos de sesion que dicho nodo ofrece. Es decir, cada sesion accesible
desde el nodo debe tener un tipo de sesion habilitada por dicho nodo.
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GuidedCouplingStrategy
NavigationStrategy
guide : ApplicationUserRole
tourists : PApplicationUserRole
INIT
tourists = ?
userNavigatesFromNodeToNode
user? : ApplicationUserRole
node1?; node2? : Node
(user? = guide))
(8 t 2 tourists  t :navigateToNode(node2?))
Figura 4.9: GuidedCouplingStrategy
En la gura 4.9 se muestra la metaclase GuidedCouplingStrategy , subclase
de NavigationStrategy que representa a una estrategia de navegacion guiada.
En este tipo de estrategia de navegacion, un usuario gua a un grupo de
usuarios, o sea, cada vez que el gua navega hacia un nodo, el resto navega
con el. Los atributos de esta clase son guide, el usuario gua, y tourists, los
usuarios que siguen al gua. Ademas, se ha especicado la operacion INIT
responsable de la inicializacion del atributo tourists como un conjunto vaco.
Tambien se dene la operacion userNavigatesFromNodeToNode que verica
que el usuario que navego sea el gua, en cuyo caso avisa al resto de los
usuarios que deben navegar hacia el mismo nodo.
En la gura 4.10 se muestra la formalizacion de la clase Session, que
representa una sesion de trabajo en la cual interviene un conjunto de usua-
rios. Esta metaclase posee los atributos users, los usuarios de la sesion,
couplingStrategy , la estrategia de acoplamiento en la navegacion de dichos
usuarios y type, el tipo de sesion a la que pertenece. Se ha especicado la
operacion INIT responsable de inicializar la variable users como un conjun-
to vaco. Ademas se han especicado dos operaciones: userIn y userOut ,
para representar la entrada y salida, respectivamente, de un usuario a la
sesion. A continuacion de las operaciones mencionadas, la regla de buena
formacion [1] especica que si la sesion posee una estrategia de navegacion
LooselyCoupledStrategy , la cantidad de usuarios de dicha sesion debe ser
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Session
users : PApplicationUser
couplingStrategy : NavigationCouplingStrategy
type : SessionType
INIT
users = ?
userIn
users
newUser? : ApplicationUser
users
0
= users [ fnewUser?g
userOut
users
leavingUser? : ApplicationUser
users
0
= users   fleavingUser?g
[1]couplingStrategy 2 LooselyCouplingStrategy ) #users = 1
[2] 8 u 2 users  u:currentSession = self
Figura 4.10: Session
necesariamente unitaria, puesto que cada usuario se encontrara navegando
independientemente. Es por eso que no tiene sentido considerar mas de un
usuario en dicha sesion. Por otro lado, el invariante [2] dice que los usuarios
de la sesion deben conocerla como su sesion actual currentSession.
En la gura 4.11 se muestra la especicacion formal de la metaclase
AwarenessManager que es la encargada de mantener actualizados a los no-
dos colaborativos con la informacion de awareness. La misma cuenta con
el atributo nodes que representa al conjunto de nodos dependientes de los
eventos de awareness a los cuales el AwarenessManager debe noticar. La
operacion de inicializacion INIT es la encargada de inicializar tal variable
como un conjunto vaco. Ademas, a manera de ejemplo, se ha especicado la
operacion userInNode, la cual crea una noticacion de awareness y la enva
a todos los nodos para que tengan en cuenta el evento de que un usuario
ha entrado en un nodo colaborativo en particular, y actualicen su informa-
cion de awareness como corresponda. El AwarenessManager tambien debe
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AwarenessManager
nodes : PCollaborativeNode
INIT
nodes = ?
userInNode
user? : ApplicationUserRole
node? : Node
notication : AwarenessNotication
notication:user = user?
notication:node = node?
8n 2 nodes  n:processNotication(notication)
Figura 4.11: AwarenessManager
ser capaz de noticar a los nodos de otros eventos relevantes tales como las
acciones que los usuarios se encuentran realizando en la aplicacion.
4.3 Ejemplo
En esta seccion se mostrara la instanciacion de las especicaciones formales
de las secciones anteriores para un modelo concreto a n de mostrar el poder
expresivo de la especicacion formal. Ademas se dara, a modo de ejemplo, la
demostracion de uno de los invariantes especicados en una metaclase para
una clase del modelo instanciada a partir de ella.
El ejemplo utilizado fue presentado previamente en la seccion 3.4.3, y se
muestra su dise~no en la gura 3.9. Se trata de una aplicacion de hipermedia
colaborativa de un laboratorio de investigacion. Como fue mencionado en
tal seccion, el dominio de la aplicacion consiste de miembros del laboratorio,
areas y proyectos de investigacion. Se modelara el nodo del mapa de la
aplicacion a partir del cual se puede establecer un tour guiado por la misma.
Como se explico en el captulo 3, para denir el dise~no de una aplicacion
con la metodologa CHDM es necesario instanciar cada uno de los tres mo-
delos (conceptual, navegacional y colaborativo) con las clases especcas de
la aplicacion. A continuacion se mostraran cada uno de los modelos instan-
ciados para el ejemplo del laboratorio de investigacion.
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4.3.1 Modelo Conceptual
Para instanciar el modelo conceptual de una aplicacion especca, es nece-
sario instanciar el modelo conceptual de CHDM (ver seccion 3.2). Se deben
declarar las clases que intervienen en el modelo elegido como instancias de las
metaclases provistas por CHDM. Para eso, se deben identicar los objetos
relevantes al dominio de la aplicacion.
A continuacion se muestra la declaracion de las clases intervinientes en el
modelo concepual:
LabMember ;ResearchArea;Project : Class;
LabMemberName;ResearchAreaName;ProjectName;
Telephone;Address;Responsible;Members;Leader : Attribute;
Se cuenta con LabMember ;ResearchArea y Project , instancias de Class y
las clases LabMemberName;ResearchAreaName;ProjectName;Telephone;
Address;Responsible;Members y Leader , instancias de Attribute.
Class y Attribute son metaclases denidas en el modelo conceptual de
CHDM.
LabMemberName : Attribute
perspectives = fStringg
Figura 4.12: Name
En la gura 4.12 se muestra el esquema en Object-Z para la instanciacion
de la clase LabMemberName como instancia de Attribute. La misma cuenta
con el atributo perspectives que representa a los tipos o clases a las que puede
pertenecer. Recordar que OOHDM permite que los atributos sean multitipa-
dos (caracterstica heredada por CHDM). En este caso el conjunto es unitario
y contiene a la clase String puesto que el atributo LabMemberName tiene solo
un tipo. Dicha clase sera utilizada para denir uno de los atributos de la clase
LabMember que se muestra en la gura 4.13.
Por su parte, la clase LabMember (instancia de Class) cuenta con el atri-
buto attributes que consiste de un conjunto con diferentes objetos tales como
LabMemberName;Telephone;Address y otros que no se han considerado en
este ejemplo por cuestiones de simplicidad. Esto signica que a la hora de
instanciar un miembro concreto a partir de la clase LabMember , digamos
Mary , contara con atributos de tales clases.
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LabMember : Class
attributes = fLabMemberName;Telephone;Address; :::g
Figura 4.13: LabMember
ResearchArea : Class
attributes = fResearchAreaName;Responsible;LabMember ; :::g
Figura 4.14: ResearchArea
En la gura 4.14 se muestra el esquema de la clase ResearchArea, la
cual tambien cuenta con el atributo attributes (por ser tambien instancia
de la metaclase Class), pero en este caso contiene los objetos de las clases
ResearchAreaName;Responsible y LabMember . Esto signica, como en el
caso anterior, que a la hora de instanciar un area de investigacion concreta,
contara con atributos de tales clases.
Project : Class
attributes = fProjectName;Leader ;LabMember ; :::g
Figura 4.15: Project
Por ultimo, en la gura 4.15 se muestra el esquema de la instanciacion
de la clase Project , tambien instancia de Class. En este caso los elementos
que conforman el conjunto de atributos attributes son ProjectName;Leader y
LabMember , de tal forma que un proyecto en particular contara con atributos
de tales clases.
4.3.2 Modelo Navegacional
En esta seccion se instanciara el modelo navegacional de CHDM (ver gu-
ra 3.3.2) para el ejemplo que se esta desarrollando. Para ello es necesario
identicar que nodos y links van a conformar el espacio de navegacion de la
aplicacion.
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Para el modelo navegacional del ejemplo solo se denira, por cuestiones de
simplicidad, la clase de nodo SiteMapNode, instancia de Node, que represen-
ta el nodo que muestra el mapa del sitio y tres clases de anchors que el nodo
contendra: LabMemberAnchor ;ResearchAreaAnchor y ProjectAnchor . No-
tar que en la aplicacion solo se denira una instancia de la clase SiteMapNode:
el nodo del mapa del sitio.
A continuacion se muestra la denicion como instancias de las clases del
modelo navagacional.
SiteMapNode : Node;
LabMemberAnchor ;ResearchAreaAnchor ;ProjectAnchor : Anchor ;
SiteMapNode : Node
modelObjects = fLabMember ;ResearchArea;Projectg
attributes = fLabMemberName;ResearchAreaName;
ProjectNameg
anchors = fLabMemberAnchor ;ResearchAreaAnchor ;
ProjectAnchorg
Figura 4.16: siteMapNode
En la gura 4.16 se muestra el esquema de instanciacion correspondien-
te a la clase SiteMapNode. La misma cuenta con los atributos denidos
en su metaclase: modelObjects; attributes y anchors (ver gura 4.3). Los
modelObjects son las clases LabMember ;ResearchArea y Project , o sea, el no-
do observa miembros, areas y proyectos del modelo conceptual. La variable
attributes consiste de LabMemberName;ResearchAreaName y ProjectName
lo que signica que el nodo muestra tales atributos de los objetos que ob-
serva. Por ultimo, la variable anchors consiste de tres posibles tipos de
anchors: LabMemberAnchor ;ResearchAreaAnchor y ProjectAnchor , o sea el
nodo tiene anchors a miembros, areas y proyectos del laboratorio.
Un Ejemplo de Vericacion Formal
Una de las ventajas mencionadas de haber provisto una base formal para
la metodologa de dise~no CHDM, es la posibilidad de realizar vericaciones
de invariantes denidos formalmente para las metaclases. Las clases de los
modelos instanciados a partir de las diferentes etapas de CHDM cumpliran
66
con tales invariantes, justamente por tratarse de instancias de las metaclases
de dichos metamodelos.
A continuacion se muestra un ejemplo de una vericacion formal; en este
caso se demostrara la regla [1] de la metaclase Node especicada con Object-
Z en la gura 4.3 para el nodo SiteMapNode. Dicho invariante establece que
los atributos del nodo son una proyeccion de los atributos de los objetos del
modelo conceptual observados por dicho nodo. O lo que es lo mismo, el nodo
no puede agregar atributos por s mismo. De la misma manera se podra
vericar formalmente cualquiera de los invariantes denidos para las meta-
clases de CHDM, de cualquiera de las etapas del mismo. Una consecuencia
importante de este hecho es que se ve conformada una base formal para la
metodologa y si, por ejemplo, se construyera un editor para CHDM, el mis-
mo podra vericar automaticamente las reglas de buena formacion provistas,
asegurando as que se cumplieran para los modelos dise~nados mediante dicha
herramienta de edicion.
Propiedad 4.3.1 El invariante
8 n 2 Node  8 a 2 attributes  9m 2 modelObjects  a 2 m:attributes
denido en Node es valido para su instancia SiteMapNode.
Demostracion: Sea a 2 SiteMapNode:attributes.
Por denicion de SiteMapNode:attributes,
a 2 fLabMemberName;ResearchAreaName;ProjectNameg
Si a = LabMemberName, por denicion de LabMember ,
a 2 LabMember :attributes
Ademas, por la denicion de SiteMapNode, se sabe que
LabMember 2 SiteMapNode:modelObjects.
) 9LabMember 2 SiteMapNode:modelObjects  a 2 LabMember :atrtributes
Analogamente, se cumple para a = ResearchAreaName y a = ProjectName.
Queda as demostrada la propiedad 4.3.1 
4.3.3 Modelo Colaborativo
Para denir el modelo colaborativo de una aplicacion especca, es necesario
instanciar el modelo colaborativo de CHDM (ver seccion 3.4). Para eso, pri-
mero se deben elegir los nodos a los que se les agregara alguna funcionalidad
colaborativa y luego denir un tipo de nodo colaborativo para cada uno.
En el caso del ejemplo del laboratorio de investigacion, se ha elegido el
nodo del mapa del sitio para agregarle la funcionalidad de una navegacion
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guiada por la aplicacion. En la misma, un usuario miembro del laboratorio
gua a un grupo de usuarios externos por la aplicacion. Cuando el gua
navega, los demas navegan con el.
A continuacion se muestra la denicion de las clases del modelo colabo-
rativo necesarias para la implementacion del tour guiado.
TourSession : Session
TourSessionType : SessionType
CollaborativeSiteMapNode : CollaborativeNode
LabNavigationalStrategy : GuidedCouplingStrategy
LabUser : ApplicationUser
LabMemberRole;NonLabMemberRole : AplicationUserRole
PortalTourGuideModel : CollaborativeModel
LabNavigationalStrategy : NavigationalCouplingStrategy
guide = LabMemberRole
tourists = fNonLabMemberRoleg
Figura 4.17: LabNavigationalStrategy
En la gura 4.17 se dene la instanciacion de la clase encargada de la
estrategia de navegacion guiada, LabNavigationalStrategy . La misma espe-
cica que el usuario gua debe tener el rol de LabMemberRole, o sea, ser
miembro del laboratorio y que los \turistas" deben pertenecer a la clase
NonLabMemberRole, o sea, ser externos al laboratorio.
CollaborativeSiteMapNode : CollaborativeNode
node : SiteMapNode
sessionTypes = fTourSessionTypeg
collaborativeTools = ?
accessibleSessions = fTourSessiong
Figura 4.18: CollaborativeSiteMapNode
En la gura 4.18 se muestra el esquema de instanciacion de la clase
CollaborativeSiteMapNode. Dicha clase tendra una sola instancia que repre-
sentara al nodo colaborativo del mapa del sitio (observador del nodo del mapa
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del sitio del modelo navegacional). De esta forma, el atributo node se dene
como el anteriormente denido SiteMapNode. Los tipos de sesion que este
nodo colaborativo ofrece quedan especicadas en el atributo sessionTypes,
denido como el conjunto unitario que contiene a SessionType, representan-
do que el nodo colaborativo tiene un conjunto de tipos de sesion que pueden
ser iniciadas a partir de el. Por otro lado, se especica que en este nodo
colaborativo no existen herramientas de colaboracion deniendo el atributo
collaborativeTools como el conjunto vaco, y por ultimo las sesiones accesi-
bles a traves de este nodo quedan descriptas en el atributo accessibleSessions,
denido como el conjunto unitario que contiene a la clase TourSession, que
representa a una sesion de tour, la cual tiene asociada una estrategia de
navegacion guiada LabNavigationalStrategy .
LabTourGuideModel : CollaborativeModel
collaborativeNodes = fCollaborativeSiteMapNode; :::g
Figura 4.19: LabTourGuideModel
Para tener una vision general del modelo colaborativo se dene el modelo
LabTourGuideModel (gura 4.19) como instancia de CollaborativeModel y
se dene el conjunto de los nodos colaborativos intervinientes. En este ca-
so, basta incluir el anteriormente denido CollaborativeSiteMapNode (gura
4.18) mas todos los nodos que formen parte de la aplicacion.
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Captulo 5
Ejemplos
En este captulo se describiran dos ejemplos de dise~nos modelados con la
metodologa CHDM propuesta en este trabajo de grado para dos aplicacio-
nes de hipermedia colaborativas. El primero de ellos, Portinari colaborativo,
se basa en la aplicacion del Museo de Portinari [TS] previamente dise~nada
con la metodologa OOHDM [Ros96]. Dicha aplicacion hipermedial consta
de informacion sobre el artista plastico Candido Portinari y sus obras de
arte. Se mostraran diferentes caractersticas colaborativas que CHDM per-
mite modelar, tales como awareness, herramientas colaborativas, sesiones de
colaboracion, roles de usuarios y navegacion acoplada. El segundo ejemplo,
DOLPHIN, describe una aplicacion colaborativa desarrollada por el labora-
torio GDM-IPSI [GMD] que provee asistencia por computadora a distintos
tipos de reuniones de usuarios, tanto en espacios fsicos como virtuales.
En la seccion 5.1 se denira una posible implementacion del mecanismo
de awareness dentro de una aplicacion dise~nada con CHDM. Luego, en las
secciones 5.2.3 y 5.3.3 se mostraran los ejemplos de la aplicacion de CHDM
al Museo de Portinari y a la aplicacion DOLPHIN, respectivamente. Por
ultimo, en la seccion 5.4 se comentaran los resultados obtenidos.
5.1 Implementacion de Awareness
En esta seccion se presentara una posible implementacion del mecanismo
de awareness para una aplicacion de hipermedia colaborativa modelada con
CHDM, que sera utilizada para modelar los ejemplos de las secciones siguien-
tes. La misma consiste en habilitar a los nodos colaborativos para recibir noti-
caciones de los tipos de awareness que quieran implementar. Para ello cada
nodo debera implementar ciertas interfases de acuerdo a los diferentes tipos
de awareness. Por otro lado, se cuenta con los objetos AwarenessNotication
71
que modelan las noticaciones de awareness que puede recibir un nodo cola-
borativo. Dichos objetos son creados por el AwarenessManager en el momen-
to en que tales eventos suceden, y enviados al nodo correspondiente mediante
el mensaje processNotication(AwarenessNotication). El nodo le enviara a
la noticacion el mensaje notify(self ) para indicarle que puede recibir el
evento de awareness que ella modela, que dependera del tipo de noticacion
del que se trate. As el nodo reaccionara de acuerdo al mensaje recibido,
actualizando su informacion de awareness.
Collaborative
Node
*[1..n]   processNotification(anAwarenessNotification)
UserSession
Awareness
Notification
Awareness
Manager
notify(aCollaborativeNode)
beginNotification()
endNotification()
newUserInSession(aSession)
newUser(anApplicationUser)
Figura 5.1: Noticacion de Awareness Compuesta
En la gura 5.1 se muestra la secuencia de acciones correspondiente a la
llegada de una noticacion de awareness compuesta a un nodo colaborativo.
Tal noticacion esta compuesta por informacion de usuario y de sesion, por
lo tanto la noticacion le enva mensajes correspondientes a los dos eventos.
A continuacion se describira el mecanismo en detalle. Primero es nece-
sario identicar los tipos de awareness basicos necesarios para la aplicacion.
Para este ejemplo se utilizaran los siguientes tipos: awareness de usuario,
lugar, accion y objeto. A partir de tales componentes basicos se pueden
construir composiciones para representar tipos de awareness mas complejos.
Por ejemplo, para denir el tipo de awareness de presencia (que indica en
que lugar esta un usuario) sera necesario componer los tipos de awareness
basicos de usuario y lugar.
En la gura 5.2 se muestra la jerarqua conceptual propuesta de ti-
pos de awareness. Dicha jerarqua se encuentra encabezada por la clase
AwarenessComponent la cual es abstracta, con las subclases UserAwareness,
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AwarenessComponent
Place
Awareness
User
Awareness
Action
Awareness
Composite
Awareness
Object
Awareness
Figura 5.2: Jerarqua de Tipos de awareness
awareness de usuario, PlaceAwareness, de lugar, ActionAwareness, de ac-
cion, ObjectAwareness, de objeto y la clase CompositeAwareness represen-
tando a los tipos de awareness compuestos.
Una vez denidos los tipos de awareness basicos es necesario construir
dos jerarquas de objetos que deberan ser implementadas. La primera, una
jerarqua de interfases con mensajes correspondientes a eventos relacionados
a cada uno de los tipos de awareness basicos.
beginNotification()
endNotification()
NotifiableNode
<<Interfase>>
newUser(User)
userLeft(User)
UserNotifiableNode
<<Interfase>>
objectChanged(Object)
ObjectNotifiableNode
<<Interfase>>
implementor
processNotification(Notification)
CollaborativeNode
notification.notify(self)
actionPerformed(Action)
ActionNotifiableNode
<<Interfase>>
userInNode(Node)
userLeftNode(Node)
LocationNotifiableNode
<<Interfase>>
Figura 5.3: Jerarqua de Interfase NotiableNode
En la gura 5.3 se muestra la jerarqua de NotiableNode, clase abstracta
que cuenta con las subclases UserNotiableNode, nodo noticable de awa-
reness de usuario, LocationNotiableNode de lugar, ObjectNotiableNode de
objeto y ActionNotiableNode, nodo noticable de awareness de accion. Ta-
les interfases seran implementadas por el nodo colaborativo de acuerdo al
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tipo de awareness que provea. Implementar una de estas interfases lo ha-
bilita para recibir noticaciones de los distintos tipos de awareness. Para
esta jerarqua se utilizo el patron de dise~no orientado a objetos Composi-
te [GHJV94, p.163]. Por ejemplo, un nodo colaborativo que implemente
la interfase UserNotiableNode puede recibir los mensajes userIn(User) o
userLeft(User), que indican que un usuario llego o dejo un nodo de la aplica-
cion, respectivamente. Para los casos de tipos de awareness compuestas, el
nodo colaborativo debera implementar las interfases correspondientes a cada
una de sus componentes.
AwarenessNotification
notify(NotifiableNode)
basicNotify(NotifiableNode)
  node.beginNotification()
  node.basicNotify()
  node.endNotification()
User
AwarenessNotification
basicNotify(UserNotifiableNode)
Location
AwarenessNotification
basicNotify(LocationNotifiableNode)
     if ( self.userIn() )
          node.newUser ( aUser )
     else
          node.userLeft ( aUser )
forAll notification n do
n.notify(node)
Action
AwarenessNotification
basicNotify(ActionNotifiableNode)
Object
AwarenessNotification
basicNotify(ObjectNotifiableNode) basicNotify(NotifiableNode)
Composite
AwarenessNotification
Figura 5.4: Jerarqua de Noticacion de awareness
La segunda jerarqua que es necesario implementar se muestra en la gu-
ra 5.4 y se trata de los objetos que representan noticaciones de awareness.
La misma cuenta con la superclase AwarenessNotication que es abstrac-
ta y cuenta con las subclases UserAwarenessNotication, que modela una
noticacion de awareness de usuario, LocationAwarenessNotication de lu-
gar, ObjectAwarenessNotication de objeto, ActionAwarenessNotication de
accion y la clase correspondiente a las noticaciones de awareness compues-
tas CompositeAwarenessNotication. Para este dise~no tambien se utilizo el
patron Composite [GHJV94, p.163]. Las noticaciones son los objetos en-
cargados de noticar a los nodos de los eventos de awareness correspondien-
tes. Por ejemplo, una instancia de UserAwarenessNotication puede enviar-
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le a un nodo que implemente la interfase UserNotiableNode los mensajes
newUser(User) o userLeft(User).
Como comentario nal, es importante destacar que la implementacion
descripta puede ser utilizada en cualquier aplicacion dise~nada con CHDM,
ya que no depende de ninguna arquitectura ni lenguaje de programacion
en particular. Ademas, el hecho de modelar los tipos basicos de awareness
y utilizar el patron Composite para representar su jerarqua, evita que la
cantidad de clases representando a tales objetos crezca exponencialmente
de acuerdo a las combinaciones que la aplicacion requiera. Facilmente se
pueden agregar nuevos tipos basicos de awareness y construir distintos tipos
de awareness compuestos.
5.2 Portinari colaborativo
En esta seccion se describira un ejemplo de la construccion de una aplicacion
de hipermedia colaborativa para un museo de arte: \Portinari colaborativo".
El mismo cuenta con datos sobre pinturas, pintores, ubicacion de las pinturas
dentro del museo, salas de arte y entrevistas a los pintores, entre otras cosas.
Se mostraran brevemente los modelos conceptual y navegacional, y se de-
tallara el modelo colaborativo junto con diferentes actividades colaborativas
que el mismo permite realizar a los usuarios tales como: navegar mediante
un tour guiado por un representante del museo, entablar discusiones de arte
con otros usuarios, ver la ubicacion de otros usuarios en las salas del museo
o navegar de manera independiente.
Es importante mencionar que se ha construido una aplicacion de hiperme-
dia colaborativa en base a una aplicacion de hipermedia existente. Se trata
del Museo de Arte de Portinari [TS] que ha sido dise~nado con la metodologa
OOHDM [Ros96].
En las secciones 5.2.1 y 5.2.2 se mostraran versiones simplicadas de los
modelos conceptual y navegacional existentes (presentados en [Ros96]). Lue-
go, en la seccion 5.2.3, se mostrara un posible dise~no de modelo colaborativo.
5.2.1 Modelo Conceptual
En esta seccion se presentara una version simplicada del modelo conceptual
del Museo de Arte de Portinari [TS]. Como fue mencionado anteriormente,
los objetos relevantes del dominio de la aplicacion son los pintores, las pin-
turas, las salas del museo, entrevistas, etc. En la gura 5.5 se muestran las
clases que modelan dichos objetos junto con las relaciones existentes entre
ellas y las cardinalidades correspondientes.
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Painting
Interview
Exhibition
Painter involvedIn
paintsHistorical
Period
belongsTo
belongsTo
0..11..n
0..1
0..n
0..n1..n
1..1
1..1
0..n
0..n
exhibitedIn
MuseumHall
0..1isLocated
Figura 5.5: Modelo Conceptual del Museo de Arte
Por ejemplo, la relacion isLocated que se da entre la clase Painting y
MuseumHall representa la ubicacion fsica de las pinturas dentro del mu-
seo y tiene cardinalidad 0::1 puesto que una pintura esta como maximo en
una sala a la vez, y como mnimo en ninguna, pues puede suceder que sea
temporariamente prestada a otro museo.
5.2.2 Modelo Navegacional
En esta seccion se presenta una version simplicada del modelo navegacional
de la aplicacion del Museo de Arte de Portinari presentado en [Ros96]. El
mismo se muestra en la gura 5.6.
Painting
Node
Interview
Node
Exhibition
Node
Painter
Node
involvedIn
paints
exhibitedIn
Guided
TourItem
Node describesmentions
Figura 5.6: Modelo Navegacional del Museo de Arte
El modelo navegacional representa a los nodos de la aplicacion junto con
los links existentes entre ellos, los cuales permiten realizar la navegacion
(las direcciones de las echas indican las direcciones de navegacion posibles).
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Notar que no todas las clases del modelo conceptual fueron especicadas
como nodos, se eligen las mas signicativas de acuerdo a como se quiere
construir el espacio de navegacion. Por ejemplo, las clases HistoricalPeriod y
MuseumHall no tienen nodos asociados, puesto que no se considero necesario.
Por otro lado, ha sido agregado el nodo GuidedTourItemNode que repre-
senta un nodo dentro de un tour guiado, previamente construido para ser
recorrido. El mismo permite navegar hacia pinturas o exhibiciones relacio-
nadas con ellas.
5.2.3 Modelo Colaborativo
En esta seccion se veran las diferentes caractersticas colaborativas agregadas
a la aplicacion del Museo de Arte de Portinari. Como se dijo anteriormente,
a la aplicacion se le desean agregar las siguientes caractersticas colabora-
tivas: la posibilidad de realizar un tour guiado por la aplicacion, sesiones
de discusion entre usuarios y awareness entre usuarios de la aplicacion. El
diagrama del modelo colaborativo se vera en dos guras diferentes para una
mejor comprension. Notese que el modelo colaborativo que se vera a conti-
nuacion es instancia del metamodelo colaborativo de CHDM propuesto, por
lo tanto cada una de sus clases son instancias de las metaclases de CHDM.
En la gura 5.7 se muestra la porcion del modelo colaborativo que modela
la posibilidad de realizar un tour guiado por la aplicacion. Para tal n, se
denio el nodo colaborativo PainterCollaborativeNode correspondiente a un
pintor, a partir del cual se puede iniciar una sesion de tour guiado. Dicha
clase es instancia de la metaclase CollaborativeNode del metamodelo cola-
borativo de CHDM. Para representar a las sesiones de navegacion guiada se
tiene a la clase GuidedTourSession, representando a una sesion de tour, que
tiene una estrategia de navegacion GuidedTourCouplingStrategy (instancia
de la metaclase GuidedCouplingStrategy), que representa a una estrategia
de navegacion guiada. En tal tipo de estrategia de navegacion un usuario
con rol Guide gua a los usuarios con rol Visitor por el museo. Ademas,
es posible establecer una sesion privada, de navegacion independiente, por
la aplicacion. El nodo mencionado tiene asociado un manejador de aware-
ness concreto (instancia de la metaclase AwarenessManager) denominado
ArtMuseumAwarenessManager , encargado de avisarle sobre los eventos de
awareness que el nodo este interesado.
Notese que el modelo colaborativo de la gura 5.7 es muy similar al del
ejemplo presentado en la seccion 3.4.3 del tour por un laboratorio de inves-
tigacion. Eso se debe a que todos los modelos colaborativos de CHDM son
instancias del metamodelo propuesto por la metodologa y as el metamodelo
sirve de molde para ellos.
77
Private
Session
ArtMuseum
TypeSession
Painter
Collaborative
Node
ArtMuseum
Awareness
Manager
sessionTypes
GuidedTour
Session
GuidedTour
CouplingStrategy
GuidedTour
Visitor
ArtMuseum
UserRole
Guide
ArtMuseum
UserCore
ArtMuseum
User
guide tourists
awareness
Manager
awareness
Dependents
Figura 5.7: Modelo Colaborativo: Tour guiado
El nodo colaborativo PaintingCollaborativeNode correspondiente a una
pintura se muestra en la gura 5.8. A partir de el se puede establecer una
sesion de discusion con otros usuarios, que tiene asociada una estrategia de
navegacion no acoplada, LooselyCoupledStrategy , puesto que los usuarios pue-
den navegar en forma independiente mientras establecen una discusion. Para
proveer la funcionalidad de discusion entre usuarios, el nodo tiene asociada
una herramienta sincronica DiscussionSynchronicTool .
Es importante mencionar que el nodo PaintingCollaborativeNode tiene
asociado el mismo AwarenessManager que el nodo PainterCollaborativeNode
en el escenario del tour anterior, puesto que los diferentes tipos de awareness
estan determinados por las distintas interfases que los nodos colaborativos
implementen. Segun la implementacion de awareness propuesta en la seccion
5.1 los nodos colaborativos implementan una interfase de noticaciones de
awareness en particular y se \suscriben" al AwarenessManager para que este
los notique de los eventos correspondientes.
El nodo colaborativo MuseumMapCollaborativeNode se muestra en la -
gura 5.9. El mismo implementa la interfase LocationNotiableNode, pues-
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Figura 5.8: Modelo Colaborativo: Sesion de Discusion
MuseumMap
CollaborativeNode
implements LocationNotifiableNode
<<interfase>>
newUserInNode(CollaborativeNode)
userLeftNode(CollaborativeNode)
Figura 5.9: Implementacion de una Interfase de Awareness
to que el tipo de awareness que provee es de location, para poder especi-
car en que salas hay usuarios. Por esta razon responde a los mensajes
newUserInNode(CollaborativeNode) y userLeftNode(CollaborativeNode), in-
vocados por el AwarenessManager para indicarle al nodo que un usuario llego
a el o navego hacia otro nodo.
Por ultimo, en la gura 5.10 se muestra una noticacion de awareness
de location, LocationAwarenessNotication, la cual implementa el mensaje
basicNotify (heredado de su superclase AwarenessNotication), enviandole
al nodo correspondiente el mensaje newUserInNode(CollaborativeNode).
5.3 DOLPHIN
DOLPHIN es una aplicacion de hipermedia colaborativa desarrollada por el
laboratorio GMD-IPSI para soportar la preparacion y manejo de reuniones
grupales en diferentes escenarios: reuniones \cara a cara" as como tambien
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node.newUserInNode(CollaborativeNode)
LocationAwarenessNotification
basicNotify(LocationNotifiableNode)
Figura 5.10: Implementacion de una Noticacion de Awareness
reuniones con participantes remotos. Las actividades que deben soportarse
en este tipo de escenarios incluyen manejo de reuniones, sesiones de brains-
torming, organizacion de ideas, discusion y toma de decisiones. Muchas de
estas actividades estan basadas en documentos que son preparados antes de
la reunion (por ejemplo una agenda, lista de topicos, propuestas, gracos),
presentados y editados durante la reunion, y nalmente pueden obtenerse
nuevos documentos que resumen las ideas tratadas en la misma. Este ma-
terial muchas veces se procesa luego de la reunion y pasa a ser el punto de
partida para reuniones siguientes.
Combinando conceptos de las areas de hipermedia y ambientes colabora-
tivos, DOLPHIN provee funcionalidad para manejar estos documentos ya sea
en un entorno compartido o privado. La manipulacion de estos documentos
hipermediales incluye tanto el agregado de paginas y links a la estructura del
documento, as como tambien el agregado de contenido propiamente dicho en
cualquiera de las paginas. A su vez se permite que los participantes trabajen
solos o fuertemente acoplados al grupo, en un ambiente compartido.
En las secciones 5.3.1, 5.3.2 y 5.3.3 se comentaran versiones simplicadas
de los modelos conceptual, navegacional y colaborativo de DOLPHIN.
5.3.1 Modelo Conceptual
Se ha elaborado un modelo conceptual reducido que captura las principales
entidades de la aplicacion DOLPHIN, gura 5.11. En la misma, dado que
lo mas importante que se manipula es un documento hipermedial, es preciso
modelarlo junto con los posibles elementos que lo conforman. Estos ultimos
se encuentran modelados a traves de la jerarqua DocumentContent y son
Page, que representa a una pagina dentro de un documento, Link , un link
que relaciona paginas, Scribble, un \garabato", Image, una imagen y Text ,
un texto. Aqu se hace uso del patron de dise~no Composite [GHJV94, p.163],
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Figura 5.11: Modelos de DOLPHIN
ya que una pagina es un posible contenido de documento que a su vez esta
compuesto por otros elementos de contenido.
5.3.2 Modelo Navegacional
El modelo navegacional reducido planteado para DOLPHIN se circunscri-
be basicamente a un ndice (rectangulo de lnea cortada) desde el cual se
puede acceder al entorno grupal o al individual y dos nodos principales que
representan justamente estas dos ultimas alternativas: WhiteBoardNode y
PrivateSpaceNode, gura 5.11. En el primero de ellos, los participantes de la
reunion pueden editar el documento compartido.
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Figura 5.12: Pizarron Compartido en DOLPHIN
En la gura 5.12 se muestra un snapshot del pizarron colaborativo de
DOLPHIN, el cual es compartido por todos los usuarios. Cualquier cambio
que realicen sobre el mismo, se vera reejado en las interfases de los demas
participantes. No ocurre lo mismo en el caso en que los cambios se realicen
en el entorno privado. Se ha especicado que los nodos antes mencionados
observan a un conjunto de contenidos de documento que es lo que estan
mostrando en un momento determinado.
5.3.3 Modelo Colaborativo
Para plantear el modelo colaborativo de DOLPHIN y de cualquier otra apli-
cacion, primero deben identicarse los nodos a los que se les agregara alguna
funcionalidad colaborativa, ellos se representaran como nodos colaborativos.
En este ejemplo, tanto el entorno compartido (pizarron) como el espacio
privado poseen caractersticas colaborativas. El nodo colaborativo que re-
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presenta al pizarron, WhiteBoardCollaborativeNode, observa al nodo navega-
cional WhiteBoardNode al cual agrega caractersticas tales como awareness
de presencia e identicacion de usuarios dado que muestra los distintos par-
ticipantes de la reunion (ver parte superior derecha de la gura 5.12). A
su vez, los cambios realizados por un usuario en el documento compartido
se ven reejados en las interfases del resto. Es por ello que tambien posee
awareness de accion.
Para representar el espacio privado se ha incluido el nodo colaborativo
PrivateSpaceCollaborativeNode, en el que un usuario puede estar manipulan-
do un documento. Este nodo ha sido considerado colaborativo puesto que
una de las caractersticas colaborativas que debe proveer es el hecho de mos-
trar informacion de awareness. El usuario, a pesar de estar solo editando un
documento, puede tambien estar al tanto de cambios que estan realizando
otros usuarios en otros documentos.
Como se especico en el captulo 3, las caractersticas de awareness que-
dan a cargo del AwarenessManager , en este caso representado por la cla-
se DOLPHINAwarenessManager , responsable de actualizar a los distintos
nodos con la informacion de awareness a mostrar. Para esto, es necesa-
rio que los nodos interesados en eventos de awareness, se suscriban co-
mo dependientes del DOLPHINAwarenessManager , y ademas es necesario
que implementen las interfases correspondientes a los eventos por los cua-
les quieren ser noticados, segun la implementacion descripta en la seccion
5.1. En este ejemplo ellas son UserNotiableNode, que incluye mensajes
correspondientes al aviso sobre la presencia de un usuario en el nodo, y
ActionNotiableNode, que incluye mensajes para avisarle al nodo los cam-
bios que se han efectuado en el documento. En la gura 5.13 se muestra
como el nodo WhiteBoardCollaborativeNode implementa dichas interfases.
WhiteBoard
CollaborativeNode
UserNotifiableNode
<<interfase>>
implements
ActionNotifiableNode
<<interfase>>implements
Figura 5.13: Awareness en DOLPHIN
Por otro lado, tanto en el nodo que representa al pizarron compartido
WhiteBoardCollaborativeNode como en el nodo de espacio individual repre-
sentado por la clase PrivateSpaceCollaborativeNode es necesario utilizar una
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herramienta colaborativa sincronica: el editor DOLPHIN . El mismo se en-
cuentra modelado mediante la clase DOLPHINEditor . Tambien es posible
que los participantes de la reunion se enven e-mails entre s. Esto fue mode-
lado con la inclusion de otra herramienta, esta vez asincronica, representada
por la clase DOLPHINMailTool .
Por su parte, los nodos colaborativos ofrecen dos tipos de sesion: la corres-
pondiente a la sesion de trabajo en grupo, WhiteBoardSession, que permite
a un grupo de usuarios compartir la edicion de un documento y que es acce-
sible a traves del nodo colaborativo WhiteBoardCollaborativeNode, y el tipo
de sesion PrivateSession, que es el reservado para la edicion privada de un
documento, que solo puede hacerse en el entorno privado de un participante.
5.4 Conclusiones
En las secciones anteriores se han mostrado los tres modelos propuestos por
CHDM aplicados al dise~no de dos aplicaciones de hipermedia colaborativas
concretas.
En el primer ejemplo, Portinari colaborativo, se mostro como se puede
agregar caractersticas colaborativas a una aplicacion de hipermedia existente
dise~nada con OOHDM. Se vio que teniendo los modelos conceptual y nave-
gacional previos solo hace falta especicar que nodos se quieren convertir en
colaborativos y que aspectos se desea agregarles.
En el caso en que no se contara con un modelo de OOHDM existente,
se podra realizar un proceso de retroingeniera para construirlo a partir de
la aplicacion de hipermedia. As, una vez logrados los modelos conceptual
y navegacional, se puede proceder a construir el modelo colaborativo corres-
pondiente. Tal fue el caso del segundo ejemplo, DOLPHIN, el cual consistio
de una aplicacion de hipermedia colaborativa ya existente, para la cual no se
haba realizado un dise~no con OOHDM. La misma pudo ser modelada utili-
zando las caractersticas colaborativas planteadas en el metamodelo colabo-
rativo de CHDM. Aqu se evidencia la ventaja de que la etapa colaborativa
este desacoplada con las anteriores y se construya de manera separada.
Las caractersticas colaborativas presentes en el primer ejemplo fueron:
awareness, sesiones de colaboracion, distintos tipos de acoplamiento en la
navegacion y herramientas colaborativas asociadas a los nodos. En el segundo
ejemplo se incorporaron herramientas colaborativas (el editor DOLPHIN y
la herramienta de e-mail), sesiones de trabajo y awareness.
Ademas, se mostro una posible implementacion del mecanismo de aware-
ness dentro de la aplicacion. Dicha implementacion cumple con el metamode-
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lo de CHDM instanciando las metaclases correspondientes y agregando otras
clases, y podra utilizarse para la implementacion de cualquier aplicacion de
hipermedia colaborativa, dado que no depende de ninguna arquitectura ni
lenguaje de programacion en particular.
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Captulo 6
Comentarios Finales
En este captulo se resumiran los resultados obtenidos en este trabajo de
grado, de manera de presentar al lector un panorama general del mismo.
Primero, en la seccion 6.1, se presentaran algunos trabajos relacionados
con los principales temas tratados en el presente trabajo. Los mismos se
han separado segun tengan que ver con metodos formales y formalizacion de
lenguajes y notaciones, o esten relacionados con propuestas de extensiones a
la metodologa de dise~no OOHDM.
Luego, en la seccion 6.2, se describiran los resultados obtenidos y con-
clusiones sobre ellos. Por ultimo se enumeraran algunas lneas de trabajo
futuro, posibles continuaciones a esta tesis, en la seccion 6.3.
6.1 Trabajos Relacionados
En esta seccion se describiran algunos trabajos relacionados con aspectos
mencionados en este trabajo de grado. Sin embargo, no se han encontrado
trabajos con el mismo enfoque hacia la denicion de una metodologa de
dise~no para aplicaciones de hipermedia colaborativas.
Existen diversos enfoques relacionados con el tema de formalizacion de
notaciones. Hay mucho trabajo hecho en cuanto a encontrar una semantica
precisa para UML. Como ejemplo, remitirse a [Pon99], donde se dene una
teora en Logica Dinamica para formalizar UML tanto desde el punto de
vista del modelo como del metamodelo. En [KC99], se presenta una ba-
se formal para las estructuras estaticas y la semantica de los constructores
basicos de los diagramas de clase UML. Las estructuras sintacticas de los
constructores UML y las reglas para desarrollar un diagrama de clases bien
formado son descriptas con precision utilizando la notacion Z. Sobre la base
de dicha descripcion formal, los constructores de UML son luego traducidos
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a constructores Object-Z. Por su parte, [BKM99] propone una extension a
UML como notacion para modelar aplicaciones de hipermedia dise~nadas para
Internet, basandose en las etapas provistas por OOHDM. Estos trabajos se
relacionan con el captulo 4, donde se dio una especicacion formal para las
construcciones de la metodologa CHDM propuesta.
Por otro lado, cabe mencionar los trabajos relacionados a elaborar ex-
tensiones de la metodologa OOHDM. En [JCBZ99] se plantea una posible
extension a OOHDM para dise~nar aplicaciones colaborativas, de manera in-
formal. Tambien se ha utilizado OOHDM como punto de partida para dise~nar
aplicaciones pensadas para Internet [SREL, SR98], as como tambien para
plantear patrones que conllevan al reuso de dise~no y no solo de implementa-
cion [RSL00].
6.2 Conclusiones
El principal objetivo de esta tesis fue denir una extension a la metodologa
OOHDM de tal forma de soportar el dise~no de aplicaciones de hipermedia
colaborativas. Para esto primero se desarrollo un modelo (captulo 3) para re-
presentar las distintas etapas descriptas en la metodologa OOHDM (captulo
2). Dichas etapas (o modelos) se encuentran denidas de manera informal
en [Ros96], utilizando simplemente el lenguaje natural y algunos diagramas
de clase. Es por eso que se vio la necesidad de claricar los conceptos que se
plantean utilizando una notacion algo mas formal: diagramas de UML.
Se denio una extension a OOHDM para el soporte de dise~no de aplica-
ciones de hipermedia colaborativas. La misma, denominada CHDM (Colabo-
rative Hypermedia Design Method), reusa las etapas de dise~no de OOHDM y
propone agregar una etapa mas, llamada colaborativa, en la que se tienen en
cuenta las caractersticas colaborativas de la aplicacion a dise~nar. Primero se
emplearon diagramas de clase de UML para representar los aspectos estruc-
turales de cada una de las etapas y posteriormente se utilizaron diagramas de
secuencia para modelar aspectos dinamicos de comportamiento en la nueva
etapa propuesta por CHDM. Mas tarde se utilizo el lenguaje de especica-
cion formal Object-Z [Gri97, RGG94, KC99] como formalismo para detallar
cuestiones mas nas que no se deducan claramente de la especicacion hecha
en UML, y se mostro un ejemplo de las posibles vericaciones formales que
pueden realizarse sobre cualquier aplicacion dise~nada con CHDM (seccion
4.3.2).
En el captulo 5 se mostraron los resultados obtenidos mediante ejem-
plos. Se utilizo la nueva metodologa CHDM para construir el dise~no de dos
aplicaciones de hipermedia colaborativas: una aplicacion de hipermedia pre-
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viamente dise~nada con OOHDM, el Museo de Portinari [TS], a la que se le
agregaron caractersticas colaborativas, y una aplicacion de hipermedia cola-
borativa existente, DOLPHIN [SHH94], para la cual se realizo retroingeniera
para construir las etapas de dise~no de la metodologa propuesta, dado que
no se contaba con un dise~no en OOHDM previo.
En conclusion, el presente trabajo de grado provee una metodologa de
dise~no para aplicaciones de hipermedia colaborativas, con una base formal
subyacente que permite realizar vericaciones formales sobre los modelos de
tales aplicaciones construidos con dicha metodologa.
En las secciones siguientes se describen las contribuciones de CHDM y
los benecios de haber provisto una base formal a la misma.
6.2.1 Contribuciones de CHDM
Los aportes de CHDM para suplir las carencias de OOHDM (seccion 3.2.1)
para soporte de dise~no de aplicaciones colaborativas son:
 Denir una jerarqua de usuarios y roles de usuarios que puede ser
instanciada de acuerdo a las necesidades de la aplicacion. Ademas
permite especicar las caractersticas de awareness para cada nodo
colaborativo.
 Permitir asociar a los nodos colaborativos herramientas colaborativas
sincronicas o asincronicas.
 Permitir modelar sesiones de interaccion y colaboracion entre usuarios.
Para eso se propuso la denicion de tipos de sesiones accesibles a partir
de los diferentes nodos colaborativos de la aplicacion.
El dise~nador de aplicaciones de hipermedia colaborativas solo tiene que ins-
tanciar el metamodelo propuesto por CHDM para modelar las caractersticas
colaborativas mencionadas en los puntos anteriores.
En conclusion, CHDM extiende la metodologa de dise~no OOHDM pa-
ra aplicaciones de hipermedia colaborativas, modelando las caractersticas
colaborativas de tales aplicaciones que OOHDM no tiene en cuenta.
6.2.2 Contribuciones de la Formalizacion
En el captulo 3 se mostro una formalizacion mediante diagramas de obje-
tos en notacion UML para la metodologa de dise~no CHDM. Al ser UML un
lenguaje de especicacion graco semi-formal cuenta con las desventajas pro-
pias de tales lenguajes: posibles interpretaciones ambiguas, inconsistencia en
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distintos modelos de un mismo sistema, etc. Por lo tanto en el captulo 4 se
mostro una especicacion de CHDMmediante un lenguaje formal (Object-Z),
permitiendo as que los modelos de aplicaciones de hipermedia colaborativas
dise~nados con la metodologa CHDM esten precisamente especicados.
El hecho de haber especicado formalmente el modelo de CHDM con
Object-Z da lugar a las siguientes ventajas:
 La especicacion en Object-Z provee una base formal a la metodologa
CHDM.
 Como CHDM conforma un metamodelo para las aplicaciones de hi-
permedia colaborativas, dicho metamodelo puede ser instanciado a la
hora de realizar un modelo para una aplicacion en particular. Una vez
instanciado el modelo de CHDM puede vericarse el cumplimiento de
las reglas de buena formacion especicadas para las metaclases. Por lo
tanto, se provee una base formal para todos los dise~nos de aplicaciones
de hipermedia colaborativas.
 Podra implementarse un editor de CHDM que permitiera vericaciones
dentro de los modelos generados por este basandose en el formalismo
subyacente y los invariantes especicados.
6.3 Trabajo Futuro
El presente trabajo de grado ha dejado una metodologa propuesta para el
desarrollo de aplicaciones de hipermedia colaborativas. Actualmente existen
diversos puntos por explotar, tanto a nivel de dise~no de la metodologa como
a nivel de formalizacion del lenguaje que emplea la misma. Para esto se
proponen las siguientes ramas como continuacion de este trabajo:
 Analisis de la etapa de dise~no de ADVs, propuesta por OOHDM en la
etapa de la interfase abstracta, y el impacto de la misma en el awareness
de la interfase.
 Implementacion de un editor de CHDM que permita vericaciones den-
tro de los modelos generados por este basandose en el formalismo sub-
yacente y los invariantes especicados.
 Estudio detallado del dise~no de las posibles herramientas colaborativas
que pueden incluirse en los nodos colaborativos, tanto sincronicas como
asincronicas.
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 Construccion de una aplicacion completa utilizando la metodologa
CHDM a lo largo de todas sus etapas para detectar ventajas y falencias
de la misma.
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Apendice A
UML
UML es un lenguaje graco para especicar, construir, visualizar y documen-
tar los componentes de un sistema de software. Esta basado en los conceptos
de Booch, OMT y OOSE. Conforma un lenguaje de modelizacion ampliamen-
te utilizado por usuarios de estos metodos y otros. Ademas existen diversas
herramientas para su edicion aceptadas por la comunidad de dise~nadores y
desarrolladores de software.
UML esta focalizado en estandarizar un lenguaje de modelizacion, y no
en estandarizar los procesos de desarrollo. Cada metodologa en particular
utilizara un conjunto de elementos del lenguaje de UML. De hecho, el esfuerzo
de unicacion se ha centrado sobre un metamodelo comun (unicacion de
semanticas) y sobre una notacion comun. UML estandariza conceptos basicos
de modelizacion.
Los objetivos perseguidos para la creacion de UML son los siguientes:
 Proveer a los usuarios un lenguaje de modelizacion expresivo y listo
para usarse para que puedan desarrollar e intercambiar modelos.
 Proveer mecanismos de extensibilidad y especializacion a los conceptos
basicos. UML seguramente debera ser personalizado para dominios
especcos. Al mismo tiempo, no se quiere que los conceptos basicos
sean redenidos o reimplementados para cada area de aplicacion.
 Mantener independencia de lenguajes de programacion y procesos de
desarrollo.
 Proveer conceptos de desarrollo de mas alto nivel como colaboraciones,
ambientes de trabajo, patrones y componentes.
 Una motivacion clave detras del desarrollo de UML ha sido la integra-
cion de las mejores practicas de la industria, logrando tener varias vistas
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basadas en niveles de abstraccion, dominios, arquitecturas, etapas de
desarrollo del software, tecnicas de implementacion, etc.
Las distintas vistas de un modelo estan denidas en UML a traves de los
distintos tipos de diagramas que incluye. Estos diagramas proveen multiples
perspectivas de un sistema que esta siendo analizado o desarrollado. Los
diagramas constituyen proyecciones sobre los elementos de un modelo. Son
las principales herramientas que utilizan los desarrolladores al manipular
modelos.
A.1 Diagramas
Los principales diagramas incluidos en UML caen dentro de tres categoras:
de Casos de Uso, de Estructura Estatica y de Comportamiento. A continua-
cion se explicara brevemente cada una de ellas, junto con ejemplos.
A.1.1 Diagramas de Casos de Uso
Los diagramas de Casos de Uso son dise~nados a n de contener la informacion
del analisis de requerimientos. Esta conformado por actores y casos de uso.
Los actores representan las entidades que interactuan o intercambian infor-
macion con el sistema. Los casos de uso especican una secuencia cualquiera
de transacciones llevadas a cabo cuando un usuario dialoga con el sistema.
A.1.2 Diagramas de Estructura Estatica
Estos diagramas muestran la estructura estatica del modelo, su estructura
interna y sus relaciones. No muestran informacion temporal; sin embargo
pueden contener referencias a estructuras que s lo hagan.
Dentro de los diagramas de estructura estatica, se encuentran los diagra-
mas de clases y de objetos. A continuacion se explican en detalle.
Diagramas de clases
Un diagrama de clases proporciona una vision graca de la estructura estatica
del modelo. Un diagrama de clases es una coleccion de elementos (estaticos)
declarativos del modelo, tales como clases, interfases, y sus relaciones, inter-
conectados unos con otros.
En la gura A.1 se muestra un ejemplo de un diagrama de clase de UML.
All se muestran las clases Company y Worker unidas por la relacion Job, la
cual tambien es representada por una clase.
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Company * Person
Job
salary
Job 1..*
employment employee
boss
worker *
0..1
Figura A.1: Diagrama de Clases
Diagramas de objetos
Un diagrama de objetos es un graco de instancias, que incluye objetos y
valores (datos). Un diagrama estatico de objetos es una instancia de un dia-
grama de clases; proporciona una vision momentanea y detallada del estado
del sistema en un punto determinado del tiempo.
Una clase es notada como un rectangulo con tres compartimientos sepa-
rados por lneas horizontales. El compartimiento superior contiene el nombre
de la clase y otras propiedades generales de la misma. El segundo comparti-
miento contiene una lista de atributos y nalmente el compartimiento inferior
contiene una lista de operaciones.
Rectangle
p1: Point
p2: Point
area(): Real
aspect(): Real
...
move(delta: Point)
scale(ratio: Real)
Figura A.2: Diagrama de Objetos
En la gura A.2 se muestra un ejemplo de la clase Rectangle representada
en UML. La misma cuenta con los atributos p1 y p2 de la clase Point , y un
conjunto de metodos tales como Area() o Aspect() para obtener el area o el
aspecto del rectangulo.
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A.1.3 Diagramas de Comportamiento
Los diagramas de comportamiento se centran en la dinamica del sistema.
Muestran la interaccion entre objetos y sus interrelaciones. El comporta-
miento es reejado mostrando la interaccion de un grupo de clases. Muestra
relaciones que conectan clases de una interaccion modelando un mensaje que
es enviado entre ellas. Este mensaje, a su vez, representa una accion a lle-
varse a cabo. Estos diagramas incluyen dos especializaciones: de interaccion
(incluyendo a su vez, a los de colaboracion y secuencia) y de estados.
Cada diagrama de interaccion representa un escenario posible incluido
en la funcionalidad total del sistema. Muestra un conjunto de interacciones
entre objetos en una unica ejecucion de un sistema.
Diagramas de Colaboracion
Un diagrama de colaboracion es una construccion que se enfoca en los objetos
y mensajes involucrados en cumplir un proposito. Enfatiza las relaciones
entre los objetos. Se usan para describir los efectos externos provocados por
una entidad a la cual esta relacionado un objeto. Tambien se usan para
mostrar como un tem esta implementado internamente.
Diagramas de Secuencia
Un diagrama de secuencia enfatiza la temporalidad de los mensajes mos-
trando explcitamente su secuencia. En particular, muestra a los objetos
participantes y a sus \lneas de vida" as como tambien los mensajes que
envan y reciben entre ellos. No muestra las asociaciones entre los objetos.
Ademas, un diagrama de secuencia puede presentarse basicamente de dos
formas: una es generica (describe todas las posibles secuencias) y la otra
es instanciada (describe una secuencia particular consistente con la forma
generica). Un diagrama de secuencia tiene dos dimensiones: la dimension
vertical representa el tiempo y la dimension horizontal representa los dife-
rentes objetos. El orden horizontal en el que se ubican los objetos no tiene
signicado alguno.
En la gura A.3 se muestra un ejemplo de este tipo de diagramas. All se
describen varios escenarios diferentes, tales como la creacion o destruccion de
un objeto, las lneas de vida, los envos de mensajes, los marcos de activacion
provocados por los mismos, etc.
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 op5() 
op3(z) 
[x<=0] op3(x) 
[x>0] op2(x) 
op1() 
ob1: C1 
ob3: C1 
ob2: C1 
ob4: C1 
op4(w) 
Figura A.3: Diagrama de Secuencia
Diagramas de Estados
Los diagramas de estados muestran una secuencia de estados por los que
un objeto o una interaccion puede pasar durante su existencia en respuesta
a estmulos recibidos y tambien muestra sus respuestas y acciones. Estos
diagramas son utilizados generalmente para representar sistemas de tiempo
real u objetos con comportamientos variados que pueden pasar por diferentes
estados.
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Apendice B
Object-Z
Object-Z es una extension del lenguaje formal de especicacion Z [DKRS91,
Spi92]. A pesar de que Z contribuye positivamente a la especicacion formal
de software, adolece de algunos problemas a la hora de especicar grandes sis-
temas. De este modo, surge una extension denominada Object-Z, que posee
caractersticas de Orientacion a Objetos, con todas las ventajas de claridad
que esto supone, mejorando la legibilidad de grandes especicaciones, con
posibilidad de vericacion modular y renamientos.
Z es un lenguaje de especicacion de sistemas de software; permite hacer
uso de la abstraccion de representacion, es decir, la abstraccion de tipos
de datos de alto nivel (conjuntos, relaciones, funciones) y de la abstraccion
procedural, que signica centrarse en que debe hacerse y no como.
Z es un lenguaje cuya gramatica y semantica estan basadas en la ma-
tematica. Mas precisamente, la semantica se basa en la matematica clasica,
diferenciandose de otros lenguajes de especicacion basados en matematicas
no clasicas. Las especicaciones en Z incluyen texto matematicamente pre-
ciso con texto informal explicativo. El material informal facilita la inter-
pretacion del texto formal por relacionarlo al mundo real. La ventaja de
la formalidad es la eliminacion de la ambiguedad inherente a la descripcion
informal y la provision de una base rigurosa para el razonamiento.
El componente principal de Z es el esquema.

Este se denota usualmente
como una caja dividida en dos secciones. La primera contiene las declara-
ciones y la segunda el predicado expresado en logica de primer orden. Una
especicacion dene un conjunto de esquemas de estado y de operaciones.
Un esquema de estado agrupa variables y dene las relaciones que se deben
respetar entre sus valores. En cualquier instante, estas variables denen el
estado de la parte del sistema que ellas modelan. Un esquema de operacion
dene la relacion entre el estado anterior y posterior correspondientes a uno
o mas esquemas de estado. En Z, inferir los esquemas de operacion que pue-
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den afectar a un esquema de estado particular requiere examinar todos los
esquemas de operacion, lo cual es impracticable en especicaciones grandes.
Object-Z soluciona este problema introduciendo una estructura de clase que
encapsula un unico esquema de estado con las operaciones que pueden afectar
a ese estado. Cada clase puede ser examinada y entendida en forma separa-
da. Las clases complejas pueden ser especicadas en terminos de clases mas
simples estructurandolas por medio de herencia e instanciacion.
B.1 Notacion
Una clase se dene de la siguiente manera:
NombreDeClase [nombres de parametros genericos]
Clases heredadas
Deniciones de tipos
Deniciones de constructores
Esquemas de estado
Esquemas de estado inicial
Esquemas de operacion
Invariantes de Historia
Figura B.1: Template de Diagrama de Clase
El esquema de estado no tiene nombre explcito y contiene declaraciones
(las variables de estado) y un predicado (invariante de estado). Las variables
de estado y constantes son llamadas atributos. Las declaraciones de tipos
denen tipos locales a la clase. Los atributos y el predicado del esquema
de estado estan implcitamente incluidos en las secciones de declaracion y
predicado respectivamente del esquema de estado inicial y de cada esquema
de operacion. Los invariantes de estado valen en todo momento, es decir, en
cada posible estado inicial y luego de cada operacion. El esquema de estado
inicial es distinguido por tener como nombre la palabra clave INIT .
Los esquemas de operacion en Object-Z dieren de los esquemas de ope-
racion de Z puesto que tienen ademas de las secciones de declaracion y pre-
dicado una lista 4 que contiene las variables de la declaracion cuyos valores
pueden cambiar cuando la operacion es aplicada a un objeto de la clase. Los
atributos y operaciones son llamados caractersticas (features). El invariante
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de historia es tpicamente un predicado temporal que restringe aun mas el
comportamiento de los objetos de la clase.
Los esquemas se escriben en un formato de caja particionada en una
seccion de declaraciones y una de predicado expresado en logica de primer
orden, para lo cual se utilizan los smbolos tradicionales _;^;);(; 8; 9;:.
Si el predicado es omitido es implcitamente verdadero. Una instancia de un
esquema une los valores de las variables del esquema consistentemente con
sus tipos y las restricciones.
Los esquemas de operacion modelan transiciones de estado relacionando
los valores de las variables antes de la operacion (pre-valores) a sus valo-
res despues de la operacion (post-valores). Los post-valores son primados
(valor
0
) para distinguirlos de sus correspondientes pre-valores. La operacion
puede tener inputs (distinguidos por nombres terminados en \?") y outputs
(distinguidos por la terminacion \!").
Los tipos de datos en Z estan basados en conjuntos, se permite la intro-
duccion de tipos arbitrarios, y se construyen nuevos utilizando constructores
para conjuntos potencia \P", productos cartesianos \" y esquemas (ba-
sados en los tipos basicos). Una secuencia en Z es formalizada como una
funcion con dominio en los numeros naturales desde 1 hasta la longitud de la
secuencia. El conjunto de todas las secuencias con elementos de un conjunto
X sera:
seqX == fs : N
1
7 X j 9 n : N  dom s = 1::ng
donde \seq" denota \secuencia de", \==" denota equivalencia sintactica,
\N
1
" representa los numeros naturales excluyendo al cero, \j" y \" se leen
\tal que" y \dom" abrevia \dominio de".
Se denen las funciones head y tail con las siguientes equivalencias:
head s = s(1) y s = h head s i
a
tail s
donde \
a
"denota concatenacion de secuencias.
Existen dos formas de reuso de clases: instanciacion y herencia. Utilizando
la instanciacion una clase puede utilizarse como un tipo del sistema de tipos
de Z. De esta manera o:Class declara un objeto o de la clase Class. Se puede
acceder a las caractersticas de un objeto (ya sean atributos o metodos)
mediante la notacion puntual. Es muy frecuente que los objetos tengan
objetos de otras clases como variables de instancia. Utilizando herencia, una
clase se utiliza como base para denir otras clases de manera incremental.
Las caractersticas de la clase se incorporan a las de la nueva por medio de
herencia. Las deniciones de tipos y constantes de las clases heredadas (puede
existir herencia multiple) y los declarados explcitamente en la nueva clase se
fusionan. Sucede lo mismo con los esquemas, los del mismo nombre se unen,
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al igual que los invariantes de historia. Sintacticamente la herencia se logra
incluyendo los nombres de las clases heredadas dentro de la clase derivada.
Adoptando la nocion de incorporar y unir esquemas de igual nombre, heredar
de mas de una clase equivale a heredar progresivamente de cada una de las
clases en un orden arbitrario. Los choques de nombres que llevan a mezclas
inintencionales pueden evitarse mediante el renombre. Al heredar, un metodo
de una superclase tambien puede ser redenido o eliminado mediante las
palabras claves redef y remove. En la gura B.2 se muestra una pila de la
cual se removio el metodo Pop.
OnlyPushStack [T ]
Stack [T ][removePop]
Figura B.2: Ejemplo: Only push stack
Otros operadores:
 (x ) se utiliza dentro de la parte de declaraciones de una operacion
para indicar que la variable x podra sufrir cambios durante tal opera-
cion.
 Op
1
 Op
2
indica que Op
2
es una expresion que se evalua en el contexto
de la operacion Op
1
. La operacion resultante es la conjuncion de Op
1
con la operacion correspondiente a Op
2
.
 #A indica el conjunto de todos los posibles objetos de la clase A y
cualquiera de sus clases derivadas.
 Op
1
o
9
Op
2
indica que la salida de Op
1
se utiliza como entrada de Op
2
siempre que los parametros coincidan en sus nombres.
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