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Introduction
Text Mining (TM) has a wide range of applications that require differentiated processing of documents of various nature [1, 2] . Ultimately, the goal is to learn how to recognise and contextualise information of interest [3] . Therefore, the annotation of documents by domain experts is invaluable to provide for a ground truth against which to train and evaluate TM methods and algorithms.
Depending on the application area, the creation of such semantically annotated corpora is a resource and time consuming activity [4, 5] . Usually, multiple domain experts should review the documents and manual annotations should be compared. The initial set of annotation guidelines often fails to anticipate some of the semantics issues and it is highly unlikely that multiple annotators completely agree on the annotation of a document [6] [7] [8] . So, annotation consistency needs to be monitored through the multiple rounds of the project in order to identify relevant differences in annotation patterns and make opportune amendments to the annotation guidelines and schema, and thus, guarantee the quality of the generated corpus. This entails the active monitoring and reinforcement of inter-annotator consistency (i.e. two annotators should annotate the same text fragment equally) and intra-annotator consistency (i.e. if an annotator should annotate multiple occurrences of same text fragment similarly, within the same context).
Annotation tools are expected to manage such multi-user and iterative annotation projects actively and efficiently. So far, most of the document annotation tools available can be differentiated in terms of the task-specific specialisation of the interface, i.e. the modularity and configurability of the annotation environment [9] , whereas providing similar limited quality monitoring and control abilities. Just as means of comparison, Table 1 summarises the main characteristics of some of the most recent annotation tools, and the tool presented in this work. The U-Compare of the Apache Unstructured Information Management Architecture (UIMA) [10] and the Teamware of the General Architecture for Text Engineering (GATE) [11] are two meaningful examples of open-source framework-integrated document annotation tools. Argo stands as a workbench for building and running text analysis solutions [12] , while MyMiner [13] , EGAS [14] , PubTator [15] , BioNotate [16] and BioAnnote [17] are examples of free independent annotation tools, all of which are commonly used in biomedical applications. Finally, A.nnotate (http://a.nnotate.com/), MMAX2 (http://mmax2.sourceforge.net/) and annotateit/Annotator (http://annotateit.org/) are experienced broad-application systems.
Seeking to overcome some of the current limitations, this paper presents Marky, a free Web-based document annotation tool, which implements the main steps of the annotation project life cycle, with particular emphasis on annotation quality assessment. Notably, its novelty lays on (i) the annotation tracking system, which ensures that all actions occurring in the annotation project are recorded and may be amended and (ii) the annotation quality evaluation tool, which monitors inter-annotator agreement (IAA) and intra-annotator patterns.
In the next sections, the architecture of Marky is described, in terms of the main design requirements and the implemented annotation life cycle. A case study taken from the literature is used to exemplify the abilities of Marky in practical terms. The final discussion stresses the importance of enforcing annotation consistency and assisting the work of annotators, and presents near future developments.
Methods
Marky is a general purpose Web-based application for document annotation. This section describes the requirements that motivated some of the aspects of its design, the overall system architecture, and the annotation life cycle implemented by the tool.
Requirements
From the start, Marky was designed to support general purpose annotation, i.e. domain specifications are considered only in project configuration and do not affect the behaviour of the software. This choice has allowed us to concentrate more on the infrastructure than on the application itself. Marky is built on top of open technologies and standards to grant extensibility and interoperability with other systems. Internally, project configuration and management is kept simple, but flexible. A project may have associated multiple annotators and include several rounds of annotation. The corpus to be annotated may be loaded through a Web-accessible bibliographic service, from a local folder, or by copying contents manually. Marky handles structured documents, namely HTML or XML-based structured documents, Word documents and Word documents, and plain text documents. Most likely, different projects will have different annotation necessities and thus, the project administrator should configure the annotation guidelines and annotation types according to the application. Both documents and annotations are stored in a relational database. This is a main requirement to implement the annotation tracking system and make quality evaluation more flexible and computationally efficient. In particular, the system supports bulk annotation amendments and the addition or removal of annotation types during annotation rounds.
Finally, user interface is based on the "What You See Is What You Get" (WYSWYG) paradigm. The designed interface allows the annotator to directly tag text fragments without modifying the layout. The type of an annotation is domain-specific metadata about the annotation itself, which the quality evaluation module uses to identify domainspecific semantics and terminological issues. Users may also add notes on the decisions made and cross-link annotations to external data sources (e.g. database or ontology entries).
System architecture
Marky was developed using the open source CakePHP Web framework, which follows the MVC (Model-View-Controller) model [18] . At the core of the architecture of Marky are several consolidated Web technologies ( Fig. 1 
Annotation life cycle
The annotation life cycle supported by Marky considers three main phases: (i) the creation of the project, (ii) the multi-user and iterative annotation of documents, and (iii) the establishment of a final annotation consensus (Fig. 2) . At creation, the project administrator describes the task in terms of the corpus to be annotated, the annotation guidelines and the set of annotation types to be considered, and selects the individuals that will participate as annotators. Documents may be automatically retrieved from an online source, e.g. PubMed Central, or manually uploaded by the project administrator. A first round of annotation is launched as soon as the project is created. Usually, the annotation process is split into training and active annotation. During training the annotators should become familiar with the task and the tool.
After that, annotation consistency becomes the focus of the data workflow and will determine the number of iterations to be conducted.
The annotation tracking system of Marky records the set of annotations produced by the individual annotators at each round. The IAA scores measure the degree of inconsistency affecting the results. For example, issues related to domain expertise, semantic ambiguity and glitches in the annotation guidelines. According to the severity of the issues detected, the project administrator may decide to initiate a new round of annotation with a refined set of guidelines. Even, it may be the case that the set of annotation types should be altered. The tracking system offers a precious help here by enabling that annotators may reject or amend subsets of their previous annotations, preserving good quality annotations, and avoiding starting the process from scratch. Furthermore, to preserve round annotations, and enable comparison throughout the whole project, Marky keeps record of the set of annotation types and guidelines used at each round of annotation.
Project execution terminates after the administrator considers that the IAA is acceptable. A consensus version of the annotations is then created and the obtained annotated corpus becomes available for download and further application (e.g. the training and testing of Text Mining models).
Document encoding and annotation format
The management of documents and annotations is supported by a relational database. Document contents are saved in HTML format with UTF-8 encoding. Annotations describe the span of text tagged, the corresponding char offset, the domain-specific type, and any additional notes made by the annotator.
The database manages all the data generated during the annotation rounds. That is, Marky keeps record of the set of annotations made by each individual annotator at every round of annotator. This is crucial to the functioning of the annotation tracking system and the quality assessment module.
Regarding annotation itself, Marky takes advantage of the HTML 5 tag mark to implement the function. This tag enables the association of domain-specific information to text spans while offering an intuitive, common Web browsing experience to the annotator (Fig. 3) .
In terms of annotation exportation, Marky offers the possibility to store the annotated documents produced by individual annotated, at any of the rounds of annotation, as well as the consensus corpus. Individual annotator results are exported in inline format, i.e. annotations are stored within the annotated document. The consensus corpus is stored in a stand-off format, i.e. annotations are stored separately from the annotated document.
Quality assessment
Quality assessment entails inter-annotator agreement per round and annotation consistency across multiple rounds of annotation. The rate of agreement among annotators or among rounds is quantified using the F-score, a common metric in IAA evaluations [19] [20] [21] . The standard measures of recall, precision and F-score are calculated as follows: Marky enables IAA calculations to be stricter or more relaxed. It is possible to calculate agreement rates corresponding to exact annotation matches, where text spans identified by a pair of annotators match exactly, and relaxed annotation matches, where text spans identified by a pair of annotators at least overlap with each other by a user-specified number of characters, but do not necessarily match exactly.
Results
This section presents a case scenario that demonstrates the main features and GUI abilities of Marky. A manually annotated corpus describing the integrated cellular responses to nutrient starvation in the model-organism Escherichia coli was used as case study [8] . The corpus is formed by 129 abstracts and contains annotations for main biological species such as DNA, RNA, gene, protein, enzyme, transcription factor and compound. The original set of annotations was broken apart so to create different types of inconsistencies among two annotators into multiple, fictional rounds of annotation. Next, we show how Marky manages such project. Further inspection of the case study is possible by accessing the full demo version at http://sing.ei.uvigo.es/markyapp.
Project management
At the creation, the project administrator has to indicate the title and a short description of the project, introduce a first version of the annotation guidelines and the annotation scheme, and associate the annotators. Here, the project is named "Stringent response in Escherichia coli" and includes two fictitious annotators -Julietta Newton and William Fox (Fig. 4) . During the course of the project, the annotation guidelines and the annotation scheme, i.e. the set of annotation types considered, change in response to the IAA inconsistencies that are represented and solved at each round. In particular, the project includes four rounds of annotation as follows: in round one there is a high number of inconsistencies, recreating issues in semantic interpretation and annotation types that are handled inconsistently; in round two, the annotation type "compound" is excluded and the issues are minimised; in round three, the annotation type "compound" is included again with new guidelines of annotation; and, in round four the IAA is considered acceptable and the user may generate the final consensus.
Round and user statistics evaluation
The evaluation of annotation consistency has been made as flexible as possible so that the project administrator may look over inconsistencies among annotators, within and throughout rounds, as well as differences in the annotation pattern exhibited by individual annotators. The ultimate goal is to identify the causes for a high number of differences or a low F-score, so that the annotation scheme and guidelines may be suitably refined (Fig. 5) . Annotation types which cause large numbers of differences (i.e. a small number of highly occurring terms) are good candidates for improving IAA, because a better handling of these categories has the potential of eliminating a large numbers of differences. A very low F-score identifies categories which are handled inconsistently (i.e. a large number of term mismatches), and their handling will probably require a meeting with the annotators and a thorough redefinition of the annotation guidelines.
The above described quality assessments have been programmed and optimised to support high dimensionality. Tests were performed on an Intel i7 (3.4 GHz) with 1 GB of RAM (Fig. 6) . The IAA and the verification of consistency across rounds are based on annotation offset matching and are quicker to calculate. However, the verification of consistency across annotation types is more complex and thus, more demanding. This operation needs to account for annotations that agree both in type and offset, annotations that match only in offset (i.e. the same text fragment was annotated but the annotation types are inconsistent), and annotations that are unique to an annotator.
Additionally, we can observe that the system only shows a noticeable deterioration of process time when dealing with a very large set of annotations, typically 80,000 or more annotations. This deterioration is justified by requisites of database indexing and memory management that will be tackled in future releases of the tool.
Results exportation
Obtaining the final consensus is essential to finalise the production of the annotated corpus. Likely, the project will terminate without reaching a 100% of IAA. Therefore, the project administrator needs to determine when to finalise the iterative annotation process and then, decide which annotations that did not get consensus among the annotators should be included. Such task may be laborious given the number of annotations that can be made in a medium to large size corpus. For this reason, Marky enables the manual inclusion of non-consensual annotations as well as the automatic inclusion of annotations that meet a minimum agreement threshold (Fig. 7 ). The consensual corpus is then copied to a final round (round four in this case study) and becomes available for download. The consensus package includes the original corpus and the annotations in stand-off format.
Conclusions
The production of high quality annotated corpora, essential for knowledge acquisition tasks, is challenged by inevitable inter-annotator discrepancy. Annotators can hardly agree completely on what to annotate and exactly how to annotate. For this reason, document annotation projects usually involve multiple domain experts working in an iterative and collaborative manner to identify and resolve discrepancies progressively. Such a detailed annotation life cycle takes significant time and effort, and demands from document annotation tools as much assistance as possible. The key to improve annotation quality is to actively monitor inconsistencies throughout the rounds, and resolve the most critical issues as soon and as effectively as possible. Compared to other annotation tools, Marky provides novel and powerful means to assess annotation quality and make amendments to annotations automatically. Furthermore, Marky is built using the CakePHP framework in order to promote extensibility and abstraction across the diversity of applications that may require the preparation of annotated corpora. Its modular design relies on state-of-the-art Web technologies as means to ensure wide user-system interaction and tool interoperability.
Plans for Marky development in the near future include, among others: increased flexibility and reusability of standard GUI library components for text annotation; provision of basic GUI library components for annotation of different types of concepts and relationships; and, support for various forms of automated tagging (e.g. ontology-driven annotation and machine learning classifiers) by external software modules.
Mode of availability
Marky software, comprehensive documentation of the functionalities, and usage examples, are freely available for non-commercial use at http://sing.ei.uvigo.es/marky.
