ScoreFlow : aplicación web para validar sistemas de reconocimiento de partituras musicales(OMR) by Martín Martínez, Marc & Universitat Autònoma de Barcelona. Escola d'Enginyeria
TFG EN ENGINYERIA INFORMA`TICA, ESCOLA D’ENGINYERIA (EE), UNIVERSITAT AUTO`NOMA DE BARCELONA (UAB)
ScoreFlow.
Aplicacio´n web para validar sistemas de
reconocimiento de partituras
musicales(OMR)
Marc Martı´n Martı´nez
Resumen– Este proyecto surge de la necesidad de corregir partituras musicales en formato
MusicXML creadas a partir de Optical Music Recognition (OMR). El usuario sube a la aplicacio´n
un archivo MusicXML junto con una o varias ima´genes de la partitura que usara´ como ground
truth para revisar la pieza musical. A continuacio´n, se muestra el grupo de ima´genes que se
hayan subido junto con un conjunto de compases establecidos por el archivo MusicXML. Se puede
puede navegar libremente entre las diferentes ima´genes que haya subido y los diferentes grupos
de compases existentes. Usando una barra de herramientas, el usuario puede an˜adir, cambiar
o eliminar: notas, accidentes, silencios... y cambiar caracterı´sticas del compa´s: armadura, clave
y signatura de tiempo. Finalmente, cuando se haya terminado de corregir la partitura, el usuario
puede descargarse un nuevo archivo MusicXML con todos los cambios que haya hecho previamente.
Palabras clave– Partitura, Correccio´n, OMR, MusicXML, NodeJS, Vue.js, MySQL.
Abstract– This project comes up from the necessity of correcting musical scores in MusicXML
format that were created from OMR Optical Music Recognition. The user uploads to the application
a MusicXML file along with one or more images of the score that will be used as a ground truth to
review the musical piece. Then, the group of images that have been uploaded are shown along with
a set of measures that are established by the MusicXML file.You can freely navigate between the
different images that were uploaded and the set of measures that exist. Using a toolbar, the user can
add, modify or remove: notes, accidentals, rests... and change characteristics of the measure: key
signature, clef and time signature. Finally, when the score is corrected, the user can download a new
MusicXML file with all the changes that were made.
Keywords– Score, Correction, OMR, MusicXML, NodeJS, Vue.js, MySQL.
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1 INTRODUCCIO´N
DURANTE la de´cada de los 50 se funda la primeracompan˜ı´a dedicada al desarrollo y venta de dis-positivos OCR (Optical Character Recognition),
creada por David H. Shepard[1], desarrollador del primer
dispositivo OCR. Con el paso de los an˜os surge un nuevo
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concepto de reconocimiento de caracteres, OMR (Optical
Music Recognition), dedicado a la lectura de elementos mu-
sicales. La primera aplicacio´n desarrollada es MIDISCAN,
por Musitek Corporation[2]. Actualmente, hay varios inves-
tigadores dedicados a la mejora de la tecnologı´a de recono-
cimiento y a la divulgacio´n de esta, como se puede observar
en la pa´gina OMR Research[23], y en los trabajos [19], [20],
[21] y [22].
Aunque la tecnologı´a de OMR ha avanzado, au´n existen
errores de lectura por parte del software de reconocimien-
to que da lugar a resultados incorrectos. Dada esta inexac-
titud, aparece la necesidad de poder editar estos archivos
XML. Editar archivos XML directamente puede ser engo-
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rroso, adema´s de que los usuarios que usan la tecnologı´a
OMR no tienen por que tener conocimientos relacionados
con XML. En cambio, es muy probable que los usuarios si
tengan un entendimiento del funcionamiento de las partitu-
ras a nivel musical. Por lo tanto, este proyecto tiene el ob-
jetivo de aportar una herramienta auxiliar en la tecnologı´a
OMR que ayude a estos usuarios a editar los archivos XML
utilizando sus competencias musicales sin necesitar la ayu-
da de terceros.
2 ESTADO DEL ARTE
Existen varias aplicaciones web con funcionalidades si-
milares a la de este proyecto, aunque no dedicado exclusi-
vamente a corregir archivos creados a partir de OMR, como
float.io[3] y Noteflight[4].
Con respecto a float.io, su aplicacio´n es capaz de represen-
tar muchos mas elementos musicales que la de este proyec-
to. Adema´s da la opcio´n de an˜adir varias voces a la partitura
y asignarles instrumentos, para ası´ poder reproducir la par-
titura desde la propia aplicacio´n.
Fig. 1: Aplicacio´n flat.io
Aunque en esos aspectos es superior, no cuenta con un
visualizador de ima´genes. Que la aplicacio´n de este proyec-
to si cuente con ello proporciona al usuario una forma de
corregir su partitura de una manera mucho mas co´moda y
sencilla.
3 OBJETIVOS
En esta seccio´n se explicara´n los objetivos tenidos en
cuenta para poder realizar este proyecto:
Visualizar la partitura representando un conjunto de
compases a partir del archivo MusicXML provisto por
el usuario.
Editar la partitura a partir de una interfaz de usuario
que permita an˜adir, cambiar o eliminar elementos de
la partitura.
Creacio´n de una base de datos donde se almacenen to-
dos los usuarios de la aplicacio´n y sus proyectos co-
rrespondientes.
Desarrollar un entorno donde el usuario pueda crear
nuevos proyectos y seleccionar los ya existentes para
trabajar con ellos. Cada proyecto representa una par-
titura: ima´genes de la partitura, archivo MusicXML y
un nombre que identifique a dicho proyecto.
Crear un nuevo archivo MusicXML con todos los cam-
bios realizados por el usuario anteriormente. Estos
cambios tambie´n se guardara´n en el servidor para el
caso en el que el usuario quiera volver a modificar el
mismo archivo en un futuro.
4 PLANIFICACIO´N
La planificacio´n del proyecto se divide en tres fases. El
diagrama de Gantt correspondiente se encuentra en la figu-
ra 2. Para una versio´n ma´s detallada puede encontrarse la
figura 11 en el ape´ndice. Ambos diagramas se crean con la
aplicacio´n de co´digo abierto GanttProject.[8]
Fig. 2: Diagrama de Gantt.
A continuacio´n se describe brevemente en que consistı´a
cada fase:
Introduccio´n al tema: Esta fase consistı´a en hacer un
primer contacto con la materia. Se estudio´ el funcio-
namiento de los archivos MusicXML, se comprobo´
cual era la situacio´n actual referente al OCR y OMR,
adema´s de aplicaciones similares al proyecto, y se creo´
un glosario de conceptos musicales ba´sicos. Este u´lti-
mo fue u´til en las primeras fases del proyecto donde
au´n no se dominaba completamente los conocimientos
musicales requeridos para crear partituras coherentes.
Ana´lisis y disen˜o: Identificacio´n y clasificacio´n de re-
querimientos funcionales y no funcionales. Disen˜o del
software mediante diagramas UML y disen˜o de la in-
terfaz de usuario con prototipo y persona.
Implementacio´n: Escritura del co´digo respecto a los
requerimientos anteriores y testing. Definicio´n de ite-
raciones en la fase final del proyecto para hacer user
testing.
5 METODOLOGI´A
El proyecto ha seguido un modelo iterativo desde su ini-
cio hasta su fin. A medida que el proyecto avanzaba en el
tiempo se iban modificando elementos del mismo, como por
ejemplo el prototipo anteriormente mencionado. El disen˜o
del programa tambie´n iba sufriendo pequen˜os cambios, al
ver que surgı´an nuevas necesidades en la interfaz de usua-
rio o se detectaban caracterı´sticas obsoletas o daban lugar a
dudas.
6 CONCEPTOS BA´SICOS
En esta seccio´n se hara´ un breve repaso al funcionamien-
to y peculiaridades de las partituras musicales y de los ar-
chivos MusicXML. Solo se hara´n mencio´n a los elementos
que tiene en cuenta la aplicacio´n para su funcionamiento.
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6.1. Partitura Musical
La partitura podemos dividirla en dos conceptos princi-
pales: compases y los atributos de estos.
6.1.1. Atributos
Definen como se construyen los compases y los modifi-
can. Siempre se encuentran al principio del pentagrama.
Armadura: Se representa mediante los caracteres [ (be-
mol) o # (sostenido). Dependiendo el nu´mero de estos
elementos el pentagrama sigue una tonalidad u otra.
Este nu´mero debe de estar dentro del rango [0,7]. No
pueden haber combinaciones de sostenido y bemol.
Clave: Signo que determina la altura, ma´s o menos
aguda/grave, de la mu´sica representada. Las principa-
les son la clave de Sol (G), Fa(I) y Do(K). De-
pendiendo en que lı´nea del pentagrama se dibujen es-
tos signos la clave sera´ de un tipo u otro.
Signatura de Compa´s: Fraccio´n que determina cuantos
pulsos debe de tener un compa´s. El denominador re-
presenta la duracio´n de cada pulso y el numerador el
nu´mero de pulsos que ha de haber en el compa´s. Los
ma´s comunes son : 4
2
, 4
3
, 4
4
, 2
2
, 8
6
.
6.1.2. Compases
Contienen todo tipo de elementos musicales: notas, silen-
cios, barras, etc. Las notas y silencios pueden durar desde 4
pulsaciones (redonda) hasta 164 de pulsacio´n (semifusa).
Notas: Representacio´n que puede tomar varias formas
para determinar cuantos pulsos durara´ el sonido que re-
presenta dentro del compa´s. Dependiendo en que linea
del pentagrama se dibuje, el sonido sera´ ma´s grave o
ma´s agudo, siendo las lı´neas ma´s bajas las ma´s graves
y las ma´s altas las ma´s agudas. Las notas pueden sufrir
todo tipo de modificaciones mediante otros elementos
musicales: accidentes y articulaciones.
Silencios: Sı´mbolo que indica al mu´sico que no debe
de reproducir ningu´n sonido durante la duracio´n que
represente la forma del silencio.
Accidentes: Al igual que en la armadura, se represen-
tan con [, # y adicionalmente \ (becuadro). Los sos-
tenidos incrementan en un semitono1 la altura de la
nota afectada, mientras que el bemol lo disminuye. El
becuadro cancela cualquier efecto sobre la nota de un
sostenido o un bemol.
Articulaciones: Modifican la manera de interpretar las
notas:
• Ligadura: Linea que une dos notas a la misma
altura, indicando que la primera nota ha de durar
la suma de la duracio´n de las dos notas unidas.
La segunda nota no se interpreta posteriormente.
• Legato: Linea que agrupa dos o ma´s notas en di-
ferentes alturas, indicando al mu´sico que ha de
reproducir el sonido de ellas sin interrupcio´n.
• Puntillo: Punto que se an˜ade a una nota para alar-
gar su duracio´n un medio ma´s de lo que duraba
anteriormente (x1.5).
• Caldero´n: Sı´mbolo an˜adido a una nota que indi-
ca al mu´sico que la duracio´n de la nota se ha de
alargar. Este alargamiento depende de la interpre-
tacio´n del mu´sico, a diferencia del puntillo que es
una medida exacta.
1Todas las notas tienen un tono de distancia entre ellas, a
excepcio´n de Mi-Fa y Si-Do que tienen un semitono.
6.2. MusicXML
Archivo compuesto enteramente por tags. En esta
seccio´n se mencionara´n los tags ma´s relevantes para el
funcionamiento de la aplicacio´n. Inicialmente el documen-
to ha de determinar cuantas voces tiene la partitura. Una
voz dentro de una partitura representa un instrumento. Una
partitura puede tener una o ma´s voces. La aplicacio´n solo
puede interpretar una u´nica voz.
Mediante un identificador, se crea el tag <part
id=idVoz> para indicar que todo lo que contenga el tag hace
referencia a esa voz. Cada compa´s se representa con el tag
¡measure¿. Este contiene los tags <note> y <attributes>
siendo los ma´s importantes. El tag attributes contiene los
tags:
Key: Contiene los tags <fifths> y <mode> para re-
presentar la armadura del compa´s. Fifths puede tomar
los valores [-7, 7], indicando el nu´mero de [ y #. Los
nu´meros negativos corresponden a bemoles y los posi-
tivos a sostenidos. Mode indica si la escala es mayor o
menor, entre otros que esta´n en desuso.
Clef: Contiene los tags <sign> y <line> para repre-
sentar la clave. Sign determina si la clave sera´ de Sol,
Fa o Do. Line especifica en que linea debe dibujarse la
clave para indicar el tipo de clave.
Time: Contiene los tags <beats> y <beat-type> para
representar la signatura de compa´s. Beats representa el
numerador y Beat-type el denominador.
Divisions: Determina el nu´mero por el cual se ha de di-
vidir el tag de duration de una nota para poder obtener
su duracio´n en pulsos.
Asimismo, el tag note contiene los tags:
Pitch: En e´l se encuentran los tags <step> y
<octave>. Define en que linea del compa´s ha de di-
bujarse la nota.
Duration: Nu´mero que se utiliza para calcular la dura-
cio´n en pulsos de la nota.
Type: String que determina la duracio´n de la nota.
Rest: Si la nota contiene este tag pasa a ser un silencio.
Accidental: An˜ade un accidente a la nota dependiendo
del string que contenga el tag.
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Articulations: Contiene el tag de fermata, que repre-
senta al caldero´n.
Dot: Si la nota contiene este tag esta tendra´ un puntillo.
Notations: Contiene el tag slur para representar ligadu-
ras y legatos. Slur tiene el atributo type que determina
si es el principio de la ligadura o el final.
7 ANA´LISIS DE REQUISITOS
La meta de esta fase era identificar las funciones ba´sicas
que necesitaba el proyecto y como implementar estas de la
manera ma´s o´ptima posible. Listar y clasificar los requisitos
en funcionales y no funcionales, como puede verse en las
tablas 1 y 2.
Funcionales
ID Descripcio´n
RF-1 Subir un archivo MusicXML a
la aplicacio´n y su correspondiente
imagen de la partitura escaneada.
RF-2 Visualizar la partitura e imagen en
la pantalla.
RF-3 Seleccionar elemento que se quiere
modificar con un click de rato´n.
RF-4 Seleccionar notacio´n musical: an-
glosajona (A, B, C, D, E, F, G) o
latina ( do, re, mi, fa, sol, la, si).
RF-5 An˜adir, modificar o eliminar nota al
compa´s, seleccionando tempo y no-
ta.
RF-6 An˜adir o quitar a nota existente un
puntillo o caldero´n.
RF-7 An˜adir una ligadura entre dos notas.
RF-8 An˜adir o quitar accidente a una no-
ta: sostenido (\), bemol ( Z) y becua-
dro (^).
RF-9 Seleccionar tipo de armadura. Pue-
de tenerla o no.
RF-10 Seleccionar clave: Sol (G),
Fa(I) y Do(K).
RF-11 Seleccionar la signatura de compa´s:
4
4
, 4
3
, etc.
ID Descripcio´n
RF-12 An˜adir, modificar o eliminar silen-
cios.
RF-13 Cambiar tipo de barra del compa´s:
simple, doble o de repeticio´n.
RF-14 Exportar cambios realizados en la
partitura a un archivo MusicXML.
TABLA 1: REQUERIMIENTOS FUNCIONALES
No funcionales
ID Descripcio´n
RNF-1 El sistema debe de usar mensajes de
error que describan el problema de
manera precisa y que el usuario fi-
nal pueda entenderlo (sin tecnicis-
mos).
RNF-2 El feedback de la interfaz de usua-
rio debe producirse en menos de 1
segundo. En caso de que sea mayor,
indicar al usuario de que su peticio´n
se esta´ cargando.
RNF-3 La aplicacio´n debe de contar con un
disen˜o responsive.
RNF-4 Uso de dia´logos de confirmacio´n
para evitar acciones accidentales
por parte del usuario en los que es
difı´cil recuperar el estado anterior a
la accio´n.
TABLA 2: REQUISITOS NO FUNCIONALES
Despue´s, usando el modelo de Kano, se volvieron a cla-
sificar en dissatisfiers, satifiers y delighters. Las tablas co-
rrespondientes similares a las anteriores pueden encontrarse
en las tablas 5, 4 y 3 del ape´ndice.
8 DISEN˜O
Creacio´n de elementos considerados u´tiles para poder ha-
cer un buen disen˜o de la aplicacio´n.
Diagramas UML
Creacio´n de diagramas de casos de uso, de secuencia
y de clase, como por ejemplo las figuras 3 y 4. En el
ape´ndice se pueden ver ima´genes ampliadas de estas
figuras para verse mejor. Otros diagramas pueden ver-
se en la seccio´n del ape´ndice: Disen˜o. Utilizacio´n de
VisualParadigm [9] para componer estos diagramas.
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Fig. 3: Diagrama de Clase
Fig. 4: Diagrama de Casos de Uso
Prototipo
Creacio´n de un prototipo simple para representar el
editor de partituras usando la herramienta de edicio´n
de ima´genes digitales GIMP[10]. Este prototipo serı´a
desechado ma´s adelante, ya que se decidirı´a usar una
barra de herramientas para la edicio´n de la partitura. El
prototipo esta´ disponible en el ape´ndice, en la pa´gina
10.
Persona
Desarrollo de una persona para facilitar que la interfaz
del usuario estuviera enfocada en un posible usuario de
la aplicacio´n, y no en el desarrollador de la aplicacio´n.
Utilizacio´n de la herramienta Xtensio[11] para crear la
persona, representada en la figura5.
Fig. 5: Persona
9 IMPLEMENTACIO´N
La planificacio´n inicial de esta fase consistı´a en visua-
lizar la partitura y despue´s poder editarla, para finalmente
exportar el nuevo archivo MusicXML. Todo esto siguien-
do el paradigma de testing Test-Driven Development. Una
vez acabado esto se esperaba tener hasta 3 iteraciones de
una semana de duracio´n cada una. En estas iteraciones se
detectarı´an errores mediante user testing con usuarios con
conocimientos musicales para despue´s modificar requisitos
y/o el disen˜o, e implementar estos cambios. Esta fase sufrio´
algunos cambios con respecto lo planificado al principio del
proyecto por una planificacio´n demasiado optimista, no te-
niendo suficiente tiempo para las iteraciones.
10 RESULTADOS
La aplicacio´n esta´ desarrollada en Nodejs. Esta esta´ di-
vidida en backend, la parte del servidor, y frontend, la del
cliente.
10.1. Backend
En este apartado se mencionan las funcionalidades desa-
rrolladas en el servidor y su funcionamiento. Se utilizan las
extensiones:
Express[12]. Framework para crear el servidor y hacer
routing.
Express-fileupload[13]. Mo´dulo para express para la
subida de archivos del client al servidor.
Express-session[14]. Mo´dulo para la gestio´n de sesio-
nes que identifican a los usuarios.
bcrypt[15]. Mo´dulo para encriptar cadenas de carac-
teres. Utilizado para cifrar la contrasen˜a de los nue-
vos usuarios y para comprobar que la contrasen˜a de un
usuario que se loggea es la misma que en la base de
datos.
mysql[16]. Driver para conectarse a una base de datos
MySQL y hacer consultas en ella.
El servidor tiene dos propo´sitos principales:
1. Servir los archivos o redirigir al usuario segu´n las pe-
ticiones que haga el cliente. Posible gracias al frame-
work mencionado anteriormente, express.
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2. Comunicarse con la base de datos para incluir nueva
informacio´n o solicitarla.
La clase DataBase alberga toda la informacio´n necesaria
para acceder a la base de datos: usuario, contrasen˜a, host
y nombre de la base de datos. La clase cuenta con varias
funciones para hacer consultas sql contra la base de datos,
como crear usuarios o proyectos u obtenerlos. El diagrama
entidad-relacio´n puede verse en la figura 6.
Fig. 6: Diagrama Entidad-Relacio´n de la base de datos.
Para hacer el diagrama anterior y disen˜ar y crear la base
de datos se utilizo´ el programa MySQL Workbench[17].
10.2. Frontend
Esta seccio´n muestra los elementos creados para el fron-
tend. Para crear una interfaz de usuario reactiva a los cam-
bios hechos por el usuario se utiliza el framework Vue.
10.2.1. SignIn y LogIn
Esta pa´gina contiene un formulario para que el usuario
pueda crear una cuenta en la aplicacio´n. A la hora de
confirmar la contrasen˜a de la nueva cuenta, la aplicacio´n
comprueba que las dos contrasen˜as an˜adidas sean iguales
antes de enviarlas al servidor. En la figura 7 se puede
observar el formulario para crear una nueva cuenta.
Fig. 7: Formulario de creacio´n de usuario.
Asimismo, la pa´gina tambie´n incluye otro formulario pa-
ra poder iniciar sesio´n. El usuario puede cerrar la sesio´n en
cualquier momento una vez loggeado usando el boto´n en la
esquina superior derecha.
10.2.2. Gestor de Proyectos
Este componente es el responsable de mostrar al usuario
sus proyectos y de darle la opcio´n de crear nuevos.
Para poder crear un nuevo proyecto el usuario ha de
seleccionar un nombre para el proyecto, un archivo XML,
y la imagen o ima´genes correspondientes a la partitura. El
nombre del proyecto ha de ser u´nico.
Los proyectos se muestran usando el nombre del proyecto,
el nombre del archivo XML y una imagen de la partitura,
como se puede ver en la figura 8.
Fig. 8: Gestor de Proyectos
Una vez el usuario selecciona un proyecto el gestor de
proyectos desaparece y se muestra el editor de partituras. El
usuario siempre puede volver al gestor de proyectos usando
el logo en la esquina superior izquierda.
10.2.3. Visualizacio´n de la partitura
Se crea la clase XMLParser, responsable de representar
la partitura a partir del archivo MusicXML y la de aplicar
los cambios hechos por el usuario.
Inicialmente se lanza una peticio´n al servidor para obte-
ner el archivo MusicXML del usuario utilizando un fetch.
Despue´s, se parsea todo el documento para extraer los tags
necesarios para crear una partitura. Dado que es un XML,
se utiliza la interfaz Document [18] para poder modificar
el a´rbol DOM. La informacio´n obtenida es almacenada en
otras dos clases:
Attributes. Contiene la informacio´n de los tags del
compa´s: clave, signatura de tiempo y armadura. Esta
clase solo puede tener una instancia, por lo que en una
partitura solo puede haber una armadura, clave y sig-
natura de tiempo. Es decir, el usuario no puede an˜adir
nuevos atributos en mitad de la partitura. La aplicacio´n
solo tiene en cuenta el primer tag de atributos que ha
de encontrarse en el primer compa´s.
Note. Contiene la informacio´n de los tags de una no-
ta: duracio´n, tono y si es o no un silencio. Adema´s de
los elementos que se le pueden an˜adir a una nota: acci-
dentes, legatos y ligaduras y prolongaciones (puntillo
o caldero´n).
Para gestionar el funcionamiento de los legatos y ligadu-
ras, que son representados de la misma forma dentro de la
aplicacio´n, se crea la clase TieGenerator. Su funcio´n ba´si-
ca es almacenar la primera y la u´ltima nota que forma una
ligadura. Una vez se tienen las dos notas, crea un objeto de
VexFlow que representa dicha ligadura. Adema´s, controla
si la clase XMLParser ha de mostrar un compa´s adicional
en el caso de que la nota inicial y la final se encuentren en
dos compases distintos.
Actualmente la aplicacio´n solo puede mostrar correctamen-
te una ligadura si el nu´mero de compases entre los que
se encuentra el inicio y final de una ligadura es de uno.
Adema´s, una nota no puede pertenecer a una ligadura si esta
esta´ entre otras dos notas que forman una ligadura diferen-
te. Por lo tanto, no pueden haber ligaduras dentro de otras
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ligaduras.
Para poder representar toda esta informacio´n en forma de
partitura se utiliza la API VexFlow [6]. Para poder cons-
truir la partitura, esta informacio´n ha de ser traducida para
que la API pueda utilizarla. Para ello se crea otra clase, Mu-
sicXMLToVexFlow. En ella, se compara cada tag con todas
las posibles opciones que puede tener el tag, que este´n dis-
ponibles en la API, y devuelve ese equivalente.
Finalmente, se inicializan los valores necesarios para Vex-
Flow: taman˜o de los compases, del SVG(Scalable Vector
Graphics) donde se encontrara´ la partitura... y se crean los
objetos de VexFlow para despue´s dibujarlos y ası´ conse-
guir representar la partitura. La aplicacio´n representa hasta
5 compases a la vez, 6 en el caso de una ligadura con notas
en diferentes compases.
A cada objeto que representa una nota se le asignan los atri-
butos measure y note, que representan el nu´mero compa´s
donde se encuentra la nota y el ı´ndice de la nota dentro de
ese compa´s. Adema´s de event listeners a clicks. Esta infor-
macio´n sera´ usada ma´s adelante cuando el usuario quiera
modificar una nota.
Existen algunos elementos que la aplicacio´n no es capaz de
representar por que son poco utilizados.
Claves:
Bass Clef (Down Octave)
Vocal Tenor Clef
Armaduras fuera de la escala diato´nica:
Dorian
Phrygian
Lydian
Mixolydian
Aeolian
Ionian
Locrian
Armaduras teo´ricas:
F[
d[
G#
e#
Duracio´n:
Ma´xima
Garrapatea
Longa
Semigarrapatea
Cuadrada
10.2.4. Editor de Partituras
La interfaz se compone de: barra de herramientas,
imagen o ima´genes de la partitura, errores recogidos de
la partitura y el navegador de partituras, que consiste en
dos botones para avanzar o retroceder en el grupo de
compases. Cada elemento de la interfaz de usuario se
representa en componentes de Vue[7]. Estos componentes
y la representacio´n de la partitura pueden verse en la figura
9.
Fig. 9: Editor de Partituras
El componente nav-bar, o la barra de herramientas, per-
mite al usuario modificar la nota clickada anteriormente o
los atributos del compa´s. La tonalidad de una nota puede
cambiarse utilizando uno de los botones que designa un
tono ma´s la octava que se quiera utilizar. Los accidentes y
prolongaciones pueden an˜adir o quitarse. La duracio´n pue-
de modificarse desde la redonda, 4 pulsos, hasta la semifusa,
1
64 pulsos.
El usuario puede cambiar el modo en el que actu´a el editor
de partituras haciendo click en el boto´n de cambiar modo.
Hay dos modos: editar las notas ya existentes, como se co-
mentaba anteriormente, o an˜adir de nuevas. Una vez se ha
seleccionado el modo de an˜adir notas, el usuario debe hacer
click en una nota cualquiera del compa´s y seleccionar la to-
nalidad y octava de la nota que quiere an˜adir. La nueva nota
aparecera´ a continuacio´n de la nota clickada anteriormente.
Por defecto la nota creada tiene una duracio´n de un pulso
(negra).
Si en cambio desea eliminar una nota, solo ha de hacer click
en ella y usar el boto´n de eliminar notas.
Con respecto al compa´s, puede modificarse: la clave, la sig-
natura del compa´s y la armadura.
Adicionalmente, la barra de herramientas cuenta con dos
modos de visualizacio´n de sus opciones: notacio´n musical
latina y anglosajona, para que el usuario pueda usar la no-
tacio´n con la que se sienta ma´s co´modo. La aplicacio´n fun-
ciona internamente con la notacio´n anglosajona.
Para poder aplicar los cambios que haga el usuario al ar-
chivo MusicXML se ha de volver a traducir la informacio´n
transmitida por el usuario al formato MusicXML. Para ello
se crea otra clase, AlphabeticToMusicXML, muy similar
a la anteriormente mencionada MusicXMLToVexFlow.
Para visualizar las ima´genes subidas por el usuario se cuen-
ta con otro componente que cuenta con dos botones para
avanzar o retroceder en las diferentes ima´genes, y la ima-
gen que quiera visualizar el usuario. La imagen selecciona-
da puede ser ampliada para ayudar al usuario a leerla mejor.
Para ello se puede hacer zoom in y zoom out utilizando la
rueda del rato´n y arrastras la image´n con el rato´n. Se ha
utilizado el mo´dulo vue-zoomer [24] para poder ampliar la
imagen.
En el caso que el usuario modifique un compa´s, y este no
respete el nu´mero de pulsos necesario dictaminado por la
signatura de compa´s, se mostrara´ un mensaje de error mos-
trando el nu´mero de pulsos actual del compa´s y el nu´mero
necesario para que este sea correcto. Un ejemplo de este
error se muestra en la figura 10.
Fig. 10: Mensaje de error del compa´s
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Finalmente se muestra el conjunto de compases ma´s otros
dos botones para poder avanzar o retroceder a lo largo de la
partitura.
11 TEST
En esta seccio´n se describira´ como se ha realizado el tes-
ting de la aplicacio´n. Inicialmente, como estaba en la pla-
nificacio´n, se seguirı´a el paradigma Test-Driven Develop-
ment. Debido a retrasos en distintos puntos del desarrollo
del proyecto, esta idea quedo omitida para poder dar prio-
ridad a otros aspectos. Remplazando esta idea, se decidio´
que a medida que se an˜adiesen nuevas funcionalidades a
la aplicacio´n se concretarı´an una serie de escenarios posi-
bles con la nueva funcionalidad. Despue´s se probarı´an uno
a uno para identificar posibles errores o confirmar el correc-
to comportamiento de dicha funcionalidad.
11.1. Test con usuario final
En el transcurso del proyecto se conto´ con la ayuda de
un mu´sico que utilizo´ la aplicacio´n y dio su opinio´n para
mejorar algunos aspectos de esta:
1. La visualizacio´n de las ligaduras/legatos no es del todo
correcta. La lı´nea que la forma no deberı´a atravesar las
notas que esta´n en el camino de la nota inicial a la final.
2. Serı´a u´til que al seleccionar una nota con un click se
resaltase de alguna manera para saber que nota se esta´
modificando.
3. Cuando hay un error en un compa´s serı´a u´til que dicho
compa´s quedase marcado de alguna manera para saber
que se ha de corregir.
4. Los calderones tı´picamente se dibujan en la parte su-
perior del compa´s, en la aplicacio´n esta´n en la parte
inferior.
5. Hacer click en la imagen para hacer zoom hace que
la imagen cubra la barra de herramientas y no se pue-
da modificar la partitura. Es engorroso tener que hacer
zoom y despue´s volver a quitarlo para seguir trabajan-
do.
Respecto al punto 5, gracias a este feedback se redisen˜o´
la forma de visualizar las ima´genes por la actual, que facilita
mucho el trabajo con la partitura con respecto a la anterior.
12 CONCLUSIONES
Una vez finalizado el proyecto, es correcto decir que se
han alcanzado todos los objetivos propuestos.
La aplicacio´n es capaz de registrar nuevos usuarios y de
dar acceso a aquellos que ya lo han hecho. Estos usuarios
son libres de crear proyectos nuevos a partir de sus archivos
MusicXML e ima´genes y de trabajar con dichos proyectos.
Los archivos MusicXML se representan correctamente en
forma de partitura en la aplicacio´n y el usuario es libre de
modificar cualquier elemento de la partitura, incluido an˜adir
o quitar elementos. Una vez el usuario cree conveniente que
ha finalizado con el proyecto o quiere continuar en otro mo-
mento puede guardar los cambios. Una vez guardados se
exporta un nuevo archivo XML con los cambios realizados.
Aunque es cierto que se han cumplido los objetivos, la apli-
cacio´n tiene un gran margen de mejora:
An˜adir ma´s elementos musicales que puedan ser repre-
sentados en la partitura y editarlos o crear de nuevos.
Poder escribir anotaciones en la propia partitura.
Poder modificar los atributos del compa´s (armadura,
clave y signatura de compa´s) en cualquier momento
de la partitura, y no solo la inicial.
Representar ma´s de una voz en la partitura.
Hacer que la aplicacio´n permita editar una misma par-
titura de forma colaborativa con otros usuarios.
Y otras muchas ma´s caracterı´sticas, dado que la repre-
sentacio´n musical es muy extensa y variada.
Por otra parte, uno de los puntos de´biles del proyecto es
que la planificacio´n, y el seguimiento de ella, no se ha he-
cho de la mejor manera posible. Esto ha implicado que no
se haya dedicado el tiempo suficiente al testeo de la aplica-
cio´n, como se mencionaba anteriormente en la seccio´n de
planificacio´n. Otro factor que tambie´n ha afectado al desa-
rrollo del proyecto de forma negativa ha sido subestimar
la importancia de un disen˜o exhaustivo. Al no dedicar ma´s
tiempo a e´l, se crearon nuevas funciones o clases sobre la
marcha, dando como resultado a una situacio´n cao´tica en
el co´digo, desarrollando funciones poco eficientes o que al
poco tiempo quedaban obsoletas, teniendo que reprogramar
funcionalidades que se consideraban ya completas.
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A.3. Ana´lisis de Requisitos
Dissatisfiers
ID Descripcio´n
DS-1 Subir un archivo MusicXML a
la aplicacio´n y su correspondiente
imagen de la partitura escaneada.
DS-2 Visualizar la partitura e imagen en
la pantalla.
DS-3 Seleccionar elemento que se quiere
modificar con un click de rato´n.
DS-4 An˜adir, modificar o eliminar nota al
compa´s, seleccionando tempo y no-
ta.
DS-5 Seleccionar tipo de armadura. Pue-
de tenerla o no.
DS-6 Seleccionar clave: Sol (G),
Fa(I) y Do(K) y sus variantes.
DS-7 Seleccionar la signatura de compa´s:
4
4
, 4
3
, etc.
DS-8 An˜adir, modificar o eliminar silen-
cios.
DS-9 Exportar cambios realizados en la
partitura a un archivo MusicXML.
TABLA 3: DISSATISFIERS SEGU´N EL MODELO DE KANO.
Delighters
ID Descripcio´n
D-1 Seleccionar notacio´n musical: an-
glosajona (A, B, C, D, E, F, G) o
latina ( do, re, mi, fa, sol, la, si).
TABLA 4: DELIGHTERS SEGU´N EL MODELO DE KANO.
Satisfiers
ID Descripcio´n
S-1 Cambiar tipo de barra del compa´s:
simple, doble o de repeticio´n.
S-2 An˜adir o quitar a nota existente un
puntillo (·).
S-3 An˜adir ligadura entre dos o ma´s no-
tas.
S-4 An˜adir o quitar accidente a una no-
ta: sostenido (\), bemol ( Z) y becua-
dro (^).
TABLA 5: SATISFIERS SEGU´N EL MODELO DE KANO.
