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Abstrakt
Bakalářská práce se zabývá vizualizací síťového provozu z NetFlow dat. V teoretické části
je popsána technologie NetFlow, která se používá pro monitorování počítačové sítě. Dále je
nastíněna teorie výpočtu rozložení grafu. Cílem práce je vytvoření nástroje pro vizualizaci
dat.
Abstract
Bachelor thesis deals with visualization of network traffic by NetFlow data. In the theoretical
part describes NetFlow technology thet is used for monitoring of computer network. Then
I introduce theory of graph layouts. Purpose of the thesis is to crate tool for visualization
data.
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Kapitola 1
Úvod
Dnes žijeme v době, kdy je internet součástí našich životů a stává se den o de dne složi-
tějším. Síťové toky se neustále zvětšují a dorostly do takové míry, že jejich monitorování
vytváří obrovské množství statistik a informací o toku dat a dnešní správci sítě se v nich
musí rychle orientovat. Využívají je pro detekci síťových anomálií nebo při modernizaci in-
frastruktury. A zde přichází na řadu vizualizace, protože pro velké množství získaných dat
je textová forma nevhodná a hledání informací v několika tisících řádcích je problém. Proto
se využívají různé techniky pro vizualizaci, které umožňují data zobrazit v přijatelné po-
době pro větší přehlednost. Umožňují včas informovat o problémech vyskytujících se na síti
a poté problémům předejít.
Cílem této bakalářské práce je nastudovat techniky vizualizace dat a vytvořit aplikaci,
která bude sloužit pro jednoduché zobrazení monitorovaného toku na základě získaných
NetFlow dat.
Bakalářská práce je členěna do dvou částí, teoretické a praktické. Teoretická část nejprve
v kapitole 2 popisuje technologii NetFlow, která se používá pro získávání dat ze síťového
toku. Kapitola 3 se zabývá vizualizací a detailně popisuje proces vizualizace od sběru dat
po konečný výsledek. Kapitola dále obsahuje popis algoritmů, které se v praxi používají
pro výpočet rozložení grafů.
Praktická část je zaměřena na návrh a implementaci aplikace. V kapitole 4 je před-
staven návrh aplikace a řešení vzniklých problémů při návrhu. Následuje kapitola 5, která
seznamuje s použitými technologiemi a dále popisuje implementaci aplikace pro vizuali-
zaci NetFlow dat. Výsledky testování vytvořené aplikace na různých operačních systémech
jsou uvedeny v kapitole 6. Závěrečná kapitola 7 se zabývá celkovým zhodnocením práce
a možností budoucího rozšíření aplikace.
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Kapitola 2
Netflow
NetFlow je otevřený protokol vyvinutý společností Cisco Systems pro monitorování počíta-
čové sítě na Cisco zařízeních. Protokol monitoruje síťový provoz na základě IP toků a slouží
administrátorům sítě pro sledování sítě v reálném čase. Pomocí NetFlow statistik lze odhalo-
vat vnější i vnitřní incidenty, úzká místa v síti a dominantní zdroje provozu. Také umožňuje
efektivně plánovat rozvoj sítě, sledovat komunikaci, její trvání a použité protokoly.
2.1 Síťový tok
Síťový tok je definován jako jednosměrný proud paketů mezi zdrojem a cílem. Spojení
je identifikováno IP adresami a čísly portů. Tok je detailně popsán pomocí sedmi hlavních
oblastí [9]:
• Zdrojová IP adresa
• Cílová IP adresa
• Číslo zdrojového portu
• Číslo cílového portu
• Protokoly 3. vrstvy
• ToS
• Vstupní logické rozhraní (ifIndex)
Těchto sedm klíčových polí definuje jedinečný tok. Pokud se toky liší nejméně v jednom
parametru, potom se jedná o dva rozdílné toky. Tok obsahuje další vlastnosti, které jsou
zaznamenávány podle zvolené verze formátu, který jsme nastavili pro export.
2.2 Architektura NetFlow
Architektura NetFlow je založena na sběru dat pomocí jednoho nebo více exportérů a jed-
noho NetFlow kolektoru, který přebírá data od exportérů. Na obrázku 2.1 je zobrazen ex-
portér, který je umístěn přímo v zařízení a získává informace z jeho komunikace. Při tomto
zapojení musí zařízení provádět sběr statistik a může dojít k omezení propustnosti sítě při
odesílání dat. Druhou možností je použití NetFlow sondy, která se připojuje na libovolné
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místo v síti (viz obrázek 2.2). Tím jsou nevýhody dřívější architektury odstraněny, protože
sonda nezasahuje do komunikace, ale pouze sleduje provoz paketů. Statistiky z exportérů
o paketech jsou posílány do kolektoru, který získané statistiky ukládá do databáze a jsou
dále zpracovávány.
Obrázek 2.1: Tradiční architektura
NetFlow. Zdroj: [8].
Obrázek 2.2: Moderní architektura
NetFlow. Zdroj: [8].
2.3 Využití NetFlow
NetFlow statistiky se využívají v několika oblastech. Přehled převzat z cisco.com [6].
• Monitorování sítě - NetFlow data umožňují monitorování síťového toku téměř v reál-
ném čase. Statistiky můžou být použity k vizualizaci provozu na jednotlivých směro-
vačích a přepínačích nebo také pro zobrazení celé sítě. Poskytují proaktivní detekci
problému a efektivní a rychlé řešení problémů.
• Monitorování aplikací - NetFlow data umožňují správcům sítě získat podrobný a ča-
sově založený pohled na využití sítě aplikacemi. Tyto informace se používají pro plá-
nování nových služeb a přidělování síťových a aplikačních zdrojů (např. webový server,
dimenzování a nasazení VoIP) tak, aby vyhovovaly požadavkům zákazníka.
• Monitorování uživatelů - NetFlow data umožňují síťovým inženýrům získat podrobné
informace o využití síťových a aplikačních zdrojů zákazníkem. Tyto informace pak
mohou být využity k efektivnímu plánování a přidělování aplikačních zdrojů nebo
k odhalení a řešení potenciálních bezpečnostních hrozeb či porušování zásad sítě.
• Plánování sítě - NetFlow data se mohou uchovávat po dlouhou dobu a využívají
se při růstu počítačové sítě, pro plánování zvýšení počtu směrovačů a portů. NetFlow
pomáhá minimalizovat celkové náklady na provoz sítí při současné maximalizaci vý-
konu, kapacity a spolehlivosti sítě. NetFlow dokáže zjistit nežádoucí WAN, ověřuje
šířku pásma a hodnotu kvality služeb (QoS) a umožňuje analýzu nových síťových
aplikací.
• Analýza zabezpečení - NetFlow umožňuje identifikovat a klasifikovat DDOS útoky,
viry a červy. Změny v chování sítě ukazují anomálie, které jsou jasně prokázány v da-
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tech NetFlow. Data jsou také vhodným forenzním nástrojem k pochopení a přehrávání
historie bezpečnostních incidentů.
• Správa vyúčtování - NetFlow zaznamenává potřebná data (umožňuje zjistit IP adresy,
počet přenesených paketů a bitů, časová razítka nebo použití portů) pro vysoce flexi-
bilní a detailní využití v účetnictví. Poskytovatelé služeb mohou využívat informace
pro fakturaci na základě využití šířky pásma, užívání aplikací a kvality poskytovaných
služeb.
• Ukládání dat a Data Mining - NetFlow statistiky můžou být uloženy pro pozdější
vyhledávání a analýzu na podporu aktivního marketingu a programů zákaznických
služeb (např. zjistit, které aplikace a služby jsou využívány interními a externími
uživateli a zaměřit se na zlepšení jejich služeb, reklam atd.).
2.4 NetFlow záznam
Na obrázku 2.3 je uveden příklad NetFlow záznamu, který může obsahovat celou řadu
informací o dopravě v daném toku. NetFlow verze 5 (jedna z nejčastěji používaných verzí)
obsahuje následující [3]:
• Číslo verze
• Pořadové číslo
• Vstupní a výstupní ukazatele rozhraní SNMP
• Časové razítko pro začátek a konec toku
• Počet bitů a paketů přenesených v toku
• Hlavičku L3 vrstvy :
– Zdrojová a cílová IP adresa
– Zdrojový a cílový port
– Protokol
– Type of Service hodnota ( ToS )
• Směrovací informace:
– IP adresa příštího skoku
– Maska cílové a zdrojové IP adresy
• Sjednocení všech TCP příznaků pozorovaných v průběhu životnosti toku
NetFlow verze 9 může zahrnovat všechny tyto informace a také několik volitelných. For-
mát NetFlow záznamu se vyvíjel v průběhu času a proto je zahrnuto číslo verze v záznamu.
NetFlow záznamy jsou obvykle odeslány přes UDP nebo SCTP protokol v novějším
softwaru a po odeslání záznamu je směrovač odstraní. V případě, že se nepodaří doručit
NetFlow záznam z důvodu přetížení sítě, je navždy ztracen a neexistuje žádný způsob
náhrady ztraceného paketu (to platí pouze pro odesílání přes UDP) [4].
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Obrázek 2.3: Ukázka NetFlow záznamu. Zdroj: [6].
2.5 NetFlow nástroje
2.5.1 Nfdump
Nfdump je velmi populární sada nástrojů pro sběr, ukládání a zpracování dat typu NetFlow,
SFlow a IPFIX. Tento modul implementuje základní operace a umožňuje číst, vytvářet
a zapisovat záznamy o toku v síti do binárních souborů. Sada nástrojů obsahuje[18]:
• Nfcapd - Čte NetFlow data ze sítě a ukládá je do binárních souborů. Nfcapd podporuje
NetFlow verze 5, 7 a 9.
• Nfdump - Čte data NetFlow ze souborů uložených nástrojem Nfcapd. Zobrazuje data
a může vytvářet statistiky podle zadaných požadavků (např. IP adresy, porty, proto-
koly atd.).
• Nfprofile - Čte data NetFlow ze souborů uložených nástrojem Nfcapd. Filtruje údaje
podle zadané filtrační sady a ukládá filtrovaná data do souboru pro pozdější použití.
• Nfreplay - Čte data NetFlow ze souborů uložených nástrojem Nfcapd a odešle je přes
síť na jiný počítač.
• Nfclean.pl - Ukázkový skript na vyčištění starých dat.
• Nt2nfdump - Čte data ze souborů nebo ze standardního vstupu a převádí je do Nf-
dump formátu.
Postup převodu dat ze zařízení je zobrazen na obrázku 2.4.
Obrázek 2.4: Sběr dat pomoci Nfcapd. Zdroj: [18].
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2.5.2 Nfsen
NfSen je grafický webový front-end (viz obrázek 2.5) pro nástroje ze sady NfDump. NfSen
umožňuje zobrazovat získaná data v podobě grafů. Poskytuje snadné procházení dat a zpra-
cování v rámci zadaného časového intervalu. Umožňuje nastavit upozornění na základě za-
daných podmínek. Různé úkoly vyžadují různý formát NetFlow dat. NfSen využívá všechny
praktické výhody příkazového řádku a poskytuje grafický přehled nad NetFlow daty. NfSen
je distribuován pod licencí BSD a umožňuje řadu rozšíření pomocí zásuvných modulů [19].
Obrázek 2.5: Ukázka programu NfSen. Zdroj: [19].
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Kapitola 3
Vizualizace dat
Vliv na rozšíření vizuální reprezentace dat má několik důvodů. Zvyšuje se objem přijí-
maných informací, které musíme zpracovávat. V novém tisíciletí se vizualizace dat stala
aktivní oblastí výzkumu, výuky a vývoje. Každý soubor údajů má specifické potřeby zob-
razení a účel. K dispozici jsou desítky rychlých nástrojů pro vytvoření grafiky používaných
v kancelářských programech, na webu a jinde.
3.1 Proces vizualizace
Skládá se ze sedmi částí, ale v některých případech není nutné všechny části dodržovat.
Etapy převzaty z knihy Visualizing Data [12].
Získání dat (acquire)
Získat data, ať už ze souboru na disku nebo ze zdroje v síti, je stejně jako mnoho dalších
kroků velmi složité (sběr užitečných údajů od velkého systému) nebo velmi jednoduché
(čtení textového souboru). Pokud bude konečný projekt distribuován například přes inter-
net, musíme vzít v úvahu i čas potřebný ke stažení dat do prohlížeče.
Parsování dat (parse)
Vytvoří určitou strukturu dat a rozdělí je do kategorií. Získaná data musíme analyzovat
a změnit do potřebného formátu. Každý řádek souboru musí být rozdělen na jednotlivé
části a každá část dat musí být převedena.
Filtrace (filter)
Další krok zahrnuje filtrování dat a odstranění částí, které nejsou důležité pro naše použití.
Někdy může být vyžadováno umístění dat do matematických modelů nebo normalizování
(převedení na přijatelný rozsah čísel).
Dolování (mine)
Metody se využívají pro vytvoření statistik, dolování dat a rozeznání vzorů. Tento krok
se týká matematiky, statistiky a dolování dat. Musíme zjistit minimální a maximální hod-
noty získaných dat, aby mohly být prezentovány na obrazovce ve správném měřítku.
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Reprezentace (represent)
Reprezentace zahrnuje výběr základního vizuálního modelu (sloupcový graf, seznam nebo
strom). Tento krok určuje základní formu. Některé datové sady jsou zobrazeny jako stránky,
jiné jsou strukturované např. do stromů nebo mohou být mapovány jako vícerozměrné pole.
Etapa reprezentace je jedna z nejdůležitějších při tvorbě vizualizace.
Vylepšení (refine)
V tomto kroku se zlepšuje základní reprezentace pro vetší srozumitelnost a lepší vizuální
podobu. Používají se metody grafického návrhu na zdůraznění jednotlivých údajů nebo
změnu atributů (např. barva), které přispívají k čitelnosti. Využívá se například kontrastu
pozadí a bodů zastupujících hodnoty.
Interakce (interact)
V závěru se provede přidání metod pro manipulaci s daty nebo řízení. Interakce poskytuje
uživateli prvky pro ovládání nebo prozkoumání údajů. Interakce může zahrnovat věci, jako
je výběr podmnožiny dat nebo změna pohledu.
3.2 Vizualizační pomoc grafů
Kreslení grafů je oblast, která kombinuje metody z teorie geometrických grafů a vizualizace
informací. Odvozením z dvojrozměrného zobrazení grafu vznikají aplikace, které se zaměřují
na sociální sítě, kartografii a bioinformatiku [1]. Grafy jsou nejčastěji zobrazovány jako
diagramy, ve kterém jsou vrcholy zastoupeny jako disky, krabice nebo textové štítky a hrany
jsou reprezentovány jako úsečky nebo křivky.
Při zobrazování grafů existuje mnoho různých algoritmů pro výpočet rozložení grafu:
• Force-directed - Často se používají pro kreslení grafů, protože jsou jednoduché na im-
plementaci a dosahují dobrých výsledků. Mnoho Force-directed algoritmů bylo na-
vrženo pro zobrazení symetrií v grafu pomocí jednotné délky hran, avšak tyto algo-
ritmy mohou způsobit velké množství překrývajících hran a může dojít k nečitelnosti
grafu. Algoritmy s komplexním silovým modelem, který se snaží minimalizovat pře-
krývání hran, se používají v genetice a simulovaném žíhání. Jsou však velmi pomalé,
je obtížné je parametrizovat a nezajišťují rovinnost grafu [10].
• Spectral - Při spektrálním přístupu k vizualizaci se počítá rozvržení grafu pomocí
určitých souvisejících matic. Důležitou výhodou tohoto přístupu je možnost vypočí-
tat optimální rozložení (v závislosti na konkrétní požadavky) a velmi rychlá doba
výpočtu [17].
• Orthogonal - Ortogonální rozvržení staví hrany grafu rovnoběžně s osami souřadnic
z rozvržení. Tyto metody byly původně navrženy pro VSI a PCB problémy, ale byly
také upraveny pro kreslení grafu. Typicky zahrnovaly vícefázový přístup, ve kterém
je vstupní graf planarizován. Pokud nejde graf planarizovat, je nutné nahradit křížení
hran nepravými uzly. Dále se provádí minimalizace hran a následné určení polohy
uzlů [2].
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• Circular - Kruhové metody umístí vrcholy grafu do kruhu a pečlivě vyberou uspořá-
dání vrcholů tak, aby došlo ke snížení přechodů sousedících vrcholů. Hrany mohou být
vypracovány buď jako struny nebo mohou být jako oblouky uvnitř či vně kruhu [21].
• Scalable Force Directed Placement - Jedná se o rychlý algoritmus, který efektivně
vytváří rozvržení pro velmi velké grafy s vysokou kvalitou. Je k dispozici jako součást
Graphviz softwaru. SFDP je velmi efektivní pro odstranění překrývajících se uzlů
grafu [22].
3.3 Force-directed algoritmy
V roce 1963 W. T. Tutte ukázal, že v polyedrickém grafu se mohou hrany chovat jako pružiny
a využít sílu pro ustálení systému do rovnováhy. Vzhledem k jednoduché povaze sil nemůže
systém uvíznout v lokálním minimu, ale konverguje k unikátní a optimální konfiguraci.
3.3.1 Pružiny a elektrické odpudivé síly
Kombinace přitažlivých sil na sousední vrcholy a odpudivých sil na všechny vrcholy byla
poprvé použita v roce 1984 Petrem Eadesem. Další průkopnická práce na tomto typu sil
byla provedena Fruchtermanem a Reingoldem roku 1991 [11].
Algoritmus se dá popsat takto:
Každou hranu nahradíme pružinou a všechny uzly působí na okolí odpudivou silou.
Vrcholy umístíme od počátečního stavu a necháme systém ustálit. Je použita logaritmická
pevnost pružiny definována vzorcem
C1 ∗ log(d/C2) (3.1)
kde d je délka pružiny, a C1 a C2 jsou konstanty. Zkušenost ukazuje, že lineární pružiny
jsou příliš silné a logaritmická síla vyřeší tento problém.
rozlož uzly grafu v náhodném rozložení;
repeat M-krát
vypočítej sílu působící na každý vrchol;
posuň vrchol c * (síla na uzel);
end
Tento popis vystihuje podstatu pružinového algoritmu a jeho přirozenou jednoduchost,
eleganci a koncepční intuitivnost. Cílem algoritmu bylo, aby všechny délky hran byly stejné
a zobrazilo se co nejvíce symetrií. V roce 1991 Fruchterman a Reingold tyto cíle rozšířili
o vrchol rozdělení a zacházejí s vrcholy grafu jako s atomickými částicemi. Přitažlivá a
odpudivá síla je definována vztahem
fa(d) = d
2/k (3.2)
fr(d) = −k2/d (3.3)
kde d je vzdálenost mezi dvěma vrcholy a k je definováno jako
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k = C
√
oblast/|uzly| (3.4)
Tento algoritmus je podobný jako u Petra Eadese a oba algoritmy počítají přitažlivé
síly mezi sousedními vrcholy a odpudivé síly mezi všemi dvojicemi vrcholů.
3.3.2 Velké grafy
První Force-directed algoritmus pro graf, který obsahoval více než 1000 uzlů představili
v roce 1999 Hadany a Horel s využitím metody multi-scale. Na obrázku 3.1 jsou zobrazeny
výsledky algoritmu.
Strategií pro kreslení pěkných grafů je nejprve zvážit abstrakci bez ohledu na některé
z jemných detailů grafu. Tato abstrakce je pak vypracována, čímž se získá ”hrubé”rozložení,
ve kterém je pouze obecná struktura. Pak jsou přidány podrobnosti a rozložení je opraveno.
Chceme-li použít tuto strategii, je důležité, aby abstrakce zachovala základní rysy grafu.
Proto je třeba definovat měřítko reprezentace grafu, ve kterém je kombinační struktura
podstatně zjednodušena, ale důležité vlastnosti jsou pro vizualizaci zachovány [14].
Hadany a Harel navrhli výpočetní sekvenci grafů pomocí hrany kontrakce tak, aby byly
zachovány určité vlastnosti grafu. Cílem je zejména zachovat tři topologické vlastnosti:
velikost clusteru, stupeň vrcholu a homotopii.
Algoritmus Multi-scale:
vytvoř filter V : V0 ⊃ V1 ⊃ ... ⊃ Vk ⊃ ∅
for i = k to 0 do
foreach v ∈ Vi − Vi+1 do
najdi sousední uzly Ni, (v)Ni−1, .., N0(v);
najdi počáteční pozici pos[v] of v;
repeat (počet opakování)
foreach v ∈ V1 do
vypočti lokální teplotu heat[v];
disp[v] ← heat[v] ∗ Fni(v);
foreach v ∈ Vi do
pos[v] ← pos[v] + disp[v];
přidej všechny hrany e ∈ E
Obrázek 3.1: Příklady Force-directed algoritmu s více než 1000 uzly. Zdroj: [15].
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3.3.3 Lombardiho pružiny
Algoritmus využívá kruhové oblouky pro hrany. Existuje několik Force-directed metod pro
kreslení grafů, které používají kruhové oblouky nebo křivky pro hrany.
První přístup vypočítává boční a rotační síly a ty na základě dvou tečen definují kruhový
oblouk mezi dvěma vrcholy. Naproti tomu druhý přístup používá falešné vrcholy a to tak,
že odpudivé síly vytlačí hranu do oblouku.
Další rozdíl mezi těmito dvěma přístupy je ten, že první rozvrhne pozice vrcholů spolu
s kruhovými hranami, zatímco druhý pracuje s grafem, který je již stanoven a pouze upra-
vuje hrany. To způsobuje, že Lombardiho graf má určitou estetickou přitažlivost, která
je vidět na obrázku 3.2. Další experimentální práce na výkresech prokázaly, že přímá linie
kresby má lepší čitelnost [16].
Obrázek 3.2: Příklady Force-directed Lombardiho výkresů. Zdroj: [5].
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Kapitola 4
Návrh aplikace
V praktické části bakalářské práce jsem se rozhodl navrhnout a implementovat aplikaci pro
vizualizaci sítě, která bude sloužit pro zobrazení komunikujících uživatelů a zároveň podá
informace o každém toku. V této kapitole nastíním zaměření aplikace, pro koho bude určena
a její využití v praxi. Také popíšu řešení vzniklých problémů při návrhu aplikace a metody
pro filtrování dat, způsob uchovávání a načítání dat a základní návrh vizualizace. Dále bude
popsán návrh jednotlivých modulů a funkcí aplikace.
4.1 Zaměření aplikace
Cílem bylo navrhnout a implementovat aplikaci, která bude umožňovat vizualizaci NetFlow
dat získaných ze sond v infrastruktuře firmy. Aplikaci budou využívat nejčastěji správci
počítačové sítě pro sledování komunikace uživatelů, využívání placených služeb nebo detekce
útoků na prvky připojené do sítě. Bude se jednat o menší počítačové sítě, kde nebude příliš
velká komunikace, pro kterou by bylo třeba využít profesionální diagnostické programy.
Měla by poskytovat informace o jednotlivých tocích mezi vybranými uživateli.
Většina existujících aplikací pro vizualizaci neumí načítat soubory vkládané uživatelem,
ale pouze brát soubory ze serverů nebo ze síťového prvku. Proto jsem se rozhodl vytvořit
aplikaci, kde bude mít uživatel volnost výběru, jaká data bude vkládat.
4.2 Požadavky na aplikaci
Důležitým bodem byl výběr programovacího jazyka, který bude podporovat externí vizu-
alizační knihovny. Další klíčovou otázkou bylo rozhodnutí, jestli se bude jednat o 2D nebo
3D vizualizaci. Po úvahách nad možnostmi a přehledností vizualizace jsem se rozhodl pro
2D zobrazení.
Při návrhu bylo třeba stanovit funkce, které budou výsledné aplikace plnit. Mezi hlavní
požadavky patří filtrace načtených dat, která umožňuje kompletní filtrování podle několika
parametrů, a tím zredukovat množství dat pro vytvoření přehledné vizualizace. Nadměrné
množství dat by mohlo způsobit nečitelnost vizualizace a výsledek by ztratil informační
hodnotu. Dalším požadavkem na aplikaci je manipulace s vytvořenou vizualizací a možnost
jejího uložení pro pozdější použití.
Důležitým prvkem bude vyhledávání, které usnadní orientaci ve vytvořené vizualizaci.
Důraz je kladen také na vytvoření jednoduchého a přehledného rozhraní pro intuitivní
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ovládání celé aplikace. Grafické rozhraní by mělo každému uživateli umožňovat ovládání
aplikace i bez předchozích znalostí a rychlé seznámení pro efektivní práci.
Další podmínkou je, aby výsledná aplikace nebyla pouze webové rozhraní, ale aby se jed-
nalo o plnohodnotnou aplikaci. Nakonec jsem zvolil tyto parametry:
• Načítání dat více souborů
• D2 vizualizace
• Filtrování dat
• Export do obrázku
• Interaktivní graf
• Jednoduché GUI
Vstup aplikace bude v podobě binárních souborů s NetFlow daty nebo databázového
souboru, který bude aplikace vytvářet pro zálohování dat. Po načtení bude provedena fil-
trace dat a vytvořen graf, který bude následně vizualizován. Zjednodušený postup je zob-
razen na obrázku 4.1.
Obrázek 4.1: Zjednodušený popis aplikace.
4.3 Filtrování
Jednou z nejdůležitějších věcí při návrhu bylo vymyslet efektivní filtrování vizualizova-
ných dat, protože komunikace v počítačové síti v dnešní době dosahuje vysoké rychlosti,
a tak se za pár minut vytvoří tisíce záznamů o komunikaci. Vzít veškerá data získaná ze sle-
dovacích zařízení a pokusit se o jejich vizualizaci by bylo výpočetně náročné a projekce
kompletní komunikace by při diagnostice sítě ztratila informační hodnotu.
Proto jsem se rozhodl zvolit komplexní filtrování, které bude umožňovat vyhledávání
ze všech načtených dat, a to včetně možnosti filtrování podle konkrétních hodnot nebo roz-
sahů (viz obrázek 4.2). Díky tomu bude možné zredukovat data pro vizualizaci na konkrétní
časový úsek, zařízení nebo parametry jednotlivých toků.
A tady nastává problém, jak navrhnout efektivní filtrování. Po dlouhém přemýšlení
jsem nakonec zvolil jednoduchou variantu a to takovou, že využiji SQL server. Pomocí
systému řízení báze dat, která tvoří mezivrstvu mezi databází a aplikací, bude vyhledávání
dostatečně efektivní, protože SŘBD je právě navržen pro práci s velkým množstvím dat.
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Obrázek 4.2: Použití filtru.
4.4 Databáze
Při návrhu databázové struktury jsem narazil na problém uchování IP adresy verze 6.
Kdyby Netflow záznamy obsahovaly pouze IP adresu verze 4, nebyl by žádný problém, ale
u IP adresy verze 6 jsem musel hledat náhradní řešení. Vyzkoušel jsem několik možností
a nakonec jsem tento problém vyřešil uchováváním IP adres v hexadecimální podobě.
První návrh aplikace pracoval s klasickým databázovým serverem, ale tato metoda mi
nevyhovovala, protože většina Netflow dat je exportována a uchovávána v binárních sou-
borech a ne každý uživatel musí mít přístup k databázovému serveru. S tímto problémem
mi pomohla knihovna SQLite, která dokáže vytvořit databázi uloženou v jednom souboru
na disku nebo v operační paměti. Pro zachování rychlosti a po testování velikosti zabrané
paměti jsem zvolil vytváření dočasné databáze v paměti systému.
Po vyřešení těchto problémů jsem navrhl jednoduchou databázovou strukturu zobraze-
nou na obrázku 4.3.
Obrázek 4.3: Struktura databáze.
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4.5 Rozložení grafu
Další etapou návrhu bylo zjistit možnosti výpočtu rozložení grafu. Implementace vlastního
algoritmu by byla složitá, a proto jsem hledal existující knihovny, které bych mohl na tento
problém využít.
Našel jsem několik knihoven pro vytváření grafů a z nich jsem si zvolil knihovnu Gra-
phviz. Tuto knihovnu jsem zvolil z několika důvodů. Hlavní důvody jsou jednoduché použití,
dostatek algoritmů pro rozvržení grafu, použití v implementaci jazyka C++ a vydání pod
licencí EPL.
4.6 Interaktivní vizualizace
Důležitou vlastností pro aplikaci je interaktivní vizualizace. Uživateli nabídnu možnost ma-
nipulovat s grafem podle své potřeby. Základní vlastností bude pohyb po zobrazené scéně
a změna její velikosti. Pomocí tlačítka myši půjde přesouvat jednotlivé uzly a to umožní
uživateli změnit rozložení grafu, který mu bude více vyhovovat, než rozložení vygenerované
algoritmem. Pravé tlačítko myši vyvolá přehled informací o každém toku, který bude připo-
jen k uzlu. Důležitou součástí se stane vyhledání a označení konkrétních uzlů pro usnadnění
orientace v grafu. Uživatel také jistě ocení uložení vytvořené vizualizace do obrázku formátu
png.
4.7 Objektový návrh
Třídy aplikace a jejich vztah je znázorněn na diagramu tříd, který je zobrazen na obrázku
4.4. V diagramu nejsou uvedeny části, které nemají zásadní vliv na chod aplikace. Na zob-
razeném diagramu je vidět, že jádrem aplikace je třída MainWindow, která ovládá jednotlivé
operace s daty a provádí vizualizaci.
Jednotlivé třídy jsem se snažil navrhnout tak, aby odpovídaly reálnému světu. Třída
DB se bude starat o komunikaci s databází. Třídy Node a Edge představují jednotlivé části
grafu pro vizualizaci. Důležitou třídou bude myQuery, která bude sloužit pro převedení filtru
a kontroly jednotlivých parametrů. Po kontrole bude sestavovat SQL dotaz pro vyhledání
informací.
Třída Graphs bude obsahovat sestavení grafu a hlavní částí bude výpočet rozložení
potřebného pro správnou vizualizaci.
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Obrázek 4.4: Zjednodušený diagram tříd.
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Kapitola 5
Implementace
Tato kapitola se zabývá implementací celé aplikace. Budou popsány jednotlivé komponenty
a metody použité v aplikaci. Na začátku kapitoly budou popsány využívané programovací
technologie a použité existující knihovny.
5.1 Použité technologie
5.1.1 Qt toolkit
Qt je jedna z nejpopulárnějších multiplatformních knihoven pro vytváření programů s gra-
fickým uživatelským rozhraním. Qt toolkit byl vytvořen v roce 1999 společností Trolltech
a dnes jej vlastní společnost Digia.
Od roku 1999 se Qt toolkit vyvinul v multiplatformní nástroj, ve kterém lze vyvíjet
konzolové nebo GUI aplikace v odlišných programovacích jazycích pro různé platformy.
Aplikace napsané pomocí toolkitu je možno distribuovat pod licencí GPL, LGPL, nebo
po splnění určitých podmínek i komerčně.
Qt je knihovna programovacího jazyka C++, ale existuje i pro jazyky Python (PyQt,
PySide), Ruby (QtRuby), C, Perl. Podporuje lokalizaci aplikací a také SQL, zpracování
XML, správu vláken, přístup k souborům, práci s grafikou a multimédii.
Velkou výhodou Qt je velmi přehledně zpracovaná dokumentace a také vývojové pro-
gramy Qt Creator nebo Qt Designer. Aplikace vytvořené pro grafické uživatelské prostředí
používají nativní vzhled operačního systému, takže vyvinuté aplikace se vždy přizpůsobí
do používaného prostředí [7].
5.1.2 Graphviz
Graphviz je open source aplikace pro vizualizaci grafů. Je to způsob, jak reprezentovat
strukturální informace, diagramy abstraktních grafů a sítí. Je to důležitá aplikace v oblasti
sítí, bioinformatiky, softwarového inženýrství, strojového učení a ve vizuálním rozhraní pro
jiné technické domény.
Graphviz má mnoho užitečných funkcí pro konkrétní diagramy, například možnosti ba-
rev, písma, tabulkové rozložení uzlů, styly čar a hypertextové odkazy.
V praxi jsou grafy obvykle generovány z externích datových zdrojů, ale také mohou
být vytvořeny a editovány ručně, a to buď jako primární textové soubory nebo v grafickém
editoru.
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Graphviz je možné využít jako externí knihovnu pro několik různých programovacích
jazyků (C++, R, Java, Perl, . . .), která umožňuje programátorovi sestavit graf a vypočítat
rozložení [13].
Následuje popis algoritmů pro výpočet rozložení, které nabízí knihovna Graphviz:
Dot
Hierarchické nebo vrstvené rozložení orientovaných grafů. Toto je výchozí nástroj pro
použití v případě, že hrany jsou orientované. Algoritmus směruje hrany ve stejném
směru (shora dolů nebo zleva doprava), a tím se snaží vyhnout překřížení jednotlivých
hran.
Neato
Toto je výchozí nástroj pro použití v případě, že graf není příliš velký (cca 100 uzlů)
a nemáme o něm jiné informace. Neato se snaží minimalizovat globální funkci energie.
Řešení je dosaženo použitím pomocí Kamada-Kawai algoritmu.
FDP
Rozložení je podobné Neato, ale využívá redukci síly. FDP provádí heuristiku
Fruchterman-Reingold, včetně více sítí, které zpracovávají větší grafy a clustery neo-
rientovaných grafů.
SFDP
Víceúrovňová verze FDP pro uspořádání velkých grafů.
Twopi
Uzly jsou umístěny v soustředných kruzích v závislosti na jejich vzdálenosti od daného
kořenového uzlu. Můžeme nastavit kořenový uzel nebo nechat výběr na algoritmu.
Circo
Toto nastavení je vhodné pro určité typy diagramů, které mají kruhovou strukturu,
jako jsou některé telekomunikační sítě.
Po prozkoumání všech algoritmů jsem se rozhodl pro SFDP. Tento algoritmus bude
vhodný pro jeho rychlost výpočtu a možnost zobrazit velký počet uzlů. Dalším důvodem
je podpora neorientovaného grafu.
5.1.3 SQLite
SQLite je knihovna, která realizuje soběstačný a transakční databázový server. Kód pro
SQLite je ve veřejné doméně a je tak zdarma k použití pro jakýkoli účel (komerční nebo
soukromý).
Na rozdíl od většiny ostatních SQL databází SQLite nemá samostatný proces serveru.
SQLite čte a zapisuje přímo do běžných diskových souborů nebo s možností zapisovat
přímo do operační paměti. Kompletní SQL databáze s více tabulkami, indexy, triggery
a pohledy, je obsažena v jediném souboru na disku. Formát souboru databáze je mul-
tiplatformní (můžeme volně kopírovat databázi mezi 32b a 64b systémy nebo mezi různými
architekturami). Tyto vlastnosti činí SQLite populární.
SQLite je velmi pečlivě testován před každým vydáním a je spolehlivý. Většina SQLite
zdrojového kódu je věnována čistě na testování a ověřování. Automatizované testovací sady
běží miliony a miliony testovacích cyklů zahrnující stovky milionů jednotlivých SQL příkazů
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a dosahují 100% testu pokrytí. Ale na rozdíl od některých podobných projektů (zejména ko-
merčních konkurentů), SQLite je otevřený a upřímný o všech chybách a poskytuje seznamy,
včetně seznamů kritických chyb.
SQLite je podporován mezinárodním týmem vývojářů, kteří pracují na SQLite na plný
úvazek. Vývojáři i nadále rozšiřují možnosti SQLite a zvyšují jeho spolehlivost a výkon při
zachování zpětné kompatibility, syntaxe jazyka SQL a formátu souboru databáze. Zdrojový
kód je zcela zdarma pro každého, ale nechybí ani profesionální podpora [20].
5.2 Rozhraní
Hlavní okno aplikace (viz obrázek 5.1) je implementováno jako třída QMainWindow a stará
se o veškeré grafické prvky aplikace. Třída má vlastní rozvržení, do kterého je možné přidá-
vat další objekty. Při inicializaci se vytvoří hlavní menu implementované třídou QMenuBar,
které obsahuje jednotlivé položky v menu pro načítání a ukládání souborů, operace s fil-
trem a vytvoření obrázku z vizualizace. Každá položka je vytvořena pomocí třídy QAction
a je připojena pomocí signálu ke své metodě, která zajišťuje vyvolání příslušné funkce. Dále
je vytvořen stavový řádek třídy QStatusBar, oblast pro zobrazení vizualizace a vstupní for-
mulář pro zadávání filtru.
Obrázek 5.1: Hlavní okno aplikace.
Zobrazení vizualizace má na starost objekt QGraphicsView, který se stará o vykreslení
grafické scény třídy QGraphicsScene. Aby se zobrazovaná scéna dobře vykreslovala, je třeba
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nastavit několik příznaků.
CacheBackground umožňuje ukládání části pohledu do vyrovnávací paměti. Účelem této
operace je urychlit celkový čas pro vykreslení zobrazené oblasti a tím se předejde trhanému
překreslení při posunu vykreslených objektů.
BoundingRectViewportUpdate rozhoduje o tom, jak aktualizovat oblast scény, která
byla změněna. Při změně scény se nebudou vyhledávat změněné části zobrazené oblasti, ale
dojde k překreslení celé oblasti a tím dojde k zrychlení výkonu.
Posledním příznakem je Antialiasing, který inicializuje třídu QPainter a před každým
zpracováním nastavuje metodu pro vykreslování použití vyhlazování hran.
5.3 Načítání dat
Vytvoření databáze probíhá ve třídě DB, která zajišťuje připojení a vytvoření databáze
v operační paměti funkcí setDatabaseName(":memory:"). Vytvořená lokální databáze je vá-
zána na konkrétní aplikaci, takže nemůže dojít k narušení struktury i při vícenásobném
spuštění aplikace. Když je databáze hotová, přejde se k vytvoření tabulky metodou
createTable(), která vykoná SQL dotaz. Vytvoření lokální databáze se provádí pouze při
načítání prvního souboru a při načtení dalších souborů dochází pouze ke vkládání dat do
stávající databáze. Díky tomu je možné načíst neomezený počet souborů až do zaplnění
paměti.
Pro načítání dat jsou navrženy dvě funkce, které umí nahrávat soubor do databáze. Obě
funkce využívají třídu QFileDialog, která usnadňuje uživateli vkládání datového souboru.
Obrázek 5.2 ukazuje okno pro výběr souboru.
Obrázek 5.2: Výběr souboru pomocí QFileDialogu.
První funkce on_actionOpenNfcapdFile_triggered() načítá binární soubory nfpcab
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s NetFlow daty.
Ze souboru jsou načítány jednotlivé toky pomocí funkce nf_next_record(), která
je k dispozici ze sdílené knihovny nfreader. Z načteného toku jsou jednotlivá data pře-
vedena na potřebný datový typ odpovídající struktuře databáze a z nich je sestaven SQL
dotaz insert, který vloží informace o toku do lokální databáze.
Druhou možností jak načíst data je použít zálohu databáze, která byla vytvořena dří-
vějším použitím aplikace. Jedná se o rychlejší načtení dat než z klasického souboru, protože
data jsou už ve správném formátu a není třeba provádět konverzi. O načtení zálohy se stará
metoda on_actionOpenDbFile_triggered(), která od uživatele dostane umístění souboru
a pomocí pluginu QSQLITE se soubor nahraje do lokální databáze.
Metoda dump() umožňuje vytvořit zálohu do souboru na lokální disk, kde je celá da-
tabáze uložena v jednom souboru i se strukturou databáze. Funkce closeConnection()
zaručuje bezpečné smazání dočasné databáze při ukončení aplikace a odpojení od vytvořené
databáze.
Při načítání dat ze souboru je zobrazen postup pomocí objektu QProgressDialog zob-
razený na obrázku 5.3, který je nastaven jako modální okno a zamezuje uživateli ohrozit
konzistenci dat. Před zahájením načítání je zjištěn počet záznamů vyskytujících se v sou-
boru a podle nich nastaveno zvyšování postupu. Při každém přidaném záznamu je potom
zaslán signál s hodnotou do objektu a připočítán k aktuálnímu stavu postupu. Načítání dat
je možné zrušit pomocí tlačítka umístěném v okně postupu. Při zrušení načítání je databáze
uvedena do původního stavu.
Obrázek 5.3: Zobrazení průběhu nahrání souboru.
5.4 Výběr dat
Filtrování dat je implementováno pomocí formuláře, který obsahuje objekty třídy QLineEdit
pro vstup informací od uživatele. Každý vstup je doplněn o popis, který zajišťuje třída
QLabel a také nápovědu formátu filtru implementovanou třídou QToolTip. Filtr je před
zahájením vizualizace kontrolován na správnost zadaného formátu.
Pro dodržení formátu jsou k dispozici dva objekty, které jsou zobrazeny na obrázcích
5.5 a 5.4. Objekty jsou vytvořeny pro dodržení formátu zadávaných hodnot. První je ob-
jekt QCalendarWidget, který vkládá zvolené datum a druhý objekt QTimeEdit pro vložení
nastaveného času do filtru.
Pokud je filtr vyplněn správně, jsou zadané hodnoty předány třídě myQuery a funkce
getQuery() začne jednotlivé hodnoty převádět do potřebného formátu pro vyhledávání
v databázi. Hlavní převod se provádí s IP adresami. Ty jsou funkcí inet_pton() kon-
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Obrázek 5.4: Okno pro
vložení data
Obrázek 5.5:
Vložení času
trolovány a převedeny z textové reprezentace na hexadecimální, čas se převádí funkcí
QTime::fromString na typ Time a datum pomocí funkce QDate::fromString na typ Date.
Ostatní hodnoty jsou převedeny na čísla. Když jsou všechny hodnoty převedeny, dojde k se-
stavení SQL dotazu select, který se provede nad připojenou databází.
Výsledkem jsou všechny záznamy, které odpovídají zadaným kritériím. Ty jsou postupně
procházeny a je vytvářen seznam IP adres, které se nacházejí v záznamech, a vytvoření
záznamů typu flow_s,které jsou připojeny k příslušným hranám metodou addFlows(). Po
zpracování všech vybraných záznamů jsme připraveni začít s vytvářením grafu.
Filtr je možné načíst nebo uložit pomocí tlačítek v menu, které vyvolávají metody
on_actionSaveFilter_triggered() a on_actionLoadFilter_triggered(). Ukládání pro-
bíhá do XML souboru.
Struktura uloženého filtru:
<Filter>
<Ip>196.12.*.158, 120.0.0.1-120.0.0.10</ip>
<Port>80, 1000-1200</Port>
<Prot>udp, tcp</Prot>
<Dur>0.5-5.0</Dur>
<Time>15:06:04-19:07:07</Time>
<Date>4.3.2014, 5.3.2014</Date>
<Packet>0-100</Packet>
<Byte>50-5000</Byte>
<Direction In="2" Out="0"/>
</Filter>
5.5 Vytvoření grafu
Vytvoření a výpočet rozložení grafu se provádí ve třídě Graphs s využitím funkcí Graphviz
knihovny. Nejprve je potřeba graf inicializovat funkcí gvContext(), která zajistí inicializaci
grafu a následuje funkce agopen() pro nastavení typu a názvu grafu. Po inicializaci je nasta-
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ven algoritmus pro výpočet rozložení funkcí setLayout("sfdp"), která nastaví algoritmus
SFDP.
Když je graf inicializován, můžeme začít s vytvářením jednotlivých hran. Funkci
addEdges() je předán seznam hran, které tvoří dvojice IP adres. Ze seznamu hran jsou
získány názvy uzlů a z nich jsou vytvořeny funkcí agnode() jednotlivé uzly typu Agnode_t.
Když máme uzly hotovy, můžeme přistoupit k vytvoření hran. Hrany není nutné vytvářet
jako proměnné, ale stačí je pouze přidat pomocí funkce agedge(node1, node2), které
je předána dvojice uzlů jako parametry, a tím dojde k vytvoření dané hrany v grafu. Poté
co jsou všechny uzly a hrany přidány do grafu, je provedena funkce gvLayoutJobs(), která
vypočítá rozložení jednotlivých uzlů.
Vytvořený graf je možné uložit do souboru png pomocí metody gvRenderFilename(),
které je předán graf a název výstupního souboru zadaného uživatelem.
5.6 Vizualizace
Kompletní vizualizaci grafu zajišťuje komponenta QGraphicsScene, která slouží pro ucho-
vávání položek pro vykreslení. Scéna využívá algoritmus indexování pro efektivní umístění
přidaných položek a jednotlivé objekty si ukládá do Cash paměti. Jednou z výhod grafické
scény je, že dokáže určit umístění jednotlivých předmětů a detekovat jejich kolize a pořadí
překrývání zobrazených objektů.
Další důležitou vlastností je nekonečně velká scéna, díky které jsme schopni zobrazit
jakkoli velký graf. Pro scénu jsou implementována dvě tlačítka, která slouží pro přibližo-
vání a oddalování scény. O změnu velikosti se starají dvě funkce on_zplus_clicked()
on_zminus_clicked(), které jsou připojeny na tlačítka. Scénu je možné měnit do libovol-
ných rozměrů díky vektorovému vykreslování objektů.
5.6.1 Uzly
Každý uzel je implementován třídou Node, která dědí metody a signály od třídy
QGraphicsItem. Každý uzel obsahuje seznam všech připojených hran a pozici na scéně.
Při inicializaci uzlu je nastaven příznak ItemIsMovable, který umožňuje pohyb po grafické
scéně. Posledním příznakem je setZValue() pro nastavení priority překrytí.
Ve funkci QPaint je definován vzhled každého uzlu a je volána z objektu QGraphicsView.
Funkce shape() zajišťuje oválný tvar pro výběr myší. Implementace interakce uzlu je tvořena
funkcí mousePressEvent() a mouseReleaseEvent(), které vyhodnocují stisknuté tlačítko
a objekt je posunut po scéně nebo pomocí pravého tlačítka je vyvolána statistika uzlu.
Každý uzel obsahuje odkaz na třídu myToolTip, který zjišťuje statistiky o tocích. Při vy-
volání statistik jsou nejdříve funkcí loadEdge() prohledány všechny připojené hrany uzlu a
z nich získány informace o jednotlivých tocích mezi uzly. Data jsou potom nahrána do ob-
jektu QTableWidget, který implementuje tabulku s informacemi a umožňuje jednoduché
řazení podle libovolného sloupce. Když je objekt naplněn, je následně vykreslen na scénu.
Obrázek 5.6 ukazuje vykreslený objekt s informacemi o tocích.
Při změně pozice uzlu je volána funkce itemChange, která zaznamenává posun objektu
a předává informace o poloze připojeným hranám.
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Obrázek 5.6: Zobrazení statistik uzlu.
5.6.2 Hrany
Hrany jsou implementovány pomocí třídy Edge, která dědí od třídy QGraphicsItem. Hrana
je definována počáteční pozicí a cílovou pozicí, odkazem na připojené uzly a seznamem toků
mezi připojenými uzly. Při inicializaci je nastavena úroveň překrytí metodou setZValue().
Hrana je přiřazena metodou setNode() ke dvěma uzlům a po přiřazení vykreslena
metodou Paint(). Před vykreslováním hrany je nejdříve vypočítaná pozice z přiřazených
uzlů. Šipka určující směr toku je vypočítána a vykreslena pomocí polygonu:
destArrowP1 = destPoint + QPointF(sin(angle - Pi / 3) * arrowSize,
cos(angle - Pi / 3) * arrowSize);
destArrowP2 = destPoint + QPointF(sin(angle - Pi + Pi / 3) * arrowSize,
cos(angle - Pi + Pi / 3) * arrowSize);
drawPolygon(QPolygonF() << line.p2() << destArrowP1 << destArrowP2);
Při pohybu uzlu na scéně je pro všechny připojené hrany volána metoda adjust(),
která získá novou pozici uzlu a dojde k výpočtu nové polohy a překreslení hrany.
Z přiřazených toků je vypočítán celkový přenos dat a podle objemu je funkcí setColor()
nastavena barva hrany. Obrázek 5.7 zobrazuje rozdělení barev pro hrany.
Obrázek 5.7: Rozdělení barev pro hrany.
5.6.3 Vytvoření scény
Po vytvoření grafu jsou vytvořeny všechny uzly typu Node a vloženy metodou addItem()
do grafické scény. Při vytváření uzlů je volána metoda GetPosition(), která každému uzlu
nastaví odpovídající pozici ve scéně podle vytvořeného grafu. Pokud jsou k dispozici uzly,
dojde k vytvoření hran a metodou setNode() je přiřazena dvojice uzlů a vložena do scény
metodou addItem(). Výsledná vizualizace na obrázku 5.8.
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Obrázek 5.8: Konečné zobrazení grafu.
Do scény je také vkládán objekt třídy Legend, který vytváří statický prvek v zobrazo-
vacím okně. Jedná se o statický prvek, který je vždy viditelný. Při inicializaci je nastaven
příznak ItemIgnoresTransformations, který zamezuje transformaci při změně velikosti scény.
Je zde implementována funkce sceneEvent(), která se spouští vždy při posunu zobrazené
scény a nastavuje pozici do levého horního rohu.
5.7 Hledání uzlů
Pro zpřehlednění scény je implementována možnost vyhledání potřebných uzlů. Pomocí
vstupu QLineEdit jsou zadány názvy hledaných uzlů a po kliknutí na tlačítko hledat
začne funkce on_searchButton_clicked() rozdělovat zadaný řetězec na jednotlivé názvy
a ukládat je do seznamu.
Funkce umožňuje zpracovat neomezené množství parametrů oddělených čárkou nebo za-
dání pomocí rozsahu. Další možností jak vyznačit více uzlů najednou je pomocí zástupného
znaku ”*”.
Když je seznam vytvořen, dojde k prohledávání uzlů zobrazených na scéně a dojde
ke kontrole shody pomocí regulárního výrazu. Pokud dojde ke shodě se jménem uzlu, je vo-
lána metoda changeColor() a dojde ke změně barvy uzlu a jeho překreslení. Při zadání
vyhledávání se ve vstupním okně zobrazí ikona pro vymazání zadaného řetězce a dojde
k opětovnému volání metody changeColor() u předtím označených uzlů.
Pokud je parametr vyhledávání zadán špatně, nedojde k žádné reakci. Ukázka vyzna-
čených uzlů na obrázku 5.9.
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Obrázek 5.9: Označené uzly při výběru.
5.8 Ošetření chyb
Kontrola vstupních dat je důležitou součástí aplikace. Pokud nastane chyba v parametrech
zadaných uživatelem, aplikace neumožní další pokračování, dokud nejsou všechny podmínky
splněny.
O jednotlivých chybách je uživatel informován prostřednictvím chybových a informač-
ních oken (viz obrázek 5.10).
Obrázek 5.10: Ukázka chybového hlášení.
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Kapitola 6
Testování
Testování aplikace probíhalo už při její implementaci. Při vytváření jednotlivých modulů
jsem je průběžně testoval a pomocí tohoto postupu jsem odhalil většinu chyb. Po spojení
samostatných modulů do výsledné aplikace jsem začal s novým testováním a porovnáváním
s hodnotami z předchozích testů.
Při testování filtru jsem se zaměřil na chybně zadávané hodnoty, které můžou nastat
při zadávání jednotlivých parametrů. Ve vizualizaci se objevovaly chyby s vykreslováním
a propojováním uzlů.
Díky pečlivému testování jsem byl schopen opravit všechny nalezené chyby, jak v zadá-
vání hodnot filtru, tak i problémy týkající se špatného zobrazování vizualizace.
Při testování uživatelského rozhraní jsem se zaměřil na vhodné rozložení nabídek a ovlá-
dacích prvků aplikace, které byly několikrát předělávány, dokud jsem nebyl spokojen s ohla-
sem testovacích dobrovolníků.
Další testování probíhalo na různých distribucích Linuxu, kde jsem kontroloval kompa-
tibilitu aplikace. Pro testování bylo použito několik testovacích dat a porovnány jednotlivé
výsledky.
Testované operační systémy:
• Fedora 20, GNOME
• Ubuntu 14.04 LTS, KDE
• Debian 7.4.0, KDE
Na všech výše uvedených operačních systémech došlo k řadě testů. Z výsledků testů jsem
zjistil, že aplikace se na všech systémech chová stejným způsobem a nebyly zaznamenány
žádné odchylky.
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Kapitola 7
Závěr
Cílem této bakalářské práce bylo vytvořit aplikaci pro interaktivní vizualizaci síťového pro-
vozu s využitím NetFlow dat.
V kapitole 2 byla rozebrána technologie NetFlow od firmy Cisco. Nastudoval jsem
a popsal získávání záznamů o komunikaci toku na síti. Důležitým prvkem bylo seznámení
se se strukturou exportovaných souborů ze sondy. Kapitola 3 se zaměřuje na vizualizaci
dat. Jsou zde představeny používané algoritmy pro výpočet rozložení grafu. Nejdůležitějším
krokem bylo vytvořit funkční návrh aplikace a jeho postup je popsán v kapitole 4. Popis
implementace je uveden v kapitole 5. Kapitola 6 vyhodnocuje funkčnost aplikace a popisuje
postup testování.
Jako praktickou část jsem implementoval aplikaci na základě získaných poznatků po-
psaných v teoretické části bakalářské práce. Aplikaci jsem vytvořil v programovacím jazyku
C++, frameworku Qt a pro výpočet rozložení grafu jsem použil knihovnu Graphviz.
Výsledkem je aplikace, která běží na operačním systému Linux. Jsou použity sdílené
knihovny, které existují pouze pro tento operační systém, a tak není možné přenést apli-
kaci do prostředí Windows. Aplikace ze záznamů vytváří interaktivní graf, který zobrazuje
komunikaci jednotlivých uživatelů sítě.
Vyhlídka do budoucna přináší několik inovací. Vhodným rozšířením je přidání překladu
zobrazených IP adres v grafu pomocí DNS systému na doménové jméno, který by umožnil
uživatelům jednodušší a rychlejší orientaci v zobrazeném grafu. Další možností je přidat
modul, který by zajišťoval analýzu načtených dat a detekoval možné útoky v síti nebo
hledal anomálie pro kompletní diagnostiku sítě.
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Příloha A
Obsah CD
Na přiloženém CD se nachází:
• Aplikace-source - Zdrojové kódy aplikace
• Aplikace - Spustitelný soubor pro systém Linux
• zprava-source - Zdrojové kódy technické zprávy pro program LATEX
• zprava.pdf - Technická zpráva ve formátu pdf
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Příloha B
Manual
Úvod
Cílem manuálu je seznámit uživatele se základními možnostmi ovládání programu. Při
spuštění aplikace se zobrazí hlavní okno.
Obrázek B.1: Hlavní okno aplikace.
• Hlavní nabídka - slouží k ovládání aplikace, zpřístupňuje výběr souborů
• Plocha pro vizualizaci - oblast pro zobrazení vizualizace
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• Filtr - vytvoření filtru aplikovaného na data
• Vyhledávání - vyhledávání uzlů ve vizualizaci
Načtení souboru
Data pro vizualizaci můžeme nahrát dvěma způsoby:
• ze souboru Nfcapd
• ze souboru, který obsahuje zálohu databáze
Příklad - import dat z Nfcapd
V menu zvolíme Soubor→Načíst→Nfcapd a zobrazí se okno pro výběr souboru. Po zvolení
souboru se začnou data nahrávat do programu. Po úspěšném načtení dat se nám zpřístupní
možnost vytvořit vizualizaci.
Filtr
Před zahájením vizualizace je třeba zadat minimálně jednu IP adresu do filtru. Filtr je
navržen pro zadávání rozsahů xx-yy nebo pomocí zástupného znaku *. Více parametrů
oddělíme čárkou. K dispozici jsou dvě komponenty (hodiny a kalendář), které nám vkládají
datum a čas ve správném formátu. Filtr je možné uložit nebo načíst z hlavního menu. Pokud
Obrázek B.2: Příklad filtru.
jsou do filtru zadány špatné hodnoty, uživatel je upozorněn a k vizualizaci nedojde.
Vizualizace
Po načtení dat a vytvoření filtru můžeme přejít k vizualizaci. Kliknutím na tlačítko vizuali-
zovat dojde k sestavení grafu a jeho zobrazení. K manipulaci s grafem se používá myš. Levé
tlačítko slouží pro pohyb po plátně nebo pro posun jednotlivých uzlů a pravé tlačítko pro
zobrazení toku daného uzlu. Graf je možné přiblížit nebo oddálit tlačítky. Výsledný graf
je možné uložit přes hlavní menu Soubor→Uložit obrázek. Vyhledané uzly jsou vyznačeny
červenou barvou.
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Obrázek B.3: Výsledná vizualizace.
Závěr
Tento manuál stručně popisuje základní ovládání programu, který usnadní orientaci v pro-
středí. Zbývá tedy jen popřát, ať se vám práce s programem daří!
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