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Re´sume´
Dans le domaine du ge´nie logiciel, beaucoup de de´veloppeurs ignorent la plus-value que
l’utilisation d’un de´bogueur peut apporter dans le cadre du de´veloppement et de la mainte-
nance d’un nouveau projet informatique. A` la place d’employer cet outil, nombreux sont ceux
qui ont recours a` la fonction System.out.println ou aux loggers pour afficher les e´tats
et la valeur de la variable sur la console de de´veloppement.
Il existe e´galement de nombreux outils de visualisation qui ont pour but d’analyser divers
programmes pour calculer des me´triques. Suivant leurs re´sultats, les programmeurs peuvent
corriger plus rapidement leur projet. Mais l’analyse de ces me´triques peut prendre e´norme´ment
de temps. C’est pourquoi ils souhaiteraient pouvoir examiner un programme lors de son
exe´cution en temps re´el et non plus sur des e´tats dans le temps.
Le but de ce me´moire est d’apporter une solution qui consiste a` ajouter une communica-
tion entre un outil de visualisation et le de´bogueur pour permettre aux de´veloppeurs d’utiliser
ce service de manie`re intuitive, et aux analystes de pouvoir examiner un programme avec un
e´tat bien de´fini dans le temps.
Mots cle´s : Visualisation, De´bogueur, VERSO, Maintenance, De´veloppement, Logiciel, Eclipse,
Plug-in
Abstract
In the software engineering field, lots of developers ignore the gain that the use of the
debugger can bring for the maintenance and the development of a new computer project.
Instead of employing this tool, lots of them use the System.out.println function or the
loggers to display the state and the value of the variable in the development console.
There are also a lot of visualization tools which aim to analyze softwares to compute
some metrics. According to the results, developers can correct quickly their project. But the
analysis of these metrics can take a long time. It is the reason why they would like to examine
a program during its own execution in real time rather than states over time.
The aim of this memory is to bring a solution which consists in adding a communication
between a visualization tool and the debugger to allow developers to use it in an intuive
manner, and the analysts to check a program with a well defined state in the time.
Keywords : Visualization, Debugger, VERSO, Maintenance, Development, Software, Eclipse,
Plugin.
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Chapitre 1
Introduction
Le sujet de ce me´moire traite de l’e´laboration d’un de´bogueur visuel dans le but d’ame´liorer
les informations procure´es par l’outil de de´bogage d’Eclipse. Ce de´bogueur s’inte`gre a` un
plug-in existant qui contient un contexte visuel. Ce contexte repre´sente le projet en cours de
de´veloppement en 3D dans son environnement de travail, et affiche la pile d’exe´cution d’un
processus d’un programme en cours de de´bogage. Les informations re´colte´es par le plug-in,
que sont les me´thodes avec leurs variables globales et locales, sont fournies par le de´bogueur
d’Eclipse et sont ensuite traduites par notre outil sous forme d’une repre´sentation graphique.
Cette repre´sentation a pour but de faciliter la compre´hension de l’exe´cution du programme
en cours de de´bogage tout en montrant un maximum d’informations en utilisant peu de vue a`
l’inte´rieur de l’environnement de de´veloppement inte´gre´ d’Eclipse. Pour aider les de´veloppeurs
a` apercevoir les classes ou me´thodes qui se trouvent dans la pile d’exe´cution du processus,
un focus visuel va s’appliquer sur elles, dans le but d’attirer l’attention du programmeur vers
ces classes ou me´thodes. Les utilisateurs de cet outil peuvent donc voir tre`s facilement quelles
sont les classes qui sont le plus utilise´es lors de l’exe´cution du logiciel et ainsi se concentrer
sur elles.
1.1 Contexte
Dans le milieu professionnel, beaucoup de logiciels subissent plusieurs maintenances pour
leur rajouter des fonctionnalite´s, corriger des bogues ou optimiser leur exe´cution. Cette
ope´ration est une taˆche tre`s couˆteuse 1 pour les de´veloppeurs, car ces derniers doivent prendre
en compte les parties de codes des autres programmeurs de leur e´quipe de travail. Par exemple,
cela peut s’ave´rer tre`s couˆteux et inutile de trouver une fonction dans une partie de code
qui fait exactement le meˆme traitement qu’une autre fonction qui se trouve dans une autre
partie du logiciel. C’est pourquoi il doit exister une certaine discipline et rigueur dans le
1. Nous entendons par taˆche couˆteuse, une taˆche qui prend e´norme´ment de temps a` se terminer. Le couˆt
d’une taˆche correspond donc au temps mis pour effectuer la taˆche comple`tement.
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de´veloppement et la maintenance d’un logiciel pour e´viter d’effectuer du travail inutile. Cette
discipline et cette rigueur doivent mener a` une bonne documentation du logiciel en cours de
de´veloppement, car c’est par l’absence de cette documentation que le couˆt de la compre´hension
d’un logiciel en cours de maintenance est plus important.
La visualisation du logiciel est un domaine d’application tre`s jeune du ge´nie logiciel. Elle
a pour but d’afficher le contenu de l’information en utilisant les faculte´s du syste`me visuel
humain pour permettre aux utilisateurs une meilleure compre´hension de celle-ci. L’informa-
tion a` visualiser peut repre´senter un processus, des donne´es, une relation ou un concept. La
repre´sentation de cette information se fait via des entite´s graphiques tels que des points,
des lignes, des formes ge´ome´triques,... Il arrive que ces e´le´ments, ainsi que leurs attributs
(taille, couleurs, position dans l’espace, forme,...), puissent eˆtre manipule´s pour aider a` la
compre´hension du syste`me en cours de maintenance. La visualisation du logiciel transforme
donc les donne´es d’un programme dans une repre´sentation graphique. Elle permet aux de´velop-
peurs d’analyser les donne´es du logiciel en cours de conception, car elle aide a` mieux com-
prendre les relations et les interactions a` l’inte´rieur du logiciel. Cela permet de re´soudre
des proble`mes de communication que peuvent engendrer les changements d’e´quipes lors du
de´veloppement et de la maintenance. Ces surcouˆts dus a` la compre´hension du code peuvent
ainsi eˆtre e´vite´s ou pour le moins diminue´s.
1.2 Proble´matique
Pour effectuer des taˆches de maintenance et pour mieux connaˆıtre son fonctionnement,
les de´veloppeurs ont recours a` l’exe´cution du programme sur des donne´es repre´sentatives
ou des petites donne´es. Ce genre de pratique, qui s’ave`re ne´cessaire, peut prendre un
certain couˆt dans la dure´e de la maintenance du logiciel. Beaucoup de de´veloppeurs ont alors
recours a` divers outils tels que les loggers ou encore l’affichage des valeurs des variables sur
la console pour comprendre le comportement des objets instancie´s. Ces de´veloppeurs perdent
alors e´norme´ment de temps vu que plusieurs exe´cutions du logiciel sont ne´cessaires pour capter
tous les e´ve´nements du programme. Ceci est principalement duˆ a` un manquement dans leur
formation de programmeur ou` l’utilisation du de´bogueur ne leur a pas e´te´ explique´e.
Ensuite, meˆme si cet outil aide a` la correction de bogues en exe´cutant un programme
de manie`re interactive permettant a` l’utilisateur de comprendre le logiciel pas a` pas, et de
pouvoir consulter les valeurs des variables en temps re´el, il ne re´sout pas les proble`mes de la
maintenance. Les principaux de´fauts sont qu’il est gourmand en ressources et qu’il n’est pas
facile d’utilisation au premier abord. Ce sont ces points qui rebutent les jeunes de´veloppeurs
a` manier cet outil.
Comme cite´ dans le cours the´orique du professeur Houari Sahraoui [Hou], la visuali-
sation du logiciel est un outil qui est peu, voire jamais utilise´ pour la maintenance ou le
2 DASSONVILLE Je´re´my
1.3. Proposition
de´veloppement d’un programme. En effet, les proble`mes de maintenance sont des taˆches tre`s
difficiles a` automatiser a` cause de leur complexite´, du manque d’informations contextuelles,
ainsi que par les de´cisions multiples que les de´veloppeurs peuvent eˆtre amene´s a` prendre.
La figure 1.1 montre les diffe´rentes taˆches de maintenance que les programmeurs peuvent
rencontrer en fonction d’un proble`me pose´.
Figure 1.1 – Taˆches de maintenance avec leurs causes a` effets
Certaines taˆches de maintenance sont difficiles a` automatiser de manie`re certaine et
de´terministe. Alors, la solution courante est de faire des approximations pour pouvoir effec-
tuer l’automatisation. Ces approximations peuvent produire des re´sultats incomplets, parfois
inexacts. C’est pourquoi nous de´composons ces taˆches en modules (ou sous-taˆches). Certains
de ces modules peuvent eˆtre imple´mente´s de manie`re pre´cise, donc nous pouvons les automa-
tiser. Mais pour certains, le raisonnement et le calcul s’ave`rent ne´cessaires, et la visualisation
peut eˆtre vue comme l’interface entre ces modules et l’analyste humain. Mais la visualisa-
tion est peu utilise´e, car elle n’est pas spe´cifique aux taˆches, demande beaucoup d’efforts
et son efficacite´ d’utilisation est tre`s complexe suivant la taˆche demande´e. Actuellement, la
mode´lisation de la maintenance par la visualisation consiste a` traduire des donne´es du pro-
gramme (paquetages, classes, me´thodes,...) en entite´s graphiques en vue d’ame´liorer le couˆt
de la taˆche. Les outils de visualisation font une e´tude du logiciel, c’est-a`-dire une analyse du
contenu du logiciel a` travers le code source, et c’est a` partir de cette e´tude que la modification
peut s’effectuer. Donc elle fournit une analyse pour la maintenance, mais ne sert pas aux
de´veloppeurs pour ge´rer les modifications a` apporter au logiciel en tant que tel.
1.3 Proposition
Pour pallier le premier proble`me, a` savoir le refus de beaucoup de concepteurs d’utiliser
le de´bogueur lors du de´veloppement et la maintenance d’un logiciel, il convient de rendre cet
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outil beaucoup plus attractif et facile d’utilisation. Pour ce faire, nous proposons d’utiliser
des techniques de visualisation sur le de´bogueur. Cela permet de re´soudre par la meˆme oc-
casion le proble`me qui concernait l’utilisation des techniques de visualisation pour aider les
de´veloppeurs a` effectuer la mise a` jour de leurs programmes. Le de´veloppement d’un outil vi-
suel communiquant avec un de´bogueur est donc ne´cessaire pour e´tudier la valeur ajoute´e qu’il
peut apporter dans le domaine du ge´nie logiciel. Nous allons donc utiliser l’outil VERSO 2
pour le mettre en relation avec le de´bogueur de l’environnement de de´veloppement inte´gre´
Eclipse.
1.4 Structure du me´moire
Ce document est structure´ en six chapitres bien distincts. Nous avons de´ja` introduit le
the`me de ce me´moire dans le premier chapitre. Nous parlerons au chapitre deux de l’e´tat de
l’art : nous nous consacrerons a` l’e´tude de l’existant dans le domaine de la visualisation du
logiciel ainsi que l’utilisation du de´bogueur. Au chapitre trois, nous expliquerons l’approche
de notre solution en de´crivant les diffe´rents outils utilise´s et comment nous allons essayer de
les faire interagir ensemble. Dans le quatrie`me chapitre, nous de´velopperons notre solution en
expliquant les divers choix d’imple´mentation de l’outil final. Dans le chapitre cinq, nous allons
e´valuer notre outil fraˆıchement de´veloppe´ sur une e´tude de cas en faisant une expe´rimentation
concre`te pour savoir si notre de´veloppement s’est ave´re´ utile. Nous analyserons par la meˆme
occasion les re´sultats obtenus avec les commentaires des sujets qui ont participe´ a` l’e´valuation
de l’outil. Enfin, au chapitre six, nous terminerons par une conclusion qui re´sumera la totalite´
des points que nous aurons aborde´s tout au long de ce document et en pre´cisant quelques
pistes futures pour le de´veloppement.
2. Un pre´sentation de l’outil est de´crite dans la section 3.2.1
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Chapitre 2
E´tat de l’art
Avant de commencer l’approche concernant la proposition de notre solution et de son
de´veloppement, nous nous attarderons sur l’existant dans la domaine de la visualisation du
logiciel ainsi que dans le changement de vue du de´bogage et plus ge´ne´ralement sur les vues
dans un e´diteur de de´veloppement inte´gre´. C’est pourquoi nous allons e´tudier les diffe´rentes
possibilite´s de repre´senter les vues dans un environnement de de´veloppement, ainsi que les
outils de visualisation qui apportent une aide pour la maintenance et le de´veloppement du
logiciel.
2.1 Quelques approches d’ame´lioration de l’interface d’Eclipse
De nombreux articles traitent du changement de l’environnement de travail pour essayer
d’apporter une meilleure disposition de l’information a` l’e´cran. C’est pourquoi nous avons
parcouru deux articles qui peuvent apporter une meilleure lisibilite´ et agencement du code
pour permettre une optimisation pour le de´veloppement et la maintenance d’un logiciel. La
relation qui existe avec notre solution est que notre outil essaie de changer radicalement
l’interface de de´veloppement via des figures graphiques. Via ces repre´sentations, une multitude
d’informations sont disponibles en un rien de temps. Le premier article que nous allons aborder
va montrer les utilite´s d’un tel changement, tandis que le second va exprimer les avantages
en modifiant l’espace de travail d’un de´veloppeur.
2.1.1 Code Canvas
Robert DeLine et Kael Rowann pensent aujourd’hui que les e´diteurs de de´veloppement
inte´gre´ sont comme des bento box[DR10], c’est-a`-dire que l’e´cran est partitionne´ en zones
rectangulaires comprenant les e´diteurs, les navigateurs, les outils de sorties,... Ces zones sont
appele´es canvas.
Cette bento box qui a prouve´ son utilite´ depuis des anne´es montre tout de meˆme
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quelques faiblesses qui sont :
1. les liens entre les vues dues au fait de devoir passer de l’une a` l’autre pour avoir acce`s
aux informations d’un projet,
2. les liens entre les perspectives ou` chacune est re´serve´e pour un travail bien spe´cifique
(exemple : de´bogage, versionning, de´veloppement web,...),
3. l’utilisation de plusieurs moniteurs rend difficile la navigation entre les feneˆtres de l’en-
vironnement de de´veloppement inte´gre´.
C’est pourquoi ils vont remplacer cette bento box par une simple surface zoomable qu’ils
appelleront Code Canvas qui sera le centre de tous les documents, projets et codes source.
L’outil aide les utilisateurs a` s’orienter vu qu’il leur permet de former et d’exploiter l’espace
de la me´moire pour trouver des objets. Il sert e´galement de visualisation pour les diffe´rentes
couches d’informations que sont les projets, les re´sultats de recherches,...
La figure 2.1 montre l’environnement de travail que propose Code Canvas dans Visual Studio.
Figure 2.1 – Environnement de Code Canvas dans l’e´diteur Visual Studio
Le zoom se´mantique
Code Canvas utilise une technique de zoom se´mantique qui permet d’afficher diffe´rents
degre´s de de´tails. Quand un utilisateur va zoomer sur une fonction, il examinera le code
comme nous pouvons le voir dans un simple e´diteur de texte. S’il de´zoome, le code sera de
moins en moins lisible et des e´tiquettes de´crivant la fonction vont apparaˆıtre, comprenant
le nom, les types et les membres de cette fonction. Ce texte sera toujours lisible quel que
soit le niveau de granularite´ choisie. Il existe bien e´videmment un niveau de priorite´ entre
ces e´tiquettes. Les me´thodes publiques sont prioritaires par rapport aux prive´es et il en va
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de meˆme pour les attributs. Si l’utilisateur effectue un de´zoom jusqu’au maximum, Code
Canvas montre la structure du projet sous forme d’un diagramme de classe UML.
Figure 2.2 – Exemple d’un zoom se´mantique
La figure 2.2 montre un exemple de zoom se´mantique lors du de´bogage. En zoomant sur
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l’e´tiquette qui se nomme TetrisGrid, nous arrivons dans la deuxie`me partie de la figure. Et
en zoomant encore sur une partie du code, nous obtenons la dernie`re image de notre figure.
La pre´sence des fle`ches indique le chemin d’exe´cution d’un processus qui s’est immobilise´ lors
de la rencontre d’un point d’arreˆt. Il s’agit de la pile d’exe´cution du processus qui est en cours
de de´bogage par l’utilisateur. La figure 2.3 montre la structure du syste`me qu’il est possible
de ge´ne´rer en de´zoomant au maximum. Elle est repre´sente´e sous forme d’un diagramme de
classe UML.
Figure 2.3 – Structure d’un syste`me sous Code Canvas
La pre´sentation du code
L’utilisateur peut, a` la demande, modifier la pre´sentation du code de trois fac¸ons :
1. tous les objets (fichiers, dossiers, fonctions,...) peuvent eˆtre ge´re´s par un me´canisme de
de´placement ou` l’utilisateur peut leur donner une position. De plus, si le de´veloppeur
ajoute des lignes de code dans une fonction, l’espace alloue´ a` la fonction sera auto-
matiquement agrandi en repoussant les fonctions voisines pour permettre au texte de
s’organiser correctement,
2. en introduisant un nouveau conteneur pour repre´senter des concepts qui ne sont pas
synthe´tiquement explicites dans le code. Par exemple : l’enregistrement de nouvelles
informations dans une base de donne´es et leur journalisation,
3. en enlevant une me´thode de sa classe pour la diviser en plusieurs sous-parties.
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L’utilisateur peut cre´er plusieurs canvas simultane´ment, ce qui apporte plusieurs avan-
tages. Tout d’abord, chacun a sa propre vue, son propre niveau de zoom, son propre ensemble
de pre´sentation,... ce qui permet de distinguer tous les processus. De plus, l’utilisateur peut
ainsi effectuer plusieurs taˆches simultane´es dans deux endroits distants du canvas global,
sans devoir naviguer ou zoomer d’un canvas a` l’autre. Ensuite la gestion du multi-taˆches est
rendue plus facile par la cre´ation d’un canvas par taˆche. Cette cre´ation pre´serve non seule-
ment la navigation entre ces canvas, mais e´galement de la pollution massive d’informations
affiche´es a` l’e´cran. L’utilisateur peut aussi cre´er des copies de canvas pour sauvegarder les
e´tats d’un projet et ajouter des filtres pour en sortir des sous-ensembles de canvas.
Code Canvas apporte une nouvelle visualisation pour travailler avec le code et permet a`
l’utilisateur de s’orienter de manie`re hie´rarchique a` travers lui. Une de´monstration concernant
toutes les fonctions qui viennent d’eˆtre cite´es et avec quelques comple´ments se trouve sur
YouTube 1.
2.1.2 Code Bubbles
Tout comme pour les auteurs de Code Canvas, Andrew Bragdon et ses colle`gues pro-
posent un nouvel environnement de travail qu’ils vont appeler Code Bubbles [BZR+10]
[BRZ+10]. L’interface propose´e est base´e sur des collections de petits fragments e´ditables
appele´s bubbles. Les auteurs de cet outil de´crivent la conception d’un prototype pour l’in-
terface utilisateur d’un environnement de de´veloppement inte´gre´ base´ sur des projets Java.
Leur but est de supprimer la navigation fastidieuse d’une classe vers une autre pour pou-
voir visionner le fil de l’exe´cution d’un programme a` travers les me´thodes qui sont appele´es
de manie`re hie´rarchique. Ils soumettent une nouvelle approche ou` les vues d’un e´diteur de
codes, tel qu’Eclipse ou Netbeans, deviennent de multiples fragments que nous pouvons e´diter
simultane´ment.
La figure 2.4 montre un exemple de ce a` quoi ressemble l’environnement de travail de
Code Bubbles. Nous allons de´crire chaque fonction relative aux lettres qui se trouvent sur
l’image.
– A : Barre d’espace de travail divise´e en plusieurs compartiments.
– B : Espace de travail se´lectionne´.
– C : Web bubble qui consiste a` fournir un acce`s a` une base de connaissances distante.
Dans l’exemple, il s’agit d’acce´der a` un bogue en vue de le corriger.
– D : Notes de travail.
– E : Formation d’un groupe repre´sente´ par la couleur qui entoure chaque bubble.
Chaque groupe posse´dant plusieurs bubbles peut eˆtre assigne´ a` un nom.
1. http://www.youtube.com/watch?v=tsFfyli2Y9s
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– F : Re´sultat d’une recherche de toutes les re´fe´rences de la variable se´lectionne´e dans la
bubble pre´ce´dente.
– G : En cliquant sur une re´fe´rence dans la bubble, le corps de la me´thode re´fe´rence´e
s’affiche.
– H : Navigateur de paquetages et de classes.
– I : Bubble contenant la Javadoc d’une me´thode se´lectionne´e.
– J : Flag bubble qui consiste a` indiquer a` l’utilisateur ce qu’il doit faire. Dans l’exemple
courant, il s’agit d’un rappel pour de´boguer le groupe de bubbles sur lequel le Flag
bubble a e´te´ pose´.
– K : Me´thode encapsule´e dans une bubble.
– L : Affichage du corps de la me´thode se´lectionne´e dans la bubble pre´ce´dente.
– M : Repre´sentation d’une relation d’appel entre deux bubbles.
– N : Fonction de recherche dans le code source avec auto-comple´tion dans le re´sultat.
– O : Re´sultat de la fonction de recherche.
– P : Affichage via une bulle d’information du de´tail du re´sultat a` l’endroit ou` le curseur
s’est arreˆte´.
– Q : Environnement ou` sont place´es les bubbles.
Figure 2.4 – Environnement de travail de Code Bubbles
En cre´ant l’IDE Code Bubbles, les auteurs re´solvent quatre proble`mes critiques lie´s a`
l’affichage des feneˆtres que posent les autres e´diteurs tels qu’Eclipse ou Visual Studio. Ces
proble`mes sont :
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– le code ne s’adapte pas automatiquement a` la taille des feneˆtres,
– les vues qui se chevauchent requie`rent une interaction manuelle,
– la de´coration des feneˆtres est distrayante et perd de l’espace dans l’environnement de
travail,
– e´ventuellement, l’utilisateur peut eˆtre amene´ a` manquer d’espace selon la se´rie de taˆches
qu’il accomplit.
Pour les re´soudre, les de´veloppeurs de Code Bubbles ont de´cide´ que la taille des bubbles
se redimensionnait automatiquement en fonction du code. Ensuite, les bubbles ne se che-
vauchent pas l’une sur l’autre pour une meilleure disposition de l’information sur l’e´cran. De
plus, elles n’ont pas d’ascenseurs ni de barres d’outils pour e´viter une pollution d’affichage
dans la bubble. Enfin, l’utilisateur peut ouvrir une meˆme me´thode dans plusieurs bubbles
diffe´rentes et e´diter une bubble. La modification va se re´percuter dans toutes les bubbles
contenant cette fonction.
Le de´bogage
Les traditionnels de´bogueurs fournissent les e´tats d’un programme a` un point donne´. Bien
que les programmeurs ont le besoin de connaˆıtre l’e´tat d’un projet pour le comparer avec
un autre, ils voudraient aussi annoter le programme pour partager les informations et ainsi
effectuer un gain de temps.
Tout comme Eclipse ou NetBeans, Code Bubbles ge`re les points d’arreˆt a` la gauche du
code ainsi que les fonctions de stepping 2. Lorsque le logiciel rencontre un point d’arreˆt,
la vue de Code Bubbles change radicalement vers une vue de de´bogage tel qu’elle est
repre´sente´e par la figure 2.5.
2. Ceci sera largement explique´ dans la section 3.1.1
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Figure 2.5 – Environnement de de´bogage de Code Bubbles
Nous allons e´galement expliquer les concepts qui se trouvent sur l’image pre´sente.
– A : Instances du programme qui sont rassemble´es en un seul espace de travail appele´
Channel.
– B : Barre de titres qui incluent les dates de modifications et les titres optionnels.
– C : Bubble affichant la pile d’exe´cution du processus.
– D : Bubble contenant le code ou` le programme s’est interrompu au point d’arreˆt.
– E : Miniature de chaque environnement de travail. Chaque groupe posse´dant plusieurs
bubbles peut eˆtre assigne´ a` un nom.
– F : Bubble contenant la structure d’une donne´e ne faisant pas partie de l’exe´cution du
processus.
– G : En entrant dans la me´thode courante, une nouvelle bubble se cre´e avec le corps
de la fonction.
– H : Un nouveau groupe est cre´e´ si le logiciel rencontre un nouveau point d’arreˆt.
– I : En faisant un clic droit avec le curseur sur une variable (en H), une nouvelle bubble
apparait et contient la structure de l’objet se´lectionne´.
– J : E´tiquette qui indique dans quel environnement de travail l’utilisateur se situe. Dans
l’exemple pre´sent, il s’agit de l’environnement de de´bogage.
– K - L : De´finition de console personnalise´e encapsule´e dans des bubbles.
– M : Premier espace de de´bogage ou ancienne vue de de´bogage en cas de plusieurs
instances. Il s’agit d’un historique des exe´cutions pre´ce´dentes pour permettre des com-
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paraisons.
– N : Bubble ou` le de´bogage du programme de´bute.
– O : Une nouvelle Bubble est cre´e´e si nous entrons dans la me´thode (similaire a` G).
– P : Meˆme fonction que O.
– Q : Bubble contenant la structure de la variable en cours de de´bogage.
– R : Meˆme fonction que Q.
– S : Une session de de´bogage peut eˆtre sauve´e et charge´e a` partir de cette interface.
Observations
En analysant le comportement de Code Bubbles sur de re´elles applications en mettant en
avant la lisibilite´ du code de manie`re simultane´e, les auteurs ont pu de´montrer que l’outil est
capable d’afficher a` l’e´cran une grande quantite´ d’informations de manie`re synchrone dans la
plupart des cas. En d’autres termes, les de´veloppeurs sont capables de voir plus de me´thodes
en utilisant Code Bubbles par rapport a` un autre e´diteur. De plus, ils ont prouve´ que le
nombre d’interactions sur l’interface de l’IDE pour afficher des informations a grandement
diminue´ 3. Ceci apporte un gain de temps re´el pour le de´veloppement et la maintenance de
logiciels.
Ensuite, l’e´quipe de de´veloppement de l’IDE a propose´ a` des de´veloppeurs professionnels
d’e´valuer leur outil. Les auteurs leur ont demande´ des critiques constructives sur son utilisation
par rapport aux taˆches qui leur ont e´te´ exige´es. Ils ont duˆ comparer diffe´rentes parties de
codes, d’en comprendre le fonctionnement, de corriger certains bogues avec l’outil,... Dans
l’ensemble, les participants ont e´mis une note positive de l’outil en le trouvant tre`s pratique.
Ils ont repe´re´ quelques faiblesses comme l’absence de support de fichier XML, ce qui est
impensable aujourd’hui.
Les limitations
L’utilisation de cet IDE n’a pas que des avantages. Il demande une grosse configuration
au niveau mate´riel. En effet, il requiert un processeur double-cœur, une carte graphique qui
accepte l’acce´le´ration mate´rielle et un e´cran 24 pouces pour fonctionner correctement et dans
un confort d’utilisation. Il est uniquement compatible avec le langage Java, XML et HTML
et il n’est pas aussi sophistique´ que les autres e´diteurs tel qu’Eclipse.
Un autre proble`me a` souligner est que Code Bubbles utilise des signatures de noms de
me´thodes pour travailler. Dans un ve´ritable environnement de de´veloppement, ceci ne peut
fonctionner correctement e´tant donne´ que nous renommons, modifions et supprimons des
fonctions au cours du temps.
Au niveau de l’interface de de´bogage, il est en cours d’optimisation, car il ne ge`re que les
petits proble`mes ou` les erreurs se produisent uniquement dans les meˆmes branches d’un arbre
3. Le tableau des observations se trouve a` la page 7 de l’article [BRZ+10]
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d’appels.
Dans l’ensemble Code Bubbles est un outil qui a un gros potentiel et pourra eˆtre utilise´
sur une plus grande e´chelle dans un avenir proche. Une de´monstration est disponible sur leur
site internet 4.
Nous allons maintenant examiner divers documents qui traitent de la qualite´ du logiciel
en utilisant des techniques de visualisation.
2.2 Quelques outils de visualisation
Il existe de nombreux outils qui sont capables d’aider les de´veloppeurs a` mettre a` jour ou
de´velopper leur logiciel tout en ame´liorant et optimisant le code source. Parmi eux, il y a ceux
qui utilisent des techniques de visualisation. Elle a pour but de traiter des me´triques calcule´es
au pre´alable et de les repre´senter sous forme graphique, ce qui permet une meilleure lisibilite´
des re´sultats et rend la comparaison avec d’autres me´triques plus facile. C’est pourquoi les
utilisateurs vont se servir de ce type d’outil pour mesurer la qualite´ de leur programme. Ceci
leur permettra de corriger le code source de leur projet par rapport aux re´sultats obtenus. La
version actuelle de notre outil fait partie de cette cate´gorie, mais nous comptons lui ajouter
une composante pour ame´liorer le couˆt de la maintenance des syste`mes informatiques.
Nous verrons plusieurs articles et un me´moire traitant de la qualite´ du logiciel et de l’aide
que peut apporter ce type d’outil aux de´veloppeurs pour la maintenance et le de´veloppement
de logiciels en perfectionnant le code source des projets.
2.2.1 Visualisation de la qualite´
Il existe de nombreux outils de visualisation qui mesurent la qualite´ d’un logiciel. La
plupart transforment les me´triques calcule´es sous forme graphique, mais ces repre´sentations
varient du tout au tout. Nous vous en pre´sentons quelque-uns.
CodeCity
Richard Wettel et al. [WL08] ont de´cide´ d’utiliser la me´taphore de ville pour de´crire un
projet. Les classes sont repre´sente´es par des buildings re´sidant dans des districts que sont les
paquetages. Pour transformer un projet en une vue graphique, le code source doit eˆtre parse´
puis mode´lise´ suivant des contraintes et enfin l’outil va effectuer un rendu graphique graˆce au
calcul des me´triques. Les auteurs ont relie´ chaque me´trique du logiciel a` un artefact graphique.
Le nombre de me´thodes est lie´ a` la hauteur du baˆtiment, le nombre d’attributs est associe´ a`
la taille de la base du baˆtiment et la couleur indique le nombre de lignes de code de la classe
4. http://www.andrewbragdon.com/codebubbles_site.asp
14 DASSONVILLE Je´re´my
2.2. Quelques outils de visualisation
partant du gris sombre (peu de lignes) vers un bleu intense (beaucoup de lignes). Le niveau
d’imbrication des paquetages est e´galement associe´ a` la couleur ou` un de´grade´ du bleu clair
vers le bleu fonce´ va eˆtre exe´cute´ en partant de la plus haute imbrication vers la plus basse.
L’utilisateur peut changer la repre´sentation de chaque me´trique par une autre correspondance
graphique. La figure 2.6 montre un exemple d’un projet repre´sente´ sous CodeCity
Figure 2.6 – CodeCity qui prend les sources du projet Java 1.5 en parame`tre
Ensuite, ils ont e´value´ CodeCity pour essayer de de´montrer son efficacite´ [WLR11] en
posant diverses questions relatives a` :
– la correction d’un programme,
– la re´duction du temps pour comprendre un programme,
– les types de taˆches effectue´es avec CodeCity par rapport a` un syste`me non visuel,
– l’ante´ce´dent de l’utilisateur (acade´mique et industriel),
– le niveau d’expe´rience de l’utilisateur se servant de l’outil.
Ils sont arrive´s a` la conclusion que leur outil permettait aux utilisateurs de gagner du temps
dans la compre´hension d’un programme (12% plus rapide) et de corriger plus efficacement
(24%) certains proble`mes dans les logiciels. Ils ont e´galement remarque´ que pour certaines
taˆches, CodeCity e´tait utilise´ de pair avec un tableur de type Excel. Tous les tests et re´sultats
se trouvent dans leur article [WLR11].
VERSO
Dans la meˆme ligne´e que Codecity, VERSO est un outil de visualisation conc¸u par
Guillaume Langelier [LSP05]. Il est base´ sur la me´taphore du Treemap de´veloppe´ par Shnei-
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derman [JS] mais qui a e´te´ modifie´ dans le cadre de ce projet. Cet outil a pour but de calculer
des me´triques et de les repre´senter sous forme graphique. La figure 2.7 montre l’environne-
ment de travail de VERSO en prenant comme parame`tre le projet open source Azureus
[LD07].
Figure 2.7 – Repre´sentation du projet Azureus par VERSO
Une plus large description des fonctions de cet outil sera faite dans le chapitre suivant a`
la section 3.2.1.
2.2.2 Visualisation de traces d’exe´cution
Il existe e´galement des outils qui utilisent les me´taphores de Treemap [JS] mais qui, en plus
de mettre l’accent sur la structuration d’un syste`me, analysent e´galement le comportement
du logiciel graˆce aux traces d’exe´cution 5. Nous pre´sentons ci-apre`s divers outils qui utilisent
ce syste`me pour analyser des programmes.
5. Une trace d’exe´cution est un fichier qui enregistre les diffe´rentes e´tapes de l’exe´cution d’un sce´nario d’un
programme.
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Evospace
Comme pour VERSO Evospace utilise aussi la me´taphore de city via des Treemaps
pour repre´senter un projet, mais il se de´marque par le fait que Philippe Dugerdil et Sazzadul
Alam - les auteurs de l’outil - ont voulu mettre l’accent sur les liaisons qui peuvent exister
entre les classes, comme les appels entre me´thodes [DA08]. Ces liaisons sont repre´sente´es par
des lignes partant d’un baˆtiment et allant vers un autre (cfr. figure 2.8).
Figure 2.8 – Exemple de repre´sentation d’un syste`me dans Evospace
E´tant donne´ qu’une trace d’exe´cution peut comprendre une grande quantite´ d’informa-
tions, les auteurs ont de´cide´ de la segmenter en diffe´rentes parties. C’est pourquoi ils pre´sentent
les classes vues de jour lorsqu’il n’y a aucune analyse et de nuit lorsqu’il y en a une. Les classes
colore´es dans la vue de nuit sont celles qui se trouvent dans le sce´nario de la trace d’exe´cution
(cfr. figure 2.9).
Figure 2.9 – Vue jour et nuit dans Evospace
Lorsqu’un utilisateur va commencer l’analyse d’une trace d’exe´cution, des liaisons vont
apparaˆıtre sur les baˆtiments pour montrer le chemin d’exe´cution du sce´nario enregistre´. Ceci
a un certain avantage de lisibilite´ au de´part mais l’e´cran peut tre`s vite eˆtre pollue´ par toutes
ces lignes.
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VASCO
Dans son me´moire, mademoiselle Fleur Duseau essaie d’identifier l’usage excessif d’objets
temporaires pour l’exe´cution d’un programme via une technique de visualisation [Dus11].
En effet ces objets temporaires, commune´ment appele´s object churn nuisent aux per-
formances d’une application. Leurs de´clarations ne font qu’alourdir les ressources alloue´es au
programme, ce qui donne plus de travail pour le ramasse-miettes 6, l’outil qui libe`re de l’espace
en me´moire interne.
Re´colte des donne´es Pour e´tudier ce phe´nome`ne, Fleur Duseau a analyse´ diffe´rentes
traces d’exe´cution d’un programme a` l’aide d’un outil de visualisation qu’elle a elle-meˆme
imple´mente´.
En effet, une trace d’exe´cution peut contenir e´norme´ment d’informations sur le com-
portement d’un logiciel. Avec elle, nous pouvons tre`s facilement calculer un arbre d’ap-
pels de me´thodes. La figure 2.10 montre un arbre d’appels dynamique calcule´ avec la trace
d’exe´cution. Nous avons la possibilite´ de fusionner un arbre pour en construire le graphe d’ap-
pels. Mais un graphe propose des chemins qui n’existent pas dans l’arbre. C’est pourquoi nous
transformons ce graphe avec l’arbre d’appels, ce qui donne un arbre de contexte d’appels 7.
Figure 2.10 – Exemple d’un arbre d’appels, d’un graphe et d’un arbre de contexte d’appels
Cet arbre nous permet de tirer des premie`res analyses, a` savoir quelles sont les me´thodes les
plus appele´es dans les diffe´rents sce´narios explore´s. Dans chaque me´thode, l’auteur va analyser
les objets temporaires pour essayer de les remplacer ou tout simplement les supprimer graˆce a`
l’utilisation de son outil. La figure 2.11 pre´sente les diffe´rentes e´tapes pour re´colter les donne´es.
6. Ou Garbage Collector en anglais
7. Ou Calling-Context Tree (CTT) en anglais
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Pour commencer, la trace dynamique de l’exe´cution est collecte´e par l’outil Jinsight 8, puis
ce meˆme outil construit un CCT a` partir de la trace d’exe´cution. Elude 9 effectue l’analyse
d’e´chappement sur l’arbre pour associer un graphe de connexions a` chaque nœud du CCT.
Enfin, l’outil Churni 10 fusionne le fichier en sortie d’Elude avec les informations d’allocations
re´cupe´re´es par Jinsight et produit un CCT avec des graphes de connexions re´duits.
Figure 2.11 – Approche de transformation en arbre de contexte d’appels acycliques
Pour repre´senter ces donne´es visuellement, Fleur Duseau a de´cide´ d’utiliser une technique
de Sunburst 11. Cette technique a pour but de transformer un arbre d’appels sous une forme
de cercles concentriques ou` la racine de l’arbre est place´e au centre et les descendants sont
dispose´s autour du centre. La figure 2.12 repre´sente un arbre d’appels transforme´ en Sunburst.
8. Programme d’analyse d’exe´cution de programme. http://www.research.ibm.com/jinsight/
docs/index.htm
9. Outil d’analyse, de´veloppe´ par Bruno Dufour, professeur a` l’Universite´ de Montre´al, qui peut identifier
des objets potentiellement temporaires dans une exe´cution de programme.
10. Outil non re´fe´rence´ par Fleur Duseau, qui a pour but de fusionner le CCT acyclique et le graphe de
connexions.
11. Me´taphore de´veloppe´e par J. Stako et E. Zhang dans leur article Information Visualization en 2000
a` la confe´rence InfoVis 2000
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Figure 2.12 – Transformation d’un arbre d’appels en Sunburst
Analyse Fleur Duseau visualise des me´thodes via le CCT fraichement ge´ne´re´ a` l’aide de
son outil VASCO. Elle a de´fini le degre´ de l’angle d’une me´thode dans le Sunburst par son
importance par rapport a` son parent. Plus l’angle est grand, plus la me´thode est importante
et inversement.
L’outil permet de visualiser deux me´triques simultane´ment a` l’aide de la couleur et de la
longueur de l’arc. La couleur repre´sente une valeur pour la me´thode et l’angle de´crit l’exe´cution
d’une me´thode. Il est possible de repre´senter d’autres me´triques, ce qui changera la couleur et
la longueur des arcs dans le Sunburst. La figure 2.13 constitue une illustration de l’utilisation
de l’outil. Elle est repre´sente´e comme suit :
– 1 : l’espace re´serve´ a` la visualisation d’un projet,
– 2 : l’historique des visualisations effectue´es,
– 3 : le panel indiquant la valeur des me´triques,
– 4 : la barre d’outils qui permet de changer de me´trique et de repre´sentation.
Figure 2.13 – L’outil VASCO
Pour de´tecter la pre´sence d’objets temporaires, Fleur Duseau doit effectuer deux e´tapes de
manie`re ite´rative. La premie`re est d’e´tudier l’e´valuation courante et la seconde est d’e´liminer
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les re´gions de´ja` e´tudie´es. L’utilisateur peut de`s lors filtrer des donne´es pour avancer plus
rapidement dans la taˆche qu’il souhaite accomplir. Il peut par exemple changer la racine
du Sunburst pour une meilleure visualisation des re´sultats calcule´s par VASCO. Ceci est
repre´sente´ a` la figure 2.14 ou` la me´thode montre´e par la fle`che devient le centre du cercle.
Il est possible d’effectuer d’autres ope´rations, mais celles-ci ne seront pas aborde´es dans ce
document.
Figure 2.14 – Exemple de changement de racine
Pour terminer, Fleur Duseau a prouve´ l’efficacite´ de son outil en permettant de repre´senter
les donne´es dans une vue unique. Les informations ne´cessaires a` la recherche des objets tem-
poraires a` e´liminer sont calcule´es a` partir de ces donne´es. Ceci garantit un moindre effort vu
que la taˆche a` accomplir est rendue plus facile et les interactions avec l’outil sont sauvegarde´es
au cours du temps, ce qui permet a` l’utilisateur de revenir plusieurs e´tapes en arrie`re pour
repartir vers une autre re´gion.
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Chapitre 3
Proposition d’un outil d’aide a` la
maintenance et au de´veloppement
de logiciels
Depuis quelques anne´es, les concepteurs ont acquis certains re´flexes pour de´velopper et
effectuer la mise a` jour de leurs logiciels. Certaines de ces habitudes peuvent eˆtre bonnes
comme elles peuvent eˆtre mauvaises. Par exemple, le fait d’utiliser un de´bogueur pour trouver
les anomalies d’un programme et ajouter de la documentation permet une plus grande facilite´
de compre´hension d’un logiciel. Par contre, l’ajout de logger ou de print pour corriger des
erreurs ne font qu’augmenter la taille d’un programme et son exe´cution sera plus lente.
Le fait de permettre a` un outil de visualisation d’aider les programmeurs a` la maintenance
et au de´veloppement de logiciels serait un grand avantage. En effet, les de´veloppeurs ont
tendance a` utiliser deux outils lors de la conception d’un projet. Le premier est l’e´diteur de
code, ge´ne´ralement Eclipse ou NetBeans, le second e´tant un logiciel de calculs de me´triques
pour mesurer la qualite´ du logiciel en cours de de´veloppement. Le fait de rassembler un logiciel
de visualisation et un e´diteur de projets en un seul outil, permettrait de re´colter un maximum
d’informations en un seul endroit.
Mais avant de proposer une solution qui re´glerait les deux proble`mes cite´s dans l’intro-
duction, inte´ressons-nous d’abord au fonctionnement du de´bogueur d’Eclipse et de l’outil de
visualisation VERSO pour mieux les comprendre.
3.1 L’outil de de´bogage Eclipse
Lors du de´veloppement de tout logiciel, il existe un outil tre`s utile pour aider a` la main-
tenance et a` la correction d’erreurs : le de´bogueur. Il en existe ge´ne´ralement un dans chaque
e´diteur de de´veloppement inte´gre´ tels qu’Eclipse ou NetBeans. Si ce n’est pas le cas, il est
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toujours possible d’en installer un pour le langage de programmation que l’on utilise. Dans
le cadre de notre me´moire, nous nous inte´resserons uniquement a` celui pre´sent dans Eclipse,
mais il faut savoir que la description de cet outil est valable pour tous les de´bogueurs quel
que soit l’e´diteur de de´veloppement utilise´ pour e´crire les lignes de code.
3.1.1 Pre´sentation de l’outil
Un de´bogueur est un outil qui permet d’exe´cuter des programmes de manie`re interactive
tout en parcourant le code source d’une classe a` travers ses variables [DOU07]. Lorsqu’un
utilisateur de´sire de´boguer son programme, Eclipse lui propose de passer a` la perspective
Debug. Cette perspective contient ses propres vues qui sont :
– la vue Debug
– la vue Variables
– la vue Breakpoints
– la vue Expressions
– la vue Display
Dans le cadre du me´moire, nous ne de´crirons que les trois premie`res (Debug, Variables et
Breakpoints).
La vue Debug
C’est par cette vue que l’exe´cution d’un programme peut se faire de manie`re interactive.
Elle est en quelque sorte le point central des notifications envoye´es par l’utilisateur.
Figure 3.1 – Repre´sentation de la vue Debug dans Eclipse
La figure 3.1 qui repre´sente la vue Debug, affiche les diffe´rents processus d’un programme
en cours d’exe´cution. Dans cet exemple, nous pouvons voir qu’il s’agit de la fonction Main qui
est en cours de de´bogage. Les diffe´rentes icoˆnes repre´sentent un e´tat ou un objet bien de´fini
au de´bogage. Voici les plus importantes a` retenir :
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Cette icoˆne repre´sente une taˆche 1 en cours d’exe´cution.
Cette icoˆne repre´sente un thread en suspens, car l’utilisateur est en train de le
de´boguer.
Cette icoˆne repre´sente une stackframe 2 d’un processus.
C’est a` partir de cette feneˆtre que nous pouvons controˆler interactivement un logiciel graˆce
aux divers boutons qui sont propose´s. En voici les plus importants :
Le bouton Resume permet de relancer le programme qui s’est interrompu a` un point
d’arreˆt 3. Le logiciel s’exe´cutera alors de fac¸on normale jusqu’a` ce que :
– soit il s’arreˆte normalement,
– soit il rencontre un autre point d’arreˆt,
– soit une exception non capture´e est leve´e jusqu’au somment de la pile d’exe´cution.
Ce bouton arreˆte tout simplement l’exe´cution du programme qui est en cours
d’exe´cution.
Le bouton Step Into permet d’entrer dans le corps d’une me´thode ou d’exe´cuter la
ligne courante pour aller ensuite vers la suivante. C’est l’ope´ration la plus couramment
utilise´e pour de´boguer un programme.
Le bouton Step Over exe´cute la ligne de code courante sans entrer dans le corps de
la me´thode pour directement passer a` la ligne suivante.
Le bouton Step Return exe´cute le corps de la fonction courante et la quitte pour
revenir au niveau supe´rieur.
Ce bouton permet de suspendre l’exe´cution normale d’une taˆche en cours d’exe´cution.
Il ne peut eˆtre utilise´ que si l’utilisateur a pre´alablement appuye´ sur le bouton Re-
sume.
1. Ou thread en anglais. Il faut savoir que chaque thread contient une pile d’exe´cution ou stack en
anglais
2. Une stackframe repre´sente une partie de la pile d’exe´cution. Chaque stackframe compose la stack
d’un thread
3. Un point d’arreˆt ou breakpoint en anglais est un me´canisme qui permet d’arreˆter un programme en
cours d’exe´cution si ce dernier a e´te´ lance´ en mode debug
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La vue Variables
Figure 3.2 – Repre´sentation de la vue Variables
La figure 3.2 qui montre la vue Variables, affiche les variables de la stackframe se´l-
ectionne´e depuis la vue Debug. Elles sont les instances des objets qui sont accessibles depuis
la me´thode courante. Nous pouvons y voir leurs valeurs en temps re´el qui sont repre´sente´es
de fac¸on line´aire si la variable est de type primitif, ou en arborescence contenant d’autres
variables s’il s’agit d’une liste.
Figure 3.3 – Repre´sentation d’une liste dans la vue Variables
Il faut noter qu’un utilisateur est capable de modifier la valeur d’une variable en temps
re´el, c’est-a`-dire lors de l’exe´cution du programme en cours de de´bogage a` travers cette vue.
Ceci permet aux de´veloppeurs de ve´rifier le comportement d’un logiciel pour certaines valeurs
et ainsi effectuer des corrections si cela s’ave`re ne´cessaire.
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La vue Breakpoints
Figure 3.4 – Repre´sentation de la vue Breakpoint
Cette vue, repre´sente´e par la figure 3.4, recense tous les points d’arreˆt de´pose´s dans l’en-
vironnement de travail. Nous pouvons les activer ou les de´sactiver a` partir de cette feneˆtre ou
dans le code source meˆme en double-cliquant sur une ligne de code.
Nous ne de´crirons pas davantage ce me´canisme pour la simple raison qu’il n’est pas
ne´cessaire d’en savoir plus pour la compre´hension de la suite de ce document 4.
3.1.2 Fonctionnement
Pre´sentation des e´le´ments d’un de´bogueur
La section pre´ce´dente expliquait comment utiliser le de´bogueur. Maintenant, nous allons
de´crire brie`vement son fonctionnement. Pour ce faire, nous allons l’introduire via la figure 3.5
[WFB04], qui repre´sente le cœur d’un de´bogueur sous Eclipse. Tous les e´le´ments repre´sente´s
sont des interfaces que l’utilisateur peut utiliser et re´-imple´menter pour cre´er son propre
de´bogueur.
4. Nous invitons les lecteurs inte´resse´s a` lire les diffe´rents me´canismes qu’il est possible d’effectuer dans le
travail de Jean-Michel Doudoux [DOU07]
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Figure 3.5 – Repre´sentation UML du mode`le de de´bogage sous Eclipse
Comme nous pouvons le voir, l’outil est compose´ de plusieurs artefacts qui ont chacun
leur propre roˆle bien de´fini. Nous nous focaliserons sur ceux qui nous concernent :
1. L’IDebugTarget est le contexte d’exe´cution de de´bogage, comme un processus ou
une machine virtuelle. C’est la racine de chaque e´le´ment pre´sent dans le de´bogueur et
il supporte les diffe´rents e´tats de l’outil qui sont :
– Terminate
– Suspend ou Resume
– Breakpoints
– Disconnect
Il faut le voir comme une instance d’un de´bogueur.
2. L’IThread est un flux se´quentiel de l’exe´cution d’informations du de´bogueur. Chaque
thread contient une stack. Celle-ci n’est disponible que si le processus courant est
dans l’e´tat Suspend. Un thread peut eˆtre dans un e´tat :
– Terminate
– Suspend ou Resume
– Stepping
3. L’IStackframe repre´sente le contexte d’exe´cution d’un processus suspendu par le
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de´bogueur ou une me´thode d’une classe. Cette interface contient les variables qui lui
sont visibles, celles de´clare´es localement et ses arguments a` l’exe´cution courante. Elle
peut supporter diffe´rents e´tats :
– Terminate
– Suspend ou Resume
– Stepping
4. L’IVariable repre´sente une structure visible dans la pile ou une valeur. Chaque va-
riable posse`de sa propre valeur qui peut contenir plusieurs sous-variables. Elle peut eˆtre
modifie´e en cours de de´bogage.
5. L’IValue montre la valeur d’une variable. Une valeur peut eˆtre une repre´sentation
d’une structure de donne´es complexe contenant plusieurs variables.
6. L’IBreakpoint permet aux utilisateurs de suspendre l’exe´cution d’un programme a` un
certain point dans le code. C’est ce me´canisme qui suspend un thread et le de´bogueur
notifiera la raison par l’envoi d’un signal breakpoint. Le processus ne sera remis en
route que par une interaction de l’utilisateur.
L’interaction entre e´le´ments
Apre`s la pre´sentation des composants importants du de´bogueur, expliquons maintenant
son fonctionnement.
Tout d’abord, pour de´boguer un programme, l’utilisateur doit poser un, voire plusieurs
points d’arreˆt dans le code source de son projet. S’il ne le fait pas, lancer le programme en
mode Debug e´quivaudrait a` le de´marrer en mode Run.
De`s que les points d’arreˆt ont e´te´ place´s, le programme peut commencer a` eˆtre de´bogue´.
Une instance de l’interface IDebugTarget sera alors cre´e´e et c’est elle qui va lancer les divers
processus du programme en cours de de´bogage. Les divers threads vont s’exe´cuter norma-
lement jusqu’a` ce que l’un d’entre eux rencontre un breakpoint. A` partir de cet instant,
l’utilisateur a le controˆle total du programme et peut le manipuler de manie`re interactive.
C’est en utilisant les fonctions de stepping 5 que le de´veloppeur empilera ou de´pilera la
stack du processus en suspens.
Nous pouvons ainsi voir la pile du thread qui augmente ou baisse selon la fonction step
choisie. Les variables pourront alors eˆtre accessibles via la vue Variables pour voir leur va-
leur en temps re´el ou encore pour pouvoir les modifier. Lors de la modification de la valeur
d’une variable, le comportement du programme va prendre en compte ce changement sans
devoir arreˆter le de´bogage et le relancer. Cette ope´ration s’effectue a` la vole´e et le de´bogueur
conside`re qu’il s’agit de la valeur initiale de la variable.
5. Voir les diffe´rentes fonctions steps qu’il est possible d’effectuer dans la description de la vue Debug
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Il existe encore d’autres fonctionnalite´s que le de´bogueur permet d’effectuer, mais les
principales sont celles qui viennent d’eˆtre explique´es et qui serviront pour l’imple´mentation
de notre solution.
3.2 L’outil de visualisation VERSO
Dans le domaine de la qualite´ d’un logiciel, il existe diverses techniques pour pouvoir
mesurer la qualite´ d’un processus et d’un produit. L’une d’entre elles est la visualisation d’un
logiciel. Son but est de calculer des me´triques d’un projet informatique et de les repre´senter
sous forme graphique. Dans la ligne´e de ce type de logiciel, nous avons choisi l’outil VERSO
qui permet ce genre d’ope´rations. De plus, e´tant donne´ qu’il a e´te´ de´veloppe´ comme un plug-
in pour Eclipse, il nous permettra facilement d’ajouter une communication entre lui-meˆme
et le de´bogueur d’Eclipse. Nous allons donc pre´senter ci-apre`s les fonctions importantes de
VERSO qui nous seront ne´cessaires, et expliquer brie`vement leur fonctionnement.
3.2.1 Pre´sentation de l’outil
VERSO ou la Visualisation d’E´valuation de Re´-inge´nierie des Syste`mes a` Objets est un
outil de visualisation, de´veloppe´ par Guillaume Langelier [Lan10], qui calcule les me´triques
d’un projet et les affiche sous forme graphique. Deux versions de l’outil sont disponibles,
l’une sous forme d’une application a` part entie`re, l’autre sous la forme d’un plug-in a` l’IDE
Eclipse. C’est uniquement avec cette dernie`re que nous allons travailler. La figure 3.6 montre
une illustration de l’outil visuel qui analyse un projet depuis l’environnement de travail de
l’e´diteur. Dans l’illustration, il s’agit du de´veloppement de VERSO qui est analyse´ par le
plug-in. L’outil pre´sente trois feneˆtres principales :
– le contexte visuel ou` s’illustre le projet sous une forme graphique,
– la feneˆtre supe´rieure droite qui recense les me´triques sur l’objet se´lectionne´ dans le
contexte visuel,
– la feneˆtre infe´rieure droite qui recense les bogues qui ont e´te´ repe´re´s par l’utilisateur et
qui les a e´nonce´s.
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Figure 3.6 – Illustration de VERSO dans l’environnement d’Eclipse
Chaque e´le´ment d’un projet a` sa propre repre´sentation dans le contexte visuel. Les paque-
tages sont repre´sente´s par une technique de Treemap base´e sur l’article de Brian Johnson et
Ben Shneiderman [JS], modifie´e par Guillaume Langelier lors du de´veloppement de VERSO
[Lan10]. Les classes et les interfaces sont ensuite place´es dans leur paquetage et sont respec-
tivement symbolise´es par un paralle´le´pipe`de rectangle et un cylindre. Les me´thodes ont la
meˆme repre´sentation que les classes, a` la diffe´rence pre`s que leur taille et leur position dans
la classe varient en fonction de leur nombre.
Pour repre´senter les me´triques d’un logiciel dans le contexte visuel, VERSO utilise diffe´-
rents Mappings pour les classer tels que la qualite´, le controˆle de version,... Il est donc possible
de voyager d’un Mapping vers un autre sans trop de difficulte´. La figure 3.7 propose un re´sume´
des vues et des informations accessibles depuis VERSO.
Figure 3.7 – Matrice 3D des vues atteignables dans VERSO par rapport a` la granularite´ et
l’e´volution du logiciel au cours du temps
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Le contexte visuel permet de repre´senter trois me´triques maximum suivant le niveau de
granularite´, les autres e´tant exprime´es dans la feneˆtre supe´rieure droite de VERSO. Il faut sa-
voir que la repre´sentation de ces me´triques a e´te´ fixe´e par une caracte´ristique visuelle et il n’est
pas possible de la changer dans la version plug-in de l’outil. Le changement de repre´sentation
graphique ne se fait que dans la version applicative de VERSO. Par exemple, dans la vue
Qualite´, pour les me´triques exprime´es par la couleur, celle-ci va virer du bleu (si la me´trique
est faible) vers le rouge (si la me´trique est forte). Le meˆme raisonnement a e´te´ effectue´ pour
la rotation et la hauteur des formes ge´ome´triques.
1. Au niveau des paquetages, deux me´triques sont repre´sente´es graphiquement :
– Le couplage entre les paquetages est repre´sente´ par la couleur.
– La complexite´ d’un paquetage est repre´sente´ par sa hauteur.
2. Pour les classes, les trois repre´sentations graphiques sont utilise´es :
– La couleur repre´sente le couplage entre les objets d’une classe.
– La hauteur affiche le poids des me´thodes pour la classe.
– La torsion indique le manque de cohe´sion dans les me´thodes de cette classe ou
l’he´ritage de la classe.
3. Enfin, les me´thodes utilisent e´galement les trois proprie´te´s graphiques :
– La couleur repre´sente le couplage entre les me´thodes.
– La hauteur affiche la complexite´ de la me´thode.
– La torsion indique la cohe´sion entre les me´thodes ou l’he´ritage.
Graˆce a` ce style de pre´sentation des donne´es, l’utilisateur emploie une et une seule vue
pour avoir acce`s a` ces informations et il n’est pas ainsi inonde´ par une multitude de feneˆtres
qui peuvent encombrer son environnement de travail.
3.2.2 Fonctionnement
La question que nous nous posons est de savoir comment VERSO peut calculer les
me´triques d’un projet. Pour cela, il utilise deux techniques :
– L’analyse statique
– L’analyse dynamique 6
L’analyse statique
L’analyse statique d’un programme consiste a` re´cupe´rer des informations sur le projet
en cours de de´veloppement lors de sa compilation. En effet, le compilateur, et en particulier
celui du langage Java, permet de repe´rer les erreurs de syntaxe et calculer certains proble`mes
se´mantiques 7. De cette manie`re, en se greffant au compilateur de la Java Virtual Machine
6. De´veloppe´ par Wassim Yakoub [Yak11]
7. Une variable non initialise´e ou une variable non utilise´e
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(JVM), VERSO peut calculer directement les diffe´rentes me´triques du projet en cours de
de´veloppement. De plus, lors de la modification du code source d’un programme, les me´triques
sont automatiquement recalcule´es et le contexte visuel est mis a` jour instantane´ment. Par
exemple, nous avons :
– le nombre de lignes de code d’un paquetage, d’une classe, ou d’une me´thode (LOC),
– le manque de cohe´sion entre les me´thodes (LCOM),
– la profondeur d’un arbre d’he´ritage (DIT),
– le poids d’une me´thode dans une classe (WMC),
– le couplage entre les objets (CBO),
– etc.
Cette liste est non exhaustive.
L’analyse dynamique
L’analyse dynamique consiste a` e´tudier le comportement d’un programme via une trace
d’exe´cution. Graˆce aux de´veloppements apporte´s par Wassim Yakoub [Yak11], VERSO peut
calculer de nouvelles me´triques et ainsi apporter plus d’informations sur la qualite´ d’un logi-
ciel. Via ces nouvelles me´triques, VERSO peut analyser le comportement d’un programme a`
travers le temps via la trace d’exe´cution. E´tant donne´ qu’une trace d’exe´cution est en re´alite´
statique, l’avantage est que nous pouvons faire des allers-retours dans le sce´nario pour mieux
analyser les diffe´rents e´tats d’une variable ou d’un objet.
Pour mieux distinguer les interactions entre les objets graphiques et les e´le´ments du projet,
la figure 3.8 montre les diffe´rents composants importants qui constituent une partie du cœur
de VERSO.
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Figure 3.8 – Diagramme de classe repre´sentant les composants importants de VERSO
Ces composants se de´crivent comme suit :
– La classe EntityRepresentation est l’e´le´ment graphique qui cre´e la forme ge´ome´tri-
que pour repre´senter la classe, l’interface, ou la me´thode qu’elle de´signe. Nous pouvons
voir qu’elle posse`de une couleur, une hauteur et un angle de rotation. Nous de´finissons
sa position dans le paquetage ou dans la classe dans le cas d’une me´thode, graˆce aux
deux variables entie`res posX et posY.
– La classe MethodRepresentation est une spe´cification pour l’imple´mentation de la
repre´sentation des me´thodes dans une classe.
– La classe ElementRepresentation est la spe´cification pour l’imple´mentation de la
repre´sentation d’une classe et d’une interface 8.
– La classe Mapping est la vue dans laquelle nous affichons certaines me´triques relatives
a` la repre´sentation choisie dans le contexte visuel.
– La classe Metric est la mesure d’un parame`tre d’un e´le´ment d’un projet informatique.
Elle a un nom et est d’un certain type : nume´rique, intervalle,...
– Les classes Method, Element, Classe et Interface repre´sentent leur propre concept
8. Une classe sera repre´sente´e par un paralle´le´pipe`de rectangle tandis que l’interface par un cylindre. Il
va de soi que la rotation d’un cylindre n’a aucun sens, mais e´tant donne´ qu’une interface n’est jamais tre`s
complexe, cela ne pose aucun proble`me pour la me´trique choisie.
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dans un projet de de´veloppement Java.
Bien e´videmment, VERSO posse`de bien plus de composants, mais nous nous focalisons sur
ceux qui seront ne´cessaires a` la cre´ation de notre de´bogueur visuel.
Maintenant que nous avons pre´sente´ et explique´ brie`vement les deux outils, passons a` la
proposition d’une solution aux deux proble`mes que nous avons e´nonce´s dans l’introduction.
3.3 Proposition de la solution
Avant de soumettre une proposition aux deux proble`mes que nous avons formule´s, nous les
rappelons brie`vement. Le premier est de rendre le de´bogueur plus convivial a` son utilisation,
le deuxie`me est de permettre l’utilisation d’un outil de visualisation pour la maintenance et
le de´veloppement de logiciels.
Apre`s avoir pre´sente´ les deux outils, nous avons retenu une solution qui serait d’ajouter
une communication entre ce plug-in et le de´bogueur d’Eclipse. L’avantage d’utiliser VERSO
est qu’il a e´te´ de´veloppe´ comme un plug-in. De ce fait, l’inte´gration de nouveaux composants
que l’e´diteur peut fournir est beaucoup plus facile 9. Pour re´ussir l’inte´gration du de´bogueur
a` l’inte´rieur de VERSO, les figures 3.5 et 3.8 peuvent nous aider. En ne retenant que les
composants ne´cessaires du premier diagramme de classe et en les fusionnant avec le deuxie`me,
nous obtenons un diagramme de classe pre´liminaire de ce que devra eˆtre notre outil (voir figure
3.9). Nous pouvons conside´rer ce sche´ma UML comme e´tant une partie de l’architecture de
l’outil. Nous remarquons que les variables n’e´tant pas repre´sente´es dans VERSO, le seul moyen
de cre´er la communication entre le de´bogueur et le contexte graphique se trouve au niveau
des me´thodes.
9. Voir les tutoriaux sur la conception d’un plug-in ou d’une application RCP a` ces adresses [plua], [plub],
[rcp]
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Figure 3.9 – Diagramme de classe repre´sentant la fusion des composants importants du
de´bogueur et de VERSO
A` partir de ce point, l’outil de de´bogage sera plus ergonomique et permettra aux utilisa-
teurs d’abandonner leurs mauvaises habitudes au profit de l’utilisation de cet outil. De plus,
l’outil de visualisation qui incorporera une composante de de´bogage permettra d’eˆtre utilise´
pendant le de´veloppement et la maintenance de logiciels.
Le chapitre suivant traitera des diffe´rentes e´tapes du de´veloppement, a` savoir les ques-
tions pose´es pour re´aliser l’imple´mentation de la communication, les objectifs fixe´s pour la
re´alisation de l’outil et les choix d’imple´mentation.
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Chapitre 4
De´veloppement de l’outil :
VersoDebug
Pour atteindre l’objectif qui est de permettre d’utiliser des techniques de visualisation
dans la maintenance et le de´veloppement de logiciels, nous allons ajouter une fonctionnalite´
a` l’outil VERSO que nous appellerons VersoDebug, pour ne pas la confondre avec la version
originale. Cette fonctionnalite´ lui permettra d’utiliser le de´bogueur d’Eclipse pour traduire
les donne´es fournies et les interpre´ter dans son contexte visuel. Le de´veloppement de l’outil
va se baser sur le diagramme de classes pre´sente´ a` la figure 3.9 qui est l’architecture de notre
solution que nous allons imple´menter.
4.1 Un de´bogueur visuel
Pour que VersoDebug utilise le de´bogueur d’Eclipse, nous allons ajouter une communica-
tion entre eux. Ensuite, a` chaque notification que le de´bogueur enverra, notre solution devra
interagir en conse´quence. La premie`re version consistera a` afficher le chemin d’exe´cution dans
l’environnement visuel du processus en cours de de´bogage ainsi que son contexte. Enfin, nous
e´valuerons l’outil pour en tirer les conclusions concernant l’ajout ope´re´.
Avant de commencer le de´veloppement du de´bogueur visuel, nous devions tout d’abord
pre´parer l’environnement de de´bogage. En effet, VersoDebug utilise divers Mappings pour
analyser la qualite´, le Versioning, le controˆle,... en calculant des me´triques. Nous avons donc
de´cide´ de cre´er notre propre Mapping que nous avons intitule´ mvDebug. De`s que le pro-
gramme sera lance´ en mode Debug, cela provoquera un changement automatique vers le
nouveau Mapping pour permettre aux utilisateurs de voyager d’un Mapping a` l’autre sans
perte d’informations.
Nous avons de´cide´ de cre´er une me´trique qui calculera la position d’une me´thode dans la
pile d’exe´cution. E´tant donne´ qu’il s’agit d’une me´trique dynamique, nous ne pouvions utiliser
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la technique de calcul des me´triques a` la compilation formule´e dans la the`se de Guillaume
Langelier[Lan10] et explique´e dans la section 3.2.2 dans le paragraphe sur l’analyse statique.
C’est pourquoi le rapport de Wassim Yakoub [Yak11] fourni avec le code source et explique´
dans la section 3.2.2 dans le paragraphe concernant l’analyse dynamique, nous a aide´s a`
cre´er la me´trique dynamique. Nous de´ciderons plus tard a` quelle technique visuelle nous
l’associerons, a` savoir la couleur, la hauteur ou l’orientation de la forme ge´ome´trique.
4.1.1 Ajout de la communication entre les deux outils
Comme explique´ dans les diffe´rents didacticiels concernant la conception d’un plug-in
ou le de´veloppement d’une application RCP [plua], [plub] et [rcp], nous devons ajouter les
de´pendances ne´cessaires a` la communication entre l’outil et le de´bogueur. La figure 4.1 montre
les diffe´rents composants que nous avons inse´re´s. Ces composants sont les suivants :
– org.eclipse.debug.core. Ce paquetage permet de communiquer avec le cœur du de´bogueur
quel que soit le langage de programmation utilise´.
– org.eclipse.debug.ui. Ce paquetage permet d’utiliser les boutons de l’interface graphique
relatifs a` l’utilisation du de´bogueur.
– org.eclipse.jdt.debug. Ce paquetage permet d’utiliser le de´bogueur relatif au langage de
programmation Java.
– org.eclipse.jdt.debug.ui. Ce paquetage permet l’utilisation des boutons de l’interface gra-
phique relatifs au de´bogueur pour Java.
Figure 4.1 – Ajout des de´pendances pour la communication entre VersoDebug et le
de´bogueur d’Eclipse
4.1.2 E´coute des notifications du de´bogueur
Une fois la communication e´tablie, il faut pouvoir re´ceptionner et re´agir en fonction de la
notification rec¸ue. Pour ce faire, nous devons imple´menter l’interface IDebugEventSetListener
[api]. La classe DebugEventListener.java a e´te´ cre´e´e. En voici l’imple´mentation.
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public class DebugEventListener implements IDebugEventSetListener {
/**
* Start the notification of the debugger
*/
public void startDebugEventListener() {
DebugPlugin.getDefault().addDebugEventListener(this);
}
/**
* Stop the notification of the debugger
*/
public void stopDebugEventListener() {
DebugPlugin.getDefault().removeDebugEventListener(this);
}
@Override
public void handleDebugEvents(DebugEvent[] events) {
//TODO implement this
}
}
Listing 4.1 – DebugEventListener
C’est dans la me´thode handleDebugEvents que nous allons re´cupe´rer toutes les notifi-
cations du de´bogueur et cela nous permettra de faire interagir VersoDebug comme nous le
souhaitons. Les me´thodes startDebugEventListener et stopDebugEventListener ont pour but
respectivement de de´marrer ou d’arreˆter l’e´coute des notifications du de´bogueur.
Arrive´s a` ce stade, nous nous sommes pose´ deux questions :
1. Comment repre´senter la pile d’exe´cution ?
2. Comment repre´senter le contexte ?
4.2 Repre´sentation de la pile d’exe´cution
Pour re´pondre a` la premie`re question, nous avons re´fle´chi a` plusieurs solutions :
1. tracer des lignes au-dessus des blocs repre´sentant les classes,
2. proce´der a` un de´grade´ de couleurs,
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3. changer les dimensions des blocs repre´sentant les classes qui sont dans la pile d’exe´cution.
Nous avons rejete´ la premie`re solution tout simplement parce que si la pile d’exe´cution du
processus en cours de de´bogage est tre`s grande, le nombre de lignes serait trop important et
pourrait diminuer la visibilite´ du contexte visuel.
C’est pourquoi nous nous sommes oriente´s vers la deuxie`me proposition. En effet, le
de´grade´ de couleurs ne diminuera pas la visibilite´ du contexte visuel ainsi que la lecture
des informations affiche´es sur l’e´cran. Nous avons cre´e´ une me´trique que nous avons nomme´e
StackLevel et nous l’avons lie´e aux coloris des classes et me´thodes du contexte visuel. Dans
son article, en ce qui concerne les couleurs a` prendre en compte, Maureen Stone [Sto06] de´crit
assez bien celles qu’il faut choisir et dans quelles circonstances. Elle pre´cise que nous devons
se´lectionner notre palette entre deux ou trois couleurs maximum. De plus, le gris doit eˆtre
utilise´ pour montrer la neutralite´. C’est pourquoi cette couleur sera choisie pour identifier les
classes et les me´thodes qui ne seront pas actives dans le processus en cours de de´bogage. Pour
celles qui le seront, nous avons opte´ pour la couleur rouge, repre´sentant la me´thode qui se
trouve au plus haut niveau de la pile d’exe´cution et le blanc pour celle qui est au plus bas.
Pour calculer le de´grade´, nous avons utilise´ l’algorithme 1 qui prend le format de couleurs
RVB, pour le rouge, le vert et le bleu des deux pigments choisis pour repre´senter les classes,
l’une la plus ancienne et l’autre la plus re´cente.
Algorithme 1 Calcul du de´grade´ de couleurs
Entre´es: C1 ∈ RGB, C2 ∈ RGB, Cl ∈ ClassProject, N ∈ NbreElementInStack, List <
ClassProject >∈ ElementInStack
pour i = 0→ N − 1 faire
Class← List.get(i)
si i = 0 && N > 1 alors
Class.color = C2
sinon
red = C2.red + C1.red−C2.redN ∗ (N − i)
green = C2.green + C1.green−C2.greenN ∗ (N − i)
blue = C2.blue + C1.blue−C2.blueN ∗ (N − i)
Class.color = RGB(red, green, blue)
finsi
fin pour
Cl.color = C2
Il faut noter que cet algorithme fonctionne de la meˆme manie`re pour les me´thodes. Si
plusieurs me´thodes d’une meˆme classe se trouvent dans la pile d’exe´cution, la couleur que
prendra la repre´sentation de la classe sera celle de la me´thode qui se trouvera au plus haut
niveau de la pile d’exe´cution. De plus, ce seront uniquement les classes qui se trouveront dans
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le projet qui changeront de couleur, les librairies 1 annexes importe´es dans un projet n’e´tant
pas repre´sente´es dans VersoDebug.
Le proble`me est qu’avec un de´grade´ de couleurs, certains utilisateurs pourraient avoir
du mal a` distinguer deux nuances tre`s proches l’une de l’autre. Ce sont principalement les
personnes atteintes de troubles de la vue (daltonisme, mal-voyance,...) qui seraient le plus
concerne´es. Malgre´ tout, ils doivent eˆtre capables d’utiliser l’outil. C’est pourquoi nous avons
de´cide´ de rajouter la troisie`me solution pour optimiser la repre´sentation de la pile d’exe´cution,
qui consiste a` changer la dimension des classes et me´thodes qui se trouvent dans la stack du
processus en cours de de´bogage. E´tant donne´ que nous ne pouvons Mapper une me´trique a`
plusieurs facteurs visuels, nous avons cre´e´ une nouvelle me´trique qui a la meˆme fonction que
la pre´ce´dente. Pour les diffe´rencier, nous les avons respectivement appele´es :
1. StackLevelC pour le lien avec la couleur.
2. StackLevelH pour le lien avec la hauteur.
Le changement de dimension se fait de telle sorte que la longueur et la largeur du cube
augmentent d’une taille fixe, tandis que la hauteur augmente en fonction de la position de la
me´thode dans la pile d’exe´cution. Il se forme alors un de´grade´ de taille entre les diffe´rentes
classes. De cette fac¸on, nous pouvons nous poser la question de savoir si les de´grade´s de tailles
et de couleurs suffisent a` accentuer le focus sur les classes et me´thodes qui se trouvent dans
la pile d’exe´cution du processus en cours de de´bogage.
4.2.1 FishEye OpenGL
E´tant donne´ que VersoDebug utilise une librairie OpenGL, nous nous sommes demande´s
si nous ne pouvions pas utiliser un effet graphique pour accentuer le focus sur les classes
et me´thodes qui figurent dans la pile d’exe´cution par rapport aux autres. C’est la raison
pour laquelle nous avons voulu essayer d’effectuer un effet FishEye sur la repre´sentation
graphique de la classe.
Cet effet consiste a` appliquer une lentille qui a pour effet de transformer le champ de
vision humain en celui du poisson. Les figures 4.2 [chab] et 4.3 [chaa] montrent le champ de
vision normal d’un poisson compare´ a` celui d’un humain. Nous remarquons que le champ de
vision est beaucoup plus grand chez le poisson (180˚) que chez l’homme (120˚).
1. Nous entendons par librairie un re´pertoire de fonctions de´ja` existantes utilise´es pour l’imple´mentation
d’un projet.
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Figure 4.2 – Champ de vision du poisson
Figure 4.3 – Champ de vision humain
Le re´sultat d’un effet FishEye est une transformation du champ de vision humain vers celui
du poisson qui a pour effet de rendre le centre de l’image nette et d’effectuer un re´tre´cissement
vers l’extre´mite´ de l’image. Nous pouvons voir le genre d’effet artistique obtenu a` la figure
4.4.
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Figure 4.4 – Effet FishEye
Le but est d’appliquer cet effet sur chaque repre´sentation d’une classe qui se trouve dans
la pile d’exe´cution en cours de de´bogage. Cette classe sera le centre de l’image et les classes
en sa pe´riphe´rie subiront une re´pulsion, ce qui accentuera le focus sur cette classe.
Mais le proble`me est que nous ne pouvons appliquer cet effet sur plusieurs points de la
sce`ne. En effet, le fait de poser une lentille qui provoque la transformation voulue ne peut se
faire que sur toute l’image et pas sur plusieurs points de l’image. Nous avons donc abandonne´
cette solution pour aller vers la cre´ation personnalise´e d’un effet FishEye.
4.2.2 FishEye personnalise´
Pour pallier le proble`me concernant l’utilisation du FishEye sur plusieurs points de la
came´ra, nous proposons de cre´er notre propre effet. Il consiste a` cre´er une re´pulsion sur les
objets se situant en pe´riphe´rie de la classe ou me´thode qui se trouve dans la pile d’exe´cution
du processus en cours de de´bogage.
Pour illustrer nos propos, imaginons d’une part qu’une classe qui doit subir le focus, eˆtre
le centre d’une rose des vents (figure 4.5) et d’autre part, les classes a` sa pe´riphe´rie qui
subissent une re´pulsion par rapport au centre. Seules les classes e´loigne´es de deux niveaux
par rapport au centre seront affecte´es. Nous de´finissons une classe de niveau 1, une classe
qui est une voisine directe avec la classe qui se trouve dans la pile d’exe´cution. Une classe de
niveau 2 est une voisine directe avec une classe de niveau 1. Celles de niveau 1 verront leur
dimension baisser tre`s fortement, et celles de niveau 2 baisseront e´galement, mais en moindre
importance.
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Figure 4.5 – Rose des vents
Le proble`me qui se pose alors est de savoir comment une classe va re´agir si elle doit subir
la re´pulsion de deux centres de gravite´. Pour re´pondre a` cette question, nous avons cre´e´ le
tableau 4.1 qui synthe´tise le comportement qu’une classe va avoir en fonction de sa position
d’origine et de la direction demande´e.
N S W E NW NE SW SE
N N C NW NE N N W E
S S SW SE W E S S
W W C W N S S
E E N N S S
NW NW N W C
NE NE C E
SW SW S
SE SE
Table 4.1 – Comportement de la re´pulsion
Nous avons e´galement de´cide´ que si une classe de niveau 1 doit subir une re´pulsion de
niveau 2, alors aucun changement ne s’ope´rera sur elle pour des raisons de priorite´.
Ensuite, il nous a e´te´ permis de de´terminer si nous voulions que le de´placement se fasse
uniquement a` l’inte´rieur du paquetage de la classe, ou que les classes qui se trouvent dans le
paquetage voisin soient aussi soumises a` la re´pulsion. Pour chaque repre´sentation d’une classe,
VersoDebug calcule la position logique a` l’inte´rieur d’un paquetage ainsi que sa position re´elle
dans tout le projet, ce qui a rendu le travail tre`s facile a` imple´menter.
En ce qui concerne les me´thodes, nous voulions appliquer le meˆme effet, mais leur agence-
ment dans les classes ne se faisait pas de la meˆme manie`re que celui dans les paquetages. En
effet, la construction et le placement des me´thodes 2 rendent le FishEye personnalise´ inutili-
2. voir le paragraphe 4.1.2.2 de la the`se de Guillaume Langelier[Lan10]
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sable. Les me´thodes qui se trouvent dans la pile d’exe´cution grossissent et poussent les autres
en dehors de la classe, ce qui rend l’affichage totalement illisible. Pour pallier ce proble`me,
nous avons de´cide´ d’afficher uniquement les me´thodes qui se trouvent dans la pile d’exe´cution,
les autres n’e´tant tout simplement pas repre´sente´es dans le contexte visuel.
4.2.3 Aperc¸u de l’outil lors d’une exe´cution
Apre`s l’imple´mentation de la repre´sentation du chemin d’exe´cution du processus en cours
de de´bogage, nous avons teste´ notre outil sur le programme open source JHotDraw. Les
figures 4.7, 4.8, 4.9 et 4.10 montrent l’interaction de notre outil avec ce logiciel lorsque nous
le de´boguons a` partir de la me´thode main.
Figure 4.6 – Repre´sentation du programme JHotDraw avant de commencer le de´bogage
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Figure 4.7 – De´but de de´bogage avec l’effet FishEye personnalise´ autour de la classe conte-
nant la me´thode main
Figure 4.8 – Premier exemple de de´grade´ avec les effets FishEye
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Figure 4.9 – Deuxie`me exemple de de´grade´ avec les effets FishEye
Nous remarquons qu’une des classes initialement petite dans la figure 4.8 a change´ de
dimension dans la figure 4.9 en raison de son implication dans la pile d’exe´cution
Figure 4.10 – Exemple de de´grade´ avec vue sur les me´thodes
4.3 Repre´sentation du contexte
La repre´sentation de la pile d’exe´cution e´tant termine´e, nous nous sommes occupe´s de la
repre´sentation du contexte des me´thodes se trouvant dans la pile d’exe´cution. Pour rappel,
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l’un des buts de VersoDebug est de contenir un maximum d’informations dans une seule vue
pour e´viter a` l’utilisateur de naviguer d’une feneˆtre a` l’autre 3.
Nous avons de´cide´ de ne plus utiliser la vue Variables d’Eclipse et de la remplacer par
une technique de Tooltip 4 qui affiche les variables courantes lorsque nous passons le curseur
sur la classe ou la me´thode qui se trouve dans la pile d’exe´cution en cours de de´bogage.
Cette technique est tire´e des principes des Tooltip dans Eclipse. C’est-a`-dire que lorsque nous
passons le curseur sur des lignes de code, une feneˆtre apparait en affichant la javadoc associe´e
au code ou` la souris s’est arreˆte´e. Son corps est en fait un tableau qui comprend deux colonnes,
a` savoir : le nom de la variable et sa valeur. Comme pour la vue d’Eclipse, il est possible de
descendre dans la hie´rarchie d’une variable compose´e 5 pour voir les attributs et leur valeur en
temps re´el. La figure 4.11 repre´sente le re´sultat obtenu en affichant les variables de la me´thode
main. Les variables sont args et os qui ont respectivement les valeurs id=31 et windows7 dans
le cas pre´sente´.
Figure 4.11 – Repre´sentation du contexte d’une me´thode
L’affichage des valeurs des variables apporte certains avantages : la suppression d’une
vue dans Eclipse et un gain d’espace pour agrandir l’environnement visuel. Ceci permet une
meilleure visibilite´ du contexte.
Deux questions principales sont apparues lors du de´veloppement de cette solution, a` sa-
voir :
3. Ceci est explique´ en de´tail dans la the`se de Guillaume Langelier [Lan10] dans les sections 3.1 a` 3.3 inclus
4. Un Tooltip est une boite de dialogue qui apparaˆıt lorsque nous passons le curseur sur un objet pre´cis.
5. Variable compose´e de une a` plusieurs variables.
DASSONVILLE Je´re´my 47
4.4. Le multi-threading
– Quelle stackframe afficherons-nous si plusieurs me´thodes d’une meˆme classe participent
au de´bogage lorsque la vue est axe´e sur les classes ?
– Quelle stackframe afficherons-nous si une me´thode est re´cursive sur elle-meˆme ?
En effet, ces proble`mes sont apparus parce que nous ne pouvons afficher qu’un seul tooltip
par me´thode. C’est pourquoi nous avons de´cide´ d’afficher la stackframe la plus re´cente dans
le cas des deux questions pose´es.
4.4 Le multi-threading
Dans le cadre du de´veloppement ou de la maintenance de logiciels, il n’est pas rare que
plusieurs processus tournent simultane´ment. Le cas le plus fre´quent est lorsque deux processus
veulent acce´der a` une meˆme ressource de manie`re concurrente. C’est dans cette optique que
se pose le proble`me du de´bogage de plusieurs processus a` l’aide de notre outil.
La question que nous pouvons nous poser est comment pouvons-nous repre´senter le chemin
d’exe´cution de deux, voire plusieurs processus diffe´rents qui sont en cours de de´bogage ? Il
est rare que cela se produise, mais posons-nous tout de meˆme la question. Un concepteur
a` la possibilite´ de l’appliquer dans Eclipse, donc nous devons eˆtre capables de ge´rer ce cas
d’utilisation.
Une premie`re proposition e´tait de choisir deux palettes de couleurs pour les diffe´rencier.
Ainsi nous aurions pu voir le trace´ de toutes les taˆches en cours dans le contexte visuel.
Ceci aurait pu s’ave´rer inte´ressant, mais comment ge´rer une ressource partage´e par plusieurs
taˆches ? En effet, une ressource peut eˆtre utilise´e par divers processus de fac¸on simultane´e. De
ce fait, la couleur ne peut eˆtre assigne´e qu’a` une seule classe ou me´thode. Cela provoquerait
un trou dans le chemin d’exe´cution d’une taˆche et il en va de meˆme pour le de´grade´ sur
la hauteur.
Mais est-il vraiment possible de de´boguer deux processus en meˆme temps ? La re´ponse
a` cette question est positive, mais l’utilisateur ne peut avancer que dans une seule pile
d’exe´cution a` la fois. C’est pourquoi la deuxie`me solution que nous avons propose´e e´tait tout
simplement d’afficher uniquement la taˆche courante choisie par le de´veloppeur. En sugge´rant
cela, nous avons voulu rajouter un Combobox dans le contexte visuel qui contient tous les
processus en cours de de´bogage et permet ainsi au concepteur de choisir la taˆche a` montrer.
Mais en choisissant cette me´thode, nous rajoutions des informations redondantes par rapport
a` la vue Debug. En effet, elle liste tous les threads du programme et affiche leur pile pour
ceux qui sont en cours de de´bogage. Nous avons donc de´cide´ d’abandonner l’ajout de la liste
des processus au profit d’un Listener qui e´coute une taˆche ou une pile d’une taˆche en cours
de de´bogage pour l’afficher dans le contexte visuel. La figure 4.12 exprime le comportement
de VersoDebug lors du changement de thread en cours de de´bogage dans la vue Debug.
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Figure 4.12 – Diagramme de se´quence exprimant le comportement de VersoDebug lors du
changement de se´lection d’un thread
Dans ce chapitre, nous avons e´nonce´ tous les choix de notre imple´mentation pour en
arriver a` une version de VersoDebug capable de communiquer et d’interagir avec le de´bogueur
d’Eclipse. Notre outil affiche le chemin d’exe´cution d’un processus en cours de de´bogage et
peut afficher le contexte d’une me´thode lorsque nous passons le curseur sur sa repre´sentation
dans le contexte visuel. Le de´veloppement de la premie`re version de notre outil e´tant termine´,
il nous faut le tester sur un cas re´el.
Le prochain chapitre expliquera le de´roulement de l’e´valuation, et traitera de l’analyse des
re´sultats des sujets qui ont participe´ a` l’expe´rimentation de l’outil.
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Chapitre 5
E´valuation de l’outil VersoDebug
Apre`s le de´veloppement de l’outil, l’e´tape suivante consiste a` valider VersoDebug. Ce
chapitre pre´sente une e´valuation quantitative de notre outil qui a e´te´ construite en se basant
sur la me´thodologie de C.Wohlin et al. [WRH+00]. L’expe´rimentation sera divise´e en plusieurs
points :
1. les sujets qui participent a` l’expe´rience,
2. le temps imparti a` la re´alisation de la taˆche globale a` effectuer,
3. l’environnement de travail des utilisateurs,
4. les questionnaires et la taˆche principale.
Enfin, nous analyserons les re´sultats de l’e´valuation, ainsi que les commentaires des partici-
pants ayant utilise´ notre outil pour finalement tirer des conclusions sur l’expe´rience qui s’est
de´roule´e. La validation des re´sultats se fera par le biais de tests statistiques pour appuyer nos
dires et nous terminerons par nos commentaires sur l’e´valuation en tant que telle.
5.1 Pre´sentation de l’expe´rimentation
Cette expe´rimentation vise a` savoir si l’ajout d’une communication entre le de´bogueur
d’Eclipse et le plug-in VERSO permet d’apporter une aide a` la compre´hension d’un logiciel,
mais e´galement a` la correction des bogues plus rapidement. Les taˆches qui ont e´te´ demande´es
ont pour but de simuler des cas re´els d’utilisation. C’est pourquoi les sujets - qui ne connaissent
pas l’outil - doivent avoir une connaissance approfondie des langages de programmation, en
particulier Java, ainsi que de l’environnement de de´veloppement inte´gre´ Eclipse.
5.1.1 Les sujets
Les personnes ayant accepte´ de participer a` cette expe´rimentation et qui sont au nombre
de huit, sont des e´tudiants en dernie`re anne´e de Master en Sciences Informatiques aux Fa-
culte´s Universitaires Notre-Dame de la Paix de Namur. De ce fait, ils ont les compe´tences
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ne´cessaires pour re´aliser la taˆche qui leur est demande´e car ils ont normalement un bon ni-
veau de codage, surtout dans le langage de programmation Java. Ils ont duˆ corriger un bogue
dans un programme qu’ils ne connaissaient pas. E´tant donne´ que nous faisons une e´valuation
quantitative, nous avons distingue´ deux groupes lors de ce test :
– les personnes utilisant l’outil (quatre personnes),
– ceux ne l’utilisant pas (quatre personnes).
Les huit sujets ont e´te´ divise´s en deux groupes, l’un utilisant notre plug-in et l’autre pas,
ce qui nous a permis d’e´valuer notre outil. Bien que les participants e´taient re´pertorie´s dans
un groupe, chacun devait accomplir cette taˆche de manie`re individuelle. Il faut noter que les
personnes ont collabore´ de leur plein gre´, et que la participation a` cette expe´rience n’e´tait pas
obligatoire.
Il s’est ave´re´ que certains sujets n’ont jamais utilise´ de de´bogueur. Cela n’a pas pose´ de
proble`me dans le sens ou` nous essayons de rendre son utilisation intuitive via VersoDebug. Si
le sujet fait partie du groupe qui ne va pas utiliser l’outil, il est libre d’employer toutes les
techniques de de´bogage qu’il connaˆıt pour accomplir la taˆche.
5.1.2 Le temps
L’expe´rience avait une dure´e totale d’une heure, avec une pe´riode d’adaptation a` l’environ-
nement de VersoDebug d’environ quinze minutes. Du temps supple´mentaire e´tait e´galement
accorde´ aux personnes de´sirant apprendre le fonctionnement d’un de´bogueur pour utiliser au
mieux ses capacite´s. Cette dure´e, ainsi que le temps pris pour re´pondre aux diverses questions,
ne sont pas pris en compte pour l’expe´rimentation. Par contre, l’accomplissement de la taˆche
principale qui devait durer jusqu’a` trente minutes, e´tait chronome´tre´e dans le but d’e´tablir
des re´sultats de rapidite´ pour la correction du bogue dans le programme.
5.1.3 L’environnement de travail
Pour effectuer les taˆches a` accomplir, les participants disposaient de leur ordinateur per-
sonnel. Aucune connexion internet n’e´tait exige´e. Chaque machine devait eˆtre e´quipe´e d’un
syste`me d’exploitation Windows, d’une carte graphique de´die´e ge´rant les librairies OpenGL
(carte AMD ou nVidia), d’une machine virtuelle Java (JVM) utilisant un adressage en 32 bits
et d’une version de l’environnement de de´veloppement inte´gre´ Eclipse. E´tant donne´ que l’outil
utilise des librairies OpenGL, il fallait que la JVM ge`re e´galement cette spe´cification graphique
en y inse´rant les fichiers dll dans le dossier lib de la Java Runtime Environment. L’ins-
tallation de VersoDebug et son bon fonctionnement ne peut se faire qu’en respectant les
contraintes qui viennent d’eˆtre cite´es. Les personnes te´moins ont pu accomplir l’expe´rimenta-
tion sous un autre syste`me d’exploitation comme Linux ou MacOS X avec une JVM adresse´e
en 32 ou 64 bits.
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5.1.4 Les questions
Chaque participant a duˆ comple´ter un questionnaire avant de commencer l’expe´rience. Les
questions pose´es ont pour but de ve´rifier les capacite´s de l’utilisateur ainsi que ses ante´ce´dents,
ceci pour ne pas prendre en compte les re´sultats d’une personne n’e´tant pas apte a` accomplir
la taˆche correctement. Par exemple, quelqu’un n’e´tant pas capable de de´boguer un programme
par ses propres moyens ne pouvait eˆtre pris en conside´ration lors de la mise en commun des
re´sultats. Ensuite, deux autres questionnaires leur ont e´te´ remis, l’un dans le but de rassem-
bler les efforts fournis par les utilisateurs pour re´soudre la taˆche, et le dernier pour re´colter
les commentaires des utilisateurs sur l’expe´rimentation en ge´ne´ral. Ce dernier questionnaire
variait selon le groupe dans lequel l’utilisateur se trouvait.
La figure 5.1 reprend les diffe´rentes questions auxquelles l’utilisateur a re´pondu avant de
commencer l’expe´rience.
1. Avez-vous de´ja` utilise´ un de´bogueur ? Si oui, le(s)quel(s) et dans quel environnement ?
2. Utilisez-vous le de´bogueur lorsque vous programmez et pourquoi ?
3. Si la re´ponse a` la question 2 est positive, voudriez-vous ajouter une fonction au
de´bogueur ? Si oui laquelle ? Sinon pourquoi ?
4. Si la re´ponse a` la question 2 est ne´gative, qu’est-ce que vous utilisez pour corriger vos
programmes ?
5. Si la re´ponse a` la question 2 est ne´gative, qu’est-ce qui vous ame`nerait a` l’utiliser
volontairement ?
6. Avez-vous de´ja` utilise´ un logiciel de visualisation ? Si oui lequel et qu’en pensez-vous ?
Figure 5.1 – Questions pre´liminaires
Chaque participant devait alors corriger un bogue se´mantique dans un programme qu’il
ne connaissait pas. Nous leur avons dit d’exe´cuter le logiciel et d’effectuer diverses fonctions
pour qu’ils remarquent un mauvais comportement du syste`me et ainsi commencer la correc-
tion de l’erreur. Lors de cette correction, ils pouvaient tre`s facilement tester l’efficacite´ de leur
modification dans le code source du projet. Le programme test e´tait le logiciel JHotDraw,
e´diteur de dessin open source e´crit dans le langage de programmation Java. L’anomalie se
situait lors d’une se´lection ou d’un mouvement d’une forme ge´ome´trique dans l’environnement
de dessin. La partie de code ou` a e´te´ inse´re´ le bogue avec le code original se trouve en annexe A.
Pour cette partie de l’expe´rimentation, nous avons pose´ deux hypothe`ses que nous allons
ve´rifier suite aux re´sultats que nous avons obtenus :
– H0 : Le temps mis pour trouver et corriger un bogue avec VersoDebug est e´gal ou
infe´rieur a` l’utilisation d’outils annexes.
– H1 : VersoDebug re´duit l’effort pour la de´couverte et correction de bogues.
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Apre`s l’expe´rimentation, chaque sujet a duˆ comple´ter un questionnaire base´ sur la charge
de travail qu’ils ont duˆ fournir pour accomplir la taˆche qui leur a e´te´ demande´e. Cette se´rie de
questions est base´e sur celles de Nasa-TLX [CCPE09] et permet de calculer la charge mentale
d’un travail a` effectuer. Nous avons ajoute´ une troisie`me hypothe`se qui est :
– H2 : La charge mentale de la taˆche a` fournir est moins importante avec notre outil.
A` chacune de ces questions, nous devions ajouter une ponde´ration en fonction des hypothe`ses
que nous cherchons a` valider.
La liste de ces questions se trouve ci-apre`s.
1. Quels niveaux de demande mentale et d’activite´ perceptive e´taient ne´cessaires (par
exemple : penser, de´cider, calcul, me´moire, regarder, chercher, etc) ?
Les taˆches e´taient-elles faciles ou exigeantes, simples ou complexes ?
2. Quel niveau d’activite´ physique e´tait ne´cessaire ? Par exemple : pousser, tirer, tourner,
etc ?
Le taˆche physique e´tait-elle facile ou exigeante, lente ou rapide, reposante ou laborieuse ?
3. Comment e´tait le niveau de pression temporelle que vous avez ressentie en raison de la
vitesse ou allure a` laquelle les e´le´ments des taˆches se sont produits ?
4. E´tait-ce difficile (mentalement et physiquement) d’accomplir votre niveau de perfor-
mance ?
5. Comment pensez-vous avoir re´ussi dans l’accomplissement des objectifs de la taˆche fixe´e
par l’analyste (ou vous-meˆme) ?
A` quel niveau eˆtes-vous satisfait de votre performance dans l’accomplissement de ces
objectifs ?
6. Comment e´tait votre niveau d’inse´curite´, d’irritation, de de´couragement, de stress et de
contrarie´te´ lors de la taˆche ?
Figure 5.2 – Questionnaire concernant l’effort fourni pour accomplir une taˆche
Pour notre expe´rimentation, nous avons choisi de ponde´rer chaque question dans l’ordre
suivant :
– Demande mentale : 2 points
– Demande physique : 0 point
– Demande temporelle : 3 points
– Effort fourni : 2 points
– Performance : 5 points
– Niveau de frustration : 1 point
Dans le cadre d’une expe´rimentation en informatique, la demande physique d’un utilisateur
ne peut eˆtre prise en compte car aucun effort musculaire n’est demande´ pour re´aliser la taˆche.
Chacune de ces questions est reporte´e sur une e´chelle (cfr. figure 5.3) et l’utilisateur devait
choisir ou` il se situait. Chaque point e´quivaut a` une valeur allant de l’ordre de 1 a` 20.
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Faible Moyen Haut
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Figure 5.3 – E´chelle de mesure pour le questionnaire de la Nasa-TLX
Lorsqu’un participant a choisi toutes les valeurs, nous avons calcule´ la charge mentale
qu’il a ressentie pendant la re´alisation de la taˆche.
Conside´rons Ni la question i pose´e dans le test Nasa-TLX et Pi sa ponde´ration. Pour
calculer la charge mentale pour un travail donne´ MW, il faut effectuer le calcul suivant :
MW =
∑6
i=1Ni ∗ Pi. Plus le re´sultat est grand, plus il est mauvais et inversement.
Il faut souligner que pour la valeur de la performance, il faut inverser le re´sultat donne´
par l’utilisateur. Par exemple, s’il entre la valeur 16, nous devons prendre en compte 4. Ceci
est duˆ au fait que s’il pre´tend avoir effectue´ de bonnes performances, la charge mentale doit
diminuer et inversement.
Ensuite, chaque participant a duˆ comple´ter un questionnaire en fonction du groupe dans
lequel il a e´te´ place´. Chaque questionnaire a pour but de re´colter leurs commentaires re-
latifs a` l’expe´rience qu’ils viennent d’effectuer. La figure 5.5 concerne les questions apre`s
l’expe´rimentation permettant de re´colter les commentaires des utilisateurs quant a` l’utilisa-
tion de VersoDebug. Pour les te´moins, ils ont re´pondu aux questions pre´sente´es a` la figure
5.4.
1. Est-ce que les outils que vous avez utilise´s vous ont permis de trouver facilement le
bogue et pourquoi ?
2. D’apre`s vous, que faudrait-il ajouter a` Eclipse pour qu’il aide les de´veloppeurs lors de
la maintenance et le de´veloppement de logiciels ?
3. Suite a` cette expe´rimentation, pensez-vous utiliser le de´bogueur lors du de´veloppement
d’un autre projet ?
4. Avez-vous d’autres commentaires a` faire ?
Figure 5.4 – Questionnaire apre`s l’expe´rimentation pour les te´moins
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1. Est-ce que l’utilisation de l’outil e´tait intuitif et pourquoi ?
2. Est-ce que le contexte visuel vous a permis de de´tecter le bogue rapidement ? Si oui,
comment ?
3. D’apre`s vous, que faudrait-il ajouter a` VersoDebug pour qu’il aide les de´veloppeurs lors
de la maintenance et le de´veloppement de logiciels ?
4. Suite a` cette expe´rimentation, pensez-vous utiliser le de´bogueur lors du de´veloppement
d’un autre projet ?
5. Avez-vous d’autres commentaires a` faire ?
Figure 5.5 – Questionnaire apre`s l’expe´rimentation pour ceux ayant utilise´ VersoDebug
5.2 Re´sultats et analyses
Apre`s l’expe´rimentation, nous avons re´colte´ les re´sultats et les re´ponses aux questions
que nous re´sumons et analysons dans cette section. Nous allons d’abord montrer les re´ponses
concernant les questions pre´liminaires. Apre`s, nous comparerons les re´sultats des deux groupes.
5.2.1 Questionnaire pre´liminaire
Avant de commencer l’expe´rimentation, tous les participants ont re´pondu aux questions
pre´liminaires pour que nous puissions e´valuer leurs ante´ce´dents. Parmi les volontaires, seule-
ment deux ne connaissaient pas d’outil de de´bogage car ils n’avaient jamais pris le temps de
l’apprendre. C’est pourquoi, pour corriger ou modifier des logiciels lors de la maintenance, ils
utilisent des System.out.println ou des loggers pour afficher l’e´tat de certaines va-
riables lors de l’exe´cution de processus. Mais ils avouent qu’ils seraient preˆts a` l’utiliser si nous
ajoutions une composante graphique intuitive au de´bogueur pour l’un, ou tout simplement
nous ame´liorions le rendement du de´veloppement d’un projet pour l’autre.
Pour cette raison, nous avons de´cide´ de ne pas mettre ces deux personnes dans le meˆme
groupe pour comparer leurs re´sultats respectifs et ainsi ve´rifier si notre outil s’ave´rait intuitif
de`s sa premie`re utilisation.
Pour les autres, tous ont utilise´ au moins une fois un de´bogueur, ge´ne´ralement celui fourni
dans Eclipse pour le langage de programmation Java, sauf un sujet qui a utilise´ ce type d’outil
pour le langage Flex, ce qui ne pose aucun proble`me vu que le fonctionnement de ce type
d’outil est le meˆme quel que soit le langage employe´.
Parmi ces personnes, quatre d’entre elles pre´tendent l’utiliser de fac¸on ge´ne´rale ou occa-
sionnelle et ce pour diverses raisons :
– de´tecter des erreurs de programmation lors de l’exe´cution du programme,
– corriger des fonctionnalite´s posant certains proble`mes,
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– analyser l’e´tat de la me´moire alloue´e au processus.
Au niveau des fonctionnalite´s qu’ils se verraient ajouter a` l’outil de de´bogage, un sujet se dit
satisfait car il contient de´ja` toutes les informations ne´cessaires a` la correction des erreurs dans
un programme. Pour les trois autres, ils ont cite´ les ajouts suivants :
– la possibilite´ de voir (au moins) l’e´tat d’un programme avant que l’erreur ne se produise,
– une fonction qui indique directement la ligne de code qui peut poser proble`me,
– une correction automatique du bogue de´couvert.
E´tant donne´ que ces participants utilisent le de´bogueur lors du de´veloppement de leur projet,
nous en avons place´ deux dans le groupe te´moin et les deux autres dans le groupe qui s’est servi
de VersoDebug. Ces derniers n’emploient pas l’outil de de´bogage car ils pre´tendent perdre du
temps a` cause de sa lourdeur d’utilisation, ou bien parce qu’ils n’ont pas pris cette habitude
lors de leur de´veloppement de logiciels.
Comme pour les deux sujets n’ayant jamais utilise´ de de´bogueur, ils se servent des meˆmes
techniques pour corriger leurs erreurs de programmation, c’est-a`-dire les affichages des va-
leurs des variables dans la console de de´veloppement a` l’aide des loggers ou de la fonction
System.out.println. En ce qui concerne l’utilisation volontaire de l’outil, l’un compte
peut-eˆtre l’employer lorsqu’il faut e´valuer les e´tats de processus en cours d’exe´cution, tandis
que l’autre voudrait une preuve de son efficacite´.
Par rapport a` la connaissance et l’utilisation d’un outil de visualisation, tous les sujets
pre´tendent avoir de´ja` utilise´ CodeCity, pre´sente´ dans la section 2.2.1, sauf deux personnes
qui ne connaissent pas de logiciel de visualisation. Tous les autres ont un avis plus ou moins
mitige´ sur ses avantages ou ne comprennent pas son utilite´ dans le monde du ge´nie logiciel.
Certains trouvent qu’il est pratique pour repre´senter de gros projets et ainsi comprendre
les de´pendances qui peut exister entre les classes, tandis que d’autres cherchent encore son
ve´ritable inte´reˆt ainsi que sa valeur ajoute´e pour mesurer la qualite´ d’un logiciel.
A` la vue de ces re´sultats pre´liminaires, nous avons pu de´duire que tous les participants
ont e´te´ aptes a` effectuer notre taˆche principale, meˆme si certains ont eu besoin d’un temps
d’adaptation. Nous avons donc pu prendre en compte tous les re´sultats des participants lors
de l’expe´rimentation qui a suivi, ce qui nous a permis de valider l’expe´rience de chaque sujet.
L’analyse des re´ponses au questionnaire pre´liminaire e´tant termine´e, nous allons e´tudier
les re´sultats de la taˆche principale qui consistait a` corriger un bogue se´mantique dans le
programme open source JHotDraw.
5.2.2 Correction du bogue
Nous re´sumons dans cette section, les re´sultats de la taˆche principale. Dans un premier
temps, nous pre´sentons les taux de re´ussite ou d’e´chec pour chaque sujet ayant participe´ a`
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l’expe´rimentation. Pour cela, nous allons retenir trois valeurs ordinales pour de´terminer de la
re´ussite ou de l’e´chec de l’exercice :
– KO pour les personnes n’ayant pas re´ussi a` trouver le bogue,
– OK pour les personnes ayant corrige´ le bogue,
– Bien pour les personnes ayant corrige´ en partie le bogue ou celles qui e´taient sur la
bonne voie.
Ensuite, nous allons analyser les re´sultats de chacun en faisant des tests de statistiques pour
pouvoir tirer les premie`res conclusions sur l’utilisation de notre outil. Le tableau 5.1 recense
les temps affiche´s en minutes, la re´ussite de la taˆche a` accomplir lors de l’expe´rimentation, le
montant de la charge mentale obtenue en fonction des re´sultats indique´s par chaque partici-
pant avec l’utilisation du plug-in VersoDebug ou non.
Sujets 1 2 3 4 5 6 7 8
Temps >30 10 25 >30 >30 >30 >30 >30
Re´ussite Bien OK OK Bien Bien KO Bien KO
MW 45.5 24 45 56 94 124.5 86.5 103.5
Utilisation de VersoDebug Non Non Non Non Oui Oui Oui Oui
Table 5.1 – Tableau recensant le temps et la re´ussite de la taˆche
En jetant un premier coup d’œil a` ces re´sultats, nous pouvons dire qu’ils sont ne´gatifs. En
effet, nous remarquons que parmi tous les participants, seulement deux ont re´ussi l’expe´rimen-
tation dans les temps et deux n’ont pas re´ussi a` trouver et corriger le bogue. Pour les autres,
nous avons duˆ arreˆter l’expe´rimentation car ils ont mis plus de 30 minutes pour le trouver
et le corriger. C’est pourquoi, en regardant de plus pre`s les dure´es de chacun, nous nous
apercevons que l’utilisation ou non de VersoDebug n’influence pas la rapidite´ du travail. De
plus, les deux personnes qui n’ont pas pu re´ussir la taˆche qui leur a e´te´ demande´e ont utilise´
notre plug-in. Pour valider ces propos, nous avons utilise´ le test de Mann-Withney 1 pour
valider les re´sultats concernant le temps et la charge mentale. Au niveau de la performance,
nous avons employe´ le test ANOVA 2. Chaque test a e´te´ effectue´ sur les deux groupes de
personnes.
Test du temps Nous allons tester les deux groupes de personnes pour savoir si le temps
moyen du groupe te´moin est e´gal ou supe´rieur au temps moyen du groupe de personnes ayant
utilise´ VersoDebug. En calculant la moyenne des temps de chaque groupe, nous obtenons 29,5
minutes pour le groupe te´moin, et 52,25 minutes pour le second groupe. En effectuant le test
de Mann-Withney sur les donne´es recueillies, le re´sultat de la p-value est e´gal a` 0.04331.
E´tant donne´ que le re´sultat est infe´rieur a` 0.05, nous pouvons conclure que VersoDebug
n’ame´liore pas le temps pour trouver et corriger un bogue. L’hypothe`se H0 n’a donc pas pu
1. Test de´crit dans [WRH+00] a` la page 100
2. Test de´crit dans [WRH+00] a` la page 105
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eˆtre de´montre´e.
Test de la charge mentale Comme pour le test sur le temps, nous avons calcule´ la
moyenne des re´sultats obtenus des deux groupes. Pour rappel, plus les re´sultats sont hauts,
plus un groupe a duˆ re´fle´chir plus longuement pour effectuer la taˆche. Les personnes n’ayant
pas utilise´ notre outil ont une moyenne de 42.625 de charge mentale tandis que les autres ont
102.125. Nous constatons une grande diffe´rence entre les deux groupes, ce qui en re´sulte une
p-value e´gale a` 0.02092 en ayant effectue´ le test de Mann-Withney.
Nous pouvons tre`s facilement en de´duire que notre outil n’est pas intuitif a` la premie`re
utilisation et donc que l’hypothe`se H1 ne peut pas non plus eˆtre valide´e.
Test de la performance Pour le test sur la performance, nous avons attribue´ une valeur
en fonction de la re´ussite de l’exercice ou non. Un point pour les personnes ayant trouve´ et
corrige´ le bogue, un demi-point pour ceux e´tant sur la bonne voie, et ze´ro pour ceux qui
ne l’ont pas trouve´. Avec ces points, les moyennes calcule´es suivant les groupes sont de 0.75
pour le groupe te´moin et 0.25 pour le groupe ayant employe´ VersoDebug. Pour de´duire les
re´sultats, nous utilisons le test ANOVA, ce qui nous donne comme p-value 0.0498.
L’e´cart e´tant moins important par rapport aux tests pre´ce´dents, nous de´duisons que la
charge mentale avec ou sans l’outil est e´quivalente. L’hypothe`se H2 ne peut eˆtre de´montre´e.
Ceci nous permet de tirer une premie`re conclusion : l’utilisation de VersoDebug n’aide pas
les utilisateurs a` trouver et corriger plus rapidement un bogue que le de´bogueur en lui-meˆme.
De plus, notre outil n’influence pas la charge mentale pour re´soudre ce type de proble`me. Les
trois hypothe`ses H0, H1 et H3 n’ont donc pas pu eˆtre prouve´es.
5.2.3 Questionnaire final
En dernier lieu, nous avons re´colte´ les commentaires des participants apre`s l’expe´rimen-
tation suivant le groupe auquel ils appartenaient.
Groupe ayant utilise´ leurs propres outils
Les personnes te´moins qui, pour rappel, ont employe´ leurs propres outils pour trouver et
corriger le bogue, ont duˆ re´pondre aux questions pre´sente´es a` la figure 5.4.
Comme mentionne´ dans le tableau 5.1 qui montre les re´sultats, seuls les sujets 2 et 3 ont
re´ussi a` trouver le bogue dans les temps. Ils ont tous les deux analyse´ la stacktrace pour
parcourir le chemin d’exe´cution via la vue Debug, et de plus, graˆce a` divers outils propose´s par
Eclipse, il e´tait e´galement possible de remonter aux endroits ou` cela pouvait poser proble`me.
Les deux autres personnes e´taient, malgre´ le temps e´coule´, presque arrive´es a` trouver le bogue.
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Elles ont employe´ la meˆme technique que les deux personnes qui ont trouve´ et corrige´ le bogue,
mais d’une manie`re moins rapide.
Suite a` l’expe´rimentation, certains sujets ont propose´ de rajouter quelques fonctionnalite´s
qui pourraient aider plus facilement les de´veloppeurs a` trouver et corriger des erreurs de
programmation. Parmi les ajouts pre´sente´s, nous avons :
– avoir le chemin d’exe´cution dans les me´thodes avec les diffe´rents tests effectue´s (avec
les tests de conditions if-then-else et les diffe´rents types de boucles for-while),
– pouvoir revenir a` l’e´tat stable du programme avant que l’erreur ne survienne.
Enfin, parmi les personnes te´moins, toutes ont de´cide´ d’utiliser le de´bogueur lors du
de´veloppement d’un autre projet informatique car ils ont remarque´ qu’il e´tait d’une grande
aide, malgre´ ses lacunes en ce qui concerne la quantite´ importante de me´moire qu’il doit
utiliser pour fonctionner correctement. Sinon, ils pre´conisent tout de meˆme d’effectuer une
formation pour les de´veloppeurs de´butants pour leur permettre de de´couvrir cet outil et de
l’utiliser de manie`re efficace.
Groupe ayant utilise´ VersoDebug
Les personnes ayant employe´ notre outil pour re´aliser la taˆche qui leur a e´te´ demande´e
ont re´pondu aux questions pre´sente´es a` la figure 5.5.
A` savoir si VersoDebug e´tait intuitif d’utilisation, trois sujets sur quatre ont re´pondu de
manie`re ne´gative a` la question car :
– la documentation qui a e´te´ fournie n’e´tait pas assez explicite,
– l’interface manquait de fluidite´,
– la spe´cification pour utiliser les points d’arreˆt e´tait absente.
Le dernier sujet trouve au contraire qu’il est tre`s facile d’avoir des informations sur les classes
et me´thodes durant le de´bogage.
En ce qui concerne l’aide pour trouver le bogue, la` encore les sujets sont unanimes. Apre`s
une petite utilisation du contexte visuel, ils passent directement aux anciennes me´thodes
qu’ils utilisent habituellement et laissent de cote´ VersoDebug. La principale raison est que le
plug-in n’est pas assez pre´sent pour le de´bogage, qu’il manque de fluidite´ lors de l’interaction
avec les fonctions stepping ou tout simplement parce que la stacktrace est plus parlante
pour certains. Le de´bogueur et VersoDebug utilisent tous les deux de grandes quantite´s de
ressources syste`me pour leur traitement. C’est une des raisons pour laquelle l’environnement
de de´veloppement inte´gre´ Eclipse a arreˆte´ de fonctionner deux fois de suite chez le sujet 8.
C’est pourquoi les utilisateurs proposent diverses ame´liorations pour une meilleure aide
au de´bogage. Ces ide´es sont les suivantes :
– une plus grande pre´sence dans le de´bogage d’un programme sous Eclipse,
– ame´liorer la fluidite´ de VersoDebug lorsque l’utilisateur cherche a` corriger un proble`me
dans un logiciel,
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– une meilleure documentation de son utilisation pour qu’il soit plus intuitif,
– une utilisation inde´pendante de VersoDebug sans devoir utiliser la vue Debug pour tra-
vailler.
Suite a` cette expe´rimentation, 50% des participants ayant employe´ notre outil sont preˆts
a` commencer a` utiliser le de´bogueur dans des projets futurs a` condition d’avoir un certain
confort d’utilisation lors du de´bogage de programmes et plus de fluidite´. Mais les re´sultats
et les commentaires relatifs a` l’emploi de VersoDebug pour trouver et corriger un bogue sont
moins probants.
5.2.4 Commentaires de l’expe´rimentation
Bien que nous ayons valide´ les re´sultats par des tests statistiques, nous devons les prendre
avec quelques re´serves. En effet, e´tant donne´ le nombre de sujets ayant participe´ a` notre
expe´rimentation, les analyses de ces re´sultats ne sont pas concluants. En fait, nous aurions duˆ
prendre un plus grand e´chantillonnage pour les valider, mais la disponibilite´ des personnes ne
le permettait pas. Enfin, nous aurions duˆ proposer une se´ance d’information aux participants
pour apprendre a` utiliser l’outil correctement, tout en leur accordant un peu plus de temps
pour re´soudre la taˆche principale.
De ce fait, nous ne pouvons valider entie`rement notre expe´rimentation a` travers cette
e´valuation pour les raisons que nous venons de citer. Mais cette expe´rience a permis de
mettre en avant certains de´fauts de notre outil qu’il faudra corriger a` l’avenir.
Le prochain et dernier chapitre de ce me´moire traite des ame´liorations futures que nous
pouvons apporter a` VersoDebug et de la conclusion.
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Chapitre 6
Conclusion
Dans ce me´moire, nous avons pre´sente´ un nouvel outil qui doit apporter une aide aux
de´veloppeurs lors de la conception et la maintenance d’un logiciel. Dans ce chapitre, nous
pre´sentons la conclusion de ce document en e´nonc¸ant ce qui a e´te´ fait avant la proposition
de l’outil, la contribution de l’auteur par rapport a` l’existant, et nous terminerons par les
ame´liorations et travaux futurs.
6.1 Re´alisations de l’existant
Le but est de permettre aux programmeurs d’utiliser le de´bogueur aux de´pens des tech-
niques trop souvent utilise´es comme les System.out.println, ou les loggers pour af-
ficher les valeurs des variables sur la console de de´veloppement. De plus, les personnes qui
analysent les syste`mes informatiques en utilisant des outils de visualisation, souhaitent pou-
voir e´tudier l’e´tat d’un programme a` un instant bien pre´cis quel que soit le sce´nario voulu.
C’est pourquoi nous avons propose´ un outil de visualisation qui communique avec le de´bogueur
d’Eclipse pour re´pondre a` la demande des analystes et rendre l’outil de de´bogage plus intuitif
en lui fournissant une composante visuelle.
Avant d’aborder l’approche de de´veloppement de notre outil VersoDebug, nous avons
e´tudie´ le domaine de l’existant en ce qui concerne la modification de la pre´sentation du code
source en premier lieu, et les outils de visualisation en second lieu. Dans le premier cas, nous
nous sommes inte´resse´s aux ame´liorations que pouvait apporter un tel changement pour les
de´veloppeurs et ainsi en tirer un maximum d’avantages. Ceci a e´te´ longuement traite´ dans la
toute premie`re version de VERSO qui, pour rappel, a pour but de pre´senter le code source
d’un projet de fac¸on visuelle et d’en calculer diverses me´triques pour aider les de´veloppeurs
dans la maintenance et la conception de logiciels.
En second lieu, nous avons e´tudie´ divers outils de visualisation qui existaient dans le
domaine de l’analyse dans le ge´nie logiciel. Nous avons remarque´ que le concept de ville a
61
6.2. Contributions du me´moire
e´te´ fortement utilise´ par de nombreux outils comme CodeCity, VERSO ou encore Evospace.
Ce dernier a d’ailleurs apporte´ une composante inte´ressante pour e´tudier le comportement
de syste`mes informatiques en analysant des traces d’exe´cution. En effet il permet l’affichage
du chemin de l’exe´cution d’un processus en cours de de´bogage en introduisant le concept de
jour/nuit dans le contexte visuel. Mais les outils de visualisation ne s’arreˆtent pas la`. VASCO,
par exemple, utilise e´galement des traces d’exe´cution, mais pour repe´rer l’utilisation excessive
d’objets temporaires et pouvoir les supprimer. Nous pouvons ainsi optimiser le logiciel au
niveau des ressources que le syste`me peut lui allouer.
6.2 Contributions du me´moire
La diffe´rence que nous avons apporte´e par rapport aux diffe´rents outils qui analysent des
traces d’exe´cution, est que nous avons utilise´ le de´bogueur comme moyen de compre´hension
d’un syste`me informatique. Cet outil permet d’exe´cuter un programme de manie`re interactive
en progressant pas a` pas suivant les lignes de code du projet. Ceci nous permet d’e´tudier un
logiciel durant son exe´cution et non plus via des sce´narios enregistre´s qui limitent l’e´tude de
son comportement. Pour rendre le de´bogueur plus attractif d’utilisation, nous avons propose´
de lui ajouter une communication avec la version plug-in de VERSO qui s’inte`gre a` Eclipse.
Cela nous a permis de rendre le de´veloppement de notre outil beaucoup plus facile.
Au niveau de l’imple´mentation de VersoDebug, plusieurs choix ont e´te´ propose´s. Apre`s
plusieurs analyses, nous avons garde´ celui qui nous paraissait le plus adapte´, c’est-a`-dire la
traduction de la stackframe du processus en cours de de´bogage dans le contexte visuel.
Pour afficher le chemin d’exe´cution, nous avons opte´ pour un de´grade´ de couleurs allant du
blanc (qui indique le bas de la pile) vers le rouge (le haut de la pile). Pour les gros pro-
jets avoisinant les 350 classes, nous avons voulu accentuer le focus sur celles qui participent
au de´bogage. C’est pourquoi, en plus de la couleur, nous avons ajoute´ les dimensions comme
autre caracte´ristique graphique et nous les avons augmente´es. Pour celles ne faisant pas partie
de la pile d’exe´cution et e´tant voisines d’une classe qui est dans la stackframe, nous avons
diminue´ leur taille. Ensuite, de nombreux programmeurs affichent la valeur des variables sur
la console de de´veloppement. Pour re´pondre a` leurs besoins, nous avons de´cide´ d’afficher ces
informations dans un tooltip reprenant le nom et la valeur de la variable en temps re´el.
En dernier lieu, nous avons e´value´ notre outil en faisant une expe´rimentation in vitro. Des
e´tudiants de l’universite´ de Namur y ont participe´ de leur plein gre´ pour ve´rifier les hypothe`ses
que nous avons pose´es. Elles sont :
– H0 : Le temps mis pour trouver et corriger un bogue avec VersoDebug est e´gal ou
infe´rieur a` l’utilisation d’outils annexes.
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– H1 : VersoDebug re´duit l’effort pour la de´couverte et correction de bogues.
– H2 : La charge mentale de la taˆche a` accomplir est moins importante avec notre outil.
L’e´valuation consistait a` corriger un bogue se´mantique dans un programme inconnu des par-
ticipants. Nous avons ensuite analyse´ les re´sultats retenus en effectuant les tests de Mann-
Withney pour les hypothe`ses H0 et H2, et celui d’ANOVA pour H1. En analysant les
solutions, il s’est ave´re´ que le contexte visuel du de´bogueur n’a pas significativement aide´ a`
la de´couverte du bogue dans l’e´tat actuel des choses. Certes, il affiche la pile d’exe´cution sous
une forme graphique, mais il s’est ave´re´ inutile dans la recherche du proble`me. Malheureuse-
ment, nous ne pouvons valider ces re´sultats pour la simple raison que l’e´chantillon que nous
avons eu e´tait tre`s petit et que les participants ne connaissaient pas l’outil a` utiliser. C’est
pourquoi les trois hypothe`ses que nous avons pose´es n’ont pas pu eˆtre ve´rifie´es.
6.3 Travaux futurs
Enfin, nous terminons par les critiques et les ame´liorations qui peuvent eˆtre apporte´es.
Graˆce aux commentaires re´colte´s pendant l’expe´rimentation, nous avons des pistes de de´ve-
loppement futur.
Tout d’abord, il faudrait que notre outil soit plus fluide avec les interactions du de´bogueur.
En effet, l’ajout d’un contexte visuel n’a pas du tout aide´ les utilisateurs. La fluidite´ est
apparue eˆtre une cause de la non utilisation de l’outil. C’est en re´glant ce proble`me que nous
pourrions avancer. Ensuite, il faudrait que VersoDebug ait son environnement propre. Le fait
de devoir interagir avec la vue Debug et le contexte visuel n’a pas non plus aide´ a` la navigation
durant l’expe´rimentation.
Au niveau des ame´liorations futures que nous pouvons apporter, nous proposons une in-
teraction comple`te de l’outil avec l’utilisateur que ce soit lors de l’exe´cution du programme
ou lors de son de´bogage. Imaginons qu’un logiciel tourne et qu’une exception intervient. Le
contexte visuel met en e´vidence, via une couleur attirante, la classe d’ou` provient l’erreur. En
fonction de l’exception qui est intervenue, nous pourrions remonter jusqu’a` la source de l’er-
reur. Par exemple, si un NullPointerException intervient sur une variable, cela veut dire
qu’elle n’a pas e´te´ initialise´e. Dans ce but, le contexte visuel pourrait mettre en couleur toutes
les classes ou me´thodes ou` une initialisation de la variable est appele´e dans la stackframe
ou` l’erreur s’est produite.
En conclusion, l’outil que nous proposons, dans l’e´tat actuel des choses et dans la version
que nous avons teste´e, n’aide pas les de´veloppeurs a` trouver et corriger des bogues dans des
programmes qu’ils ne connaissent pas. Par contre, il peut servir de base de travail pour de
nouvelles fonctionnalite´s qui seraient en mesure de fournir l’aide souhaite´e.
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Annexe A
Code source de l’expe´rimentation
public class SelectionTool extends AbstractTool
implements ToolListener {
protected void setTracker(Tool newTracker) {
if (tracker != null) {
tracker.deactivate(getEditor());
tracker.removeToolListener(this);
}
tracker = newTracker;
if (tracker == null) {
tracker.activate(getEditor());
tracker.addToolListener(this);
}
}
}
Listing A.1 – Partie du code a` corriger
public class SelectionTool extends AbstractTool
implements ToolListener {
protected void setTracker(Tool newTracker) {
if (tracker != null) {
tracker.deactivate(getEditor());
tracker.removeToolListener(this);
}
tracker = newTracker;
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if (tracker != null) {
tracker.activate(getEditor());
tracker.addToolListener(this);
}
}
}
Listing A.2 – Partie du code original
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