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Abstract
Today’s ﬂexible demands and short product life cycles have lead to a modular thinking for machinery and plant engineering. A
hidden challenge for this sector is the maintenance of plant documentation throughout the entire operating time of the machine
components. This paper introduces an architecture for updating plant documentation. The concept is based on a ﬂexible master-
slave hierarchy for IT-integrated machine components and aims at detecting physical changes in them. The standard data exchange
format AutomationML functions as a decentralized and up-to-date virtual representation of each component carrying all types
and contents of both construction and documentation disciplines.
c© 2016 The Authors. Published by Elsevier B.V.
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1. Introduction
After the initial operation of a machine, the technical
documentation is, due to the long operating time, at a cer-
tain point within the life cycle no longer topical. Therefore,
it is compulsory to add technical documentation updates
to delivered machines. This paper introduces a hierarchy
concept to update a virtual machine or plant representa-
tion so that components can be added and removed in the
Cyber Physical System (CPS) without any loss of topi-
cality for the machine documentation. For this reason,
this article introduces an application scenario for chang-
ing welding torches to explain the general architecture.
1.1. Technical documentation
An up-to-date technical documentation is essential to
conform to the machine guidelines of 2006/42/EG[1].
Technical documentation includes the technical documents
of the machine and plant producer in addition to the dec-
laration of conformity. These documents are the basis to
place a machine or plant in the market and into operation.
Important details for the documentation are information
about the construction, design and functions. These doc-
umentation parts will be divided into an internal and ex-
ternal technical documentation[2].
1.2. Application scenario
Carl Cloos Schweisstechnik GmbH (Cloos) develops,
manufactures and delivers innovative welding machines for
manual and automated applications. After delivery, it is a
normal process to change components in a machine life cy-
cle. The life cycle process can be divided into three phases:
the beginning of life, middle of life and end of life. A com-
mon and recommended way in the end-of-life phase is to
reuse components, complete machines or entire plants and
integrate such components in a new way. Within a produc-
tion plant (middle of life) this is a usual change process,
too[3]. Therefore, Cloos conducts, for the application sce-
nario, a retooling of diﬀerent welding torches (i. e. metal
active gas (MAG) and tungsten inert gas (TIG) welding):
the TIG welding torch (ﬁgure 1 on the right) and a robot
with the MAG welding torch (presented on the left). In
addition, they apply diﬀerent welding torches using dif-
ferent power supply modules and cable assemblies. How-
ever, a more important aspect is that the torch exchange
leads to an obsolete technical documentation for the entire
machine because the new welding technology documenta-
tion is frequently not delivered afterwards. In the case of
Cloos, documentation is created as a closed unit. It would
be very helpful if the up-to-dateness of the technical docu-
mentation and of the process was supported by a software
program.
 2016 The Authors. Published by Elsevier B.V. This is an open access article under the CC BY-NC-ND license 
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Figure 1. robot-based welding power source: welding robot (left)
with a MAG welding torch (in the left box), TIG welding torch
(right), source: Carl Cloos Schweisstechnik GmbH
2. Requirements
An upcoming change of perception in the manufactur-
ing industry is triggered by technologies like the Internet.
Due to the continuous generation of data (like sensors,
computer networks, data acquisition systems, and so on),
the consumption of new platforms has risen dramatically.
New Cyber Physical Systems (CPS) are now at the cen-
ter of attention in order to combine physical systems and
virtual representations[4]. In an industrial context, more
and more information about the machine state, diﬀerent
sensors or products are needed, following i. e. [4,5]. This
supposes that a machine is fully described in the cyber
physical context. This implies diﬀerent requirements for
technical documentation within a Cyber Physical System,
respectively a Cyber Physical Production System (CPPS)
concerning the entire plant or machine. The demand to
record technical documentation and the derived techno-
logical requirements are described below.
2.1. Provision of technical documentation
The relevance to create documentation for machines has
risen signiﬁcantly in the last years. The term technical
documentation is deﬁned here as internal documentation
(i. e. stock-lists), proof of product features (i. e. risk as-
sessment) and external documentation (i. e. spare parts
catalogue)[6]. In an industrial context, technical documen-
tation is an important topic. Three major requirements
can be derived for the provision of technical documenta-
tion:
• entire documentation and process transparency
• currentness of the entire machine documentation
• context-based provision of technical documentation
The ﬁrst aspect is concerned with the demand of an
entire machine documentation along with transparency
for the process. A full description contains i. e. instruc-
tions (reasonably foreseeable misuse included), notes on
the functional principle, maintenance procedures, engi-
neering drawings, circuit diagrams, etc. This is a le-
gal obligation and necessity to take a machine into op-
eration in Europe[1]. In the virtual context this implies
that every machine component has to be fully described,
too. Another necessary requirement, also derived from the
machine guidelines, is the need for continuous updates.
The current conﬁguration has to be described for the ma-
chine so that the documentation is up to date, i. e. af-
ter a component change. A relatively new requirement
in the industrial context without any legal reasons is the
demand-actuated access to technical documentation. This
approach uses technical documentation, needed in the legal
context, to increase the availability of information. This
attempt has a more practical inﬂuence and tries to use
technical documentation as a direct support in the pro-
duction process. A tool change like switching the welding
torches (MAG to TIG) on a welding robot is a possible
example. The information must be context-based if a con-
structor uses technical documentation for a machine as
assistant support to construct a new component, since the
mechanic is only interested in the tool change procedure
and not in the circuit diagrams of the control unit. The
up-to-date record for an entire machine is done manually
by the manufacturing company and will not be updated af-
ter distribution because tool replacement or other changes
cannot and will not be detected. Because of this missed
update, the currentness of a machine is not given and,
therefore, the entire documentation is incomplete. Apart
from this, the contextual information is missing so that
none of the mentioned requirement can be fulﬁlled. This
leads to the lead of new approaches for technical documen-
tation.
2.2. Requirement speciﬁcation
The previous ﬁndings lead to a technological demand
for the plant manufacturer. The combination of diﬀer-
ent components in a virtual representation is necessary to
develop an adequate software architecture. Booch et al.
provide the following deﬁnition:
”
[...] an architecture is
the set of signiﬁcant decisions about the organization of
a software system[...]“[7]. A software architecture assigns
functionality to software components and describes them.
To fulﬁll this demand, a software concept derived from the
previous requirements has to be deﬁned:
• ﬂexible integration
• scalability
• platform with real-time performance and robustness
On the basis of the previously mentioned requirements
for the provision of technical documentation, a ﬂexible in-
tegration and variation of components has to be provided.
A ﬂexible integration is only possible by decoupled com-
ponents. This leads to a high interchangeability. For the
entire documentation, a data interchange format has to be
chosen and a software architecture, divided into diﬀerent
layers, has to be introduced to build such a virtual rep-
resentation. The demanded software architecture has to
be scalable in order to handle increasing data traﬃc more
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ﬂexibly considering the possible system explanation. In
addition, the developed platform has to perform in real-
time. Whereby real-time means that the system updates
a virtual representation after a state change (i. e. replac-
ing or exchanging a tool) in an appropriate time. This
update depends on the context and could take place e. g.
some minutes after a tool replacement of a MAG torch. To
accomplish a context-based documentation, an eﬃcient in-
formation system with user interfaces has to be developed.
Based on this demand, the architecture has to be solid
against accidental misuse and oﬀer reliability. [3,5]
3. Cyber System Connector
The research project Cyber System Connector (CSC)
has the objective to support the technical documenta-
tion process through a virtual representation. The idea
is that diﬀerent components within the CSC know every-
thing about themselves and the logical and physical inter-
faces to other components. To realize a new perspective
for technical documentation, certain assumptions have to
be implemented. In the following subsections, the aspects
for the Cyber System Connector will be brieﬂy described.
3.1. Documentation strategy
One strategy to record machine or component infor-
mation beside the classical technical documentation lay-
out is to use the Darwin Information Typing Architecture
(DITA) approach. DITA applies topics to describe com-
pleted issues so that documentation is written in encapsu-
lated and closed units. It is a very interesting attempt to
create technical documentation. The Cyber System Con-
nector uses the topic approach to record the machine in-
formation because this attempt considers closed documen-
tation units without any layout information. This oﬀers
a high modularity and makes the ﬂexibility possible that
is needed to build an entire, up-to-date and context-based
documentation. The concept is described in [8].
3.2. Data base for technical documentation
The XML-based exchange format AutomationML [IEC
62714] will be used to describe machinery components
among themselves and arrange them hierarchically as com-
pleted objects. Within this standard, a ﬁrst integration
concept for technical documentation is mentioned in [8]
and is used in the CSC project. A ﬁle system is used in
this context as a persistence layer due to the used inter-
change format of AutomationML. To realize the knowledge
base, a special process engine is implemented so that the
persistence objects will be in the main memory. This en-
gine contains the logic to handle the complete speciﬁcation
of a machine or to add and remove hierarchical parts of the
description.
3.3. Software architecture
In software engineering, there are many diﬀerent ar-
chitectures, e. g. service-oriented architecture (SOA) or
event-driven architecture (EDA). An SOA focuses on en-
tities oriented on ﬁne-grained technology and on business-
centric views and oﬀers a service portfolio. It uses a con-
ventional request/reply mechanism.[9] An EDA uses an
event-centric approach. Such an event-triggered behaviour
is a process for a system after the arrival of an event, pro-
duced by a source [10]. The communication process is done
over a broker with the publishing and subscribing mecha-
nism (see ﬁgure 2). The broker oﬀers processing rules for
deﬁned events or event patterns. Every CPS within the
CSC platform can subscribe (no. 1 in ﬁgure 2) to such
rules. A CPS component can publish events (no. 2), a
broker receives these events and if the broker ﬁnds an ap-
propriate processing rule it informs all pending CPS com-
ponents (no. 3). With this process control, a ﬂexible inte-
gration of components is possible because the participants
do not have to know each other[11]. Besides the ﬂexibil-
ity, an event-driven approach provides the other techno-
logical requirements robustness and scalability. From the
perspective of business processes, the demand for current-
ness, real-time behaviour, transparency and eﬃciency of
professional decisions can be satisﬁed[12].
Figure 2. Event procedure in an event-driven architecture
4. CSC architecture concept
The global objective for the CSC architecture is to
provide a framework for the implementation of a current
cyber-physical plant or machine representation, with a fo-
cus on technical documentation. The next sections de-
scribe the entire CSC architecture concept.
4.1. CSC architecture
A normal software concept is usually determined by
three layers. The database layer, the logical controller
and the graphical user interface[13]. The CSC architec-
ture uses these layers, too, visualised in ﬁgure 3. The user
interaction is the top layer and provides human machine
interfaces. This layer oﬀers the graphical visualisation.
The underlying layer is connected by XML and provides
the logical controller to interpret information or export the
context-based technical documentation. The needed data
is requested through the virtual representation layer and
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is sent through the described AutomationML interchange
format. To extend the virtual representation with machine
states or other sensors on a very low level, an Open Plat-
form Communications Uniﬁed Architecture (OPC UA) in-
terface is prepared1. For the development of an event-
driven architecture, we deﬁne user events, information
events, virtual events and sensor events as diﬀerent event
types.
Figure 3. logical CSC architecture, divided into the user interaction,
information systems and the virtual representation.
4.2. Processing model
In an event-driven architecture, there are diﬀerent com-
ponents. One component (event source) detects relevant
information and generates an event object. An event
source sends a message to a broker (like the CSC-CPS
on the left side in ﬁgure 2). The source does not know
anything about by whom and how the event could be pro-
cessed because it has no information about the existence
of a processing unit. The broker distributes the events
to event sinks (consumer). The event consumer (CSC-
CPS on the right side in ﬁgure 2) is another component
within the architecture and reacts as soon as it has re-
ceived the event object. An object does not contain any
knowledge about the operations or process steps. Only the
consumer has the logic to act on events. This behaviour
reduces the linkage of the software components to a mini-
mum. Only the broker communicates as a central compo-
1More information will be found on the foundation website:
https://opcfoundation.org/, last retrieval December 3rd, 2015.
nent with every participant. It deﬁnes the event processing
rules and uses the Complex Event Processing (CEP) tech-
nology which allows the analysis and controlling of (com-
plex) event series. A CEP agent detects temporal or causal
coherences (patterns) and can initiate actions. A CEP
agent consists of three diﬀerent elements: the ﬁrst one is
the event model which deﬁnes possible events based on the
types listed in the previous subsection. The second one is
the event rules component where the processing rules will
be described and the third element is the event processing
engine. The event processing engine compares the event
stream with patterns of the condition rules and executes
the matching rules (see [10,12]).
4.3. Partial event model
In ﬁgure 4, a partial event model is given. The overall
class is the AbstractEvent which oﬀers diﬀerent attributes,
the eventID to identify the arriving events and a times-
tamp with the generation time. This event class is the
abstract parent class for all underlying classes, like the
SensorEvent class. This class is, in addition, the gener-
alized class from the StateSensorEvent, which deﬁnes a
sensor and the connected machine, here represented with
the attributes of sensorID and machineID. The specialized
class StateSensorEvent deﬁnes state sensors and allocates
a sensorState and a timestamp for the last state changing.
The next classes are similarly constructed. An exception
is the StateSensorInformationEvent. This event class is
started by two other events and is triggered after a com-
plex rule is processed (explained in the next subsection).
Figure 4. Event model
4.4. Complex event rule
To handle event objects, diﬀerent pattern rules have to
be deﬁned; one example of a complex event rule is shown
in listing 1. This rule describes a simpliﬁed excerpt from
the application scenario. If a change process is started,
the mechanic has to bring the machine in the change state
so that the StateSensorEvent will trigger. After the state
change he removes the tool (MAG torch) and in the next
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minutes he brings the new one (TIG welding torch) in the
CSC-CPS (SearchComponentEvent triggers). With this
information, the system knows that a change is done. The
CONDITION pattern2 is triggered when ﬁrst a StateSen-
sorEvent (sse) is initiated and a SearchComponentEvent
(sce) is triggered afterwards, within the deﬁned time (here
30 minutes). And second, the sensorState for both events
is equal. When the pattern matches, the StateSensorInfor-
mationEvent will create an ACTION. This event is used
to update the documentation of the CSC-CPS components
(discussed in section 4.5).
Listing 1. StateSensorInformationEvent
CONDITION ( shared : StateSensorEvent As s s e )
→ SearchComponentEvent As sce ) [ win : time
:30min ] ∧ ( s s e . s en so rS ta t e sce .
s en so rS ta t e )
ACTION cr ea t e StateSensorIn format ionEvent (
sensorID=s s e . sensorID , machineID=s s e .
machineID , componentID=sce . componentID ,
s en so rS ta t e=sce . s ensorState , timestamp=
s s e . timestamp )
4.5. Master-slave hierarchy
The following communication concept builds a current
virtual representation by using the predeﬁned technolo-
gies and solutions. Because of the mapping in the Au-
tomationML hierarchy, it is possible to describe e. g. the
welding technology separated from the robot. The vir-
tual machine is segmented into diﬀerent hierarchy parts,
the Cloos application scenario (shown in ﬁgure 1) could be
partitioned into the robot technology part and the welding
technology part, see ﬁgure 5. The representation under the
line are unconnected and should illustrate, that the weld-
ing torch could be changed by replacing the MAG welding
instance with the TIG welding torch. This is a logical
consequence and necessary because it is conceivable to use
the industrial robot in another ﬁeld, e. g. for pick and
place tasks. Every CSC-CPS has a deﬁned virtual repre-
sentation which corresponds with a physical part, e. g. the
instance of a MAG torch.
Figure 5. AutomationML hierarchy example: instance hierarchy
(above the line); system unit class (under the line)
2The detailed event algebra is presented (i.e.) in [12].
The following components, subsequently called master
or slave, can be any CSC-CPS component seen in ﬁgure 3.
The discussed master-slave concept based on the epony-
mous communication model where one device or process
has unidirectional control over other devices (compare e. g.
[14]). In the normal approach, a master is normally ﬁxed
and appears in the system only once. It is to consider that
only a normal master-slave concept builds a system for
an up-to-date virtual representation with one master and
n-slaves (in which n ∈ N). A generic example is shown in
ﬁgure 6. The red rectangle represents a single master-slave
visualisation. The master controls two slaves.
Figure 6. master-slave hierarchy of a virtual machine representation
Let us assume that in a manual CLOOS welding power
source (without a robot) the master is the welding ma-
chine, one slave is the MAG torch and the other slave is
the power supply. Then it is easy to build a virtual rep-
resentation for this machine because the slave parts are
sorted within the machine hierarchy. With this logical
model it is possible to build simple examples. Now let us
assume that the welding machine will be implemented on
a robot. In this case the previous master welding machine
operates as a slave for the new master robot machine, but
it keeps the master functionality for the underlying slaves
(torch and power supply). Such components are called,
in this paper, slave/master. Now it can be seen that the
ﬁrst introduced single master is not suﬃcient. This leads
to the new approach, here called master-slave hierarchy.3
This is necessary because it meets the requirement for a
ﬂexible and extensible platform. As an illustration it can
be imagined that the power supply is decoupled from the
robot to use it for a direct welding power source (power
supply with an integrated welding torch). Then the power
supply could be the ﬁrst master in a new representation.
That means that every CSC-CPS component must have
the possibility to operate as a master. Furthermore, the
master is deﬁned by its own AutomationML representa-
tion. The role of operation (master, slave or slave/mas-
ter) for a component depends on the virtual representa-
tion built in AutomationML. In the hierarchy, an instance
could support diﬀerent roles (like the Tool Role deﬁned for
3A concept which contains one or more masters is a so-called
multi-master approach (shown e. g. in [14]), but the newly presented
concept works not with multi masters on the same hierarchy layer.
It is more a logical tree with two layers where the root is the master.
An extension is considered as a new two-layer tree.
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the welding torch in ﬁgure 5) and interfaces, like a toCa-
bleAssembly interface (i. e. between the robot technology
and the torch). It could be deﬁned that if a component
has open roles and open interfaces in the hierarchy, then it
operates as a master for the underlying components. How-
ever, at this point, the identiﬁed master is inactive. It will
be activated if an underlying component is attached. After
the attachment, the slaves have the task to inform the par-
ent master if the virtual representation has been changed.
A master receives all information and in this case he is a
slave/master and sends the virtual representation to his
master when something has changed in his tree. With this
approach an up-to-date representation can be ensured.
5. Conclusion
The paper has suggested a new approach to guarantee
a virtual up-to-date representation for machines or plants
under the consideration of modular technical documen-
tation. To realize the software concept, a master-slave
hierarchy in combination with an EDA framework con-
cept is presented. With the discussed interchange for-
mat AutomationML, the entire concept uses a standard
in the industrial context. In the context of CPS and
CPPS, the platform concept is a highly potential solu-
tion. One directly focused aspect is the support for the
up-to-date technical documentation and other processes
like the maintenance of a machine. Consisting of standard
and free-ware solutions, the platform concept could serve
as a low-cost architecture for enhancing manufacturing fa-
cilities and components to CPS. Therefore, it is very at-
tractive especially for small and medium-sized enterprises
from machinery and plant engineering. Furthermore, with
a machine representation and an integration of diﬀerent
sensors, it is possible to oﬀer an intelligent support, e. g.
the tool change. A mechanic can get an automated pro-
cess step guide because after a process step is done, a sen-
sor change can be detected automatically. Therefore, the
event-driven approach makes it possible to operate as a
business logic (e. g. a decision support system). While
the presented software application already meets the re-
quirements of industrial applications, costs for additional
hardware components which meet these requirements are
still high. Within the project, favourable micro-controllers
are in use. Probably the introduction of developed devices
is imminent.
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