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1. Introducción 
 
Un esquema conceptual es el conocimiento general que un sistema debe conocer para 
realizar sus funciones [1]. Representa, gráficamente, conceptos y las relaciones del mundo 
real.  
“Para desarrollar un sistema de información es necesario definir su esquema conceptual” 
Principio de necesidad de esquemas conceptuales. 
Como podemos extraer del principio de necesidad, los esquemas conceptuales son una 
parte importante a la hora de desarrollar un sistema de información. Los esquemas 
conceptuales son creados y utilizados en el proceso de análisis y diseño de los sistemas.  
Un esquema conceptual tiene dos partes: parte estructural y parte de comportamiento. La 
parte estructural especifica las entidades que forman parte del dominio, sus relaciones, sus 
atributos, las restricciones de integridad. La parte de comportamiento define el tipo de 
eventos que pueden producirse en el dominio [2].   
 
Ilustración 1: Ejemplo de Esquema Conceptual
1
 
En la Ilustración 1 podemos ver un ejemplo de un Esquema Conceptual, donde se nos 
muestra información relacionada con Trabajadores (Employee) y Departamentos 
(Department). Existen relaciones entre estas dos entidades que nos informan de que los 
trabajadores están asignados a un departamento (WorksIn), y que un trabajador es el 
encargado de gestionar el departamento (Manages). En el capítulo 1 se explica con más 
detalle la modelización conceptual, así como la meta-modelización. 
                                                          
1
 Siempre que no se indique mediante un flecha (< o ^), las asociaciones se leen de izquierda a derecha y 
de arriba a abajo. Las multiplicidades con valor 1 no aparecen debido a que Eclipse (la herramienta con 
la que están generadas las ilustraciones de los esquemas conceptuales) las omite. 
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Un esquema conceptual no solo sirve para ayudar al desarrollador a implementar el 
sistema sino que sus usos van más allá. Idealmente, cualquier persona ajena al sistema debería 
poder entender la información y el conocimiento que muestra el esquema conceptual. Esto no 
solo se consigue especificando correctamente las relaciones, sino que también hay que utilizar 
las palabras que mejor representan ese conocimiento, para no ofrecer ninguna ambigüedad. 
Los nombres que se le dan a los diferentes elementos de un esquema conceptual juegan 
un papel muy importante a la hora de entender dicho esquema. La elección de nombres 
correctos hace más fácil la tarea de entender los esquemas no sólo a los desarrolladores sino  
también a usuarios menos técnicos. El problema reside en elegir nombres correctos para los 
elementos del esquema conceptual.  
Esta memoria está divida en diferentes capítulos que se describen brevemente a 
continuación: 
 Capítulo 2: Descripción del proyecto. Explicación de las motivaciones y objetivos 
del proyecto. 
 
 Capítulo 3: Modelización Conceptual. Descripción de los conceptos básicos de la 
modelización conceptual para entender el proyecto en su contexto. 
 
 Capítulo 4: Guías de nominación. Explicación de las guías de nominación 
utilizadas en el ámbito del proyecto.  
 
 Capítulo 5: Estudio de Mercado. Análisis de las herramientas existentes en el 
mercado. 
 
 Capítulo 6: Eclipse. Introducción a la herramienta Eclipse y definición de su 
estructura basada en plug-ins. 
 
 Capítulo 7: Análisis de Requisitos. Definición de los requisitos del sistema y de sus 
restricciones. 
 
 Capítulo 8: Especificación. Se detalla el comportamiento externo del sistema visto 
desde la perspectiva del usuario. 
 
 Capítulo 9: Diseño. Se explica el diseño del sistema y las decisiones tomadas en 
esta fase. 
 
 Capítulo 10: Diseño de Analizadores Sintácticos. Diseño de los analizadores 
sintácticos utilizados en la aplicación. 
 
 Capítulo 11: Implementación. Explicación de los aspectos más relevantes en la 
fase de implementación. 
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 Capítulo 12: Test. Pruebas realizadas para la comprobación del funcionamiento 
de la aplicación. 
 
 Capítulo 13: Planificación y Estudio Económico. Valoración temporal y económica 
del desarrollo del proyecto. 
 
 Capítulo 14: Conclusiones. Valoración cualitativa del desarrollo del proyecto y 
especificación de posibles ampliaciones. 
 
 Anexos. Manual de Usuario y desglose de tareas. 
 
 Bibliografía. Referencias web, libros y artículos consultados en las diferentes 
etapas del proyecto. 
 
Las guías de nominación utilizadas en este proyecto están realizadas en inglés y pensadas 
para comprobar nombres escritos en inglés. Por este motivo, en el capítulo 4, los ejemplos 
utilizados y las frases de nominación están en ingles. También, en el capítulo 10, se han 
utilizado ejemplos de nombres en inglés ya que los analizadores sintácticos son para la 
gramática inglesa. Las ilustraciones de los Esquemas Conceptuales que aparecen en la 
memoria contienen todos los nombres en inglés debido a que la aplicación está pensada para 
la gramática inglesa.  
2. Descripción del Proyecto 
 
2.1. Motivación 
 
Habitualmente, cuando estamos creando esquemas conceptuales, no resulta sencillo 
darles nombres a los elementos que componen el esquema. Es normal poner nombres a 
elementos pensando que únicamente personas involucradas en el proyecto, o con 
conocimientos técnicos, leerán el esquema. Tampoco es inusual nominar elementos creyendo 
que los nombres son claros y concisos, aunque en verdad los vemos así porque somos 
nosotros los que estamos trabajando con el esquema y conocemos el dominio del problema. 
Por estos motivos es importante definir unas reglas que nos ayuden a elegir nombres 
correctos, que no sólo entienda una persona involucrada en el proyecto sino que ayude a 
explicar la información contenida en el esquema a alguien ajeno. 
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La etapa que se encarga de la modelización conceptual se llama Ingeniería de Requisitos. 
La Ingeniería de Requisitos es la fase que precede al diseño del sistema. Es un proceso 
complejo, debido a que envuelve un número elevado de participantes (usuarios, diseñadores, 
directivos, etc.) que tienen puntos de vista, necesidades e intereses diferentes. La Ingeniería de 
Requisitos está compuesta de tres etapas: requirements elicitation, requirements specification 
y requirements validation. Durante la fase elicitation, los futuros usuarios y los diseñadores 
analizan sus problemas y necesidades, y las características del dominio. De este análisis salen 
los cambios a introducir en el dominio y las funciones que debe realizar el nuevo sistema. Este 
proceso es crucial ya que determina una parte importante del éxito final o el fracaso del 
proyecto. En la fase specification se definen los requisitos del sistema. Describen el sistema 
que los usuarios requieren y que los diseñadores tienen que diseñar y construir. En esta fase se 
crea el esquema conceptual que especifica todas las funciones que el sistema debe realizar y, 
junto con los requisitos no-funcionales, detallan la especificación del sistema. En la fase 
validation, las especificaciones son comprobadas para asegurar que se cumplen los requisitos 
del usuario. En esta fase, es vital que los usuarios entiendan exactamente lo que el futuro 
sistema hará antes de que esté construido. Una manera de validarlo es mostrando al usuario el 
esquema conceptual en un lenguaje y forma que sea fácilmente comprensible para el usuario. 
Si el esquema conceptual no es del todo comprensible para el usuario, será necesario prestar 
atención al lenguaje utilizado, utilizar un lenguaje más familiar (sin excluir el lenguaje natural), 
o proveer al usuario de una explicación del esquema conceptual y de su comportamiento[2 
págs. 27-28].  
Como hemos indicado, la nominación de los elementos del esquema conceptual juega un 
papel importante a la hora de entenderlo. La elección de los nombres no es (o no debería ser) 
un proceso trivial y carente de importancia. Actualmente existen muchas referencias en 
documentos donde se indican guías de nominación a seguir para una correcta nominación 
dependiendo del elemento UML con el que estemos trabajando, por ejemplo: 
 Un nombre común (como persona, silla) en Inglés corresponde a un tipo Entidad 
en un diagrama[3]. 
 
 Cualquier nombre de un atributo tiene que ser simple y singular, y no debe 
contener el nombre de la entidad contenedora[4]. 
Para este proyecto se ha utilizado un documento [5] donde ofrecen, a través de un 
estudio de diferentes documentos, unas guías de nominación completas e íntegras de los 
elementos UML. Completas ya que se incluyen todos los elementos UML, e íntegras ya que 
para todos ellos, se ofrece una guía que sigue la misma lógica. 
Las guías de nominación de cada elemento, al que el usuario puede dar nombre, en UML 
definen la forma sintáctica de su nombre y una frase patrón que sirve para generar el 
documento de verbalización. Un nombre, dado por el usuario que crea el esquema, cumple 
con la guía de nominación en cuestión si tiene la forma sintáctica correspondiente, y la frase 
generada a partir del patrón está gramaticalmente bien formada y tiene significado semántico. 
Más adelante en el capítulo 4 se detallan, elemento a elemento, las guías de nominación.
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 A continuación veremos con unos ejemplos como se puede malinterpretar un esquema 
conceptual debido a una mala elección de nombres.  
 
Ilustración 2: Ejemplo de Esquema Conceptual con nombres incorrectos 
Podemos observar en la Ilustración 2 un esquema conceptual relacionado con usuarios y 
mensajes. Cuando el analista crea este esquema conceptual tiene que tener muy claro qué es 
lo que desea expresar. A pesar de ser un esquema sencillo, cambiando simplemente el nombre 
de la asociación, la información que desprende cambia por completo. La información que 
contiene la Ilustración 2 no es la misma que la del esquema de la Ilustración 3. 
 
Ilustración 3: Ejemplo de Esquema Conceptual con nombres correctos 
 
En el primero se expresa que un usuario responde con un mensaje, en cambio en el 
segundo se expresa que un usuario responde a un mensaje. Por lo tanto, es tarea del analista 
tener especial cuidado en poner nombres, ya que puede alterar el significado de la 
información del esquema. 
Hemos ilustrado, con un ejemplo muy sencillo, como se puede malinterpretar 
información de un esquema conceptual debido a una mala elección de nombres. El ejemplo 
descrito contiene poca información, el problema se agrava cuando los esquemas conceptuales 
son grandes y contienen muchos elementos. En ese punto, la elección de nombres correctos se 
torna vital para un buen entendimiento del esquema conceptual. 
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2.2. Objetivo del Proyecto 
 
El objetivo principal del proyecto es la definición, especificación, diseño e implementación 
de una herramienta que, dado un esquema conceptual: 
 Indique qué nombres no cumplen con las guías de nominación. 
 Genere un documento donde se verbalice los elementos para ayudar a entender 
la información y el conocimiento del esquema.  
La herramienta está pensada para ser una extensión del IDE (Integrated Development 
Environment) Eclipse. Eclipse es una herramienta de programación que ofrece servicios 
integrales a los programadores para el desarrollo de software. Una de las grandes ventajas de 
Eclipse es su comunidad de usuarios, que se encargan de extender las funcionalidades del 
programa. En este caso, se utiliza el paquete Eclipse Modeling Project que cubre todas las 
áreas de la metodología de desarrollo de software centrada en la creación de modelos. En el 
capítulo 6 se hace una breve introducción a Eclipse.   
Para conseguir el objetivo del proyecto son imprescindibles una serie de sub-objetivos 
que a continuación expondremos: 
 Estudio de las tecnologías, lenguajes y especificaciones que se utilizarán para el 
desarrollo del proyecto. Incluye el estudio de: 
 
o Especificación UML 2.2: UML es un lenguaje gráfico para visualizar, 
construir y documentar un sistema de información. Ofrece un estándar 
para describir un esbozo de la estructura del sistema. En la sección 3.2 se 
explica con más detalle este lenguaje. 
 
o Eclipse Plug-ins: Eclipse es un entorno de desarrollo integrado de código 
abierto para el desarrollo de aplicaciones. El proyecto está pensado para 
ser un plug-in de Eclipse, por lo tanto, se utiliza este entorno para su 
desarrollo. En el capítulo 6 se explica con más detalle. 
 
o Web Services: Permiten la comunicación entre aplicaciones o 
componentes de aplicaciones de forma estándar a través de protocolos 
comunes y de manera independiente al lenguaje de programación, 
sistema operativo o plataforma de implementación utilizado. En la 
sección 9.3.2 se explica la justificación de su uso. 
 
o XSL-FO: es un lenguaje, basado en XML, que permite especificar el 
formato visual con el que se quiere representar un documento XML. Se 
utiliza para generar el documento PDF de verbalización. 
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 Diseño de las guías de nominación. Constituyen un punto clave del proyecto, ya 
que son las encargadas de comprobar los nombres, de los elementos que 
componen un esquema conceptual, y de generar las verbalizaciones de dichos 
elementos. En el capítulo 10 se detallan los analizadores sintácticos creados para 
la implementación de las guías y  en la sección 9.3.2 se especifica el diseño de las 
guías. 
 
 Integración de la herramienta en el plug-in de Eclipse creado.  
 
 Documentación de todo el proceso de desarrollo del sistema. 
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3. Modelización Conceptual 
 
En este capítulo explicaremos el concepto de Esquema Conceptual e introduciremos el 
lenguaje UML así como una pequeña explicación del metamodelo UML. El objetivo de este 
capítulo no es dar una explicación exhaustiva de estos conceptos, sino proporcionar los 
conocimientos básicos para entender el proyecto. Por lo tanto, en el apartado del metamodelo 
explicaremos solo el subconjunto de elementos que interviene en el proyecto. 
 
3.1. Esquemas Conceptuales: ¿Qué son y para qué sirven? 
 
La definición y creación de esquemas conceptuales es una parte muy importante en el 
diseño y desarrollo de un Sistema de Información. Su propósito principal es mejorar la 
comunicación entre las partes implicadas en el proceso de desarrollo de un Sistema de 
Información [1]. 
Un Esquema Conceptual es una representación visual de las clases conceptuales u objetos 
del mundo real en un dominio de interés[6]. Describe el conocimiento que un sistema de 
información necesita para cumplir los objetivos. 
 
Ilustración 4: Esquema Conceptual 
Un Esquema Conceptual está formado por dos partes: 
 Parte Estructural: define el conocimiento sobre el dominio, independientemente 
de la implementación. Este esquema muestra, principalmente, clases de objetos, 
asociaciones entre clases de objetos, atributos de las clases de objetos, 
restricciones de integridad, etc. En la Ilustración 4 el dominio seria: 
o Existen Empleados y Departamentos 
o Los Empleados tienen un nombre  y edad. 
o Los Empleados trabajan en un Departamento. 
o etc. 
 
 Parte de Comportamiento: definen los tipos de eventos que se pueden producir 
en el dominio y su efecto sobre el sistema. 
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El análisis y generación de Esquemas Conceptuales es un proceso dirigido completamente 
a los datos. Permite una mejor comunicación entre usuarios, analistas, diseñadores y 
programadores durante todas las fases de diseño y, además, proporciona una buena base para 
el diseño de una base de datos del sistema en cuestión.  
Un buen Esquema Conceptual ayuda a reconocer cómo van a afectar posibles cambios en 
el futuro y, además, ayuda a la hora de realizar cambios. Permite ver a los usuarios cuáles 
serán sus resultados finales en el sistema antes de que haya finalizado. También ofrece una 
visión del sistema y de sus necesidades.  
 
3.2. Lenguaje UML 
 
Para que el proyecto pueda cumplir con sus objetivos, es necesario que pueda trabajar 
con Esquemas Conceptuales. Así que, el sistema tiene que ser capaz de recoger la información 
de un Esquema Conceptual y tratarla para generar el resultado. Habitualmente, los Esquemas 
Conceptuales se representan en lenguaje UML.  
Desde los inicios de la informática se han estado utilizando distintas formas de 
representar los diseños, ya sea utilizando algún modelo gráfico o con una forma personal. La 
falta de un estándar en la manera de representar un modelo, ha hecho que los diseños gráficos 
fueran difíciles de compartir entre los diseñadores. Si nos centramos en los usuarios el 
problema se agrava. Al no haber estandarización, a los usuarios les resultaba complicado 
entender la información que se expresaba en un diseño gráfico. 
Comenzaron a aparecer lenguajes de modelado orientado a objetos entre mediados de 
1970 y finales de 1980. El número de lenguajes aumentó de menos de 10 a más de 50 durante 
el período comprendido entre 1989 y 1994. Muchos usuarios de métodos orientados a objetos 
tuvieron problemas para encontrar un lenguaje adecuado a sus necesidades. A mediados de 
los 90, nuevas revisiones de estos métodos comenzaron a aparecer, y algunos empezaron a 
destacar por encima de los demás. 
Con el objetivo de comunicar las ideas de un diseño gráfico de un diseñador a otro y hacer 
que el diseño gráfico sirva de apoyo en los procesos de análisis y diseño de un problema, y, 
además, ofrecer un lenguaje único para el modelado, se creó el Unified Modeling Language, 
más conocido como UML. 
A continuación explicaremos los orígenes del lenguaje UML. Se ha realizado un resumen 
de [7] para detallar los orígenes del lenguaje. 
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3.2.1. Definición 
 
UML es un lenguaje que permite visualizar,  especificar, construir y 
documentar los elementos que forman parte de un sistema de 
información orientado a objetos. El objetivo de UML es proveer a los 
arquitectos de sistemas, ingenieros de software y desarrolladores de 
software,  una serie de herramientas para el análisis, diseño e 
implementación de sistemas de información. El lenguaje UML comenzó a crearse en 1994 
cuando James Rumbaugh, autor del método OMT (Object Modeling Tool), se unió a la 
compañía Rational fundada por Grady Booch, autor del método BOOCH. El objetivo de ambos 
era unificar los dos métodos que habían desarrollado: el método Booch y el OMT. El primer 
borrador apareció en 1995. En esa misma época otro investigador, Ivar Jacobson, se unió a 
Rational y se incluyeron ideas suyas. Además, este lenguaje se abrió a la colaboración de otras 
empresas para que aportaran sus ideas. Todas estas colaboraciones condujeron a la definición 
de la primera versión de UML. UML deriva y unifica las tres metodologías de análisis y diseños 
más extendidas: 
 Metodología de Grady Booch para la descripción de conjuntos de objetos y sus 
relaciones. 
 Técnica de modelado orientada a objetos de James Rumbaugh (OMT: Object - 
Modelling Technique). 
 Aproximación de Ivar Jacobson (OOSE: Object- Oriented Software Engineering) 
mediante la metodología de casos de uso. 
 
 
Ilustración 6: Evolución de UML 
 
 
Ilustración 5: UML 
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La Ilustración 6 muestra la evolución del lenguaje UML. Las primeras versiones de UML se 
originaron con los tres métodos anteriormente descritos e incorporaron una serie de buenas 
prácticas de diseño de lenguajes de modelado, programación orientada a objetos y lenguajes 
arquitectónicos.  Los objetivos de UML son muy amplios, pero se pueden sintetizar en cuatro 
aspectos: 
 Visualizar: permite expresar gráficamente un sistema para que otra persona lo 
pueda entender. 
 
 Especificar: permite especificar cuáles son las características de un sistema antes 
de su construcción. 
 
 Construir: a partir de los modelos especificados se puede construir los sistemas 
diseñados. 
 
 Documentar: los propios elementos gráficos sirven como documentación del 
sistema desarrollado. 
 
Los principales beneficios de UML son[8]: 
 Modelar sistemas (no sólo de software) utilizando conceptos de Orientación a 
Objetos. 
 
 Crear un lenguaje para modelar que lo pueden utilizar tanto máquinas como 
personas. 
 
 Aumentar la reutilización y reducir los costes. 
 
 Mejorar la planificación  y el control de los proyectos. 
 
 Establecer conceptos y artefactos ejecutables. 
 
UML es un lenguaje que goza de mucho prestigio. Esto es debido a que muchas empresas 
han participado en el desarrollo del lenguaje (IBM, Microsoft, HP y  Oracle). Además, sus 
creadores son personas de gran reconocimiento y los métodos en los que se basa (Booch, OMT 
y OOSE) tienen mucha reputación. Aún así, UML no es un estándar oficial aunque es 
ampliamente utilizado. 
Un modelo UML está compuesto por tres clases de bloques: 
 Elementos: son abstracciones de objetos reales o ficticios (objetos, acciones, etc.) 
 
 Relaciones: indican la interacción entre elementos. 
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 Diagramas: colecciones de elementos con sus relaciones. 
 Diagramas UML 
 
UML está formado por una serie de elementos gráficos que se combinan para generar 
diagramas. El lenguaje cuenta con una serie de reglas y métodos de combinación de elementos 
UML para formar diagramas de diferentes tipos. 
Un diagrama es la representación gráfica de un conjunto de elementos con sus relaciones. 
UML ofrece una serie de diagramas para visualizar el sistema desde varias perspectivas. El 
objetivo de los diagramas es ofrecer diversas perspectivas de un sistema, ayudando a definir 
un esbozo de lo que sería un sistema de información.  
 
Ilustración 7: Estructura de Diagramas UML 
La Ilustración 7 muestra la estructura jerárquica de los diagramas en UML. Vemos que los 
diagramas se estructuran en dos grandes bloques: Structure Diagram y Behavior Diagram. 
 
Structure Diagram 
  
Estos diagramas muestran la estructura estática de los objetos en un sistema. 
Representan los elementos de una especificación con independencia del tiempo. Los 
elementos de estos diagramas muestran conceptos significativos de una aplicación, y puede 
incluir conceptos abstractos, de implementación o del mundo real[9 pág. 684]. 
A continuación se detallan los diagramas típicos que componen Structure Diagram: 
 Diagrama de Clases: muestra un conjunto de clases, interfaces y sus relaciones. Es 
el diagrama más común a la hora de describir el diseño de los sistemas orientados 
a objetos.  
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 Diagrama de Colaboración: ilustran las interacciones entre objetos en un formato 
de grafo o red, en el cual los objetos se pueden colocar en cualquier lugar del 
diagrama. 
 
 Diagrama de Objetos: es un diagrama de clases en el que se muestran instancias 
específicas de clases en un momento concreto. 
 
 Diagrama de Componentes: muestra cómo un sistema software está dividido en 
componentes y las dependencias entre ellos.  
 
 Diagrama de Distribución: muestra la arquitectura física de un sistema 
informático.  
 
Behavior Diagram 
 
Estos diagramas muestran el comportamiento dinámico de los objetos en un sistema, 
incluyendo métodos, colaboraciones, actividades y estados. El comportamiento dinámico de 
un sistema se puede describir como la serie de cambios del sistema a lo largo del tiempo[9 
pág. 684]. 
A continuación se detallan los diagramas típicos que componen Structure Diagram: 
 Diagrama de Casos de Uso: representa los casos de uso que tiene un sistema. Es 
una descripción de las acciones de un sistema desde el punto de vista del usuario. 
Utilizando este diagrama, los desarrolladores del sistema pueden obtener los 
requisitos desde el  punto de vista del usuario. En la sección 8.1 veremos un 
ejemplo de este diagrama. 
 
 Diagrama de Secuencia: muestra la interacción de los objetos que componen un 
sistema de forma temporal.  
 
 Diagrama de Estados: representa los eventos y estados de un objeto, y el 
comportamiento de un objeto como reacción a un evento. 
 
 Diagrama de Actividad: representa los flujos de trabajo de negocio y 
operacionales de los componentes de un sistema.  
 
 
UML cubre todo el entorno de diseño de un sistema, no solo la modelización de datos. 
Para ver una análisis completo de UML se puede consultar [10]. 
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El diagrama UML que se centra en la modelización de datos es el Esquema Conceptual y, 
por lo tanto, es el que entra dentro del contexto del proyecto. También daremos una breve 
introducción de los diagramas de Estados, ya que los estados entran dentro del contexto de 
nuestro proyecto. Seguidamente se explica con más detalle estos diagramas y los elementos 
que lo componen. 
 
Esquema Conceptual 
 
Los esquemas conceptuales nos permiten tener una representación estática de una parte 
del mundo real, para solucionar el problema. Cualquier objeto del mundo real se puede 
clasificar en una categoría, que llamaremos clases. Estos objetos del mundo real tienen una 
serie de características, llamados atributos, y se relacionan con otros objetos del mundo real, 
esta relación se conoce como asociaciones. 
A continuación veremos los elementos que intervienen en un esquema conceptual y que 
son relevantes en el contexto del proyecto. 
 
 CLASES 
Una clase representa una serie de objetos que comparten las mismas características, 
invariantes y semántica. Sus características son los atributos y las operaciones. El propósito de 
las clases es especificar la clasificación y los rasgos que caracterizan la estructura y el 
comportamiento de los objetos. Los objetos de una clase deben contener valores para cada 
atributo de la clase. Las operaciones de una clase se pueden invocar en un objeto, pudiendo 
provocar cambios en los atributos del objeto[9 págs. 49-52]. 
 
Ilustración 8: Ejemplo de Clase 
La Ilustración 8 muestra la representación en UML de una clase. Consiste en un 
rectángulo con tres divisiones. La superior contiene el nombre de la clase, en la central se 
indican los atributos y en la inferior las operaciones. Los atributos, en UML, tienen que tener 
siempre un nombre y, opcionalmente, pueden indicar su tipo, el valor inicial y otras 
propiedades.  
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 RELACIONES 
Las clases de un esquema conceptual se pueden relacionar de diferentes maneras. 
Dependiendo de la cardinalidad de la relación hay tres tipos de relaciones: 
o 1 a 1: un elemento de una clase se relaciona, como máximo, con un elemento de otra 
clase. 
o 1 a n: un elemento de una clase se relaciona con n elementos de otra clase. 
o m a n: un elemento de una clase se relaciona con n elementos de la otra clase. A su 
vez, la otra clase se relaciona con m elementos de la primera clase. 
Dependiendo del tipo de la relación, se pueden clasificar en cuatro tipos: 
 
 Asociación 
Una asociación especifica una relación semántica que puede ocurrir entre instancias. 
Tiene al menos dos extremos, representados como atributos, y cada uno está relacionado con 
el tipo del extremo. Una asociación declara que puede haber enlaces entre instancias de las 
entidades asociadas. En una asociación binaria, un triángulo al lado del nombre (o en lugar del 
nombre) apuntando a un extremo indica que la asociación debe ser leída en esa dirección, es 
decir, se asocia el extremo que no apunta el triángulo con el extremo apuntado por el 
triángulo[9 pág. 39]. 
 
Ilustración 9: Ejemplo de Asociación 
La Ilustración 9 muestra la representación UML de una asociación. Tenemos los dos 
conceptos Departament y Employee. Entre ellos existe una relación, llamada WorksIn, que nos 
indica el hecho de que un Employee trabaja en un Departament. La asociación tiene un 
nombre y, además, se puede especificar el rol y la multiplicidad de los participantes en esa 
relación. 
 
 Agregación 
Una agregación es una asociación más específica. Es una asociación usada para modelar 
relaciones “parte-todo” entre objetos. El “todo” se llama compuesto y las “partes” 
componentes. Las agregaciones tienen que ser asociaciones binarias y las cadenas de 
agregaciones, entre instancias de objetos, no pueden formar ciclos[11].  
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Ilustración 10: Ejemplo de Agregación 
La Ilustración 10 muestra la representación UML de la agregación. Es parecida a la 
representación de una asociación, a excepción que se dibuja un rombo sin relleno en el 
extremo de la clase contenedora. En el ejemplo vemos que un Departament usa unas 
Database. Si eliminamos el Departament no tiene sentido eliminar las Database ya que 
pueden ser utilizadas por otros departamentos, o reasignarse. 
 
 Composición 
Una composición es una agregación fuerte que requiere que la instancia esté incluida en 
el compuesto, de tal manera que si el compuesto es eliminado, todas las instancias que forman 
parte del compuesto, también son eliminadas[9 pág. 39]. 
Es un tipo especial de asociación que indica una relación entre el todo y sus partes. El 
tiempo de vida del objeto incluido está condicionado por el tiempo de vida del que lo incluye. 
Existe una relación de dependencia crear-borrar de la parte respecto del todo. Si un elemento 
forma parte de un todo y el todo se elimina entonces el elemento también se tiene que 
eliminar. En la composición, la multiplicidad del compuesto tiene que ser como máximo 1. 
 
Ilustración 11: Ejemplo de Composición 
La Ilustración 11 muestra la representación UML de la composición. Es idéntica a la de la 
asociación, con la excepción de que se dibuja un rombo con relleno en el extremo de la clase 
contenedora. Suponemos que tenemos dos clases, Company y Department. Una Empresa está 
compuesta por Departamentos. La relación de estas dos clases es de composición ya que si 
eliminamos la empresa, no tiene sentido mantener los departamentos asociados a esa 
empresa. 
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 Generalización 
Una generalización es una relación taxonómica entre una clase más general y una clase 
más específica. Cada instancia de la clase específica es también una instancia indirecta de la 
clase general. Por lo tanto, la clase específica hereda las características de la clase general[9 
pág. 71]. 
 
Ilustración 12: Ejemplo de Generalización 
La Ilustración 12 muestra la representación UML de la generalización. Es parecida a la de 
la asociación, con la excepción de que se dibuja un triangulo sin relleno en la clase que actúa 
de clase general. Vemos la generalización que existe entre Employee y sus dos herederos, 
Salesman y Engineer. Salesman tiene un atributo propio llamado assignment, pero también 
tiene las características de la clase Employee.  
 
 TIPOS DE DATOS (DATA TYPES) 
Los tipos de datos son elementos del modelo que definen valores de datos. Normalmente, 
se utilizan para representar tipos primitivos (boolean, integer, string, etc), enumeraciones y 
tipos de datos definidos por el usuario. Un Tipo de Dato es similar a una clase, a excepción de 
que las instancias de un Tipo de Dato se identifican por su valor, es decir, si dos tipos de datos 
tienen el mismo valor se consideran idénticos. Pueden contener atributos que apoyen la 
modelización del tipo de dato [9 pág. 61]. Un tipo de dato no se puede relacionar con las clases 
del diagrama, en cambio, las clases sí que pueden relacionarse con ellos. 
 
Ilustración 13: Ejemplo de Data Type 
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La Ilustración 13 muestra la representación UML de un tipo de dato. Es idéntica a la de las 
clases, a excepción de que se indica en la cabecera que es un tipo de dato incluyendo 
“<<dataType>>”. 
 
 CLASES ASOCIATIVAS 
Una clase asociativa es una declaración de una relación semántica entre clases, que tiene 
un conjunto de características propias[9 pág. 46]. 
Una clase asociativa es una clase creada de una asociación. Se usa una clase asociativa 
cuando una asociación no es suficiente para definir la relación y se necesita la inclusión de 
atributos u operaciones.  
 
Ilustración 14: Ejemplo de Clase Asociativa 
La Ilustración 14 muestra la representación UML de una clase asociativa. Vemos que 
tenemos los conceptos Man y Woman. La relación Marriage entre ellos necesita guardar cierta 
información, como por ejemplo el día y el mes de la boda, además puede ser interesante 
relacionarla con otros conceptos como Church o Priest. Por este motivo se crea la clase 
asociativa Marriage entre Man y Woman. 
 
 ENUMERACIONES 
Una enumeración es un DataType cuyos valores se enumeran en el modelo como 
literales. Sus instancias pueden ser cualquier combinación de literales definidos por el 
usuario[9 pág. 67]. 
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Ilustración 15: Ejemplo de Enumeración 
La Ilustración 15 muestra la representación UML de una enumeración. La representación 
es parecida a la de las clases, a excepción de que se indica en la cabecera que es un 
enumeración incluyendo “<<enumeration>>”. 
Estos elementos son los que se pueden visualizar en un diagrama de clases. Aun así, 
existen más elementos que intervienen en un diagrama de clases aunque no sean visibles. A 
continuación procedemos a explicarlos dado que pertenecen al contexto del proyecto. 
 Restricciones: es una restricción o una condición, expresada en lenguaje natural o 
en un lenguaje máquina entendible, que sirve para representar información 
semántica al elemento que la contiene[9 pág. 58].  
Las restricciones pueden ser Invariantes, Precondiciones o Post-condiciones: 
o Precondiciones: es una condición que se tiene que satisfacer cuando el evento 
o la operación, a la que está vinculada, es invocada. 
o Post-condiciones: es una condición que el sistema tiene que satisfacer 
después de que el evento o la operación, a la que está vinculada, haya 
sucedido o ejecutado. 
o Invariantes: es una condición sobre una clase que debe cumplirse siempre 
durante el ciclo de vida de la clase. 
 
context Department inv hasSeniorEmployees: 
self.employee->forAll(e |e.age>=18) 
El invariante anterior está escrito en lenguaje OCL2. Especifica que un 
departamento no puede tener empleados menores de 18 años. 
context Employee::AssignDepartment(Department: department) 
post 
AnAssociationBetweenEmployeeAndDepartmentHasBeenCreated: 
 self.employer = department 
La post-condición anterior especifica que, después de ejecutarse la operación, se 
crea la asociación entre empleado y departamento.  
                                                          
2
 Object Constraint Language. Es un lenguaje que sirve para describir formalmente expresiones en los 
modelos UML. 
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 Operaciones de Sistema: una operación es una característica de comportamiento 
de un clasificador que especifica el nombre, el tipo, los parámetros, y las 
restricciones para invocar un comportamiento asociado. Una operación es 
invocada en la instancia del clasificador para el que la operación es una 
característica. Las precondiciones de una operación definen condiciones que 
tienen que ser ciertas antes de que la operación se invoque. Las post-condiciones 
de una operación definen las condiciones que serán ciertas después de que la 
operación haya finalizado con éxito. Una operación puede provocar excepciones. 
Cuando se produce una excepción, no podemos asumir que las post-condiciones 
de la operación se satisfagan[9 págs. 103-106]. 
 
 
Diagrama de Estados 
 
Un diagrama de estados UML representa los eventos y estados de un objeto, y el 
comportamiento de un objeto como reacción a un evento. Las transiciones se representan con 
flechas, etiquetadas con sus eventos. El diagrama de estados muestra el ciclo de vida de un 
objeto: qué eventos experimenta, sus transiciones y los estados en los que se encuentra entre 
los eventos. 
 
 
Ilustración 16: Diagrama de Estados 
En la Ilustración 16 vemos un ejemplo de un diagrama de estados. Este diagrama muestra 
los eventos y los estados asociados al objeto Telephone. El estado inicial de Telephone es Idle. 
Cuando se recibe el evento NewPhoneCall el objeto Telephone pasa al estado Ringing. Una vez 
se haya cogido el teléfono, es decir el evento PickUp ocurra, se pasa al estado Answered. 
Finalmente cuando se cuelgue el teléfono, el evento HangUp suceda, el teléfono retorna al 
estado Idle. 
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Hemos visto un ejemplo sencillo que ilustra la utilidad de un diagrama de estados. En los 
diagramas de estados intervienen tres componentes: 
 Estados: un estado representa una situación en la cual alguna condición no varía. 
Esta condición puede representar una condición estática, como un objeto 
esperando a que un evento externo ocurra[9 pág. 548]. 
 
 Eventos: un evento es la especificación de algún acontecimiento que 
potencialmente puede desencadenar algún efecto a un objeto. Un evento 
describe un conjunto de sucesos posibles. Un suceso es algo que sucede que tiene 
cierta importancia dentro del sistema [9 págs. 13, 440]. UML ofrece esta 
extensión para poder representar los eventos de un Esquema Conceptual. 
 
 Transiciones: es la relación entre dos estados que indica que cuando tiene lugar 
un evento, el objeto pasa del estado anterior al estado siguiente [6 pág. 408]. 
 
Metamodelo UML 
 
En la sección anterior hemos visto los elementos que intervienen en un diagrama de 
clases. En esta sección introduciremos el concepto de metamodelo y explicaremos, con una 
serie de ejemplos, el conjunto de elementos del metamodelo UML que intervienen en el 
ámbito del proyecto. 
 
Ilustración 17: Ejemplo de Esquema Conceptual 
En la Ilustración 17 vemos un ejemplo de un esquema conceptual y asociaremos las clases 
del metamodelo con las instanciaciones de sus elementos en el esquema conceptual. En este 
apartado no se pretende explicar en detalle la estructura completa del metamodelo, sino que 
se pretende dar una idea de cómo UML representa el modelo. Se incluyen, en la explicación, 
solamente los elementos más comunes a la hora de trabajar con esquemas conceptuales. Para 
ver la especificación completa del metamodelo UML se puede consultar[9]. 
El Esquema Conceptual de la Ilustración 17 nos muestra un dominio relacionado con 
Empleados (Employee) y Departamentos (Department). Los empleados tienen una serie de 
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características y pueden ser de dos tipos, Ingenieros (Engineer) o Vendedores (Salesman), 
dependiendo del rol que desempeñan en la empresa. El dominio también muestra el hecho de 
que los empleados trabajan en Departamentos concretos. 
Vemos que el esquema conceptual trabaja con cuatro conceptos. Tenemos los conceptos 
Employee, Department, Salesman y Engineer. A los conceptos los llamamos Clases y UML los 
representa como Class.  
Cada concepto contiene una serie de características que son compartidas por todos los 
objetos que pertenezcan al concepto. Por ejemplo, todo empleado tiene como características 
name y age. A las características las llamamos atributos y UML las representa como Property.  
A parte de las características, los conceptos se pueden relacionar entre ellos. Vemos que 
los conceptos Employee y Department se relacionan para indicar el hecho de que un empleado 
trabaja en un departamento concreto. La relación WorksIn nos proporciona esa información ya 
que relaciona los dos conceptos. Las relaciones las llamamos asociaciones y UML las 
representa como Association. 
Los elementos con los que representa UML (Class, Property, Association,etc.) un Esquema 
Conceptual son los elementos que componen el metamodelo de UML. 
En la Ilustración 18 podemos ver el conjunto de elementos del metamodelo que 
intervienen en la instanciación de las clases, atributos y asociaciones. 
 
Ilustración 18: Clases, atributos, operaciones y asociaciones 
La metaclass Class hace referencia a las clases de los esquemas conceptuales. Vemos que 
Class se relaciona con Property y Operation. Property es la metaclass de los atributos y los 
roles de las asociaciones. Operation son las operaciones que tienen las clases. La clase 
Association es el molde de las asociaciones. Vemos que existe una relación entre Property y 
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Association con multiplicidad en Property de como mínimo dos, que guarda la información 
sobre los atributos identificados como roles de las asociaciones (member ends). La 
multiplicidad mínima es 2 ya que una asociación tiene que tener, como mínimo, dos roles.  
Las clases Department y Employee son instancias de la metaclass Class. De forma análoga, 
el atributo name es una instancia de Property. 
Para representar los tipos de datos se utiliza el conjunto de metaclasses mostrado en la 
Ilustración 19 . 
 
Ilustración 19: Tipos de Datos 
Los tipos de datos están representados por la metaclass DataType. Esta metaclass hace 
referencia a los tipos básicos (boolean, string,…), representados por PrimitiveType, a las 
enumeraciones, representadas por Enumeration, y a los tipos de datos definidos por el 
usuario. Vemos que, como las clases, se relaciona con Property y Operation. 
El tipo de dato Date es una instancia de DataType y sus atributos son instancias de 
Property. Además, todos los datos básicos del esquema son instancias de PrimitiveType. 
Un metamodelo es un modelo que sirve para definir un lenguaje. En este caso, UML es un 
lenguaje que sirve para especificar modelos. Por lo tanto, el metamodelo UML es un modelo 
que describe el lenguaje UML, en otras palabras, sirve para describir los elementos que van a 
componer los diagramas que queramos diseñar. Por ejemplo, cuando creamos el objeto 
Departament en un esquema conceptual estamos creando una instancia de la metaclass Class; 
es decir, estamos usando Class como un molde para producir un concepto propio (en el 
ejemplo, Departament) con características propias. De forma similar, si a Departament le 
añadimos la propiedad name, en realidad estamos instanciando la metaclass Property.  
La Ilustración 18 y la Ilustración 19 han sido extraídas de la especificación del lenguaje 
UML [9 págs. 31-33]. 
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4. Guías de Nominación 
 
En este capítulo explicaremos las guías de nominación que se encargan de comprobar si 
los nombres de los elementos UML de un esquema conceptual son correctos o no. Para una 
correcta comprensión de este capítulo, es de suma importancia entender el metamodelo UML 
explicado en la sección anterior, ya que en este capítulo haremos referencia a los elementos 
del metamodelo. 
Las guías de nominación son una serie de normas que se tienen que aplicar a la hora de 
dar nombres a los elementos de un esquema conceptual. 
En este capítulo detallaremos las guías de nominación utilizadas en el ámbito del 
proyecto. Para cada elemento UML, que interviene en el contexto del proyecto,  indicaremos 
las reglas de la guía asociada. Cada guía de nominación se compone de dos reglas: 
 Regla Sintáctica: Esta regla indica la forma sintáctica que tiene que cumplir el 
nombre del elemento. 
 
 Regla Semántica: Esta regla ofrece una frase patrón para generar la verbalización 
con el nombre del elemento. 
Para facilitar la comprensión de las guías se ha utilizado una nomenclatura para abreviar 
ciertas funcionalidades. A continuación procedemos a explicar estas funciones: 
 Lower(E): esta función se encarga de, dado un nombre, escribir el nombre 
separado y en minúscula. 
Lower(isCooking) =is cooking 
 Plural(E): esta función se encarga de, dado un sintagma nominal, convertir el 
núcleo del sintagma nominal en plural. 
 
Plural(Car) = Cars 
Plural(PathForWheeledVehicles) = PathsForWheeledVehicles 
 
 WithOrNeg(E): esta función se encarga de, dado un nombre que contiene un 
verbo, extender el nombre con la inserción de la forma negativa del verbo. 
 
WithOrNeg(isAbstract)=is or is not abstract 
 
 Expanded(E): esta función se encarga de sustituir “*a|an] (Ei)” para cada rol pi. 
 
Esta sección es un resumen de los aspectos más importantes del documento [5], en el 
cual se han generado las guías de nominación de los elementos UML a partir de la literatura 
existente.  
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A continuación veremos, para cada elemento UML que interviene en el proyecto, las 
reglas que tienen que cumplir sus nombres. 
 
4.1. Entidades 
 
La guía de nominación de las entidades engloba a clases, clases asociativas, 
enumeraciones y tipos de datos.  
 
4.1.1. Regla Sintáctica 
 
El nombre de una entidad debe ser un sintagma nominal cuyo núcleo debe ser contable 
y singular. Debe estar escrito en forma Pascal3. 
Nombres Correctos: Plane, Car, PathForWheeledVehicles 
Nombres Incorrectos: Planes, MakeASearch, car 
La regla establece que el núcleo del sintagma nominal tiene que ser un nombre contable y 
singular. Es decir, nombres como Agua u Oro son inválidos, ya que son incontables. Las 
instancias de estos conceptos son “porciones”.   
 
4.1.2. Regla Semántica 
 
Si N es el nombre de la entidad entonces la siguiente frase tiene que ser gramaticalmente 
correcta: 
 An instance of the entity type named N is [a|an] lower(N). 
 
Para la clase PathForWheeledVehicles la frase generada seria: 
 An instance of the entity type named PathForWheeledVehicles is a path for wheeled 
vehicles. 
que es gramaticalmente correcta. 
 
                                                          
3
 Práctica de escribir nombres compuestos o frases cuyas palabras están unidas sin espacios y la primera 
letra de cada palabra es mayúscula. 
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4.2. Atributos 
 
Para esta guía de nominación se han diferenciado los atributos booleanos de los no-
booleanos 
Sea E::A:T [min..max] una atributo llamado A de tipo T de un tipo de entidad E y las 
multiplicidades mínima y máxima del atributo son min y max.  
 
4.2.1. Regla Sintáctica 
 
 Para Atributos No Booleanos 
El nombre del atributo debe ser un sintagma nominal cuyo núcleo sea contable y 
singular, y debe estar escrito en forma Camel4. 
Nombres Correctos: name, surname 
Nombres Incorrectos: Name, surnames 
 Atributos Booleanos 
El nombre del atributo debe ser un sintagma verbal en tercera persona del singular, 
escrito en forma Camel. 
Nombres Correctos: isMarried, isYoung 
Nombres Incorrectos: areHandsome, IsOld 
 
  
                                                          
4
 Práctica de escribir nombres compuestos o frases cuyas palabras están unidas sin espacios y la primera 
letra de cada palabra es mayúscula, exceptuando la primera. 
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4.2.2. Regla Semántica 
 
 Para Atributos No Booleanos 
Siendo E el nombre del contenedor del atributo, una de las siguientes frases tiene que 
tener sentido semántico: 
If min= 0 and max= 1: 
[A|An] lower (E) may have [a|an] lower (A). 
 If min= 0 and max> 1: 
[A|An] lower (E) may have zero or more lower (plural(A)). 
 If min=max= 1: 
[A|An] lower (E) has [a|an] lower (A). 
If min> 0 and max> 1: 
[A|An] lower (E) has one or more lower (plural(A)). 
Vemos que las frases generadas dependen de las multiplicidades de los atributos. Esto es 
debido a que dependiendo de la multiplicidad, la información del esquema conceptual cambia. 
Cuando tratamos un atributo debemos conocer el elemento al que pertenece para 
modificar las frases patrón. En caso de pertenecer a un Evento, se añade la palabra “event” 
antes del nombre del evento. De forma análoga, cuando estamos tratando un parámetro, que 
se evalúa como un atributo de la operación, se añade la palabra “operation” antes del nombre 
de la operación.  
Para el atributo Person::name:String[1] la frase seria: 
 A person has a name. 
que es gramaticalmente correcta. 
 
 Atributos Booleanos 
Si el atributo es booleano, entonces asumimos que la multiplicidad mínima es 0 o 1, y la 
máxima es 1. 
Siendo E el nombre del contenedor del atributo, la siguiente frase tiene sentido 
semántico: 
[A|An] lower(E) lower(withOrNeg(A)) [, or it may be unknown] 
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Para el atributo Class::isAbstract:Boolean[1] la frase seria: 
 A class is or is not abstract. 
 
4.3. Asociaciones 
 
Sea R(p1:E1 [min1,max1], p2:E2 [min2,max2]) una asociación binaria entre dos entidades 
llamadas E1 y E2, que actúan como roles p1 y p2, con multiplicidades [min1,max1] y [min2,max2] 
respectivamente.  
Las  agregaciones y composiciones tienen nombres predefinidos y no necesitan que se les 
ponga nombre. En cambio, las asociaciones no tienen nombre implícito. 
Sea Rn(p1:E1,...,pn:En) una asociación n-aria, donde n>2, entre las entidades llamadas 
E1,…,En, cuyos roles son p1,…,pn respectivamente. Hay n+1 nombre explícitos asociados a esta 
asociación: el nombre de la asociación y los n nombres de los roles. 
Los nombres de los roles siempre tienen un nombre implícito que se usa en caso de no 
existir un nombre explícito. El nombre implícito de los roles es el nombre del tipo de entidad, 
al que pertenece, escrito en minúscula. 
En una asociación, cuando Ei=Ej entonces pi, o pj, o los dos roles tienen que tener un 
nombre explícito. 
 
4.3.1. Regla Sintáctica 
 
 Asociaciones Binarias 
El nombre de la asociación debe ser un sintagma verbal en tercera persona del singular, 
escrito en forma Pascal. 
Nombres Correctos: Publishes, Writes 
Nombres Incorrectos: publishes, Write 
Distinguimos dos tipos de nombres de roles explícitos: los externos y los internos. Los 
externos deben seguir la guía de nominación de los atributos. Los internos son utilizados con 
fines técnicos y no necesitan ser tratados. Los internos se tienen que diferenciar utilizando un 
prefijo especial, como por el ejemplo underscore (“_”). 
Los roles pueden ser vistos como atributos no booleanos de la entidad situada en el otro 
extremo de la asociación. Por este motivo, utilizamos la guía de nominación de los atributos no 
booleanos para tratar los roles de las asociaciones. 
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 Asociaciones N-Arias 
El nombre de la asociación debe ser un sintagma verbal en tercera persona del singular, 
escrito en forma Pascal. El nombre debe incluir n-1 sub-cadenas de texto con la forma <pi>, 
donde pi es el nombre de los roles. Los roles deben estar escritos en forma Camel. 
Nombres Correctos: Supplies<product>To<project> 
 
4.3.2. Regla Semántica 
 
 Asociaciones Binarias 
Una de las siguientes frases tiene que tener sentido semántico: 
If min2 = 0 and max2 = 1: 
[A|An] lower (E1) lower (R) at most one lower (E2). 
If min2 = 1 and max2 = 1: 
[A|An] lower (E1) lower (R) [a|an] lower (E2). 
If min2 = 0 and max2 = *: 
[A|An] lower (E1) lower (R) zero or more lower (plural(E2)). 
If min2 = 1 and max2 = *: 
[A|An] lower (E1) lower (R) one or more lower (plural(E2)). 
Para la asociación Publishes(editor:Editor[1],paper:Paper[0..*]) la frase seria: 
An editor publishes zero or more papers. 
que es gramaticalmente correcta. 
 
 Asociaciones N-Arias 
La siguiente frase tiene sentido semántico: 
[A|An] lower(E1) lower(Expanded(R)) 
Para la asociación Supplies<product>To<project>genera: 
 A vendor supplies a product to a project. 
que es gramaticalmente correcta. 
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4.4. Invariantes 
 
Un invariante es una restricción estática vinculada a un tipo entidad. La restricción puede 
estar definida como una expresión OCL el contexto de la cual es el tipo de entidad. Los 
invariantes pueden tener nombre, por ejemplo: 
context Department inv hasSeniorEmployees: 
self.employee->forAll(e |e.age>=18) 
es un invariante llamado hasSeniorEmployees. 
 
4.4.1. Regla Sintáctica 
 
El nombre de un invariante debe ser un sintagma verbal en tercera persona del singular, 
escrito en forma Camel o, si no utiliza ninguna palabra que pueda genera ambigüedad, 
escrita en forma normal. 
Nombres Correctos: isIdentifiedByHisName, has enough employees 
 
4.4.2. Regla Semántica 
 
Sea I el nombre del invariante y E el contexto, la siguiente frase tiene sentido semántico: 
[A|An] lower(E) lower(I) 
 
Para el invariante anterior con nombre hasSeniorEmployees la frase seria: 
A department has senior employees. 
que es gramaticalmente correcta. 
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4.5. Tipos de Eventos y Operaciones del Sistema 
 
Los elementos que vienen a continuación se centran en la parte de comportamiento de 
los esquemas conceptuales. 
 
4.5.1. Eventos 
 
Los tipos evento tienen características, que son la lista de atributos y asociaciones en los 
que participa. Los atributos de un evento son similares a los atributos de una entidad, y 
pueden ser tratados con la guía de nominación de los atributos detallada en la sección 4.2. De 
la misma manera, las asociaciones de un evento pueden seguir la guía de nominación de las 
asociaciones explicada en la sección 4.3.  
 Regla Sintáctica 
 
El nombre de un tipo de evento debe ser un sintagma nominal cuyo núcleo debe ser 
contable y singular, escrito en forma Pascal. 
Nombres Correctos: NewSale, EndOfSale 
 
Regla Semántica 
 
Si Ev es el nombre del evento entonces la siguiente frase tiene que ser gramaticalmente 
correcta: 
An instance of the event type named Ev is [a|an] lower(Ev) event. 
 
Para el evento llamado NewSale la frase seria: 
 An instance of the event type named NewSale is a new sale event. 
que es gramaticalmente correcta. 
 
4.5.2. Operaciones 
 
Las operaciones tienen parámetros. Los parámetros son parecidos a los atributos de una 
entidad y se pueden tratar con la guía de nominación descrita en la sección 4.2.  
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Regla Sintáctica 
 
El nombre de una operación de sistema tiene que ser un sintagma verbal, en modo 
imperativo, escrito en forma Pascal. 
Nombres Correctos: CreateNewSale, Search 
Regla Semántica 
 
Si Op es el nombre de la operación de sistema, entonces la siguiente frase tiene sentido 
semántico: 
An invocation of the operation named Op requests the system to perform the Op 
command. 
 
Para la operación CreateNewSale la frase seria: 
 An invocation of the operation named CreateNewSale requests the system to 
perform the CreateNewSale command. 
que es gramaticalmente correcta. 
En la frase no se ha utilizado la función lower(Op) debido a que los nombres de las 
operaciones son, en la práctica, descripciones compactas de un comando, y no es posible dar 
una regla general de verbalización. 
 
4.5.3. Precondiciones 
 
Una precondición es una restricción que se tiene que satisfacer para las características de 
un evento, o los parámetros de una operación, y/o el sistema de información cuando el evento 
ocurre, o la operación es invocada. Las precondiciones pueden tener un nombre y se 
especifican, normalmente, en OCL. 
context System::AssignDepartment(Department: department) 
pre theDepartmentExists: 
 Department.allInstances()->select(name = department.name)->size()=1 
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Regla Sintáctica 
 
El nombre de una precondición debe ser un sintagma verbal, escrito en forma Camel o 
utilizando la forma normal. 
Nombres Correctos: theSaleIsNotFinished, there is enough stock 
 
 Regla Semántica 
 
Si Pre es el nombre de la precondición, entonces la siguiente frase tiene sentido 
semántico: 
[Before the occurrence of lower(Ev) |Before the operation lower(Op) is invoked]. 
lower(Pre). 
 
Se diferencia los casos en que la precondición esté asociada a un Evento o a una 
Operación. 
Para la precondición anterior llamada theDepartmentExists la frase seria: 
 Before the operation assign department is invoked, the department exists. 
que es gramaticalmente correcta. 
 
4.5.4. Post-Condiciones 
 
El efecto de los eventos y de las operaciones del sistema se describe mediante las post-
condiciones. Es una condición que el sistema tiene que satisfacer después de que el evento, o 
la operación, haya sucedido. Las post-condiciones pueden tener un nombre y se especifican, 
normalmente, en OCL. 
context System::AssignDepartment(Department: department, Employee: 
employee) 
post the association between department and employee has been created: 
 employee.assignedDepartament = department 
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Regla Sintáctica 
 
El nombre de una post-condición debe ser un sintagma verbal, escrito en forma Camel o 
utilizando la forma normal. 
Nombre Correcto: aSaleHasBeenCreated 
 
Regla Semántica 
 
Si Pos es el nombre de la post-condición, entonces la siguiente frase tiene sentido 
semántico: 
[After the occurrence of lower(Ev) occurs | After the execution of lower(Op)], 
lower(Post). 
 
Se diferencia los casos en que la post-condición esté asociada a un Evento o a una 
Operación. 
Para la post-condición anterior llamada the association between department and 
employee has been created la frase seria: 
 After the execution of assign department, the association between department and 
employee has been created. 
 
4.6. Estados 
 
Un estado es una condición o situación durante la vida de un objeto donde se satisface 
una cierta condición, ejecuta una actividad, o se espera un evento. 
4.6.1. Regla Sintáctica 
 
El nombre de un estado debe ser un adjetivo o un complemento nominal, escrito 
utilizando la forma Pascal. 
Nombres Correctos: Cooking, ReadyToCook 
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4.6.2. Regla Semántica 
 
Si S es el nombre del estado, entonces la siguiente frase tiene sentido semántico: 
 [A|An] lower(E)is in the state of lower(S) 
 
Para el estado llamado ReadyToCook la frase seria: 
 A microwave is ready to cook. 
que es gramaticalmente correcta. 
 
Para cada elemento hemos indicado las reglas que tiene que seguir. En esta sección solo 
se ha querido dar, de forma general, los patrones que siguen las guías de nominación. Para ver 
con más detalle las guías consultar [5]. 
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5. Estudio de mercado 
 
En este capítulo haremos una explicación de algunas herramientas, que existen en el 
mercado. 
 
5.1. Procesado de la Gramática Inglesa 
 
En el capítulo 4 hemos visto las guías de nominación para cada elemento UML al que el 
usuario puede dar nombre. Como hemos observado, las reglas de cada guía de nominación 
hablan de la estructura sintáctica que tienen que seguir los nombres. Por este motivo, ha sido 
necesario el estudio de la gramática inglesa para poder generar los analizadores sintácticos 
que se encargan de comprobar la forma sintáctica de los nombres. 
El procesado de la gramática inglesa se justifica por el hecho de tener que conocer la 
forma sintáctica de las palabras que componen los nombres. Como hemos comentado, 
necesitamos conocer la forma sintáctica de las palabras para poder asegurar que un nombre es 
un sintagma nominal, verbal, etc. Por este motivo, es necesario que la aplicación disponga de 
unos analizadores sintácticos que sean capaces de reconocer si un nombre cumple con una 
forma sintáctica concreta. 
Actualmente existen herramientas en el mercado capaces de generar analizadores 
sintácticos para una gramática específica. A continuación exponemos algunas de las 
herramientas más conocidas que se encargan de generar analizadores sintácticos en Java. 
 
5.1.1. Generador Sintáctico CUP 
 
CUP2 es una aplicación que se utiliza para generar analizadores para Java. La aplicación 
recibe como entrada un fichero con la estructura de la gramática y genera como salida un 
parser (código con el analizador) en Java listo para usarse. 
En el fichero de entrada se especifica la gramática mediante expresiones regulares. Una 
vez creado el fichero, la aplicación crea código Java con la implementación del analizador 
sintáctico. 
Esta aplicación es muy útil cuando se quiere generar analizadores sintácticos para 
gramáticas sencillas, ya que no requiere mucho esfuerzo a la hora de generar las expresiones 
regulares. Por ejemplo, si se quiere generar un analizador para expresiones aritméticas se 
escribe en el fichero de entrada de la aplicación la siguiente gramática: 
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e  e + t | t 
t  t * f | f 
f  ( e ) | NUMBER 
Está gramática representa las expresiones aritméticas. Expresiones de la forma (2+4)*8 o 
(9*2)+(6*3) son aceptadas por la gramática. Con esta entrada la aplicación CUP genera el 
código Java del analizador sintáctico de esta gramática. 
La dificultad encontrada en esta aplicación es a la hora de generar las expresiones 
regulares de la gramática inglesa. Generar la gramática de un lenguaje natural no es un 
proceso trivial ya que hay que tener en cuenta muchas expresiones y producciones que 
dificultan su creación. Otro inconveniente encontrado en la aplicación es la manera de 
introducir los elementos que quieres comprobar. Los elementos se tienen que introducir o 
bien por la entrada estándar del sistema (mediante la consola) o bien mediante un fichero de 
texto plano. Esto supondría tener que generar para cada nombre un fichero de texto plano, o 
modificar el código generado para que trabaje con estructuras propias. 
Esta sección ha sido un resumen del documento [12 pág. 117]. 
 
5.1.2. Generador Sintáctico Antlr 
 
ANTLR (ANother Tool for Language Recognition) es un generador de analizadores 
sintácticos. Es software libre y se puede descargar de la página oficial (www.antlr.org). ANTLR 
es capaz de generar analizadores léxicos, sintácticos y semánticos en varios lenguajes (Java, 
C++, C#, etc.). ANTLR genera analizadores LL(k)5, y él mismo utiliza un analizador LL(k) para leer 
los ficheros en los que están escritas las especificaciones de las gramáticas. Las gramáticas se 
escriben con un formato llamado EBNF6.  
De forma parecida a la herramienta CUP, ANTLR necesita que se especifique la gramática 
en un fichero (que tiene extensión .g). Para cada analizador descrito en el fichero, ANTLR 
generará una clase Java. Con la especificación de dicha gramática, ANTLR genera el analizador 
sintáctico en Java. Una ventaja de este generador es que dispone de plug-in para Eclipse. Es un 
plug-in que ofrece un editor para la creación de las gramáticas con las siguientes 
características: 
 Corrección de errores: ofrece soluciones a los errores en el código. Por ejemplo, 
puede declarar variables no-terminales que no hayan sido declaradas aún. 
 
                                                          
5
 Analizador sintáctico descendente para una gramática libre de contexto. Las entradas son leídas de 
izquierda a derecha y las producciones son derivaciones por la izquierda. 
6
 Es una meta-sintaxis utilizada para expresar gramáticas libres de contexto; es una manera formal de 
describir lenguajes formales. 
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 Avisos y Errores: se muestran marcas de aviso y errores mientras se escribe la 
gramática. 
 
 Sangría Automática: a pesar de que ANTLR no tiene marcas como “{“ que ayuden 
al editor a aplicar automáticamente la sangría, el plug-in es capaz de reconocer 
zonas donde es útil aplicar sangría. 
 
 Cerrado automático de corchetes y paréntesis: completa automáticamente los 
paréntesis y corchetes abiertos. 
La entrada del analizador sintáctico creado tiene que ser cualquier subclase de 
InputStream. Lo más normal es utilizar un flujo de caracteres escrito en un fichero pero 
pueden utilizarse otras fuentes. Los analizadores sintácticos creados con ANTLR tienen 
problemas de eficiencia ya que se hacen demasiadas invocaciones a los métodos para 
reconocer si la entrada pertenece o no a la gramática. Otro problema encontrado es la manera 
de introducir código en la gramática para la recuperación de errores en el proceso de análisis 
sintáctico.  
Esta sección ha sido un resumen de los documentos [13] y [14]. 
 
5.1.3. Generador Sintáctico JavaCC 
 
JavaCC (Java Compiler Compiler) es un generador de analizadores sintácticos de código 
abierto, escrito en Java, que genera los analizadores en Java. Integra las funciones de análisis 
léxico y análisis sintáctico en una sola herramienta. Al igual que ANTLR, los analizadores 
generados por JavaCC son analizadores sintácticos descendientes LL(k). Es ampliamente 
recomendado para usuarios afines a los lenguajes de programación orientados a objetos. 
Las características de este meta-compilador son[12 pág. 127]: 
 Extiende especificaciones BNF: mediante expresiones regulares, tales como (A)* 
o (A)+. 
 
 Genera por defecto analizadores LL(1). 
 
 JJDoc: herramienta que convierte los archivos de la gramática en archivos de 
documentación. 
 
 Engloba en un mismo archivo las especificaciones léxicas y sintácticas. 
 
 Análisis descendente. 
 
Una de las ventajas de JavaCC es su amplia comunidad de usuarios. Es el generador de 
analizadores más utilizado por aplicaciones Java. 
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5.1.4. Conclusiones 
 
Realizado el estudio de los analizadores descubrimos una serie de aspectos que nos hizo 
decantarnos por la implementación de analizadores propios. Primero de todo no sabíamos la 
repercusión que conllevaría integrar el código generado dentro del plug-in. Además, el código 
generado por las aplicaciones se tenía que modificar para hacerlo funcionar con entradas 
propias, ya que la entrada de los analizadores que generan estas aplicaciones es la entrada 
estándar.  
Las herramientas consultadas son unas herramientas muy potentes, pero, personalmente, 
la parte de generación de código para detectar que palabra daba el error resultaba un poco 
confusa en la documentación. Además, las referencias consultadas no aportaban aclaraciones 
de cómo hacerlo. Por otro lado, es bastante difícil la modificación de código que genera 
automáticamente una aplicación ya que, normalmente, no está estructurado ordenadamente 
y es poco legible. 
En el capítulo 10 se explican los motivos más detallados por los cuales no se han utilizado 
las herramientas descritas y se ha decido implementar una solución propia. 
 
5.2. Procesado de Nombres 
 
Este proyecto se centra en las guías de nominación de los elementos UML. Hemos 
recalcado anteriormente que la elección de nombres juega un papel fundamental para que 
cualquier persona pueda entender la información que desprende un Esquema Conceptual. 
Hemos visto ejemplos donde se ha comprobado que escoger un nombre u otro hace que la 
información del Esquema Conceptual cambie. 
Una buena elección de nombres no solo afecta a los Esquemas Conceptuales. En cualquier 
lenguaje de programación se tiene que tener especial cuidado a la hora de nominar los 
identificadores que se utilizan para que el código sea comprensible para otro programador. 
Por este motivo el estudio de nominar correctamente los nombres no es un área dependiente 
de los elementos de un Esquema Conceptual, sino que existen documentos y aplicaciones para 
una correcta nominación de los identificadores de un código fuente. 
A continuación explicaremos la herramienta IDD, que se encarga de facilitar al 
programador la nominación de identificadores a la hora de programar. Aunque no es una 
herramienta que trabaje en la misma área, se ha decidido comentarla para denotar la 
importancia que tiene la nominación de nombres, no solo en el ámbito de los Esquemas 
Conceptuales, sino de la programación en general. 
La siguiente sección es un resumen realizado del artículo [15]. 
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5.2.1. IDD Plug-in 
 
La herramienta IDD (IDentifier Dictionary) es un plug-in creado para Eclipse que se 
encarga de mantener, mediante un diccionario, los nombres de los identificadores y los tipos 
de datos a los que referencian. De esta manera, cuando un programador está escribiendo 
código puede consultar los identificadores existentes en el diccionario ofreciéndole, de esta 
manera, una serie de nombres que le ayuden a nominar estos identificadores.  
Esta herramienta se origina de un estudio realizado al código fuente de los programas. 
Aproximadamente el 70% del código fuente del software consiste en identificadores. Los 
nombres escogidos para estos identificadores juegan un papel muy importante en la 
comprensión del código. Aún así, los lenguajes de programación permiten a los programadores 
utilizar cualquier cadena de caracteres aleatoria como identificadores, alejando el objetivo de 
realizar un código entendible. La herramienta, mediante un modelo formal basado en 
asociaciones bijectivas entre los conceptos y los nombres, proporciona una base sólida para la 
definición de reglas concisas y coherentes de nominación. La aplicación de estas reglas se 
ayuda de una herramienta que gradualmente construye y mantiene un completo diccionario 
de identificadores mientras el programador va creando el sistema. El diccionario explica el 
lenguaje usado en el programa, ayuda a nombrar los identificadores y ayuda a los 
programadores proponiendo nombres adecuados en función del contexto. 
A primera vista parece que el diccionario de identificadores introduce overhead en la 
herramienta. De hecho, un diccionario diseñado cuidadosamente aumenta la productividad 
del desarrollo y mantenimiento del software. 
Los desarrolladores de software pueden utilizar el diccionario para buscar nombres de 
identificadores ya existentes en lugar de tener que crear o inventar otros nuevos. Esto reduce 
el riesgo de crear sinónimos y ayuda a elegir nombres de identificadores que siguen los 
patrones de los identificadores ya creados. Para el mantenimiento, el diccionario permite 
realizar búsquedas rápidas y sencillas del significado de los identificadores. También permite 
buscar los conceptos proporcionando una lista de los conceptos relevantes y de sus 
identificadores. 
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6. Eclipse 
 
En esta sección nos centraremos en explicar la herramienta Eclipse. Empezaremos 
detallando qué es esta herramienta, para qué se utiliza y veremos sus características y sus 
cualidades a la hora de ampliar sus funcionalidades. También expondremos los inicios de la 
herramienta y acabaremos hablando de la estructura de plug-ins en la que se basa. 
 
6.1. ¿Qué es Eclipse y para qué sirve? 
 
Según [16]:  
“Eclipse es un IDE para todo y para nada en particular” 
La plataforma Eclipse consiste en un Entorno de Desarrollo Integrado (IDE, Integrated 
Development Environment) abierto y extensible. Un IDE es una herramienta todo-en-uno para 
escribir, editar, compilar y ejecutar código. Como elementos básicos, un IDE cuenta con un 
editor de código, un compilador/intérprete y un depurador. Eclipse sirve como IDE Java y 
cuenta con numerosas herramientas de desarrollo de software. También da soporte a otros 
lenguajes de programación, como C/C++, Cobol, Fortran, PHP o Python. A la plataforma base 
de Eclipse se le pueden añadir extensiones (plug-ins) para extender la funcionalidad. 
Es una plataforma independiente y se ha diseñado a partir de los estándares de la 
industria, lo que permite utilizar una amplia gama de herramientas, plataformas y lenguajes. 
La tecnología de Eclipse está exenta de derechos de autor y sus derechos de distribución 
abarcan todo el mundo. Se diseñó desde cero para que fuera una herramienta extensible. El 
desarrollo de Eclipse se basa en reglas de código abierto, lo que hace que su desarrollo sea 
abierto y colaborativo [17]. Cualquier persona puede participar y contribuir en el desarrollo de 
cualquier funcionalidad de la herramienta (como por ejemplo el desarrollo de la herramienta 
que abarca este proyecto).   
Eclipse ofrece una serie de ayudas a la hora de generar código, como por ejemplo: 
 Corrector de Errores: detecta y marca sobre el código los lugares donde se 
pueden producir errores a la hora de compilar. Además, se muestran posibles 
soluciones para los errores detectados y, en caso de que el usuario elija una, se 
corrige el error automáticamente. 
 Code Completion: capacidad de completar automáticamente sentencias que se 
están escribiendo. 
 Templates: se permite definir y utilizar plantillas de código que se escriben 
automáticamente. 
 Code Formatting: realizar el formateo de código de manera automática para 
hacer más fácil la tarea de mantener un código limpio y ordenado. 
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 Refactoring: automatizar cambios que involucran a varias clases. 
Una de las características de Eclipse es el modo en el que compila los proyectos. No existe 
una funcionalidad que permita compilar por separado las clases. El proceso de compilación se 
realiza automáticamente al guardar cambios realizados en el código. Otro punto fuerte es la 
herramienta de depuración de código. La depuración de código es una acción que lanza el 
usuario y le permite ver la ejecución de su proyecto paso a paso, viendo en todo momento la 
información relativa al programa que se está depurando. Es un depurador potente, sencillo y 
muy fácil de utilizar. 
La plataforma está diseñada para afrontar las siguientes necesidades: 
 Soportar la construcción de una gran variedad de herramientas de desarrollo. 
 Soportar las herramientas proporcionadas por diferentes fabricantes de software. 
 Soportar herramientas que permiten manipular diferentes contenidos (Java, 
HTML, XML,…) 
 Facilitar la integración entre todas las herramientas sin tener en cuenta el 
proveedor. 
 Proporcionar entornos de desarrollo gráficos (GUI) y no gráficos. 
 
Eclipse se puede obtener directamente descargándolo del sitio web oficial del Proyecto 
Eclipse (www.eclipse.org). Existen versiones para cualquier plataforma que incluyen el código y 
los plug-ins más habituales. Al estar escrito en Java, es necesario que exista un JRE (Java 
Runtime Environment).  
La siguiente sección con los orígenes de Eclipse es un resumen de la información extraída 
de la página oficial de Eclipse[16] y del libro [17]. 
 
6.2. Orígenes de Eclipse 
 
Gran parte de la programación de Eclipse fue realizada por IBM antes 
de que se creara el proyecto Eclipse como tal. IBM quería unificar todos 
sus entornos de desarrollo en una misma base de código. Muchas de las 
herramientas más importantes de IBM se habían programado en 
Smalltalk7, un gran lenguaje pero que estaba perdiendo cuota de mercado 
frente a Java. Java ganaba adeptos en la comunidad de desarrollo de 
software y, además, eran pocos los desarrolladores de software que estaban cualificados para 
crear complementos en Smalltalk. La rápida expansión de Java y sus ventajas con miras a 
Internet, en plena expansión, obligaron a IBM a plantearse el abandono de esta máquina 
virtual y la construcción de una nueva plataforma basada en Java desde el principio. El 
                                                          
7
 Smalltalk es un lenguaje de programación que permite realizar tareas de computación mediante la 
interacción con un entorno de objetos virtuales. 
Ilustración 20: Eclipse 
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producto final resultante fue Eclipse, que ya había costado unos 40 millones de dólares a IBM 
en el año 2001. 
A finales de 2001, IBM creó la fundación sin ánimo de lucro Eclipse, abriéndose así al 
mundo de código abierto. A este grupo se han ido uniendo progresivamente importantes 
empresas de desarrollo de software a nivel mundial: Oracle, Rational Software, Red Hat, SuSe, 
HP, Serena, Ericsson, Novell, entre otras. Hay dos ausencias significativas: Microsoft y Sun 
Microsystems. Microsoft ha sido excluida por su posición de monopolio del mercado, y Sun 
Microsystem cuenta con su propio IDE y principal competencia de Eclipse: NetBeans.  
La última versión estable de Eclipse se encuentra disponible para los sistemas operativos 
Windows, Linux, Solaris, AIX, HP-UX y Mac OSX. Todas las versiones de Eclipse necesitan tener 
instalado en el sistema una máquina virtual Java (JVM), preferiblemente JRE (Java Runtime 
Environment) o JDK (Java Developer Kit) de Sun. 
 
6.2.1. La fundación Eclipse 
 
La Fundación Eclipse divide su trabajo en proyectos y sub-proyectos. Los proyectos de los 
que más se suelen hablar son “Eclipse Project”, “Eclipse Tools Project” y “Eclipse Technology 
Project”. Eclipse Project es solo una parte del trabajo de la Fundación Eclipse. La explicación de 
Eclipse Project nos ayudará a entender la organización de Eclipse y de hacernos una idea de su 
estructura. En la parte de Eclipse Modeling Project nos centraremos en las herramientas UML 
utilizadas en este proyecto. 
 
Eclipse Project 
 
Eclipse Project es la columna vertebral de la Fundación Eclipse y su proyecto más 
significativo. Este proyecto se divide en tres sub-proyectos: 
 
 PLATFORM SUBPROJECT 
Este proyecto trabaja con los aspectos que son comunes en Eclipse como, por ejemplo, la 
edición de texto, búsqueda, páginas de ayuda, la depuración de código, etc. La parte principal 
de este proyecto es el núcleo de la herramienta. El núcleo consiste en una serie de 
funcionalidades básicas, como el código de arranque y el funcionamiento de Eclipse, la 
creación y gestión de plug-ins. Este proyecto también se encarga de definir el aspecto general 
de la interface de usuario de Eclipse.  
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La interface de usuario está basada en dos tecnologías: SWT y JFace. SWT8 es una 
colección de clases y métodos gráficos, donde se incluyen botones, menús, eventos, etc. JFace 
es un conjunto de herramientas de interfaz gráfica de alto nivel, en el que se incluyen 
asistentes, formateadores de texto, etc. 
 
 JAVA DEVELOPMENT TOOLS SUBPROJECT 
A pesar de que se relaciona habitualmente Eclipse con desarrollo Java, Java es solo una 
parte de Eclipse. En realidad, Eclipse  es una plataforma multilenguaje que ha desarrollado un 
potente entorno de desarrollo Java. Este entorno de desarrollo es un sub-proyecto 
independiente (JDT) donde se desarrollan herramientas como el compilador de Java, mejoras 
en el editor de Java, etc.   
 
 PLUG-IN DEVELOPMENT ENVIRONMENT SUBPROJECT 
Como se ha dicho anteriormente, Eclipse es una plataforma muy modular, es decir, se le 
pueden añadir una serie de módulos para extender sus funcionalidades. Cada módulo agrega 
una pequeña funcionalidad, y la integración de un conjunto de módulos hacen un entorno de 
desarrollo muy elaborado. 
Se pensó que sería bueno ofrecer una serie de herramientas para escribir plug-ins de 
Eclipse escritos en Eclipse. Por este motivo se creó el  Entorno de Desarrollo de Plug-ins (PDE). 
PDE ofrece una serie de herramientas para crear, desarrollar, probar, depurar, generar e 
implementar plug-ins, fragmentos, características, y productos RCP para Eclipse. Este entorno 
ha sido utilizado para la creación del plug-in que abarca este proyecto. 
 
 Eclipse Modeling Project 
 
Es un proyecto que se centra en la evolución y la promoción de tecnologías de desarrollo 
basadas en modelos dentro de la comunidad Eclipse, proporcionando un conjunto de marcos 
unificados, herramientas e implementaciones de modelado. De este proyecto nos interesa un 
sub-proyecto: Model Development Tools (MDT). 
 MODEL DEVELOPMET TOOLS 
Los propósitos de este sub-proyecto son proporcionar una implementación de 
metamodelos estándar y proporcionar herramientas para el desarrollo de modelos basados en 
los metamodelos. De este proyecto, lo más importante, según el contexto de nuestro 
proyecto, es UML2 Tools. 
                                                          
8
 Standard Widget Toolkit 
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UML2 Tools es un conjunto de editores gráficos basados en GMF9 para la visualización y 
edición de modelos UML. Los diagramas que soporta son los explicados en la sección 3.2.1. 
Actualmente, estas herramientas están en fase de incubación por parte de Eclipse, es decir, se 
ofrece la funcionalidad pero aún se están depurando algunos aspectos que impiden que el 
proyecto se dé por finalizado. 
Para ver, con más detalle, UML2 Tools consultar [18]. 
 
6.3. Introducción a Eclipse 
 
En este apartado haremos una breve introducción al entorno de desarrollo de Eclipse. No 
se pretende dar un manual de usuario de la herramienta sino explicar, a grandes rasgos, los 
componentes principales de la herramienta Eclipse. 
 
Ilustración 21: Plataforma Eclipse 
Los principales componentes de Eclipse son las perspectivas, las vistas y los editores. En la 
Ilustración 21, todo el recuadro rojo seria una perspectiva. Se puede decir que una perspectiva 
es una página dentro del entorno de trabajo de Eclipse. La combinación de diferentes vistas 
(Package Explorer, Problems, Javadoc,…) y los editores visibles en el entorno de trabajo 
componen una perspectiva. Es posible tener varias perspectivas abiertas al mismo tiempo.  
Las vistas se suelen utilizar para recorrer recursos y modificar propiedades de los mismos. 
Aunque en verdad, las vistas sirven para muchas cosas, desde recorrer un árbol de directorios 
hasta visualizar errores de un proceso. También son conocidas por mostrar información. Todos 
los cambios efectuados en una vista se guardan inmediatamente.  
                                                          
9
 Es un framework de la plataforma Eclipse que proporciona una infraestructura de componentes y de 
tiempo de ejecución para el desarrollo de editores gráficos. 
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Los editores son el mecanismo principal con el que los usuarios crean y modifican 
recursos. Eclipse ofrece algunos editores básicos como, por ejemplo, el de código Java y de 
texto. Algunos editores muestran algo más que simples textos (como por ejemplo el editor 
Gráficos donde se muestran los esquemas conceptuales). Los editores se muestran en el área 
central de Eclipse, mientras que las vistas se organizan alrededor del área del editor. A 
diferencia de las vistas, cuando en el editor se modifica algo, este cambio no se guarda 
inmediatamente, sino que el usuario tiene que especificar que quiere guardar el cambio. 
Para más información sobre los componentes de Eclipse y sus características consultar 
[19]. 
 
6.3.1.  Versión utilizada 
 
Para el desarrollo de este proyecto se ha utilizado la versión de Eclipse: Helios que 
corresponde a la versión 3.6.1. Se ha utilizado esta versión porque era la más actual en el 
momento de inicio del proyecto. Su fecha de salida fue Junio de 2010. Además, en principio no 
debería de haber problemas en instalar plug-ins, creados en esta versión, en versiones más 
antiguas. 
 
6.4. Plug-ins 
 
Como hemos dicho anteriormente, Eclipse no es un programa monolítico, sino un 
pequeño núcleo que contiene un cargador de plug-ins que incorpora cientos de plug-ins. Este 
núcleo proporciona un entorno en el que ejecutar los plug-ins. Este diseño en módulos permite 
que sea posible reutilizar funciones independientes y diferenciadas para construir aplicaciones 
que los programadores de Eclipse no han pensado [17].  
 
Ilustración 22: Estructura de plug-ins en Eclipse 
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En la Ilustración 22 vemos, de manera esquemática, la estructura basada en plug-ins de 
Eclipse. El núcleo de Eclipse, representado por el marco gris, contiene una serie de 
funcionalidades básicas para el correcto funcionamiento; el resto de funcionalidades, como 
por ejemplo nuestro plug-in (Verbalize Plug-in), se agregan a Eclipse mediante plug-ins. 
En esta sección explicaremos qué es un plug-in y que elementos lo componen. Además, 
repasaremos los pasos para la creación de un plug-in e introduciremos una serie de prácticas, 
recomendadas por Eclipse Project, para una correcta generación de plug-ins.  
La siguiente sección es un resumen de los capítulos 2 y 3 del libro [17]. 
 
6.4.1.  ¿Qué es un Plug-in? 
 
Un plug-in es la unidad mínima de funcionalidad de Eclipse que puede estar distribuida de 
manera separada. Las funcionalidades pequeñas se escriben como un único plug-in, mientras 
que funcionalidades más complejas se combinan en varios plug-ins. Exceptuando un pequeño 
núcleo de la plataforma de Eclipse, el resto de las funcionalidades de la plataforma están 
implementadas como plug-ins. 
No es necesario que el plug-in contenga código, por ejemplo, el plug-in que ofrece la 
ayuda HTML de Eclipse. Todos los recursos que componen el plug-in se encuentran en un 
directorio del sistema de archivos del sistema operativo. 
 
6.4.2.  Estructura de los plug-ins 
 
El comportamiento de todos los plug-ins se especifica mediante el código que el 
programador desarrolla, pero las dependencias y servicios de un plug-in se declaran en los 
archivos de manifiesto. Al iniciarse el plug-in, el cargador de plug-ins analiza los archivos de 
manifiesto de cada plug-in y, a continuación, construye una estructura que contiene esa 
información. 
Los plug-ins están escritos en Java. Está formado por un JAR de código Java, ficheros de 
lectura y otros recursos, como imágenes, catálogos de mensajes, librerías de código, etc. La 
estructura de este contenedor suele ser: 
 Clases Java: clases Java, que componen la funcionalidad de los plug-in, ubicadas 
en una estructura de directorios y paquetes Java. 
 Iconos: una serie de iconos e imágenes, que se utilizan en los plug-in, ubicados, 
normalmente, en un directorio llamado icons o images. 
 MANIFEST.MF: archivo de manifiesto que describe los aspectos del tiempo de 
ejecución del plug-in como el identificador, versión y las dependencias del plug-in. 
 plugin.xml: archivo en formato XML que describe las extensiones y los puntos de 
extensión. 
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El JAR del plug-in debe tener un nombre específico y debe colocarse en un directorio 
específico de Eclipse para que pueda encontrarlo y cargarlo.  
 
Manifiesto de plug-in 
 
Todos los plug-ins tienen dos archivos MANIFEST.MF y plugin.xml, que definen varios 
aspectos para cargar el plug-in. Dentro de estos archivos se encuentra: 
 DECLARACIÓN DE PLUG-IN 
Dentro de cada manifiesto encontramos datos del plug-in como el nombre, el 
identificador, versión, clase que activa el plug-in (Activador) y el proveedor del plug-in. El 
identificador del plug-in está diseñado para identificarlo y se construye normalmente 
siguiendo las convenciones de nombres de los paquetes Java 
(com.<nombreCompañia>.<nombreProducto>). La versión se especifica con tres números 
separados por puntos.  
 
 DEPENDENCIAS DEL PLUG-IN 
Se muestran los plug-ins que deben estar presentes para que el plug-in pueda funcionar. 
Esto ayuda a Eclipse a la hora de inicializar los plug-ins ya que le permite saber que tiene que 
activar. 
 
 EXTENSIONES Y PUNTOS DE EXTENSION 
Los puntos de extensión se declaran en un plug-in para indicar el punto donde se puede 
ampliar la funcionalidad del mismo, de forma controlada, por otros plug-ins. Esto se hace para 
que el plug-in no tenga que conocer de la existencia de los plug-ins que lo amplían. Por 
ejemplo, el plug-in del banco de trabajo (workbench) declara un punto de extensión para las 
preferencias de usuario. Cualquier otro plug-in puede contribuir con sus propias extensiones a 
las preferencias de usuario, mediante la definición de extensiones a este punto de extensión. 
Las extensiones muestran cómo el plug-in aumenta la funcionalidad proporcionada por 
otros plug-ins del sistema. 
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Ilustración 23: Creación de un plug-in 
En la Ilustración 23 vemos como el proceso de creación de un plug-in no difiere del 
proceso de creación de una aplicación cualquiera. Básicamente se trata, como es habitual, de 
crear el proyecto y empezar a generar el código que implementa la funcionalidad del plug-in. 
Después de testearlo y comprobar su correcto funcionamiento, se externaliza el plug-in 
añadiéndole prácticas para que se pueda internacionalizar y, finalmente, se exporta para que 
se pueda usar. 
 
6.4.3. Plug-ins utilizados 
 
A parte de los plug-ins instalados por defecto en la versión estándar de Eclipse se ha 
utilizado los plug-ins UML2 Tools (para poder trabajar con los esquemas conceptuales) y AXIS 
(para poder trabajar con web services). 
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7. Análisis de Requisitos 
 
El Análisis de requisitos es la primera etapa en el desarrollo de un Sistema de Información. 
El Análisis pone énfasis en la investigación del problema que se plantea y los requisitos, en vez 
de centrarse en la solución. En este punto se identifican los objetivos, las necesidades del 
cliente, los requisitos y otros aspectos que pueden ayudar al desarrollo del proyecto.  
Definir correctamente las necesidades en esta etapa es una tarea muy importante por dos 
razones. El impacto de dificultad y el impacto temporal de realizar un cambio en los requisitos 
cuando el proyecto está en fases más avanzadas son muy grandes; por otra parte, el impacto 
económico de realizar estos cambios también es muy elevado. 
En esta sección se determinan los requisitos del sistema, tanto funcionales como no-
funcionales, y las restricciones del proyecto. 
 
7.1. ¿A quién va dirigido? 
 
El sistema va dirigido a un conjunto de usuarios que cumple las siguientes características: 
 Tiene conocimientos básicos de Eclipse. 
 Tiene conocimientos sobre Modelización Conceptual.  
 Está familiarizado con la herramienta UML2 tools encargada de ofrecer al usuario 
un editor de esquemas conceptuales. 
 
7.2. Requisitos 
 
Los requisitos son capacidades y condiciones que debe poseer el sistema de información. 
Los requisitos sirven para encontrar, comunicar y registrar lo que el sistema necesita 
realmente, de manera que tenga un significado para el cliente y los miembros del equipo de 
desarrollo[6]. 
A continuación se muestran los requisitos, tanto funcionales como no-funcionales, y las 
restricciones del sistema. 
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7.2.1. Requisitos Funcionales 
 
Los requisitos funcionales son el pilar del sistema. Describen lo que el sistema tiene que 
hacer o que procesos tiene que realizar. 
Requisito R1 
Descripción Comprobar que los nombres del Esquema Conceptual cumplen 
con las guías de nominación. 
Motivación Ofrecer un estándar a la hora de nombrar los elementos de un 
Esquema Conceptual.  
Pre-Condición - 
Condición de 
Satisfacción 
El sistema muestra los nombres que no cumplen con las guías de 
nominación. 
 
Requisito R2 
Descripción Generar un documento, utilizando las frases patrón de las guías 
de nominación, donde se muestre el Esquema Conceptual 
verbalizado. 
Motivación Facilitar al usuario una explicación y documentación del Esquema 
Conceptual de forma textual.  
Pre-Condición El Esquema Conceptual tiene que tener los nombres correctos. 
Condición de 
Satisfacción 
- 
 
Requisito R3 
Descripción Mostrar la ayuda de la herramienta. 
Motivación Facilitar al usuario un manual de la herramienta para que se 
familiarice con su uso. 
Pre-Condición - 
Condición de 
Satisfacción 
- 
 
Requisito R4 
Descripción Mostrar las guías de nominación. 
Motivación Facilitar al usuario las guías con las que trabaja la herramienta. 
Pre-Condición - 
Condición de 
Satisfacción 
- 
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Requisito R5 
Descripción El documento generado estará ordenado según el criterio del 
usuario. 
Motivación Dar al usuario la opción de ordenar el documento según sus 
preferencias. 
Pre-Condición - 
Condición de 
Satisfacción 
- 
 
7.2.2. Requisitos No-Funcionales 
 
Los requisitos no-funcionales son una serie de propiedades que debe cumplir el sistema, 
como portabilidad o usabilidad. Estos requisitos son igual de importantes que los requisitos 
funcionales. 
Requisito R6 
Descripción La interface sigue las buenas prácticas de Eclipse. 
Motivación Crear la herramienta de forma ordenada y estructurada. 
Pre-Condición - 
Condición de 
Satisfacción 
La herramienta cumple con las buenas prácticas[17]. 
 
Requisito R7 
Descripción La herramienta será extensible. 
Motivación Facilitar la tarea de introducción de cambios o de nuevas 
funcionalidades. 
Pre-Condición - 
Condición de 
Satisfacción 
La aplicación ofrece una serie de interfaces para facilitar la 
introducción de cambios o nuevas funcionalidades.  
 
Requisito R8 
Descripción La herramienta será portable 
Motivación Facilitar la utilización de la herramienta en un entorno que no sea 
Eclipse. 
Pre-Condición - 
Condición de 
Satisfacción 
La aplicación ofrece un nivel de abstracción de la plataforma y 
unas interfaces que ayudan a facilitar la portabilidad. 
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Requisito R9 
Descripción La herramienta solo estará operativa cuando se trabaje con 
Esquemas Conceptuales. 
Motivación Permitir ejecutar las funcionalidades en el momento correcto, 
evitando sobrecargar los menús de Eclipse. 
Pre-Condición - 
Condición de 
Satisfacción 
El usuario comprueba que las funcionalidades de la herramienta 
solo están operativas cuando se trabaja con Esquemas 
Conceptuales. 
 
Requisito R10 
Descripción La interface de usuario, el manual de ayuda y las guías de 
nominación están en inglés 
Motivación Permitir al usuario trabajar con una misma lengua en todo el 
proyecto. 
Pre-Condición - 
Condición de 
Satisfacción 
Se ofrece todo el plug-in en inglés. 
 
7.2.3. Restricciones 
 
En este apartado describimos las restricciones del sistema como consecuencia de 
acuerdos con el cliente o por cuestiones temporales. 
Restricción La aplicación tiene que ser desarrollada bajo la plataforma 
Eclipse. 
 
Justificación El cliente lo ha pedido explícitamente. 
 
 
Restricción La aplicación ha de poder ser utilizada en cualquier entorno que 
no sea Eclipse. 
 
Justificación El cliente lo ha pedido explícitamente. 
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8. Especificación 
 
En esta sección describiremos el comportamiento externo del sistema visto desde el 
usuario y el entorno.  Especificaremos qué hace el sistema alejándonos, de momento, del 
dominio de la solución. 
En primer lugar veremos el modelo de casos de uso, seguidamente el modelo conceptual 
y, finalmente, el modelo de comportamiento del sistema. 
8.1. Modelo de Casos de Uso 
 
El propósito de un diagrama de casos de uso es representar, de manera gráfica, un 
resumen de la funcionalidad proporcionada por el sistema. En el diagrama intervienen los 
actores, las metas (representadas como casos de uso) y las relaciones de los casos de uso. El 
diagrama de casos de uso nos ayuda a documentar el comportamiento del sistema desde el 
punto de vista del usuario. La ventaja principal del diagrama de casos de uso es su facilidad de 
interpretación, lo que lo hace muy útil. 
A continuación detallamos los elementos que intervienen en un diagrama de casos de uso 
y, seguidamente, vemos en la Ilustración 24 el diagrama de Casos de Uso:  
 
Actores: representan un tipo de usuario del sistema. El usuario no tiene 
que ser específicamente una persona, puede ser cualquier cosa externa 
que interactúa con el sistema.  
 
 
Casos de Uso: es un procedimiento que debe poder llevarse a cabo con el 
apoyo del sistema que se está desarrollando. 
 
 
Asociación: existe una asociación entre un actor y un caso de uso si el 
actor puede interactuar con el sistema para llevar a cabo el caso de uso. 
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Ilustración 24: Diagrama de Casos de Uso 
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8.1.1. Casos de Uso Esenciales 
 
Con los casos de uso se pretende describir los servicios del sistema como secuencias de 
eventos que realizan los actores que usan el sistema para llevar a cabo un proceso que les 
aporta valor. Un Caso de Uso es un conjunto de escenarios relacionados que describen la 
manera en que los acores usan el sistema para conseguir un determinado objetivo[11]. 
Un caso de uso debe especificar el comportamiento deseado, pero no imponer el cómo se 
llegará a ese comportamiento, es decir, se indica el qué pero no el cómo. 
Caso de Uso Verbalize Conceptual Schema 
Actor Usuario 
Objetivo Generar un documento con la verbalización textual de los elementos, 
que el usuario haya escogido, del Esquema Conceptual con el que el 
usuario está trabajando. 
Resumen El usuario indica que quiere verbalizar el esquema conceptual, total o 
parcialmente, y el sistema genera un documento con la verbalización. 
Precondición El esquema conceptual existe y se está trabajando con él. 
Curso Normal de Eventos 
Acciones del Actor Acciones del Sistema 
1. El usuario indica los elementos 
que quiere verbalizar del 
Esquema Conceptual con el que 
está trabajando. 
 
 
 
 
 
3.  [Check Names of Conceptual 
Schema] 
4. El usuario indica el nombre y la 
ubicación deseada donde quiere 
guardar el documento de 
verbalización.  
 
 
 
 
 
2. El sistema comprueba que los elementos 
que el usuario ha escogido son 
compatibles con la configuración del 
sistema. 
 
 
 
 
 
 
 
5. El sistema genera un documento con la 
verbalización de los elementos, que el 
usuario ha indicado, del Esquema 
Conceptual con el que se está trabajando. 
Curso Alternativo 
2a. El sistema encuentra incompatibilidades entre los elementos seleccionados por el  
usuario y la configuración del sistema. 
2a.1  El sistema avisa al usuario de que hay incompatibilidades entre la selección  
realizada y la configuración del sistema. 
 2a.2   El caso de uso finaliza. 
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3a. Se han encontrado errores en la comprobación de nombres. 
3a.1   El caso de uso finaliza. 
Caso de Uso Check Names of Conceptual Schema 
Actor Usuario, Sistema 
Objetivo Comprobar que los nombres  de los elementos, que el usuario haya 
escogido, del Esquema Conceptual con el que el usuario está trabajando  
cumplan con las guías de nominación. 
Resumen El usuario indica que quiere hacer la comprobación de nombres del 
Esquema Conceptual, total o parcialmente, y el sistema recorre los 
nombres para comprobarlos. 
Pre-Condición El esquema conceptual existe y se está trabajando con él. 
Curso Normal de Eventos 
Acciones del Actor Acciones del Sistema 
1. El usuario indica los elementos 
de los que quiere comprobar los 
nombres del Esquema 
Conceptual con el que está 
trabajando. 
 
 
 
 
 
 
2. El sistema comprueba si los nombres 
cumplen con las guías de nominación. 
Curso Alternativo 
 2a.  El sistema  encuentra nombres incorrectos.  
2a.1  El sistema muestra los nombres incorrectos, el motivo e indica qué  guía de 
nominación está violando. 
2a.2    El caso de uso finaliza. 
Caso de Uso Show Manual 
Actor Usuario 
Objetivo Mostrar la ayuda de la aplicación. 
Resumen El usuario indica que quiere consultar la ayuda de la aplicación y el 
sistema muestra el manual de uso de la aplicación. 
Pre-Condición - 
Curso Normal de Eventos 
Acciones del Actor Acciones del Sistema 
1. El usuario indica que quiere 
consultar la ayuda de la 
aplicación. 
 
 
 
2. El sistema muestra el manual de uso de la 
aplicación. 
Curso Alternativo 
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Caso de Uso Show Guidelines 
Actor Usuario 
Objetivo Mostrar las guías de nominación. 
Resumen El usuario indica el conjunto de tipos de elementos UML de los que 
quiere consultar las guías de nominación y el sistema le muestra las 
reglas, sintáctica y semántica, utilizada en cada guía de nominación.  
Pre-Condición - 
Curso Normal de Eventos 
Acciones del Actor Acciones del Sistema 
1. El usuario indica los tipos de 
elementos UML de los que 
quiere consultar las guías. 
 
 
 
2. El sistema muestra las guías de 
nominación que le ha indicado el usuario. 
Curso Alternativo 
 
Caso de Uso Configure Verbalization Options 
Actor Usuario 
Objetivo Ofrecer una serie de opciones, relacionadas con el documento de 
verbalización, para que el usuario pueda elegir su configuración 
preferida.  
Resumen El usuario indica las opciones de configuración y el sistema las guarda 
para su posterior uso a la hora de generar los documentos de 
verbalización. 
Pre-Condición - 
Curso Normal de Eventos 
Acciones del Actor Acciones del Sistema 
1. El usuario escoge las opciones de 
ordenación ofrecidas: 
 Roles incluidos después de 
la clase o asociación a la 
que pertenecen. 
 Asociaciones incluidas 
después de las clases a las 
que relacionan. 
Y también los tipos de elementos 
que desea incluir en el 
documento de verbalización. 
 
 
 
 
 
 
 
 
 
 
 
 
2. El sistema guarda la nueva configuración. 
Curso Alternativo 
       
Esquema Conceptual Plug-in Verbalize 
 
72 | P á g i n a  
  
8.2. Esquema Conceptual 
 
A continuación veremos el  esquema conceptual de la aplicación. Este esquema nos 
enseña los conceptos importantes con sus asociaciones y atributos. Hay que especificar que, 
en esta fase, el esquema no es una descripción de objetos software sino una visualización de 
los conceptos en el dominio del mundo real. 
En la sección 3.2.1 hemos explicado el subconjunto de clases del metamodelo UML que el 
sistema utiliza. En este punto pasamos a utilizar ese subconjunto de clases para poder explicar 
el esquema conceptual del sistema. Las clases del metamodelo descritas son necesarias para 
poder trabajar con las guías de nominación a la hora de verbalizar y de comprobar los nombres 
de los elementos del esquema conceptual. Por este motivo, el esquema conceptual del 
sistema está compuesto por una serie de clases, que explicaremos a continuación, y el 
subconjunto de clases del metamodelo descrito anteriormente. 
Además de las clases del metamodelo, el esquema conceptual del sistema está formado 
por una serie de clases que definen el dominio del problema. A continuación mostramos el 
esquema conceptual, con las clases que interaccionan con las clases UML anteriormente 
descritas. Para facilitar la lectura, se han agrupado las clases del metamodelo UML en un solo 
paquete (UMLElement). 
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Ilustración 25: Esquema Conceptual del Sistema 
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Podemos observar, en la Ilustración 25, el esquema conceptual del sistema. A 
continuación explicaremos cada clase: 
 UMLElement: no es una clase, tal como entendemos las clases, sino que 
representa el metamodelo UML descrito en la sección 3.2. 
 
 ConceptualSchema: esta clase representa los esquemas conceptuales con los que 
trabaja el sistema. 
 
 ErrorSet: esta clase hace referencia a los errores que puede generar la 
comprobación de nombres.  
 
 VerbalizedDocument: esta clase representa el concepto del documento 
verbalizado del esquema conceptual que genera el sistema una vez se ha 
comprobado los nombres del esquema. 
 
 VerbalizationConfiguration: esta clase indica una serie de opciones que tiene que 
seguir el sistema a la hora de generar el documento de verbalización, por ejemplo 
que elementos del esquema incluir en el documento y que elementos no. 
 
 Verbalization: esta clase representa las verbalizaciones de los elementos UML 
aplicando la guía de nominación correspondiente para cada elemento. 
 
 ApplicationManual: esta clase hace referencia al manual de ayuda del sistema. 
 
 Guideline: esta clase es el núcleo del sistema. Es la clase hace referencia a las 
guías de nominación de los distintos elementos UML. Cada Guideline tiene dos 
reglas (syntaxRule y semanticRule) que utiliza para comprobar los nombres y para 
generar el documento de verbalización. 
 
Ahora explicaremos las asociaciones: 
 IsASetOf(verbalizedDocumnet:VerbalizedDocument[0..*], 
verbalization:Verbalization[1..*]): esta asociación hace referencia al hecho de que 
los documentos de verbalización están compuestos por las verbalizaciones generadas 
en el proceso de verbalización. Un documento está compuesto por una o más 
verbalizaciones. Una verbalización puede aparecer en ninguno o más documentos. 
 
 ChecksNamesOf(guideline:Guideline[1],umlElement:UMLElement[0..*]): las guías 
de nominación tienen que comprobar los nombres de los elementos del esquema 
conceptual. A su vez, estos nombres  pueden hallar diferentes tipos de errores que se 
tienen que mostrar al usuario. Por este motivo se crea esta asociación. Una guía de 
nominación puede comprobar cero o más elementos UML. Un elemento UML 
siempre es comprobado por una única guía de nominación. 
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 GeneratesVerbalizationsOf(guideline:Guideline[0..1], 
umlElement:UMLElement[0..*]): esta asociación se incluye debido a que con las 
guías de nominación se generan las verbalizaciones de los elementos UML del 
esquema conceptual en el proceso de verbalización. Una guía de nominación puede 
generar ninguna o más verbalizaciones para un elemento UML. Un elemento UML 
puede ser verbalizado o no.   
 
 Follows(verbalizedDocument:VerbalizedDocument[0..*], 
verbalizationConfiguration:VerbalizationGonfiguration[1]): a la hora de generar el 
documento verbalizado, se tiene que seguir la configuración escogida por el usuario 
para crear el documento según sus criterios. Un documento sigue una configuración. 
Una configuración puede configurar a cero o más documentos. 
 
 IsComposedBy(conceptualSchema:ConceptualSchema[0..*], 
umlElement:UMLElement[1..*]): esta asociación hace referencia al hecho de que un 
esquema conceptual está compuesto por elementos UML, con los que el sistema 
trabaja. Un esquema conceptual está compuesto por uno o más elementos UML. Un 
elemento UML puede estar instanciado en cero o más esquemas conceptuales. 
 
 Has(verbalizedDocument:VerbalizedDocument[0..*], 
conceptualSchema:ConceptualSchema[1]): esta asociación indica el hecho de que un 
documento de verbalización es la verbalización de un esquema conceptual concreto. 
Un documento es la verbalización de un esquema conceptual. Un esquema 
conceptual puede tener cero o más documento de verbalización. 
A continuación detallaremos las restricciones textuales asociadas al esquema conceptual: 
 Restricción Textual 1: en un documento de verbalización no pueden haber 
verbalizaciones de elementos UML que no pertenezcan al esquema conceptual 
asociado al documento de verbalización. 
 
 Restricción Textual 2: en un documento de verbalización no pueden haber 
verbalizaciones de tipos de elementos UML que no estén en la configuración de 
verbalización. 
 
 Restricción Textual 3: no puede haber una verbalización de un elemento UML si el 
elemento ha generado errores. La clase Verbalization y ErrorSet son disjuntas. 
 
 Restricción Textual 4: en un documento de verbalización no pueden haber 
verbalizaciones de elementos UML que contengan errores. 
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 Claves de las clases: 
o (VerbalizationConfiguration,(isRoleunderClass,isAssociationUnderClass,elemen
tsToVerbalize)) 
o (VerbalizedDocument, (name, path)) 
o (Guideline, elementType) 
o (ApplicationManual, manual) 
o (ConceptualSchema, (name, path)) 
o (UMLElement, id) 
 
8.3. Modelo de Comportamiento del Sistema 
 
8.3.1. Diagramas de Secuencia 
 
Un Diagrama de Secuencia muestra los eventos de entrada y salida relacionados con el 
sistema. Muestra, para un curso de eventos específico de un Caso de Uso, los actores externos 
que interaccionan directamente con el sistema, el sistema (como una caja negra) y los eventos 
del sistema que genera el actor. Con los diagramas de Secuencia se pretende dar una visión 
global del funcionamiento del sistema mediante la muestra del escenario típico que sigue la 
comunicación del Usuario con el Sistema.  
Los diagramas de secuencia muestran, con líneas paralelas verticales (llamadas líneas de 
vida), los diferentes procesos u objetos que viven de forma simultánea, y, con flechas 
horizontales, los mensajes que se intercambian estos procesos u objetos, en el orden en que 
ocurren. 
A continuación, se muestran los diagramas de secuencia del sistema correspondientes a 
los Casos de Uso descritos anteriormente.  
 
 
Ilustración 26: Diagrama de Secuencia del Caso de Uso "Check Names Of Conceptual Schema" 
 
 
Especificación Plug-in Verbalize 
 
77 | P á g i n a  
 
 
Ilustración 27: Diagrama de Secuencia del Caso de Uso "Show Manual" 
 
 
 
Ilustración 28: Diagrama de Secuencia del Caso de Uso "Show Guidelines" 
 
 
 
 
Ilustración 29: Diagrama de Secuencia del Caso de Uso "Verbalize Conceptual Schema" 
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Ilustración 30: Diagrama de Secuencia del Caso de Uso "Configure Verbalization Options" 
 
8.3.2. Contratos para las operaciones del Sistema 
 
Los contratos de las operaciones del sistema pueden ayudar a definir el comportamiento 
del sistema ya que, describen el resultado de la ejecución de las operaciones del sistema en 
función de los cambios de estado de los objetos del dominio[6]. 
 A continuación, se muestran los contratos de las operaciones del sistema que han 
aparecido en los diagramas de secuencia. Podremos ver las condiciones que se han de cumplir 
antes de poder realizar una operación y las condiciones satisfechas después de la ejecución. 
Operación CheckNames (elements:Set(String)): Set(String) 
 
Descripción Comprobar los nombres de los elementos UML que haya indicado el 
usuario de un Esquema Conceptual. 
 
Pre-Condición - 
 
Post-Condición Se han comprobado que los nombres de los elementos, especificados 
en el parámetro de entrada, del esquema conceptual cumplen con la 
forma sintáctica descrita en las guías de nominación. 
 
Salida Retorna un conjunto, que puede ser vacío, de errores. 
 
Excepciones - 
 
 
Operación ShowManual():String 
 
Descripción Mostrar la ayuda sobre el funcionamiento de la aplicación.  
 
Pre-Condición - 
 
Post-Condición Se muestra la ayuda sobre el funcionamiento de la aplicación. 
 
Salida Explicación sobre el funcionamiento de la aplicación de forma textual. 
 
Excepciones - 
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Operación ShowGuidelines(identifiers:Set(Integer)): Set(String) 
 
Descripción Mostrar las guías de nominación que usa la aplicación en la 
comprobación de nombres. 
 
Pre-Condición Existen las guías de nominación con el identificador especificado en el 
parámetro de entrada. 
 
Post-Condición Se muestra las guías de nominación indicadas por el parámetro de 
entrada. 
 
Salida Explicación de las guías de nominación indicadas por el parámetro de 
entrada, de forma textual. 
 
Excepciones - 
 
 
 
Operación VerbalizeCE(elements:Set(String), name:String, path:String): String 
 
Descripción Comprobar los nombres de los elementos UML que haya indicado el 
usuario de un Esquema Conceptual. 
 
Pre-Condición - 
 
Post-Condición Se ha comprobado que los tipos de elementos seleccionados son 
compatibles con la configuración del sistema.   
 
Se han comprobado que los nombres de los elementos, seleccionados 
por el usuario, del esquema conceptual cumplen con la forma sintáctica 
descrita en las guías de nominación. 
 
Se genera el documento de verbalización de los elementos 
seleccionados por el usuario, utilizando las frases patrón descritas en las 
guías de nominación, siguiendo con la configuración de verbalización 
establecida en ese momento. 
 
Se guarda el documento con nombre name y en la ubicación path.  
 
Salida Retorna un conjunto, que puede ser vacío, de errores. 
 
Excepciones Si los tipos de elementos no son compatibles, el sistema avisa de que 
existen incompatibilidades. 
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Operación CheckElementsWithConfiguration(Types: Set(ElementType)) 
 
Descripción Comprobar que los tipos de elementos que el usuario ha indicado son 
compatibles con la configuración del sistema. 
 
Pre-Condición - 
 
Post-Condición - 
 
Salida Retorna si ha encontrado errores de incompatibilidad entre los 
elementos indicados por el usuario y la configuración del sistema. 
 
Excepciones - 
 
 
 
Operación ConfigureVerbalizationOptions(attr:Boolean, 
assoc:Boolean,elementTypes: Set(ElementType)) 
 
Descripción Configurar las opciones que utiliza el sistema a la hora de generar el 
documento de verbalización. 
 
Pre-Condición - 
 
Post-Condición Se modifican las opciones de configuración del sistema según los 
parámetros de la operación. 
 
Salida - 
 
Excepciones - 
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9. Diseño 
 
En los apartados anteriores se ha especificado qué tiene que hacer el sistema, pero no 
hemos especificado el cómo debe hacerlo. Para ello hemos indicado los datos que hay de 
entrada y la salida que se genera. Se han definido los objetivos, las funcionalidades y los 
requisitos. Todo esto se ha realizado sin tener en cuenta la manera en la que se van a obtener 
estos resultados y la tecnología a utilizar. 
Una vez se ha realizado estas fases llegamos al Diseño. El Diseño es un proceso que sirve 
para la resolución y planificación de una solución software de un problema. Después de haber 
identificado los objetivos y las especificaciones se pasa a desarrollar un plan para dar una 
solución software[6].   
El objetivo de este apartado es hacer énfasis en la definición de los objetos software y en 
como colaboran estos objetos entre ellos para satisfacer todo lo especificado en los apartados 
anteriores. Para conseguirlo, dejamos de trabajar con el dominio del problema y pasamos 
directamente al dominio de la solución, dando forma al sistema que se ha especificado en 
secciones anteriores. Esta fase es la que hace referencia al cómo llegaremos al cumplimiento 
de los objetivos. 
En la fase de diseño partimos desde el resultado generado en Especificación; así pues, 
tenemos los Casos de Uso Esenciales definidos en la especificación, el esquema conceptual que 
representa el dominio del problema con sus restricciones textuales, los diagramas de 
secuencia del sistema y los contratos de las operaciones. 
A continuación se detallará el diseño del sistema.  Se comenzará con el modelo de casos 
de uso de diseño, la arquitectura del sistema y, finalmente, el diseño interno de los 
componentes del sistema. 
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9.1. Modelo de Casos de Uso 
 
En el apartado de especificación se han definido los casos de uso esenciales. En este 
apartado definiremos los Casos de Uso Concretos. En la etapa de diseño tenemos que pasar 
del mundo del problema (definido en Especificación) al mundo de la solución. Para ello 
tenemos que redefinir los casos de uso, generados en especificación, e identificar los 
elementos más importantes de la comunicación entre el usuario y la interfaz concreta del 
sistema.  
 
9.1.1. Casos de Uso Concretos 
 
Para redefinir los casos de uso hace falta estudiar el impacto del diseño externo en los 
casos de uso, determinar el momento en que los datos se hacen persistentes, establecer una 
relación clara entre el caso de uso y el elemento de diseño externo (por ejemplo, en qué 
momento se rellena un campo de datos) y recoger todos los eventos de la presentación[6].  
En negrita se indican los cambios que se han realizado en los casos de uso a raíz de las 
decisiones tomadas en la fase de Diseño. 
Caso de Uso Verbalize Conceptual Schema 
Actor Usuario 
Objetivo Generar un documento con la verbalización textual de los elementos del 
Esquema Conceptual que el usuario escoja. 
Resumen El usuario indica que desea verbalizar el esquema conceptual, total o 
parcialmente, y el sistema genera un documento con la verbalización. 
Pre-Condición El esquema conceptual existe y se está trabajando con él. 
El usuario ha seleccionado los elementos que desea verbalizar. 
Curso Normal de Eventos 
Acciones del Actor Acciones del Sistema 
1. El usuario indica que desea 
verbalizar los elementos que ha 
seleccionado del Esquema 
Conceptual con el que está 
trabajando. 
 
 
 
 
3. [Check Names of Conceptual 
Schema] 
 
 
 
 
 
 
 
 
2. El sistema comprueba que los elementos 
que el usuario ha escogido son 
compatibles con la configuración del 
sistema. 
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5. El usuario indica un nombre y 
una ubicación. 
 
4. El sistema pregunta al usuario el nombre 
y la ubicación donde desea guardar el 
documento. 
 
 
6. El sistema genera un documento, con 
extensión .pdf con la verbalización de los 
elementos, que el usuario ha indicado, del 
Esquema Conceptual con el que está 
trabajando, guardado en la ubicación y 
con el nombre que el usuario ha escogido. 
 
 
Curso Alternativo 
2a. El sistema encuentra incompatibilidades entre los elementos seleccionados por el  
usuario y la configuración del sistema. 
2a.1  El sistema muestra un aviso de error indicando que existen incompatibilidades 
entre los elementos seleccionados y la configuración del sistema. 
2a.2   El caso de uso finaliza. 
 
3a. Se han encontrado errores en la comprobación de nombres. 
3a.1 El caso de uso finaliza 
Caso de Uso Check Names of Conceptual Schema 
Actor Usuario, Sistema 
Objetivo Comprobar que los nombres de los elementos del Esquema Conceptual 
que el usuario escoja cumplan con las guías de nominación. 
Resumen El usuario indica que desea hacer la comprobación de nombres del 
Esquema Conceptual, total o parcialmente, y el sistema recorre los 
nombres para comprobarlos. 
Pre-Condición El esquema conceptual existe y se está trabajando con él. 
El usuario ha seleccionado los elementos que desea verbalizar. 
Curso Normal de Eventos 
Acciones del Actor Acciones del Sistema 
1. El usuario indica que desea 
comprobar los nombres de los 
elementos que ha seleccionado  
del Esquema Conceptual con el 
que está trabajando. 
 
 
 
 
 
2. El sistema comprueba si los nombres 
cumplen con las guías de nominación. 
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Podemos observar que se ha decidido que el usuario, antes de indicar que quiere 
verbalizar o comprobar nombres, haya seleccionado los elementos. Por este motivo, en los dos 
casos de uso anteriores se ha añadido la precondición de que el usuario haya seleccionado los 
elementos previamente. 
 
 
Curso Alternativo 
2a.  El sistema  encuentra nombres incorrectos.  
2a.1  El sistema muestra en la vista de errores los nombres incorrectos, el código de 
error e indica qué  guía de nominación está violando. 
2a.2    El caso de uso finaliza. 
Caso de Uso Show Manual 
Actor Usuario 
Objetivo Mostrar la ayuda de la aplicación. 
Resumen El usuario indica que desea consultar la ayuda de la aplicación y el 
sistema muestra el manual de uso de la aplicación. 
Pre-Condición El esquema conceptual existe y se está trabajando con él.  
Curso Normal de Eventos 
Acciones del Actor Acciones del Sistema 
1. El usuario indica que desea 
consultar la ayuda de la 
aplicación. 
 
 
 
2. El sistema muestra el manual de uso de la 
aplicación. 
 
Curso Alternativo 
 
Caso de Uso Show Guidelines 
Actor Usuario 
Objetivo Mostrar las guías de nominación. 
Resumen El usuario indica que desea consultar las guías de nominación y el 
sistema se las muestra. 
Pre-Condición El esquema conceptual existe y se está trabajando con él.  
Curso Normal de Eventos 
Acciones del Actor Acciones del Sistema 
1. El usuario indica que desea 
consultar las guías de 
nominación. 
 
 
 
 
 
2. El sistema le muestra la tabla de contenidos 
con todas las guías de nominación del sistema. 
Curso Alternativo 
1a.1 El usuario indica que desea consultar la guía de nominación asociado a un error. 
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El curso alternativo es debido a que, en la vista de errores, el usuario puede consultar 
directamente la guía de nominación que está violando el nombre en concreto sin tener que 
buscarla a mano en la ayuda de Eclipse. 
 
 
Se han añadido a todos los casos de uso la precondición de que se tiene que estar 
trabajando con esquemas conceptuales. Esto es debido a que, para no sobrecargar Eclipse con 
funcionalidades, solo se activarán cuando el usuario trabaje con un esquema conceptual. Así 
         1a.2 El sistema le muestra la guía de nominación asociada al error.  
Caso de Uso Configure Verbalization Options 
Actor Usuario 
Objetivo Ofrecer una serie de opciones, relacionadas con el documento de 
verbalización, para que el usuario pueda elegir su configuración 
preferida.  
Resumen El usuario indica las opciones de configuración y el sistema las guarda 
para su posterior uso a la hora de generar los documentos de 
verbalización. 
Pre-Condición El esquema conceptual existe y se está trabajando con él.  
Curso Normal de Eventos 
Acciones del Actor Acciones del Sistema 
1. El usuario indica que quiere 
configurar las opciones de 
verbalización. 
 
 
 
 
 
 
 
 
 
3. El usuario escoge las opciones de 
ordenación deseadas y los tipos 
de elementos que desea incluir 
en el documento de 
verbalización. 
 
 
 
 
2. El sistema le muestra las opciones de 
ordenación:  
 Roles incluidos después de la clase 
o asociación a la que pertenecen. 
 Asociaciones incluidas después de 
las clases a las que relacionan. 
Y también los tipos de elementos que 
desea incluir en el documento de 
verbalización. 
 
 
 
 
 
 
4. El sistema guarda las nuevas opciones de 
configuración. 
Curso Alternativo 
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pues, todas las funcionalidades aparecerán cuando se trabaje con el Editor UML, 
independientemente de si necesitan información del Editor o no. 
9.2. Arquitectura del Sistema 
 
La arquitectura de una aplicación es la vista conceptual de la estructura de ésta. Toda 
aplicación contiene código de presentación, código de procesamiento de datos y código de 
almacenamiento de datos[11]. 
La arquitectura del software consiste en diseñar, en alto nivel, la estructura de un sistema 
de tal manera que se permitan alcanzar los objetivos del sistema, ofreciendo todas las 
necesidades. Por lo tanto, la arquitectura se selecciona y diseña en función de los objetivos y 
restricciones obtenidos en las fases de Análisis y Especificación. La arquitectura define, de 
manera abstracta, los componentes que participan en las tareas, sus interfaces y la manera en 
que se comunican entre ellos.  
Seguidamente explicaremos la arquitectura lógica de los componentes de mayor a menor. 
Empezaremos con la arquitectura general de Eclipse, explicando su núcleo y la situación de los 
plug-ins, a continuación expondremos la estructura que sigue nuestro plug-in, detallando 
como se relaciona con otros plug-ins y con Eclipse, y acabaremos hablando de la estructura 
interna del plug-in. 
 
9.2.1. Arquitectura de Eclipse 
 
Como hemos podido ver en el apartado de Análisis (capítulo 7), existe una restricción para 
que la herramienta se desarrolle bajo la plataforma Eclipse. Por esta razón se ha diseñado la 
herramienta como un plug-in de Eclipse. A continuación, en la Ilustración 31, vemos la 
estructura de la arquitectura de Eclipse. 
 
Ilustración 31: Arquitectura de Eclipse 
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El núcleo de Eclipse, delimitado por el recuadro punteado, es la plataforma base que 
incluye, además, dos herramientas que facilitan la creación de plug-ins: JDT (Java Development 
Tools) que son herramientas Java que implementan un entorno de desarrollo Java; y PDE 
(Plug-in Developer Enviorenment) que agregan al núcleo de Eclipse herramientas 
especializadas que ayudan al desarrollo de plug-ins. 
La plataforma Eclipse tiene un pequeño núcleo encargado de: 
 El arranque y funcionamiento de la plataforma 
 La declaración y gestión de plug-ins 
 La gestión de los recursos. 
La interfaz de usuario de Eclipse define los componentes básicos de la interfaz de usuario. 
Se divide en tres bloques el workbench (o banco de trabajo), JFace y SWT. Desde el punto de 
vista del usuario el workbench es la ventana principal de Eclipse, donde podemos encontrar las 
vistas, los editores, las barras de menús… El propósito del workbench es la integración de las 
herramientas. JFace es un conjunto de widgets para realizar interfaces de usuario y está 
construido sobre SWT. SWT (Standard Widget Toolkit) es un conjunto de widgets que ayuda a 
la construcción de interfaces gráficas en Java[17 págs. 168,243]. 
Como hemos definido en capítulos anteriores, exceptuando las funcionalidades base de 
Eclipse como el arranque y la gestión de plug-ins, las funcionalidades están en módulos 
extensibles llamados plug-ins. En la Ilustración 31 podemos ver como los plug-ins están fuera 
del núcleo de Eclipse. Aunque en la ilustración solo se ha mostrado dos plug-ins, por razones 
explicativas, el número de plug-ins que se puede añadir a Eclipse es ilimitado.  
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9.2.2. Arquitectura de Plug-in 
 
Un plug-in puede ser entregado como un único archivo .jar. Un plug-in es un paquete 
auto-contenido en el sentido de que contiene el código y los recursos que necesita para 
ejecutarse (imágenes, código, paquetes de recursos…). El plug-in también informa de sus 
funcionalidades y de sus requisitos. Es decir, el plug-in indica que para su uso pueden ser 
necesarios ciertos componentes que deben estar instalados, de esta manera cuando Eclipse lo 
ejecuta conoce las dependencias entre los diferentes plug-ins. 
Todos los plug-ins tienen un fichero llamado MANIFEST.MF. Este fichero define la relación 
entre el plug-in y los demás plug-ins del sistema. En este fichero podemos encontrar el 
identificador del plug-in, el nombre, las dependencias con otros plug-ins, los extension points, 
que sirven para facilitar la definición de puntos de extensión para que otros plug-ins aumenten 
las funcionalidades del plug-in, y las extensiones, que muestran cómo el plug-in aumenta las 
funcionalidades proporcionadas por otros plug-ins del sistema[17 pág. 148] . 
El plug-in del sistema está compuesto por tres extensiones: 
 Extensión UMLEditor: esta extensión se justifica por el hecho de que cuando se 
trabaja con los esquemas conceptuales deben aparecer las funcionalidades del 
sistema, mientras que permanecen ocultas cuando no se está trabajando con 
esquemas conceptuales.  
 
 Extensión Views: esta extensión viene dada por el hecho de poder mostrar los 
posibles errores en la comprobación de nombres de forma ordenada y sencilla 
para que el usuario los puede visualizar. Se añade una nueva vista para este 
propósito. 
 
 Extensión Help: se extiende la funcionalidad de la ayuda de Eclipse para agregar 
el manual de usuario de la aplicación y las guías de nominación en la ayuda 
interna de Eclipse. 
 
 
Ilustración 32: Esquema del Sistema 
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En la Ilustración 32 podemos ver el fragmento de la arquitectura Eclipse que nos ayudará 
a entender cómo se estructura nuestro plug-in. Podemos ver como nuestro plug-in, 
identificado con el nombre Verbalize, depende de dos plug-ins para poder funcionar 
correctamente. Por una parte depende de UML2 Tools para extender la funcionalidad del 
Editor UML, añadiéndole los nuevos menús con las funcionalidades del sistema anteriormente 
descritas. Por otra parte, depende de un plug-in propio de Eclipse, que define como crear y 
extender elementos del Workbench de Eclipse (org.eclipse.ui), y se utiliza para la creación de la 
nueva vista, utilizada para la visualización de errores, y para la extensión de la ayuda donde se 
incluirá el manual de usuario y las guías de nominación. 
 
9.2.3. Arquitectura en 3 capas 
 
A pesar de que se ha diseñado la solución en base a Eclipse, puesto que era una 
restricción, las funcionalidades principales de la herramienta (verbalizar, comprobación de 
nombres, etc.) tienen que ser independientes de la plataforma. Por este motivo, se ha 
intentado realizar un diseño con un acoplamiento bajo y los más flexible y adaptable posible 
para facilitar la portabilidad de las funcionalidades básicas fuera del entorno Eclipse.  
El patrón de diseño arquitectónico en capas ayuda a estructurar aplicaciones que se 
pueden descomponer en grupos de sub-tareas, tales que cada grupo de sub-tareas está a un 
nivel determinado de abstracción[20]. 
Se ha decidido utilizar el patrón arquitectónico de 3 capas para definir la arquitectura del 
plug-in. Las características de este patrón son que los componentes se agrupan por capas, esto 
facilita la portabilidad y la introducción de cambios en el sistema. Otra característica es que la 
comunicación solo se realiza entre componentes de la misma capa o entre componentes de 
capas contiguas. 
La Ilustración 33 muestra como queda formada la arquitectura interna del plug-in y su 
flujo de datos y, seguidamente, explicaremos las funciones de cada capa. 
 
Ilustración 33: Patrón de 3 Capas 
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 Capa de presentación: capa mediante la cual el usuario interacciona con el 
sistema haciendo uso de las nuevas funcionalidades agregadas a Eclipse. 
 
 
 Capa de Dominio: capa encargada de implementar el dominio de la solución y 
proporcionar las funcionalidades que ofrece el sistema. Hemos dividido la capa 
en dos sub-capas: Dominio Comprobar es la encargada de proporcionar las 
funcionalidades del sistema; Dominio UML Model se encarga de recoger la 
información de los elementos UML del esquema conceptual. Esta capa depende 
de la implementación del metamodelo UML utilizada. 
 
 Capa de Gestión de Datos: capa encargada de comunicarse con información 
persistente del sistema. 
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9.3. Diseño de las capas 
 
En esta sección veremos las decisiones de diseño realizadas para las capas anteriormente 
descritas. Antes de continuar veremos una decisión que afecta a la comunicación entre las 
capas y que, por lo tanto, se debe detallar antes de explicar las decisiones tomadas en cada 
capa. 
Para la comunicación entre capas se ha decidido utilizar el patrón controlador. 
Concretamente se ha utilizado el patrón Fachada.  El patrón fachada ayuda a ocultar la 
complejidad de un sistema y ofrece unos pocos puntos de entrada al sistema, facilitando su 
comprensión y uso[6].  
 
Ilustración 34: Diagrama de ejemplo de Patrón Fachada 
En la Ilustración 34 vemos un ejemplo del patrón. Observamos como oculta al usuario las 
funcionalidades concretas del sistema. De esta manera, se le ofrece al usuario una interfaz 
unificada más sencilla que hace de intermediaria entre el propio usuario y las funcionalidades 
del sistema. Por ejemplo, la capa de presentación recibe el evento de Verbalizar lanzado por el 
usuario, pero desconoce que clases de Dominio se encargan de hacer las operaciones. Lo que 
se hace es delegar la responsabilidad a la fachada de Dominio, ocultando a presentación la 
manera de manejar los datos. Vemos como la comunicación entre capas siempre es a través 
de los controladores fachada. 
 
Capa de Presentación Plug-in Verbalize 
 
92 | P á g i n a  
 
En las secciones siguientes veremos el diseño realizado para la capa de Presentación, las 
sub-capas de Dominio y, finalmente, la capa de Datos. Para la capa de Presentación veremos 
su diseño externo, ilustraciones con capturas de pantalla del sistema y los eventos de cada 
una, y su diseño interno, compuesto por el diagrama de clases y diagramas de secuencia de 
diseño. Para las capas de Dominio y Datos veremos los diagramas de clases y sus diagramas de 
secuencia. 
 
9.3.1. Capa de Presentación 
 
Como hemos explicado, la capa de presentación es la que se encarga de presentar el 
sistema al usuario. Ofrece al usuario un modo de interaccionar con el sistema, ya sea 
introduciendo los datos o mostrándole los resultados de las operaciones realizadas en las 
capas inferiores. La capa de presentación es conocida por ser, habitualmente, una interfaz 
gráfica. Esta capa se encarga de gestionar la interacción del usuario con el sistema, por lo tanto 
se tiene que tener en cuenta los requisitos y funcionalidades descritos en el Análisis y 
Especificación a la hora de diseñarla. 
Puesto que se está trabajando con Eclipse, se ha utilizado la interfaz gráfica que ofrece 
Eclipse. Se ha evitado la generación de interfaces gráficas para no sobrecargar el sistema. De 
esta manera, el usuario sigue trabajando con una interfaz conocida, la de Eclipse, y sólo en 
casos necesarios se le presentan pantallas adicionales para la introducción de datos. Todas las 
pantallas ofrecidas al usuario tienen una apariencia similar, de esta manera se le da al sistema 
una visión unitaria, evitando mostrar pantallas con diferentes apariencias [sección 7.2.2].  
Para evitar la introducción de datos erróneos, y también para hacer más fácil la 
interacción del usuario con el sistema, se ha evitado que el usuario introduzca directamente 
los datos. Siempre que es posible, el usuario escoge los datos en vez de teclearlos. Es el caso 
de la pantalla de configuración del sistema, cuando el usuario quiere indicar los tipos de 
elementos que quiere introducir en la verbalización, en vez de introducirlos con el teclado, se 
le ofrece una lista con los tipos de elementos que puede introducir. 
En los siguientes apartados se detalla el diseño de la capa de presentación. En el diseño 
externo se mostrará la apariencia de la capa y como el usuario podrá interaccionar con ella. En 
el diseño interno se mostrará la estructura de la capa mostrando su diagrama de clases. 
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Diseño externo de la capa de presentación: 
 
En este apartado mostraremos el mapa de navegacional del sistema. Este mapa nos 
ayudará a visualizar, de manera gráfica, como el usuario puede moverse por el sistema 
teniendo como referencia las propias ventanas de la aplicación. Con este soporte se puede 
contestar preguntas que le pueden surgir al usuario a la hora de utilizar la aplicación, como por 
ejemplo ¿Cómo se jerarquizan las funcionalidades? o ¿existen pre-requisitos para activar las 
funcionalidades?  
En la Ilustración 35 vemos el mapa navegacional del sistema. Cada estado corresponde a 
una pantalla, o estado, del sistema y las transiciones son eventos accionados por el usuario 
que hacen cambiar de pantalla, o de estado. Se han obviado los eventos con funcionalidades 
obvias como minimizar, cerrar Eclipse, etc. Destacar que desde cualquier ventana se puede 
cerrar Eclipse, exceptuando las pantallas de Warnings, Errors y SaveAs debido a que estas 
pantallas toman el control del flujo del programa. 
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Ilustración 35: Mapa Navegacional 
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A continuación vamos a ver cómo el usuario puede navegar por el sistema mediante una 
secuencia de capturas de pantalla del sistema y una tabla, para cada estado, con los eventos 
disponibles. 
 
i. Pantalla Principal 
 
Ilustración 36: Pantalla Principal 
Nombre del Evento Consecuencia 
[clickOnUMLEditor] Se activa el Editor UML. 
Cambio a Pantalla EditorUMLActivo 
 
 
ii. Pantalla UMLEditorActive 
Una vez se esté trabajando con un esquema conceptual, es decir, se tenga el editor de 
esquemas conceptuales activo, las funcionalidades del sistema se podrán utilizar. Esto lo 
podemos visualizar en la Ilustración 37. 
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Ilustración 37: Funcionalidades Activas 
 
Nombre del Evento Consecuencia 
[clickVerbalizeMenu] Se despliega el menú de Verbalize 
 
[clickOnOtherComponent]* Se desactiva el EditorUML 
Cambio a Pantalla UMLEditorNotActive 
 
[clickOnCloseUMLEditor] Se cierra el EditorUML 
Cambio a Pantalla Principal 
 
[clickOnVerbalize] Si hay incompatibilidades con la 
configuración: 
Cambio a Pantalla Errores. 
 
Si hay errores en la comprobación de 
nombres: 
Cambio a Pantalla VerbalizeView 
 
Sino: 
Cambio a Pantalla SaveAs. 
 
Datos: 
Se recoge la selección de elementos que ha 
hecho el usuario. 
[clickOnConfigureVerbalizationOptions] Cambio a Pantalla VerbalizationOptions. 
 
 
Datos: 
Se recoge la información del archivo de 
configuración local. 
[clickOnShowGuidelines] Cambio a Pantalla AyudaEclipse. 
 
[clickOnShowManual] Cambio a Pantalla AyudaEclipse. 
 
[clickOnCheckNames] Si ha errores en la comprobación: 
Cambio a Pantalla VerbalizeView 
 
Sino: 
Cambio a Pantalla Warnings. 
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Datos: 
Se recoge la selección de elementos que ha 
hecho el usuario. 
(*) Este evento indica el hecho de activar cualquier componente del workbench de Eclipse 
que no se el EditorUML. Esto significa la ocultación de las funcionalidades de verbalización ya 
que no se tiene activo el editor y, por lo tanto, no se está trabajando con Esquemas 
Conceptuales. 
 
iii. Pantalla UMLEditorNotActive 
Hay que tener presente que para que las funcionalidades estén activas se tiene que estar 
trabajando con el editor de esquemas conceptuales, es decir, tenerlo abierto y activo. Si el 
editor simplemente está abierto, pero no se está trabajando con él, las funcionalidades 
aparecerán pero estarán inhabilitadas, como podemos observar en la Ilustración 38. 
 
 
Ilustración 38: Funcionalidades Inhabilitadas 
 
Nombre del Evento Consecuencia 
[clickOnEditorUML] Se activa el EditorUML 
Cambio a Pantalla UMLEditorActive 
 
[clickOnCloseEditorUML] Se cierra el EditorUML 
Cambio a Pantalla Principal 
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iv. Pantalla VerbalizationOptions 
 
Ilustración 39: Pantalla de Configuración 
 
Nombre del Evento Consecuencia 
[clickOnRolesList] Se despliegan las opciones de RolesList 
 
[clickOnAssociationsList] Se despliegan las opciones de AssociationsList 
 
[clickOnRolesListOption] Se selecciona la opción que ha indicado el 
usuario. 
 
[clickOnAssociationsListOption] Se selecciona la opción que ha indicado el 
usuario. 
 
[clickOn>>Button] Se pasan a lista de toReject los elementos 
seleccionados en la lista de toVerbalize. 
Se eliminan los elementos seleccionados de 
la lista toVerbalize. 
 
[clickOn<<Button] Se pasan a lista de toVerbalize los elementos 
seleccionados en la lista de toReject. 
Se eliminan los elementos seleccionados de 
la lista toReject. 
 
[clickOnCancelButton] Se cierra la ventana. 
Cambio a Pantalla UMLEditorActive. 
 
[clickOnOkButton] Se guardan los valores. 
Se cierra la ventana. 
Cambio a Pantalla UMLEditorActive. 
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v. Pantalla AyudaEclipse 
 
Ilustración 40: Pantalla de Ayuda con Guías de Nominación 
 
Esta pantalla no tiene eventos que se comporten de manera especial. Todos los eventos 
son los que ya están definidos como por ejemplo el de minimizar, maximizar, cerrar, etc. 
Puesto que esta ventana se abre de manera independiente a Eclipse, la ventana puede 
permanecer abierta mientras se está trabajando con Eclipse. De esta manera, cuando se cierra 
no se retorna a un punto fijo. 
 
Ilustración 41: Pantalla de Ayuda con Índice del Manual 
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vi. Pantalla VerbalizeView 
 
Ilustración 42: Vista para visualizar errores 
Nombre del Evento Consecuencia 
[clickOnCloseVerbalizeView] Se cierra la vista VerbalizeView 
 
[clickOnErrorItem] Se muestra la guía de nominación asociada al 
error. 
Cambio a Pantalla AyudaEclipse. 
 
 
Cada error que se muestra en la vista tiene asociado un elemento UML, es decir, cada 
error de la vista incumple con la guía de nominación correspondiente al elemento UML en 
cuestión. El usuario puede consultar las guías de nominación asociadas a los errores, 
mostrando la pantalla de ayuda con la guía correspondiente vista anteriormente. 
 
vii. Pantalla SaveAs 
 
Ilustración 43: Pantalla de Save As 
Nombre del Evento Consecuencia 
[clickOnGuardarButton] Se guarda el nombre y la ubicación que se ha 
seleccionado. 
Se cierra la ventana. 
Cambio a Pantalla Warnings. 
 
[clickOnCancelButton] Se cierra la ventana. 
Cambio a Pantalla EditorUMLActivo. 
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viii. Pantalla Warnings 
 
Ilustración 44: Pantalla de Información 
Nombre del Evento Consecuencia 
[clickOnCloseButton] Se cierra la ventana. 
Cambio a Pantalla EditorUMLActivo. 
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IX. Pantalla Errors 
 
Ilustración 45: Pantalla de Error 
Nombre del Evento Consecuencia 
[clickOnGuardarButton] Se cierra la ventana. 
Cambio a Pantalla EditorUMLActivo. 
 
 
En las tablas de eventos descritas anteriormente, se han omitido los eventos que tienen 
un uso conocido como por ejemplo: el evento de hacer clic en el botón de cerrar Eclipse. Cabe 
indicar también que en ciertos momentos no es posible establecer a que estado cambia 
cuando se activa un evento. Por ejemplo, en el caso de tener la vista VerbalizeView abierta 
nada impide al usuario, por ejemplo, cerrar el editor UML. Si después de cerrarlo cierra la vista, 
se estaría volviendo a la Pantalla Principal. Pero si el usuario no cierra el editor y, en cambio, sí 
cierra la vista, se estaría retornando a la pantalla EditorUMLActivo. 
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 Diseño Interno de la Capa de Presentación 
 
A continuación se muestra un diagrama de clases de diseño con la estructura  de la capa 
de presentación. Los componentes gráficos de las pantallas se han obviado para que el 
diagrama sea más entendible. 
En la Ilustración 46 vemos que las clases pintadas con color azul representan clases, 
generadas o propias, de Eclipse a la hora de crear el plug-in. Se han etiquetado estas clases con 
el estereotipo <<EclipseClass>>. Aunque son clases de Eclipse se han implementado métodos 
en ellas, como por ejemplo el método run() de todas las clases ActionDelegate. El motivo de 
señalizar estas clases, aparte de indicar su procedencia, es para denotar que sus nombres no 
siguen las guías de nominación descritas en este proyecto, ya que siguen las buenas prácticas 
de Eclipse.  
Cada funcionalidad del sistema tiene un manejador (ActionDelegate) encargado de 
gestionar la funcionalidad de cada uno. Desde el plug-in, se activa el manejador de la 
funcionalidad que ha escogido el usuario. Estos manejadores implementan una función run() 
que delegan el trabajo a la clase PresentationTier, que es la encargada de comunicarse con la 
capa de dominio, tratar los datos recibidos y crear las pantallas y la vista según convenga. 
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Ilustración 46: Diagrama de Clases de la Capa de Presentación 
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La clase ConfigurationWindow es la encargada de crear la pantalla donde se muestran las 
opciones de configuración y los tipos de elementos que se desean incluir en la verbalización.  
La clase HelpResource es la clase de la ayuda de Eclipse. Como el plug-in añade el manual 
de ayuda y las guías de nominación a la ayuda de Eclipse solo hace falta llamar al método 
display() con el path del archivo de ayuda que se quiere mostrar. 
La clase VerbalizeView es la encargada de gestionar la vista de errores donde se 
mostrarán los errores que pueden generarse en la comprobación de nombres. Esta clase es la 
encargada de mostrar los errores por pantalla y detectar las posibles consultas a las guías de 
nominación que los usuarios deseen hacer. 
A continuación podemos observar las clases que intervienen en la creación de la vista, que 
se han obviado en la Ilustración 46 para simplificar el esquema. 
 
Ilustración 47: Diagrama de Clases Vista Verbalize 
 
En la Ilustración 47 podemos ver las clases que se encargan de gestionar los datos 
mostrados en la vista. A continuación procedemos a explicar cada una de las clases y, al final, 
explicaremos el motivo de la creación de estas clases. 
 VerbalizeViewContentProvider: esta clase es la responsable de extraer los 
objetos de un objeto de entrada, en nuestro caso VerbalizeManager, y pasarlos al 
visor de la tabla de la vista para mostrarlos, uno por fila. 
 
 VerbalizeViewLabelProvider: esta clase se encarga de coger un objeto de la fila 
de la tabla que devuelve VerbalizeViewContentProvider, y extrae el valor que se 
mostrará en una columna. 
 
 VerbalizeManager: es la clase que contiene los objetos del modelo Verbalize. 
 
 VerbalizeResource: adapta los objetos de los errores a la interfaz IVerbalizeItem. 
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 IVerbalizeItem: interface utilizada para poder mostrar diferentes tipos de objetos 
independientes al plug-in. 
 
Se ha realizado esta estructura de clases debido a que el plug-in es extensible desde la 
vista. Es decir, a la vista del plug-in se le pueden añadir funcionalidades de la misma manera 
que para este proyecto se han añadido funcionalidades al EditorUML. De esta manera, se 
intenta facilitar al posible programador la tarea de ampliar las funcionalidades ofreciéndole 
una interface para mostrar elementos. 
 
A continuación veremos los diagramas de secuencia asociados a los casos de uso que 
hemos visto anteriormente. Estos diagramas de secuencia mostrarán los cambios que se han 
realizado desde la etapa de Especificación ya que en Diseño entramos en el dominio de la 
solución. 
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 Diagrama de Secuencia de run() de la funcionalidad Verbalizar 
 
 
Ilustración 48: Diagrama de Secuencia de la funcionalidad Verbalize 
En la Ilustración 48 vemos el diagrama de secuencia de la funcionalidad Verbalize. La capa 
de presentación PresentationTier coge la selección, realizada por el usuario, del Editor UML, 
esto se realiza con la funciones getActiveEditor y getSelection. Después, coge los 
identificadores de los elementos seleccionados y los va almacenando. Cuando ya ha recorrido 
todos los elementos, llama a la función loadElements que se encarga de recoger la información 
de los elementos según su tipo y guardarlos en dominio. A continuación, pide la comprobación 
de incompatibilidades con la configuración. Si no hay, se procede a comprobar los nombres; en 
cambio, si existen incompatibilidades se muestra la ventana de error. Si la comprobación de 
nombres da errores, se llama a la funcionalidad de mostrarlos en la vista; si no da errores, se le 
pide al usuario que indique la ruta para guardar el archivo y se procede a la verbalización. 
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 Diagrama de Secuencia de run() de la funcionalidad ShowManual 
 
 
Ilustración 49: Diagrama de Secuencia de la funcionalidad Show Manual 
La Ilustración 49 muestra el diagrama de secuencia de la funcionalidad ShowManual. Se 
recorren clases internas de Eclipse para obtener la interface que permite mostrar la ayuda. 
Una vez se obtiene la interface, se pide mostrar la ayuda con la referencia al archivo html que 
se quiere mostrar. 
 
 Diagrama de Secuencia de run() de la funcionalidad ShowGuidelines 
 
 
Ilustración 50: Diagrama de Secuencia de la funcionalidad Show Guidelines 
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La Ilustración 50 muestra el diagrama de secuencia de la funcionalidad ShowGuidelines. Se 
recorren clases internas de Eclipse para obtener la interface que permite mostrar la ayuda. 
Una vez se obtiene la interface, se pide mostrar la ayuda con la referencia al archivo html que 
se quiere mostrar. 
 Diagrama de Secuencia de run() de la funcionalidad ConfigureVerbalizationOption 
 
 
Ilustración 51: Diagrama de Secuencia de la funcionalidad ConfigureVerbalizationOptions 
La Ilustración 51 muestra el diagrama de secuencia de la funcionalidad 
ConfigureVerbalizationOptions. Primero se recoge la configuración actual del sistema, de esta 
manera, cuando se crea la pantalla de configuración, se le muestra al usuario la configuración 
actual. Cuando el usuario termina de modificar la configuración, se recogen los datos de la 
pantalla y se procede a guardar la nueva configuración. 
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 Diagrama de Secuencia de run() de la funcionalidad CheckNames 
 
Ilustración 52: Diagrama de Secuencia de la funcionalidad CheckNames 
 
La Ilustración 52 muestra el diagrama de secuencia de la funcionalidad CheckNames. Este 
diagrama es similar al de la funcionalidad Verbalize. Primero se recoge la selección, que ha 
realizado el usuario, del Editor UML. Seguidamente, se guardan los identificadores de los 
elementos seleccionados. Se cargan los elementos a dominio y se procede a comprobar los 
nombres. Igual que antes, si hay errores se llama a la funcionalidad de mostrarlos en la vista; 
en caso contrario, se muestra el aviso de que todo ha ido correctamente. 
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9.3.2. Capa de Dominio 
 
La capa de dominio es la encargada de satisfacer las peticiones del usuario, pero ignora 
donde se guardan los datos y como se les presentarán al usuario. La capa de dominio está 
conectada a la de presentación para recibir la información que necesita para operar y 
retornarle los resultados de las operaciones. También está conectada a la capa de gestión de 
datos. La capa de dominio es la encargada de ejecutar las acciones asignadas, cambiar el 
estado del dominio, obtener los resultados y comunicar la respuesta a presentación. 
Con el diagrama incluido en el apartado de Especificación definimos una visualización de 
los conceptos en el dominio del mundo real y como se relacionan entre ellos. Lo que se 
exponía era el dominio del problema obteniendo una visión de los conceptos con los que 
trabajará el sistema. 
En Diseño, el enfoque del diagrama de clases pasa a los conceptos necesarios para la 
construcción de una solución al problema. Conceptos que no forman parte del dominio del 
problema pero si del dominio de la solución y que, por lo tanto, se tienen que incluir. 
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Diagrama de Clases  de la Capa de Dominio 
 
  
Ilustración 53: Diagrama de Clases de la Capa de Dominio 
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En la Ilustración 53 se muestran las principales clases del dominio y las relaciones que hay 
entre ellas. Podemos observar, como hemos explicado en la sección 9.2.3, que la capa de 
dominio se divide en dos subcapas. UMLDomain se encarga de recoger la información de los 
elementos UML. Este dominio depende de la implementación del metamodelo UML que se 
esté utilizando.  
VerbalizeDomain es independiente de la implementación del metamodelo, y es la 
encargada de proporcionar las funcionalidades del sistema. A continuación explicaremos la 
función que desempeña cada clase de los dominios. 
 VerbalizeDomain: 
 
o DomainTier: Esta clase es el controlador de esta sub-capa de dominio. Contiene las 
operaciones necesarias para comunicarse con la capa de datos y es la encargada de 
acceder a las operaciones de dominio. 
 
o NameChecker: Esta clase controla todas las condiciones que se tienen que cumplir 
para que un nombre sea correcto ayudándose de la clase GrammarFunction. 
 
o GrammarFunction: Esta clase ofrece una serie de operaciones gramáticas atómicas 
para la comprobación de ciertas condiciones que tienen que cumplir los nombres de 
los elementos. También es la encargada de preparar la llamada al WebService. 
 
o DictionaryServiceStub: Esta clase es la encargada de invocar la llamada al WebService 
DictService para obtener las definiciones de las palabras. 
 
o Guideline: Esta clase es una clase abstracta que contiene las operaciones relacionadas 
con las reglas de nominación. Cada subclase corresponde a la guía de nominación de 
cada tipo de elemento. 
 
o VerbalizeItem: Esta clase es una clase que representa la información de los elementos 
UML. Sirve para facilitar la gestión de la información de los elementos. 
 
o Error: Esta clase representa los errores que se pueden generar en la fase de 
comprobación de nombres. 
 
Para la llamada al Web Service se ha utilizado el patrón Adaptador. Como se pueden 
utilizar otros Web Services que implementen un diccionario, y cada uno retornará el resultado 
de una manera diferente, se ha creado una interface de manera que, añadiendo un nivel más 
de indirección, se puede adaptar la llamada a diferentes interfaces dependiendo del Web 
Service que se esté utilizando. 
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 UMLDomain 
 
o UMLDomainTier: Esta clase es el controlador de esta sub-capa de dominio. Contiene la 
operación que se encarga de coger la información de los elementos UML 
seleccionados y enviarlos a VerbalizeDomain. 
 
o UMLModel: Esta clase es abstracta. Declara una serie de funcionalidades generales 
para coger la información de los elementos UML. Cada implementación del 
metamodelo UML heredará de esta clase y se deberá implementar sus métodos. 
 
o EclipseUMLModel: Esta clase hereda de UMLModel. Hace referencia a la 
implementación del metamodelo UML de Eclipse. Se implementan los métodos de la 
súper-clase para coger la información de los elementos UML en Eclipse. 
 
Como hemos visto, el diagrama de clases de diseño ya no representa conceptos del 
mundo real, sino que se centra en el dominio de la solución. En diseño, el concepto de 
Guideline se divide entre las clases Guideline y NameChecker. NameChecker se encarga de 
hacer las comprobaciones atómicas que propone la guía (que sea singular, plural, tercera 
persona,…); en cambio, Guideline comprueba que el nombre sea sintácticamente correcto 
(sintagma nominal, verbal,…) y genera las verbalizaciones. 
Otras clases han desaparecido por motivos de diseño. Por ejemplo, no aparece 
VerbalizedDocument ya que hace referencia a los documentos generados y, por lo tanto, son 
archivos persistentes tratados como tales. 
 
Decisión Web Service 
 
Para poder comprobar que los nombres de los elementos UML cumplen con la forma 
sintáctica descrita en las guías de nominación, se requiere conocer  la sintaxis de las palabras 
que componen el nombre. Es decir, saber si son nombres, adjetivos, verbos, etc., ya que esta 
información es necesaria para comprobar si cumplen o no la forma sintáctica descrita en las 
guías de nominación. 
Desde el inicio del proyecto se contempló la necesidad de delegar esta tarea a una 
herramienta externa, ya que implementar un diccionario seria un trabajo muy largo y costoso. 
Por este motivo se pensó, desde un principio, en la utilización de un Web Service que ofreciera 
las definiciones de una palabra y, de esta definición, extraer las formas sintácticas de la palabra 
en cuestión. 
Después de realizar la búsqueda para ver los Web Services que ofrecían esta 
funcionalidad se eligieron tres para ser probados. Se escogieron estos tres ya que diferentes 
usuarios daban buenas referencias de su funcionalidad. 
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 Argos Software: Empresa dedicada al desarrollo de software para empresas. 
Ofrecía un Web Service, ya que muchas páginas referencian su página, para la 
búsqueda de palabras. 
 
 Dict.org: Esta página es referenciada por muchos usuarios pero se ha descartado 
por no ser un Web Service. Para utilizar esta funcionalidad hay que abrir la 
comunicación vía sockets y se descartó esta posibilidad. El método era sencillo de 
implementar mediante sockets. La llamada se realizaba y, mediante un 
InputStreamReader, se iba leyendo la información que se recibía vía socket. El 
problema se encontraba en que las palabras, normalmente, contienen más de 
una definición. El diccionario retorna todas las definiciones de una palabra y, al no 
haber delimitador entre las definiciones, no se podía saber cuando empezaba una 
nueva definición ya que la llamada retornaba por el socket toda la información 
entera. 
 
 DictService: Web Service que ofrece funcionalidades de búsqueda de palabras. Es 
bastante conocido ya que es recomendado por muchos usuarios. 
 
Para este proyecto se ha escogido el Web Service DictService. Este Web Service ofrece 
una serie de funciones de búsquedas de palabras. Ofrece buscar palabras en todos los 
diccionarios del Web Service o buscar la palabra en un diccionario concreto. Para el contexto 
de este proyecto se ha utilizado el diccionario The Collaborative International Dictionary of 
English, que en el Web Service se identifica por gcide. Se ha escogido este diccionario ya que 
deriva del diccionario Webster y se completa con la base de datos de palabras WordNet. 
La elección de este Web Service viene motivada por varias razones. La primera de todas 
es su amplia recomendación por usuarios de internet; eran muchas las referencias a este Web 
Service cuando se estaba en la fase de elección de Web Service.  
Este Web Service utiliza las bases de datos de la página Dict.org. Es el Web Service de 
dicha página. De esta manera tenemos todas las ventajas de esta página, como por ejemplo un 
diccionario muy extenso, y nos evitamos el problema descrito en los sockets, ya que, mediante  
Web Service, se retorna la definición en una estructura de definiciones, en el caso de que 
tenga más de una. De esta manera es muy fácil diferenciar cuando empieza y acaban las 
definiciones de una palabra. 
El Web Service, además, pone a disposición el archivo WSDL. El archivo WSDL describe la 
interfaz pública de los Web Services, detalla la forma de comunicación, es decir, los formatos 
de los mensajes para interactuar con los servicios del Web Service. Este archivo es muy útil 
para poder generar el Stub automáticamente utilizando una herramienta proporcionada por 
Apache. Para la generación del Stub se modificó el archivo WSDL dejando solamente la función 
de la llamada al diccionario. 
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Diagramas de Secuencia de la Capa de Dominio 
 
A continuación se muestran un conjunto de diagramas de secuencia de la capa de 
dominio VerbalizeDomain. Se representan un subconjunto de diagramas que se consideran 
representativos para ilustrar el diseño de la capa de dominio.  
Las funciones Add*** representan la funcionalidad de añadir la información de un 
elemento concreto al vector de ítems del dominio. Se ha escogido AddProperty para ilustrar un 
ejemplo de estas funciones. Las demás funciones son parecidas, ya que añaden la información 
relevante del elemento que se esté tratando. 
También se han escogido las funcionalidades de CheckNames y VerbalizeElements de 
DomainTier ya que estas son las encargadas de ir recorriendo los elementos y hacer las 
llamadas a las comprobaciones de que cada elemento. Se han escogido estas funciones ya que 
son el pilar básico del proyecto. 
En la clase NameChecker están las funciones de comprobación y verbalización de cada 
elemento. Se ha escogido CheckProperty para ilustrar su comunicación con las demás clases, 
ya que las otras funciones son parecidas. Esta función muestra las comprobaciones que se 
tienen que realizar, de cada elemento UML, antes de analizarlo sintácticamente. Las demás 
funciones de este estilo, hacen comprobaciones similares. 
Los diagramas que se muestran a continuación muestran los ejemplos de las funciones 
anteriormente descritas, y sirven para dar una idea de cómo son las funciones de su misma 
familia. 
 Diagrama de Secuencia de la función AddProperty(name,multi,type,fatherName) 
 
Ilustración 54: Diagrama de Secuencia de la función addProperty 
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En la Ilustración 54 vemos el diagrama de Secuencia de la función AddProperty. Esta 
función se encarga de añadir, al vector de elementos, la información necesaria de un atributo. 
Como vemos, crea el VerbalizeItem y le añade la información. Cuando ya está creado, se 
agrega este ítem al vector. 
 
 Diagrama de Secuencia de la función CheckNames() 
 
Ilustración 55: Diagrama de Secuencia de la función CheckNames() 
En la Ilustración 55 vemos el diagrama de Secuencia de la función CkeckNames. Esta 
función se encarga de coger los nombres de los elementos guardados en el vector de ítems y 
hacer la comprobación. Para cada ítem del vector, comprueba que tipo de elemento es, y 
comprueba si su nombre cumple con la guía asociada. Se van guardando los errores para luego 
mostrárselos al usuario. 
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 Diagrama de Secuencia de la función CheckProperty(name,isBool) 
 
Ilustración 56: Diagrama de Secuencia de la función CheckProperty 
En la Ilustración 56 vemos el diagrama de Secuencia de la función CheckProperty de la 
clase NameChecker. Esta función se encarga de hacer las comprobaciones atómicas antes de 
realizar el análisis sintáctico del nombre. Aquí se comprueban si esta en singular, si es tercera 
persona en caso de ser atributo boolean, etc. 
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 Diagrama de Secuencia de VerbalizeElements(name,path) 
 
Ilustración 57: Diagrama de Secuencia de la función VerbalizeElements 
En Ilustración 57 vemos el diagrama de Secuencia de la función VerbalizeElements de la 
clase DomainTier. Esta función se encarga de generar las verbalizaciones de los elementos 
seleccionados por el usuario. Para cada elemento del vector, genera la verbalización y las va 
almacenando. Finalmente, delega la creación del documento a la capa de datos. 
Seguidamente mostraremos los diagramas de secuencia de la sub-capa de dominio 
UMLDomain. Siguiendo el ejemplo de los diagramas anteriores, mostraremos el diagrama de 
secuencia de la función catchPropertyInfo para ilustrar como se recolectan los datos de un 
elemento UML, en nuestro caso un atributo. Las funciones de cath***Info recogen la 
información de los elementos UML para luego guardarlos en la sub-capa de dominio 
VerbalizeDomain. 
También mostraremos la función LoadElements para ilustrar como va cargando la 
información de los elementos y como se comunica con la capa de VerbalizeDomain. 
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 Diagrama de Secuencia de LoadElements(idents) 
 
Ilustración 58: Diagrama de Secuencia de la función LoadElements 
En la Ilustración 58 vemos el diagrama de Secuencia de la función LoadElements de la 
clase UMLDomainTier. Esta clase se encarga de buscar los elementos, seleccionados por el 
usuario, en el modelo, que previamente ha sido cargado, mediante los identificadores y hacer 
la llamada a las funciones Add*** del elemento en cuestión que ofrece DomainTier. 
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 Diagrama de Secuencia de CatchPropertyInfo(ident) 
 
Ilustración 59: Diagrama de Secuencia de la función CatchPropertyInfo 
En la Ilustración 59 vemos el diagrama de Secuencia de la función CatchPropertyInfo de la 
clase EclipseUMLModel. Esta función se encarga de recuperar del modelo, con el que el 
usuario está trabajando, la información del atributo identificado por ident. Una vez se coge la 
información, se devuelve al controlador para que pueda enviarla a DomainTier. 
 
 Diagrama de Secuencia de LoadModel(path) 
 
Ilustración 60: Diagrama de Secuencia de la función LoadModel 
En la Ilustración 60 vemos el diagrama de Secuencia de la función LoadModel de la clase 
EclipseUMLModel. Esta función se encarga de cargar en memoria el modelo con el que el 
usuario está trabajando para poder recuperar los elementos seleccionados. 
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9.3.3. Capa de Gestión de Datos 
 
La capa de gestión de datos proporciona una serie de funcionalidades que dan acceso a 
los datos con los que trabaja la aplicación. La capa de gestión de datos conoce dónde y cómo 
los datos son almacenados, pero ignora el tratamiento que reciben. 
La capa de gestión de datos está conectada con la capa de dominio ya que debe dar 
respuesta a las posibles peticiones de recuperación o grabación de datos. Permite a la capa de 
dominio ignorar dónde están guardados los datos y, además, hace posible que ciertos objetos 
de dominio sean persistentes. 
La capa de gestión de datos se encargará de: 
 Los documentos persistentes donde se verbalizan los Esquemas Conceptuales. 
 El fichero de configuración que guarda las opciones de configuración de la 
aplicación. 
 El fichero de Hoja de Estilo que se encarga de convertir las verbalizaciones 
guardadas en XML en un documento PDF. 
 
Diagrama de Clases de la Capa de Gestión de Datos 
 
 
Ilustración 61: Diagrama de Clases de la Capa de Gestión de Datos 
En la Ilustración 61 se muestran las principales clases de la capa de gestión de datos y las 
relaciones que hay entre ellas. A continuación explicaremos la función que desempeña cada 
una. 
 DataTier: Esta clase es el controlador de la capa. Contiene las operaciones necesarias 
para la generación de los documentos de verbalización y la lectura y escritura del 
fichero de configuración. 
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 XMLReader: Esta clase se encarga de leer y modificar el fichero de configuración 
guardado en XML. 
 
 ObjectToFile: Esta clase se encarga de convertir las verbalizaciones en un formato XML 
y de generar el documento de verbalizaciones a partir del XML generado. 
 
 
Diagramas de Secuencia de la Capa de Gestión de Datos 
 
A continuación se muestran un conjunto de diagramas de secuencia de la capa de Gestión 
de Datos. Se han escogido las funcionalidades de ReadConfigFile y UpdateConfigFile debido a 
su importancia a la hora de mantener estable el archivo de configuración. 
Las funciones de DataTier se han obviado ya que son simples invocaciones a las 
funcionalidades de XMLReader y ObjecToToFile. 
 
 Diagrama de Secuencia de ReadConfigurationFile(path) 
 
Ilustración 62: Diagrama de Secuencia de la función LoadConfigFile 
La Ilustración 62 muestra el diagrama de secuencia de la operación ReadConfigFile de la 
clase XMLReader. Esta operación se encarga de leer y recoger los datos de la configuración 
guardados en el archivo xml. Se carga el archivo en una estructura de tipo árbol y se recorren 
sus nodos para ir recogiendo los elementos de la configuración. Conforme se van obteniendo 
los elementos, se guardan en un vector para su posterior tratamiento. 
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 Diagrama de Secuencia de UpdateConfigurationFile(path, role, assoc, 
toVerbalize, notToVerbalize) 
Ilustración 63: Diagrama de Secuencia de la función UpdateConfigFile 
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La Ilustración 63 muestra el diagrama de secuencia de la operación UpdateConfigFile de la 
clase XMLReader. Esta operación se encarga de actualizar el archivo de configuración con los 
nuevos datos escogidos por el usuario. Primero de todo carga el archivo en memoria en una 
estructura de tipo árbol. Las dos primeras opciones de configuración, las referentes a los roles 
y las asociaciones, son modificadas actualizando su valor en el nodo. Las listas de elementos 
son tratadas de manera diferente. Como desconocemos que elementos ha cambiado el 
usuario no podemos modificar el valor de los nodos directamente, por lo tanto, se borran 
todos los elementos de las listas y se crean los nuevos tipos con los elementos que el usuario 
haya escogido. Cuando ya se ha acabado de modificar la estructura tipo árbol se modifica el 
fichero pasándole toda la información que se ha modificado y que permanecía en memoria. 
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10. Diseño de Analizadores Sintácticos 
 
En la sección 5.1 hemos visto tres herramientas que se utilizan para generar analizadores 
sintácticos. Se ha descartado el uso de estas herramientas por dos motivos principales: 
 Planificación. Dado que se desconocía el desarrollo de plug-ins en Eclipse no se 
podía saber si sería fácil o no integrar herramientas externas al plug-in. Además, 
se decidió descartar el uso de estas herramientas ya que se consideró que 
aprender a manejar correctamente el lenguaje conllevaría una carga de trabajo 
elevada teniendo en cuenta que había que estudiar el desarrollo de plug-ins,  los 
web services y las guías de estilo. 
 
 Modificación de la entrada. La entrada de los analizadores sintácticos generados 
tienen que ser sub-clases de InputStream. Esto conlleva a tener que convertir los 
objetos en InputStream, ya que los analizadores están creados para que la 
entrada se le pase mediante la entrada estándar o mediante ficheros. Este hecho 
implica tener que modificar el código generado por estas aplicaciones para que 
acepte otro tipo de datos. Además, dado que un nombre puede tener acepciones, 
se tendría que invocar al analizador para cada posible acepción de las palabras 
que componen un nombre. El problema reside en el hecho de conocer la palabra, 
dentro del nombre, causante del error para poder invocar al analizador con la 
siguiente acepción. 
 
 
Por estos motivos se decide implementar unos analizadores sintácticos propios que 
reconocen las formas sintácticas descritas en el capítulo 4 para cada elemento UML.  
 
10.1. Autómatas 
 
Una autómata finito determinista (DFA10) es una estructura de la forma[21]: 
   M =<Q, E, d, q0, F> 
donde cada componente se define a continuación: 
 Q es un conjunto finito no vacío. Los elementos de este conjunto se llaman 
estados. 
 E es un alfabeto11. 
                                                          
10
 Deterministic Finite Automaton 
11
 Conjunto finito no vacio. Los elementos de un alfabeto se llaman símbolos.  
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 d es la función de transición12. 
 q0 es el estado inicial. 
 F es el conjunto de estados aceptadores. 
Cada autómata tiene su conjunto de estados, tanto aceptadores como no aceptadores. El 
estado inicial es el primer estado que se visita cuando se procede a iniciar el análisis sintáctico. 
Un nombre tiene forma sintáctica correcta cuando, después de recorrer el autómata, se llega a 
un estado aceptador y ya no quedan más palabras que procesar. 
La función de transición nos informa del estado que tenemos que visitar dependiendo de 
la entrada que recibamos. 
 
Ilustración 64: Diagrama de Transiciones de un Autómata 
En la Ilustración 64 vemos un ejemplo de un diagrama de transiciones de un autómata. 
Los estados son los círculos amarillos. Los estados aceptadores son representados con una 
circunferencia negra dentro de un estado. El estado inicial se representa mediante un triángulo 
conectado al estado. Los arcos indican las transiciones de un estado a otro; por ejemplo, existe 
una transición del estado q0 al estado q1 si se recibe el símbolo “a”. 
Dado que para hacer el análisis sintáctico necesitamos las formas sintácticas de las 
palabras, nuestro alfabeto es el siguiente: 
{noun, verb, conjunction, preposition, article, adverb, adjective, pronoun} 
Para la creación de los autómatas se ha utilizado [22] para conocer la estructura de los 
diferentes sintagmas en la gramática inglesa. 
 
10.1.1. Autómata Entidad 
 
Como hemos visto en la sección 4.1, los nombres de los tipos entidad tienen que ser 
sintagmas nominales.  
El núcleo de un sintagma nominal es un nombre que recibe la acción. Este nombre puede 
tener modificadores delante (sintagmas adjetivales) y detrás (sintagmas preposicionales). El 
núcleo de un sintagma adjetival es un adjetivo que puede ser modificado por un sintagma 
adverbial, cuyo núcleo es un adverbio. 
                                                          
12
 La función de transición representa  una aplicación de la forma: 
  d: Q x E
*
  Q 
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Ilustración 65: Analizador Sintáctico de Entidades 
En la Ilustración 65 vemos el diagrama de transiciones correspondiente al autómata que 
se encarga de reconocer el sintagma nominal descrito. Este autómata acepta nombres de 
entidades simples, como Plane, ProtocolStateMachine, YoungMan, o más elaborados, por 
ejemplo ExtremelyHandsomeGuy, PlaneFromForeignCountry, etc. 
El núcleo del sintagma nominal está representado por el estado q1. El sintagma adjetival 
está representado por el estado q2 y el sintagma adverbial por el estado q3. Finalmente, el 
sintagma preposicional está representado por q4. 
Dado que los nombres de las entidades suelen ser nombres, combinaciones de nombres, o 
adjetivo y nombre[23] no se ha tenido en cuenta modificadores complejos del sintagma 
nominal, como las frases subordinadas. Las frases subordinadas se pueden expresar mediante 
relaciones. Por ejemplo, si queremos nombrar una clase con el nombre GuyWhoReadsABook, 
este concepto se puede expresar mediante dos clases, llamadas Guy y Book, y la asociación 
Reads.  
 
10.1.2. Autómata Atributo 
 
En la sección 4.2 hemos visto que los atributos se dividen en dos tipos. Los atributos no-
booleanos y los atributos booleanos. 
Los nombres de los atributos no-booleanos deben ser sintagmas nominales. Por este 
motivo se utiliza un autómata idéntico al autómata que reconoce los nombres de los tipos 
entidad, explicado en la sección 10.1.1. 
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Los nombres de los atributos booleanos deben ser sintagmas verbales. La primera palabra 
deber ser un verbo y detrás pueden incluirse modificadores del sintagma verbal como un 
sintagma nominal, sintagma adjetival o un sintagma preposicional. 
 
Ilustración 66: Analizador Sintáctico Atributos No-Booleanos 
En la Ilustración 66 vemos el diagrama de transiciones correspondiente al autómata 
encargado de comprobar la estructura semántica de los atributos booleanos. Lo primero de 
todo es comprobar que la primera palabra es un verbo. A partir de ahí, se puede seguir 
recorriendo el nombre en el caso del que el verbo sea transitivo, es decir, requiera de un 
objeto directo.  
El autómata reconoce nombres de atributos simples, como isPublished o likesSwimming, o 
más complejos, como por ejemplo swimsInAPool o hasRoleUnderClass. 
De forma análoga a las entidades, se han obviado modificadores complejos puesto que en 
la mayoría de casos los atributos booleanos son representados con la forma verbo más 
adjetivo.  
 
10.1.3. Autómata Asociación 
 
Las asociaciones siguen un esquema parecido al de los atributos no-booleanos. El nombre 
de una asociación tiene que ser un sintagma verbal. Las asociaciones las dividimos en dos 
tipos, asociaciones binarias y asociaciones n-arias. 
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Ilustración 67: Analizador Sintáctico Asociaciones Binarias 
 
En la Ilustración 67 vemos el diagrama de transiciones de las asociaciones binarias. Como 
en el caso de los atributos booleanos, la primera palabra del nombre ha de ser un verbo ya que 
estamos tratando con un sintagma verbal. Los estados aceptadores corresponden a los casos 
mencionados. 
El autómata reconoce nombres de asociaciones simples, como Publishes o WorksWith, o 
más elaborados, por ejemplo IsComposedOfArticlesFrom. 
 
La regla semántica de una asociación n-aria, explicada en la sección 4.3, nos dice que el 
nombre de estas asociaciones tiene que un sintagma verbal, donde cada rol tiene que estar 
entre los símbolos “< >”.  
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Ilustración 68: Analizador Sintáctico Asociaciones n-arias 
En la Ilustración 68 vemos el autómata asociado a las asociaciones n-arias. Dado que las 
clases de una asociación siguen la guía de nominación de las entidades, se utiliza el autómata 
de las entidades. El estado q5 representa el autómata que reconoce las entidades visto en la 
sección 10.1.1. Cuando se llega al estado q5 desde q1, o q2, en realidad estamos en el estado 
inicial del autómata de las entidades. La transición de salida desde q5 a q6 se realiza desde el 
estado aceptador del autómata que reconoce las entidades. 
Por lo tanto, este autómata es capaz de reconocer nombres como 
Supplies<product>To<consumer> o PlaysFootballMatchWith<friend>In<day>Without<striker>. 
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10.1.4. Autómata Operaciones 
 
Los nombres de las operaciones tienen que ser verbos fuertes (imperativos) que denoten 
una orden. El nombre de la operación tiene que ser un sintagma verbal que represente una 
orden. 
 
 
Ilustración 69: Analizador Sintáctico Operaciones 
En la Ilustración 69 podemos observar el autómata que representa el analizador sintáctico 
de los nombres de las operaciones. El estado aceptador q1 se llega cuando tenemos un verbo. 
En el estado aceptador q2 se acepta el nombre cuando es un verbo más preposición como por 
ejemplo CarryOn. Finalmente, el estado aceptador q3 acepta los nombres de operaciones que 
tienen objetos directos, es el caso de ExecuteTheFirsLine. 
El autómata es capaz de reconocer nombres de operaciones simples, es el caso de Execute 
o Draw, y nombres más elaborados, como ChangeTheStateOfTheProject. 
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10.1.5. Autómata Invariantes 
 
En la guía de nominación de los invariantes, sección 4.4, hemos comprobado que no 
existen muchas referencias a la hora de nominar estos elementos. Se ha propuesto que los 
nombres deban ser sintagmas verbales. 
Puesto que los nombres de los invariantes son explicaciones donde se puede utilizar un 
lenguaje más natural, se han incluido, en este autómata, modificadores más complejos para 
poder interpretar nombres más elaborados. 
Por ejemplo, en los tipos de entidad, dado que los nombres suelen ser simples y 
concretos, no aceptamos nombres como CatThatChasedADogThatRunDownTheStreet dado 
que la probabilidad de que un analista quiera poner ese nombre es muy pequeña, pero en el 
caso de los invariantes, hay que incluir modificadores más complejos, para dar robustez al 
analizador sintáctico de este elemento, ya que puede existir un invariante con nombre: 
HasABrotherWhoseCatIsBrown. 
En la Ilustración 70 vemos el diagrama de transiciones del autómata encargado de 
reconocer los nombres de los invariantes. Podemos observar que este diagrama es más 
complejo que los anteriores ya que estamos controlando más casos de la gramática, debido a 
que los nombres de los invariantes pueden ser más amplios que los del resto de elementos.  El 
estado q9 hace de nexo entre dos sub-diagramas. Este estado es el que controla el inicio de 
una frase subordinada (en el ejemplo anterior seria WhoseCatIsBrown). El estado q10 no se 
puede unificar con el estado q4 ya que cuando se entra en una subordinada, el objeto debe 
realizar una acción. Por ejemplo, HasABrotherWhoseCat no puede ser aceptado ya que el 
sujeto de la subordinada no realiza ninguna acción. 
El autómata es capaz de reconocer nombres de invariantes sencillos, como IsIdentifiedBy-
HisName, o más elaborados, por ejemplo ConsistsOfSectionsWhoseTeachersAreExpertsInThe-
CourseTopics. 
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Ilustración 70: Analizador Sintáctico Invariantes 
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10.1.6. Autómata Precondiciones y Post-Condiciones 
 
Como hemos visto en las secciones 4.5.3 y 4.5.4, no existen referencias que aconsejen la 
manera de nombrar las precondiciones y post-condiciones. La guía de nominación propone 
que los nombres de estos elementos sean frases. 
Dado que los nombres de las pre/post condiciones son frases, el usuario tiene mucha 
libertad a la hora de generar el nombre de un pre/post condición, ya que en estos elementos 
se puede expresar conceptos complejos en lenguaje natural. Por ejemplo, se pueden expresar 
conceptos sencillos como: la venta ha sido creada (ASaleHasBeenCreated); como conceptos 
más complejos, por ejemplo el avión despega de una ciudad cuyo aeropuerto es internacional 
(ThePlaneTakesOffFromACityWhoseAirportIsInternational).Por este motivo, el analizador 
sintáctico de las pre/post condiciones es donde se han incluido más modificadores de los 
sintagmas para ofrecer un analizador que pueda comprobar todo tipo de frases, ya sean 
simples o más elaboradas. 
La Ilustración 71 muestra el diagrama de transiciones del analizador sintáctico de las 
pre/post condiciones. Se puede ver que el analizador se divide en 4 partes (cada parte con un 
sombreado de distinto color). Las 4 partes comparten el comportamiento de reconocer 
sintagmas nominales, adjetivales, adverbiales y preposicionales. La parte que corresponde al 
sombreado gris se encarga de comprobar el sujeto de la oración. La parte sombreada con color 
azul es la encargada de comprobar el predicado. Vemos que el nexo de unión entre estas dos 
partes es el estado q8, que corresponde a los verbos. Las partes sombreadas con rosa y naranja 
son las encargadas de comprobar las frases subordinadas. La decisión de separar estas dos 
partes, aún teniendo el mismo comportamiento, es debido a que hay que diferenciar si la 
subordinada pertenece al sujeto o al predicado. Veamos el siguiente ejemplo: 
Tenemos la frase: 
The little funny girl, whose cat runs, eats a candy that a boy had bought to her. 
Descomponiendo la frase tenemos lo siguiente: 
[The little funny girl [whose cat runs] eats a candy [that a boy had bought to her]] 
La acción del verbo run recae sobre cat y no sobre girl. De forma análoga, la acción de 
bought recae sobre boy y no sobre candy. Como el nombre de una pre/post condición tiene 
que ser una frase, significa que tiene que existir un verbo; si la frase de una pre/post condición 
fuera The little funny girl whose cat runs no sería correcta ya que, aunque tiene un verbo (run) 
el sujeto no recibe ninguna acción.  
Por lo tanto, la parte sombreada de color rosa se encarga de comprobar las subordinadas 
que se encuentran en el sujeto y la parte naranja se encarga de las del predicado. La diferencia 
entre las dos partes está en que desde la parte naranja se puede llegar a estados aceptadores 
ya que, en la frase principal, existe un verbo y un sujeto. En cambio, desde la parte rosa, no se 
puede llegar directamente a estados aceptadores sin antes pasar por el verbo principal de la 
frase. 
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Ilustración 71: Analizador Sintáctico Pre/Post-Condiciones 
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Para facilitar la lectura del grafo se han omitido las líneas de retorno desde las partes rosa 
y naranja, a las partes gris y azul, respectivamente. En la siguiente tabla se muestra las 
transiciones desde los estados de retorno a los estados de las partes implicadas: 
Entrada -> Noun Preposition Adverb Adjective Article Verb 
Q31 Q2 Q34 Q6 Q3 Q1 Q8 
Q30 Q12 Q35 Q11 Q13 Q10  - 
 
El autómata es capaz de aceptar nombres simples, como ASaleHasBeenCreated, o más 
elaborados, por ejemplo ASaleHasBeenCreatedByASalesmanThatWorksInTheComputerSection. 
 
10.1.7. Autómata Eventos 
 
Como hemos podido ver en la sección 4.5.1, los nombres de los eventos siguen la misma 
guía de nominación que los nombres de los tipos entidad. Por lo tanto el autómata construido 
es idéntico al de las entidades. 
 
Ilustración 72: Analizador Sintáctico Eventos 
En la Ilustración 72 vemos el diagrama de transiciones asociado al analizador de los 
nombres de los eventos. Este analizador, al igual que el de las entidades, analiza que los 
nombres de los eventos tengan la estructura de un sintagma nominal simple. 
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10.1.8. Autómata Estados 
 
En la sección 4.6 se ha explicado la guía de nominación de los estados. Las referencias en 
la literatura no indican consejos sobre la forma sintáctica a seguir. En la guía se ha establecido 
de que el nombre de un estado sea un adjetivo, un sintagma adjetival o cualquier modificador 
de nombres. 
 
 
Ilustración 73: Analizador Sintáctico Estados 
La Ilustración 73 muestra el diagrama de transiciones del autómata encargado de 
reconocer los nombres de los estados. Vemos que este analizador cumple con los requisitos 
impuestos por la guía de nominación. Es capaz de reconocer nombres como Opened, 
ReadyToCook, WaitingConnection, etc. que son nombres de estados aceptados. 
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11. Implementación 
 
En este apartado se describen algunos aspectos relacionados con la implementación del 
proyecto: el lenguaje utilizado, la plataforma utilizada, etc. Además, detallaremos algunos 
problemas que se han encontrado en la implementación y la manera en la que se han 
solucionado. 
Primero explicaremos algunos aspectos de implementación del plug-in, clases generadas 
por Eclipse que se han modificado, e inicializaciones que realiza el plug-in antes de poner en 
marcha todo el sistema. Seguidamente, mostraremos algunos aspectos de implementación 
que se han considerado relevantes, ya sea por la importancia que tienen dentro del proyecto o 
por los problemas que generó su implementación. 
 
11.1.  Lenguaje de Programación 
 
El lenguaje de programación utilizado es Java y, como se ha comentado anteriormente, el 
entorno de desarrollo del sistema ha sido Eclipse. La decisión de utilizar Java viene dada por el 
hecho de utilizar el entorno de desarrollo de plug-in de Eclipse; el programa obliga a que todos 
sus plug-ins estén escritos en Java. 
El lenguaje de programación Java tiene una serie de características que expondremos a 
continuación: 
 Portabilidad: Java posee una Máquina Virtual  que se encarga de compilar el 
código independientemente de las características de la máquina donde se 
compila. Esto permite que se puede ejecutar el programa con la misma 
independencia. 
 
 Orientado a Objetos: Java trata los datos como objetos. Soporta las tres 
características de la orientación a objetos: encapsulación, herencia y 
polimorfismo. Las plantillas de objetos se llaman clases y sus copias instancias. 
 
 Simple: Java es un lenguaje de programación muy fácil de usar. Elimina 
características, que quitan simplicidad, de otros lenguajes como el tratamiento de 
memoria manual (Java hace tratamiento de memoria automática con garbage 
collector), también elimina los punteros. 
 
 Extensible: un programador puede crear clases propias y modificar las existentes. 
 
 Seguridad: Java dispone de una serie de mecanismos para garantizar la seguridad 
del sistema. Una aplicación desarrollada en Java no puede acceder a zonas 
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delicadas de memoria o del sistema. Antes de ejecutar fragmentos de código, Java 
pasa estos fragmentos por un verificador que comprueba el formato para 
detectar si hay fragmentos con código ilegal o malicioso. 
 
 Múltiples Librerías: el programador dispone de una amplia gama de clases Java ya 
implementadas, además, puede crear sub-clases para modificar las ya existentes 
o implementar las interfaces ofrecidas para aumentar las funcionalidades de una 
clase.  
 
Se han utilizado las siguientes librerías para la implementación del proyecto: 
 Librerías UML: proporcionan las clases y operaciones necesarias para trabajar con 
las clases del metamodelo UML. 
 
 Librerías Axis: Axis es un motor SOAP; un marco para la construcción de 
procesadores SOAP como clientes, servidores, gateways, etc. 
 
 Librerías FOP: una serie de librerías para convertir objetos XML en ficheros de 
texto formateados, por ejemplo PDF. 
 
11.2.  Inicializaciones del Plug-in 
 
Uno de los problemas relacionados con la implementación interna del plug-in recae en los 
ficheros que están incluidos en el .jar del plug-in. Estos ficheros son estáticos y sólo de lectura. 
El problema reside en el hecho de que el fichero de configuración tiene que ser modificable 
por el usuario ya que puede desear cambiar la configuración del sistema. Por este motivo, era 
necesario hacer que el fichero fuera accesible para ser modificable. Como hemos dicho, el 
fichero del plug-in no se puede modificar y, por lo tanto, se tenía que crear una copia local del 
fichero. 
En este punto había dos ubicaciones donde situar los ficheros. La primera era la carpeta 
de configuración del plug-in en Eclipse. En esta ubicación todos los workspace compartían el 
archivo de configuración; es decir, si en una máquina existen dos usuarios que trabajan en dos 
workspaces distintos, cuando uno cambie la configuración este cambio también afectará al 
otro usuario. Dado que esta solución no era buena, se considera guardar los ficheros en la 
carpeta de configuración del plug-in dentro del workspace del usuario. De esta manera cada 
usuario, siempre y cuando trabajen en workspaces diferentes, tiene su archivo de 
configuración y pueden modificarlo sin que los cambios afecten a los demás usuarios. 
Cuando el plug-in se activa, se inicia un proceso de inicializaciones de ficheros para que, 
posteriormente, se puedan utilizar estos ficheros de forma local. Esta acción se justifica por el 
hecho de que los ficheros incluidos en el .jar del plug-in son estáticos y no se pueden modificar 
en tiempo de ejecución. Se guardan estos ficheros en la carpeta de configuración del plug-in 
del workspace del usuario por dos motivos: 
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 Al trabajar en local, los ficheros se pueden modificar y, además, el plug-in conoce 
la ruta sin tener que indicárselo explícitamente. 
 
 Al guardarlo en la carpeta de configuración del workspace se independiza la 
configuración; es decir, si un PC con Eclipse tiene dos usuarios con dos workspace 
diferentes, no comparten el fichero de configuración y cada uno puede trabajar 
con la configuración que previamente había guardado. 
 
Para hacer la copia local de los ficheros es necesario leerlos del paquete .jar del plug-in. El 
problema está en que, al estar dentro del .jar, no se puede utilizar la clase File ya que esta 
clase no reconoce la ruta dentro de un .jar. Se ha tenido que utilizar otro método para poder 
acceder al fichero. A continuación vemos el fragmento de código que se encarga de cargar el 
fichero de configuración del .jar del plug-in: 
 
Con el fragmento de código anterior se consigue acceder a un fichero que está dentro del 
paquete del plug-in. Con el primer parámetro de la función openStream se obtiene el nombre 
del paquete .jar y con el segundo se le da la ubicación dentro del paquete. 
Dado que Eclipse se ejecuta sobre un workspace concreto, cuando el plug-in se inicializa 
se conoce la ruta del workspace donde se está trabajando. Por lo tanto, el plug-in guarda esa 
dirección para que se pueda utilizar posteriormente. A continuación vemos como el plug-in 
guarda la ruta de la carpeta de configuración del worspace: 
 
Con esta instrucción se obtiene la ruta de la carpeta de configuración del workspace  con 
el que el usuario está trabajando. De esta manera se conoce donde hay que guardar los 
ficheros locales y de donde se tienen que leer en el caso en que ya estén creados. 
  
IPath url = getStateLocation(); 
 
InputStream inputStream = FileLocator.openStream( 
Activator.getDefault().getBundle(),  
new Path("config/config.xml"), 
false); 
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11.3. Contribuciones del plug-in 
 
En esta sección explicaremos las contribuciones que hace el plug-in. Detallaremos las 
extensiones que se han realizado, a los plug-ins que utiliza, para extender sus funcionalidades. 
Finalmente veremos a modo de ejemplo la manera de crear una extensión en el archivo de 
manifiesto del plug-in. 
Para este proyecto se han hecho varias extensiones en distintos puntos de extensión. El 
más significativo es la extensión realizada al editor UML. Se ha añadido al editor UML un menú 
con las acciones del plug-in. Es decir, cuando el editor UML está activo aparece en la barra de 
menús de Eclipse el menú Verbalize con las funcionalidades del plug-in.  
Cuando el usuario desea modificar un nombre lo debe cambiar desde la vista Properties. 
Teniendo en cuenta este aspecto se pensó en incluir dos botones en la barra de herramientas 
de la vista para que el usuario no tuviera que desplazarse a la barra de menús para accionar las 
funcionalidades de Verbalizar y Comprobar. El problema reside en que la vista Properties es 
una vista general de Eclipse por lo tanto, si se incluían los botones a la vista Properties, éstos 
aparecerían aunque no se estuviera trabajando con Esquemas Conceptuales. Se intentó 
asociar la inclusión de los botones con el objeto que se estuviera mostrando en la vista. Es 
decir, cuando la vista mostrara objetos UML se activarían los botones, en cambio, estarían 
desactivados si se estuviera trabajando con otros objetos. No se ha encontrado la manera de 
mostrar los botones dependiendo de si el objeto mostrado por la vista es un elemento UML. 
Se implementó una solución intermedia en donde los botones siempre estarían activos y 
cuando se clicara sobre ellos se comprobaría si el editor activo es el editor UML o no. En caso 
de no ser el editor UML se mostraría un mensaje de error. Se descartó esta solución ya que se 
estaría cargando innecesariamente el plug-in cada vez que la vista Properties se activara, 
independientemente de si el usuario trabaja con esquemas conceptuales o no. Además, viola 
el hecho de que las funcionalidades solo deben estar presentes cuando el usuario está 
trabajando con Esquemas Conceptuales. 
Para paliar esta carencia se ha incluido una extensión en el menú contextual del editor 
UML. Se ha agregado al menú contextual del editor un sub-menú con las funcionalidades de 
Comprobar Nombres y Verbalizar de tal manera que, una vez realizada la selección en el 
editor, haciendo clic en el botón derecho del ratón el usuario puede acceder a las 
funcionalidades sin tener que desplazarse a la barra de menús.  
Otra contribución importante ha sido la realizada a la ayuda de Eclipse. Tanto el Manual 
de la Aplicación como las Guías de Nominación se han agregado a la ayuda de Eclipse. La 
ventaja más significativa de añadir el manual y las guías a la ayuda de Eclipse es el hecho de 
que la ayuda se ejecuta en una ventana independiente de Eclipse. De esta manera, el usuario 
puede estar consultando las guías de nominación mientras está escribiendo los nombres en el 
Esquema Conceptual. De la misma manera, puede seguir los pasos del Manual de Ayuda sin 
tener que estar cerrando y abriendo el Manual cada vez que quiera interactuar con Eclipse. 
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Finalmente, se ha realizado la contribución de la vista. Esta contribución permite 
implementar una vista personalizada. En nuestro caso, la vista se encarga de mostrar los 
errores que genera la comprobación de nombres. 
Para la creación de estas extensiones ha sido necesario explorar los paquetes con las 
librerías para descubrir los identificadores de los puntos de extensión. Por ejemplo, para hacer 
la extensión del editor UML era necesario indicar, en el campo correspondiente, el 
identificador del editor en el que se quieren realizar los cambios. Por lo tanto, era necesario 
buscar este identificador dentro de las librerías UML. 
A continuación mostramos, con un pequeño fragmento de código, la declaración de un 
punto de extensión: 
 
Podemos ver como lo primero que se hace es declarar el punto de extensión, donde se 
indica que funcionalidades vamos a extender. En este caso le indicamos que queremos 
extender acciones de un editor. Lo siguiente es especificar el identificador del Editor al que le 
queremos añadir acciones. En targetID indicamos el identificador del editor UML. Este código 
es un fragmento de la declaración de la extensión que se encarga de definir el menú y de 
incluir en dicho menú las acciones del plug-in. 
 
  
<extension point="org.eclipse.ui.editorActions"> 
  <editorContribution 
    id="com.ischema.verbalize.compilationUnitEditorActions" 
    targetID="org.eclipse.uml2.uml.editor.presentation.UMLEditorID"> 
    <menu 
      id="com.ischema.verbalize.compilationUnitEditorPopupSubMenu" 
      label="%menu.label" 
      path="additions"> 
     <groupMarker name="content"> 
     </groupMarker> 
     <separator name="additions"> 
     </separator> 
    </menu> 
/**Omitted Code **/ 
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11.4.  Vista Verbalize 
 
La vista Verbalize es la vista que se ha creado, para este proyecto, para que el plug-in 
pueda mostrar los errores que genera la funcionalidad de comprobar nombres. En un principio 
se generó la vista como una única clase que mostraba los elementos uno a uno. Una vez se 
finalizó esta tarea se pensó en que sería útil permitir que el plug-in pudiera ser extendido 
desde la vista. Es decir, de la misma manera que hemos extendido las funcionalidades del 
Editor UML para este proyecto, otro programador puede encontrar interesante extender las 
funcionalidades de nuestra vista.  
A causa de esta decisión se pensó en ofrecer una interface para que la vista Verbalize no 
dependiera de los elementos Error del plug-in, sino que cualquier objeto que implementara la 
interface pudiera ser mostrado por la vista. Es entonces cuando se decide crear la estructura 
vista en la sección 9.3.1, donde se explica la vista. De esta manera, cuando un programador 
quiera mostrar un objeto por la vista lo único que tiene que hacer es crear el objeto de tal 
manera que implemente la interface de la vista. 
 
11.5. Recoger información de Eclipse 
 
Para el desarrollo del proyecto era necesario que el plug-in pudiera recoger información 
del editor UML. Como hemos indicado, no es necesario que el usuario pase manualmente los 
elementos que quiere verbalizar, sino que, indirectamente, recogemos la información de los 
elementos que el usuario ha seleccionado del editor UML. Esto hace que la interface sea más 
atractiva para el usuario, ya que no estamos añadiendo ninguna pantalla extra, y se facilita al 
usuario su interacción con la aplicación. 
Para cumplir este objetivo es necesario coger la información del editor UML activo con el 
que el usuario está trabajando. Por una parte se necesita obtener la selección que el usuario 
ha escogido para conseguir los identificadores que, posteriormente, nos servirán para 
almacenar la información del elemento. Por otro lado, es necesario coger el modelo que está 
mostrando el editor UML para luego cargarlo en memoria. En un principio obteníamos del 
editor UML la ruta del fichero .uml que estaba mostrando. De esta manera conseguíamos 
cargar el modelo y no violábamos la restricción de comunicarse entre capas con tipos simples 
ya que la ruta del fichero era un String. El problema residía en que los cambios realizados en el 
editor no surtían efecto en el fichero. Por lo tanto, si el usuario modificaba algún nombre en el 
editor no quedaba reflejado en el modelo que se cargaba en memoria.  A causa de este 
problema, se tuvo que implementar la solución actual que, debido a una limitación de Eclipse, 
se encarga de recuperar el objeto que está mostrando, en nuestro caso un modelo, y  pasarlo a 
la capa de dominio UMLDomain, violando el hecho de que entre las capas solamente se 
pueden comunicar con tipos de datos básicos.   
Esta parte ha sido vital ya que se facilita al usuario la interacción con el plug-in. De otra 
manera se tendría que haber generado pantallas extras donde el usuario hubiera tenido que ir 
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escogiendo los nombres que desea comprobar o verbalizar. Utilizando esta solución se 
aprovecha las funcionalidades que ofrece Eclipse y se le permite al usuario seguir trabajando 
con una interface conocida. 
A continuación veremos el fragmento de código que se encarga de obtener el editor UML 
y, una vez obtenido, recoge la información del modelo y de la selección. 
 
En el fragmento de código anterior vemos como se recoge la información del editor UML. 
Primero recogemos la instancia del editor activo de Eclipse. Una vez tenemos la instancia, 
recogemos el recurso que está mostrando el editor, que en nuestro caso es el modelo, y, 
finalmente, recogemos la selección del usuario. 
11.6. Implementación de los analizadores sintácticos 
 
Como hemos comentado en el capítulo 10, se ha decidido implementar unos analizadores 
sintácticos propios para el plug-in. La idea que se ha seguido para la implementación de estos 
analizadores es simular el recorrido por los grafos de transiciones vistos en el capítulo 10. A 
continuación veremos un ejemplo de la implementación de un estado y veremos cómo simula 
el recorrido por el grafo dependiendo de la entrada. 
1. UMLEditor editor = (UMLEditor)     
 PlatformUI.getWorkbench().getActiveWorkbenchWindow() 
.getActivePage().getActiveEditor(); 
 
2. EObject m = editor.getEditingDomain().getResourceSet() 
.getResources().get(0).getContents().get(0); 
 
3. ISelection selection = editor.getEditorSite() 
.getSelectionProvider().getSelection(); 
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El ejemplo de código anterior corresponde a la implementación del estado q0 visto en la 
Ilustración 65. Vemos como dependiendo de si la palabra es nombre, adjetivo o adverbio se 
hace la llamada recursiva actualizando el estado en el que se está. De esta manera se simula la 
transición de un estado a otro. Con las llamadas recursivas también controlamos el momento 
en el que una acepción de una palabra no tiene transición, retornando falso y provocando que 
se compruebe la siguiente acepción de la palabra.  Podemos comprobar que estando en el 
estado q0 tenemos las siguientes transiciones (que corresponden a las transiciones del estado 
q0 de la Ilustración 65): 
 Si recibimos un nombre pasamos al estado q1. 
 Si recibimos un adjetivo pasamos al estado q2. 
 Si recibimos un adverbio pasamos al estado q3. 
 No hacemos nada en otro caso. 
  
case 0:  
     
if(type.equals("noun")) 
 { 
  b = IsCorrectName(words, 1, pos+1); 
  break; 
 } 
 else 
 { 
  if(type.equals("adjective")) 
  { 
   b = IsCorrectName(words, 2, pos+1); 
   break; 
  } 
  else 
  { 
   if(type.equals("adverb")) 
   { 
    b = IsCorrectName(words, 3, pos+1); 
    break; 
   } 
   else 
   { 
    break; 
   } 
  } 
 } 
Implementación Plug-in Verbalize 
 
149 | P á g i n a  
  
11.7. Implementación Web Service 
 
La implementación de la llamada al Web Service fue un punto crítico en la planificación 
del proyecto. Se desconocía la manera de realizar llamadas a servicios webs y se tuvo que 
realizar un estudio de la tecnología.  
Se consiguió realizar la llamada al Web Service pero el problema surgió en el momento de 
recoger las definiciones. Siguiendo los pasos de las referencias consultadas no se conseguía 
recoger las definiciones de las palabras. El problema residía en que los tipos XML del retorno 
de la llamada eran tipos propios del Web Service, es decir, no eran tipos básicos y había que 
deserializarlos para que Java los pudiera tratar como objetos. Para comprender la estructura 
que seguían las definiciones que retornaba el Web Service se disponía del archivo WSDL del 
servicio. Estudiando este archivo se consiguió implementar el esqueleto de la estructura de 
clases que seguían las definiciones. La dificultad estaba en el momento de deserializar la salida 
del Web Service a la clase que se había creado para poder tratarla en Java.  
Finalmente, mediante un paquete de Apache Axis llamado WSDL2Java se consiguió 
generar una clase que inicializaba la llamada al Web Service y permitía invocar y recoger la 
información de las funcionalidades del Web Services. Aprovechando que se había realizado un 
estudio exhaustivo del archivo WSDL, se hicieron modificaciones en este archivo para que se 
generase sólo la llamada a la función que nos interesaba. De esta manera la clase generada era 
más sencilla de entender y no ofrecía funcionalidades que no se iban a usar en el ámbito del 
proyecto. 
Una vez generada esta clase, la llamada al Web Service era fácil de implementar y las 
definiciones se obtenían mediante el recorrido de la estructura que retornaba la llamada. 
Estas pruebas se realizaron fuera del ámbito del plug-in. Cuando se importaron las clases 
dentro del plug-in para integrarlo en el proyecto se tuvieron que incluir las librerías utilizadas 
para que la llamada al servicio web pudiera realizarse sin fallos. Este hecho hizo que se tuviera 
que agregar estas librerías en el classpath del plug-in para que cuando compilara se tuvieran 
en cuenta. Para realizar esta operación se modificó el archivo MANIFEST.MF agregando en la 
opción Bundle-ClassPath todas las librerías que se habían utilizado. 
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11.8. Implementación del dominio UMLDomain 
 
Esta capa de dominio se empezó a implementar debido a una decisión de diseño que no 
se había contemplado hasta el momento. En un principio, la capa de presentación se 
encargaba de interactuar con todas las clases que dependían de Eclipse. Puesto que el 
metamodelo UML es un paquete de Eclipse, presentación se encargaba de recoger la 
información de los elementos del modelo y enviarla a la capa de dominio.  
El cambio en diseño consistió en crear una sub-capa de dominio que se encargara de 
ofrecer las funcionalidades que dependían del metamodelo. Para este propósito se creó una 
interface que implementa una serie de funciones encargadas de recoger la información de los 
elementos seleccionados a partir de su identificador, de cargar el modelo en memoria y de 
enviar la información de los elementos seleccionados a la capa de dominio encargada de 
comprobar y verbalizar nombres. De esta manera, la capa de presentación únicamente se 
responsabiliza de recoger los identificadores de la selección y el modelo y pasarlo a la capa de 
dominio UMLDomain, encargada de cargar el modelo y de recoger la información. 
Además, ofreciendo la interface en esa capa de dominio se permite poder exportar las dos 
capas de dominio y, mediante la implementación de la una clase que implemente la interface, 
utilizar otra instanciación del metamodelo UML. 
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12. Test 
 
En esta sección expondremos la estrategia de pruebas realizada para asegurar el buen 
funcionamiento del plug-in. 
Antes de entrar en detalles de cada prueba hay que comentar ciertos aspectos generales 
que afectan a todas las pruebas realizadas. Para cada prueba realizada se conocía el resultado 
que tenía que dar, es decir, si la prueba contenía errores, se conocían los elementos que daban 
errores y el motivo de estos. De esta manera cuando, el plug-in generaba los errores y los 
mostraba por pantalla, se comparaba el resultado del plug-in con el resultado esperado. De la 
misma manera, cuando las pruebas no generaban ningún error, se conocían las verbalizaciones 
de los elementos. Por lo tanto, cuando el plug-in generaba el documento, lo comparábamos 
con el resultado esperado. 
Las pruebas las hemos englobado en dos grandes grupos: 
 Pruebas de Funcionalidad 
 Pruebas de Plug-in 
 
12.1.  Pruebas de Funcionalidad 
 
Esta sección está dedicada a las pruebas de funcionalidad del plug-in. Es decir, la sección 
engloba las pruebas realizadas a las funcionalidades de Verbalizar y Comprobar Nombres, 
Mostrar Guías, Mostrar Manual y Configurar Opciones de Verbalización.  
 
12.1.1. Verbalizar y Comprobar Nombres 
 
Para estas dos funcionalidades se ha creado un pequeño programa que se encarga de 
hacer invocaciones a las funcionalidades de Comprobar Nombres y Verbalizar. Aprovechando 
de que el código es portable fuera del plug-in, se ha extraído la capa de dominio portándola a 
otro proyecto como una librería. El programa se encarga de leer desde un fichero de texto 
plano los nombres de los elementos que se desean comprobar/verbalizar y, posteriormente, 
hace la comprobación de los nombres y, si el nombre del elemento comprobado no ha dado 
error, se procede a verbalizarlo. 
De esta manera el programa muestra por pantalla los nombres, los tipos de elementos y 
su verbalización, o el error asociado dependiendo de si la comprobación de nombres ha 
generado errores o no. 
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A continuación se muestra un ejemplo de cómo se estructura la salida del programa: 
 Class Plane::OK 
  An instance of the entity type named Plane is a plane  
 Class car::ERROR 
  The class is not written in Pascal case. 
 Association Sing::Error 
  The association name has not a third-person singular number verb. 
 
Vemos como lo primero que se muestra de cada elemento es su tipo. Seguidamente se 
muestra el nombre del elemento y si la comprobación de nombres ha sido exitosa (OK) o ha 
generado error (ERROR). Debajo del elemento se muestra la verbalización, en caso de que la 
comprobación del nombre no haya generado error, o el error que ha generado la 
comprobación de nombres. 
 Para las funcionalidades Verbalizar y Comprobar Nombres se han realizado tres tipos de 
pruebas: 
 Pruebas unitarias para cada elemento. 
 Pruebas de modelos 
 Pruebas de ordenación 
 
Pruebas unitarias 
 
Para cada elemento UML hemos generado un fichero de pruebas que controle todos los 
tipos de errores que se pueden dar en ese tipo de elemento. Por ejemplo, como hemos visto 
en la sección 4.1.1, los nombres de las entidades tienen que ser sintagmas nominales, cuyo 
núcleo sea singular y escrito en forma Pascal. Por lo tanto, se han generado nombres de 
entidades que incumplen estos requisitos para comprobar la funcionalidad de Comprobar 
Nombres. En el caso en que la comprobación de nombres no genere errores, el programa 
invoca a la funcionalidad de Verbalizar. Se procede de forma análoga para cada tipo de 
elemento UML que interviene en el proyecto. 
A continuación vemos un ejemplo con unos nombres de entidades y su correspondiente 
salida: 
Class PlaneAndCar 
Class car 
Class PathsForWheeledVehicles 
Class IsRunning 
Class BoyWhoReadsABook 
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La salida del programa es 
Class Plane::OK 
 An instance of the entity type named Plane is a plane  
 
Class car::ERROR 
 The class name is not written in Pascal case. 
 
Class PathsForWheeledVehicles::ERROR 
 The head is not in a singular form. 
 
Class IsRunning::ERROR 
 The class name is not a noun phrase. 
 
Class BoyWhoReadsABook::ERROR 
 The class name is not a noun phrase. 
Podemos comprobar que el nombre BoyWhoReadsABook es rechazado por el programa 
pese a ser un sintagma nominal, cuyo núcleo es singular y está escrito en forma Pascal. Esto es 
debido a que, insistiendo en el hecho de que se tienen que escoger nombres claros y concisos, 
se descartan los modificadores complejos en los nombres de las entidades para que los 
nombres no sean muy complejos, dificultando la comprensión del Esquema Conceptual.  
El siguiente ejemplo corresponde al fichero de los atributos: 
Property Car::model:String[1] 
Property Car::seat:String[2..5] 
Property Car::Door:String[3..5] 
Property Car::colors:String[1] 
Property Car::hasSpareWheel:Boolean[1] 
Property Car::hasSpareWheel:String[1] 
Property Car::hasHydraulicJack:Boolean[0..1] 
Property Car::sparkPlug:String[0..-1] 
Property Person::wantsToBe:Boolean[1] 
Property Software::isUpdate:Boolean[1] 
Property Child::wantsToBeFamous:Boolean[1] 
La salida del programa es: 
Property model::OK 
 A car has a model  
 
Property seat::OK 
 A car has one or more seats  
 
Property Door::ERROR 
 The property name is not written in Camel case. 
 
Property colors::ERROR 
 The property name is not written in singular form. 
 
Property hasSpareWheel::OK 
 A car has or has not spare wheel  
 
Property hasSpareWheel::ERROR 
 The property name is not a noun phrase. 
 
Property hasHydraulicJack::OK 
 A car has or has not hydraulic jack, or it may be unknown 
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Property sparkPlug::OK 
 A car may have zero or more spark plugs  
 
Property wantsToBe::ERROR 
 The boolean property name is not a verb phrase. 
 
Property isUpdate::ERROR 
 The boolean property name is not a verb phrase. 
Property wantsToBeFamous:OK 
 A child wants or does not want to be famous. 
 
Podemos comprobar que hay nombres que son incorrectos pese a cumplir la guía de 
nominación de los atributos. El nombre isUpdate no lo reconoce la aplicación debido a una 
limitación del Web Service dado que no reconoce la palabra Update. En el caso de wantsToBe 
no es reconocido pese a ser un sintagma verbal debido a que le falta el objeto directo. 
La estrategia seguida para cada elemento ha sido: 
 Generar la salida manualmente 
 Seleccionar el fichero del elemento en cuestión 
 Ejecutar el programa de testeo 
 Comprobar la salida del programa con la salida manual generada 
Realizando las pruebas unitarias nos hemos podido centrar en los tipos de errores de cada 
elemento. De esta manera, al centrarnos solo en un elemento, podíamos generar una batería 
de nombres y, a la hora de testear la aplicación en caso de error, recorríamos el código que 
interviene en la comprobación/verbalización de ese elemento. 
 
Pruebas del modelo 
 
Para las pruebas de modelo hemos utilizado la misma técnica. Hemos creado una serie de 
ficheros con nombres de elementos UML que simulan un Esquema Conceptual. Para estas 
pruebas hemos utilizado los Esquemas Conceptuales mostrados en las ilustraciones de esta 
memoria (exceptuando, como hemos comentado, las clases que siguen las buenas prácticas de 
nominación de Eclipse). 
El siguiente ejemplo está extraído del fichero que corresponde al primer Esquema 
Conceptual de esta memoria (Ilustración 1): 
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Class Employee 
Class Department 
Class Salesman 
Class Engineer 
Property Employee::name:String[1] 
Property Employee::age:String[0..1] 
Property Salesman::assignment:Integer[1] 
Property Engineer::salary:Integer[1] 
Property Employee::managedDepartment:Department[0..1] 
Property Employee::assignedDepartment:Department[1] 
Property Department::boss:Employee[1] 
Property Department::employee:Employee[0..-1] 
Association Manages(Employee[1,1], Department[0,1]) 
Association WorksIn(Employee[0,-1], Department[1,1])  
La salida del programa es: 
Class Employee::OK 
 An instance of the entity type named Employee is an 
employee  
 
Class Department::OK 
 An instance of the entity type named Department is a 
department  
 
Class Salesman::OK 
 An instance of the entity type named Salesman is a salesman  
 
Class Engineer::OK 
 An instance of the entity type named Engineer is an 
engineer  
 
Property name::OK 
 An employee has a name  
 
Property age::OK 
 An employee may have an age 
 
Property assignment::OK 
 A salesman has an assignment  
 
Property salary::OK 
 An engineer has a salary  
 
Property managedDepartment::OK 
 An employee may have a managed department 
 
Property assignedDepartment::OK 
 An employee has an assigned department  
 
Property boss::OK 
 A department has a boss  
 
Property employee::OK 
 A department may have zero or more employees  
 
Association Manages::OK 
 An employee may or may not manage a department  
 
Association WorksIn::OK 
 An employee works in a department  
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De la misma manera que en la pruebas unitarias, cuando cogemos un modelo entero, 
conocemos de antemano la verbalización que tiene que generar todo el modelo antes de 
iniciar el proceso de verbalización. 
La estrategia escogida para realizar la prueba de modelos ha sido: 
 Generar la salida manualmente 
 Seleccionar el fichero con el modelo que se desea 
 Ejecutar el programa 
 Comprobar la salida generada con la salida manual 
 
Pruebas de ordenación 
 
Hasta este momento no se ha tenido en cuenta el orden de la verbalización. Para 
comprobar que la funcionalidad de verbalizar con un orden concreto funciona se ha creado 
otro programa de prueba que, modificando la configuración, genera una salida u otra 
dependiendo de la configuración escogida. 
Para las pruebas de este programa hemos utilizado los ficheros que simulan los Esquemas 
Conceptuales descritos en la sección anterior. Partiendo de la entrada de la sección anterior 
veremos como la salida varía dependiendo del orden que escojamos. Escogiendo la opción de 
que los roles aparezcan debajo de las clases de las que son atributos la salida es: 
An instance of the entity type named Employee is an employee 
An employee has a name 
An employee may have an age 
An employee may have a managed department 
An employee has an assigned department 
 
An instance of the entity type named Department is a department 
A department has a boss 
A department may have zero or more employees 
 
An instance of the entity type named Salesman is a salesman 
A salesman has an assignment 
 
An instance of the entity type named Engineer is an engineer 
An engineer has a salary 
 
An employee may or may not manage a department 
 
An employee works in a department 
 
 
En cambio, si queremos que los roles aparezcan debajo de las asociaciones a las que 
pertenecen la salida es:  
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An instance of the entity type named Employee is an employee 
An employee has a name 
An employee may have an age 
 
An instance of the entity type named Department is a department 
 
 
An instance of the entity type named Salesman is a salesman 
A salesman has an assignment 
 
An instance of the entity type named Engineer is an engineer 
An engineer has a salary 
 
An employee may or may not manage a department 
An employee may have a managed department 
A department has a boss 
 
An employee works in a department 
An employee has an assigned department 
A department may have zero or more employees 
La estrategia a seguir es: 
 Generar la salida manualmente 
 Escoger una configuración 
 Seleccionar el fichero 
 Ejecutar el programa 
 Comprobar la salida generada con la salida manual 
 
También se han realizado una serie de pruebas que son generales de la funcionalidad. 
Cuando se seleccionan los elementos, lo primero que hace la funcionalidad, después de 
comprobar los nombres, es comprobar que los tipos de elementos seleccionados están en la 
configuración. 
Se ha seguido la siguiente estrategia para realizar las pruebas: 
 Añadir un tipo de elemento a la lista de No Verbalizar 
 Seleccionar, en el modelo, el tipo de elemento que hemos añadido a la lista No 
Verbalizar 
 Ejecutar la funcionalidad Verbalize 
 Comprobar que el sistema avisa de que existen incompatibilidades entre los 
elementos seleccionados y la configuración 
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12.1.2.  Mostrar Guías 
 
La funcionalidad de Mostrar Guías tiene dos puntos de acceso. Por una parte, se puede 
acceder a Mostrar Guías utilizando el menú de Verbalize y seleccionando la funcionalidad. En 
este caso se muestra el índice de las guías. Otra manera de acceder a las guías es haciendo 
doble clic, sobre un error, en la vista de errores. 
Para testear la funcionalidad llamada desde la vista de errores se ha realizado lo siguiente: 
 Para cada elemento, se ha escogido un nombre con errores. 
 Se ha lanzado la funcionalidad Comprobar Nombres 
 En la Vista de Errores se ha hecho doble clic en cada uno de los elementos para 
comprobar que se abre la guía de nominación correspondiente. 
 
Para comprobar la funcionalidad cuando es llamada desde el menú Verbalize se ha clicado 
en la acción Show Guidelines del menú Verbalize y se ha comprado su funcionamiento.   
 
12.1.3.  Mostrar Manual 
 
A diferencia de Mostrar Guías, la funcionalidad Mostrar Manual sólo tiene un punto de 
acceso directo.  Es decir, únicamente se puede acceder desde el menú Verbalize. 
Para comprobar esta funcionalidad se ha clicado en la acción Show Manual del menú 
Verbalize y se ha comprado su funcionamiento.   
 
12.1.4.  Configurar Opciones de Verbalización 
 
En esta sección de pruebas se han incluido todos los aspectos que tienen que ver con la 
configuración del sistema. La funcionalidad Configurar Opciones de Verbalización sólo tiene un 
punto de acceso. Se puede acceder desde el menú Verbalize. 
Para comprobar la funcionalidad se ha clicado en la acción Configure Verbalization 
Options del menú Verbalize. En la pantalla de configuración se han realizado las 
comprobaciones de cambios en los elementos de la pantalla. Hay tres maneras de comprobar 
que los cambios en el archivo de configuración has surgido efecto: 
 
 Comprobar el archivo de configuración: el archivo está situado en la carpeta de 
configuración del plug-in del workspace. Se puede abrir y comprobar que los 
cambios se han realizado. 
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 Ejecutar Verbalize: el archivo de configuración se utiliza para definir el orden y los 
elementos que se incluyen en la verbalización. Ejecutando esta funcionalidad se 
puede ver si los cambios se han realizado o no, dependiendo del resultado de la 
ejecución. 
 Accionar Configure Verbalizition Options: cuando se acciona la funcionalidad 
Configure Verbalization Options carga, del fichero de configuración o de la 
configuración de dominio, la configuración actual. Si después de realizar un 
cambio se vuelve a accionar la funcionalidad, en pantalla se mostrará si el cambio 
se ha realizado o no. 
Para la comprobación de la funcionalidad se ha utilizado la segunda y la tercera estrategia. 
 
12.2. Pruebas de Plug-in 
 
En este apartado se especifican las pruebas que tienen que ver con el plug-in y que se 
alejan de las funcionalidades. Aquí entran las pruebas realizadas a la vista de errores o 
aspectos de generación de ficheros locales del plug-in. 
 
12.2.1.  Ficheros Locales del Plug-in 
 
El plug-in necesita crear una serie de fichero locales para su posterior uso en las 
funcionalidades del plug-in. 
En todos los cambios a los ficheros se controla dos aspectos: 
 Creación del fichero si no existe 
 Modificar el fichero si existe 
o En algunos casos no se realiza modificación 
El plug-in crea, y mantiene, tres ficheros: 
 config.xml: encargado de guardar la configuración local del usuario. 
 verbalizations.xml: fichero auxiliar de verbalizaciones que se utiliza para la 
creación del documento pdf. 
 style.xsl: hoja de estilo para la creación del documento pdf. 
Estos archivos se tienen que mantener de forma local, ya que van sufriendo 
modificaciones a lo largo del tiempo. Cuando el plug-in se activa comprueba si existen estos 
archivos en la carpeta de configuración del workspace que ha escogido el usuario. Si no 
existen, copia los archivos a esa carpeta. Esta acción se tiene que realizar ya que el plug-in 
contiene, dentro del .jar, archivos estáticos que no se pueden modificar en tiempo de 
ejecución. 
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Para comprobar que el plug-in crea al inicio los archivos se ha realizado la siguiente 
estrategia: 
 Borrar la carpeta de configuración del plug-in dentro del workspace 
 Ejecutar Eclipse 
 Ejecutar el Plug-in 
 Comprobar la creación de los archivos 
 Comprobar que el contenido de los archivos es el mismo que el contenido de los 
archivos estáticos del plug-in.  
 
12.2.2.  Apariencia del Plug-in 
 
En este apartado se ha comprobado el correcto funcionamiento de la Vista de Errores y 
del  menú Verbalize, pero no en términos de funcionalidad sino en apariencia. Es decir, se ha 
controlado que el menú Verbalize sólo aparece cuando el EditorUML esté activo y, se ha 
comprobado que la Vista de Errores no depende exclusivamente de las funcionalidades 
internas del plug-in. 
Para comprobar el correcto funcionamiento del plug-in se han utilizado dos estrategias: 
 Navegar por el plug-in: conociendo las características del plug-in, se ha navegado 
por Eclipse con tal de comprobar que: 
o las funcionalidades solo aparecen cuando el EditorUML está activo. Se ha 
abierto el EditorUML para comprobar que el menú aparecía.  
o la Vista de Errores se puede abrir independientemente de la generación 
de errores. Se ha ido a Window -> Show View -> Other y se ha 
seleccionado la vista Verbalize. 
 Generar un Plug-in de prueba: se ha generado un plug-in de prueba, que 
depende de Verbalize, de tal manera que al ejecutarlo se abre un nuevo Eclipse y, 
automáticamente, muestra la vista, cierra la vista, abre el EditorUML y cierra el 
EditorUML en intervalos de 5 segundos.  
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13. Planificación y Estudio Económico 
 
13.1. Planificación 
 
Esta sección describe la planificación de las diferentes tareas que forman parte del 
proyecto. Primero de todo veremos los diagramas de Gantt y, seguidamente, una tabla con la 
estimación inicial de las tareas y su duración real. 
 
13.1.1.  Estimación temporal estimada vs. Estimación real 
 
Tarea Duración 
Estimada 
Duración real 
Estudio de la documentación de las directrices 8 horas 6 horas 
Estudio de la documentación: Eclipse Plug-Ins 20 horas 30 horas 
Descarga e Instalación del Entorno de trabajo 3 horas 1 hora 
Estudio de Sintaxis Inglesa 10 horas 20 horas 
Pruebas del paquete UML for Eclipse 2 horas 1 hora 
Estudio de XSL-FO 0 horas 5 horas 
Búsqueda y elección del WebService 4 horas 10 horas 
Estudio documentación WebService 20 horas 30 horas 
Análisis de los requisitos de la aplicación 5 horas 5 horas 
Modelo de Casos de Uso Análisis 5 horas 8 horas 
Modelo Conceptual Análisis 10 horas 15 horas 
Modelo de Comportamiento Análisis 5 horas 8 horas 
Modelo de Casos de Uso Diseño 5 horas 5 horas 
Arquitectura de la Aplicación Diseño 10 horas 12 horas 
Diagramas de Secuencia Diseño 10 horas 12 horas 
Implementación de la llamada WebService 15 horas 80 horas 
Implementación Esqueleto Plugin 50 horas 40 horas 
Implementación Analizadores Sintácticos 100 horas 80 horas 
Implementación de la aplicación 200 horas 220 horas 
Creación de juegos de pruebas 5 horas 5 horas 
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Testeo de la aplicación 30 horas 30 horas 
Testeo del plug-in 2 horas 2 horas 
Documentación 100 horas 140 horas 
Reuniones 14 horas 20 horas 
Total 633 horas 785 horas 
Tabla 1: Horas estimadas vs. Horas reales 
Como podemos comprobar en la Tabla 1, se han invertido 785 horas en la realización de 
este proyecto, a pesar de que la estimación al inicio era de 633 horas. Esto supone una 
desviación de un 25%. 
La desviación entre la planificación estimada y la real ha sido a causa de cambios 
realizados en las etapas de especificación y diseño, y una mala planificación en algunas tareas. 
Se encontraron muchos problemas a la hora de implementar la llamada al Web Service, 
causando una demora sustancial en esta tarea. Cabe destacar también que no se tuvo en 
cuenta, inicialmente, el estudio de la tecnología XSL-FO, ya que el uso de esta herramienta se 
pensó en una fase avanzada del proyecto, puesto que se desconocía su existencia. 
En el Anexo 16 se muestra una tabla para cada tarea donde se informa del trabajo 
realizado y se explica con más detalle las posibles desviaciones sufridas en las tareas. 
 
13.1.2.  Diagrama de Gantt 
 
En esta sección veremos de forma gráfica como se ha desviado la planificación estimada 
con respecto a la duración real del proyecto. Para visualizar esta desviación utilizaremos un 
diagrama de Gantt. 
La Ilustración 74 muestra un diagrama de Gantt en donde se ha solapado el diagrama de 
Gantt que representaba la planificación estimada con el diagrama de Gantt que representa la 
planificación real. De esta manera se puede visualizar directamente las desviaciones que han 
sufrido las tareas. El conjunto de tareas pintadas de color azul representan la planificación 
estimada. El conjunto de tareas verde representa la planificación real del proyecto. 
Con el diagrama de Gantt podemos observar que las dificultades encontradas en la 
implementación del Web Service retrasaron enormemente la fase de implementación. A partir 
de ese momento se fue arrastrando un retraso en todas las etapas posteriores.  
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Ilustración 74: Diagrama de Gantt 
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13.2. Estudio Económico 
 
El objetivo de esta sección es ofrecer una valoración económica del desarrollo del 
proyecto desde un punto de vista real, evaluando los costes que el desarrollo de este proyecto 
tendría en el mercado. 
Para el cálculo del coste real se tienen en cuenta dos tipos de costes que se detallan en los 
siguientes apartados: 
 Coste del material utilizado para el desarrollo del proyecto. 
 Coste del personal dedicado a su realización. 
 
13.2.1. Costes de Material 
 
Para determinar el coste del material utilizado solo se tiene en cuenta el coste 
relacionado con el software. El coste del hardware no se ha incluido ya que se supone que el 
hardware utilizado ya está amortizado. 
De la misma manera, tampoco se contabiliza los costes del sistema operativo instalado en 
las máquinas (Windows XP) ni de los programas utilizados para la generación de la 
documentación (Microsoft Officce, Adobe Acrobat) dado que se asume que también están 
amortizados. 
Todo el material utilizado para el desarrollo de este proyecto es de libre distribución. Esto 
es una ventaja ya que no se añade ningún coste relacionado con el software.  
 
13.2.2. Coste del Personal 
 
Para determinar los costes asociados con las horas dedicadas al desarrollo del proyecto 
hay que tener en cuenta el precio que se paga por hora trabajada a las personas involucradas 
en el proyecto.  
Para calcular los costes de personal se han identificado cuatro roles en función de las 
tareas que desarrollan, y se ha fijado un precio por hora trabajada acorde al rol que 
desempeña dentro del proyecto. Esta tarifa de precios se ha fijado tomando como partida [24]. 
Rol Precio/hora 
Jefe de Proyecto 50€ 
Analista 35€ 
Diseñador 35€ 
Programador 25€ 
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En la siguiente tabla se muestra una relación de los costes del personal con las horas 
dedicadas a cada tarea, que hemos visto en el capítulo 1, indicando quien realiza la tarea, las 
horas que le dedica y el coste total de esa tarea. 
Tarea Rol Horas Coste 
Estudio de la documentación de las directrices Diseñador 
Programador 
3 horas 
3 horas 
180€ 
Estudio de la documentación: Eclipse Plug-Ins Diseñador 
Programador 
15 horas 
15 horas 
900€ 
Descarga e Instalación del Entorno de trabajo Programador 1 hora 25€ 
Estudio de Sintaxis Inglesa Programador 20 horas 500€ 
Pruebas del paquete UML for Eclipse Programador 1 hora 25€ 
Estudio de XSL-FO Diseñador 
Programador 
2,5 horas 
2,5 horas 
150€ 
Búsqueda y elección del WebService Programador 10 horas 250€ 
Estudio documentación WebService Programador 30 horas 750€ 
Análisis de los requisitos de la aplicación Analista 5 horas 175€ 
Modelo de Casos de Uso Análisis Analista 8 horas 280€ 
Modelo Conceptual Análisis Analista 15 horas 525€ 
Modelo de Comportamiento Análisis Analista 8 horas 280€ 
Modelo de Casos de Uso Diseño Diseñador 5 horas 175€ 
Arquitectura de la Aplicación Diseño Diseñador 12 horas 420€ 
Diagramas de Secuencia Diseño Diseñador 12 horas 420€ 
Implementación de la llamada WebService Programador 80 horas 2000€ 
Implementación Esqueleto Plugin Programador 40 horas 1000€ 
Implementación Analizadores Sintácticos Programador 60 horas 1500€ 
Implementación de la aplicación Programador 220 horas 5500€ 
Creación de juegos de pruebas Diseñador 
Programador 
2,5 horas 
2,5 horas 
150€ 
Testeo de la aplicación Programador 30 horas 750€ 
Testeo del plug-in Programador 2 horas 50€ 
Documentación Analista 
Diseñador 
Programador 
40 horas 
55 horas 
45 horas 
4450€ 
Reuniones Jefe de 20 horas 1100€ 
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Proyecto 
Total  765 horas 21555€ 
Tabla 2: Costes de Personal 
 
13.2.3. Coste total del Proyecto 
 
Como hemos dicho, el coste total de un proyecto es la suma de los costes del material y 
los costes del personal. Por lo tanto: 
 Coste 
Costes de Material 0€ 
Costes de Personal 21555€ 
Total 21555€ 
 
El coste final aproximado del proyecto es de 21555€. 
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14. Conclusiones 
 
14.1. Objetivos Cubiertos 
 
Una vez finalizado el proyecto podemos afirmar que se han cumplido los dos objetivos 
principales del proyecto: 
 Comprobar qué nombres de los elementos que componen un esquema 
conceptual no cumplen con las guías de nominación. 
 
 Generar un documento donde se explique de forma textual la información 
del esquema conceptual. 
Debido a limitaciones de Eclipse, a la hora de cargar el modelo con el que está trabajando 
el usuario se le tiene que pasar, a la capa de dominio que trabaja con los esquemas, el modelo 
entero, violando el hecho de que entre capas sólo se comuniquen mediante objetos simples. 
Durante el proyecto, como en cualquier proyecto de la vida real, se han tenido que hacer 
frente a cambios tanto en la fase de análisis como en la de diseño que han influenciado en el 
desarrollo de la aplicación. 
Otro objetivo cubierto que queda oculto es el de extensibilidad. Se ha creado el plug-in de 
tal manera que se pueda extender desde muchos puntos. Se ofrecen interfaces para la 
ampliación de ciertas funcionalidades, de este modo, se facilita al posible programador que 
quiera extender el plug-in. En la vista se ofrece un interface para que no sea únicamente una 
vista donde se visualice los tipos de errores del plug-in sino que se puedan crear nuevos 
objetos que, utilizando esa interface, puedan ser visualizados por la vista del plug-in. Además, 
mediante la creación de nuevas hojas de estilo, se puede modificar la estructura y el formato 
de salida de los documentos de verbalización generados por el plug-in. 
Finalmente, se ha independizado las funcionalidades de verbalizar y comprobar nombres 
de la arquitectura de Eclipse. Estas funcionalidades trabajan con tipos básicos de datos o 
estructura propias de tipos básicos. De esta manera se puede portar estas funcionalidades 
fuera de Eclipse ya que no dependen de él para su correcto funcionamiento. 
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14.2. Trabajo Futuro 
 
A continuación se exponen una serie de mejoras que se le pueden realizar a la aplicación 
que no se han realizado en este proyecto por falta de medios o de tiempo. 
 Diferentes tipos de documentos: el proyecto genera un documento PDF con 
la verbalización del esquema conceptual. Se le puede añadir opciones de 
configuración al usuario indicando el formato de documento. Mediante la 
creación de nuevas hojas de estilo la generación de documentos en 
diferentes formatos no acarrea problemas. 
 
 Tratamiento de Siglas: debido a una limitación del diccionario, no todas las 
siglas son reconocidas. Se puede ampliar el proyecto con una funcionalidad 
para que el usuario pueda introducir siglas manualmente. El sistema las 
guardaría y, en caso necesario, poder consultarlas y usarlas para el analizador 
sintáctico. 
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15. Anexo: Manual de Usuario 
 
En este anexo se describe el manual de uso del plug-in dirigido a los usuarios. Se explican 
las funcionalidades que ofrece el plug-in y cómo interactuar con el plug-in para generar el 
documento de verbalización a partir de un Esquema Conceptual. 
 
15.1.1.  Manual de Instalación 
 
 Instalar plug-in Verbalize: 
Descomprima el contenido de la carpeta plugins del archivo .zip en la carpeta plugins 
del directorio donde tenga instalado Eclipse. 
 
 Instalar plug-ins UML2: 
Para que el plug-in funcione correctamente necesita tener instalado el paquete 
UML2. 
 
Si utiliza la versión Galileo haga lo siguiente: 
En Eclipse vaya a menú Help->Install New Software. Se abre Eclipse Install Manager 
tal como podemos ver en la  Ilustración 75. 
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Ilustración 75: Asistente Install 
 
Una vez en el asistente hay que buscar y descargar los siguientes paquetes: 
o UML2 Tools v. 0.9.0 
o UML2 Extender SDK 
Cuando haya seleccionado los paquetes presione el botón Install y siga los pasos del 
instalador. 
Al finalizar la descarga e instalación de los paquetes, Eclipse le pedirá reiniciar la 
aplicación. Al reiniciar Eclipse el plug-in estará listo para ejecutarse. 
 
Si utiliza la versión Helios haga lo siguiente: 
En Eclipse vaya a menú Help->Install New Software. Se abre Eclipse Install Manager 
tal como podemos ver en la  Ilustración 75. Clique en la opción “Available Software 
Updates” y marque el repositorio: http://www.eclipse.org/modeling/updates/ tal 
como se muestra en la Ilustración 76. 
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Ilustración 76: Asistente Repositorios 
Una vez lo active, presione OK y una vez retorne al Asistente de Instalación, seleccione el 
repositorio de la lista. Busque e instale el siguiente paquete: 
o UML2 Tools v.0.9.0 
Cuando haya seleccionado los paquetes presione el botón Install y siga los pasos del 
instalador. 
Al finalizar la descarga e instalación de los paquetes, Eclipse le pedirá reiniciar la 
aplicación. Al reiniciar Eclipse el plug-in estará listo para ejecutarse. 
 
15.1.2.  Pantalla Principal 
 
Una vez abrimos Eclipse nos encontramos con su pantalla principal. En esta pantalla se 
muestra, tal como hemos explicado en la sección 6.3, las perspectivas, que están compuestas 
por vistas y editores. Las funcionalidades del plug-in no aparecen hasta que no se esté 
trabajando con el editor UML. 
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Ilustración 77: Pantalla Principal de Eclipse 
En la Ilustración 77 vemos la pantalla principal del IDE Eclipse. Podemos considerar esta 
pantalla como la pantalla de inicio de nuestro sistema para poder explicar mejor los siguientes 
puntos. Podemos observar que el editor tiene activo un documento java y abierto un esquema 
conceptual umlclass. Dado que nuestro sistema solo tiene que ofrecer las funcionalidades 
cuando se esté trabajando con esquemas conceptuales, en este momento no aparecen las 
funcionalidades. 
Una vez se esté trabajando con un esquema conceptual, es decir, se tenga el editor de 
esquemas conceptuales activo, las funcionalidades del sistema se podrán utilizar.  
Para abrir un editor UML y trabajar con esquemas conceptuales se tiene que tener 
instalado el paquete UML2 Tools. Una vez descargado e instalado (ver sección 15.1.1), para 
abrir un editor UML hay que ir a File->New->Other y se muestra el asistente, que podemos 
observar en la Ilustración 78. 
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Ilustración 78: Asistente New 
A continuación seleccionamos la carpeta UML 2.1 Diagrams y seleccionamos Class 
Diagram, y clicamos Next. En la siguiente pantalla del asistente, como vemos en la Ilustración 
79, indicamos el nombre del fichero y la ubicación, y, finalmente, clicamos en Finish. 
 
 
Ilustración 79: Asistente New (2) 
 El asistente crea dos ficheros, uno con extensión umlclass y otro con extensión uml. 
Abriendo el fichero umlclass podemos crear el esquema conceptual de manera gráfica. El 
fichero uml es la representación en forma arbórea del esquema conceptual. Para ver cómo 
crear esquema conceptuales consultar [25]. 
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Una vez ya se ha finalizado el esquema conceptual abrimos el fichero con extensión uml. 
Al abrir este fichero vemos como aparecen las funcionalidades del plug-in ya que en este 
momento estamos trabajando con esquemas conceptuales. En la Ilustración 80 observamos la 
funcionalidad en la barra de menús de Eclipse cuando tenemos activo el Editor UML. 
 
 
Ilustración 80: Funciones activas 
 
Clicando en el menú Verbalize de la barra de menús de Eclipse vemos como se despliega 
la lista con las funcionalidades del plug-in. 
 
 
Ilustración 81: Funcionalidades Plug-in 
 
En la Ilustración 81 podemos ver las cinco funcionalidades del plug-in: 
 Configurar  las opciones de verbalización (configure verbalizing options). 
 Mostrar las guías de nominación (show guidelines). 
 Mostrar el manual de ayuda (show manual). 
 Comprobar los nombres del esquema conceptual (check names). 
 Verbalizar los nombres del esquema conceptual (verbalize). 
Para que estas funcionalidades estén activas el Editor UML tiene que estar abierto y 
activo. En el caso en que el editor se cierre, el menú Verbalize desaparece de la barra de 
menús. En cambio, si el Editor UML sigue abierto pero no está activado, el menú sigue estando 
disponible pero las funcionalidades están desactivadas tal como podemos ver en la Ilustración 
82. 
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Ilustración 82: Funcionalidades desactivadas 
 
15.1.3.  Configurar Opciones de Verbalización 
 
Esta funcionalidad se activa a través de la acción Configure Verbalizing Options del menú 
verbalize.  La Ilustración 83 muestra la pantalla de configuración. Esta pantalla permite 
configurar las siguientes opciones: 
 Orden de los roles: permite indicar si la verbalización de los roles aparecen 
después de las clases de las que son atributos o después de las asociaciones a 
las que pertenecen. 
 
 Orden de las asociaciones: permite indicar si la verbalización de las 
asociaciones aparece aparte o dentro de la clase que actúa de origen de la 
asociación. 
 
 Elementos incluidos en la verbalización: se le permite al usuario indicar que 
elementos desea incluir en la verbalización. 
 
 Elementos no incluidos en la verbalización: se le permite al usuario indicar 
que elementos no desea incluir en la verbalización. 
 
Configurar Opciones 
de Verbalización 
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Ilustración 83: Pantalla de configuración 
Se puede modificar las opciones de ordenación Roles within classes y Associations within 
classes. También se puede añadir elementos a la lista Elements To Reject seleccionando los 
elementos de la lista Elements To Verbalize que desea quitar y presionando el botón “>>”. De 
la misma manera, si se quiere incluir elementos a lista Elements To Verbalize ha de seleccionar 
los elementos de la lista ElementsTo Reject y presionar el botón “<<”. 
Después de introducir los cambios que desee en la pantalla de configuración, puede 
presionar el botón Ok o Cancel. Las dos acciones llevan a la pantalla en la que estaba en el 
momento de presionar en la funcionalidad Configure Verbalizing Options. 
 
15.1.4.  Mostrar Guías de Nominación 
 
Esta funcionalidad se activa a través de la acción Show Guidelines del menú Verbalize. 
Muestra la pantalla de ayuda de Eclipse, que podemos ver en la Ilustración 84 , con el índice de 
las guías de nominación de los elementos UML. Puede navegar por la ayuda consultando las 
guías que desee. 
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Ilustración 84: Pantalla de Ayuda: Índice de las Guías de Nominación 
Esta pantalla es independiente a Eclipse, se puede mantener abierta mientras se trabaja 
con Eclipse. De esta manera puede consultar las guías de nominación mientras trabaja con el 
esquema conceptual sin necesidad de tener que estar abriendo y cerrando la ayuda de Eclipse. 
  
Mostrar Manual 
de Ayuda 
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15.1.5.  Mostrar Manual de Ayuda 
 
Esta funcionalidad se activa a través de la acción Show Manual del menú Verbalize. 
Muestra la pantalla de ayuda de Eclipse, que podemos ver en la  Ilustración 85, con el índice 
del manual de ayuda de la aplicación. En este manual se puede consultar la manera de utilizar 
la aplicación correctamente.  
 
 
Ilustración 85: Pantalla de Ayuda de Eclipse: Manual de Ayuda 
Esta pantalla es independiente a Eclipse, se puede mantener abierta mientras trabaja con 
Eclipse. De esta manera puede realizar todos los pasos que indica el manual de ayuda, para el 
funcionamiento del plug-in, sin tener que cerrar la ayuda para trabajar con Eclipse. 
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15.1.6.  Comprobar Nombres 
 
Antes de accionar la funcionalidad hay que realizar unos pasos previos para que la 
comprobación de nombres cumpla su objetivo. Primero de todo, tal como vemos en la  
Ilustración 86, hay que seleccionar los elementos de los que se desea comprobar los nombres. 
Los seleccionamos desde el Editor UML. Si se desea comprobar los nombres de todo el 
esquema conceptual basta con seleccionar el elemento Package. 
 
 
Ilustración 86: Selección del Editor UML 
Una vez ha seleccionado los elementos presione la opción Check Names del menú 
Verbalize. Si la comprobación de nombres no genera ningún error, se muestra, como podemos 
ver en la  Ilustración 87, un aviso indicando que la comprobación de nombres ha terminado 
con éxito. 
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Ilustración 87: Ventana de Aviso 
En cambio, si la comprobación de nombres ha encontrado algún nombre erróneo, se 
activa la vista mostrando los errores encontrados en el proceso de comprobación de nombres.  
 
 
Ilustración 88: Vista de errores 
La Ilustración 88 muestra la vista de errores. Puede observar como muestra el nombre 
que ha generado el error, el motivo del error y el identificador de la guía asociada. Si hace 
doble clic sobre un error en concreto, el sistema le muestra la pantalla de ayuda con la guía de 
nominación asociada al error. Es decir, si el error es del nombre de una clase, se le mostrará la 
guía de nominación de los tipos entidad. 
 
15.1.7.  Verbalizar 
 
De la misma manera que la funcionalidad de comprobar nombres, antes de accionar 
Verbalize el sistema necesita que seleccione previamente los elementos del esquema 
conceptual que desea verbalizar. Esta funcionalidad permite generar el documento de 
verbalización de los elementos UML que ha seleccionado, siempre y cuando el proceso de 
comprobación de nombres no genere ningún error.  
Si la comprobación de nombres genera algún error, se muestra la vista de errores que 
hemos visto en Ilustración 88. 
Si el proceso de generación de nombres no genera ningún error, el sistema se dispone a 
generar las verbalizaciones. Primero de todo comprueba que los elementos seleccionados sean 
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coherentes con la configuración del sistema; es decir, si en la configuración del sistema indica 
que las clases no se deben verbalizar y ha seleccionado una clase, el sistema le informa de que 
existen incompatibilidades entre la selección realizada y la configuración del sistema. Este 
aviso lo podemos ver en la Ilustración 89. 
 
 
Ilustración 89: Ventana de Error: Configuración 
Si la comprobación de los tipos de elementos seleccionados con la configuración del 
sistema no genera errores se puede proceder a crear las verbalizaciones y a generar el 
documento de verbalización. Primero de todo se le pregunta, tal como podemos ver en la  
Ilustración 90, el nombre y el destino donde desea guardar el fichero de verbalización. 
 
 
Ilustración 90: Ventana “Guardar” 
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Una vez el documento ha sido generado se le informa de que el proceso ha finalizado con 
éxito. La Ilustración 91 muestra la ventana que informa del éxito en la creación del documento. 
 
 
Ilustración 91: Ventana de Aviso: Documento Generado con Éxito 
A continuación vemos un ejemplo de cómo quedaría un documento de verbalización. 
Podemos observar que los atributos aparecen tabulados para ayudar a entender la 
información que desprende el esquema conceptual. De esta misma manera, en el caso de que 
active la opción en la configuración, los roles o las asociaciones aparecerán tabuladas dentro 
de la clase a la que pertenecen. 
 
ISchema Verbalization 
An instance of the entity type named Employee is an employee 
An employee has a name 
An employee may have an age 
An employee may have a managedDepartment 
An employee has an assigned department 
 
An instance of the entity type named Department is a department 
A department has a boss 
A department may have zero or more employees 
 
An instance of the entity type named Salesman is a salesman 
A salesman has an assignment 
 
An instance of the entity type named Engineer is an engineer 
An engineer has a salary 
 
An employee may or may not manage a department 
 
An employee works in a department 
 
Generated Document by Verbalize Plug-in 
iSchema Raúl García Ranea 
1 
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16. Anexo: Desglose de la desviación por tareas 
 
En este capítulo se describe la planificación de las tareas que componen el desarrollo del 
proyecto. A continuación veremos la planificación de cada tarea mostrando la siguiente 
información: 
 Tarea: nombre de la tarea. 
 Trabajo realizado: trabajo realizado para cumplir con el propósito de la tarea. 
 Material utilizado: recursos utilizados para realizar la tarea. 
 Duración estimada: estimación del tiempo previsto en realizar la tarea. 
 Duración real: tiempo tardado en realizar la tarea. 
 Motivo de la desviación: causas de la desviación temporal, si la hay. 
Tarea Estudio de la Documentación de las 
Directrices 
 
Trabajo Realizado Estudio del documento donde se reúnen las 
guías de nominación de los elementos UML. 
Este documento es el que se utiliza para 
generar los analizadores sintácticos. 
 
Material Utilizado Articulo de Guías de Nominación[5] 
 
Duración Estimada 8 horas 
 
Duración Real 6 horas 
 
Motivo de la Desviación Mala planificación. 
 
   
Tarea Estudio de la documentación: Eclipse Plug-ins 
 
Trabajo Realizado Estudio de la bibliográfica de Eclipse Plug-ins 
y manuales de creación de plug-ins. 
 
Material Utilizado Libro de Eclipse Plug-ins[17] 
 
Duración Estimada 20 horas 
 
Duración Real 30 horas 
 
Motivo de la Desviación No se tuvo en cuenta ciertos aspectos a la 
hora de generar el plug-in. Además, la 
herramienta Eclipse me es conocida pero al 
no haber trabajado nunca en el desarrollo de 
plug-ins el aprendizaje fue más lento. 
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Tarea Descarga e Instalación del entorno de trabajo 
 
Trabajo Realizado Instalación y descarga de todos los paquetes 
no instalados para el desarrollo del proyecto. 
 
Material Utilizado - 
 
Duración Estimada 3 horas 
 
Duración Real 1 horas 
 
Motivo de la Desviación Mala planificación. 
 
 
Tarea Estudio de la Gramática Inglesa 
 
Trabajo Realizado Estudio de los principales componentes de la 
gramática inglesa y de la estructura de los 
sintagmas para la realización de los 
analizadores sintácticos. 
 
Material Utilizado Libros de gramática y web[22] 
 
Duración Estimada 10 horas 
 
Duración Real 20 horas 
 
Motivo de la Desviación Mala planificación. 
 
 
Tarea Pruebas del paquete UML for Eclipse 
 
Trabajo Realizado Realización de esquemas conceptuales para 
familiarizarme con la herramienta. 
 
Material Utilizado - 
 
Duración Estimada 2 horas 
 
Duración Real 1 hora 
 
Motivo de la Desviación El paquete es muy fácil de utilizar y muy 
intuitivo. 
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Tarea Estudio de XSL-FO 
 
Trabajo Realizado Estudio de este lenguaje para la creación de 
hojas de estilo que convierten objetos a 
archivos de texto. 
 
Material Utilizado Página web de la bibliografía 
 
Duración Estimada 0 horas 
 
Duración Real 5 horas 
 
Motivo de la Desviación Al inicio del proyecto no conocía esta 
herramienta y no estaba planificada la 
manera de generar el documento. 
 
 
Tarea Búsqueda y elección del WebService 
 
Trabajo Realizado Se consultó por Internet diversos Web 
Services, mirando sus funcionalidades y 
servicios. 
 
Material Utilizado Internet 
 
Duración Estimada 4 horas 
 
Duración Real 10 horas 
 
Motivo de la Desviación Mala planificación. No se consideraron las 
pruebas que se tenían que realizar. 
 
 
Tarea Estudio de la Documentación Web Services 
 
Trabajo Realizado Estudio de documentación sobre la 
tecnología de los Web Services así como de 
los archivos WSDL y el paquete Apache Axis 
 
Material Utilizado Páginas Web de la bibliografía 
 
Duración Estimada 20 horas 
 
Duración Real 30 horas 
Motivo de la Desviación Es una tecnología que no había utilizado 
antes y, al generarme muchos problemas en 
la implementación, tuve que recurrir a 
muchas fuentes. 
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Tarea Análisis de los requisitos de la aplicación  
 
Trabajo Realizado Analizar los requisitos funcionales y no 
funcionales que tiene que tener la aplicación 
 
Material Utilizado - 
 
Duración Estimada 8 horas 
 
Duración Real 8 horas 
 
Motivo de la Desviación  
 
Tarea Modelo de Casos de Uso 
 
Trabajo Realizado Generación del modelo de Casos de Uso 
 
Material Utilizado - 
 
Duración Estimada 5 horas 
 
Duración Real 8 horas 
 
Motivo de la Desviación Se tuvieron que realizar cambios debido a 
una redefinición de los Casos de Uso. 
 
 
Tarea Esquema Conceptual 
 
Trabajo Realizado Generación del Esquema Conceptual de la 
fase de Análisis. 
 
Material Utilizado - 
 
Duración Estimada 10 horas 
 
Duración Real 15 horas 
 
Motivo de la Desviación Mala planificación 
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Tarea Modelo de Comportamiento 
 
Trabajo Realizado Generación de los Diagramas de Secuencia y 
los contratos de las operaciones. 
 
Material Utilizado - 
 
Duración Estimada 5 horas 
 
Duración Real 8 horas 
 
Motivo de la Desviación Mala planificación debido a los cambios en 
los Casos de Uso 
 
 
Tarea Modelo de Casos de Uso de Diseño 
 
Trabajo Realizado Generación del modelo de Casos de Uso de 
Diseño. 
 
Material Utilizado - 
 
Duración Estimada 5 horas 
 
Duración Real 5 horas 
 
Motivo de la Desviación - 
 
 
Tarea Arquitectura de la Aplicación 
 
Trabajo Realizado Generación de los diagramas de clases de 
Diseño. 
 
Material Utilizado Eclipse 
 
Duración Estimada 10 horas 
 
Duración Real 12 horas 
 
Motivo de la Desviación Cambios en el diseño no previstos. 
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Tarea Modelo de Comportamiento 
 
Trabajo Realizado Generación de los Diagramas de Secuencia de 
la fase de Diseño 
 
Material Utilizado - 
 
Duración Estimada 5 horas 
 
Duración Real 8 horas 
 
Motivo de la Desviación Los cambios realizados en la arquitectura de 
la aplicación impactaron en el modelo de 
comportamiento. 
 
 
Tarea Implementación de la llamada Web Service 
 
Trabajo Realizado Creación de la invocación del Web Service y 
la recogida y tratamiento del resultado 
 
Material Utilizado Eclipse, librerías Apache Axis 
 
Duración Estimada 15 horas 
 
Duración Real 80 horas 
 
Motivo de la Desviación Al desconocer el uso de los Web Services no 
conseguía realizar la llamada correctamente. 
Hubo muchos problemas a la hora de pasar 
correctamente los parámetros.  
 
 
Tarea Implementación del Esqueleto del Plug-in 
 
Trabajo Realizado Implementación de las clases que 
interaccionan con Eclipse y que se encargan 
de recoger los resultados del plug-in 
 
Material Utilizado Eclipse 
 
Duración Estimada 50 horas 
 
Duración Real 40 horas 
 
Motivo de la Desviación Mala planificación 
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Tarea Implementación de Analizadores Sintácticos 
 
Trabajo Realizado Implementación de las clases encargadas de 
analizar sintácticamente los nombres de los 
elementos UML. 
 
Material Utilizado Eclipse 
 
Duración Estimada 80 horas 
 
Duración Real 60 horas 
 
Motivo de la Desviación Mala planificación 
 
 
Tarea Implementación de la Aplicación 
 
Trabajo Realizado - Implementación de la capa de 
presentación: creación de las 
pantallas, conectar con capa de 
dominio, etc. 
- Implementación capa de Dominio: 
creación de las clases encargadas de 
gestionar los datos de entrada. 
- Implementación capa de Datos: 
creación de las clases encargadas de 
leer y escribir los ficheros 
persistentes de la aplicación 
 
Material Utilizado Eclipse 
 
Duración Estimada 200 horas 
 
Duración Real 220 horas 
 
Motivo de la Desviación Mala planificación. No se tuvo en cuenta la 
implementación de las clases XSL-FO y sus 
posibles problemas de implementación. 
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Tarea Creación de Juegos de Pruebas 
 
Trabajo Realizado Creación de una serie de juegos de pruebas 
que compruebe todos los casos de la 
aplicación. 
 
Material Utilizado Eclipse 
 
Duración Estimada 5 horas 
 
Duración Real 5 horas 
 
Motivo de la Desviación - 
 
 
Tarea Testeo de la Aplicación 
 
Trabajo Realizado Ejecutar los juegos de prueba y detectar y 
corregir posibles errores. 
 
Material Utilizado Eclipse 
 
Duración Estimada 30 horas 
 
Duración Real 30 horas 
 
Motivo de la Desviación - 
 
 
Tarea Testeo del plug-in 
 
Trabajo Realizado Comprobar que las funcionalidades del plug-
in aparecen cuando es debido. 
 
Material Utilizado Eclipse 
 
Duración Estimada 2 horas 
 
Duración Real 2 horas 
 
Motivo de la Desviación - 
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Tarea Documentación 
 
Trabajo Realizado - Documentar todo el procese del 
desarrollo de la aplicación. 
- Realización de la memoria. 
 
Material Utilizado Microsoft Office 2007, UML2 Tools, Eclipse, 
JFlap 
 
Duración Estimada 100 horas 
 
Duración Real 140 horas 
 
Motivo de la Desviación Mala planificación 
 
 
Tarea Reuniones 
 
Trabajo Realizado Reuniones periódicas de aproximadamente 
una hora y media cada una, para tratar temas 
y dudas del proyecto. 
 
Material Utilizado Despacho 
 
Duración Estimada 14 horas 
 
Duración Real 20 horas 
 
Motivo de la Desviación Se han realizado más reuniones de las 
esperadas debido a dudas y cambios. 
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