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Introduction
Software Carpentry (SC) 1, 2 was founded in 1998, and is delivered as a two day on-site workshop. The target audience are researchers who are involved in computer assisted science, engineering, medicine, and related disciplines. SC delivers core skills to enable participants to acquire the computing skills they need to get more done in less time, and with less difficulty. A typical workshop comprises the Unix shell (and how to automate repetitive tasks), Python or R (and how to grow a program in a modular, testable way), Git and GitHub (and how to track and share work efficiently) and SQL (and the difference between structured and unstructured data). These topics give a good basis of computer skills, which can be easily expanded. With this study we wanted to investigate if participants indeed get more done in less time. We constructed a catalogue of 32 questions (see Appendix 1) and interviewed 24 former SC participants. We asked questions to learn about the participants themselves and to see who is attracted to SC. We wanted to know how easily they found their way to a SC workshop, and thus, establish if SC is a brand already and an obvious choice for the target group we have in mind. It was important for us to learn about the participants' pre-course expectations, to see if SC caters for the right people or needs adjustment. The most important thing was to analyse if indeed participants get more done in less time, and our study reveals that this is the case. The SC community are growing their own talents -people who are attending courses often get involved as instructors, tutors and organisers.
About the participants
We send an email to former participants and described the study to them. We then interviewed 24 former participants of SC who responded and were willing to take part. All of the interviewees volunteered without being offered compensation. They were motivated by being offered that their contributions may help to improve SC for future cohorts of participants. The interviews were conducted in person or via telecommunication tools by Alexandra Simperler, who is not employed by SC.
The following tables comprise particulars about the participants of this study: Country Number of participants  UK  20  US  2  Ireland  1  Norway 1   Age/yrs  Number of participants  <26  3  26-35  15  > 35  6   Gender   Number of participants  female  8  male  16 The participants consisted of PhD students, postdoctoral researchers, academics and company employees. Their fields of work were mainly scientific; they were working in the fields of computer assisted life, geological, engineering, physical, and library sciences and programming.
How long before the interview did they attend SC? Number of participants < 3 month 5 3 -12 months 12 > 12 months 7
A third of them attended with a colleague, which means SC appeals to individual participants as well as to peer groups. Often, SC seems to bring together people from the same work organisation who have never met before as they were from different departments.
We were interested in the networking ability of the participants as we think that the process of acquiring contemporary IT skills profits very much from interaction with peers, i.e. collaborative learning 3 .65% of the people met a new person at the workshop. 11 people (slightly less than 50%) could retain contact via internal work networks or social media.
Overall, gender, age and occupation did not influence the answers given. What influenced the answers most, was how much formal training in computing people had received before:
Mode of acquiring computer skills Number of participants Formal training 2 Self-training 13 Combination of formal and self-training 9
Software Carpentry-a brand?
SC was founded in 1998, so it should be a known entity. About 60% of all people did not know about Software Carpentry before enrolling on a workshop. However, 15 people were told by colleagues or their work's internal email lists, 3 learned about it from social media and networking events, and one was engaged as a trainer due to their professional knowledge. Only 5 people were actively looking for workshops, and their internet searches led them to a SC boot camp close to their place of residency. When asked what comes into their minds first when they hear "Software Carpentry" and what the workshop meant to them, we found very individual answers. 11 people had "workshop" in mind and, thus, went straight for SC's definition. 4 people had "experience" in mind and named adverbs such as "useful" and "good". 8 people's first thoughts were with respect to SC's philosophy of improving code by giving it improved structure and by being in control. One interviewee was thinking of SC's role as an interface between a researcher, who is not formally trained in coding, and programming itself. SC certainly has developed a good name and can be easily found by people with an intention of improving their skills.
Software Carpentry is … Number of participants …a workshop 11 … useful 4 … helpful to improve my code 8 … an interface between scientists not formally trained and programming 1
Motivation
When analysing the question, why people wanted to attend SC, we recognized three main motives with our interviewees: interest, continuous professional development (CPD), and attending for a specific task. Five people were simply interested in SC as its philosophy aligned with their ideas. These people were keen on networking and heard about SC via that route. Six people saw in SC a good vehicle for their CPD. They talk to colleagues and do react to offerings of training in their workplace's internal mailing lists. Eight were skilled in coding and programming and they wanted to add best practices to their skill set. They specifically looked for courses and got input from their peers where best to obtain these skills. Five people were interested in SC to learn specific skills, for example version control, Python, GitHub, etc. and found these mentioned in SC's workshop outline.
I was motivated by … Number of participants … SC's ideas 5 … CDP in general 6 … best practises 8 … specific topics 5
Learning outcome
A good assessment for learning outcomes is to check what people remember, what new skills they acquired, what skills they improved, and if they considered that the quality of their coding has improved. Our interviewees between them could list and remember all topics SC would usually teach. Git/GitHub and Python were mentioned most often (15 times) followed by the UNIX shell and version control, which was mentioned separately from GitHub. Two people remembered the methods of teaching that were used to deliver the workshop's content.
For 11 people, Git/GitHub was something they never used before. Six people specifically mentioned new tips and tricks they were able to pick up on a variety of topics. Version control, unknown UNIX commands, code testing, and Python 6 were mentioned four times each. When we asked people which of their skills they improved, a third mentioned Python. In the last few years in Higher Education it is a language often suggested to people who wish to use programming or scripting for their work 7, 8 . Many science students will even find programming courses on their syllabus nowadays. So it is good to see from our analysis that SC can offer an improvement of participant's Python skills. Five people profited from learning more about how to structure code better in general. People who knew about Git, testing, and version control were able to improve their skills as well. Six people managed to learn new shell commands.
More than two thirds of people said that the workshop improved their coding. They managed to write tidier code, to implement some changes, tried to comment better, and reported that they were doing more testing. Three people are planning to improve their coding in the future, which was dependent on the stage of their projects, they are working on. Three people felt that they were up to scratch but that they profited from tips and tricks. Thus, from the given answers we deduced that in all cases Software Carpentry was able to add to or improve the participants' skills. However, we still ask people for their opinion. When asked, if their time was usefully spent on Software Carpentry, 20 people answered that with a definite "yes". Two people felt, the workshop was too advanced for them, so in their opinion they did not improve as much as they liked. Two people felt that their time was mostly useful spent. The workshop was covering topics they knew about already which left them idle at times.
Did they do it in less time?
To get more done in less time, a workshop should shorten the learning process of new skills as well as enable participants to use new skills straight away. Seven people stated that it would have taken them "forever" to learn these new skills. This was, because they had to find out about the skills first, probably randomly acquire them and also find the motivation and time to do so. For 11 people it would have taken several weeks, whereas six people were confident it would have taken them several days.
Without SC it would have taken me … Number of participants … "forever" 7 … several weeks 11 … several days 6
Thus, in all cases Software Carpentry could shorten and for some participants, even start the learning process.
Instructors and tutors should have a big contribution to enhance and speed up the learning process as well. All but one of the 24 interviewees told us that the SC tutors and instructors helped them to get, where they wanted to be, faster. This one participant attended a workshop with a low number of tutors, i.e. less than one tutor per 10 participants. However, at workshops with a good tutor-participant-ratio there were better one-to-one interactions. Thus, participants were able to profit from discussions, anecdotes, and tips and tricks.
18 people (66%) felt that they got all their questions answered. Two people did not have any questions and four people had some of their questions answered. 8 people (33%) felt a little bit rushed when they tried to recap their learning during the workshop. This may be fixed in the future by correcting the instructors' pace. SC teaches instructor-led, i.e. "live-typing" with the audience following. Novice teachers are perfect for this -they make more mistakes, have to correct them, and have to think if the code they wrote, is actually producing what it should. This gives the participants natural breaks to catch up as well as learn from mistakes. However, every person familiar with teaching software/coding knows that once the courses become familiar, there are less mistakes and a quick glance replaces careful checking what code produces on the command line. Some carefully placed breaks can avoid this and allow participants to digest their learning. However, two of our interviewees took things into their own hands, and came back for a second helping of SC. Another option suggested by participants in the interviews was to split SC into beginners and advanced versions.
All but five people were able to use some new skills soon after attending SC. The reasons stated for not using new skills were that one person would require more freedom in their work environment to implement changes, two people would have to start their project first, and two people need to learn more. Most notably amongst the 19 people reporting quickly using newly acquired skills was: the implementation of version control by two people, one person changed from their preferred programming language to Python, three people started to use GitHub and one person told us that their coding became faster. The remaining 12 people could use some of the little tips and tricks, the instructors shared with them. Thus, 50% of participants could have come out of SC with only little enthusiasm for trying new things soon if it was not for the instructors. It was seen as very positive where instructors could convey how a particular tip helped them with a computational problem. Hence, all SC instructors may be encouraged to keep sharing tips and tricks in that fashion.
What skills did you use soon after attending Number of participants
None (yet) 5 Version control 2 Python 1 GitHub 3 Faster/more efficient coding 1 Little tips and tricks 12
So it seems, if our participants are not held back by things out of their control, they are able to do new things, as little or big they may be, soon after attending Software Carpentry.
Mindsets and new ideas
Participants are usually feel comfortable in a workshop if it agrees with certain practices they are used to. But what a good workshop should do is open people's minds 9, 10 to new practices and workflows, and it also should give participants new ideas. Ideally, they should practice these new ideas and the new skills. We also wanted to analyse if they understand and solve more computer-related problems after the workshop which goes together with a change in the mindset.
Many of the participants described themselves as very open and not having too many preconceptions. Some of them are very used to training and are very professional about adapting their ways of thinking. Thus, there was no need for them to change their mindsets, as they could tune in quite easily. One person felt anxious to start with, but the accessibility of instructors/trainers converted their participation into a good experience in the end. People felt, they were given an opportunity to take new things on board. Five people who wished to be more systematic with their programming took away new concepts, structure and best practises 10 . The latter was giving them new ideas and people felt more empowered to improve and control their code. What was quite noticeable was that they started to consider other people or their collaborators who may use the code or even write parts of it. All new ideas participants had, were very individual due to their different work contents. However, what these ideas had in common was to help third parties to understand the individual's work better. There is another important factor of getting things done fasterremoving hurdles for collaborators helps immensely to actively drive software usability.
Only three people did not have time yet to practice the learning. This had to do with them being confident enough to immediately implement ideas, or with the fact that SC was attended so recently that they had no time to practice it.
Better self training?
Another factor to make people faster in acquiring skills is to give them ideas of how they can help themselves, i.e. utilise self-directed learning 12 . Three people felt that they always could solve software problems by themselves. 21 people felt that SC helped them to look at problems in a different way and to feel a bit more confidence in doing so. 10 people actually were fully aware of educational or problem-solving computer resources such as Stack overflow, literature and classes while others thought they felt more confident in using them after attending SC.
Good for others?
The best way of appreciating a workshop is actually to recommend it to other people or even get involved. All participants indicated that they would have no problem to recommend SC to other people when given the chance, and 23 had done so already. We were asking if our interviewees thought that Software Carpentry should be an essential part in the CPD of professionals who need software skills for their work. People generally liked the idea, but they think it needs to be voluntarily and can be good for undergraduate students. 10 people became involved as trainers and demonstrators, and two of them organised SC's at their work place. 50% of people are or are thinking about of getting involved with the Software Carpentry network.
Conclusion
Software Carpentry's statement of getting more done in less time is promising. All of our participants saved time when acquiring new skills during the workshop. They also will save time in their future ventures as SC could give them ways to establish or revisit principles behind their scripting/coding. Especially, people who develop software for a community or within a collaboration picked up ideas and tips how to make their code sustainable. A better structure and commenting of a code helps a potential user immensely and prevents the developer from adopting a support role, and thus losing valuable time which may be spend on developing. When working within a project, tracking and sharing work efficiently will help team members to save time, as a team's joint coding effort become more transparent and examinable.
