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Executlve Summary
The objective of this study is to investigate the yam geometry of multiaxial preforms. The
importance of multiaxial preforms for strucuual composites is well recognized by the
industry but to exploit their full potential, engineering design rules must be established.
This study is a step in that direction. In this work the preform geometry for knitted and
braided preforms were studied by making a range of well designed samples and studying
them by photo microscopy. The structural geometry of the preforms is related to the
processing parameters. Based on solid modeling and B-spline methodology a software
package is developed. This computer code enables real time structural representations of
complex fiber architecture based on the rule of preform manufacturing. The code has the
capability of zooming and section plotting. These capabilities provide a powerful means to
study the effect of processing variables on the preform geometry. The code also can be
extended to an auto mesh generator for downstream structural analysis using finite element
method. This report is organized into six section. In the first section the scope and
background of this work is elaborated. In Section two the unit cell geometries of braided
and multi-axial warp knitted preforms is discussed. The theoretical frame work of yam path
modeling and solid modeling is presented in Section three. The thin section microscopy
carried out to observe the structural geometry of the preforms is the subject in section four.
The structural geometry is related to the processing parameters in section five. Section six
documents the implementation of the modeling techniques into the computer code MP-
CAD. A user manual for the software is also presented here. The source codes and
published papers are listed in the Appendices.
Chapter - 1. Introduction
The important role of preforming in the chain of composite manufacturing processes has
been well recognized by the composite industry in the recent years. It has been
demonstrated in many cases that the mechanical properties of a composite can be improved
by the pre-orientation, pre-shaping and pre-placement of matrices (as in the case of
commingled thermoplastic composites). The reduction in processing steps due to
preforming also contributes to the reduction of manufacturing cost of composites. The
recent rise in popularity of composite production by resin transfer molding (RTM) further
expand the need for advanced preforming technology. Of the large family of textile
preforms, the class of multiaxial preforms presents perhaps the most promising solution to
the economic manufacturing of high damage tolerant structural composites.
Considering the importance of multiaxial preforms for structural composites, it was
recognized by NASA and Drexel that engineering design rules must be established in order
to exploit preforms to their full potential for composites. In order for them to be useful,
these design rules must be capable of linking preform processing parameters to the
structural engineering design environment.
Central to this linkage is the quantification of the structural geometry or the fiber
architecture of the preforms in terms of processing parameters. This geometric model
provides a means for the incorporation of materials properties into a preprocessor for down
stream f'mite element structural analysis. The fiber geometry for knitted and braided
preforms were studied by making a range of well designed samples and studying them by
photo microscopy.
Based on solid modeling and B-spline methodology a software package was developed at
the Fibrous Materials Research Center. This computer code enables real time structural
representations of complex fiber architecture based on the rule of preform manufacturing.
The code has the capability of zooming and section plotting. These capabilities provide a
powerful means to study the effect of processing variables on the preform geometry. The
code also can be extended to an auto mesh generator for structural analysis.
ChaDter 2. - Pr0ce$_inq Model
2.1 Background
The current trend in the composite materials industry is to expand the use of composites
from secondary non-load bearing to primary load bearing structural application. This
requires a significant improvement of the damage tolerance and reliability of composites.
In addition, it is also desirable to reduce the cost and broaden the usage of composites from
aerospace to automotive and building construction applications. This calls for the
development of a capability for quantity production and the net or near-net shape
reinforcement of structural composites.
In order to improve the damage tolerance and delamination property of composites, a high
level of through-the-thickness strength is required. The reliability of a composites depends
on the uniform distribution of the materials and consistency of interfacial properties. The
structural integrity, handleability and formability of the reinforcing material for the
composite are critical for large scale automated production of structural shapes.
As introduced by Ko [2.1], there is a large family of textile preforms available for advanced
composites ranging from 3-D integrated net-shape structures to thin and medium thickness
multilayer fabrics. In addition to properties translation efficiency, structural integrity and
formability, a key requirement for textile preforms for building construction is their
availability at a reasonable fabrication cost. There are two families of preforms which have
the potential to meet the demand for structural composites 3-D braid and multiaxial war
knit (MWK) fabrics.
In order to fully understand the processes associated with three dimensional fiber network,
it is necessary to develop a mathematical model of the fiber network. The fiber networks
under consideration have no value to the realm of engineering unless they can be
manufactured. In this section the methods of forming 3-D braids and multiaxial warp knits
(MWK) using existing mechanisms are investigated. The models developed herein relate
the nature of the fiber networks to the geometric properties of the resulting fabric through
an understanding of the fabrication machine.
The interest of this section is to develop processing models of 3-D braid and MWK which
predict the geometric parameters of the braided and knitted fabric and relate them to the
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processingvariables.In general,thespecificgeometry of a fabrictobe formed isaffccmd
by thesizeof theyarnsand theirplacementwithinthe machine, and theformationof
geometricalshape,s can bc achievedby theproperpositioningof longitudinal,transverse
and throughthicknesslaid-inyam systems. Inadditiontothe geometricaleffectsof these
systems,thepacking of yarnswithinthestructurewillalsobe affected.Furthermore the
mechanicalpropertiesof theresultingstructuresareaffected.
2.2 3-D braiding
2.2.1 3-D Braiding Process
3-D braiding technology is an extension of well established two-dimensional (2-D) braiding
technology in which fabric is constructed by the intertwining or orthogonal interlacing of
two sets of yams (braiders and axials) in order to form an integral structure. 3-D braids,
widely used to reinforce structural composites, provide enhanced properties and the
possibility for near-net-shape reinforcement, as opposed to conventional weaves which are
layered to form composites.
A generalized schematic of a 3-D braiding process is shown in Figure 2.1. Axial yams, if
present in a particular braid, are fed directly into the structure from packages located below
the track plate. Braiding yams are fed from bobbins mounted on carriers that move on the
track plate. The pattern produced by the motion of the braiders relative to each other and
the axial yams establish the type of braid being tbrmed, as well as the microstructure.
3-D braids have been produced on traditional horn-gear machines for ropes and packings in
solid, circular, or square cross-sections. A number of new machines without the traditional
horn-gears have been developed to create 3-E) braids with complex shapes. Track-and-
column and 2-step braiding processes are two examples of the new developments. The
mechanism of these braiding methods differs from the traditional horn gear method only in
the way the carriers are displaced to create the t-real braid geometry. Instead of moving in a
continuous Maypole fashion, as does in the solid braider, these 3-D braiding methods
invariably move the carriers in a sequential, discrete manner.
Braid
Forming point
Convergence point
Take-up mechanism/
\ Forming plate/
Braiding yarn
Braidin ; yarn
carrier
LLLLLL
Track plate
/
Figure 2.1 Schematic drawing of a generalized 3-D braider.
Figure 2.2 shows a basic loom setups and the carrier motions during tour step braiding in
a rectangular configuration. The carriers are arranged in tracks and columns to form the
required shape and additional carriers are added to the outside of the array in alternating
locations. Four steps of motion are imposed to the tracks and columns during a complete
braiding machine cycle, resulting in the alternate X and Y displacement of yam carriers.
Since the track and column both move one carrier displacement in each step, the braiding
pattern is referred to as lxl. 0 ° axial reirfforcements can also be added to the track-and-
column braid as desired. The formation of shapes, such as T-beam and I-beam, is
accomplished by the proper positioning of the carriers and the joining of various
rectangular groups through selected carrier movements.
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Fi_u'e 2.2 Formation of a rectangular 3-D track and column braid
2.2.2 Quantification of the Braiding Operation
The understanding and quantification of the braiding process is necessary for later
identification of the unit cell geometry. One way of looking at braiding is to consider the
process as a permutation operator, ha which the operator maps from a two-dimensional
lattice to another two-dimensional lattice and the braided fabric is considered as the trace of
the map. This approach is taken by Ko and Pastore [2.2]. Although it provides a
mathematical description for braiding motions, considerable simplification has to be made
to apply the general theory to practice.
In the present work a direct approach is taken where the motion of yam carriers are traced
throughout a braiding cycle. This trace along with other relevant processing information is
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usedto generatethepathof theyam and the shape of the braided fabric. This approach can
easily be translated to computer codes to simulate braiding [Chapter 6].
2.2.3 Notations and Conventions used in the Model
Geometry
The loom is consists of m tracks and n colums. The outermost tracks and columns do not
move. A loom matrix Bij is def'med such that Bij=l ifa carrier position contains a bobbin.
Otherwise Bij=O. The lower fight comer bobbin is taken as the reference bobbin and is
defined to be at position 1,1.
Braiding cycle
The four step braiding cycle, as shown in Figure 2.2 can be broken down into the
following operations:
Step 1: The odd tracks move left and even tracks move fight. (left -1; fight +1)
Step 2: The odd columns move down and even columns move up.(up + 1; down -1)
Step 3: The odd tracks move right and even tracks move left.
Step 4: The odd columns move up and even columns move down.
The model is developed for lxl braiding pattern, i.e, all tracks and columns only move
zero- or one-carrier distance in _ steps, but it can easily be extended to lx2, lx3, 2x3 or
even complicated mixed patterns.
Relational Operators
The relational operators used in the formulation may not be apparent to all the readers and
hence are explained here
Relation "-_"
This is a conditional operator and is used to express an "if-then" relationship, p---xt implies
that if p is true q takes place.
i.e. (b>10)---->a=2, implies that if b is less than 10 then a is equal to 2.
Conjunction =^"
The conjunction operator is equivalent to logical AND used in most high level
programming languages.
i.e.Co>I0)^(c>9)---+a=2,impliesifb islessthan i0 AND c islessthan9 then a isequal to
2
The Position Tensor, P_'
The positon tensor traces the bobbin as the braiding progresses.
The subscripts i and j denote the bobbin that is being traced. (i,j) is the position of the
bobbin at the start of braiding.
The third subscript k can have two values, T or C. T is for track and C is for column.
The superscripts p and s stand for period and steps respectively. In four step braiding each
period consists of four steps. Writing out the third subscript:
: IP'_"1
P:_ J (2-1)
Here, P_Pj_.is the track position of the bobbin i.j at the end of p period and s steps.
p,! •
Similarly, P,jc m the column position. If the position tensor is known as the braiding
progresses the trace of the yam can be easily determined.
2.2.4 Representation of the Braiding Cycle
Startup (0 cycle, 0 step)
At the startup phase all the bobbins are at their inital positons. This is represented as
follows:
(2-2)
The initai cycle
_,q.ig.l_l: In step i, the odd tracks move left (-t) and the even tracks move right (+1). This
is formally represented as:
7
{P_ I(Bu = I)^ (I< P_ < m)_ P,_ +(-I) '_$' (2-3)
poa | [ o.o-ijcJ Pijc
The condition Bij-I in the conjunction states that we trace only the looms which have
bobbins. Since this is always true. it will be omitted but implied. With this simplification:
:P,_], {(I<P,_ <m)-->P,°j_+(-l) _'_}
= (2-4)
_,,0..2:In step2,theodd columns move down (- I)and even columns move up (+I).
:p_]_.} {= pO_ (2-5)
_.pOf_ (I< pOj_.< n)...._p c + (_l)_i
S__._2._.:In step3,the odd tracksmove rightand theeven tracksmove left.
pO_ = (1 < P_ < m)--_ P_°i_-(-I) ''c (2-6)
0,3 0.2lP,icJ P ic
_Z-d: In step 4, the odd columns move up and even columns move down.
o._ = o.3 0,3 (2-7)
[Pijc J (1 < P,: < n)---> P_ic - (-13 p"_
Generalization to subsequent steps
Once the motion of the loom for the fn-st braiding cycle (which consists of 4 braiding steps)
is simulated, the subsequent steps can be progressively generated by equeations (2-8) to (2-
II)
Pl_ = (1 < -_c < m) --_ -::v + (-1) p:
pp-l.4LP,Tc' ijc
p,2 p,l p,l[p,jcJ (1 < P_jr < n)--+ Puc+( -1)_
(2-8)
(2-9)
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{P_} {(I<P,_<m)"_P_-(-I)_ }P,_= p_: (2-I0)
p,4 p,3 p,3[P_jcJ (1 < PijT < n)--_ Pijc - (-I) 'P_'_
An example
(2-11)
We use the formulation to trace the orbit of bobbin initially at (3,3) on a (5x14) loom. Here
i=j=3, m=5 and n=14.
The machine setup and the orbit of the bobbin is shown in Figure 2.3.
lp33cj (2-12)
Step 1
J'P_3T'_ = {3 ÷ (3-1)3} = {2\o.,lP_3cj 3J
Step 2
f t f :lP3°_:c= 3+ (-I): =
Step 3
p_3 4 =
Step 4
(2-13)
(2-14)
(2-15)
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0,4LP,, J
Step I
I,,,le. J
Step 2
P_;½= 4 +(-i): =
Step 3
p1:,'c
Step 4
lP. j 5-(-1):
(2-16)
(2-17)
(2-18)
(2-19)
(2-20)
We can carry on the process to produce the following trace tbr the bobbin. The process can
be carried on to show that the orbit of the bobbin initially at (3,3) is Nven by:
(3,3), (1,4), (2.4). (4,2), (5,2), (7,4), (8.4), (10,2), (11,2), (13.4). (13.5), (12.3),
(10,1),(9,3),(7,5),(6.3),(4.1) (the sequencerepea_ itself)
In each ordered pair the t-n'st element is the track position at the end of the cycle and the
second element is the column position.
The motion of the bobbin is periodic. While to trace the yam it is not necessary, to
determine the period, the information is useful in tracing the bobbin on the loom and to
study the braid cross-section. The knowledge also helps in conserving computer memory
when the formulation is used to simulate the machine motion on a computer. The period is
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measuredby comparing the position of the bobbins at the end of each cycle to the initial
position.A fullperiodisbraidedwhen thefollowingequationbecomes true.
V(i,j,k),p_4= p_o (2-21)
Equation (2-21) implies that all the bobbins move to their initial positions.
Initial Position of Bobbin (3,3)
0
®
®
G = Yarn Carrier 0 = Yarn Carrier in Orbit of (3,
0
C (3-0 O " "
Fig 2.3 Machine Setup of 5x14 loom for lxl braiding and the orbit of bobbin initially at
(3.3)
We note that the orbit of the element (3,3) do not pass through all possible bobbin
positions. Out of 51 possible bobbin positions the orbit passes through 17 of them. If a
single yarn passes through all possible bobbin positions, the braid pattern is called fully
integrated. In a fully integrated braid, the orbit of a single yarn determines the entire
pattern. The braid shown in Figure 2.3 is not fully integrated. To obtain the complete
braiding pattern we need to examine the orbit of other elements. Let us examine the orbit of
outer elements (3,2) and (3,4). The orbit of (3,2) is given by:
(3,2), (5,4), (6,4), (8,2), (9,2), (11,4), (12,4), (14,3), (12,1),, (11,3), (9,5), (8,3),
(6,1), (5,3), (3,5), (2,3), (2,2), (3,2)
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Theorbit of (3,4) is given by:
(3,4), (4,4), (6,2), (7,2), (9,4), (10,4), (12,2), (13,2), (13,3), (11,5), (10,3), (8,1),
(7,3), (5,5), (4,3), (2,1), (1,2), (3,4)
We see that the three orbits are mutually exclusive and they together pass through all 51
possible bobbin position. Therefore for our example the orbit of these three elements
together define the complete brading pattern.
As an example of an integrated braid we examine a 5x13 braid. Here m=5, n=13. Again
using equations (2-2) to (2-11), we determine the orbit of element (3,3) as follows:
(3,3), (1,4), (2,4), (4,2), (5,2), (7,4), (8,4), (10,2), (11,2), (13,3), (11,5), (10,3),
(8,1), (7,3), (5,5), (4,3), (2,1), (1,2), (3,4), (4,4), (6,2), (7,2), (9,4), (10,4), (12,2),
(13,2), (11,3), (9,5), (8,3), (6,1), (5,3), (3,5), (2,3), (1,2), (3,2), (5,4), (6,4), (8,2),
(9,2), (11,4), (12,4), (12,3), (10,1), (9,3), (7,5), (6,3), (4,1)
As it can be seen from Figure 2.4, the orbit passes through all possible 47 bobbin
positions. This also shows that slight change in processing parameters may cause a drastic
change in braid pattern.
2.2.5 The Yarn Trace
Once the elements of the position tensor P is known, the yam trace can be calculated. In
calculating the yam trace, it is assumed that a motion L of the loom will cause the yam at
the braiding plane to move a distance Lr. r is defined as the braiding ratio. The takeup is
assumed to take place at every second step.
With the above assumptions for yam starting from bobbin ij, we have:
= (2-22)
Here. X_" is the x-coordinate of the yam. The origin of the coordinate system is at the
braiding plane corresponding to yam I, 1.
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Initial Position of Bobbin (3,3)
= Yam Career O = Yam Carrier in Orbit of (3,3)
Fig 2.4 Machine
i
DL@I@
OI" I@
7
Setup of 5x13 loom for lxl braiding and the orbit of
bobbin initially at (3,3)
Similary,
_., = pc_ r (2-23)Y:j "ijC"
and.
Z:_ = E2p + Int_'s'l>'*L2).pick (2-24)
2.3 Multiaxial Warp Knit.
Knitted fabrics are interlooped structures wherein the kintting loops axe preodued by the
introduction of the knitting yam either in the cross machine direction (weft knit) or along
the machine direction lwarp knit). The unique feature of the weft knit structures is their
conformability. But. the most undesirable feature, from the structural reinforcement point
of view, of the weft knit structure is their bulkiness which leads to the lowest packing
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density,or lowestlevelof maximum fiber volume fraction compared to the other fabric
preforms. Thus, the mulfiaxial warp knit (MWK) 3-D structures are more promising and
they have undergone a great deal more development in recent years.
The MWK fabric systems consist of warp (0°), weft (90°), and bias (_+0) yams held
together by a chain or tricot stitch through the thickness of the fabric, as illustrated in
Figure 2.5. The major distinctions of these fabrics are the linearity of the bias yams; the
number of axes; and the precision of the stitching process. The way of introducing the bias
yams is to lay in a system of linear yarns at an angle. Depending on the number of
guidebars available and the yam insertion mechanism, the warp knit fabric can consist of
predommately uniaxiaL biaxiaL triaxial or quadraxial yams. The latest development, as
shown in Figure 2.6, in the impaled MWK is the LIRA system wherein six layers of linear
yarns can be assembled in various stacking sequences and stitched together by knitting
needles piercing through the yam layers.
Theoretically, the MWK can be made to as many layers of multiaxial yams as needed, but
the current commercially available machines only allow four layers (the Mayer system) of
0 °, 90 °, +0, and -0 insertion yams, or six layers (the LIRA system) of 2(90°), 0 °, 2(+0),
and -0 insertion yarns to be stitched together..MI layers of insertion yarns are placed in
perfect order each on top of the other in the knitting process. Each layer shows the
uniformity of the uncrimped parallel yarns. To ensure the structural integrity, it is clear that
the 0 ° yams cannot be placed in either top or bottom layer. The insertion yams usually
possess a much higher linear density than the stitch yarns, and are therefore the major load
bearing components of the fabric.
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Figure 2.5 MWK fabric systems.
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Figure 2.6 MWK LIBA system.
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The MWK fabric preforms having four directional reinforcements similar to quasi-isotopic
lay-up can be produced in a single step. Besides good handleability and production
economics, theMWK fabricpreforms alsoprovidetheconformabilityto complex shapes,
theflexibilityintheprincipalyam directions,and theimproved through-the-thickness
strength.The MWK fabricshave now been used forplayingfieldsurface,s rubbercoated
fabricsforlifeboats,rescuefloats,inflatablesportboats,heavy-dutytarpaulins,geotextiles
and filterfabrics,and automotive airbags.
The key geometric parameters of the MWK fabric preforms, which affect the reinforcement
capability and the composite process,ability, include the number of yam axis, the orientation
of bias yarns, total fiber volume fraction, pore size and pore distribution, and percentage
of stitch fibers to total fiber volume. The process variables adjustable to control the MWK
micro-structure include the type of knit stitch, the ratio of stitch-to-insertion yarn linear
density, the orientation angle of bias yams, and the thread count. The concept of a unit-cell
is used to establish the relationship between the geometric parameters and process
variables.
2.3.1 Knitting Process
The principal mechanical elements used in knitting are needles, which form the loops to
interlace the Linear insertion yarns. Therefore, knitting process can be fully understood if
the motion of the needles is described. The loops in knitted fabrics are formed essentially
on a very similar principle. Following Thomas [2.3], the looping process is demonstrated
for a single latch needle by the consecutive steps shown in Figure 2.7. The general knitting
action of a latch-needle machine can be found in [2.4].
Consider the needle which has at its stem a loop already fromed during the course of the
knitting process, as in Figure2.7(a). A thread is then placed under the hook of the needle.
The loop is restrained in its position whereas the needle is allowed to move through it. As
the needle moves downward, the existing loop will push the latch and close the hook
(Figure 2.7c). When the top of the hook reaches the level of the existing loop (Figure
2.7d), this loop is pulled out of the way by the yam tension. Then as the needle moves
upward again, the thread in the hook opens up the latch, and it becomes the next 'existing'
loop. More loops are generated as the process repeats.
16
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(a) Ib) (cl (e)
Figure 2.7 The needle cycle in knit fabrics.
Generally, the warp. knitted loop structur is made of two parts. The fu'st one is the loop
itself, which is fromed by the yam being wrapped around the needle and drawn through the
previous loop, as described above. This part of the structure is called an overlap. The
second part is the tength of yam connecting the loops, which is called an underlap. It is
formed by the sb_rogging movements of the ends across the needles. Since the underlap is
connected to the root of the loop, it causes, due to warp tension, an inclination to the loop
structure.
Two different lap forms are used in warp knitting, depending on the way the yarns are
wrapped around the needles to produce an overlap. When the overlap and the next
underlap are made in the same direction, an open lap is t¥omed, shown in Figure 2.8(a).
If. however, the overlap and the following underlap are in the opposition to one another, a
closed lap is formed, shown in Figure 2.8(b).
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H_re 2.8 Open and closed lap configurations
For a chain (piilar) stitch, it is formed when a needle is being lapped continously by the
same guide. Since the guide bar does not lap the adjacent needles, there are no sideways
connections. The chain lapping movement can be open (see Figure 2.9), closed (see
Figure 2.10) or can be a combination of closed and open laps. The more common open lap
chain construction, shown in Figure 2.11, is fromed when the guide laps the needle
alternately from the right and the left. The ci_am notations, as derived from Figure 2.9, are
0-1 for the fLrst course and 1-0 for the next. To produce a closed lap chain, the guide has
to lap the needle continousiy in the same direction and the chain notations are 0-1 for all
courses, as illustrated in Figure 2.10.
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Figure 2.9 An open-lap chain stitch.
,,/)
rir !
I/
c
C
C
C
1 a
Figure 2.10 A closed-lap chain stitch.
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Figure 2.11 An open-lap chain stitch construction
For the multi-axial warp knits(MWK), straight warps, straight filling and off-axis lay-ins
are introduced and the stitch yam is looped over the intersection of filling yam and off-axis
yams. As shown in Figure 2.5, the unit cell of the MWK includes warp (0°), weft (90°),
and bias (_-4-0)yarns held together by a chain or tricot stitch through the thickness of the
fabric. The size of the unit cell depends on the orientation of off-axis yarns and the
diameter of the insertion yarns. In this report, the chained MWK is mainly focused, and
the tricot MWK can be studied in a similar way.
2.3.2 Stitch Loop Model
As mentioned previously in this section, the stitch loop is formed by needle motion. But, it
is very difficult to trace the stitch yam path in the 3-D space when it is guided by the
needle. Unlike the machine motion of 3-D braid, the relationship between machine motion
and stitch yam path in MWK is imposibly established. Therefore, assumptions have to be
made in order to describe the stitch yam path. The following points should be considered
before a loop model is to be built.
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I. Theshape of the loop, loop inclination and fabric weight may change slightly without
changing the course and wale counts.
2. The configuration of the yam within the knitted ceil is affected by a great number of
variables such as yarn properties, warp tensions, ta-up tensions, yam lubrication, etc.
It is proposed that the loop shape of the fabric m the machine state is more likely to be
determined by the physical puU of the take-up mechanism and the accommodation of the
root configuration, than by the bending forces. Taking these facts into account, the
following loop model for the fabric m the machine state, shown in Figure 2.12, is
suggested.
Figure 2.12 .'She machine state' loop model
The model can be divided into three :arts:
1. The loot) shape which is _ustrated in Fig.2.13 can be described as
the loop's head and the straight arms. The loop head is on
21
horizontalplane,z = 0,while u_clooparm isina 3-D space.
Rloop = 3r
H
t
r • radius of stitch yarn
Rloop " radius of loop head
Fl_ur_ " ' _ The tooD part _f me
loops head = 2 _RIooD = 6=r
'machine state' Ioop model.
looDsarm = -t _,,(H'- r!-- ar 2 (2-25)
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2.The loop-over,which isthe loopover insertionyams, can be describedinthe
following figure 2.14:
2R' +r m i
T
1
m
Pdns : rmius of the inseruon ?'am
r • radius of the sutctl yarn
R' • radius oi the c_rcuiar arc. -xnicb partially wrap around the off-axis inserUon yarn
R' = ,:Zins/cos_45 °) = _ Rins
Figure 2.14 The loop over the insertion yams from the iooD model
m
Ioop-over's head = 2 =R' = 2 " -Rins
loop-overs a.rmtentermg) = -""X_ ) 2 H "7Rins + r -{ -w- at- R"," (2-26)
loop-over's arm{leaving) = 2 ,TRins + r) 2 + ( --- 4r - R') 2
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3.The detailsof therootoftheloopam illustratedinFigure2.15. The firstkind of root
fortheyam enteringtheloop-overcan be calcula_das:
_-0 O
2_:r (--_----_) = 2_r (1- _-) (2-27)
where 0 = tan-l( 7Rins )
H )
T + 4r - _ Rins
\
\
\
Z
\\
Figurz 2.1 _ T'v,e '.'_'n root configuration
24
Thesecondkind of rootfor theyarn leaving the loop-over can be calculated as:
where a = tan-l( 7Rins )
n 1
T 4r - q'] Rins
The amount of yarn in the root of the loop is therefore:
oc
loop's root = 2z'r ( -- ) + 2:rt:r {1 - - p
7_ ,'7
Hence, ',he complete model can be describeci as:
L =6r_r + a,,,,(H', r.)2-ar 2 - ," ,,<2KRins + 2=r(--)ct + 2II:r(1---0)
i ;4"
-_, <TRins - r,- -, --.,. ,.tr - R')2 (2-28)
t H"
+_, _7Rins - . ,- .... 4r
Bv applying the iooD model stated_ove. me entire shape of the stitch va.rn can be
described provided that processing paramemrs am given. Thus, the key tmints of the unit
cell of a MWK preform, including_ stitch yarns and insemon yarns, can be obtained through
a geomemc analysis. The derails of how to acquire the key points mathematically will be
presented in Chamer Lnree.
2.4 References
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2.2. Pastore. C. M. and Ko. F. K.. 1990. 'Modeling of Textile Structural Composites,
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2.4 Raz, S. (1987) Wa.r_ Knitting Production, Melliand Texdlberichte GmbH, Germany.
25
C_nter- 3 Geometric Modelin_
In this chapter, the theoretical framework of computer aided geometric modeling for the
structural analysis of textile reinforced composite materials is presented. Based on the
proce._mg model developed in Chapter 2. the illustration of generating key points for each
yarn path is presented for 3-D braid and MuNaxial Warp Knit composites, respecuvely.
3.1 Theoretical Background
The first step in the cortstmction of a geomemc model of a textile preform is to model the
preform processing technique. The machinery which forms the textile preform dictates the
geometry, of the yam path. By proper modeEng of the process, it is possible to generate the
basic information associated with the yam pare. The modeling of the process has been
discussed in detail in Chapter 2.
The ai_onthm is _veioped such that ).he d_ianer can enter concise mformauon about the
machine vammemrs and have the ai_orithm output a set of "k_ots ' which describe the yams
a.na yam Dams wathm the fabric. The 'knots _ a sequence of points defining the center of
'_he yam in such a wav that the entire yam c_ be regenerated from this finite set.
3.1.1 Yarn Path Modeling
Given a set of knots from the modeim_ of _':e _xtile structure, it is now necessarv to
p_dict the geomemc beha'v'ior of the ,,,am _een these points. The ','am path wiil be
dictated bv the matenai propemes, the cross-__ecucnal, geometry, of =_e yam. and the motion
of _he ','am miative to the ether yarns.
T.e matenai _ropemes of the ,,'am are modeied in terms of the minimizauon of strain
_ner_',-"o, on the ,,,am element. _c,_am e,,er...,,'-_ ' :s minimized through_ me mcomorauon, of a B-
spiine funcuon to generate the _ath of the ,,am. The basic assumDuon of the B-spiine is to
,minimize the term [3. i]
L
f r"ds (3-1)
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where, L_ total length of the yarn
d_r
rp,=_
ds2
r = g(s) = spline function of the yarn path
and, s = path length.
since r'" is closely related to )c (the curvature), the minimization of this term minimizes
curvature, and hence the bending strain (t = E )O of the yam. Additionally, the use of the
Bspline minimizes the twist in the yam [3.1] In this work a constant cross-section has
been employed, which twists according to the path of the yarn as def'med by the B-spline.
{i},, it is necessary to constructGiven a set of points describing the center of a yam i, PJ i=t
additional control points to form the B-sDime. These control points are formed in such a
way as to provide differential contmmtv for me yarn path. To construct the curve around
_, four controi points are needed. _ _ustramd in Figure 3.1:point
J
P5
P3 p._, P__ C4
Po Pi- 
Figure 3.1. Construct/on of Control P.'tr.m for B-Spline Generation.
To assist in the construction of r_hepoints, a fifthpoint is introduced.
which serves only to make the caicuiations more readable. These points
can be constructed in groups. The firsttwo control points are the mid-
points of the vectors connecting the point to its predecessor and
successor:
i Pi +Pi-I
Co - 2 (3-2)
"-7
i Pi+l +Pi-I
C3 = 2 (3-3)
The mid-pointof thevectorconnectingthesetwo pointsisnot a controlpoint,butisuseful
fortheconstruction,and isdefinedas:
i i
i C3+Co
C4 - 2 (3-4)
The remaining two control points are formed so as to be parallel to the vector formed
i
between C 4, and Pi- They can be given as:
i i i (3-5)C 1 = C O + Pi C4
i
Ci_ = ci3 + Pi" Cj, (3-6)
i i
This construction guarantees that _e point P; is coilinear with C z and C,,, and in fact is the
midpoint of the corresponding vector. The vaiue of this def'mition ks that it provides
inte_oiation of the tzoint Pi in the construction of the B-spfine _ "_
Ha_g constructed the control points, it ks now possible to generate '2_e path of the center
of the ,:'am usin_ the B-spline. The path of the yam ks _ven as:
n
i=o (3-7)l't) = n
_B,::k(t)wl
i=O
wnem rtt) = ,,'am spatiai cam as a ,':unction of arc length
w| = weighting function
and Bi.k_t3 = B-spline ef order k
The B-spline is defined as:
if.
tj<t<tj+l
Bj,k(t)= 1
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else,
t- .tj BLk-l(t)+ tj+k+1- t
Bj,k(t)--tj+k ti t,j+k+l-tj+lBJ+l,k-l(t) (3-8)
SincetheB-splineisconstructedusingfourcontrolpoints,inordertoachieveinterpolation
oftheknots,theorderofthesplintis3 (k=3).
The B-spline, r(t) now describes the path of the center point of the yam as it moves from
point to point within the preform. With the construction of an analytical function
describing the path, it is now possible to idenm'y certain critical parameters associated with
the mechanical response of the yarn. The twisting angle on the yam is given by
_s) = cos-l(vo • v I) (3-9)
where Vo = (Pi+i- Pi)® (Pi" -_:-_;
Vl= (Pi+2" Pi+l)® (Pi+i"P_)
as iilustrated in Figure 3.2.
P1+2
Vl ?-:-
P
e-. 1
0
Figure 3.2 CaJcuiaucn c: Twist Angle in Yarn Path.
The twist on the yarn between two points can be given as:
L
IO(s) ds
0
T- L (3-10)
where. T = twist per unit length, or torsion.
;9
Simihdy, the bending on the yam path can be given by
cos(O) -- (Pi+l" Pi) * (Pi- Pi-1) (3-11)
where _ = bending angle, as shown in Figure 3.3.
Pi+l
Pi
Pi-1
Fimare 3.3. Calculation of Bend Angle in Yarn Path.
With these reiationsnips, the basic geometric ?ropemes of the yarn center-fine are known.
and it is possible to construct the three dimensional form of the structure.
3.1.2 Solid Modeling of the Yarn
The solid modeling of the yarn is achieved _v sweeping a vain cross-section along the
center-line of the yam as determinea " _, ,_''usm_. _,,. algorithm describeo above. Since the typicai
,,,am cioes not have a circular crcss-secuon, i" is necessary, to identL_" the orientation of the
cress-section during the sweeping _rocess.._'a elliptical cross-sec:.:cn has been chosen to
m_resent a typical 3'am. and has been shown :o be a reasonable memsentation.
The eitit_se is actuaiiv an n-gen resemNing an ellipse to an arbiwa_" Cegme. The points on
the cross section, e_. are calcuiateo
(acos '
e=l n i
[ b sin jr:)n
(3-12)
In this way, a surface representation of the ciavsical yam can be constructed. The
orientation of the ellipse is normal to the .,.'am path. and the major a_v,s of the ellipse is
twisted in accordance with the yam path _,ist. An initial orientauon of the ellipse is
3O
dcfmcd for the yam atz=O. As twistisidentifiedinthe yarnpath,themajor axisisrotated
at the same amounL
The yam now consistsof a surfacerepresentation.This surfacecan be renderedincoloror
shadingforinformationaldisplay.Any of thesuitableshading techniqueswork well with
thisstructuresinceitnow consistsof connectedpolygons. Itisonlynecessarytoidentify
theviewpoint,thelightsource,and thereflccuvityof thesurface.The resultisa color
shaded renderingoftheindividualyams withinthefabric.
3.2 Application to the Braiding Model
The processingmodel developed inChapter 2 can be used todevelop theindividual
motions of thetracksand columns inthebraldingmachine. Based on thepositiontensor
operations,thepositionsof a bobbin can be identifiedforeach cycleas thebraidingprocess
progresses.The positionsstandfortheprojccuonintothex-y planeof thepathofone yam
ina,typicalbrmding machine.
The yam0(i d) stands for the initial position of the yarn at the itla track and jtla column in the
loom. The initial position of the vamli,j) is _X0(i,j), Y0(i,j), Z0(i,j)), where Z0(i,j) = O.
From Equations (2-3) to (2-1.1), he eosition of the yarmi,j) is defined by Xk(i,j) and
Yk(i,j) after k cycles of track/column motions. Thus the sequence of points
{(X0(i,j),Yo(i,j), Z0(i,j)),(Xl(i,j),Yt(i.j), Z!(i.j)) ..... (Xk(i,j), Yk(i,j), Zk(i,j)) }, where
Zk(i,j) = k. ,Az. describes the path of the yarnli.j). Az is the distance of each pick. which
is deterrnmexi by the braiding angie and the ,"aUOof track/column movement. The
sequence, {Pk = IXk,Yk,Ztc) }, represents the spatial position of key points in a yarn path.
and these points can be used as the knots for the three dimensional braid.
These key points are r.he basis of generaung ".i_.eyam path using the B-splines as discussed
earlier. The geomemc model is comt_iete wnen we have all the key point intbrmation on the
yarns in the braid. The B-spline algorithm is incorporated in a computer code which is
developed using C language and SunView gaphics on a Sb_'-N 3/160. The modeling
pin.am and its user interfaces is described in Chapter 6.
The shape of the yarn cross-section in a 3-D braid can be determined based on the
geometric parameters, processing variables and following assumptions: (1). circular yams
with radius, r; (2). no interactions between yams. Figure 3.4 shows a single yam in space
with surface angle 0s after 1/1 track/column motion.
(IlII_N._.L PA_E III
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Zyarn
Az
x' _ _ y
/ Ay
Y
0s= surface braiding angle
_t = brmding angle
Figure 3.4 The orientation of a yarn in space.
Zv is me distance between two adiacent key _mts in the y-direction and its value is equal
to the braiding ratio, r. as mentioned in Chapter _._ The distance of each pick..Xz, is
catcuiated by:
= Ay-cotlOs) = r.cotlOs) = r.tanOl/).cos_[3)
the anuie 0 can be calculated bv the foUowm_o _iation:
0 = tan-1 [ cosi8_.
tanlOs)
The inciined angle _t. or. braiding angle can expressed as:
.': .'¢ . cos48_
_=_--O- , -_an -'r-]
- - aanlOs)
For circular yarns, the yarn cross-section becomes elliptical on a cut plane parallel to x-y
plane as illustrated in Figure 3.5:
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r",x)v r
l _ oc-
r cos( _ )
Cc
r" radius of a yarn
_" braiding angle
ct" major axis of the ellipse
Fi.mare 3.5 Cross-section of a yam on different planes.
3.3 Application to Mul_ Warp Knit (MWK)
Theoretically, a M'WK can be made to as manv layers of multiaxiaJ yams as needed, but the
current commerciaJ.lv available machines oniv allow four to six layers of 0% 90 °. +0, and -0
insertion yarns to be stitched together. Based on the processing model presented in Section
2.3. the MWK structure consists of four zaslc components: warpt0:) yams. weft (90 °) yams.
bias I_-__)yams. and sutch yams through ,2".emickness of the fabric. The dimensions of a unit
cell of MWK comt_osites can be expressea as H x 2H' x Hz, where H is the spacing between
two o ° insertion yarns. H' is equai to H(c_tt_), and Hz is the thickness of the unit cell. The
geometric relationshms of the unit cell is iiiustrated in Figure 3.6.
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off-axis yarns
(F yarn 7
H'
9o.
yarn
H'
_J_
H
,Y
0.o
Figure 3.6(a) The planar dimension of a unit cell of MWK composites
.-kscan be seen in Figure 3.6(a), the 0" insemon yarns are H apart, while 90" insemon
yams are H' apart. The off-axis insertion yarns travel through the diagonal orientation of
the H x H' rectangle in the through-thickness projection. ,-ks in the '&ickness direction
shown in Fibre 3.6(b), the z-coordinate of _e center point of each insemon yarn are listed
in Table 3-1. Therefore, the key points for representing insemon yarns can be determined.
O_NAt. PA_ fS
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Hz [
Z
Hz = 4(2Rins) + 2(2Rsy)
Rins •Radius of insertion yarn
Rsy • Radius of stitch yarn
Figure 3.609) The through-thickness dimension of a unit cell of MWK composites
Table 3-1 Z-coordinate of the center point of each insertion yam
insemon vain t
i i
90 °
z-coordinate
Rins + Rsv
!
i
0 ° ! Rins + 3Rsv
!
+e I R_ins + 5Rsv
!
-0 r Rins + 7Rsv
|
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Forthestitchyam, basedon theprocessing model giveninSection2.3,twenty-sevenkey
pointsareidentifiedinordertorepresentthestitchyam withina unitceilThe locationof
eachkey pointismarked andshown inFigure3.7.
ii
12
Fi_m a " Lccauon cf z=a key point m a uni: ce;2.
These key points are ,asuaily tocamd at t_,e anmrsections of two kinds of curves, for
instance. '.he intersection of straight _2ne aria arc lloop). The coordinates of each key point
can be expressed in terms of the processing parameters, such as H. H'. Rinsert. Rloop,
and Rsy. The orimn of the coordinate system is located at the lower-ieft comer of the unit
cell For example, at _mt _1. it can _e reaai.iv calculated that
H
x-coordinate : S- Rsy
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y-coordinate: - Rsy - Rloop
For mother example, at point #2, the geomemc relationship is shown in Figure 3.8.
X
#3
R.s]
4Rsy
H' H' - 3Rsy
#8
f Z'
,2
- 2Rsy
X - Y plane Y - Z plane
Figure_ 5.8 Geomemc :eiauer'.sniD for key point #1. ,,._-'"and #3.
4Rsv
x' = 2Rsy (--H-r'-)
. __ 2______v.
Thus. the x-coordinate is equal to H x" - Rsv [ = H . Rsy - 4Rsyt H' ) ]
" " 2
The distance z' can be calculated in the foilowmg trigonometric operation:
HH,' - 4Rsv Rsvz' = (- 2 Rsy)( 3Rsy ? = " 2Rsy + H' - 3Rsy
Thus,thecoordinat_ofthepoint#2
x -coordina_ : -_--Rsy -4Rsy( )
y -coonlinam : 0
Rsy
z -coordinam: -2Rsy +
H' - 3Rsy
For anotherexample,Figure3.9shows thegeometricrcl_onship bctwcen thekey point
#8 and point#9.
v:O.O
I-'I' Y
h!
31:_y
T
i
:7 #7
X
_#9 =9
Z
#8
-2Rsy
X - Y plane Y- Z plane
Figure 3.9 Geometric reiationship for point #8 and #9.
The distance x" can be demrmmed bv trian_-ar relationship:
2Rsv
x' = 3Rsy (---H-r'-)
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Thus, the x-coordina_ of key point #8 is
h hx = _'+x' = _" + 3Rsy( )
For the y-coordinam, the enlarged geometric relationship is shown m Figure 3.10. The
horizontal distance, d, can be determined from triangular relationship:
d = 3Rsy tan(O)
Y
#8
Fig,me 3.I0Enlarge_ view of geomeu'y aroundkey point #8.
where
2Rsv
taniOl= --
H'
From the geometric _iarionship the <iistancev" can be calculated by
y' = asin(O)cos_O) = d( 2Rsv H'
ill'2 + 4I_sy2)1/2 ) ( (H.2 + 4Rsy2)l12)
Or,
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2Rsy . H'
y' = 3Rsy ( 2H_--_,)( (H,2 + 4Rsy2)l/2) ( (H, 2 + 4Rsy2)l/2 )
12Rsy3
- H, 2 + 4Rsy 2
Thus, they-coordinamof thepoint#8 is -Rsy-
thekey point are
12Rsv 3
H, 2 + ,_Rsy 2. The space coordinare.,s of
) 12Rsy 3(x,y,z) -- ( _- + 3Rsy (-Rsy- -2Rsy)H' ' H'2 + 4Rsy2 '
From Figure 3.9, the coordinates of the key point #9 can readily be determined as:
H
(x,y,z) = ( _- + Rsy, - Rsy - Rloop, 0)
For the key point #10, where the stitch yarn starts to "wrap" around the off-axis insertion
yarn. its geometric relationship with key pomr',rl 1 and key point#12 _ described in Figure
3.11.
In the case of the orientation of insemon yarn :s +45 °, the distance A. on the cut cross-
Rins
section, is _uai to , or, _ Rins. From the observation, the coorciinates of the
cos(45 °)
key pomt_lO can be expressed as:
(x.v,z) = ( H H'
. _ . ._ - ,,2_ Pins, 7Rins_
Simiiariy, the coordinates of the key point---1 _.can be found as:
H H'
• 8Rins * Rsv)
'X.}.Z) = I ., . _ .
.tO
#II
#10
stitch yarn
insertion yarn
B" =he radius of the insertion yarn, Rins
A" Rins icos(e)
e •".heorientation of off-axisinsertion yarn
mo_e.._ 3.11 Key. points m the loop-over portion.
The location of key ._omt_13 is a shift of H' of the key point_9 in y-oirection. The
coordinates of the key _omt_13 are
H
Lx.y,z) of _he :orate+9 -,- , 0.H'.0) = _ . Rsy, H' - RlooD - Rsy. 0 )
Similarly, the location of key pomt_l-I is a shut of H' of the key point_8 in v-direction.
The coordinates of _c key point_l-I are
(x,y,z) of the :omt#8 + (0.H'.0)
H 2Rsv H' . 12Rsv3 -2Rsy)
= ( _ + 3Rsyt-'-_), -Rsv- H, 2 +4Rsy2,
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For the key points from #15 to #19, their locations are a shift of H' in y-direction to the key
points from #7 to #3 (in reverse order), m._lx_ctively. The key points #20 and #14 are
symmetrical with t_t to the line : x = _. The x-coordinate of key point #20 can be
found by:
H
H2 " ( x-coordinate of the key point #14 - :- )
= H - ( x-coordinate of the key point # 14)
H (2H___,)= :- - 3Rsy
Thus, the coordinates of the key point #20 are expressed by:
H 2Rsv., H, .( ]- - 3Rsy( H' ) -Rsv-
12Rsv 3
H'2 + ,_Rsy 2 -2Rsy)
In the same sense, the key points #21 and #13 are symmetrical with respect to the line • x =
H
_. The x-coordinate of key point #21 can be found by:
H H
-- ( x-coordinate of the key point ,13 - _- )
= H - ( x-coordinate of the key point #13)
H
= T Rsy
The coordinates of the key point #21 are given by:
H , H'( -5- - Rsv, - Rloop - Rsv. 0 )
The locations of the key points #22.#23,#24. #25 and #26 are a shift of H' in v-direction
to the key points #10. #11, #12, #21 and #20, respectively. The location of the key point
#27 is a shift of 2H' in y-direction to the key _ints #2, and the coordinates of the key
point _27 are
(x, y, z) = (x, y, z) of the key point #2 + (0, 2H', 0)
= ( H. Rsv - ,,tRsv( 2Rs.___y_v_, 2H', - 2Rsy +
2 " - H'
Rsv
H' - 3Rsy )
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The resulls of the geometric analysis for the stitch yam will be used as input for solid
modeling of the MWK. The summary of the coordinates of each key point is shown in
Table 3-2.
x - coordinatekey
point
1
m
H
_-- Rsy
y - coordinate
- l_y - Rloop
2Rsy 02 H. I_y- 4[_y( H' )
2
3 H H'
_-- Rloop - Rsy - Rloop
4 H
2
5
6
342 Rsy
H
2
H
_-- Rloop
H 2asy)
_- + 3Rsy( H'
7
8
H' -Rsy -Rloop(l-_ )
H'- Rsy
H
2
H' -Rsy -Rloop(1- _ )
H' - Rsy - Rloop
-Rsy - 12Rsy3
H'2 + 4Rsy 2
H
9 _- + Rsy - Rsy - Rloop
H H'
10 -_- -_- - _ Rins
i
11
12 H
2
H
_- +Rsy
H 2rosy.
_- + 3Rsy( H' )
13
_
2
_
T +q'_ Rins
H'- Rsy - Rloop
H'-Rsy- 12Rsy3
H'2 + 4Rsy 2
2H' - Rsy - Rloop
14
15 H
_-- Rloop
16 H
ii i
17 H
2H' - Rsy
18 H 3_ Rsy2 2 2H' -Rsy -Rloop(1- T )
z - coordinate
0
- 2Rsy +
H' - 3Rsy
0
0
0
0
0
-2Rsy
0
7Rins
8Rins + Rsy
7Rins
0
-2Rsy
0
0
0
0
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19
20
21
22
23
24
H
_-- Pdoop
H__. 3Rsy ( 2H_._, )
H
+Rsy
H
2
H
2
H
2
2H'- Rsy - Rloop
12Rsy 3
H'-Rsy- H, 2+4Rsy 2
H' - Rsy - Rloop
H Rsy- 4Rsy(2Rsy)
_" H'
3H--. runs
3H'
2
3H'
+'_ Rins
25 H + Rsy 2H' - Rsy - Rloop2
26 H 21Lsy 12Rsy3
_- 3Rsy( H' ) 2H'- Rsy- H, 2 + 4Rsy 2
1
27 2H'
0
-2Rsy
0
7Rins
8Rins + Rsy
7Rins
0
-2Rsy
Rsy
- 2Rsy +
H' - 3Rsy
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Chanter - 4 Visualization Verification
Based on the techniques described in Chapter 2 and Chapter 3, the preform geommries of
3-D braid and MWK can be generamd by computer simulation program. In order to verify
the simulated geomcu'ies, the microsturcmres of real composites were examined by photo
microscopy. The composites were cut, mounted with resin, polished using polishing
powder. Pictmes were taken after each polish and can be used to compare with simulated
graphics.
4.1 Material System
4.1.1 3-D Braid
Both 3-D braided PEEK/graphite and Epoxy/Milliken multiaxial warp knit composites were
used in the present study. The 3-D braided pretbrms were made by using commingled
Victrex® 15(3(3 PEEK/AS4 6K yam manufactured by BASF Structural Materials, Inc. The
commingled yam containsapproximately 280 PEEK fibers (fiber diameter - 27
micrometers) and 6.000 m'aphite fibers (fiber diameter - 8 micrometers). The graphite
fiber volume fraction in each commingled yarn is 62.7%. In order to obtain a composite
with corss section of 0.254 mm (0.1 inch) by 1.27 mm (0.5 inch), with a braiding angle of
+20 °, a lxl construction was produced by using 72 yams in a loom consisting of 18
columns by 4 tracks. After braiding, the 3-D braided preforms were placed in a carbon
steel mold and consolidated by using a hot press, and held at 400°C and 1.38 MPa (200psi)
for an hour. After that. the mold was taken out from the hot press and placed in a cold
press and held at 1.38 MPa for another 30 minutes.
4.1.2 Multiaxiai Warp Knit
The Epoxy/Milliken multiaxial warp knit composite used in this study was provided by
NASA. The fiber architecture design of this material is shown in Figure 4.1. It was
fabricated with Hercules AS--4 epoxy-sized carbon tows. The 0 ° and 90 ° plies were
produced with 12 K tows. whereas 9K tows were used for the +45 ° plies. This tow
distribution was required to achieve similar fiber area for each ply because of the different
tow count for the off-axis plies.
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surface
Figure 4.1 Fabric design of the multiaxial warp knit composites.
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Only the4-ply subgroup(-45°, +45°, 0°, 90°) shownin Figure4.2wasincludedfor this
investigation.An additional4-plysubgroup(+45°, -45°, 0°, 90°) wouldberequiredto
producea symmetricquasi-isotropicfabricpreform.Four4-ply subgroupswerestackedto
form thefull 16-plylaminate.Notethatthe 16-plystack,shownin Figure4.2,is
unsymmetric.The4-ply subgroupwasproducedby chain-knittingthecarbontows
togetherwith apolyesteryarn. Someof the 16-plystackswerestitchtogetherwithkevlar-
29 1500denierstitchingyamusingachainstitch.
Figure4.2 Stackingseguenceof the16plied-MWK resultsin anunsymmetric
conformation.
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4.1.3 Sample Preparation
The unit cell geometries of 3-D braided and muluaxial warp knit composites were observed
by theopticalmicroscope technique.Inthisstudy,the cross-sectionof the3-D braided
composite was cutperpendiculartothebraidingaxis,whereas the0°-dircctionand 90 °
orientationcrosssectionsofthemulfiaxialwarp knitcompositeswere cut forexamination,
as illustratedinFigure4.3.
MWK
• planes
surface 3
surface 2
Figure 4.3 Schematic of sectioning
The cut-offs were mounted in a holder with Lecoset® 7000 cold-curing resin manufactured
by Leco corporation. After the resin is cured, the samples were polished with 320, 400,
600 grid silicon carbide polishing paper, as well as 15, 5 micron aluminum oxide powder
and 1 micron alpha alumina powder, to obtain smooth surfaces for photos. AU polished
samples were examined under an optical microscope with 32x magnification factor. The
montages are expected to show the variety of the unit cell structure of these samples from
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diffcremcuttingplanes.Therefore,in ordertostudy thevariationoftheunitcellstructures
in3-D space,aseriesof montage of theunitccU structuresof thesecomposites were
generatedby progressivesectioningofthe above samples. By doing so,the 3-D fiber
conformationofthecompositecan bc recordedon a seriesof planeswith certaindistance
apartand thus,the3-D fiberarchitecturecan be envisionedand described.
4.2 3-D Braid
4.2.1 Computer Generated Graphics
The analysis of textile composites depends directly on fiber architecture of the composites,
that, in turn, can be accurately characterized by a computer aided geometric models. The
geometric models for the 3-D braided preforms axe given in Chapter Three, in which the
geometric model considers the relative motions of the tracks and columns in the braiding
machine and generates a mathematical simulation of the braiding process.
In order to compare the computer-generated graphics with experimental observations, a
virtual loom of 4 tracks and 18 columns is set up on the computer. Six track/column
movements are simulated, which will constrcut 1.5 unit cells in the braiding axis. The yam
cross-section is assumed to be ellipse with the ratio of major axis over minor axis to be 0.5,
The graphics are generated from a Sun workstation. The details of the implementation of
the graphics model can be found in Chapter 6.
Figure 4.4(a) - (h) show a series of cut cross-sections of a 3-D braid. The graphs cover a
track/column movement cycle. The loom state can be seen from each cut cross-section.
First. the columns move up/down, as shown from Figure 4.4(a) to (c). In the next step,
the tracks travel back/forth horizontally, as shown from Figure 4.4(d) to (f). Figure 4A(g)
and Figure 4.4(1l) show the loom state after column movement and track movement,
respectively. Themtbre, the braiding pattern on each cut plane represents a loom state. As
we go on examining the braiding pattern a.tong the braiding axis, the braiding pattern will
repeat after a unit cell's length. The braiding pattern generated from computer is slightly
different from the experimental observations, especially around the boundary. This is due
to the compression while the composite was consolidated by hot pressing.
As observed from Figure 4.4(a) to (h), the braiding pattern changes 90 ° between Figure
4.4 (a) and (b). The braiding pattern changes 180" between Figure 4.4(c) and (g). Thus,
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Figure4.4Cutsectionso,f a 3-D braided composite.
5O
(c)
(d)
Figure 4.4 Continued.
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!e)
Figure 4.4 Continred.
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_g)
i h)
Figure 4.4 Continued.
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if thecut planes are thesame astheplanes on which the photo pictures are taken, the
computer-gcneraw_ graphs shouldresemble thepicturesinthecenu'alportionofthe
specimen.
4.2.2 Experimental Verification
The unit cell structure of 3-D braided PEEK/graphite composite is a diamond-shape
structure. The diagonal along the braiding axis was measured at 5.1 ram. The schematic of
the planes which pictures were taken is shown in Figure 4.5. The distances between each
planes are 0.2ram, 1.6mm and 2.4mm, respectively, which is long enough to represent the
variation of the structure within a unit cell. The montages showing the cross-section of the
composite along the braiding axis in these four different layers are shown in Figures 4.6.
As it can be seen in the figure, the fiber packing pattern changes along the braiding axis.
The first two pictures, taken from plane A and plane B, respectively, show no significant
difference because of the short distance separating the planes. The 90* fiber packing
pattern change between plane B and plane C suggests that the unit cell consists of at least
two pairs of yarns. These two pairs of yams are othogonal to each other. The two yams
in each pair axe interlaced each other. The distance between plane C and plane D is about
half length of a unit cell. The fiber pattern on plane C is about 180" to the fiber pattern on
plane D. By induction, it can be predicted that two montages will look the same if they are
viewed on the planes 5.1 mm apart.
In conclusion, the unit cell geometry, of 3-D braided composites can be described and
visualized by the computer software.
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0.2ram
B
1.6ram
C
2.4ram
D
Figure4.5 Schematic of planes on which pictures are taken for 3-D braid.
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(a) A - plane
(b) B - plane
(c) C - plane
(d) D - plane
Figure 4.6 Photomicrograph of 3-D braided composites.
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4.3 Muitiaxiai Warp Knit
4.3.1 Computer Generated Geometry
The geometric model for the MWK preform is given in Chapter Three, in which the
geometric model relates the key parameter of fiber architecture to the processing variables
base on the idealized cross-sections of insertion yarns and the path of stitch loops.
Combined with the optical observations detailed in Section 4.3.2, the geometric model can
be translated into computer solid models for MWK preforms, which facilitates the
visualization of detailed internal geometries for MWK preforms and the identification of
their unit cells.
In order to obtain an overview of the figures from simulation, a schematic of the planes on
which the computer generated grapgs were taken is shown in Figure 4.7. In the figure, a
unit cell, which represents the geometry of the whole structure, is used to illustrate the
planes. Later, the computer code will generate the corresponding graphs based on the
planes shown.
Based on the geometric modeling and computer graphics techniques, the MWK preform
with 8 unit ceils is generated on Sun workstation. Figure 4.8 shows the top view, side
view, back view and (1 1 1) view of the MWK preform, respectively. As can be seen, the
stitch yarn loops over insertion yarns with a chain configuration. The geometry of the
stitch yam is simulated according to the geometric model, described in Chapter two and
three. The actual geometry of the stitch yam can be determined by the yam tension itself,
yam friction coefficient and yam bending rigidity. However, this is not in the scope of this
project. Figure 4.9 shows the (1 0 0) curing plane and cutting section in top view and side
view, respectively. From a little distance to the previous cutting plane, a section is cut, as
shown in Figure 4.10. The cutting planes are corresponding to the polishing planes,
described in the next section. Since the cutting plane does not cut through 0 ° insertion
yarn, the 90 ° yarn does not show up in the cut section.
Figure 4.11 shows the (0 1 0) cuting plane and cutting section in top view and side view,
respectively. From a little distance to the previous cutting plane, a section is cut, as shown
in Figure 4.12. Figure 4.13 shows the (0 0 1) curing plane and cutting section in top view
and side view, respectively. From a little distance to the previous cutting plane, a section is
cut, as shown in Figure 4.14. The cutting planes are chosen according to polishing
planes. The computer generated graphics will be compared with the photomicrographs
from the polished sample.
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Figure 4.7 Schematic of simulated planes.
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(a) topview
(b) sideview
Figure4.8Computerenderingof a MWK preform.
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(c)backview
(d)(1 1 1)view
Figure4.8Continued.
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a) topviewandcutsection
(b)sideview
Figure4.9 ! 0 0)cut planeof aMWK composite.
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(a)cutsectionandtopview
(b) sideview
Figure4.10(10 0) cut planeof aMWK composite.(secondcut)
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(a)cut sectionandtopview
,b) front view
Figure 4.11 (0 1 0) cut plane of a MWK composite.
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(a)cut ,sectionandtopview
(b) front view
Figure4.12(0 10) cutplaneof aMWK composite.(secondcut)
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(a)cutsectionandsideview
(b) topview
Figure4.13(1 0 O)cut planeofa MWK composite.
65
(a)cutsectionandsideview
(b) topview
Figure4.14(1 0 0) cutplaneof aMWK composite.(secondcut)
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4.3.2 Experimental Verification
The schematic of viewing planes for multiaxial warp knit composites are illustrated in
Figure 4.15. The montages from the first polishing on each plane are shown in Figure
4.16 - 4.18. In Figure 4.16, 90 ° - insertion yarns and stitch "knots" with regular spacing
are shown as the composite is observed from a top view. Figure 4.17 and Figure 4.18
show the front view and side view of the composite, respectively. The insertion yarns look
like a shape of race track due to the compressive pressure in the thickness direction during
composite processing. By observations, the unit cell dimension from the montages of the
first layer can be defined as 2.2, 2.2 and 6.2 ram, in length, width and thickness,
respectively. The montages after the second polishing are shown in Figures 4.19 - 4.21.
Comparing Figure 4.16 with Figure 4.19, the 90 ° layer was polished away; the 45 ° layer
shows up. From the front view, only knots or cross-sections can be seen; while the sutch
loop can be observed from side view, as shown in Figure 4.21. Figure 4.22 shows the
detailed chain stitch structure ( from surface 3). The schematic of the polishing planes is
shown in Figure 4.7.
In comparison to the computer generated graphics, Figure 4.9 and Figure 4.10 are
similar to Figure 4.16 and Figure 4.19, respectively. Figure 4.11 and Figure 4.12 are
similar to Figure 4.17 and Figure 4.20, respectively. Figure 4.13 and Figure 4.14 are
similar to Figure 4.18 and Figure 4.21, respectively. As mentioned earlier, the exact
shapes of the insertion yams are controlled by the the processing conditions. However, the
relative locations of the insertion yams can be depicted from the photomicrographs. In
conclusion, the unit cell geometry of MWK composites can be described and visualized by
the computer software.
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Figure 4.15 Schematic of cutting planes for a MWK composite.
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Figure 4.16 Photomicrograph of a MWK composite. (surface 1)
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Figure 4.17 Photomicrograph of a MWK composite. (,surface 2)
:0
Figure4.18Photomicrographof aMWK composite.(surface3)
J
Figure 4.19 Photomicrograph of a MWK composite. (surface i. second polishing)
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Figure 4.20 Photomicrograph of a MWK composite. (surface 2, second polishing)
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Figure4.21Photomicrographof aMWK composite.(surface3.secondpolishing)
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Figure4.22Photomicrographof aMWK composite,showingthechainstitchloop.
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5.1
Chapter - 5, Unit (;ell characterization
Background
The traditionalpproach used inmodeling ofcompositesreinforcedby three-dimensional
(3-D)preformsistoassume thattheirfibervolume fractionand fiberorientationare
known, eitherobtainedfrom experimentalmeasurement or provided by preform
manufactures,the relationshipbetween preform fiberarchitectureand preform processing
variablesisnot considered.In thisreport,we fwstexamine both 3-D braidingand
MultiaxialWarp Knittinginthelightoffiberarchitecture,followed by thedevelopment of
geometricmodels for3-D braidedand MWK structuresusinga unitcellapproach. The
unitccU geometriesof thesetwo 3-D fabricsaxeidentified,and the relationshipofstructural
parameterssuch as yam orientationangleand fibervolume fractionwiththekey processing
variablesisestablished.The limitingeometry has been computed by establishingthe
pointatwhich yams jam againsteach other.Using thislimitinggeometry factormakes it
possibletoidentifythecomplete rangeof allowablegeometricarrangementsfor3-D fabric
preforms.The identifiedunitcellgeometriescan thenbe translatedtomechanical models
which relatethegeometricalpropertiesoffabricpreformstothemechanical responsesof
composite systems.
5.2 3-D Braiding
The unit cell geometry of the track-and-column braid has been investigated by many
researchers since the early 1980's [5.1-4]. A common assumption made in most of the
analyses is that the braider yarns are oriented along the four diagonals in the unit cell.
However, the fiber volume traction of 3-D braid is normally over 0.5, so the yarns cannot
be treated as dimensionless lines to cross each other at the center of the unit cell. This unit
cell geometry is either oversimplified or incorrect. Li, Hammad and E1-Shiekh [5.3]
described a more realistic unit cell geometry, assuming a cylindrical shape for yarns.
According to their analysis, at the yarn jamming point, the yarn orientation angle has a
maximum value of 55 ° and the yam volume fraction has a maximum value of 0.685.
Assuming a fiber packing fraction of 0.785, this means that maximum fiber volume
fraction for the track and column braid is 0.538. At low braiding angles (<_20°), the
geometric model by Li, Hammad and E1-Shiekh [5.3] predicts a fiber volume fraction of
less than 0.328 (also assuming a fiber packing traction of 0.785).
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In this report, we propose a microgeometric model for the track and column braid based on
experimental observations and computer simulation. The unit cell geometry has been
def'med to establish the relationship of geometric parameters and processing variables.
A summary of braiding process is descried in the following prior to the unit cell modeling.
As described in Chapter 2, Figure 5. l(a) shows a basic loom setups in a rectangular
configuration. The carriers are arranged in tracks and columns to form the required shape
and additional carriers are added to the outside of the array in alternating locations. Four
steps of motion are imposed to the tracks and columns during a complete braiding machine
cycle, resulting in the alternate X and Y displacement of yam carriers, as shown in Figure
5.1(b)-(e). Since the track and column both move one carrier displacement in each step,
the braiding pattern is referred to as lxl.
5.2.1 Assumptions and Nomenclature
Following assumptions are made to simplify the geometric model of 3-D track-and-column
braided structures:
1. No axial yarns (0 ° insertion) are included in the 3-D structure. Axial yams may be
used to increase composite modulus and strength in longitudinal direction, although
it is not popular in practice due to the fact that 3-D braids usually have low
orientation angle as fabricated and hence the strength increase is not phenomenal.
2. lxl braiding pattern is assumed. Other patterns such as 1:,<2 and 2:,<2 can also be
used but are not popular in practice. The techniques used for 1×1 can easily be
extended to other patterns.
3. Braider yams have circular cross-sections, same linear density and constant fiber
packing fraction:
4. Yam tensions during braiding are sufficiently high and hence the yarn crimping
effects are negligible.
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:igure 5._, - Formation of a rectangular 3-D track
and column braid
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Thedef'midonsof the symbols used in our analysis are listed below:
Ac area of braid cross-section vertical to braid axis
At areaoftotalfibersinbraidcross-sectionverticaltobraidaxis
Ay areaofbraideryarninbraidcross-sectionverucaltobraidaxis
b dimension of yarncross-sectionin×'-zand y'-zplanes
b' dimension of yarn cross-section in x'-y' plane
d yam diameter
hz pitch length of braid formed in a machine cycle (four braiding steps)
Ny number of braider yams
Vf fiber volume fraction - all fibers to total volume
1"1 braid tightness factor
yam packing fraction (fiber-to-yarn area ratio)
0 angje of braider yam to braid axis (yam orientation angle)
Subscripts z. x', y' all refers to co-ordinates.
5.2.2 Unit Cell Geometry
The traditional approach used in modeling 3-D braided composites is to artificially def'me a
unit cell geometry for a 3-D braided structure without providing any relationship between
processing variables and geometric parameters [5.4]. All fibers in the unit cell are assumed
to incline in 4 different diagonal directions, as well as along the longitudinal direction, if
any. Fiber volume fraction is assumed to be either known or measured. In this work the
dimension, shape and fiber architecture of the unit cell is based on process and structural
analysis. Once the unit cell is identified the relationship between processing variables and
key geometric parameters has been established.
The key geometric parameters of 3-D braids (which affect reinforcement capability and
composite processability) include braider orientation, total fiber volume fraction, volume
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fraction of inl_:r-yam void and axial fiber percentage of total fibers. Although there are only
two simple process parameters adjustable to control the micro-sUttctu_ of 3-D braids
(speed ratio between braiding and take-up and linear density ratio of braider and axial
yams), the proce_-stmcun_ model of 3-D braid is complicated.
Normally, yarn bundlesconsistingof numerous continuousfilamentsam used forfabric
preforms,thus,thefabricmicrostructurchas threelevels:geometry of intcriiberpacking in
theyam bundle (fiberlevel),cross-sectionof yam bundlesinthefabric(yam level)and
orientationand distributionoffibersinthe3-D network (fabriclevel).The unit-cell
techniqueiscommonly used toestablishthegeometricrelation.Inmost of 2-D fabricsa
unitcellgeometry isreadilyidentified,butincomplex 3-D fabricsitcan be very difficultto
define.
The fiber volume fraction of a 3-D fabric depends on the level to which yarns pack against
each other in the structure and the level to which fibers pack against each other in a yam.
Two basic idealized packing forms can be identified: open-packing, in which the fibers are
arranged in concentric layers, as illustrated in Figures 5.2(a) and 5.2(c); and close-packing,
in which the fibers are arranged in a hexagonal pattern as in Figures 5.2(I)) and 5.2(d).
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(c) (d)
Figure 5.2 Fiber packing in yams. (a) Open-packing in circular
yarns; (b) Close-packing in hexagonal yarns; (c) Open-packing in
diamond-shaped yarn; (d) Close-packing in diamond-shaped yarn.
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In addition to the level of packing fraction, the fibers also establish the yarn cross-sectional
shape, i.e., yarn packing in fabrics. This shape plays a very significant role in determining
how many fibers can be packed into a fabric. One of good examples is the yarn packing in
2-step braided preforms [5.5]. Due to the use of untwisted fiber bundles and high braiding
tensions,cross-sectionof axialyarns inthe 2-stepbraidisdeformed toprismaticshape,s,
givingmost compact yam packingwithinthebraidedstructure.For theu'ack-and-column
braids,thebraidingtensionsarelower compared tothe2-stepbraidsand thecross-sections
ofyams acmaUy have a polygonalshape [5.6].For reasonsof simplicity,wc idealizethe
polygonalyarn cross-sectionascircularshape.
In order to understand the braid internal structure and the yam interlacing pattern, analysis
of braiding carrier motion [5.6], computer graphics simulation [5.7] and computer solid
modeling [5.8] was performed and experimental observations of cross-sections of a
CARBON-PEEK braided composite[5.6] were made. Figure 5.3 shows an idealized braid
cross-section cut longitudinally at a 45 ° angle to the braid surface. There are four groups of
yams inclined at angle a with the braid axis (z direction) in different directions; the yams in
each group are parallel to each other within a specific plane. Two groups of yarns are
parallel to the x'-z plane; the other two am parallel to the y'-z plane. The cutting plane is so
selected that it cuts through the diameter of a group of yams.
Figure 5.4(a) shows the unit cell identified from the analysis. The unit cell consists of four
partial yams being cut by six planes. Clearly, there does not exist such a unit cell which
only consists of four complete yams. The dimensions of the unit cell am (1/2)hx' in x'
direction. (1/2)hy' in y' direction and (l_)hz in z direction (braid length). The cross-sections
of the unit cell at (1/2)hz, (3/8)hz, (1/4)hz, (1/8)hz and O, are shown in Figures 5.4(b) - (f),
respectively.
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Figure 5.3 Braid cross-section cut longitudinally at a 45 ° angle to
the braid surface by the x'-z plane ABCD. z is the braid length
direction.
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Figure 5.3 Braid cross-section cut longitudinally at a 45 ° angle to
the braid surface by the x'-z plane ABCD. z is the braid length
direction.
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(b) _1 (c)_(d)
2(e) (f)
Figure 5.4 Unit cell geometry of 3-D track and column braid.
(a) unit cell. (b) unit cell cross-section at z = 1/2 hz. (c) unit
cell cross-section at z = 3/8 hz.(d) unit cell cross-section at z =
1/4 hz. (e) unit cell cross-section at z = 1/8 hz. (f) unit cell
cross-section at z = 0.
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5.2.3 Unit Cell Model
The portion of %020304 in Figure 5.3 is extracted and enlarged in Figure 5.5 to show
geometric details. In Figure 5.5, d is the yarn diameter, 0 is the braiding angle.
Dimensions of b, b' (see Figure 5.4) and hz can be obtained from the trigonometric
relationships:
d
b-
sinO
(5-D
d
cos0
(5-2)
hz=2d
%]1 + cos20
sin0 (5-3)
hz is actually the pitch length of braid formed in a complete machine cycle (four steps).
This length is one of the key parameters in controlling the fabric microstructures. Using
Equation (3), the braiding angle 0 can be expressed in terms of the braid pitch length hz:
O = sin "1"_/ 8
x/ (hz/d)2+ 4 (hz>2d)
Restriction hz > 2d was applied to the above equation to ensure that 0<0 <90 °. The physical
meaning of this restriction is that the braid pitch length must be greater than two diameters
of the yam to maintain a stable convergence point during braiding process.
As can be seen in Figure 5.4(b)-(f), each unit cell cross-section consists of four half oval
cross-sections of yam. Based on the assumption of non-crimp yam paths, total yam area
in every braid cross-section must be the same. Therefore, a conclusion can be reached that
any unit cell cross-section contains four half oval cross-sections of yam. The fiber volume
fraction can then be easily derived as:
1 d) (_ b') n d 2
Vf= 1 1 t:= 2 7tkhx, (5-4)(_ hx')(_ hy') hy' cos0
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Figure 5.5 A portion of braid cross-section (01020304) in
the x'-z plane consisting of four unit cells.
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where _ is the fiber packing fraction, which normally has a value of about 0.785 for 3-D
braids after matrix addition and consolidation [5.5].
The braid has the tightest structure when each yam is in contact with aLl its neighboring
yams, in other words, the yams are jammed against each other. Under this jamming
condition, the unit cell has a minimum dimension in both x' and y' directions, i.e.:
hy'mm = hx'min = 2 d
"_ 1 + cos20
cos0
(5-5)
and the braid has a maximum fiber volume fraction, which can be derived by combining
Equations (4) and (5):
cos0
Vfmax = _ _: l+cos2 0 (5-6)
Due to bulky fibers and nonlinear crimp nature, it is difficult to fabricate a braid having the
tightest structure. In practice, the fiber volume fraction is calculated directly from the area
of fibers to the area of braided composite in the cross-section perpendicular to braid axis:
Af
vf = (5-7)
where Ac is the area of the braided composite and Af is the area of total fibers given by:
Nv Av
Af= g:
cos0
(5-8)
Combining Equations (5-7) and (5-8), we have:
Nv Av
Vf= g:
Ac COS0
(5-9)
In order to measure the fiber compacmess in the braided structure, we define a braid
tighmess factor, rl, as:
(5-10)
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According toitsdefinition,thebraidtightnessfactorisactuallytheratiooftotalyam areato
the braidcross-sectionareainx'-y'planewhen O = 0". Using Equation (5-10),the fiber
volume fractioncan be simplifiedto:
11
Vf = x:_ (5-11)
cose
Clearly, the amount of fibers within the braid is limited by the maximum fiber volume
fraction V_t. Combining Equations (5-6), (5-9) and (5-1 I), we obtain:
rl _ cos{}
_< (5-12)Vf = _ eosO - _ 1<1+cos20
rc eos2e
rl-< 2 l+eos20 (5-13)
Based on the geometric analysis given above, braiding angle 0 is determined from yam
diameter cl and braid pitch length hz. The fiber volume fraction, Vf, is controlled by
braiding angle O and braid tightness factor r I. The tightness factor h, in turn, has to be
properly selected so that the required fiber volume fraction Vf is achieved and over-
jamming is avoided. Figure 5.6 shows the Vf-0 relationship based on Equation (5-12).
The fiber packing fraction is assumed to be 0.785 in our calculation. A maximum fiber
volume fraction of 0.617 is achieved at 0 = 0° (i.e. the "braid" is an assembly of
longitudinal yams without interlacing). At 0 = 90 °, which is impossible to achieve either
theoretically or in practice, fiber volume traction approaches zero. There is no such
maximum braiding an#e as suggested by Li, Hammad and E1-Shiekh [5.2], wherein 3-D
track-and-column braids can be made with 0< 0 <90 °. As 0 becomes higher, the yams
slide away from each other to form a more open structure, resulting in a lower fiber volume
fraction. In practice, a braiding angle higher than 45 ° is difficult to achieve because of yam
slippage creating difficulties in maintaining a constant height of convergence point.
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Figure 5.6 Relationship of fiber volume fraction to braiding
angle for various tightness factors. Fiber packing fraction _ is
assumed to be 0.785.
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Although a wide range offibervolume fractionscan be achievedfor3-D track-and-column
braids by using different levels of the braid tightness factor, the actual fiber volume fraction
is more likely to be closer to the jamming region as shown in Figure 5.6. The reason for
this is that yams am usually tighdy compacted by their neighboring yams due to the high
yam tensions applied to overcome inter-yam friction during braid formation. In practice, it
is possible that the fiber volume fraction achieved will be higher than Vfmax under jamming
conditions because of non-linear yam paths (yam crimp) in the braided structure. For
example, at O = 20 °, fiber volume fraction under jamming conditions is 0.615, while fiber
volume fractions in composites having a braiding angle of 20 ° observed from experiments
normally fall within a range of 0.60 to 0.65.
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5.3 Multlaxial Warp Knit
A series of studies on the technology, structure, and properties of the MWK preforms and
composites have been reported by Ko and his co-workers [5.9-13]. In this section, we
propose a unit cell model for the four-layer MWK structure. With minor modifications, the
analysis can be generalized into the MWK system with six or more layers of insertion
yarns.
The MWK fabric preforms having four directional reinforcements similar to quasi-isotropic
lay-up can be produced in a single step. The key geometric parameters of the MWK fabric
preforms, which affect the reinforcement capability and the composite processability,
include the number of yam axis, the orientation of bias yams, total fiber volume fraction,
pore size and pore distribution, and percentage of stitch fibers to total fiber volume. The
processing variables adjustable to control the MWK micro-structure include the type of knit
stitch, the ratio of stitch-to-insertion yarn linear density, the orientation angle of bias yarns,
and the thread count. The concept of a unit-cell is used to establish the relationship between
the geometric parameters and process variables.
5.3.1 Unit Cell Modeling
As demonstrated in the development of 3-D braid model, the first step in the unit cell based
modeling is to determine the unit cell dimension, so that it is the smallest repeating unit of
the structure. The second step is to assume some idealized cross-section shapes of the yam
bundles, based on experimental observations. The final and most important step is to
identify, the overall unit cell geometry, from which expressions for the key geometric
parameters can be derived, and the geometric Limits applied to the structure can be def'med.
As can be seen in Figure 5.7, the unit cell for the MWK fabric preform can be defined in
many ways to meet the def'mition for a unit cell. However, it would be most reasonable to
have a unit cell which consists of a complete knitting stitch, and the insertion yarns in the
unit cell are all symmetrical. Figures 5.8(a) and (b) show the unit cells t'or the MWK
su'ucture with chain and tricot stitch, respectively. Within the outlined in the figure, the unit
ceil consists of one each of 0 ° and 90 ° yams, two each of +0 and -0 yarns as well as a knit
stitch.
In order to determine the shape of yam cross-sections, a MWK reinforced carbon/epoxy
composite was cut perpendicularly to its 0 ° axis, polished and examined using an optical
microscope. Figure 5.9 shows the photomicrograph of a cross-section of the MWK
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composite. As can be seen in Figure 5.9, the insertion yarns have a rectangular cross-
sectional shape with rounded comers. For example, the 0 ° yarns have a width-to-thickness
aspect ratio of 5.7_.42.
Based on thisobservation,theinsertionyams axeassumed tohave a race-trackcross
sectionhavinga width-to-thicknessaspectratiof > i,as illustratedinFigure5.10(a).The
stitch yam, which has a much lower linear density than the insertion yarns and usually
contains some twist, has less tendency to spread out in the knitting process. Therefore, a
circular cross-section with a width-to-thickness aspect ratio f =1 is assumed for the stitch
yarn, as illustrated in Figure 5.10(b).
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(a) Chain stitch
(b) Tricot stitch
Figure 5.7 Multiaxial warp knit (MWK) with four
layers (0 °, 90 °, and +fl) of insertion yarns and (a) chain
stitch or (b) tricot stitch.
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(a) Chain stitch
(b) Tricot stitch
Figure 5.8 Unit cell which consists of one each of 0 ° and
90 ° yarns, two each of +e and -e yarns as well as a knit
stitch: (a) with chain stitch; (b) with tricot stitch.
90oi
0
._45 _
.45 _
Figure 5.9 Photograph of a cross-section of MWK
reinforced carbon/epoxy composite.
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Wt
(a) f=w/t>-I (b) ._=1
Figure 5.10 Shape and dimension of yarn cross-section: (a)
insertion yarn is assumed to have a race-track cross-section
with the width-to-thickness aspect ratio f > 1; (b) stitch
yarn is assumed circular in cross-section with f = 1.
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Figure5.11shows the idealized unit cell geometry for the MWK structure, including the
shape, dimension, orientation, and position of all the insertion and stitch yarns within the
fiber 3-D network. The knit stitch is assumed to have the tightest loop construction, and
the curved loop is idealized to a rectangular shape, as illustrated in Figure 5.11(b) and
Figure 5.1 l(d). The dimensions of the unit cell are x, Y, and Z, respectively,
corresponding to the 0 ° axis, 90 ° axis, and the thickness axis vertical to the 00-90 ° plane, as
shown in Figure 5.1 l(a) and Figure 5.11 (c).
d..., /_ Y _'/
i I : .-_=': ":':..... :'::!:::!:i_:!:i:i
I - .::: -:::
I.___ __i ......................._#_ ii_ii_......
(a) (b)
IL /
/
(c) (u)
Figure 5.11 Unit cell geometry of MWK structure: (a) with
insertion and chain stitch yams; (b) chain stitch yarns only; (c)
with insertion and tricot stitch yarns: (d) tricot stitch yarns only.
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Based on the idealized yam shape and unit cell geometry, the geometric model of the MWK
fabric preform can be established. In the following section, the expressions for yam
dimensions, unit cell dimensions, yam volumes, yam lengths, fiber volume fractions, and
criteria for geometric limit will be presented without derivation.
5.3.2 Nomenclature
r fiber packing fraction (fiber-to-yam area ratio)
0 fiber density (kg m 4)
_. yarn linear density (kg m-O
O angle of bias yams to 0 ° yarn (x direction)
ds diameter of stitch yam
w, t width and thickness of inseruon yams
f aspect ratio of insertion yarns (width to thickness)
S area of yam cross-section (m 2)
l_ yarn lenv.h (ml
1 yam length normalized with 0 ° yam length (X)
X, Y, Z unit cell dimensions in height, width, and thickness directions, respectively
, thread count lnumber of insertion varn per unit length, end mO
n fabric tighmess factor (as defined bv r_.q.(5-4,J,))
V volume (m:')
Vf fiber volume fraction
v percentage of insertion or stitch fibers to total fiber volume (%)
Subscripts x. y, 7. and _ all refer to yarn orientations in the unit cell frame
Subscripts c. i. and s refer to unit cell, insertion yarn and stitch yarn, respectively
98
5.3.3 Dimensions of insertion
The widths of _mon yams:
Wx - fx. tx
Wy =/y. ty
w__.O= f+--e, t+e
and stitch yarns.
(5-14)
(5-15)
(5-16)
The thicknesses of insertion yams:
_x
lx = --
Ki (_+fx) Px
ty =
._ X±e
tze = _
<,(j+_o)0=o
(5-17)
(5-18)
(5-19)
The diameter of stitch yarn:
ds -. m (5-20)
The cross-sectional areas of insertion and stitch yams:
\4 + fx" 1 .tx 2
_,:t4+i,-,).,,_
__+_--(4+,+-_,).,+__:
Ss = _" ds2
(5-21)
(5-22)
(5-23)
(5-24)
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5.3.4 Dimensions of unit ceil.
The dimensions of the unit cell in x (0°), y (90 °) and z (thickness) directions:
X = Cx.Wy
Y - _/• Wx
Z = tx + ty + 2 (t+_.e+ ds)
The orientationangleofbiasyams:
8 = tan'l_(_
The total volume of the unit cell:
Vc=X.Y.Z
(5-25)
(5-26)
(5-27)
(5-28)
(5-29)
5.3.5 Volumes of yarns in the unit cell.
The volumes of the inseruon yams in x, y and _-_--0directions:
Vix = Sx. X
Viy = Sy. Y
Vi-,-e = 2. S±9 N'X 2 + y2
The total volume of the insertion yams in the unit ceU:
Vi = Vix + Viy -,- Vi_+o
The volumes of the chain stitch yams in x, y and :O directions:
1
Vsx = 3.Ss-(X - _ ds)
Vsy = 2 .Ss. ds
Vsz = 2 .Ss.(Z-ds)
Vs__.o = 0
(5-30)
(5-31)
(5-32)
(5-33)
(5-34-a)
(5-35-a)
(5-36-a)
(5-37-a)
10o
The volumes of the tricot stitch yarns in x, y and _ directions:
1
Vsx = 2.Ss.(X - _ ds)
Vsy = 2 • Ss. ds
Vsz = 2 • Ss. (Z - ds)
v,.,,=s, +Y -ds)
The total volumes of the stitch yarns in the unit cell:
Vs = Vsx + Vsy + Vsz + Vs+_.o
(5-34-b)
(5-35-b)
(5-36-b)
(5-37-b)
(5-37)
5.3.6 Normalized yarn lengths in the unit cell.
The lengths of insertion yams normalized with the unit cell dimension x:
X
lix = X = 1
liy = tan 8
li__.e= 4 N/ 1 + tan20
(5-39)
(5-40)
(5-41)
The length of chain stitch yarn normalized with the unit cell dimension X:
ls=3+2.
3.ds+Z
X (5-42-a)
The length of chain stitch yarn normalizedwith tSe unit cell dimension x:
Is- 2+ 2 3.ds+Z ,
• X + N 1 + tanZ@ (5-42-b)
5.3.7 Fiber volume fractions.
The volume fractions of total insertion and stitch fibers:
I01
Vi
Vfi = _c" _:i (5-43)
Vfs = Vc" _:_s (5-44)
The volume fractions of all fibers in x, y, z, and _ directions:
Ki.Vix+ Ks.Vsx
Vfx = Vc (5-45)
_:i" Viy + _:s • Vsy
Vfy = Vc (5-46)
K:S • V sz
Vfz = Vc (5-47)
Ki • Vize + _:s - Vsze
V f±e = Vc (5-48)
The overall fiber volume fraction of the MWK fabric pretbrms:
Vf = Vfi + Vfs, or
Vf = Vfx + Vfy + Vfz + Vf+__e
Percentages of insertion and stitch fibers to total fiber volume:
(5-49-a)
(5-49-b)
Vfi
--. 1oo°,% (5-50)
vi = Vf
Vfs
--. 100% (5-51)Vs = Vf
5.3.8 Geometric Limitation
With the geometric model established, one can now proceed to examine the geometric limits
of the MWK structure. One important factor to be considered in the design and
manufacturing of fabrics is the yam jamming condition in fabrics. Yarn jamming condition
is a geometric boundarv condition under which all the yams are touching each other,
resulting in the tightest possible structure. The boundary condition which defines the
limiting geometry of the MWK fabric can be summarized by Eqs (5-52) to (5-54):
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X>_wy+ds
Y >_.Wx + 2.ds
X • sine + ds (1 + cose) >__w+_e
(5-52)
(5-53)
(5-54)
Combining with Eqs (25) and (26), Eqs (52) to (54) become:
d.__s w+_e-ds (1 + cose)Sx >max. 1 + Wy, Wy.sine J (s-ss)
2 -ds
Sy > 1 + Wx (5-56)
Eqs (55) and (56) serve as the criterion for yarn jamming, which not only gives the
boundary condition for the geometric model, but also defines the important processing
limit. In order to measure the degree of the fabric tightness, a processing parameter - the
tightness factor rl is introduced:
ds
(I + _y)
q = <_I (5-57)
e,x
Clearly, the higher is the tightness factor, the more compact the insertion yams are within
the fabric structure. When 11= I, the unit cell has a minimum dimension in x direction, and
the fabric has the tightest structure at an given an_vle of bias yams. After determining the
value of the tightness factor n, the orientation angie of the bias yams (0), and the ratio of
stitch-to-insertion yam linear density (ks/h) must be so selected that both Eqs (5-55) and
(5-56) are satisfied.
5.3.9 Results and Discussion
Using the equations developed in the analysis, we have established the key relations
between process variables and fabric geometry. The results of the geometric modeling can
be represented in many ways, and the selection of relations to be evaluated depends on the
specific technical need. We have focused on the overall fiber volume fraction (vf), the
percentage of stitch fibers (Vs), and the geometric Limit to describe the MWK structure. The
key process variables include the orientation angle of bias yarns (0), the ratio of stitch-to-
insertion yam linear density (z_-J_i), and the fabric tightness factor (11),
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The relationship between these geometric parameters and process variables is shown in
Figures 5.12 -5.14, using Eqs (5-14) to (5-57). In our calculations, we assume that tricot
stitch is used, fiber material and fiber packing fraction are the same for all insertion and
stitch yarns, i.e., g = _ = t:s and p = pi = Os; and all the insertion yarns have the same
linear density and width-to-thickness aspect ratio, i.e., Xi = Xix = My = _,i_ and fi = .fix =
fly= fi+o.
5.3.10 Effect of yarn linear density ratio on fiber volume fraction.
The fiber volume fraction relation in Figure 5.12 shows that for the fixed parameters
selected, only a limited window exists for the MWK fabric construction. The window is
bounded by two factors: yarn jamming and the point of 90 ° bias yam angle. Fabric
constructions corresponding to the curve marked "jamming" are at their tightest allowable
point, and constructions at the 0 = 90 ° curve have the most open structure. When o< 30 °,
jamming occurs in the whole range of yarn linear density ratio from zero to inf'mite. When
0 is in the range of 300 to 40 °, the fiber volume traction decrease with the increase in yam
linear density ratio until jamming occurs. When 0 = 45 °, the fiber volume fraction
decreases with the increase in yam linear density ratio to a minimum at about ls]li =t, and
starts to increase until jamming occurs. When 0 > 60 °, the fiber volume fraction has the
same trend as when 0 = 45 °, but yam jamming never occurs. The fiber packing in the
yams, taken as 0.75, limits the maximum fiber volume fraction in the fabric.
5.3.11 Effect of fiber orientation on fiber volume fraction.
The fiber volume fraction is plotted in Figure 5.13 against the orientation angle of bias
yams for seven levels of the fabric tightness factor. It can be seen that for a given tightness
factor, the fiber volume traction decreases as the bias yam angle increases. At _ > 1, yam
jamming always occurs. At rl = 1 and 0 = 50 °. the fabric has the tightest structure
(maximum fiber volume fraction) for the parameters indicated in the caption. At lower
levels of 11,smaller bias yarn angles are possible, but the fiber volume fractions also
become smaller.
5.3.12 Effect of yarn linear density ratio on fractional stitch fiber volume.
Figure 5.14 shows the percentage of tricot stitch fibers as a function of the ratio of stitch-
to-insertion yam linear density. The possible range of bias yam angle is from 30 ° to less
than 90 °. As can be seen in Figure 5.15, the stitch fiber percentage increases as the yam
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lineardensity ratio increases, but decreases as the bias yam angle increases. The process
window of vs is bounded by two curves as shown in Figure 5.14. The upper bound is
given by the yam jamming limit, and the lower bound is reached at 0 ---90°. This provides a
guide to determine the yarn linear density ratio to achieve a required stitch fiber percentage
for a given bias yam angle. For example, if we want to fabricate a MWK fabric preform
which has a 10% of stitch fibers and 45 ° of bias yam angle with other parameter being the
same as given in the caption of Fig.5.2, the ratio of stitch-to-insertion yam linear density
required is about 0.15 as can be read directly from Figure 5.14.
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Figure 5.12 Fiber volume fraction versus ratio of
stitch-to-insertion yarn linear density (tricot stitch,
= 0.75, p = 2.5 kg m-3, fi = 5, and _ = 0.5).
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Figure 5.13 Fiber volume fraction versus bias yarn
orientation (tricot stitch, _ = 0.75, p = 2.5 kg m-3,
fi = 5, and ls/li = 0.1).
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Figure 5.14 Percentage of stitch fibers versus ratio of
stitch-to-insertion yarn linear density (tricot stitch. _ =
0.75, p = 2.5 kg m-3, fi = 5, and _ = 0.5).
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Chaoter - 6 Auolications
6.1 Implementation of the Geometric Model for pre-form design
The geometric model is implemented on a Sun 3/160 work station using C language. The
computer code has a modular structure, each module performs a clearly defined function.
New modules can be added to increase the capabilities of the code. Current capacity of the
code include the computer simulation of the 3D braided structure (3DB) and the Multiaxial
Warp Knit (MWK) structure.
The simulation is divided into stages. In stage 1, a group of modules, which were compiled
into an executable f'de named preform generator, is executed. The processing and/or
geometric parameters are input from keyboard. Based on the logic described in earlier
chapters, the yarn path is determined and a device independent, neutral graphics file is
written. In stage two a model depictor converts this neutral data fries into screen images.
The Sun graphics library calls are used to draw the graphics primitives. The logic flow of
different modules are given below. The stage 1 is device independent. The data files after
stage one are written in ASCII text so that the fries are transferable from one computer
system to the other and all the modules need not to be run on the same machine.
I ar I I
[  °rm
| 3D Braid MWK
Fig. 6.1 The Simulation Engine
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6.1.1 The Preform Generator
Current capabilities for preform generation include the 3D braid and the MWK. The
computer codes toperform thepreform generationwere developedintheC computer
language.C isa powerfullanguage and isavailableinpracticallyallunixbased
workstations.The codes areportablewithminimal effortand hence arehardware
independent.The basicprincipleofpreform generationistoidentifya number ofkey points
along the yam trace and then to pass a yarn through the keypoints.
Preform genernfinn for 3D braid
The keypoints for the 3D braided preforms are generated from the machine motion. The
yam trace is determined by taking keypoints along the machine motion and then passing a
B-spline along the keypoints. The yarn path is simulated such that it assumes a shape that
minimizes the energy of the system. To accomplish this additional keypoints along the yam
center line is generated. These keypoints through which the B-spline passes are called knots
in spline vernacular. The details of the yam path modeling are given in Chapter 3.
Once the yam trace is established the yam cross-section is taken as a input and it is swept
along the trace to generate the solid yarn. The twist of the yam at the turning point is
calculated. A neutral, device independent graphics file is generated for later rendering by a
depiction program.
The keypoint generation for 3-D braided preform is accomplished by 3dbraid. The default
name for the output the intermediate data file is movernent.dat but it can always be
renamed. Once the yam-path is generated the solid yam is built along the path by calling the
module buiid__yarn. The graphics output of this stage is written in neutral graphics file.
The default name for the device independent graphics file is n.dat but is usually renamed to
represent the geometry, it renders.
Preform generation tbr MWK
The keytx)int trace for the MWK structure follows the same principle as 3-D braids,
although the actual implementation involves a few more steps. The added complexity arises
from the fact that the MWK structure consists of both insertion and stitch yams that have to
be considered separately. The keypoints for the stitch yams are generated by mwk. The
keypoints for the insertion yams are selected by observation. The body around the trace of
insertion yam is generated by the program xybuiid, the body around the trace of the stitch
yam is built by build_.yarn (same program as used for the 3D braid). The theory of
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selecting the keypoims is given in Chapter 3 and the details of the implementation is given in
the user manual section of this report.
6.1.3 The Model Depictor
The neuwal graphics data f'de generated by the model generators 3dbraid (for 3DB) or
mwk (forMWK) inconjunctionwith build..yarnand/orxybuild, isrendered on the
computer screenatthisstage.The depictionprogram used iscalledrender. The depiction
program ismore thanjusta image renderer,itcan alsomanipulatetheimage by rotatingit
fordifferentviews and produce sectiondiagrams by passinga cuttingplane through the
structure.
The rendering program reads in the neutral graphics t'tle and depicts it on the screen. While
the rendering logic is similar for all devices the actual subroutine calls are particular to the
hardware used. In the current project the hardware used to render the model is a Sun 3/160
workstation. The workstation is equipped with a Graphics Processor (GP). Sun 3/160 is
equipped with a 8 bit color display. The value of each pixel serves as an index to a
colormap table. This techniques allows the mapping of up to 16 million colors. At anyone
time the 8 bit monitor can however display up to 256 colors simultaneously.
The rendering of the neutral graphics f'tle is accomplished by fully utilizing the SUN
systems SunView GUI (graphics user interface). SunView is Sun Microsystems
proprietary system. It supports interactive graphics based applications running within
window environment. The driving engine for the renderer is render. The use of the
modules 3dbraid, mwk, buiid..yarn and render are described in section 6.1.4. The
code is listed in Appendix A,
6.1.4 Installation of Software on a SUN workstation.
The software is available on a SUN QIC 24 9 track data cartridge in tar format. To install
the software on to a SUN workstation the cartridge is to be placed in the drive and the files
to be extracted using the following command:
tar -xvf /rstO/nasa3d.tar
rst0 is the drive name and may vary from system to system. This will automatically create
the necessary subdirectories and install the code.
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The program issuppliedas executablesthatwill run on a SUN 3/160 workstation.To
obtaincopiesof theprogram contactFMRC attheaddresson the cover page.
6.1.5 Using the modeling software - User Instructions
The Simulation takes the following three steps to complete:
Step i: Depending on which preform structure (either the 3d braid or the Multiaxial warp
knit) is to be depicted, the modules 3dbraid or mwk is invoked to generate yarn
keypomts. The default name of the intermediate output after this step is the ASCII text file
movement.dat for 3dbraid and outfii for MWK.
Step 2: The solid yarn is built around the yarn trace using the module build__yarn and/or
xybuiid. The default name of the output file from this step is n.dat.
Step 3: The neutral graphics fde generated is then rendered on the screen by the module
render.
In the rest of the section step by step user instruction to generate yarn keypoints for a simple
3d braided structure and a simple Multiaxial warp. knit structure is given. In the following
section all the user commands are described in detail for use as a reference.
Preform Generation for 3d braided structure . User Instruction
i
. $ - i • - * i i i o
___L.__"_-TVr_i.... 4_,,:i.... i...... i,;V_ _-"
i
Fig 6.2. The Sun 3/160 Key Board
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1. After the software is installed, the model generation is started by typing
3dlraid <Realm>
The user will be prompted for the number of uacks and number of column information. The
queries and input are shown below. The user input is bolded.
How many tracks?4 <Return>
How many columns? 5 <Return>
Once the track and column information is input the user is prompted for the number of
movements to be simulated. For 4-step braiding, 4 movements complete a cycle. The final
prompt is for takeup distance.
How many movement_ <Return>
Dis_ncc?l <Enteror Return>
The input is checked for loom size. Currently the maximum allowable loom size is 50x50. If
either track or column exceeds the allowable value the input is rejected and the user is
prompted again.
Loom too big! # of trek or _ of column should be less than 50.
Tryagain!
How many tracks?
The data file generated by this step is named movement.dat. The data file for the example
inputs shown is appended in Appendix A2. The trace of the yarn path is recorded in
movernent.dat
2. Once the movement.dat is generated, the program build_yarn is used to place a
solid yarn along the trace. Proper yarn twist at changeover points is also incorporated at this
point. The task is started by typing
build_yarn <return>
The user is prompted for the geometry, of the yam. The cross-section is modeled as an
ellipse and the user is input for the major axis and the minor axis. For a circular cross-
section, the user needs to input the radius twice..An example session is shown below.
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build_yarn movement.dat<rcturn>
Yarn radial I? O._rcum_
Yarn radial 2? 0.2S<renm_>
The outputisa neuwal graphicsfileintextformatand isautomaticallynamed n.dat
(includedinAppendix A2).
It is important to note that steps 1 and 2 do not necessarily has to be carried on the Sun. The
user can run the program at his computer of choice and transfer the output n.dat to the Sun
for graphical rendering.
Preform Generation for MWK - User Instruction
The preform generation for the MWK follows similar principles as the 3Dbraid.
1. The first step is to generate the keypoints for the stitch yam. This is done by typing
mwk. On starting the mwk the user is taken through a series of queries for the processing
parameter. A sample query is shown below.
mwk <return>
Enter # of insertion yarn/unit length
2 <return>
Eater the angle (degree) of bias yams
40 <return>
Enter the radius of the insertion yam
.4 <return>
Eater the radius of the stitch yarn
.I25 <return>
Eater the radius of the stitch loop
.2 <return>
color of the stitch yam: I. 2, 3, 4
I <return>
2. Once all the necessary, input is given to the computer an intermediate outfil is generated.
This outt-tl records all the keypoints along the trace of the stitch yams.
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3. Next step is m build the trace of the insertion yarns. The insertion yarns are all arranged
along straight lines and hence the two end points of each yarn are taken as the keypoints.
The user needs m know the number of insertion yarns he or she needs to plot and then
calculatetlmcoordinatesofthe end pointsof thetrac_.The usertheneditsa smallf'fle,
ou_12, with all the kcypoints. A samplc outfil2, file is shown below.
9 120
10
0.0 0.5 0.225
1.0 0.5 0.225
10
0.0 0.5 0.225
1.0 0.5 0.225
10
0.0 1.5 0.22.5
1.0 1.5 0.225
29O
0.0 0.0 0.62.5
0.0 2.0 0.625
29O
1.0 0.0 0.62,5
1.0 2.0 0.62.5
3 45
0,0 0.0 1.02.5
I.O 1.0 l.OL5
3 _5
0.0 1.0 1.025
1.0 2.0 1.025
4 -45
1.0 0.0 1.425
0.0 1.0 1.47.5
4 -45
1.0 1.0 1.425
0.0 2.0 1,42.5
The data is entered in free format. The fh'st line has two elements. The t-u-st element denotes
the total number of yams to be plotted the second number denotes the number of sections
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each yarn is to have. The more the number of section the smoother is the yarn but at the
expense oflongercomputer time.After the firstlinethereisa threelineblockof datafor
each line.The firstlineineach block denotestheyam colorand thesecond number the
orientationof theyarn.The remaining two linesgivethestartingand end pointcoordinates.
Inthesample filethedataispreparedfornineinsertionyams.
4.The body isbuiltnow around the yam traces.The program build_yarn isused tobuild
around thestitchyarns.The build..yarn isthesame program as used to buildthe 3dbraid
yarns.A modified versionof build..yarn,named thexybuild isused to buildbody
around thetraceof theinsertionyams.
The programs are started by typing
build_ym-noutZ'il <return>
my n.dat m.dat
xybuild outffl2 <retuna>
The user dialog is very similar to that described for buildyam in the section/'or 3Dbraid
and the user is referred to that section. The default output from the code is n.dat. So care
should be taken to rename the n.dat generated by buildyam before xybuild is run or the
orizinal n.dat will be overwritten.
Once the two data Fries m.dat and n.dat are generated they are combined to one file. Each
of the files have two header lines which contain important information that is needed for
successful combination. A sample header for n.dat is shown below.
9 6462 6480
1.2000 -0.2000 2.1414 -0.1414 1.5982 0.0518
718 720
0.0900(0 0.700000 0.225000
Each file contains one block of data for each yam. Each block can be identified by its
header line which contains only two integers. In this example file the block header f'de starts
with the integers 718 720. The first block from m.dat contains only one block of data. The
f'rrst block of n.dat is replaced by the data from n.dat. The second line of n.dat is now
compared to second line of m.dat and modified as explained below. The second line
contains the information of the three-dimensional paraUelepiped that encompasses the MWK
structure. It is defined by inputting the range of x. y and z as shown:
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xmax xnSaymaxymmzmaxzmin
1.2000 -0.2000 2.1414 -0.1414 1.5982 0.0518
The xmax, xmin, ymax, ymin, zmax and zmin of thetwo fliesarccompared and the
maximum valueforxmax, ymax and zrnaxand theminimum valuesforxmin, ymin and
zrninarcchosen.These valuesarc used tomodify thesecond lineof n.dat.The neutral
graphicsi'deisnow readyforrendering.
Granhical Renderin_
The graphical rendering program is developed for a sun workstation environment. The
program is highly interactive. Initial input is by Keyboard but once the image is drawn on
the screen, further manipulation is done by the Sun Mouse.
The optimum display is obtained when the SunView window covers the whole screen. To
ensure this the user has two choices.
(a) The user can click at the comer of the active screen and select the full screen window
option of the popup menu. Some useful SunView window management techniques are
discussed in Section 5.
(b) The user can run the rendering program without starting SunView. In this case the
rendering program starts SunView and makes the active window span the whole screen.
To start the processing of n.dat neutral graphics file. type
model n.dat <return>
input cut plane normal 0.1 0.1 0.1 <return>
At this point the control buttons for image manipulation pops up on the right side of the
active window. The screen is shown in Fig. 6.3.
After the program starts the image is manipulated by the control strip. Different image
manipulation functions are performed by placing the cursor at the appropriate button and
depressing the middle mouse button. A schematic of the Sun Mouse is shown in Fig. 6.4
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Fig. 6.3ScreenDisplayduringSimulation
$un
Fig. 6.4 - The sun three button mouse.
In the rendering program only the left button is used. The fight button is used by
SunView to change the size of the windows and to exit from SunView. A schematic of the
control strip is shown in Fig. 6.5. As can be seen the control strip offers numerous options.
All these options are explained in the next section. In this session the minimal steps
necessary to render the neutral graphics file is described.
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1.Thefast step is to select a bounding paraUelepiped inside
which the model will be drawn. The user points and clicks
at the option Outbox. A wire frame paraUelepiped is drawn
on the screen.
Smaller_
enu Hid)
w Direc_
(Backwar_
(Cutting.)
(Forward)
(Get Rast_
(Move Ras_
(Load Ras_
Restore
L Cut Fil.
( EXIT
Fig. 6.5
Schematic of the
Control Strip
2. The user then controls the size of the parallelopiped by
clicking the viewing buttons. The R, L, U and D
buttons move the viewpoint to right, left, up and down
respectively. The corresponding lowercase buttons perform
the same function but at a slower rate and hence can be used
to f'me tune the position of the box. The Larger, Smaller,
! and s buttons are used to increase the size of the box.
Larger and Smaller buttons increases or decreases the size at
a higher rate than the 1 and s buttons respectively.
3. After the box is placed the yam can be drawn by using
one of the image buttons. The X-Frame button draws a
wire frame image of the yarn. The Solid option draws a
hidden line solid model.
4. The image can now be saved as a raster f'lle by using the
Move Rast button.
5. To view a cross-section along a cutting plane the user
uses the cutting in conjunction with the Forward and
Backward buttons. While the cutting plane is
predetermined, it can be moved along its normal by the
Forward and Backward buttons. The position of the
plane can be seen on the display. Once the cutting plane is
positioned, the cross section is displayed by clicking on the
cutting button.
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6.1.5 Command reference of the image manipulation controls
The image manipulation commands are cataloged below. To select (or use) any of the
commands the user needs to position the cursor in the appropriate box and press the left
mouse button.
_i_.!me ge
C Lin 
(X-Frarne
SolidReset.
The lmaee Buttons
These buttons Control the Type of Image Generated by the
code.
Line
Selecting the Line button draws a wire frame mesh of the
model within the bounding box.
X-frame
This button is not in use at this time.
Outbox
Draws the bounding box for the model.
Draws a hidden plot model of the yarn.
R_t
Resets the viewing parameters to default and erases the
screen.
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a r
L I
U u
D d
The Viewim, Buttons
The viewing buttons are used to position the outbox to look
at the unit cell from different aspects.
R ar
The R button is used to rotate the outbox counter
clockwise. The r button is used to rotate the outbox in the
same direction but at a slower rate.
The L button is used to rotate the outbox clockwise. The !
button is used to rotate the outbox in the same direction but
at a slower rate.
Uandu
The U button is used to move the outbox up in the positive
z direction. The u button is used to move the outbox in the
same direction but at a slower rate.
C Larger_
CSmaller_
The Size Buttons
The size buttons control the size of the outbox
kare 
The Larger button increases the screen size of the outbox.
The effect is to zoom in along the viewing line.
Smaller
The Smaller button decreases the screen size of the
outbox. The effect is to zoom out along the viewing line.
The I and s buttons are the slow speed counterparts of the
Larger and Smaller buttons.
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CMenu Hid)
(Sw Direc_ The Menu Hid button hides the menu. This is useful for
taking snapshot of the screen.
SwD t
This button is not in use
(_Backwarc)
CCotting)
(Forward)
The Cutting Buttons
Backward
The Backward button moves the cutting plane along a
normal to the plane in the negative direction.
Forw d
The Forward button moves the cutting plane along a
normal to the plane in the positive direction.
Get Rast
Move Rast
Load Rast
RestoreCut F'fl
The File Buttons
The file buttons manipulates the sun raster fries.
Get Rast
The Get Rast button reads are raster f'fie and displays it
on the screen.
Move Rast
The Move Rast button creates a raster f'fle with the
current screen image.
Load
The Load Rast button displays the contents of a raster file
Restore
The Restore button restores the position of the cutting
plane
124
The Exit Button
Selecting the exit button quits the program and closes the
model window.
6.1.6 Starting the Rendering program inside SunView
The rendering code when started from outside SunView automatically invokes SunView.
That is the easiest way to start the code. On the other hand starting the code from inside the
code has the advantage that the user can predetermine the size of the window in which the
model will be drawn. The user can also have other windows open that he can use in
conjunction with running the program. In this section limited instructions are given to
manipulate the windows for such a purpose. For exhaustive discussion on the SunView
environment the user is referred to [6.1.2 ].
To start the rendering program place the cursor in a command or shell window. Fig. 6
depicts a typical SunView desktop with a open shell window. The frequently used
techniques are described below
Ovenin_ a New Shell
New Shell Windows are opened from the SunView menu. SunView menu is opened by
cLicking the right mouse button when none of the windows are active. From the SunView
menu selecting the item Shells pops up a new Shell.
Resizin_ the Shell Window
The size of the shell window determines the portion of the screen that will display the
model. To change the size of the shell window the cursor is placed on the top window
border. Pressing the right mouse button pops up a Frame Menu. The Resize menu item is
used to control the window size. The Resize is a pull right menu. The choices offered by the
menu are constrained and unconstrained resizing, zoom and Full Screen. The cursor is then
placed near the comer or frame border. Pressing the middle mouse button the bounding box
can be adjusted to requirement. Zoom expands the window vertically to maximum and Full
Screen expands the window to encompass the whole screen.
Exiting SunView
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To exitSunVicw theSunVicw menu ispopped up and theitem ExitSunVicw isselected.
6.2 Application for Engineering Design
The vis_//z_don of the arc_tecmrc on thecompmer allowsus tolook a_themodel without
going through the time consuming and expensive operation of actually making a prototype.
Once a textile pre-form is decided upon it can be readily discretized into a f'mite structure.
The software developed can allow us to connect it to a structural analysis program.
6.2.1 Automesh Generation
The graphical rendering of any shape requires the object to be discretized into a finite number of
polygons. The larger the number of polygons is, the realistic the depiction is, This discretization
can directly be used to obtain a f'mite element model of the unit cell. The polygons that describe the
surfaces are taken as a single element and the triangular elements Each triangle is systematically
broken up into four smaller triangles. Adjacent mangles are then combined to form as many
quadrilateral elements as possible.
6.2.2 A Case Study
As an example of application of the modeling techniques in engineering design we present a work
carried out at the fibrous materials research center. The center was called upon to design and
fabricate flanged tube for a helicopter. The flanged tube was designed to transmit torque from
engine to the hub of a helicopter blade assembly. The tube was to be made of composite material.
It was suggested by the client to use IM7-W 12k graphite fiber and to use PR500 resin as the
matrix. The matrix and fiber properties are given in Table 6.2
Properties
Tensile Stren[th(Ksi)
Tensile Modulus(Msi)
IM7-W PR500
769 8.3
44 .507
Tensile Strain(%) 1.79 1.9
Density(_/cc) 1.78 1.245
W_ (°C'q 205
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The flangedtubewas subjectedtostaticbending and fatigueloading.The staticloadingcomprised
of 771,400 in-lbtorqueand 38,750 in-lbmoment; thefatigueloading was 175,000"3:175,000in-lb
torqueand 0"227,680in-lbmoment. The torqueand bending moment occured atthesame time.
The fabrication process included f'u'st layer 2-D braiding on tubular flange, thickness built-up with
woven fabrics and then overbraiding on tube and flange for final process. The braiding angle of
the flange tube is +45 °. The fiber volume fraction is about 50%.
Geometric Modeling
In braiding operations, all braiding yarns move with their carriers and wrap around the surface of
the mandrel. One group of braiding yarns moving clockwise forms an angle of 40 with the
mandrel axis; the other group of braiding yarns, moving anticlockwise, has an angle of -0. These
two groups of braiding yarns (5.'0) are interlocked, forming a biaxial fabric on the mandrel.
Braids can be formed with different yam interlacing patterns in a manner similar to that of woven
fabrics simply by changing relative position of carriers on the track ring. If one bias yarn
continuously passes over and under one yam of the opposing group, the pattern is designated as
1/1 (or diamond) braid. Other simple interlacing patterns in common use include 2/2, 3/3, 2/1 and
3/1 braids. After examing each pattern and considering the resulting volume fraction and effective
moduli the 212 biaxial braid was chosen for the flanged tube.The effective properties were then
used in a f'mite element model to complete the design process.
Finite Element Modelling
The f'mite element analysis(FEA) is performed in order to examine the stress distribution in the
flanged tube when it is under the operation environment. The FEA procedures include the
definition of the geometry, the boundary conditions, the material properties and element type in the
analysis. In this project, 2-D shell element is chosen for the finite element analysis. In the analysis
the total number of nodes is 260, and the total number of elements is 240. The created geometry
and the element meshes are shown in Figure 6.6 from different views.
The element type used for the finite element analysis is nonlinear composite quadrilateral
shell element. This is a 4-node muff-layer quadrilateral shell element with bending
consideration, which is capable of analyzing three-dimensional structures. Six degrees of freedom
(three translations and three rotations) per node are considered.
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Figure 6.6 The geometry and element meshes of the flanged tube.
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For the boundary conditions, fixed dispac_ments at the end of tube are imposed, while the torque
and bending moment arc applied on the edge of the flange according to the provided loading
environment. The loadong conditions are illustrated in Figure 6.7. Both the torque and the
bending moment can be equated by a set of force components uniformly distributed over the nodes
on the edge of the flange. For the purpose of simplicity, only 9 inches of the tube in length is
considered in the analysis.
I I
Boundary Conditions-- Load
Moment Y Y
z I
x
Z
@
Torque
T=Fxr
y
F
Z
F
F
Figure 6.7 The loading boundary conditions of the flanged tube.
The stiffness matrix of the flanged composite tube obtained using the Fabric Geometry Model is
given as follows:
129
6.15 4.88 0.27 0 04.88 6.15 0.27 0 0
I 0.27 0.27 1.33 0 0
I
I 0 0 0 0.63 0
0 0 0 0 0.63
0 0 0 0 0
o10
ol
° I
5.13
The stiffness matrix can be used as input into the COSMOS finite element package to compute the
stress and displacement distributions of the flanged composite tube. The results, such as Cx, ay,
_z, '_xy, '_xz, "_yz, von-Mises stress, Uy,Uz and resultant displacement Utot, are used to see if any
material or design limit is exceeded. As an example of the von Mises stress fringes are presented in
Figures 6.8. From the figures, the maximum stress occurs in the tube portion and the value of the
maximum stress does not exceed the material limit.
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Figure 6.8 The contour plot of von Mises stress in the flanged tube.
Appendices
Model Generators
3 D BRAID - MOVEMENT GENERATOR
/* Movement Generator */
# include <math.h>
#include <usercore.h>
#include <stdio.h>
#define SIZE 50
#define FASLE 0
staticshortx_matrix_SIZEl[SIZE][2l_y_matrix_SIZE][SIZEI2]_initial[SIZE][SIZE];
staticintn track,n_column;
staticintmovement,right,up,track,column;
staticintyarn_index;
staticfloatdist,yarnlocat[SIZE][3];
intyarn_color,n_pair,n_knot;
shortyarn_matrix[SIZE][SIZE][I0];
struct{
float x;
float y;,
float z;
]knotxyz[100];
struct{
shortindex0;
shortindex1;
shorti;
shortj;
shortii;
shortjj;
shortflag;
}knot[lO0];
main()
{
int ij,k,ii;
FILE*fptr,
again:printf("\nHow many tracks?");
scanf("%d",&n_track);
printf("\nHow many columns? ");
scarLf('%d",&n_column);
printf("\nHow many movement?");
scan_f("%d",&movem ent);
printS"\nDistance?");
scanf("%f',&dist);
yarn_indexffin_knot;
if(n_track>SIZE IIn_column>SIZE )
{
printf("\nLoomtoobig!# oftrackor# ofcolumn should be lessthan 50. \n Try again[");
gotoagain;
}
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bui]d_xy_matrixO;
print_xy_matrixO;
yarn_indax=O;
for (i=O;i<n_track;i++)
for(jfO_<n_column_++)
if(y_matrix[i][j_O] !=0{I x matrix[i][j_O] !=0)
{
yarn_index++;
mitiai[iIJ]=l;
}
for (i=0;i<n_track;i++)
{
for(jffi0fl <n_columno++)
print f("%d",initial[i][j]);
printf("\n");
}
fptr = fopenCmovement.dat","w");
/*fprintf(fptr,"%d %d\n",yarn_index,movement/2+ 1);
*/
fprintf( fptr," %d %d\n",yarn_index,movement+ 1);
movement++;
yarn_color ffi 3;
yarn_index=0;
for (i=0;i<n_track;i++)
for(jfOtj<n_columnlj++)
{
if(initial[i][j]!---OY*ifinitial[i][j]=l,itisyarn!*/
{
for (k=0;k<movement;k++)
{
if(k_0)
{
track=yarn_locat[k][2]ffii+ 1;
yarn_locat_k][1]=0;/* y coord, is ZERO */
columnfyarn_locat[k][0]fj+ 1;
right=O;
up=O;
}
else
{
if(k%2 !=0}/*move trackfirst
move_track(k);
else
move_column(k);
}
yarn_locat[k][1]=k*dist;
/*end ofmovement */
printf("yarn # %dkn",yarn_index);
fprintf(fptr,"%dkn",yarn_col or);
yarn_color= (yarn_colorffiffi3) ? 4 : 3;
*/
for(kffi0;k<movement;k++)
/*if (k%2ffi=0)*/
{
printf('%2.4f %2.4f %2.4f_n",yarn_locat[k][0],yarn_locat[kI1],yarn-locat[k][2]);
fprint f(fp t r,"%2. If %2. If
%2.1f_n" _varn..locat[k][0],yarn_l ocat[k][ 1],yarn_locat[k][2]*0.7);
}
fprintf( fptr," \n");
yarn_index++;
}
}/* end of yarn location */
initial..yarnmatrix();
for (kffi0;k<movement-1;k++){
if(k%2) shift__track(i,i+l);
else shift_column(i,i+l);
ii_k%2 && k l=O ){
n_pairffiO;
knot_search(i-I_+1);
pick_knot(n_pair,k*dist);
}
i++;
}
for(i--O;i<n_knot;i++)
printf("\n%2.2f%2.2f
fprintf(fptr,"%d\n",n_knot);
for(i=O;i<n_knot;i++)
fprintf(ptr,"\n%2.2f %2.2f %2.2f
knotxyz[i].x,knotxyz[i].y,knotxyz[i].z);
close (fptr);
} /* end of main program */
%2.2f ",knotxyz[i]_,knotxyz{i].y,knotxy_i].z);
move_track(k)intk;
{
if(right_---O)
{/*move right */
columnfyarn_locat[k][O]fficolumn+x_matrix[track-l][column-1][right];
yarn_locat[k][2]fyarn_locat[k-l][2];/*keep Z direction*/
H,ght,.=1;
}
else/*move left */
{column=yarn_locat[k][O]=column+x_matrix[track-1][column-1][right];
yarn_locat{k][2]=yarn_locat[k-1][2];/*keep Z direction*/
right=O;
}
}/* end of move_track */
move_column(k) int k;
{
if (up--FALSE)
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{
track=yarnJocat{k][2]=track+y matrix[track- lIcolumn-IIup];
yarnJocat[k][O]=yarn_locat{k-1 ][0];
up=l;
I
{
track=yarnJocat{k][2]=track+y_m atrix_track-iIcolumn- 1]{up];
yarnJocat[k][O]=yarn ]ocat{k-l][O];
up-O;
}
/* end of move column */
print_xy_matrixO
{
intij,k;
printf('\n");
for(k---Otk<2;k++)
for(i=O;i<n_track;i++)
{
if(k_O)
{
for_j=O<n_column_ ++)
printf("%2d",x_matrix[i][j][O]);
printf('\n");
}
else
{
if(k==l && i==O)printf("kn");
for(j=O_<n_column;j++)
printfC%2d ",x_matrix[i][j][1]);
printf("\n");
}
printf('\n");
for(k=O;k<2"_++)
for(i=O;i<n_track;i++)
{
if(k==O)
{
for(j=O;j<n_column_ ++)
printfC%2d ",y_matrix[i][j][O]);
printf("\n");
}
}
}
eI$e
{
if(k_l && i==O)printf("\n");
for(j=O;j<n_column_j++)
printf("%2d",y_matrix[i][j][l]);
printf("\n");
}
/*end ofprintx..y-matrix */
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build_xy_matrixO
{
for (i=O;i<n_track;i++)
for(jffiO_j<n_columno++)
for (k=O'_<2_++)
x_matrix[i][j ][k] =y matrix[il[j][k]finiti al[i][j]ffiO;
for(k--O;k<2;k++)
for(i=O;i<n_track;i++)
{
if(k_O)
{
if(i!---0&& i[=n_track-1&& i% 2 !---0)
for(j=O;j<n_column-I;j++)
x_matrix[i][j][O]=I;
if(i!=0&& i!=n_track-I&& i% 2 !=1)
for(jffil;j<n_co|umn;j++)
x_rnatrix_i][j][O]=-I;
}
else
{
if(i!--0&& i!=n_track-I&& i% 2 !=0)
for_ffi1;j<n_colurnno++)
x_matri_i][j][1]=-1;
if(i!--0&& i!=n_track-1&& i% 2 !=I)
for(j=O:j<n_column-1;j++)
x_matrix[i_][1]=1;
}
}/*end ofbuildx_matrix */
for(k=O;k<2;k++)
foffiffiO;i<n_column;i++)
{
if(k--_-o)
{
if(i!=0&& i!=n_column-1&& i% 2 !--O)
for_fO;j<n_track-1;j++)
y_matrix[j][i][O]=I,
if(i!--O&& i!=n_column-I&& i% 2 !=i)
for(jfl;j<n_track;j++)
y_matrix[j][i][O]=-I;
}
else
{
if(i!=0&& i!=n_column-1&& i% 2 !=0)
foffj=1;j<:n_tracko++)
y_matrix[j][i][1]=-I;
if(i!--O&& i!=n_column-1&& i% 2 !=1)
for(j=O:j<n_track-1;j++)
y_matri_][i][1]=I;
}
}/*end ofbuildy_matrix */
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} /* end of build xy_matrix */
initial_yarn_matrixO
{int ijjarn index;
yarn..indax = 1;
for (i=O;i<n_track;i++)
for (jfO;j<n_column;j++)
yarn_matrixfi][j][O] = (initial[i][jlffi=l) ? yarn index++ ._;
}/* end of initial_yarn_matrix */
shiR track(index0,indexl)intindex0,indexl;
{int i j;
for (i=O;i<n_track;i++)
for (jffiO;j<n_column_++) yarn_matrix[i][j][indexl] =
yarn_matrix[i][j][indexO] ;
for(ira1;i<ntrack-1;i++){
if(yarn_matrix/i][0][index1]>0){/*RIGHT */
for(jfl;j<n_column;j++)
yarn matrix[i][n_column-j][indexl]=
yarn_rnatrix[i][n_column-j-1][index11;
yarn_rnatrix[i][0][indexl]= 0;
}
else{/*LEFT */
for(jf0;j<n_column-l;j++)
yarn_matrix[i][j][index1]ffi
yarn matrix[i][j+1][indexl];
yarn_matrix[i][ncolumn-1][indexl]=0;
}/*thenext track*/
}/* end ofshifttrack*/
shift_column(index0,indexl)intindex0,indexl;
{inti,j;
for(i=0;i<n_track;i++)
for(jf0;j<n_co[umn_++)yarn_matrix[i][j][indexl]=
yarn_matrix_i][j][indexO ] ;
for(i=1;i<ncolumn-1;i++){
if(yarn_matrix[0][i][indexl]>0){/*DOWN*/
for(j=l_j<n_track_j++)
yarn_matrix[n_track-j][i][index1l=
yarn matrix[n..track.j-1][i][indexl];
yarn_matrix/0][i][indexl]= 0;
}
else{/*UP */
for(jf0;j<n_track-1;j++)
yarn_rnatrix[j][i][indexi]ffi
yarn_matrix[j+1][i][indexl];
yarn_matrix[n_track-1][i][indexl]=0;
}/*the next column */
}/* end ofshiftcolumn */
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knot_search(indexO,index1)intindexO,indexl;
{
intij,iidj;
for(i=O;i<n_track;i++)
for(j=O;j<n_column;j++){
if(yarn_matrix[i][j][indexl]!--0){
for(ii=O;ii<n_track;ii++)
forQjfO;jj<n_column_++){
if (yam matrixii][j][indexl]==yarn_matrix[ii][jjIindex0] &&
yarn_matrix[ii][jj][indax 1]==yarn_matrix[i][j][index0] &&
yarn_matrix{ii][jj][indexl][=0){
/*printf("\nPAIR %d
%d',yarn matrix[i][j ][index 1],
}
}/*end ofknot search*/
yarn_matrix[ii][jj][indexl]);*/
knot_n_.pair].indexO= yarn matrix[i][jIindexl];
knot[n_pair].indexl = yarn_matrix[ii]Uj][indoxl];
knot[n_pair].i =i;
knot{n_pair].j = j;
knot[n_.pair].ii = ii;
knot_n_pair].flag = -1;
knot[n__pair++].ii =jj;
}
pick_knot(n_pair,y)int_pair;float y;
{hat id,k;
for (i=O;i<n pair;i++){
if (knot_i].flag == -1){
knot{i].flag = 1;
for(j=O_j<n_pair;j++)
if((knot{i].indexO==knot{j].indexO&& knot{j].flagl=i &&
knot[i].index1_knot[j].index1)li
(knotIi].indexO_ knot(j].indexl&& knot[j].flag!=1&&
knot{i].indexl_ knot{j].indaxO))knot[j]flag= O;
}
}
for (i=O;i<n_pair;i++)
if (knot[il.flag _ 1){
knot2oyz_n_knot].z= (knot{i].i+ knot_i]-ii+2)/2.0;
knotxyz[n_knot]_x= (knot[i].j+ knot_i].jj+2)/2.0;
knotxyz[n_knot++].y= y;
}
MWK -_OINT GENERATOR
/*
mwk unitcellbuilder
history:.
original development in Fortran -> Dr. Charles Lei
C conversion Anisur Rahrnan ¢16/93
*/
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#inaude <Jt_o.h>
#inaude <mtdl/b.h>
#include <math.h>
#defineLOOP I0
#definePOINTS_FEE_STITCH 33
#defineDIMENSIONS 3
int noolor;
int indl, ind2, ind3;
float din;
double pi,dx,dy,sqrt2,theta;
double rstitch, rinsert, Hoop;
double cooriLOOP][POINTS PER_STITCH][DIMENSIONS];
FILE_;
main(){
putsC Enter # ofinsertionyarn/unitlength");
scanf("%f',&din);
dx=IYdin;
puts("Enter the angle(degree)ofbiasyarns");
scanf("%Ig",&theta);
pi= 4.*atan(L);
thetaffitheta/180.*pi;
dy= (ix* tan(pi/2.-theta);
puts("Enterthe radiusofthe insertionyarn");
scanf("%lg",&rinsert);
puta(" Enter the radius of the stitch yarn");
scanf("%Ig",&rstitch);
puts("Enter the radiusofthe stitchloop");
scanf("%Ig",&rloop);
/*
Compute the geometry withinan unitcell
*/
for(indl= 0_ndl !=LOOP; indl++)
for(ind2=0;ind2 !=POINTS_PER_STITCH; ind2++)
for(ind3=0;ind3 !=DIMENSIONS; ind3++)
coor[indl][ind2][ind3]=0;
coor[0][0][0l=dx/2.-rstitch;
coor[0][0][1]=-rstitch-rloop;
coor[0][1][0]=dx/2.-4.*rstitch*(2.*rstitch/dy)-rstitch;
coor[0][1][2]=-2.*rstitch-(2.*rstitch/dy)*4.*rstitch;
cooff0][2][0]=dx/2.-rloop;
coor[0][2][1]--dy-rloop-rstitch;
sqrt2_qrt(2.);
coor(O][3][O]=dx/2-rloop/sqrt2;
coor[0][3][l]=coor[0][2][l]+rloep/sqrt2;
coor[0][4][0]=dx/2;
cood0][4][l]=dy-rstitch;
coor[0l[S][0]=dx/2.+rloop/eqrt2;
coor[0][5][1]=coor[0][3][1];
coor[O][6][O]fdx/2.+rloop;
coor[O][6][1]fficoor[O][4][ 1]-rloop;
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¢oor[OI7IO]=dg/2.+rstitch+2.*rstitch*( 2.*rstitch/dy);
coodOITIll=-rstitch;
coor[OI 7][2]ffi-2.*rstitch;
coodOI8IO]_oor[O][4][O]+rstitch;
coodOISI1]f-rloop-rstitch;
coor[OI9]_O]_lz/2.;
coodOIg][1]ffi_ly/2.-rinsert*sqrt2;
coor[OI9][2]f7.*rinsert;
coodO][lOIO]=d_JZ;
coor[O][lOI1]ffidy/2.;
coor[OIlO][2]ffiS.*rinsert+rstitch;
coor[O][11][O]ffidx/2.;
coot[O][ 11][ 1]ffidy/2.+sqrt2*rinsert,
coodOI1112]f7.*rinsert;
coor[O][12][o]fcoor[O][8][O];
coodO][12][1]fcoor[O][6][1];
coor{O][13][O]fcoodO][7][O];
coor[0][13][ 1]=coo_0][7][ 1]+dy;
coor{O][13][2]f-2.*rstitch;
coor[OK14][O]=coor[O][6][O];
COOl[O][14][ 1]--.coor{0][6][1]+dy;
coor[O][14][2]--coor[O][6][2];
coor[O][lS][o]--coor[O][5][o];
coodOl[15][ll---coor[Ol[5][ll+dy;
coodO][16][O]fcoor[O][4][O];
coot[Of[161[l]=coodO][4][l]+dy;
coor{O][17][O]=coor[O][3][O];
coor[0][17][1]=coor[0][3][1 +dy;
coor[Ol[18][O]=coor[O][2][O];
coor[0][18][1]=coor[0][2][1]+dy;
coor[O][19][O]=clx/2.-rstitch-2.*rstitch*(2.*rstitch/dy);
cood0][19][1]=dy-rstitch;
coor[O][19][2]=-2.*rstitch;
coor_O][20][O]--dx/2.-rstitch;
coor[O][20][ 1]=dy-rstitch-rloop;
coor(O][21][O]fcoor{O][9][O];
coor[0][21][1]=coor[0][9][1 +dy;
coor[O][21][2]=coor[O][9][2];
coodOl[221[OlfcoodO][10][o];
cood0][22][I]=¢oor[0][lO][1]+dy;
coor[O][22][2]=coor{O][I0 2];
coodO][23][O]fcoodO][lI][0];
coor[O][23][1]=coor[O][ll][1]+dy;
coodOl[23][21fcoodO}[1II[2l;
coor[O][24][O]=coor[O][20][o];
coor[0][24][1]=¢oor[O][20][1]+dy;
coor[O][24][2]=coor[O][20][2];
coor[O][2S][O]=coodO][I9][O];
coor[Ol[25][ll=¢oodOl[19][ll+dy;
coor[Ol[25][2]=coor[O][19 2];
coor[O][26][O]fficoor{O][1][O];
coor[0][26][ 1]=coor{O][1][ 1]+dy*2;
coor[O][26][2]fcoor[O][1][2];
/*
WriteSun F_le
*/
fp= fopen("outfil","w");
fprintf(fp,"1 27\n");
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put_" colorofthe stitchyam: I,2,3,4 \n");
scani_'%d",&ncolor);
fprint_fp,"%d\n"_ncolor);
for(indl= 0;indl l=27;indl++)
fprintf(fp,"%10.6f%10.6f%10.6f_n",coor[0][indl][0],
coor[01indl][1],coor{0l[indII2]Y,
3D BRAID YARN BUILDER
#include<math.h>
#include<usercore.h>
#include<stdio.h>
#define NC 50
#define NSET 6
#define MAXLINE 400
#define MAXVLINE
#define PI 3.141596
5000
float cp{NC][3];
float cm[NC*2][3];
float bbox[3][2];
int _,pj,M_;
double a[3][3];
float radial 1,radial2,u,v,x,y_z;
float pp[60000][3];
int index{60000][6],ind;
int count ,nvert,npoly,nzset,nvpzset,countl,total_vert,old_count;
intpoly_index,finish..yarn,movement,yarn_color;
intknotk,knotn_c;
float line_vert[MAXVLINE][3];
int line indexlMAXLINE][8],nline,nlvert;
static float cube{813]={{O.O,O.O,O.O},
static float pmatrix[414]={{-0.5,1.5,-l.5,0.5},
{0.0,0._I.0},
{1.0,0.0,1.0},
{1.0,0.0,0.0},
(o.o,1.5,o.o},
{o.o,1.5,1.o},
(1.0,1.5,1.0},
{1.0,1.5,0.0}};
{1.0,_.5_.0,-0.5},
{_.5,0.0,0.5,0.0},
{0.0,1.0,0.0,0.0}};
F_LZ*fp_
structv_p_count{
shortv_count;
shortp_count;
}v_p_count[600];
main(argo, argv)
intargc;
char *argv[];
{
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int i,i_i,ncu_;
int n_poly_pobj,n_vert_pobj,vert_count,poly_count;
print_'\nYarn radial 17 ");
scanf('%f',&radiall);
printt('XnYarn radial 2? ");
scanf( "%f',&radial2);
poly_index - total_vert ffiold count = O;
finish_yarn ffiO;
fptr = fopen(argv[1],"r");
fscanf( fptr ,'%d',&movement);
fscanff fptr," %d",&nc);
for (finish_yarn =O;finish_yarn<movement;finish_yarn++)
{
fscanfffptr,"%d",&yarn_color);
for (i=O; i<nc;i++)
fscanfffptr,"%f %f %f',&cp[i][O], &cp[i][ 1 ],&cp{i][2]);
ind=O;
/* printf("#%d",finish_yarn); */
/*build_control_mosh(nc);*/
v_p_count[finish_yarn].v_count=v_p_count_finish..yarn].p_count = O;
build_yarn();
}
/*
cell();
*/
close (fptr);
fptr ffifopen Cn.dat","w");
for (i=O;i<total_vert;i++)
{
if(i _ O)
{
bbox[O][O]fbbox[O][ 1]=pp[i][O];
bbox[ 1][O]=bbox[ 1][1]=pp{i][1];
bbox{2][O]ffibbox[2][1]fpp[i][2];
}
else
{
if (bbox[O][O]<pp[i][O]) bbox[O][O] = pp[i][O];
if (bbox[O][1]>pp[i][O]) bbox[O][1] ffipp[il[O];
if (bbox{ll[O]<pp[i][1]) bbox[1][O] = pp[i][ll;
if (bbox[ll[ll>pp[il[1]) bbox_l][1] = pp[i][1];
if (bbox[2][O]<pp[i][2]) bbox_2][O] ffipp[i][2];
if (bbox[2][ 1]>pp[i][2]) bbox[2][1] = pp[i][2];
}
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fprintf(fptr,"%d %(1 '_l\n",movement,poly_index, total_vert);
fprintf(fptr, "%4.4f %4.4f %4.4f
%4.4fknM,bboziO][O],bboziOI1],bboz{ 1][O],bbox[ 1][ 1],bboz[2][O],bboz{2I 1]);
poly_count = vert_count = O;
n_poly_pobj = poly_indez/movement;
n..vert_pobj = totat vertYmovement;
for (iffiO;i< movement;i++)(
n_poly_pobjfv_p_count[i].p_count;
n_vert_pobjfv_p_count{i].v_count;
fprintf(fptr,"%d _d \n",n_poly_pobj,n_vert_pobj);
for ( j=O0 <n_vert_pobj;j++){
fprintf(fptr,"%f %f %fkn",pp[vert_count][O],
pp[vert_count][ 1],pp[vert count]J2]);
vert_count++;
}
%4.4f %4.4f
for ( jfO_<n_poly_pobj_++){
fprintf(fptr,"%d %d %d %d %d %d\n",index[poly_count][O],
index[poly_count][1],index[poly_count][2],index[poly_count][3]
,index[poly_count][4] ,index[poly count]J5]);
poly_count++;
}
}
iffij=O;
fprintf(fptr,"%d %d \n",ij);
close (fptr);
}/* end of main */
cell()
{
int ij,k,ii,ncube,color;
int _np(7];
float x,y,z;
fscanf(fptr,"%d%d", &n cube,&color);
if (8*ncube>MAXVLLNE)
i
printfC\n Too many vertices on lines!!");
exit(l);
}
rdvertffiO;
for (i=O;i<ncube;i++)
{
fscanf(fptr,"%f %f',&x,&y,&z);
for(j--o3<s3++)
{
line_vert_nlvert][O]=cube{j][O]+x;
line_vert_nlvert][1]=cubdtj][1]+y;
line..vert[nlvert][2]fficube[j][2]+z;
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rdvert++;
tmp[O]=5;tmp[ 1]=color,
for (i=O;i<ncube,_++)
{
k=i'8+5;
for(j=l_j<4_+-_)
{
tml_2]fj+i*8;
tmp{3]=k;
tmp[4]=k+l;
trnp[5]=trnp[2]+l;
tmp[6]=tmp[2];
k++;
for(ii=0;ii<7;ii++)
line_index[nline][ii]=tmp[ii];
nline++;
}
tmp[2]=i*8+4;
trnp[3]ftmp[2]+4;
tmp[4]ftmp[3]-3;
tmp[5]=tmp[2]-3;
tmp[6]ftrnp[2];
for (ii=O;ii<7;ii++)
line_in dex[nline][ii]ftmp[ii];
nline++;
if(nline>MAXLINE)
{
printf("\nToo many lines!l");
exit(2);
}
}
} /*end ofcell */
build_yarnO
{
mt k,n,ij,ii;
inttznp[6];
intp count;
floatppp[10000][3];
floattangent[3],vect01[3],vect1213],b_norm[3],vectpp[3],vect_temp[3],bt[3],
vect_temp0[3],vect_temp113];
floatdot_product();
floatbn[3];
floatbend,alpha,p[3],anglel,f,pv[3],twist;
intflag,num,go_back;
float vtt[3],w[3],vp[3],vectOO[3],vt[3 ],twist_artgle,new__bt[3],new_bn[3];
float old b__norm[3],old bt[3],twist_angle_i;
structpath
{
float bt[3];
int node;
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*/
int twist flag;
)path[200];
k,,3 ;
n=ind-1;
p_count=0;
flag = TRUE;
printf("\nOLD POINTS\n");
for (i=0;i<=n;i++)
printf('%4.4f %4.4f _4.4f_n",cm[i]I0],cm[i][ 1],cm[i][2]);
for(jffiO_<fnc-4_++){
for(uf0.0;u<=.9001,_=u+0.2)
{
cardsp(uj);
ppp[p_count][0]=x;ppp[p_count][1]=y_pp[p_count][2]=z;
p_count++;
}
}
printf("\nNEW POINTS\n");
/*
*/
j_,
for(i=0;i<p_count;i++)
{
path[i].twist_flagffiFALSE;
if(fabs(cm[j][1]-ppp[i][1])<=0.05)
{
path[i].node=TRUE;
j++_++;
}
else
}
path[i].node=FALSE;
for(i--0;i<p_count;i++)
printf("%4.4f%4.4f%4.4f_n",ppp[i][O],ppp[i][1],ppp[i][2]);
count--0;
anglel=0.0;
flag= I;
for(i----0;i<p_count;i++)
{
prin_" %d\n",i);
if(i_---O) /*no bendingand twistingatthe firstpoints
{
bend=0.0;
twist---0.0;
twist_angle = 0.0;
for(jfo_j<a_++)
{
vect00[j]fppp[i+l][j]-ppp[i][j];
vect01[j]=ppp[i+2][j]-ppp[i][j];
}
*/
cross_product(&bt[0],&vect00[0],&vect01[0]);
u=dot product(&vect00[0],&vect01[0]);
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print_"%2.4f \n",u);
cro_ produ_d&b_norm[O],&bt{O],&vectO0[O]);
normalize(&bt[O]);
normalize( &b norm[O]);
for (jf0_<NSET_++)
{
alpha= twist_angle + 6.283*j/NSET ;
pl_total_vert][0]=ppp[0][0]+radial l*cos(alpha)*bt{0]+radial2*sin(alpha)*b_norm[0];
pl_total_vert][1]fppp[0][1]+radial l*cos(alpha)*bt[1]+radial2*sin(alpha)*b_norm[ 1];
pp[total vert][2]fppp[0][2]+radial l*cos(alpha)*bt[2]+radial2*sin(alpha)*b_norm[2];
total_vert++;
count++;
)
] /* end of i_ 0 */
if(i_ p_count-1) /*thelastone assame asi-Ipoint */
[
for(j---O_<3_j++)
[
vectOO[j]fppp[i-1][j]-ppp{i-2l[j];
vectOl[j]ffippp[i][j]-ppp[i-1][j];
]
/*cross_product(&bt[O],&vectOO[O],&vectO1[0]);
u=dot_product(&vectOO[O],&vect01[O]);
printf("%2.4f\n",u);
cross..product(&b_norm[O],&bt{O],&vectOI[0]);
normalize{&bt{O]);
*/
bt[Ol= old_bt[Ol;bt{1]= old_bt{ll;bt{2l= old bt{2];
cross..product(&b_norm[O],&bt[O],&vectO1[0]);
normalize(&b_norm[O]);
for(j--0_<NSE_j++)
(
alpha= twist_angle + 6.283*j/NSET ;
pp{total_vert][0]ffippp[i][0]+radial l*cos(alpha)*bt{0]+radial2*sin(alpha)*b_norm[0];
pp[total_vert][ 1]ffippp[i][ 1]+radial l*cos(alpha)*bt[ 1]+radial2*sin(alpha)*b_norm[ 1];
pp[t_tal-vert][2]_ppp[i][2]+radial1*c_s(alpha)*bt{2]+radial2*sin(alpha)*b-n_rm[2];
total_vert++;
count++;
}
} /* end of i=ffip_count-1 */
else
if(i_--_l)
{
for(j=O_<S;j++)
{
vectOO[j]fppp[i][j]-ppp[i-1][j];
recto1[j]fppp[i+1][j]-ppp[i][j];
tangent[j]=vectOl[j]+vectOO{j];
]
cross_product(&bt[O],&vectOO[O],&vect01[O]);
ufdot_product_&vectOO[O],&vectO110]);
printf("%2.4f\n",u);
croslproduct(&b_norm[O],&bt[O],&tangent{O]);
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normalize(&bt_O]);
normalize(&b_norm[O]);
for (jf0_<NSET_++)
{
alphaffi twistangle + 6#_3*j/NSET ;
pp[total_vert][0]fppp[i][0]+radial l*coe(alpha)*bt[0]+radial2*sin( alpha)*b_norm[0];
pp[total..vert][1]=ppp[i][ 1]+radial l*cos(alpha)*bt[ 1]+radial2*sin(alpha)*b_norm[1];
pp{total_vert][2]ffippp[i][2]+raclial l*cos(alpha)*bt[2]+radial2*sin(alpha)*b_norm[2];
total_vert++;
count++;
}
}/* end of i=1 case */
else
if( i,,,,p_count-2Y* start p-2 case */
{
for (j--0_<3_++)
{
vect00[j]ffippp[i][j].ppp[i- 1][j];
vect01[j]fppp[i+l][j]-ppp[i][j];
tangent[j]ffivect01[j]+vect00[j];
}
/*cross_product(&bt[0],&vect00[0],&vect01[0]);*/
bt[0] ffiold_bt[0];bt[1] = old_bt{1];bt_2] ffiold bt{2];
u=dot_product(&vect00[0],&vect01[0]);
printf('%2.4f \n",u);
cross_product(&b_norm[0],&bt[0],&tangent[0]);
normalize(&bt[0]);
normalize(&b_norm[0]);
for(jffi0;j<NSE_j++)
{
alpha= twist_angle+ 6.283*j/NSET;
pp[t_tal-vert][_]=ppp[i][_]+radial1*c_s(alpha)*bt[_]+radial2*sin(alpha)*b-n_rm[_];
pl_total_vert][1]=ppp[i][1]+radial*cos(alpha)*bt_1]+radial2*sin(alpha)*b_norm[1];
pl_total_vert][2]=ppp[i][2]+radiall*cos(alpha)*bt[2]+radial2*sin(alpha)*b_norm[2];
else
total_vert++;
count++;
}
}/* end of ifp-2 case */
{2* start the other case */
for (j---O3<3;j++)
{
vectOO[j]fppp[i- 1][j]-ppp[i-2][j];
vectOl[j]fppp[i][j]-ppp[i- 1][j];
vect 12[j_]fppp[i+ 1][j]-ppp[i][j];
tangent{j]fvectO 1[j]+vect 12[j];
}
cross product(&vect_tempO[O],&vectOl[O],&vectO0[O]);
cross product(&vect_temp l[O],&vectl2[O],&vectOl[O]);
twist= dot_product(&vect tempO[O],&vect_temp 1[0]);
if(twist >= 0.99 ) twist = 1.0;
if(twist <= -0.99 ) twist = -1.0;
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if( twist -_ 1.0 i I twist -= -1.0 ) /* no twisting */
{
bt[0] = old_bt[0];bt[1] = old_bt[ll;bt[2] = old_bt[2];
crou_product(&b_norm[0],&bt[0],&tangent[0]);
normalize(&b_norm[0]);
for (jffi0_<NSE_j++)
!
alpha= twist_angle + 6.283*j/NSET ;
pp[total vert][0]fppp[i][0]+radiall*cos(alpha)*bt[0]+radial2*sin(alpha)*b_norm[0];
pp_total vert][ 1]=ppp[i][ 1]+raclial 1*cos(alpha)*bt[ 1]+radial2*sin(alpha)*b_norm[1 ];
pp{total_vert][2]ffippp[i][2]+radial l*cos(alpha)*bt[2]+radial2*sin(alpha)*b norm[2];
total_vert++;
count++;
}
else
}/* end of no twisting */
{ /*handlethetwistingfirst */
twist= acos(twist);
/*if(twist> (PI/2.0)&& twist<= PI )twist-=PI/2.0;
if(twist> PI && twist<= (PI *3/2.0))twist-ffiPI;
if(twist> (PI*3/2.0)&& twist<= (PI *2.0))twist= 2*PI -twist;
twist= 0.0;*/
/*twist_angler twist angle - twist;*/
printf (" twist_angle %f %f \n",twist_angle,twist);
cross_product(&bt[0],&vect0 l[0],&vect 12[0]);
u=dot_product(&vect00[0],&vect0110]);
normalize(&bt[0]);
if (labs(twist) > (PI/6.0)){
bt(0]= -bt{0];
bill]= -bt(1];
bt[2]= -bt{2];
}
printg"%2.4f \n",u);
bt[O] = old_bt[O];bt[1] = old._bttl];bt[2] = old._bt[2];
cross_product(&b_norm[0],&bt[0],&tangent[0]);
normalize(&b_norm[0]);
for(j=0;j<NSE_++)
{
alpha= twist_angle+ 6.283*j/NSET;
pp_total_vert][0]=ppp[i][0]+radiall*cos(alpha)*bt_0]+radial2*sin(alpha)*b_norm[0],
pp[total_vert][1]=ppp[i][1]+radial1*cos(alpha)*bt[I]+radial2*sin(alpha)*b_norm[1];
pp[total_vert][2]fppp[i][2]÷radial l*cos(alpha)*bt[2]+radial2*sin(alpha)*b_norm[2];
total_vert++;
count++;
}
}/*the end oftwisting */
}/*end of(i!=1&& i!=p_count-1)
for(jf0j<3_++){
old_bt[j]fbt[j];
old_b_norm[j]=b_norm[j];
*/
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}
/* end ofi loop */
nvert mscount;
v_p_count[finish yarn].v..count fficount;
printi_'\n # ofV %d",count);
npoly fficount-NSET;
nzsetfficount/NSET;
nvpz_t_NSET;,
tmp[0]=4;tmp[1]=yarn_color;
/*************** bottum ****************/
k _nvpzset+ old_count;
tmp_O_;
for(i=1;i<nvpzset/2;i++)
{
tmp{2]=i+old_count;
tmp{3]ffitmp[2]+1;
tmp[4lfk-1;
tmp[5]fk;
k-;
for(ii--0;ii<6;ii++)
index[poly_index][ii]= tmp[ii];
poly_index++;
v_p_count[finish_yarn].p_count++;
/*************** sids ****************/
for(if1;i<nzset;i++)
{
k=i*nvpzset+1+old_count;
for(jf1_j<nvpzset_j++)
{
tmp[2]fj+{i-1)*nvpzset+old_count;
tml_3]fk;
tmp[4]=k+1;
tmp[5]=tmp[2]+l;
k++;
for(ii=0;ii<6;ii++)
index{poly_index][ii]=tmp[ii];
poly_index++;
v_p_count[finish_yarn].p_count++;
}
tmp[2]=(i-1)*nvpzset+j+old_count;
tmp[3]=nvpzset+i*nvpzset+old_count;
tmp[4]=i*nvpzset+1+old_count;
tmp[5]=l+(i-1)*nvpzset+old_count;
for(ii=0;ii<6;ii++)
index[poly_.index][ii]ftmp[ii];
poly_index++;
v_p_count[finish_yarn].p_count++;
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/_$e_si_$estls top _ss_i_e_e_st/
k = nvpzset*t_set+o]d_count;
for(i=l;i<nvpzset/2;i++)
{
trap{2]= i+nvpzset*(nzset-l)+ old_count;
trap(4]= k-l;
tml_5] = trap[2]+1;
k-;
for(ii=0_i<6,_i++)
index[poly_index}[ii]= tmp[ii];
poly_index++;
v_p_count_finish_yarn].p_count++;
}
old_count+ = count;
/*end ofbuildyarn */
cardsp(u,n)
float u;
intn;
float[4],pc{4];
t[O]=u*u*u;
t{21=_
t[3]=1._,
pc{O]=t_O]*pmatrix[o][o]+t[ 1]*pmatrix[ 1][O]+t[2]*pmatxix[2][O]+pmatrix[3][O];
pc(1]=t[OJ*pmatrix[O][ 1]+t[ 1]*pmatrix[1][ 1]+t[2]*pmatrix[2][ 1]+pmatrix[3][ 1];
pc(2]=t{o]*pmatrix[O][2]+t{ l]*pmatrix_ 1][2]+t{2]*pmatrix[2]{2]+pmatrix{3][2];
pc(3]=t{O]*pmatxix[O][3]+t[ l]*pmatrix[ 1][3]+t[2]*pmatxix[2][3]+pmatrix[3][3];
x = cp[n][0]*pc[0]+cp[n+l][0]*pdl]+cp[n+2][0]*pd2]+cp{n+3][0]*pc[3];
y = cp[n][1]*pd0]+cp[n+l][1]*pc[1]+cp[n+2][1]*pc{2]+cp[n+3][1]*pc[3];
z= cp[n][2l*pc{0]+cp[n+l][2]*pc{1]+cp[n+2][2]*pd2]+cp[n+3][2]*pc[3];
}/* end ofcardsp*/
/*Cross_product,dot_productand vectornormalization */
/* ***'******** Dot_product ******************!
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/* Input the points of vector A and B
/* Return value : cos(theta)
*/
*/
#include <math_>
float dot_product(pva,pvb) float *pva,*pvb;
{
float cos_theta;
normalize(pva);
normalize(pvb);
cos_theta=(*(pva)**(pvb) + *(pva+l)**(pvb+l) + *(pva+2)**(pvb+2));
return(cos_theta);
/* end of dot_product */
/*************** Normalize******************/
/* Input the point of the vector which will be normalized */
normalize(pv)
{
float m;
float *pv;
m= sqrt(*(pv)**(pv) + *(pv+l)**(pv+l) + *(pv+2)**(pv+2));
*(pv) / =m;
*(pv+l)/=m;
*(pv+2)/=m;
}/* end of vector_normalize */
/************ Cross_product **************/
cross product(pvc,pva,pvb)
float *pva,*pvb,*pvc;
{
normalize(pva);
normalize(pvb);
*pv¢ = *(pva+l)* *(pvb+2)- *(pva÷2)* *(pvb+l);
*(pvc÷l)= *(pva+2)* *pvb -*pva * *(pvb+2);
*(pvc+2)= *pva * *(pvb+l)-*(pva+1)* *pvb;
if(*pvc>= -0.001&& *pvc<= 0.001)*pvc= 0.0;
if(*(pvc+l)>ffi-0.001&& *(pvc+l)<= 0.001)*(pvc+1)= 0.0;
if(*(pvc+2)>= -0.001&& *(pvc+2)<= 0.001)*(pvc+2)= 0.0;
if((fabs(*pvc)<=0.01 )&& (fabs(*(pvc+l))<=O.01)&& (fabs(*(pvc+2))<=O.01))
if(fabs(*(pva))<=O.01)
{
*pvc = -I.0;
*(pvc+1)=0.0;
*(pvc+2)=O.O;
}
else
{
if(fabs(*(pva+l))<= 0.01)
{
*pvc= 0.0;
*(pvc+l)=-1.0;
*(pvc+2)=O.O;
}
}
normalize(pvc);
2O
}/* end of ¢xxms_product */
#include <mmrcore.h>
#indudo <sun/tbio_>
#include <mathht>
#includo <Jtdio_h>
#include "/homo/Cai/demolib.h"
#include "model.h"
int nvert_npoly;
float bbox[3]_2];
float planeq[MAXPOLY][4];
float vertices [MAXVERT][3];
float n_vert{MAXVERT][3];
float normaI[MAXVERT][3];
shortmycolorI,cindex[MAXVERT];
intnpvert[MAXPOLY];
int*pvertptr[MAXPOLY];
shortplan_info[MAXPOLY];
int pve_T];
floatdxlist[100],dylist[100],dzlist{100l;
intindyAist[100]jmmber;
float red[256],grn[256],blu[256],dred[256],dgrn{256],dblu[256];
intnum_shade color,num_shade_level;
floatforward;
intvertex_index[6][4]ffi{{I_2,6,5},
{2,3,7,6},
{3,4,8,7},
{4.1,S,S},
{1,4_3,2},
{5,6,7,8}};
/*linevariables */
int nline,nlvert.line_index_list[MAXLVERT],npline [MAXL]I\rE];
shortcline[MAXLINE];
floatline_vert_MAXLVERT][3];
floatxmax,xmin,ymax,ymin,zmax,zmin .xcent,ycent,zcent,length,emin,emax,scale;
floatxList[100],ylist[100],zlist[100];
floatmenu x,menu_y,menu_h,m enu_w,menu_f, window_fact;
int n_button,faceremove;
floatT_B_L_R,dot,alpha,beta,r;,
int nobj,npoly,nvert;
int froe_vort,fre v_.poly,free_obj, free pvert;
hat old vert,old poly,old pvert;
int raster_id;
sU_ct menu_table_format menu_table[30];
struct view_parameters format my_viewparameters;
struct imagestatus_format image_status;
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struct obj *objlst;
struc_ poly *polylst;
struc_ vert *vertlst;
struct pvert *pvertlst;
VECTOR cut_normal;
POINT plane_locate;
POINT cut_plane[6];
main(argc, argv)
int argc;,
char *argv[];
{
char ,tring[81];
int i,end,j_
int button,length _0;
float gema, w,cosb_,y,z;
POINT cut_point;
LINE 1me;
printf("_put cut plane normal ");
scanf("%f %f %f',&cut_normal.u,&cut_normal.v,&cut_normal.w);
if(load_file(argyll]) != NULL ) exit(l);
get_view_sur face(our_surface,argv);
start_up_core();
in/t menu0;
initialize */
rffiS000.0;
alphafbeta=0.0;
face_removeffiFALSE;
window_fact= 1.0;
num_shade_colorf4,num_shade_l evel=52;
image_status.lineffiimage_status.wire_frame=
image_status .out_boxfimage_st atus.solid=
image_status.special=image_status.cutting _image_status.move = FALSE;
forward= 12.0;
raster_id= 900;
plane_iocate_xffi0.0;plane_locate.y= 0.0;plane_locate.z= 0.0;
/*
image_status.out_box=TRUE;
create_retained_segment(OUTB OX);
draw_box();
close_retained_segment(OUTBOX);
*/
new_view_point_alpha,beta,r);
for(;;)
{
switch(call_menu(MENU,TRUE))
{
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I:/*Right+ I0 */
if(image_che©kO)break;
alpha +-lO.O;
new_view_.pointlalpha,beta,r);
image_switchO;
b_
can 20:/* Right + 2 */
if (image_check()) break;
alpha +-2.0;
new view_point(alpha,beta,r);
image_switch();
break;
case 2:/* LeR -10 */
if (image_check()) break;
alpha - -10.0;
new_view_point(alpha,betaj');
image_switch();
brea_
case 21:/* Left -2 */
if (image_check()) break;
alpha - =2._,
new_view._point( alpha,b eta_r);
image_switch();
brea_
case 3:/* down +10
if (image_check()) break;
if(beta <90.0) beta +=10.0;
new_view_point(alpha,betas);
image_switch();
brealC
case 23:/* down +2
if (image_check()) break;
if(beta <90.0) beta +=2.0;
new_view point(a] pha,beta,r);
image_switch();
*/
*/
break:
case 4:/* up +10 */
if (image_check()) break;
if(beta > -90.0 ) beta -=10.0;
new_view_point(alpha,beta_r );
imageswitch();
break;
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ease 22:/* up +2 */
if(image_checkO) break;
if(beta• -90.0)beta--2.0;
new_view_point(alpha,beta,r);
imagejwitchO;
br_d_
ca_ 5:
if(image_check0) break;
r+fflYe00.0; /*zoom out */
now_view_point(alpha,beta,r);
image_switch();
break;
case 6:
if (image_check()) break;
r-ffi2500.0; /*zoom in
if(r<i00.0)r=100.0;
new_view_point(alpha,beta,r);
image_switch();
*/
break:
case 7:/* reset */
if(image_check())break;
r--5000.0;
alphaffibetaffi0.0;
window_factffil.0;
setvwpo(x,y,z,bbox);
new_dew_point(alpha,beta,r);
image_switch();
break:
caseS: /************* solid ***********************
if (face_remove I I image_status.move) {
new_frame();
faceremove = image_status.move = FALSE;
}
new_view_point(alpha,beta,r);
set__shading..parameters(.0I, 9,.0,0.0,7.,0,1);
set_primitive_attributes(&PRI_-ATTS );
set_polygon_interior_style(SHADED );
create_temporary_segment();
drawobj 1();
face_removeffiTRUE;
close_temporary_segment();
break;
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C._9: /******************* CUt *********************/
if (face_remove)(
new_frame();
face_remove = FALSE;
I
if (image_status.wire frame){
image status.wire__amefFALSE;
delete retained_sagment(W1_-_EFRA-?_E);
}
if (image_staCusJine)(
im age_status.line=FAI_E;
delete_retained_segment(DRAWLINE);
!
if (imagestatus.out_box){
image_status.out_boxfFALSE;
delete_retained_segment(OUTBOX);
}
if(image_status.move [] image_status.cutting){
if (image_status.move) {
delete_retain ed_segment( SCREENTEXT);
image_status.move ffiFALSE;
}
if (image_status.cutting)imagestatus.cutting = FALSE;
new_frame();
delete_retained_segment(PLANE);
}
cut_obj(cut_normal,plane_locate);
createtemporary_segment();
draw_box();
/*draw wireframe0;*/
close_temporary_s egment();
create retained_segment(PLANE);
new_cut_plane(cut_normal,plane locate,&cut plane[0].x,&i);
draw cut_plane(i);
close_retained_segment(PLA_E);
rebuild_planeqO;
image_status.cutting = TRUE;
section_draw();
/*inquire_viewing_parameters(& my_vi ew_parameters);
set_view_reference_point(0.0,0.0,0.0);*/
break;
case 10:
case 11:
shut_down_core 10;
exit();
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if (image.status.wire_frame)
{
image_tatus.wire_framefFALSE;
deleta retained_segment(WIREFRAME);
}
else
{
image_status.wire_frame=TRUE;
new_view_point(alpha,beta,r);
create_retained_segment(WIREFRAME);
draw_wireframeO;
close_.retained_segment(WIREFRAME);
!
break;
case 12:
else
if (image_status.out_box)
{
image_status.out.box=FALSE;
delete_retained segment(OUTB OX);
}
{
image_status.out_box=TRUE;
new_view_point(alpha,beta,r);
create retained_segment(OUTBOX);
drawbox();
close_retained_segment(OUTB OX);
}
break;
case 13:
else
if(image_status.iine) /*line */
{
image_status.line=FALSE;
delete_retained_segment_DRAWLINE);
}
{
image_status.line=TRUE;
new_view_point(aipha,beta,r);
create_retained_segment(DRAWLINE);
drawlineO;
close_retained_segrnent(DRAWLLNE);
}
break;
case 14: /* larger*2 */
if (window_fact>0.1) window_fact -ffi0.1; else if (window fact>0.01) window_fact -=0.01;
new_view point(alpha,beta,r);
image_switchO;
break;
case24: I*larger*l *I
if(window_fact>0.01)window_fact -ffi0.01;
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new_vi ew_point_alpha,beta,r);
image_switchO;
bma_
ca_ 15: /*smaUer*2 */
window_fact +=0.I;
new_view_point(alpha,beta,r);
imagejwitchO;
break;
case25: /*smaller*l */
window_fact +=0.01;
new_view_point_alpha,beta,r);
image_switch();
breal_
case 18:
break;
case 19:
case 26:
case27:
case 28:
case 29:
case30:
_' Switch cutting direction
cut_normal.u= -cut_normal.u;
cut_normal.v= -cut_normal.v;
cut_normal.w = -cut_normal.w;
/* Cutting plane move forward */
if (bbox[O][ 1]<=plane_locate.x &&
bbox[1 ][1]<=plane [ocate.y &&
bbox_2][ll<=plane locate.z ) break;
move_cut_plane(l);
break;
/* Cutting plane move backward *!
if (bbox[O][O]>=plane_locate.x &&
bbox{ 1][O]>=plane_locate.y &&
bbox{2][O]>=plane locate.z ) break;
move_cut plane(-1);
break;
/* Raster file */
raster_file();
break;
/*Load Raster fi]e */
load_raster();
break;
/*Move Raster */
move_raster();
break;
/*DeleteRaster */
*/
re_store();
delete_raster();
break;
case31: /*Menu hiding *!
set_segment_visibility(MENU,FALSE);
set_echo(LOCATOR, 1,1);
for(;;)
{
do
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await_any_button_get locator_2(2OOOOOOO,l,&button,&x,&y);
while(button == 0);
i_outton=_l I I button ==2 I I button == 3) break;
)
set sesment visibility(MENU,TRUE);
set echo(LOCATOR, 1,01;
break:
case 32: /_ cutting file _/
if (face_remove)(
new_frame();
face_remove = FALSE;
)
if(image_status.wire_frame)(
image_status.wire_frame=FALSE;
delete_retained_segment(WIREFRAME);
}
if(image_status.line){
image_status.line=FALSE;
delete_retained_segment(DRAWLINE);
}
if(image_status.out_box){
image_status.out.box=FALSE;
delete_retained_segment(OUTB OX);
)
if(image_status.moveI I image_status.cutting){
if(image_status.move)image_status.move= FALSE;
if(image_status.cutting)image_status.cutting= FALSE;
new_frame();
delete_retained_segment(PLANE);
}
ifi(fptr= fopen("cut_file","r"))== NULL) {
prin_"Can't open cut_t_lefile\n");
exit(11;
}
fscanf(fptr,"%d",&k);
create_retained_segment(PLANEt;
draw_box();
for(j=0_<k_++){
fscanf(fptr,"%f%f%f',&cutnormal.u,&cut_normai.v,&cut_normal,w);
fscanflfptr,"%f%f%f',&plane_locate.x,&plane_locate,y,&plane_locate.z);
plane_.locate.x=plane_locate.x*scale;
plane_locate.y=plane_locate.y*scale;
plane_locate.z=p|ane_locate.z*scale;
cut_obj(cut_normal,plane_locate);
new_cut_plane(cut_normal,plane_locate,&cut_plane[O].x,&i);
draw cut plane(i);
rebuild_planeqO;
I
close(fptr);
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closeretained_segment(PLANE);
image_status.cutting ,. TRUE;
/*sectiondraw();*/
default.:
break:
break',/* end of cut files */
} /* end of switch */
} /*end ofwaitingfor */
} /* end of main */
int image_checkO
{
if(image_status.move I I image_status.cutting) {
delete_retained_segment(PLANE);
new_frame();
image_status.cutting = image_status.move = FALSE;
}
if(image_status.cutting){
new_frame();
image_status.cuttingffiFALSE;
}
if(image_status.line=ffiFALSE && image status.wire_frame
FALSE && image.status.out_box==FALSE && image_status.solid
== FALSE && imagestatus.cutting== FALSE) return(TRUE);
else
return(FALSE);
}
new_view_point(alpha,beta,r)
floatalpha,beta,r;
{
floatcosb,x,y,z;
cosb= fabs(cos(beta*PI/180.0));
x = r*cosb*sin(alpha*PYlS0.0);
y = r*sin(beta*PI/180.0);
z = r*cosb*cos(alpha*PI/180.0);
setvwpo(x,y,z,bbox);
/*set_single_window; */
} /*end ofnew_view_point */
move_cut_plane(direction) int direction;
{inti;
charbuff[120];
if (imagestatus .cutting){
delete_retained_segment(PLANE);
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image..stams.cutting ffiFALSE;
}
if (imagestatus.move-- FALSE &&
face..remove =- FALSE && imagestatus.wire_frame =ffi FALSE )|
create temporary_segment();
draw_box();
/*draw_wireframeO;*/
close_temporary_segment();
create_retained segment(PLANE);
}
if (image stattm.moveffiffi FALSE &&
(face_remove Ilimage status.wire_frame ))(
createtemporary_segment();
draw_box();
close_temporary_segment();
create retained_segment(PLANE);
}
plane_|ocate.x +ffi forward*cut_normal.u * direction ;
plane |ocate.y +ffi forward*cut normal.v * direction ;
plane locate.z += forward*cut_normal.w * direction ;
new_cut plane(cut_normal,plane locate,&cut_plane[0].x,&i);
if (image_status.move){
deleteretained_segment(PLANE);
create_retained_segment(PLANE);
deleteretained_segment(SCREENTEXT);
}
draw_cut_plane(i);
close_retainedsegment(PLANE);
inquire_viewing_parameters(&my_view_parameters);
set_view_reference_point(0.0,0.0,0.0);
set_view_plane_normal(0.0,0.0,-I.0);
set_view_plane_distance(0.0);
set_projection(P_,0.0,0.0,1.0);
set_view_up_3(0.0,1.0,0.0);
set_.window(0.0,100.0,0.0,767.0);
set_view_depth(0.0,1.0);
set_window_clipping_FALSE);
set_viewport_3(0.0,0.915,0.0,.75,0.0,I.0);
create_retained_segment(SCREENTEXT);
move abs 3(I0.0,I0.0,0.0);
text("CuttingPlaneLocation:");
sprintf(buff,"%3.3f_3.3f %3.3f',
plane locate.x/scale,plane_locate.y/scale,planelocate.z/scale);
move_abs_3(35.0,10.0,0.0);
text(buff);
closeretained segment(SCREENTEXT);
set_viewing_parameters(&my_vie w_param eters);
image_status.moveffiTRUE;
}/*end ofmove_cut_plane */
3O
#include "mycut"
rast_r_fileO
{
int rmmd_$
int bulmum,button;
float xmin, ymin, x, y,z, xmax, ymax,zmax,mx,my;
float wx, wy, wz,wwx, wwy, wwz,kx,ky,xmin ndc,xmax_ndc,ymin_ndc,ymax_ndc;
char string[80]; int length;
struct suncore_raster my_raster;
extern struct vwsurf*our_surface;
struct { int type, nbyt_;
char *data; ) map;
FILE _pW,
char *path_name;
path_name = "/hom_Cai/load filelib";
inquire_viewing_parameters(&my_view_param eters);
set_view_reference..point(0.0,0.0,0.0);
set_view_plane_norrnal(0.0,0.0,-1.0);
set_view_plane_distance(O.0);
set_projection(PARALLEL,0.0,0.0,1.0);
set view_up_3(0.0,1.0,0.0);
set__window(0.0,100.0,0.0,767.0);
set_view_depth(0.0,1.0);
set_window_clipping(FALSE);
sat_.viewport_3(0.0,0.915,0.0,.75,0.0,I.0);
set_echo(LOCATOR, 1 ,I);
for(;;)
{
do
await_any_button_get_locator_2(1000000,1,&button,&mx,&my);
while(button== 0);
breal_
I
set_echo_position(LOCATOR, 1, rex,my);
printiI"\nfirstpoint %f %f',mx,my);
map_ndc_to_world 3(x,y,0.0,&wx, &wy,&wz);
printi_'xyz%f %f %f',wx,wy, wz);
set_echo(LOCATOR, I,6);
do{
await_any button_get_locator_2(1000000,1,&butnum, &xmax, &ymax);
}while (butnum !=3);
prin_'\rdirstpoint %f %f',xznax,ymax);
printfC\n%f %f %f',bbox_0][0],bbox[l][0],bbox[2][0]);
printf('\n%f%f %f',bbox[0][I],bbox[1][1],bbox[2][1]);
set_echo_position(KEYBOARD,I, 0.25,0.1); /*move tostartpositn*/
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set_keyboard( I, 80, ", 0); /* set user char bur size */
xmin_ndc = (mx<ffi_nax) ?mx : xmax;
xmax_ndc = (max>,, rex) ? xmax : mx;
ymin..ndc., (my<ffiymax) ? my : ymax;
ymax_ndc ,, (ymax>= my) ? ymax : my;
sizs..raster(our surface,xrain_ndc,xmax ndc,ymin_ndc,ymax_ndc,&my_raster);
all ocate_raster( &my_raster);
get_raster(our surface,xmin_ndc,xmax_ndc,ymin ndc,ymax_ndc,0,0,&my_raster);
create_retained._segment(SCREENTEXT);
move_abs_2(10.0, 10.0,0.0);
text(_aster File Name: ");
set echo( KEYBOARD,l,1);
awaitkeyboard( 10000000,1, string, &length);
/*echo the text*/
if(length&& string(length-l]_ '\n')stringi]ength-l]= '\0';
move_abe_2(25.0,I0.0,0.0);
text(string);
move_abs_2(50.0,50.0);
close_retained_segluent(SCREENTEXT);
set_image_transformation_type(XLATE2);
create_retained_segment(99);
set_primitiveattributes(&PRIMATTS);
set_pick_id(I);
put..raster(&my_raster);
set_segment_detectability_99,5);
if(rasfid= open( "try",0))== -I){
rasfid= creat("try",0755);
)
if(rasfid!=-1){
map.typeffi1;mapxtbytes= 768; map.data = "85";
i'de_to_raster(my_raster,&map, rasfid);
close(rasfid);
}
free_raster(&my_raster);
close_retained_segment_99);
strcat_pathname,&string_0]);
save_segment(99,string);
delete_retained_segment(99);
delete_retained_segment(SCREENTEXT);
set_viewing_parameters(&my_view_parameters);
}_'end ofraster_file*/
load_raster()
{
int rasfid,i,j;
int bumum,button;
floatxmin,ymin, x,y,z,xmax, ymax,zmax,mx,my;
floatwx, wy, wz,wwx, wwy,wwz,kx,ky,xmin_ndc,xmax_ndc,Tmin_ndc,ymax_ndc;
charstring,S0];intlength;
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stru_ _rancore_rast_r my..raster;
axtern i_mct vwsurf *our_surface;
s_ {int type, abyt_;
char *data; } map;
int se_q_m, pickid, se_type;
floa__xO,syO,angO,t_O,t_O;
float a=, sy, ang, tx, t_,
float 1_ P_
char *path_name;
inquire_viewing_.parameters(&my_view_param stere);
set_view_reference_point(0.0,0.0,0.0);
set view_plane_normal(0.0,0.0,-I.0);
sstview_plane_distance(0.0);
set..projection(PARALLEL,0.0,0.0,1.0);
set_view_up_3(0.0,1.0,0.0);
set_window(0.0,100.0,0.0,767.0);
set view_depth(0.0,1.0);
set window_clipping_FALSE);
set viewport_3(0.0,0.915,0.0,.75,0.0,1.0);
setecho_position(KEYBOARD,l, 0.25,0.1);
set_keyboard(1,80,"',0);
create_retained_segmentLSCREENTEXT);
move_abs 3(10.0,10.0,0.0);
text('RasterFileName: ");
await_keyboard(10000000,1,string,&length);
set_.pick_id(1);
if(length&& stringl]ength-1]-_-'\n')string_length-1]= '\0';
move_abs_3(25.0,10.0,0.0);
text(string);
close_retained_segment(SCREENTE._r};
if((fptr= fopen(string,"r"))== NULL) {
move abe_3(25.0,20.0,0.0);
text( "Can't open raster file ");
for (i=O;i<10000;i++);
delete_retain ed segrnent(SCREENTEXT);
return(I);
restore_segrnent(raster_id,string);
set_eeho(LOCATOR, 1,1);
for(;;)
{
do
await_any_button_get_|ocator2(1000000,1,&button,&mx,&my);
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while(button _= 0);
break;
}
set.echo( LOCATOR, I, 0);
do{
await_any_button_get_locator_2( 0,1, &butnum, &x, &y);
tx = x-rex; ty = y-my;
set_segment_image_translate2(rasterid,tx,ty);
}while(butnum I=3);
raster_id++;
set_viewing_parameters(&my_view_parameters);
delete_retainedsegmentLSCREENTEXT);
}/*end ofloadraster*/
move_raster()
{
_nt ras_d_j;
intbutnum,button;
floatxmin,ymin, x,y,z,xmax, ymax,zmax,mx,my;
floatwx, wy, wz,wwx, wwy,wwz,kx,ky, xmin_ndc,xmax_ndc,ymin ndc,ymax_ndc;
charstring[80];intlength;
intsegnam, pickid,segtype;
floatsx0,sy0,ang0,tx0,ty0;
floatsx,sy,ang,tx,ty;
float px, py;,
/* inquire_viewing_parameters(&my view_parameters);
set_view_reference point(O.O,O.O,O.O);
set view_plane normal(0.0,0.0,-1.0);
set_view_plane_distance_0.0);
set_projection(PARALLEL,0.0,0.0,1.0);
set view_up_3(0.0,1.0,0.0);
set._window(0.0,100.0,0.0,767.0);
set_view depth(0.0,1.0);
set_window_clipping(FALSE);
set_viewport3(0.0,0.915,0.0,.75,0.0,1.0);
create_retained_segment(SCREENTEXT);
move abs_2(10.0,10.0);
text("Findyour image and move");
close_retainedsegm ent(SCREENTEXT);
await_pick(1000000000,I,&segnam, &pickid);
await_any button_get_locator_2(0,I,&butnum, &px, &py);
see_echo(LOCATOR, I,0);
do{
await_any button_get_locator_2(0,1,&butnum, &x, &y);
tx= x-px;ty= y-py;
set segment image_translate_2(segnam,tx,ty);
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}while(butnum !=3);
set_viewing..parameters(&my_view_parameters);
delete_retainecl_segment( SCREENTEXT);
*/
delete_raster()
{
new_frame();
}
section_drawO
{
intij,k;
intindex,flag;
floatvect0[3],vectl[3],scale,plane[8][3],area,cut_area,point_400][3],u,v,w;
FILE*fp_
floatx,y,z,xc,yc,z sina,cosa,sinb,cosb,minx,maxx,minz,maxz,fact_x,fact_z,fact;
if((fptr= fopenCnc.dat","r"))== NULL) {
printf('Can'topen nc.datfile\n");
exit(1);
J
fscanffptr,"%f%f%f',&vect0[0],&vect0[1],&vect0[2]);
fscanf(fptr,"%f',&scale);
fscanf(fptr,"%d",&k);
uffivect0{0];
v=vect0[1];
w=vect0[2];
sinbffi(uffiffi0.0&& v------0.0)? 0.0:-u/sqrt(u*u+v*v);
cosb=(u=--O.0&& v=---0.0)? 1.0:v/sqrt(u*u+v*v);
cosa=(u=---O.0&& v==0.0&& w==0.0)? 1.0:sqrt(u*u+v*v)/sqrt(u*u+v*v+w*w);
sina=(u=ffi0.0&& vfffiO.0&& w==0.0)? 0.0:w/sqrt(u*u+v*v+w*w);
maxxfminx=m axz=minz=0.0;
for(i=0;i<k;i++)
{
fscanf(fptr,"%f%i_f',&plane[i][0],&plane[i][1],&plane[i][2]);
plane{ill0]= plane[i][0]/scale;
plane{i][1]= plane[i][1]/scale;
plane[ill2]= plane[i][2]/scale;
for(i=0;i<k_++)
{
if(i------0){
x_plane[i][0];
y_plane[i][1];
z_plane{i][2];
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}
x_yc=zc---O.O;
plandiIO]=plane{i][O]-x_
plane(il[1]=plandi][1]-yc;
plane{i][2]=plane{i][2]-z_,,
x=plane[i][O]*cosb+plane[il 1]*sinb;
y= -plane{i][O]*sinb+plane[i][1]*cosb;
z= plane{iI2];
plane{i][O] = x,'plane[iI1] = y,_lane{i][2] = z;
x=plandiIO];
y=plane{i][1]*cosa+plane[i][2]*sina;
z= .plane[i][ 1]*sina+plane[i][2]*cosa;
plandi][O] = x,'plandiI1] = y;plandi][2] ffiz;
planelilO]=plane[ilO]+xc;
plane[iI1]=plandi][1]+yc;
plane(i][2]=plandi][2]+zc;
printf(" c_3.4f %3.4.f %3.4f\n",plane_i][O],plane[i][1],plane{i]_2]);
if(i=--o)[
maxx=minx=plane[i][O];
maxz=minz=plane[i][2];
}
else{
maxx= (maxx<plane{i][0])?plane{ill0]:maxx;
minx= (minx>plane{i][0])?p|ane[i][0]:minx;
maxz= (maxz<plane{iI2])?plane[i][2]:maxz;
minz= (minz>plane{i][2])?plane[ill2]:minz;
}
flag= (fabs(maxx-minx)>=fabs(maxz-minz))?TRUE :FALSE;
fact=(flag)? fabs(5.4/(maxx-minx)):fabs(5.4/(maxz-minz));
inquire_viewing_parameters(&my_vi ew_param eters);
set_view_reference_point(0.0,0.0,0.0);
set view_plane_normal(0.0,0.0,-I,0);
set_view_plane_distance(0.0);
set_.projection(PARALLEL,0.0,0.0,1.0);
set_.view_up_3(0.0,1.0,0.0);
set_.window(0.0,6.0,0.0,6.0);
set..view_depth(0.0,1.0);
set_window_clipping(TRUE);
/'*set_viewport_3(O.O,O.375,0.375,0.75,0.O, 1.0);*/
set viewport_3(O.O,O.5,0.25,0.75,0.O, 1.0);
create temporary_segm entO;
/*xlist_0]=o.0;zlist_O]---o.o;
xlist{1]==6.0"_ist[1]=0.0;
xlist{2]==6.0;zl/st[2]=6.0;
xRsz[3]=o.o_.list[3]_.o;
xlis t{4]=O.O;zlist[4]=O.O;
move abs 2(xlist[O],zlist{O]);
polyline_abs 2(xlist,zlist,5 );*/
set..linewidth(0.5);
set_line..index(MENU_TEXT_COLOR);
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for(jf0_<k_++)
}
xlis_l, xti_o];
zl_] = zti_o];
{
if (flag){
xlist{j] = (plane[j][O]-minx)*fact+(6.0-(mau-minx)*fact)*O.@;
zlist{j] = (plane[j][2]-minz)*fact+(6.0_ma_-minz)*fact)*O.5;
}
zlist[j]= (plane[j][0]-minx)*fact+(6.0_maxx-minx)*fact)*0.5;
xlist[j]= (plane{j][2]-minz)*fact_6.0-(mau-minz)*fact)*0.5;
move_abs_2(xlist[0],zlist[0]);
polyline_abs_2(ziist,zlist,k+ I);
cut_areaffiO.O;
while(fscan_f(fptr,"%d',&k)!=EOF){
fscanf(fptr,"%f%f%f,&vect0[0],&vect0[1],&vect0[2]);
fscanf(fptr,"%d",&k);
for(i=0_<k_++)
{
fscam'(fptr,"%f%f%f',&point[i][0],&point[i][1],&point{ill2]);
point{i]{0]= point[i][0]/scale;
point{ill]= point{i][1]/scale;
poin_iI2]= point[i][2]/scale;
xc=ycfzc=0.0;
point{i]_0]=point{i][0]-xc;
point_i]I1]=point_i][1]-yc;
point_iI2]=point_i][2]-zc;
x=point[i][0]*cosb+point_i][1]*sinb;
y= -point[i][0]*sinb+point[i][1]*cosb;
z= pom_iI2];
pomr_iIo]= x_omt[i][l]= y;point[iI2]= z;
x=point[i][o];
y=point_i][1]*cosa+point[i][2]*sina;
z= -point_i][1]*sina+point_i][2]*cosa;
poin_ilo]= x,'point_i][1]= y;point[iI2]= z;
point{ilo]=point_i][O]+xc;
poin_i][1]=point{i]{1]+yc;
point{i]I2]=point_i][2]+zc;
/*prin_"%d %3.4£%3.4f%3.4f_n",i,point_i][0],point[i][1],point{i][2]);*/
if(flag){
etse{
xlist[i]= (point[i][0]-minx)*fact+(6.0-(maxx-minx)*fact)*0.5;
zlist{i]= (point[i][2]-minz)*fact+(6.0-(maxz-minz)*fact)*0.5;
}
zlist{i] = (point{i][O]-minx)*fact+(6.0_maxx-minx)*fact)*0.5;
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xlist[i] = (point_i][2]-minz)*fact+(6.04mar.z-minz)*fact)*0.5;
}
xlist[i] = xIi_O];
zlist[i], zli_o];
move_abs_2(xlist(O],zlist[O]);
polyline_abs 2(xlist, zlist,k+ 1);
}/* end of cut file */
set_.linewidth(O.O);
close_temporary_segment();
set viewing_parameters(&my_view_parameters);
close (fptr);
}/* end of section draw *t
re_store()
{
intij,k,index,num_vert,poly_index,new_vert,new_index,new_nobj;
floatx,y,z_x0,y0,z0,1ength,bboxI[3][2];
short*ptr,*vert_index_Ist;
structvert*vertlstptr;
FILE*fptr,
new_nobj=new_vertffi0;
vert_index_Istffi(short*)malloc(freevert* sizeof(short));
for(i=0;i<free_vert;i++)
vert.index_lst[i]=-I;
fptr= fopenCnn.dat","w");
for(i=0;i<nobj;i++)if(objlst{i].npoly!=0)new_nobj++;
npolyffi0;
for(i=0;i<nobj;i++)npolyfnpoly+objlst[i].npoly;
for(i=0;i<nobj;i++){
poly_index= objlst{i].index;
for(j--03<objlst[i].npoly;j++){
linking(&poly_index);
ptr= polylst[poly_index].pvert.ptr;
num_vert = polylst[poly_index++].npvert;
for(kf0;k<num_vert;k++){
vert_index_Ist[*ptr++]=-2;
}/*mark allthevertexesofone polygon */
}/*end ofj polyloop */
}/*end ofiloop*/
for(k=0;k<free_vert;k++)
if(vert_index_Ist[k]=--2)new_vert++;
bboxl[O][O] = bboxl[O][1] = bboxl[l][O] =
bboxl[1][1] = bboxl[2][O] = bboxl[2][1] = 0.0;
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for (i=O;i<free_vert;i++){
if(vert_index_lst[i]== -2)[
if (bboxl[O][O] >= vertlst{i].vertex.x) bbox 1[0][0]
= vert]st[i].vertez_
if (bboxl(OI1] < vertlst[i].vertax=) bbazl(OI1]
= vertlst[i].vertexl;
if(bboxl[1][O]>= vertlst[i].vertex.y)bboxl[l][O]
= vertlst_i].vertex.y;
if(bboxl[1][1]< vertlst[i].vertex.y)bboxl[1][1]
ffivertlst{i].vertex.y;
if(bboxl[2][Ol>= vertlst[il.vertex.z)bbox1[2][O]
= vertlst[i].ve_.x.z;
if(bboxl[2][1]< vertlst[i].vertex.z)bboxl[2][1]
= vertlst[i].vertex.z;
J
vert_index_lst[i]=-1;
}
fprintf(fptr,"%d %d\n",new_nobj,npoly,new_vert);
for(i=O;i<3;i++)for_j=O;j<2;j++)bboxl[i][j]* = 1.2;
fprintf(fptr,"%f %f %f %f %f %f_n",bboxl[O][O]/scale,bboxl[Ol[l]/scale,
bboxl[1][O]/scale,bbox1[1][1]/scale,bboxl[2][O]/scale,bboxl[2][1]/scale);
new..vertffiO;
for(i=O;i<nobj;i++){
if(objlst[i].npoly==0) gotonex__obj;
poly_index= objlst[i].index;
for(k--O;k<free_vert;k++)
vert_index_Ist_k]=.I;
for(j=O_<objlst[i].npoly;j++){
linking_&poly_index);
ptr= polylst_poly_index].pvert.ptr;
num_vert = polylst[poly_index++].npvert;
for(k=O;k<num_vert;k++)I
vert_index_Ist[*ptr++]=-2;
}/*mark allthe vertexesofone polygon*/
}/*end ofj polyloop */
num_vert=O;
for (k--O_<free_vert;k++)
if (vert_index_lst{k]=--2) num_vert++;
}/* end of sending
fprintf(ptr,"%d%d\n",objlst[i].npoly,num_vert);
for(kfO_<free_vert;k++){
if(vert_.index_Ist[k]ffi--2){
xffivert]st_].vertex.x/scale;
y=vertlst[k].vertex.y/scale;
z=vert|st_k].vertex.z/scale;
fprintf(fptr,"%f %f %f_n",x,y,z);
vert_indexIst[k]fnew vert;
new_vert++;
}
*/
poly..index= objlst[i].index;
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for (j=0_<objlst[i].npoly'j++){
linking(&poly_index);
ptr = polylst[poly_index].pvert.ptr;
num_vert = polylst[poly_index].npvert;
fprintf(fptr,"%d ",num_vert);
fprint_fptr,"%d ",polylst{poly_index++].info);
for (k--0;k<num_vert;k++){
new_index=vert_index_lst[ *ptr++]+ 1;
fprintf(fptr,"%d ",new_index);
}/*
}/*send allthe vertexesindexofone polygon*/
fprintf(ptr,"\n");
}/*end ofj polyloop */
next_obj:k--0;/*no poly!!*/
}/*end ofiobjloop */
free(vert_.index_Ist);
fprinff(fptr,"%d %d\n",0,0);
fclose(fptr);
end of restore */
Subroutines for Model Depiction
#include <sun/ibio.h>
#include <usercore.h>
#include <math.h>
#include <stdio.h>
#include "model.h"
/*Externals*/
extern nobj,npoly,nvert,vertex_index[6][4];
extern free_vert,free_poly,free_obj,free_pvert;
extern old_vert,old_poly,old_pvert;
extern floatbbox[3][2];
/* Externals */
externstructobj*objlst;
externstructpoly*polylst;
externstructvert*vertlst;
externstructpvert*pvertlst;
int plane_cut line(normal,locate,line,cut_point)
VECTOR normal;
POINT locate;
LINE line,
POINT *cut_point;
{
floatpx,py,pz,d,dl,d2,cosa0,cosa1,delta;
float a[3][3];
VECTOR v0,vl,l,vtemp;
int end0 in,endl_in;
float dot_product();
v0.u= line.p0-x-locate.x;
v0.vffiline.p0.y-locate.y;
4O
v0.w. line.p0.z - locate.z;
vl.u - line.pl.x. Iocam.z;
vl.v = line.pl.y - locate.y;
vl.w - line.pl.z - loeam.z;
couO. dot_product(&normal,&vO);
coul - dot_product(&normal,&vl);
if(cosaO> PLANETHICK && cosaI>PLANETHICK ) return(NOCUT);
end0_in = (cosa0 <= PLANETHICK && toss0 >= -PLANETHIC]O ? TRUE ".FALSE;
end1_in = (cosal <= PLANETHICK && cosal >= -PLANETHICK) ? TRUE '.FAI_E;
if(endl in &&
end0_in) return(ONPLANE);
if ((cooa0< -PLANETHICK && cosal< -PLANETHICK )
I I( end0 in && cosal< -PLANETHICK)
I I ( endljn && cosa0< -PLANETHICK ) )
return(AIi_UT);
if((end0_in&& cosaI>PLANETHICK)
II(endl_in&& cosa0>PLANETHICK)){
if (end0_in){ /* end at p0 */
cut..point->x ffiline.p0.x;
cut_point->y ffiiine.p0.y;
cut_.point,->z= line.p0.z;
returu(ENDCUT0);
}
if(endl_in){ /*end atpl */
cut_point->x= line.pl_x;
cut_point->y= line.pl.y;
cut_point->z= line.pl.z;
return(ENDCUT1);
}
l.u= line.pl_-line.p0_
l.v= line.pl.y-line.p0.y;
l.w= line.pl_z-Rne.p0.z;
delta= ((line.p1_+ 10.0!=line.p0_x)&& (line.pl_+ 10.0l=line.p0.x)
&& (line.pl.x+ 10.0!=line.p0.x))? 10.0:20.0;
vtemp.u= line.pl.x+ delta-line.p0_x;
vtemp.v= line.pl.y+ delta-line.p0.y;
vtemp.w = line.pl.z+ delta-line.p0.z;
cross_product(&v0,&vtemp,&l);
cross_product(&vl,&vO,&l);
a[0][0]ffinormal.u;a[0][l]= normal.v;a[0][2]= normal.w;
a[l][O]= vO.u;ali]Cl]= vO.v;a{1][2] = v0._
a[2][0]= vl.u;a[2][1]= vl.v;a_2][2]= vl.w;
d = normaLu*locate.x+normal.v*locate.y+normal.w*locate.z;
dl = v0.u*line.pl.x+v0.v*iine.pl.y+v0.w*line.pl.z;
d2 = vl.u*line.pl_x+vl.v*line.pl.y+vl.w*line.pl.z;
matinv(&a_0][0]);
41
cut_point->x = a[0][0]*d + a[0][1]*dl + a[0][2]*d2;
cut_point->y = a{l][0]*d + a{1][1]*d1 + a{1][2]*d2;
cut_point->z = a[2][0]*d + a[2][1]*d1 + a[2][2]*d2;
if (cosa0<= PLANETHICK) return(PARTCUTI);
if (cosal<= PLANETHICK) return(PARTCUT0);
rebuild_planeqO
{
struct count{
shortn
};
struct count *normalcount;
float x,y,z_length;
int i j,v 1,v2,v3,vtmp,poly__indexjj,num_vert;
short*ptr;
if(normalcount!=NULL )free(normalcount);
normalcount=
(structcount *)malloc(freevert* sizeof(structount));
for(i=0;i<free_vert;i++){
normalcount(i].n= 0;
vertlst{i].normal.x= vertlst{i].normal.y
= vertist[i]_ormal _-=0.0;
}
/*rebuildplaneqA_,C,D and normal atehch vertex
for(i=0;i<nobj_++){
poly_.index= objlst[i].index;
for(j=0;j<objls_[i].npoly;j++){
*/
linking_&po[y_index);
ptr = polylst[poly_index|.pvert.ptr;
num_vert = polylst{polyindex].npvert;
polylst_poly_index].planq.a= polylst[poly_index].planq.b
= poiylst[poly_index].planq.c= poiylst{poly_index].planq.d= 0.0;
v3 = *ptr++;
v2 = *ptr++;
vl = *ptr;,
for(jj= 0;jj< 3;ij++)
{
polylst[poly_index].planq.a+= vertlst[vl].vertex.y*
(vertlst[v2].vert_x.z-vertlst[v3].vertex.z);
polylst{polyindex].planq.b+= vertlst[vl].vertex.x*
(vertlst[v3].vertex.z-vertlst_v2].vertex.z);
polylst_po]y_index].planq.c+= vertlst[vl].vertex.x*
(vertlst[v2].vertex.y-vertlst[v3].vertex.y);
polylst{poly_index].planq.d+ffivertlst[vl].vertex.x*
((vertlst_v3].vertex.y*vertlst[v2].vertex.z)-
(vertlst[v2].vertex.y*vertlst[v3].vertex.z));
vtmp = vl;vl = v2;v2 = v3;v3 = vtmp;
}
x = polylst_poly_index].planq.a;
y = polylst_poly_index].planq.b;
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z - polyist{poly_index].planq.c;
length = sqrt( x*x + y*y + z'z);
ptr = polylst[poly_index].pvert.ptr;
for (jj = O;jj < polylst[poly indexl.npvert.qi++)
{
vtmp = *p_;
vertlst[vtmp].normal.x += x/length;
vertlst[vtmp].normal.y += y/length;
vertJst[vtmp].normal.z += z/length;
normalcount[vtmp].n++;
}
poly_index++;
}/* end of poly. j loop */
}/* end of obj. i loop */
for (i ffiO; i < free_vert; i++)
{
if (normalcount[i].n != O) {
vertlst[i].normal x/ffi normalcount[i].n;
vertlst[i].normal.y/= normalcount[i].n;
vertlst[i].normal.z/= normalcount[i].n;
}
}
/* Free the temporary storage*/
free(normalcount);
}/*end ofrebuild_planeq */
new_cut_plane(cut_normal,plane-locate,new....plane ptr,n vert ptr)
VECTOR cut_normal;
POINT plane_locate;
POINT *new_plane_ptr;
int*n_vert_ptr;
{
intij,k,n_vert,n_cut,search,plane_index,k1,flag;
intkk_;
POINT box[8],new_point;
LINE cut_line;
shorttemp_index0,temp_index1,e_index,pass;
stxuct {
float x;
float y;
float z;
short e_index;
short v..indexO;
short v_.indexl;
short p_index;
short flag;
}cut_point[12];
VECTOR vtemp;
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POINT new_plan_6];
float dot_producK);
float co_4];
bod0]= - bbo_010]; bczi0].y = bbo_l][0]; box[0l.z = bbo_210];
bo_l] r ffibbo_011]; bo_l].y = bbo_lI0]; box_l].z = bboz[210];
box{2].z - bbox{0][1]; box{2].y - bbox{1][0]; box[2].z - bbox{2II];
box{3] T - bbox[0][0]; bo_3].y = bbox{l][0]; box{3].z = bbox{211];
box[4].x= bbox{0][0];box[4].y= bbox[l][l];box[4l.z= bbox[210];
box{S]_ - bbox[0][1];box[S].y= bboxil][1];box[5].z= bbox[210];
box{6]_ = bbox{0][1];box{6].y= bbox[l][1];box_6l.z= bbox[211];
box{7]_= bbox{0][0];box{7].y= bbox{1][1];box[7].z= bbox{211];
n_cut= 0;
printf("\n%3,3f %3.3f%3_3f',plane_locate.x,plane_locate.y,plane_locate.z);
for(i=0;i<6;i++){
for(j=0lj<4lj++){
k = vertex_index[if[j];
vtemp.u = box[-k]"x-plane_locate.x;
vtemp.v = box[k].y-plane_locate.y;
vtemp.w ffibox[k].z-plane_locate.z;
cosa[j]= dot_product(&cut_normal,&vtemp);
}
if(cosa[0]<=0.0&& cosa{l]<=0.0&& cosa{2]<--0.0&& cosa_3]<=0.0 )
gotojump;
for(jf0;j<4lj++){
k = vertex_index[iX];
kl = (j== 3 )?vertex_index[i][01:vertex_index[i][j+ll;
cut_line.p0"xffibox{-k]"x;
cut_line.p0.y= boxfk].y;
cut_line.p0.z= box{k].z;
cut_line.pl"x= box[-kl]"x;
cut__line.p1.y= box[kl].y;
cut_line.p1.z= box[kl].z;
flag= plane_cut_line(cut_normal,plane_locate,cut_line,&new_point);
if(flag== PARTCUT1 11flag== ENDCUT1
IIflag== PARTCUT0 IIflag_ ENDCUT0 IIflag== ONPLANE ){
cut_point_n_cut]"x= new_point.x;
cut__point{n_cut].y= new_point.y;
cut_point(n_cut].z= new_point.z;
cut_point[n_cut].v_index0= k;
cut_point{n_cut].v_indexl= kl;
cut_point[n_cut].flag= UNPICKED;
if (flag =- ENDCUTl I I flag == ENDCUT0 I I flag == ONPLANE)
cut point{n_cut].e_index = (flag _ ENDCUTI) ? kl:k;
else
cut_point{n_cut].e_index = NOTEND;
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cut_point[n_cut++].p_index= i;
if(flag-- ONPLANE ){
cut..point_ncut].x= new_point.x;
¢ut..point[n_cut].y- new..point.y;
cut..point[n_cut|.z= new_point,z;
cut..point[n_cut].v_index0- k;
cut_point[n_cut].v_indexl- kl;
cut_point[n_cut].flagffiUNPICKED;
cut_point_n_cut].e_index= kl;
cut_point[n_cut++].p_index = i;
}
if (n cut> 12){
printf("n_cut more than 12 !t");
shut_down core10;
exit(l);
}
}
}/* end ofj loop (line loop) */
jump:j--0;
}/* end ofi loop (plane loop) */
cut_point[0].flag ffiPICKED;
temp_index0 = cut_point_0].v_index0;
temp index1 = cut_point[0].v_indexl;
e_index fficut_point[0].e_index;
plane_index fficut point[0].p_index;
new_plane[0].x = cut__point_0].x;
new plane[0].y fficut_point[0].y;
new..plane[0].z fficut_point_0].z;
if(cut_point[0].e_.index== NOTEND){
for(i=l;i<n_cut;i++)
if((temp__index0_ cut_point[i].v_index0
&& temp_.indexl=fficut_point_i].v_indexl)II
(temp_index0 == cut_point[i].v_indexl
&& temp_indexl == cut_point[i].v_index0))cut_point[i].flag= END;
}
else{
for(i=l;i<n_cut;i++)
if(e_index=fficut_point[i].e_index
&& plane_index!=cut_point{i].p_index)cut_point_il.flag= END;
};
n vert= i;
pass=0;
search= BEGIN;
kkffiI,
while(search= BEGIN ){
if(e_index!=NOTEND ){
for(iffil;i<n_cut;i++)
if(plane_index== cut_point[i].p_index
&& e_index== cut_point[i].e_index)
cut_point[i].flag= PICKED;
for(i=l;i<n_cut,_++)
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i=l;
if(plane_index == cut_point[i].p_index
&& cut_point_i]_flag == UNPICKED ){
cut_point(i].flag = PICKED;
if(e_index 1= cut_point(i].e_index){
tempjndex0 = cut..point[i].v_index0;
temp_indexl fficut_point[i].v_indexl;
e_index = cut_point[i].e_index;
new_plane[n_vert]1 = eut_point[i]_;
new_plane[n_vert].y = cut_poin_i].y;
new_plane[n_vert++].z = cut_point[i].z;
}
}
while(i<n_cut){
if(plane_index== cut_point{i].p_index&&
cut_point_i].flag== UNPICKED ){
cut_point{i].flag= PICKED;
temp_index0 = cut_point{i].v_index0;
temp_indexl = cut..point[i].v_indexl;
e_index= cut_point[i].e_index;
new_plane[n_vert]_x= cut_.point[i].x;
new_plane[n_vertJ.y= cut_point[i].y;
new_plane[n_vert++].z= cut_point[i].z;
break;
}
i++;
}
jjffil;
while(jj<n_cut){
if(e_index== NOTEND ){
if(cut_point[jj].flag!=PICKED
&&((temp_index0 ffi=cut_point[jj].v_index0
&& temp_indexl == cut_point[jj].v_indexl)
Il(temp_index0== cut_point[jj].v_indexl
&& temp_indexl == cut_point[jj].v_index0))){
cut_point_j].flag= PICKED;
plane_index= cut_point_].p_index;
break;
i
if(cut_point[jj].flag== END
&&((temp_index0 == cut_point[jj].v_index0
&& temp_indexl == cut_point[jj].v__indexl)
Il(temp_index0_ cut_point[jj].v_indexl
&& temp_indexl == cut_point[jj].v_index0))){
searchffiEND;
break;
}
}
if(e_index!=NOTEND ){
if(e_index== cut_point{jj].e_index
&& cut_point[jj].flag=ffiUNPICKED){
cut_point_jj].flagffiPICKED;
plane_index= cut_point[jj].p_index;
break;
}
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if(e_index== cut_point[jj].e_index
&& cut_point,].flag-= END){
search= END;,
break;
}
}
ii++;
}/* end ofjj loop
if( pass++ > 6 ) break;
*/
}/* end of search loop */
for (i=0;i<n vert;i÷+){
new_plane_ptr->x = new_plane[i].x;
new_.plane_ptr->y = new_plane[i].y;
new_plane_ptr->z ffinew_plane[i].z;
new_plane_ptr++;
}
*n_vert_ptr ffi n_vert;
}/* end of new_cut_plane */
#include<usercore.h>
#include<sun/fbio.h>
#include<stdio.h>
#include<math.h>
#include"model.h"
extern
extern
extern
extern
extern
extern
extern
POINT cut_plane[l;
int nve_,npoly,faceremove,num_shade_level;
int npver_,*pvertptr[],pvert_],indxlist[],number;
float planeq[_4],verticesN[3],norrnalEl[3];
short mycolorl,cindexl],plan_infoB,cline[];
float xm ax0anin,ymax,ymin,zmax,zmin_xcent
,ycent,zcent,length,emin,emax;
float dxlist0,dylist[],dzlist0
jJist_,ylist[],zlist0,n_vert[][3]_ine_vert[I3];
/*linevariables */
extern int nline,nlver_,line_index_list[]j_pline_;
P Externals */
extern nobj,npoly,nvert;
extern free_vert, free_poly,free_obj,free_pvert;
extern old_vert,old poly,old_pvert;
extern float hboxf][2];
extern struct image_status format image_status;
extern struct obj *objlst;
extern struct poly*polylst;
extem structvert_e_lst;
externstructpvert*pvertlst;
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defin_colorO
{
ir_
float x,y,z,xO_o,zo_er_,_;
map_ndc_to_world_.3(-348.,348.,-870., &x,&y,&z);
map ndc_to_world_3(O.O,O.O,O.O,&xO,&yO,&zO);
x -ffixO;y -=yO;z -ffizO;
length ffisql't(x*x +y*y + z'z);
if (length != 0.0)
{
x/ffileng_h,'y/=length;z/=length;
}
for (i--O;i< nvert; i++)
{
cindex{i]=
fabs(normal[i][O]*x+normal[i][1]*y+normal[i][2]*z) * 255.0;
if (cindex[i]<l.0) cindex[i]=l.0;
if (cindex[i]>255.0) cindex{i]=2,55.0;
}
/*end ofdefin_color */
backsurfaoa_check()
{
int i,j,k,p;
int *pW,
float x[6],y[6],z_6],nx,ny,nz, c,ai,aj,bi,bj,ci,cj,di,dj;;
for (pfO;p<npoly;p++)
{
ptrfpvertptr[p];kffinpvert[p];
for (i=O;i<k;i++)
{
j= *ptr++;
xlist_i]=vertices[j][O];
ylist[i]fvertices[j][ 1];
zlist[i]=vertices{j][2];
}
for (i=O;i<npvert{p];i++)
mapworld to ndc_.3(xlist[i],ylist[i],zlist_i],&x[i],&y[i],&z[i]);
_-0.0;
aifx_i]-x[O];ajfy_l]-y[O];
bi=x[2l-x[11;bjfy[2]-y[1];
ci=x[3]-x[2];cj=y[3]-y[2];
difx[O]-x[3];djfy{O].y[3];
cfai*bj-aj*bi+bi*cj-bj*ci+ci*dj-cj*di+di*aj-dj*ai;
if(c<0.0&& plan_info[p]<OI I c>0.0&& plan_info[p]>O)
plan_info[p]=-plan_info[p];
}
/*end ofbacksurface_check */
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nd© to_worldO
{
float x_y,_
for (i-O;i<nvert;i++)
{
n_vert[i][O] *=1020;
n_vert[i][1] *=1020;
n_vert[i][2] *ffi1020;
if(iffi=O)
I
xmin=xmax=n_vert[i][O];
ymmffiymaxffin_.vert[i][I];
zminffizmax=n_vert[i][2];
}
el_
{
xminffi(xmin>n_vert[i][O])?n vert[i][O]_min;
xrnaxffi(xmax<n vert[i][O])?n_ver_i][O]_max;
ymin= (ymin>n_vert_i][l])?n_ver_i][l]:ymin;
ymax= (yrnax<n_vert[i][l])?n_vert_i][l].-ymax;
zmin= (zmin>n_vert[i][2])?n_vert{i][2]:zmin;
zmax= (zmax<n_ver_[i][2])?n_vert_i][2]:zmax;
emin= (emin> cindex[i])? cindex[i]:emin;
emax= (emax< cindex{i])? cindex{i]:emax;
}
}
xcentffixmin+(xmax-xmin)/2;
ycent=ymin+(ymax-ymin)/2;
zcentffizmin+( zmax-zmm)/2;
for(i=O;i<nvert;i++)
{
if(cindex[i]>1)
cindex[i]f(int)(cindex[i].emin)*num_shade_level/(emax-emin);
}
} /* end ofndc_to_world */
drawline_)
{
intij,k_np,color,v_index;
int*p_
ptrffi &line index list[O];
for (iffiO;i<nline;i++)
{
npfnpline[i];
color= cline[i];
if(color< O)
ptr +ffi-np;
else
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!
set..linewidth(O.3);
set_line_index(color);
for(j=O_<np_++)
{
v_index= *ptr;
xlist[j] ffiline_vert[v_index][O];
ylist[j]= line_verily_index]J1];
zlist[j]= line_verily_index]J2];
I_++;
}
polyline_abs_3(xlist,ylist,zlist,np);
}
l
set_.linewidth(O.O);
/*end ofdrawline */
draw_axisO
{
intcolor;
/*
set_line_index(lO0);
move_abs_.3(O.O,O.O,O.O);
line_rel_3(200.O,O.O,O.O);
set_line_index(60);
move_abs_3(O.O,O.O,O.O);
line_rel_3(O.O,200.O,O.O);
set_line_index(80);
move_abs_3(0.O,0.O,O.O);
line_rel_3(O.O,O.O,200.O);
set_lineindex(4);
*/
}/*end ofdraw axis */
define_color()
{
int
floatx,y,z,xO,yO,zO,length;
map_ndc_to_world_3(-348.,348.-870.,&x,&y,&z);
map_ndc_to_world_3(O.O,O.O,O.O,&xO,&yO,&zO);
x -=xO;y -=yO;z---zO;
length=sqrt(x_+y*y+z*z);
if(length!=0.0)
{
x/=length,_/=length;z/=length;
}
for(i=O;i<nvert;i++)
{
cindex[i]=(int)fabs(normal[i][O]*x+normal[i][1]*y+normal[i][2]*z)*254.0;
if(dndex[i]<l.0)cindex[i]=l.O;
if(cindex[i]>255.0)cindex[i]=255.0;
}
/*end ofdefine_color */
5O
world_to_ndcO
{
for (i=o;i<nvert;i++)
{
map_world_to_ndc_3(vertices[i][O],vertices{i][ l],vertices[i][2],
&n_vert[i][O], &n_vert{i ][I ],&n vert{i ][2]);
}
} /* end world to _ndc */
draw_box0
{
floatx[S]MS],z[S];
set_linewidth(0.3);
set_lineindex(BOX_COLOR);
x{0]=_4]=x[3]fbbox_0][0];
xil]=_2]=bbox[0][1];
z_0}ffiz[l]=z[4]=bbox_210];
d2]=_a]=bbox_2][1];
y[O]ffiy[1]=y[2]ffiy[3]=y[4]ffibbox[ 1][0];
polyline abe_3(x,y,z,5);
y[O]ffiy[1]=y[2]fy[3]=y[4]fbboxf 1][ 1];
polylineabs_3(x,y,z,5);
yi0]=y[4l=y[3]fbbox_i][ l;
y[1]=y[2lfbbox[1][1];
z_0}ffiz{1]=zf4]fbbox[210];
z[2]ffiz[3]fbbox[2][1];
x[0]=x{1]=x[2]fx_3]fx[4]=bbox{0][1];
polylineabs__3(x,y,z,5);
x[0]ffix(l]=x[2]=x[3]=x_4]=bbox[0][1];
polylineahe_3(x,y,z,5);
x[0]=x[4]ffix[3]fbbox(0][0];
x[I]=x_2]=bbox/0][I];
y[0]ffiy{1]=y[4]=bbo_[1][0];
y_2]=y_3]=bbox_ 1 ][0];
y[2]=y[3]=bbox[ 1][ 1];
dONz[ 1]=z[2]=z[3]=z[4]=bbox_2][O];
polyline_abs_3(x,y,z,5);
z[O]=z[ 1]=z[2]=z[3]=z[4]=bbox_2][ 1];
polyline abs_.3(x,y,z,5);
draw_axis();
} /* end of drawbox */
drawface(p)
intp;
{
mt ijk_
h_t*pro
float _ 6],y[6],z[6]_',x,ny_z,c,ai,aj,bi,bj,ci,cj ,di,dj ;;
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ptr-pv_ptr[p];
for (i=O;i<npvert_p];i++)
{
j=*pU-_;
xlis_il=vertic_[O];
ylist{i]=vertices_]1 I];
z]ist[i]=vertic_12];
}
for (i=_,i<npver¢[p];i++)
map_world_to ndc_3(xlist_i],ylist{i],zlist[i],&x[i],&Y[i] ,&z[i]);
_--0._,
_=x[1]-x[O];aj=y[1]-y[O];
bi=x[2]-x[ 1];bj=y{2]-y[1];
ci=x[3]-x[2];cj=y_3]-y[2];
di=x[0]-x[3l;dj=y[0]-y{3];
c=ai*bj-aj*bi+bi*cj-bj*ci+ci*dj-cj*di+di*aj-dj*ai;
xtist{4]=xlist{O];ylist{4]=ylis_O];zlist_4]=zlis_O];
if(c<0.0 )
polyline_abs_.3(xlist,ylist,ztist,npvert_p]+1);
} /* end of drawface */
drawobj()
{
_t_
floatx[5],y_5],z[5];
set_line_index(LINE_COLOR);
if(image_status.special_-_TRUE)
{for(i=618;i<npoly;i++)
drawface(i);
}
else
for(i=0;i<npoly_++)
drawface_i);
draw_axis();
}/* end of drawobj */
draw_wireframe()
{
short*ptr;
struct vert *vertlstptr,
intij,k,index,num_vert,poly_index;
set_line_index(LINE_COLOR);
for(i=O;i<nobj;i++){
poly_index= objlst[i].index;
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for (jffiO_<objkt[i].npolyj++)|
linking( &poly_index);
ptr - polylst[poly_index].pvert.ptr;
num vert ,. polylst[poly_index++].npvert;
for (k-O'_<num_vert;k++){
vertlstptr = vertlst + *ptr++;
xlist[k] = vertlstptr->vertez_
ylist/k]= vertlstptr->verte_y;
zlistt"k] = vertlstptr->verte_z;
}
xlist[k]= xlist[0];ylist[k]= ylist(01;zlist[k]= zlist[ol;
polyline__abs__3(xlist,ylist,zlist,num_ver + 1);
)/*end ofjpolyloop */
}/*end ofiobjloop */
}/* end ofdraw_wirefram */
drawobjl0
{
intij,k,index,num_vert,poly_index;
floatx,y,z,x0,y0,z0,1ength;
short*ptr,*colorlst,color_level;
structvert*vertlstptr;
map_ndc_to_world_3(-348.0,348.0,-870.0,&x,&y,&z);
map_ndc_to_world_3(0.0,0.0,0.0,&x0,&y0,&z0);
x -=x0;y-ffiyO; z -= z0;
length= sqrt(x*x+y*y+z*z);
if(length!=0.0)
{
x/=length,-y/=length;z/=length;
}
colorlstffi(short*)malloc(free_vert* sizeof(short));
for(i=0;i<free_vert;i++){
colorlst[i]=labs
(vertlst[i].normal_c*x+vertlst[i].normal.y*y
+vertlst[i].normal.z*z)*1000.;
if(i==O)
else
emin=emax=colorlst[0];
{
emin= (emin> colorlst[i])? colorlst[i]:emin;
emaxffi(emax< colorlst[i])?colorlst[i]:emax;
}
for(i=0;i<free_vert;i++)
colorlst{i]= (colorlst[i]>1)?
((intX colorlst_i]-emin)*num_shade_levelJ(emax-emin)):l;
for(i=0;i<nobj;i++){
poly_index= objlst[i].index;
for(j=0_j<objlst_i].npol]rj++){
/*
again3: wldle(polylst[poly_index].info_ DELETE) poly_index++;
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if (polyist(poly_index].info < 0 )
poly_index = polylst[poly_index].pvert.index;
if (polylst[poly_index].info _ffi DELETE) goto again3;
*/
iinking(&poly_index);
ptr = polylst[poly_index].pvert.ptr;
num_vert ffipolylst[poly_index].npvert;
color_level - (polylet[poly_index++].info-1)*num_shade_level+l;
for (kffi0;k<num_.vert;k++){
incbdist[k]fficolorlst[*ptr]+color_.level;
vertlstptr ffivertlst + *ptr++;
xlist[k] ffivertletptr->vertex_;
ylist[k] = vertlstptr->vertex.y;
zlist[k] ffivertlstptr->vertmLz;
}
set vertex_indices(indxlist,num_vert);
polygon_abs_3(xlist,ylist,zlist,num_vert);
}/* end ofj poly loop */
}/* end ofi obj loop */
free(colorist);
}/* end of drawobj 1 */
image_switchO
{
if (face_remove)
{
new_frame();
face_removeffiFALSE;
}
else
{
if (image_status.wire_frame)
{
delete_retained_segment(WIREFRAME);
create_retained_segm ent(WIREFRAME);
draw_wireframe();
close_retained_segm ent_WIREFRAME);
}
if (image_status.out_box)
{
delete_retained_segrnent(OUTBOX);
create_ret ained_s egment(OUTB OX);
draw_box();
close retained segment(OUTBOX);
}
if (image_status .line)
(
delete_retained_segment_DRAWLINE);
creata retained_segment_DRAWLINE);
drawline();
close retained_segment(DRAWLINE);
}
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draw_cut_plane(n_point) int n_point;
move abs_3(cut_plane[O].x,cut_plane{O].y, cut_plane[O].z );
for (i=O;i<n_point;i++){
xlist{i], cut_plane[i].x;
y|ist{i]= cut_.plane{i].y;
zlist[i]= cut plane[i].z;
}
xlist[i]= cut_plane[0].x,'ylist[i]= cut_plane{0].y;zlist[i]= cut_plane[0].z;
sot_line_index(MENU_TEXT_COLOR);
polyline_abs_3(xlist,ylist,zlist,n_point+I);
}/* end ofdraw_cut_plane */
#include<math.h>
#include'model.h"
/* Cross_product,dot_productand vectornormalization */
/* ************ Dot_product ******************/
/*Input thepointsofvectorA and B */
/*Return value :cos(theta) */
floatdot_product(pva,pvb) VECTOR *pva,*pvb;
{
floatcos_theta;
normalize(pva);
normalize(pvb);
cos_theta=((pva->u)*(pvb->u)+ (pva->v)*(pvb->v)+ (pva->w)*(pvb->w));
return(cos_theta);
/* end of dot_product */
/*************** Normalize******************/
/* Input the point of the vector which will be normalized */
normalize(pv)
{
floatm;
VECTOR *pv;
m= sqrt((pv->u)*(pv.>u)+ (pv->v)*(pv->v)÷ (pv->w)*(pv->w));
pv->u / =m;
pv->v/ffira;
pv->w/ffira;
}/* end of vector_normalize */
/************ Cross_product **************/
cross product(pvc,pva,pvb)
VECTOR *pva,*pvb,*pvc;
{
/*normalize(pva);
normalize(pvb);*/
55
/*
pve->u = (pva->v) * (pvb->w) - (pva.>w) * (pvb.>v);
pve->v = (pva->w) * (pvb->u) - (pva->u) * (pvb->w);
pve->w = (pva->u) * (pvb->v) - (pva->v) * (pvb->u);
if((pvc->u_-O) && (pve->v--O) && (pvc.>w--O))
{
if(pvb->ufffiO) {pvc->u = 1.0; pvc->v=O.O; pvc->w = 0.0;}
else
{
else
{
if(pvb->v==O) { pvc->u = -1.O/pvb->w; pve->v-O.O; pvc->w = 1.O/pvb->u;}
pvc->u ffi1.0;
pvc->w ffi1.0;
pvc.>v ffi-( pvb->u + pvb->w) / pvb->v;
}
}
normalize(pvc);
}
*/
}/* end of crossproduct */
matinv(ptr)
float *ptr;
short index[3][2], ipivot[3];
float pivot[3],mtxout_3][3];
short row, colum;
floatmax;
shorti,j,k,I;
for (i=O;i<3;i++)
for (j--O3<3;j++)
mtxout[iIj] = *(ptr+i*3+j);
for(j=O;j < 3;j++)
ipivotO]= O;
for(i= O;i< 3;i++){
max = 0.0;
/*Search forpivotelement*/
for(j=O;j < 3;j++){
if(ipivot{j]== I)
continue;
for(k= O;k < 3;k++) {
if(ipivot[k]_---I)
continue;
if(ipivot[k]> I)
return(0);
if(fabs(max)< fabs(mtxout{j][k])){
row = j;
colum ffik;
max = mtxout[j][k];
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}
}
}
/* Row intercahnge */
ipivot[colum] +- 1;
if(row _- colum) {
for (! = 0;l < 3;1++) (
max = mtxout_row][1];
mtxout[row][l] = mtxout_co|um][l];
mtxout[colum][l] = max;
)
)
index[ill0] = row;,
inde_i][1] = colum;
pivot_i] = mtxout_columl[colum];
mtxout{colum][colum]= 1.0;
for(I= 0;I< 3;i++)
mtxout[colum}[l]/=pivo_i];
for(j=0;j< 3;j++)
if(j!=colum){
max = mtxou_colum];
mtxout[j][colum]= 0.0;
for(I---0;I<3;I++)
mtxou_][l]-=mtxout(columl[l]*max;
}
for(i= 0;i< 3;i++){
I=3-I-i;
if(index_][0][=index{l][1]){
row = index[l][0];
colum = index_l][1];
for(k--0;k<3;k++) {
max = mtxout(-k_row];
mtxout[k][row]= mtxout[k][colum];
mtxout[k][colum]= max;
}
}
}
for(i=0;i<3;i++)
for(j--0;j<3;j++)
*(ptr+i*3+j)= mtxout_i][j];
/*
* Module: load_file()
*Functions:
1.Check data format;
2.Allocatememory;
3. Setup scaling parameters;
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4. Genarate object list;
5. Compute the parameters of each poly.
6. Compute the average normal at each vertex;
7. Free the temporary storage.
* Input:
data file: objects data, polygons data.
* Output_
object list, polygons list, vertices list;
* Last change 10/8/88
*/
#include <math.h>
#include <stdio.h>
#include "model.h"
extern int
extern int
extern float
extern short
extern float
extern float
npoly,face_remove,num_shade level;
npvert0,*pvertptr[],pvert_,indxlist0_number;
bbox[][2],planeq[][4],verticesO[3] _normal[][3];
mycolor 1,cindex{],plan_info[],cline_;
xmax_anin,ymax,ymin,zmax,zmin_cent
,ycent, zcent,length,emin,emax,scale;
dxlis_,dylistO,dzlist[]
,xlist[],ylist[],zlis_,n_vert{][3],line_vert[I3];
/*linevariables */
extem int nline,nlvert,line_index_list[],npline_;
extern struct image_status_format image_status;
/*Externals */
extern nobj,npoly,nvert;
extern free_vert,free_poly,free_obj,free_pvert;
extern old_vert,old_poly,old_pvert;
externfloatbbox_3][2];
/*Externals*/
externstructobj*objlst;
extem structpoly*polylst;
externstructvert*vertlst;
extem structpvert*pvertlst;
load_file(filename)
char *filename;
{
int ij;
int vtmp,vl,v2,v3;
float Rmp,maxd,ofl'set[3];
float x,y,z_0,y0,1ength;
FILE *fpW,
struct count{
short n
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};
struct count *normalcount;
/* 1. Check data format; */
if((fptr = fopen(filename, "r")) == NULL) {
printS"Can't open file: %s\n", f]]ename);
return( 1);
I
fseanf(fptr, "_{xt%d_kl', &nobj,&npoly,&nvert);
if (nobj > MAXOBJ ) {
printf(_l'oo many objects\n");
return(I);
}
if(npoly > MAXPOLY ) {
printff'Too many polygons\n");
re turn( 1 );
}
if(nvert > MAXVERT ) {
printf("Too many verices\n");
return(I);
}
if(nobj<=0 I I npoly <=0 II nvert <=2 ){
printft'Check your data! \n");
return(l);
}
/* 2.Allocatememory */
if(objlst!ffiNULL )free(objlst);
objlst=(stmct obj*)malloc(nobj* sizeof(structobj));
if(polylst!=NULL )_ee(polylst);
polylst= (structpoly *)malloc((npoly+MAXNEWPOLY) * sizeof(structpoly));
if(vertlst[ffiNULL )free(vertlst);
vertlst= (structvert*)malloc((nvert+MAXNEWVERT) * sizeof(structvert));
if(pvertlst!ffiNULL )free(pvertlst);
pvertlst---(structpvert*)malloc((MAXPVERT + MAXNEWPVERT) * sizeof(short));
/* 3. Setup scaling parameters */
fscangfptr, "%f%f%f%f%f%f', &bbox[0][0], &bbox[0][1], &bbox[1][0],&bbox[1][1],
&bbox[2][0], &bbox[2][1]);
maxd = 0.0;
for (i ffiO; i < 3; i++) {
off'set[i] = (bbox_i][O] + bbox[i][1]) / 2.0;
bbox{i][0]-=off`set[i];
bbox[i][1]-=offset[i];
if(bbox{i][0]> bbox[i][1]){
Rmp = bbox[i][0];
bbox[i][0]= bboxfi][1];
bbox[i][1]= Rmp;
}
if(maxd < bboxfi][1])
maxd = bboxii][1];
}
scale= 1000.0/maxd;
for(i= 0;i< 3;i++){
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bbox[iIO] *= sczle;
bbox[iIl] *= scale;
}
free_vert_ free_pvert_free_poly=free_pvert=O;
/* 4. Genarate object list */
if (normalcount != NULL ) free(normalcount);
normalcount: (struct count *)malioc((nvert )* sizeoffstruct count));
if(normalcount ffi=NULL ) {
printf('\nMerory too smalltl i n");
exit(l);
!
for (fi-ee_obj=0;free obj<nobj;free_obj++) /* objects input */
{
/*
fscanf(fptr,"%d%d",&objlst[free_obj].npoly,&objlst[free_obj].nvert);
objlst[free_obj].index=free_poly;
if(normalcount[=NULL )free(normalcount);
normalcount= (structcount *)malloc(objlst[free_obj].nvert
* sizeof(structount));*/
/* vertices input */
for(i= 0;i<objlst[free_obj].nvert;i++)
{
fscanf(fptr,"%f%f%f",&x, &y,&z);
vertlst[free__vert].vertex.x= (x-offset[0])*sca]e;
vertlst[free_vert].vertex.y= (y-offset[1])*scale;
vertlst[free_vert].vertex.z= (z-offset[2])*scale;
vertlst{free_vert].normal.x= vertlst[free_vert].normal.y
= vertlst[free_vert].normal_=0.0;
normalcount_free_vert++].n= 0;
}/*end ofverticesinput */
/* polygons input */
for (i = O; i <objlst{t_ee_obj].npoly ; i++)
{
fscanf(fptr,"%d',&vtmp );
polylst[free_poly].npvert= vtmp;
if((old_pvert+ polylst[free_poly].npvert)> MAXPVERT)
{
prin_"Check your data !!RUN OVER PVERTLIST.\n");
return(3);
}
fscanf(fptr,"%d",&vtmp);
polylst[free_poly].infofvtmp;
polylst[free_poly].pvert.ptr= &pvertlst{free_pvert].index;
for(j= 0;j<polylst{free_.poly].npvert;j++)
{
fscanf(fptr,"%d",&vtmp);
pvertlst[free_pvert++].index= vtmp -I;
!
polylst[free_poly].planq.a= polylst{free_poly].planq.b
= polylst[free_poly].planq.c= polylst[free_poly].planq.d= 0.0;
vl = pvertlst[free..pvert-1].index;
v2 : pvertlst[free_pvert-2].index;
v3 ffipvertlst[free pvert_].index;
/* 5. Compute the parameters A,B,C and D of each poly. */
/*
for (j .. O;j < 3; j++)
{
polylstffree_poly].planq_a +.. vertlst[vl].verteLy*
(vertlst[v2].vertex_ - vertlst_v3].verte_z);
polylst[free_poly].planq.b += vertist_vl].vertex.x *
(vertlst_v3].vertex.z - vertlst[v2].vertex.z);
polylst[free_poly].planq.c += vertlst[vl].vertex.x *
(vertlst[v2].vertex.y - vertlst[v3].vertex.y);
polylst[free_poly].planq.d += vertlst_vl].vertex.x *
((vertlst[v3].vertex.y * vertlst[v2].vertex.z) -
(vertlst{v2].vertex.y * vertlst[v3].vertex.z));
vtmp ffivl; vl = v2; v2 ffiv3; v3 = vtmp;
}
6. Compute the average normal at each vertex */
x = polylst{free_poly].planq.a;
y = polylst_free poly].planq.b;
z = polylst[frae_.poly].planq.c;
lengthffisqrt(x*x + y*y + z'z);
for(jffi1;j<ffipolylst[free_poly].npvert_++)
{ /*accum normls */
vtmp = pvertlst[free..pvert-j].index;
vertlst[vtmp].normal.x+= x/length;
vertlst[vtmp].normal.y+= y/length;
vertlst[vtmp].normal.z+= z/length;
normalcount[vtmp].n++;
}
free_poly++;
}/* end ofpolyinput */
for(i= old_vert;i< free_vert;i++)
{
vertlst[i].normal_/=normalcount[j].n;
vertlst[i].normal.y/=norrnalcount[j].n;
vertlst[i].normal.z/=normalcoun_++].n;
}
/* 7. Free the temporary storage */
old polyffifree_poly;
old_pvert= free_pvert;
old_vertffree_vert;
}/*end ofobjectinput */
/* 7. Free the temporary storage */
free{normalcount);
fcloee(fptr);
return(NULL);
} /* end of load..file() */
#include <usercore.h>
#include <sun/fbio.h>
#include <etdio.h>
#include <math2_>
#include "model.h"
el'l_m
_m
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int n_button;
float menu_.x,menu_y, menu_h,menu_w,menu f, window_fact;
struct menu_table_format menu_table0;
struct view_parameters_format my_viewparameters;
struct image_status_format image_status;
int menu_select0
{
float mx,my,fY,fy,fz;
float x,y,z;
hut ij,k,button,mycase;
set_primitive_attributes(&PRIM 'FrS);
mycase ffi0;
set_echo(LOCATOR, 1,1);
for (;;)
{
do
await_any_button get_looater_2(2OOOOOOO,l,&button,&mx,&my);
while(button =ffi0);
if (Coutton== 1)&&(mx>O.9)&&(my>O.O 1)&&(mx<O.98)&&(my<0.66))
{
mx=(mx-.9)*lO00.O;
myffimy*767.0/0.75;
for (kfO;k<n button;k++)
if ((mx<menu_table[k].maxx)&&(mx>menu_table[kl.minx)&&
(my<menu table[k].maxy)&&(my>menu_table[k].miny))
mycase=menu table{k].button_id;
breal_
}
}
set_echo(LOCATOR,l,0);
return(mycase);
/* end of menu_select */
int call_menu(menuname,flag)
int menuname,flag;
{
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inquire viswing_parametere(&my view_parameters);
set_menu v_);
set_se_ent visibilit_menuname,TR_);
i = menu select(_
set_segment visibility(menuname,flag);
set_viewing_parameters(&my_view_parameters);
return(i);
} /* end of call menu */
set menu vw()
{
set .view_reference_point(0.0,0.0,0.0);
set_view_plane_normal(0.0,0.0, -1.0);
set_view_plane_distance(0.0);
se t_projection(PARALLEL,0.0,0.0,1.0);
set_view_up_3(0.0,1.0,0.0);
set..window(0.0,100.0,0.0,767.0);
set_view_depth(0.0,1.0);
set_window clipping_FALSE);
set_viewport..3(0.92,1.0,0.0,.75,0.0,1.0);
/* end of set_menu_view */
init_menu0
{
int i_j,k;
inquire_viewing_parameters(&my_view_parameters);
set menu_vwO;
create retained_segment(MENU);
set_segment visibility(MENU,TRUE);
build_menu table();
build_menu 10;
[*
build_menu();
*/
close_retained_segment(MENU);
set_viewing_pararneters(&my_view_param eters);
/*end ofinitmenu */
build_menu_table()
{
FILE *fp_
short i,n,j;
intstatus;
charnatal16];
float px,py;
fptr= fopen("menu_file","r");
fscanflfptr,"%f%f%f%f%d%f', &menu_x,&menu_y,&menu_w,&menu_h,&n_button,&menu_f);
pxffimenu_x;
py,, menu__;
for (i=O;i<n button;i++)
{
for (jffiO_<16_++) nam[j]=4;
fscanf(fptr, "%d', &status);
fscanf(fptr, _%d', &menu_table[i].button_id);
fscanf(fptr, "%d', &menu table[i].button_frame);
do
fscanf(fptr,"%c',&nam[j]);
while(nam[j++l!=10);
menu_table[i].button_status= tatus;
for(jf0;j<16_++)
if((nam_j]>---65&& nam_j]<=90) II(nam[j]>--97&& narn[j]<=122))
menu_table[i].name[j]=nam[j];
else
menu_table[i].name{j]=32;
if(menu_table[i].buttonstatus=ffi-TRUE)
menu_table[i].maxx=px+menu_w.rnenu_h/menu_f;
else
menu_table[i].maxx=px+menu_w/2.0 -menu_h/menu_f;
menu_table[i].minx=px+menu_h/m enu_f;
menu_table[i].maxy=py;
menu_table[i].miny=py-menu_h;
if(menu_table[i].button_status== TRUE)
py -= menu_h;
else
{
if((px+menu_w/2.0)>= (menu_x+menu_w))
{
px ffimenu_x;
py -ffimenu_h,
}
else
px +=menu_w/2.0;
}P end ofiloop */
fclose(fptr);
}/* end ofbuild_menu_table */
build_menulO
{
intij,k;
floatpx,py,factor_x[12],y[12],z[12];
set_linewidth(0.3);
set line_index(MENU_BOX_C OL OR);
factorfmenu_h/menu f;
px=menu_x;
py-menu_y;
for (i_O;i<n_button;i++)
{
x[O]ffimenu table[i].minx-factor;
y[O]fmQnu table[i].miny+ factor;
_l]=menu table(i].minx;
y[ 1]ffimenu table[i].miny;
_2]ffimenu table[i].maxx;
y[2]fmenu_table{i].miny;
_3]=x[2]+factor;,
y(3]fy[o];
_4]=x_3];
y[4]=menu table[i].maxy- factor;
x[5]fmenu table[i] .maxx;
y_5]ffimenu table[i].maxy;
x_6]=x[l];
y[6]fmenu_t_]e[i].maxy;
x[7]fx[O];
y[7]ffiy[4];
x_S]=x_o];
y[8]fy[O];
move_abs_3(x[7],y[7],O.5);
if(menu_table{i].button_frame == O)
{
po|yline_abs_2(x,y,9);
move_abs_2(x[O],y[O]+ factor* 1.8);
set_text_index(MEN U_TEXT_COLOR);
text(&menu_table[i].name[0]);
}
else
{
set fill_index(menu_table[i].buttonframe);
polygon_abs_2(x,y,9);
move_abs_2(x[0],y[0]+factor*1.6);
settext_index(129);
text(&menu_table[il.name[0]);
}
if(menu_table[i].button_status==TRUE)
{
py -=menu_h;
px = menu_x;
}
{
if((px+menu_w/2.0)>= (menu_x+menu_w))
{
px = menu_x;
py -= menu_h;
}
else
}
}
set_linewidth(0.0);
}
else
px +=menu_w/2.0;
/* end of build_menu */
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#include <usercore.h>
#include <sun/fbio.h>
#include <stdio.h>
#include <math.h>
#include "model.h"
extem floatred[],grn[],blu[],dot,T,B,L,R,windowfact;
extern struct vwsurf *our_surface;
shut_down_corelO
{
terminate_device(KEYBOARD,l);
deselectview_surface(our_surface);
terminate_view_surface(our_surface);
terminate_core();
/*end ofshut_down_corel */
start_up_coreO
{
int_
FILE *f_W,
initialize_core(BASIC,SYNCHRONOUS ,THREED);
our_surface->cmapsize= 256;
our_surface->cmapname{01='\0';
if(initializeview_surface(our_surface,TRUE)) exit(l);
initialize_device(BUTTON,I);
initialize_device(BUTTON,2);
initialize_device(BUTTON,3 );
selectview_surface(our_surface);
set_light_direction(-0.45,0.45,-0.45);
set_.shading_parameters(.5,.5,.5,0.5,7.,0,0);
initialize_device(KEYBOARD,1);
set_echo_surface(KEYBOARD,1 ,our_surface);
set_keyboard(1,80,"M,I);
initialize_device(LOCATOR, 1);
initialize_device(PICK, 1);
set_pick(I,0.001);
set_echo(LOCATOR,1,0);
set_echo_surface(LOCATOR, 1,our_surface);
/*set_output_clipping(TRUE);*/
fptr= fopen("new_color.dat",r");
inquire_color_indices(our_surface,0,255,red,grn,blu);
fscanf(fptr,"%f%f%f%f%f', &dot,&T,&B,&L,&R);
for(i=0;i<256;i++)
fscanf(fptr,"%f',&redIi]);
for(i=0;i<:256;i++)
fscanf(fptr,"%f',&grn[i]);
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for (i=0;i<258;i++)
fscanf(fptr, "%f', &blu_i]):
defins_¢olor_indicu(our_surface,0,255,red,grn,blu);
f¢lon(fptr);
} /* end of start up_core */
seWwpo(vx, vy, vz,bbox)
float vx, vy, vz,bbox(3][2];
{
float ctiag, del, objdist, near;,
set view_reference_point(vx, vy, vz);
set view_plane_normal(-vx, -w/,-vz);
set_projection(PERSPECTIVE, 0., 0., 03;
set view_plane_distance_ 256.0);
if((vx == o.0) && (vz == o.o))
set view_up_3(o.o, o.o, vy);
else
set_view_up_3(0.0, 1.0, 0.0);
set_window(.80.0*window_fact, 80.0*window_fact, -65.0*window fact, 65.0*window_fact);
diag = 0.0;
for(i = O; i < 3; i++) {
det = htmxfi][1] - bbox[i][0],
diag+= del*del;
)
diag= sqrt(diag)/2.0;
objdist= sqrt(vx_x + vy*vy + vz*vz);
near = (diag>= objdist)?objdisu2.0:objdist-dia_,
set_view_depth( near, objdist + diag);
set_window_clipping(TRUE);
set_front_plane_clipping(TRUE);
set_back_plane_clipping(TRuE);
/*
set_viewport3(.17,.92,0.,.75,0.0,1.0);
*/
}/*end ofse_vwpo */
setvwpv()
{
set view_reference_point(0.0,0.0,0.0);
set view_planenormal(0.0,0.0,-1.0);
set view_plane_distance_0.0);
set_projectiont PARALLEL, 0.0,0.0,1.0 );
set_view up_3(0.0,1.0,0.0);
set_window10.0,1023.0,0.0,767.0);
set view depth(0.0,1.0);
setwindow_clipping(FALSE);
set_.viewport_3(0.0,1.0,0.0,.75,0.0,1.0);
} /*end ofsetvwpv */
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