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Resum 
 
Una Smart City és una plataforma que integra i unifica tota la activitat i gestió 
d’una ciutat en un sol bloc. Permeten la gestió i el creuament de totes les 
dades en un punt central, per afavorir la presa de decisions, prediccions, 
planejament i actuacions, de la manera més eficient possible. Engloba, tant els 
dispositius físics com el programari que fa possible comunicar i gestionar les 
dades. Des de la capa més baixa (sensors i actuadors) fins a la més alta 
(presentació de dades). 
 
Abertis telecom disposa d’una ciutat intel·ligent de demostració (anomenada 
Smart Zone), que conté tots els elements necessaris per emular el 
funcionament d’una plataforma Smart City. Un dels conceptes clau d’aquesta 
plataforma, és la integració i uniformització de dades (amb independència del 
fabricant, protocol o tipus de dades que caracteritzi el dispositiu d’origen) que 
aconsegueix a partir de la capa de gestió, oferint una interfície estàndard 
(serveis web) de les quals les aplicacions es poden nodrir. 
 
Aprofitant aquesta interfície, es crea una aplicació web desenvolupada en PHP 
al costat-servidor, i HTML5 i JavaScript al costat-client, produint una aplicació 
completa que permet la visualització de les dades ofertes per la capa de gestió 
de la plataforma d’una forma amigable. 
 
A més, s’implementa una API que ofereix una nova alternativa de consumició 
automatitzada de les dades sensòriques. A diferència dels serveis web SOAP 
ja disponibles fins al moment, es construeix una API seguint les directives 
REST i oferint formats alternatius de consum (XML, PHP, JSON i CSV). 
Aquesta API pretén permetre el desenvolupament d’aplicacions sobre la 
plataforma de la manera més ràpida, eficient i còmode al conjunt més ampli 
possible de desenvolupadors (amb diferents graus d’experiència, 
especialitzats en diferents llenguatges de programació, etc). 
 
Seguint les fases de desenvolupament de programari: anàlisi de requeriments, 
disseny i implementació, s’obté una aplicació web i una API, desenvolupades 
amb programari lliure, i completament funcionals. 
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Overview 
 
A Smart City is a platform that integrates and unifies all the activity and 
management of a city in a single block. It allows the management and data 
crossing in a central point, in order to facilitate the decision taking, predictions, 
plans and interventions, in the most efficient way. It covers from the physical 
devices to the software that communicates and manages the data. From de 
lowest layer (sensors and actuators) from the highest (presentation). 
 
Abertis telecom have an Smart City Demo (called Smart Zone), that contains 
all the needed elements to emulate the behavior of a Smart City platform. One 
of the key concepts of this platform is the integration and standardization of the 
data (independently of the manufacturer, protocol or type of data that features 
the origin device) that is achieved from the management layer, offering an 
standard interface (web services) which the applications can take data from. 
 
Taking advantage of this interface, a web application is developed in PHP for 
the server-side, and HTML5 and JavaScript for the client-side, producing a 
complete application that allows the visualization of the offered data by the 
management layer of the platform, in a friendly way. 
 
Moreover, an API is implemented, offering a new alternative for automatic 
consumption of sensoric data. Unlike existing platform web SOAP web 
services, an API is build following the REST guidelines, and offering alternative 
types of consumption (XML, PHP, JSON and CSV). This API pretends to allow 
the development of applications over the platform in a fast, efficient and 
confortable way, for the largest base of developers (with different grades of 
expertise, different programming languages, etc.). 
 
Following the software development stages of requirement analysis, design 
and implementation, obtaining a web application and an API, developed using 
free software, and completely functional. 
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INTRODUCCIÓ 
 
 
Segons les Nacions Unides, vivim en un món de més de 7000 milions de 
persones [1], i en ple procés d'urbanització extrema en la majoria de regions del 
planeta (on s'espera que en uns 35 anys, dos terços de la població viurà en 
ciutats) les infraestructures disponibles comencen a notar el sobreesforç al que 
estan sotmeses. 
 
Tot això succeeix en un context històric de recessió econòmica, amb grans 
mesures d'austeritat, convertint molts projectes i obres d'àmbit públic gairebé 
impossibles de realitzar o millorar. Per tant, es fa imperatiu desenvolupar 
millors estratègies per la gestió de les ciutats. 
 
Avui en dia, l'èxit d'una ciutat s'hauria de mesurar per la manera de gestionar 
els recursos (energia, espai, temps, etc.), que cal que sigui de forma eficaç, 
sostenible i centrant-se en el màxim rendiment possible. En definitiva, les 
ciutats han de ser més intel·ligents gestionant els seus recursos. 
 
El concepte de Smart City o Ciutat Intel·ligent, tradicionalment centrat en 
l'eficiència energètica i la reducció d'emissions contaminants, ja des de fa uns 
anys està més vinculat al paper de les Tecnologies de la Informació i la 
Comunicació (TIC) aplicades a les infraestructures urbanes. 
 
Així doncs, una Smart City es pot definir com una plataforma que integra i 
unifica tota la activitat i gestió d’una ciutat en un sol bloc. Permeten la gestió i el 
creuament de totes les dades en un punt central, per afavorir la presa de 
decisions, prediccions, planejament i actuacions, de la manera més eficient 
possible. Engloba, tant els dispositius físics com el programari que fa possible 
comunicar i gestionar les dades. Des de la capa més baixa (sensors i 
actuadors) fins a la més alta (presentació de dades). 
 
Aquesta definició no és única i n’hi ha d’altres que disten en funció del seu 
origen, ja siguin empreses, universitats, òrgans governamentals, polítics o 
mitjans de comunicació, però acostumen a tenir en comú la consideració d'una 
sèrie d'elements clau: 
 
 Energia. 
 Aigua. 
 Residus. 
 Mobilitat. 
 Serveis als ciutadans. 
 
Tot i que moltes de les definicions destaquen el paper indispensable del capital 
humà, de l'educació i de l'aprenentatge en el desenvolupament de les ciutats 
intel·ligents, el present projecte (en tant que etapa final d'uns estudis 
d'enginyeria), es centrarà en les solucions tecnològiques (englobades en les 
esmentades TIC), que afavoreixen el desenvolupament sostenible, 
racionalització i optimització de recursos dels nuclis urbans, i a millorar la 
qualitat de vida dels seus ciutadans. 
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Implementació tecnològica 
 
Els elements tecnològics bàsics per implementar un projecte de Smart City són 
els sensors, que recullen a peu de carrer (o dins dels edificis) tot tipus 
d’informació. La transmissió i emmagatzematge eficient de la gran quantitat de 
dades produïdes per una xarxa de sensors escampada per tota una ciutat, 
independentment del seu origen i format, és clau per afavorir la seva posada en 
valor, i així transformar la informació en coneixement, aportant dades amb valor 
afegit a les administracions, empreses o als ciutadans. 
 
Aquestes dades solen ser altament heterogènies, amb formes i mides molt 
diferents. Obtenir informació resulta una tasca relativament fàcil si la comparem 
amb l'operació realment important, que és com cal processar-la i tractar-la per 
aconseguir l'objectiu desitjat. 
 
Les solucions informàtiques tradicionals tracten les dades com elements 
empresonats dins de cada sistema o programari. Aquest fet, sumat a les 
solucions verticals (capa física -sensors-, més capa lògica i de presentació -
programari propietari-) ofertes per diferents fabricants i proveïdors de solucions 
tecnològiques, han promogut la creació de dipòsits aïllats de dades. 
 
Aquest aïllament, però, es pot trencar gràcies a la utilització de programari i 
serveis basats en Internet, eines molt potents que permeten extraure i 
compartir dades entre diferents sistemes, connectant les xarxes de sensors (el 
sistema nerviós de la ciutat) amb un centre de processat (el cervell) d'una 
manera més senzilla i econòmica. 
 
Finalment, en la fase de presentació de les dades, és essencial l’elecció de les 
tecnologies usades, per tal que siguin accessibles d’una manera senzilla. En 
aquest punt, la utilització de protocols i serveis estàndard es fa necessària. 
 
A més a més, gràcies a la gran adopció dels anomenats Smartphones o 
telèfons intel·ligents, al nostre país [2] i en general a tot el món occidental, 
proveeix d’una plataforma perfecte per fer arribar les dades, serveis i productes 
que sorgeixin del projecte d’una ciutat intel·ligent directament les empreses, 
administracions i ciutadans, en forma d’aplicacions en xarxa. 
 
 
La Smart Zone d’Abertis telecom 
 
Abertis telecom disposa d’una ciutat intel·ligent de demostració (anomenada 
Smart Zone), que conté tots els elements necessaris per emular el 
funcionament d’una plataforma Smart City. Aquesta instal·lació inclou centenars 
de sensors i dispositius de diferents proveïdors a nivell de carrer al voltant de la 
seva seu, al Parc Logístic de la Zona Franca de Barcelona, xarxes de 
comunicació pel transport de les dades, servidors d’emmagatzematge i gestió 
de dades i el programari necessari per la visualització enriquida de la 
informació. 
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La Smart Zone és un escenari perfecte per simular una ciutat intel·ligent i poder 
comprovar in situ la tipologia i varietat de les dades, possibles problemàtiques 
de connexió o fallades de funcionament d'algun dels elements, etc. 
 
Un dels conceptes clau d’aquesta plataforma, és la integració i uniformització 
de dades (amb independència del fabricant, protocol o tipus de dades que 
caracteritzi el dispositiu d’origen) que aconsegueix a partir de la capa de gestió, 
oferint una interfície estàndard (serveis web) de les quals les aplicacions es 
poden nodrir. 
 
L’empresa té la voluntat d’oferir a tercers desenvolupadors la base per accedir 
a les dades: serveis web, APIs, llibreries, etc. En definitiva, una SDK (Software 
Development Kit) que permeti el desenvolupament d’aplicacions sobre la 
plataforma de la manera més ràpida, eficient i còmode al conjunt més ampli 
possible de desenvolupadors (amb diferents graus d’experiència, especialitzats 
en diferents llenguatges de programació, etc). 
 
 
L’objectiu 
 
Seguint aquesta voluntat, l’objectiu principal del projecte és oferir formes 
alternatives de consumició de dades, exposades en una nova API, i formats 
alternatius no disponibles a la plataforma, per tal d’augmentar el ventall de 
possibles desenvolupadors interessats. A més, també es pretén la creació 
d’una aplicació web emmarcada dins de la capa de presentació de la 
plataforma, que permeti la visualització i navegació de les dades d’una forma 
gràfica i amigable. 
 
Actualment, existeixen dues maneres de consumir les dades de la plataforma: 
un portal web, amb informació gràfica i que ofereix un lleuger grau de 
configuració, o bé accedint directament als serveis web de la capa de gestió, 
usant les seves funcions que ofereixen un mètode d’accés (protocol SOAP) i un 
format (XML) molt concrets, els quals no són els més adequats per algunes de 
les tecnologies usades pels desenvolupadors (especialment aquells 
acostumats a usar tecnologies de costat-client) que puguin estar interessats en 
desenvolupar aplicacions sobre la plataforma. 
 
Així, es proposa la creació d’una API, seguint les directives REST, i que exposi 
les consultes en format JSON (objecte de JavaScript), PHP, CSV i també XML. 
Aquestes característiques fan que la informació sigui més atractiva, fàcilment 
gestionable i integrable en aplicacions o pàgines web senzilles i 
desenvolupades únicament usant llenguatges de costat-client, com HTML i 
JavaScript. 
 
Després d’estudiar les alternatives més populars pel desenvolupament de 
pàgines web, s’ha decidit per la utilització del llenguatge PHP, dins d’un 
servidor web amb arquitectura LAMP per al costat-servidor i HTML5 i 
JavaScript al costat-client. Amb l’ajuda de diferents frameworks s’ha aconseguit 
un codi ben estructurat, eficient i escalable. 
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El resultat és una aplicació web completa, consultable des de dispositius fixos i 
mòbils, i una API que aporta a la plataforma de l’empresa una varietat més gran 
de possibilitats d’exploració i consum de les dades sensòriques. 
 
 
Estructura de la memòria 
 
Després d’aquesta introducció al concepte de Smart City, el capítol 1 descriu 
l’arquitectura lògica i física d’una ciutat intel·ligent, i també del cas concret de la 
Smart Zone d’Abertis telecom. Al capítol 2, es presenta l’anàlisi del servei web 
per accedir a les dades i de la API a crear, s’exposen els requeriments de 
l’aplicació i també els casos d’ús contemplats. Al capítol 3, es descriu el 
disseny de l’aplicació, des de l’arquitectura del servidor, al disseny de la base 
de dades, de les funcions de la API i de la interfície d’usuari. Aquest disseny és 
posat a la pràctica al capítol 4, on es presenta la implementació de l’aplicació, 
tant del costat client com del costat servidor, les tecnologies, llenguatges i 
llibreries usades. Finalment, al capítol 5 descriu les conclusions finals del 
projecte, així com les possibles futures línies de treball. 
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CAPÍTOL 1. LES CIUTATS INTEL·LIGENTS 
 
 
La majoria d’implementacions de ciutats intel·ligents segueixen una arquitectura 
lògica genèrica comuna, i la Smart Zone d’Abertis no n’és una excepció. A 
continuació, es fa una descripció d’aquesta arquitectura i de les 
característiques de cadascuna de les seves capes, per entendre el context 
complet de l’aplicació desenvolupada. 
 
 
1.1. Arquitectura de les Smart Cities 
 
La capa més baixa de les implementacions de Smart Cities la formen els 
sensors, dispositius capaços de traduir les magnituds físiques a dades 
numèriques susceptibles d'ésser tractades i processades de forma 
automatitzada i sistemàtica. Aquests sensors, juntament amb les xarxes de 
transmissió, amb o sense fils, permeten la recollida de dades de forma 
telemàtica. 
 
 
Fig. 1.1 Pila de capes de Smart City. 
 
L'elecció de les infraestructures de xarxa necessàries (ja siguin amb o sense 
fils, mòbils o fixes) depèn de les necessitats de mobilitat, ample de banda i 
latència de la capa d'aplicacions. En ocasions, la lliure elecció de la xarxa de 
transport no és possible i simplement s'utilitza la disponible, i per tant limita la 
tipologia de dades a recollir. 
 
Els sensors solen enviar la informació a través de protocols lleugers 
(caracteritzats per un overhead relativament petit, és a dir amb poques dades 
de control, de seqüència, etc.) als concentradors (o gateways), i aquests, a 
través de línies mòbils o fixes a la capa de gestió (moltes vegades, bases de 
dades que guarden les dades per la posterior accés per part d'usuaris i 
aplicacions). 
 
A la capa de gestió, les dades són emmagatzemades, estandarditzades i 
comprimides per facilitar-ne l'entrega a les següents capes. 
 
Finalment, s'alimenten els serveis o aplicacions, a la capa de presentació, on 
les dades es troben apunt pels usuaris finals. La disposició i format de les 
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dades és clau per tal que aquestes siguin consumibles per la major part 
d'usuaris (ja siguin empreses, organismes o ciutadans). Per tant, és crític 
l'estandardització de les dades i procediments per proporcionar una baixa 
dificultat d'accés. 
 
A més d’aquestes capes bàsiques, també pot sorgir la necessitat de construir 
una capa de seguretat per tal de garantir la integritat i l'accés controlat a les 
dades, o també una capa BSS (Bussiness Support System), que permeti la 
gestió d’usuaris, afegeixi una passarel·la de pagament, sistemes de facturació, 
etc. 
 
Seguidament, es fa una descripció més exhaustiva de cadascuna de les capes 
introduïdes, incloent-hi la implementació realitzada a la Smart Zone. 
 
 
1.1.1. Capa de dades 
 
Actualment el mercat posa a disposició una amplia varietat de tipus de sensors, 
que inclouen des de simples elements de captació a sensors capaços de 
interactuar amb l'entorn (anomenats actuadors). 
 
Cal destacar que, encara que la majoria de sensors usats en implementacions 
de ciutats intel·ligents, ja estaven disponibles en el passat, la digitalització i la 
connexió a xarxes i Internet ha produït una evolució que els ha fet més 
assequibles tant econòmicament com per la facilitat d'ús i integració en 
sistemes més grans. 
 
La gamma de sensors és molt amplia i pot arribar a englobar la majoria de 
magnituds físiques. Fruit de la col·laboració d'Abertis telecom amb diferents 
empreses de l'àmbit de les ciutats intel·ligents, la Smart Zone disposa d'una 
varietat de sensors instal·lats que permeten incloure-hi moltes de les vessants 
d'una Smart City. 
 
Aquests sensors, tenen en comú la seva fàcil instal·lació, el seu baix cost i un 
consum elèctric mínim. A més, alguns ofereixen sistemes d’administració 
remota. 
 
Els següents subapartats defineixen les característiques dels tipus de sensors, 
dels quals se’n recolliran les dades amb l’aplicació desenvolupada en aquest 
projecte. 
 
 
1.1.1.1 Sensors d’aparcament 
 
Aquest tipus de sensors s’utilitzen amb l’objectiu de gestionar i optimitzar al 
màxim els recursos d'aparcament. 
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Taula 1.1 Propietats dels sensors d’aparcament. 
Proveïdors WorldSensing, Circontrol 
Instal·lació Al carrer, encastats al paviment i segellats amb ciment 
o silicona. Als aparcaments subterranis, al sostre 
Fenomen detectat Presència d’un vehicle estacionat 
Tipus de dades Booleà (estat de la plaça, lliure o ocupat) 
 
 
1.1.1.2 Sensors de residus 
 
Aquest tipus de sensors permeten conèixer en tot moment el nivell d’ompliment 
dels contenidors de residus. Aquesta informació permet el disseny de rutes de 
recollida més eficients. 
 
Taula 1.2 Propietats dels sensors de residus. 
Proveïdors Urbiotica, BigBelly 
Instal·lació Interior del contenidor de residus 
Fenomen detectat percentatge d’emplenat (%) o distància d’emplenat 
(cm) 
Tipus de dades numèric 
 
 
1.1.1.3 Sensors de dades ambientals 
 
Podem dividir els sensors de dades ambientals en quatre categories: 
temperatura, humitat, lluminositat i soroll. 
 
Taula 1.3 Propietats dels sensors ambientals. 
Proveïdors Urbiotica, Paradox, Zolertia 
Instal·lació Llocs elevats (fanals, arbres, façanes) o encastats a 
terra 
Fenomen detectat Sensors de temperatura: temperatura ambient actual 
Sensors d’humitat: humitat relativa actual 
Lluminositat: intensitat lumínica incidint al sensor 
Soroll: nivell sonor ambiental 
Tipus de dades Sensors de temperatura: numèrica (ºC) 
Sensors d’humitat: numèrica (%) 
Lluminositat: numèrica (lux) 
Soroll: numèrica (dB) 
 
 
1.1.2. Capa de transport 
 
El medi urbà és divers i requereix tant aplicacions d'interès general com de fins 
específics, i cadascun té associat uns requeriments de connectivitat diferents. 
Els dispositius mòbils, per exemple, necessiten un gran ample de banda, però 
poden consumir més energia, ja que la seva bateria es pot recarregar amb 
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freqüència. Els sensors desplegats de forma remota, d'altra banda, requereixen 
menys ample de banda, però la conservació i duració de la bateria és molt 
important. Aquesta diversitat fa que es requereixi de diferents tipus de xarxa en 
cada cas. 
 
 
 
Fig. 1.2 Detall de la capa de transport i les seves sub-capes. 
 
A la capa de transport, es pot distingir entre la xarxa més propera al sensor, on 
s’acostumen a utilitzar tecnologies de curt abast, com per exemple Bluetooth, 
ZigBee, 6LoWPAN o DASH7, i la xarxa de banda ampla, com Ethernet, Wifi, 
WiMAX o 3G, que permeten la transmissió de les dades sensòriques del 
concentrador corresponent al seu destí (ja sigui un servidor pròxim, o Internet). 
 
 
1.1.2.1 Xarxes de curt abast 
 
Les xarxes de curt abast usades tenen en comú un rang d’acció relativament 
petit (fins a 2km en el cas de DASH7), una taxa de bits baixa, i la 
implementació de tècniques per optimitzar la duració de la bateria dels 
elements que utilitzen la xarxa. 
 
A continuació es mostra una taula comparativa que resumeix les 
característiques principals de les xarxes de curt abast esmentades. 
 
 
Taula 1.4 Comparativa de xarxes de curt abast. 
 Bluetooth ZigBee 6LoWPAN DASH7 
Rang 10-100 m 10-75 m 10-75 m 2 km 
Freqüència 2.4 GHz 868 MHz (UE) 
908 MHz (EUA) 
868 MHz (UE) 
908 MHz (EUA) 
433.92 MHz 
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2.4 GHz (global) 2.4 GHz (global) 
Taxa de bits 
max. 
2.1 Mbit/s 20-250 Kbit/s 20-250 Kbit/s 200 Kbit/s 
Responsable Bluetooth SIG ZigBee Alliance IETF DASH7 Alliance 
 
 
1.1.2.2 Concentradors 
 
Els concentradors o gateways són els elements de xarxa encarregats de recollir 
la informació generada pels sensors. Seguidament, les encaminen a la xarxa 
de transport de banda ampla. 
 
Aquests elements realitzen funcions de concentració i encaminament de la 
informació, procurant mantenir una latència mínima fins al seu destí. Alguns 
disposen de certa capacitat d’emmagatzematge per si existeixen caigudes del 
servei. 
 
Totes les tasques dels concentradors solen realitzar-se de forma automàtica, 
sense cap intervenció humana. 
 
 
1.1.2.3 Xarxes de banda ampla 
 
La Smart Zone disposa de diverses xarxes Wifi mallades i estacions Wimax 
que permeten el transport de les dades, des del concentradors, als servidors de 
la capa de gestió. 
 
 4 xarxes wifi exteriors de diferents fabricants. 
 1 xarxa wifi mallada, exterior i interior, i amb sistema de localització. 
 3 estacions base WiMAX. 
 1 estació base Tetra (que permet enviar missatges a través d’aquest 
estàndard de ràdio). 
 
 
1.1.3. Capa de gestió 
 
La capa de gestió és l’encarregada de l’emmagatzematge de les dades, el seu 
processat i creació de conjunts de dades elaborades a partir de les recollides, 
si s’escau. 
 
Degut a la gran quantitat de dades a gestionar, la situació ideal és la utilització 
d’una base de dades no-relacional, ja que les de tipus relacional amb un alt 
índex d’insercions de informació solen produir problemes de rendiment, tornant-
se lentes i amb alts costos de manteniment. 
 
Les bases de dades no-relacionals ofereixen una visió més genèrica de les 
dades que contenen, i no tenen límits pel que fa a files i columnes, fent-les més 
òptimes per permetre l’escalabilitat del sistema. 
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Una altra funció de la capa de gestió, és la presentació de les dades en 
diferents formats i interfícies d’accés, que ofereixin la interacció amb altres 
aplicacions. És aquí on normalment s’implementa una API, és a dir, un conjunt 
de normes i especificacions que el programari ha de seguir per tenir accés i fer 
ús dels serveis i recursos que s’ofereixen. 
 
 
Fig.  1.3 La capa de gestió ofereix una API com a interfície d’accés per la capa 
de presentació. 
 
En una implementació real de Smart City, on hi intervenen diversos fabricants i 
proveïdors d’elements captadors de dades, aquest escenari esdevé un 
problema, degut a que cada proveïdor sol oferir una API amb característiques 
diferents. Oferir a la capa de presentació tal grau de variació en la manera de 
interactuar amb la resta del sistema fa que esdevingui una tasca molt difícil de 
portar a terme. 
 
Així doncs, en aquest punt s’instal·la un servei capaç de connectar amb 
cascuna de les APIs de fabricants per una banda, i per l’altra, oferir una 
interfície estàndard i uniforme, on s’integren les dades amb independència del 
fabricant, protocol o tipus de dades que caracteritzi el dispositiu d’origen. 
 
 
 
Fig. 1.4 Integració de les APIs en una sola interfície 
 
En el cas de la Smart Zone, és en aquest punt on entra en funcionament 
l’estàndard Sensor Web Enablement (SWE) de la Open Geospatial Consortium 
(OGC), una organització d'estandardització internacional, creada l'any 1994, on 
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s'hi agrupen més de 400 organitzacions públiques i privades amb l'objectiu de 
definir estàndards oberts i interoperables englobats en els Sistemes de 
Informació Geogràfica (GIS) i del Web. 
 
La SWE és una iniciativa de l'OGC per a la integració de sensors heterogenis 
en l'anomenada Sensor Web. La SWE defineix un número de formats 
estàndards per les dades sensòriques i metadades, així com també, serveis 
que permeten l'accés als recursos dels diferents sensors. 
 
La SWE especifica un grup de quatre interfícies de serveis web:  
 
 El Sensor Observation Service (SOS), que ofereix un accés a les 
mesures i metadades dels sensors sota demanda (pull-based). 
 El Sensor Alert Service (SAS) que permet subscriure's a alertes en cas 
que les mesures d'un sensor compleixin certs criteris. 
 El Sensor Planning Service (SPS) pot ser usat per a donar odres i 
establir paràmetres. I finalment, 
 El Web Notification Service (WNS) és un servei de recolzament que 
proporciona un mecanisme de  notificacions asíncrones entre la resta de 
serveis del SWE o entre un servei i un client. 
 
Amb independència d’aquests serveis estàndard, la Smart Zone també disposa 
d’un nou servei anomenat Network Management System (NMS) que, seguint 
els estàndards de l’OGC sobre gestió, facilita i aporta al sistema una informació 
necessària per a la supervisió i gestió que es realitza a través de la capa de 
gestió. 
 
A més d'aquestes interfícies, la SWE també defineix models estàndard per la 
codificació de les dades i les metadades: 
 
 L'Observations & Measurements (O&M) és un model i esquema XML per 
la codificació de les observacions i mesures d'un sensor, tant arxivats 
com en temps real. 
 El Sensor Model Language (SensorML) és un model i esquema XML per 
la descripció dels sistemes de sensors i processos associats a les 
observacions dels sensors, i proveeix d'informació pel descobriment de 
sensors, localització de les observacions, processat a baix nivell de les 
observacions, etc. 
 
A la figura 1.4 es mostra un exemple d'aplicació de la SWE en un escenari real 
d'una ciutat. 
 
Les observacions provinents de diversos sensors desplegats pel terreny són 
inserides al SOS. Un cop les observacions estan pujades al SOS, les 
aplicacions poden recollir les dades a través d'una interfície web estàndard. 
 
Si un client està interessat en una dada en particular, definit per cert criteri, p. 
ex. la superació de cert llindar, es pot subscriure al SAS. Les dades 
sensòriques són publicades al SAS de forma contínua i en el cas que es 
compleixin les regles d'un determinat filtre, el SAS envia les dades al client. Els 
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clients també poden subscriure's a alarmes en cas que cert esdeveniment 
succeeixi. D'aquesta manera, el SAS avisa el WNS perquè notifiqui al client a 
través del protocol de comunicació definit. Per exemple, l'usuari pot rebre una 
notificació per SMS o correu electrònic si el soroll en un carrer és superior a 
120 dB. 
 
 
Fig. 1.5 Esquema de funcionament dels serveis de la SWE 
 
Finalment, el SPS és usat per donar ordres als sensors. Per exemple, es pot 
utilitzar per dirigir les càmeres a certs punts d'interès (per comprovar la font de 
soroll per exemple). A més, el client pot accedir al flux de vídeo en temps real a 
través d'un altre mitjà d'accés. 
 
 
1.1.4. Capa de presentació 
 
Finalment, la capa de presentació conté les aplicacions directament usables 
per l’usuari. D’aquesta manera es pot accedir a la informació d’una forma 
amigable per les persones (aplicacions web o mòbils), o bé amb el format 
adequat perquè una altra aplicació la pugui gestionar. 
 
En qualsevol dels casos, és important que les aplicacions siguin 
multiplataforma i basades en estàndards perquè siguin fàcilment consumibles. 
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1.2. Conclusions 
 
Aquest capítol ha descrit les diferents capes de la arquitectura general d’una 
Smart City i el cas concret de la Smart Zone d’Abertis telecom. Aquesta 
descripció inclou elements clau per al desenvolupament d’una aplicació que 
faci ús de les dades sensòriques: el tipus de dades dels sensors, i el mètode 
per recollir-les per processar-les a posteriori. 
 
La introducció dels estàndards de la SWE a la plataforma fa que aquest accés 
a les dades es pugui fer d’una manera transparent i uniforme, amb 
independència del tipus de dades, sensors, o xarxes utilitzats a les capes 
baixes de l’arquitectura. 
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CAPÍTOL 2. ANÀLISI 
 
 
L'anàlisi és la primera etapa del procés per el desenvolupament de programari, 
la qual es caracteritza per la definició dels requeriments de l'aplicació i l'anàlisi 
de les necessitats dels usuaris finals. Així, aquest capítol defineix l'accés a les 
dades, i també la forma com s’exposaran. 
 
 
2.1. Accés a les dades 
 
Un dels primers objectius d’aquest projecte és l’accés al servei web SOS, que 
dóna accés a les dades i informacions dels sensors (a més d’altra informació 
de la plataforma). És accessible públicament a traves d’Internet i segueix el 
protocol SOAP (originariament acrònim de Simple Object Access Protocol). 
 
SOAP és un protocol d'aplicació que especifica l'intercanvi d'informació 
estructurada en la implementació de serveis web. Es basa en el format de 
missatge XML (Extensible Markup Language), i normalment el protocol de 
transmissió i negociació HTTP (Hypertext Transfer Protocol) o SMTP (Simple 
Mail Transfer Protocol). 
 
Les funcionalitats ofertes pel servei es descriuen en un document XML 
anomenat WSDL (Web Services Description Language), recomanació del 
World Wide Web Consortium (W3C). Aquest document, proveeix d’una 
descripció preparada per a màquines, de com s’han de fer les crides al servei, 
quins paràmetres s’espera, i quines estructures de dades retorna. 
 
Un client que es connecti al servei web SOS, llegeix el document WSDL per tal 
de determinar quines operacions ofereix el servidor. Llavors, el client pot usar 
missatges SOAP per fer una crida d’una de les operacions llistades en el 
WSDL fent una petició XML i per HTTP. 
  
El SOS és el servei que alimentarà de dades l’aplicació desenvolupada, i per 
tant, a continuació s’ofereix una descripció de les seves funcions, necessàries 
per a  la comunicació entre la plataforma i l’aplicació. Els mètodes descrits a 
continuació estan definits a l’estàndard SWE i permeten utilitzar totes les dades 
procedents dels sensors i les seves mesures. 
 
 
2.1.1. GetCapabilities 
 
Aquest mètode permet obtenir d’inici tota la informació del sistema, la qual pot 
ser dividida en dos grans àrees: 
 Informació del sistema: conté el nom i descripció del servei, les versions 
de l’estàndard que suporta el servei, i les seves organitzacions. 
 Oferiments del sistema:  Conté informació referent als elements de la 
xarxa, la seva ubicació, les mesures que es poden obtenir, el format de 
les respostes, etc. 
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2.1.2. DescribeSensor 
 
Aquest mètode permet obtenir informació detallada dels elements de captació i 
plataformes. Serveix la informació completa d’un element de xarxa (sensor, 
enrutador o concentrador), incloent entre altres dades, com a mínim la següent: 
 Identificador: identifica de forma unívoca l’element. 
 Descripció. 
 Ubicació: posició georeferencial de l’element (coordenades 
geogràfiques). 
 Informació tipus: fabricant, versió. 
 Informació de dependència: aporta informació sobre la jerarquia 
associada a l’element en cas d’existir. 
 Mesures: valors que poden ser recollits a les observacions segons 
l’element tractat. 
  
Les respostes a l’execució del mètode DescribeSensor són sempre documents 
SensorML que poden variar en funció de si es tracta d’un tipus d’element o 
altre. Per exemple, en el cas d’elements concentradors proporciona un llistat de 
sensors que depenen d’aquell concentrador. 
  
 
2.1.3. GetObservation 
 
Aquest mètode permet l’obtenció de les mesures produïdes pels elements de 
captació i dels valors associats als sensors. 
  
 
2.1.4. RegisterSensor 
 
Aquest mètode permet registrar a la plataforma diferents elements, ja siguin 
elements de captació o concentradors. 
  
 
2.1.5. InsertObservation 
 
Aquest mètode permet inserir les observacions dels diferents elements de 
captació. Després d’inserir l’observació, la resposta a InsertObservation serà 
l’identificador de la nova observació introduïda. 
 
 
2.2. Exposició de les dades 
 
Tal i com s’ha destacat en diversos punts d’aquest projecte, un dels punts claus 
de l’arquitectura d’una ciutat intel·ligent és la interfície d’accés a les dades, que 
ha de ser estàndard, ben definida, i que respongui a les necessitats dels 
consumidors finals (empreses, administració, ciutadans, etc.), però perquè això 
sigui possible cal també pensar en els requeriments dels desenvolupadors que 
volen crear aplicacions destinades a aquests consumidors finals. 
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En el moment d’inici d’aquest projecte, la plataforma demo de Smart City 
d’Abertis telecom, només disposa de serveis web SOAP, exposant les dades 
usant un únic mètode i sent el format de les respostes sempre XML. Aquest fet 
limita, de certa manera, la utilització de certs llenguatges de programació alhora 
de desenvolupar aplicacions que consumeixin les dades de la plataforma. És 
per això que es proposa la implementació d’un segon mètode d’accés a les 
dades (una API amb arquitectura REST) i diversos formats alternatius de 
resposta (com per exemple JSON, PHP o CSV). És evident que augmentant 
l’oferta de presentació de dades, fa que la població potencial de 
desenvolupadors també augmenti, ja que els permet desenvolupar en el 
llenguatge de programació en què estan especialitzats o tenen interès. 
 
 
2.2.1. Representational State Transfer 
 
REST o Representational State Transfer és un estil d'arquitectura de 
programari per sistemes distribuïts, com ara Internet. El terme va ser introduït i 
definit l'any 2000 per Roy Fielding a la seva tesi doctoral [3], un dels principals 
autors de les especificacions 1.0 i 1.1 del protocol HTTP. 
 
Les principals característiques d'aquest model són: 
 Arquitectura client-servidor, amb una interfície uniforme que separa els 
clients del servidors, així, el servidor no està afectat per la interfície 
d'usuari o el seu estat, fent que el servidor sigui més simple i més 
escalable. Els clients i servidors poden evolucionar independentment, 
sempre i quan la interfície entre ells no s'alteri.  
 Protocol sense estat (stateless): tots els missatges HTTP contenen tota 
la informació necessària per comprendre la petició, és a dir, no es 
guarda cap informació de context entre peticions. D'aquesta manera, ni 
el client ni el servidor han de recordar el seu estat entre missatges. Tot i 
així, algunes aplicacions utilitzen certes tècniques i mecanismes per 
mantenir alguna informació d'estat. Les cookies, per exemple, poden 
servir per mantenir l'estat de la sessió d'un usuari. 
 Conjunt definit d'operacions aplicades a tots els recursos, normalment 
compartides amb les que ofereix HTTP: POST, GET, PUT i DELETE, 
que s'equiparen a les operacions CRUD (Create, Retrieve, Update, 
Delete). 
 Una sintaxi universal, en què cada recurs és direccionable únicament a 
través de la seva URI (Uniform Resource Identifier), com 
http://www.exemple.com/recursos/. 
 El tipus d’arxius suportats per l’API. Aquest acostuma a ser JSON, però 
pot ser qualsevol altre tipus de dades vàlid en HTTP. 
 
L’arquitectura REST és molt utilitzada per grans companyies d’Internet (Google, 
Yahoo, Facebook, Twitter, Amazon, etc) per exposar els seus serveis web. A 
més, aquesta arquitectura ofereix una sèrie d’avantatges en comparació amb la 
utilització del protocol SOAP: 
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 Simplicitat: les respostes són fàcilment interpretables també per les 
persones. 
 Lleugeresa: conté la quantitat justa de marques extres, fent que les 
consultes consumeixin menys ample de banda. 
 Conegut: les URI són una interficie molt coneguda i interioritzada. 
Qualsevol navegador web és capaç de realitzar fàcilment una petició 
GET per HTTP. 
 Seguretat: fàcilment implementable usant els tallafocs i dispositius ja 
instal·lats en les xarxes, que poden analitzar comandes HTTP. 
 Complexitat al costat-client: fer crides a una API per HTTP és una tasca 
fàcil i nativa a tots els llenguatges de programació. 
 Memòria cau (cache): ja que les APIs basades en HTTP es poden 
consumir usant peticions GET, els servidors proxy poden guardar les 
respostes en memòria cau de forma senzilla. 
 
 
2.3. Anàlisi de requeriments 
 
Seguidament s’exposen els requeriments de l’aplicació i de la API, que 
defineixen el comportament el funcionament del sistema (tot allò que s’ha de 
implementar). 
 
 
2.3.1. Requeriments funcionals 
 
 
2.3.1.1 Requeriments costat-client 
 
 Ha d’estar implementat en pàgines web dinàmiques i llenguatges 
estàndard de script de costat-client. 
 Ha de poder-se visualitzar correctament en la majoria de dispositius 
(ordinadors, tauletes, mòbils) i navegadors (Internet Explorer, Firefox, 
Chrome, Safari, Opera, etc.). 
 S’ha de poder communicar amb el costat-servidor de manera síncrona i 
asíncrona. 
 
 
2.3.1.2 Requeriments costat-servidor 
 
 Es constitueix de dos front-ends: un que gestioni i alimenti de dades 
l’aplicació web del costat-client i una altra que exposi les dades en una 
API REST. 
 Ha de disposar d’una base de dades pròpia per a guardar la informació 
persistent. 
 
 
2.3.1.3 Requeriments del sistema de gestió d’usuaris 
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 Ha de ser capaç de crear, recuperar, modificar i eliminar la informació 
d’usuari. 
 Ha de definir l’estatus d’un usuari (activat o desactivat) i el seu rol 
(usuari, operador o administrador). 
 
 
2.3.1.4 Requeriments de seguretat 
 
 La seguretat no es considera una prioritat en l’àmbit d’aquest projecte. 
 La informació d’usuari privada només podrà ser recuperada pel 
propietari de la informació o l’administrador de l’aplicació. 
 L’accés a la API estarà limitada als usuaris registrats. 
 
 
2.3.1.5 Requeriments de dades 
 
 L’aplicació he de ser capaç de recuperar la informació oferta pel SOS, a 
través dels mètodes GetCapabilities, DescribeSensor i GetObservation. 
 Es defineixen cinc objectes diferents, els quals són subjectes de ser 
creats, recuperats, modificats i eliminats. 
 L’objecte primari de l’aplicació és el sensor. 
 La resta d’objectes (plataforma, ciutat, fabricant i col·lecció) són 
agrupacions de sensors. 
 
 
2.3.1.6 Requeriments de la API 
 
 Ha de ser capaç d’oferir llistats d’objectes (segons tipus). 
 Ha de ser capaç d’oferir la informació completa d’un objecte concret 
(segons identificador). 
 Ha d’oferir mètodes per la creació, modificació, edició i eliminació de 
certs objectes. 
 Ha de proveir de diferents representacions de dades: JSON, XML, PHP i 
CSV. 
 
 
2.3.2. Requeriments no funcionals 
 
 La implementació de l’aplicació pot ser utilitzada per terceres persones 
en el futur. 
 L’aplicació pot necessitar ser ampliat o modificat en el futur. 
 Es donarà prioritat a l’ús de tecnologies i eines de programari lliure, amb 
el codi font disponible pel seu estudi. 
 Cal que ofereixi un entorn intuïtiu i fàcil d’utilitzar per a qualsevol usuari. 
 Cal que l’aplicació respongui de forma ràpida. 
 El sistema ha de ser capaç de gestionar un gran nombre d’elements i 
usuaris sense necessitar grans canvis. 
 El sistema ha de ser utilitzat per més d’una persona a la vegada. 
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2.4. Casos d’ús de l’aplicació 
 
A continuació es llisten les accions que es poden dur a terme a l’aplicació, 
relacionant-les amb els rols d’usuari corresponents en cada cas. Cal destacar 
que un usuari administrador pot realitzar totes les accions definides pels 
usuaris operadors i usuaris bàsics. 
 
Taula 2.4 Descripció de casos d’ús 
Acció Descripció Rols 
Registre Creació d’un compte d’usuari Usuari 
Login Ingrés a l’aplicació Usuari 
Administrador 
Logout Desconnexió de l’aplicació Usuari 
Administrador 
Edició perfil d’usuari Actualització de la informació 
complementària d’usuari 
Usuari (propietari) 
Administrador 
Eliminació d’usuari Eliminar un compte d’usuari Administrador 
Canvi de rol Canvi de rol de l’usuari Administrador 
Llistat d’objectes Visualització de llistat 
d’elements 
Usuari 
Administrador 
Perfil d’objecte Visualització de la informació 
que caracteritza un objecte 
Usuari 
Administrador 
Creació d’objectes Crear una nova instància d’un 
objecte 
Administrador 
Edició d’objectes Actualització de la informació 
d’un objecte 
Administrador 
Eliminació d’objectes Eliminar una instància d’un 
objecte 
Administrador 
Creació de 
col·leccions 
Crear una col·lecció nova Usuari 
Administrador 
Edició de col·leccions Actualitzar la informació de la 
col·lecció, afegir i/o treure 
sensors 
Usuari (propietari) 
Administrador 
Eliminació de 
col·leccions 
Eliminar una col·lecció existent Usuari (propietari) 
Administrador 
Recàrrega SOS Recàrrega de dades provinents 
del SOS a la base de dades 
persistent. 
Administrador 
 
 
2.5. Conclusions 
 
El sistema a implementar usarà dos canals: una aplicació web i  una API REST. 
Les tecnologies per implementar l'aplicació web es definiran en la fase de 
disseny. En aquest capítol s'han definit els requeriments, funcionals i no 
funcionals, tant de l'aplicació com de la API, així com totes les accions que els 
usuaris poden dur a terme. 
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CAPÍTOL 3. DISSENY 
 
 
El disseny és la segona etapa del procés per el desenvolupament de 
programari, on es defineixen tots els elements i parts que el componen. En 
aquest capítol es defineix l'arquitectura del servidor, programes i llenguatges de 
programació utilitzats, així com el disseny de la base de dades i la definició dels 
mètodes exposats a la API. 
 
 
3.1. Arquitectura del servidor 
 
L'arquitectura client-servidor és una estratègia molt utilitzada en tot tipus de 
xarxes, el qual assigna un dels dos rols a cada element de xarxa: client o 
servidor. Evidentment, per definició, l’aplicació web d’aquest projecte respon a 
aquesta arquitectura. 
 
 
Fig.  3.1 Arquitectura bàsica del servidor 
 
Dins del servidor podem trobar tres components principals: un servidor web, un 
intèrpret de llenguatge de scripts i una base de dades. La funció principal del 
servidor web és el processat de les peticions dels clients i l'entrega de les 
pàgines web (i tot el contingut addicional que continguin) a través de HTTP. Per 
tal que sigui possible la creació de pàgines web dinàmiques (el contingut de la 
qual varia en funció dels paràmetres de la petició), s'afegeix un mòdul intèrpret 
de llenguatge de script. D'aquesta manera, els scripts continguts en aquest 
mòdul s'encarregaran de la gestió de la informació i comunicació amb la base 
de dades i el servei web SOS. 
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3.1.1. LAMP 
 
Precisament, aquesta arquitectura correspon a la utilització de cert conjunt de 
programari al costat-servidor utilitzat en una gran majoria de servidors web: 
LAMP. Aquest acrònim fa referència a les primeres lletres de Linux, Apache, 
MySQL i PHP, que corresponen als principals elements que constitueixen el 
servidor. Aquesta combinació de programari és molt popular degut al seu baix 
cost (normalment zero) i al fet que siguin paquets de programari lliure, i per tant 
de codi obert, que permet que siguin fàcilment estudiables i adaptables a les 
necessitats particulars. 
 
 Linux (o més específicament GNU/Linux), sistema operatiu lliure, basat 
en Unix, i molt utilitzat en entorns de servidors. 
 Apache HTTP Server és un servidor web de codi obert, i el més utilitzat a 
Internet. 
 PHP (Hypertext Preprocessor) és un llenguatge de programari lliure 
dissenyat pel desenvolupament web (encara que també es pot usar com 
a llenguatge de programació generalista). El codi PHP és interpretat per 
un mòdul encarregat de preprocessar-lo i generar la pàgina web 
resultant. 
 MySQL és un sistema de gestió de base de dades relacionals, de 
programari lliure, multiplataforma, basat en el llenguatge SQL. Aquest 
sistema és dels més usats del món degut a la seva velocitat d'execució 
de consultes i també al seu suport natiu al llenguatge PHP. 
 
 
Fig.  3.2 Arquitectura LAMP i patró MVC 
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3.1.2. MVC 
 
Per tal de mantenir una correcte organització del codi PHP, es seguirà el patró 
de disseny per al desenvolupament de programari MVC (Model-Vista-
Controlador). El patró MVC és un model abstracte que separa les dades d’una 
aplicació, la interfície d’usuari, i la lògica de negoci (entrades, consultes o 
generació de dades) en tres components diferents: el model, la vista i el 
controlador. Aquest model fou descrit per primer cop l’any 1979 per Trygve 
Reenskaug, als laboratoris Xerox. 
 
A més de dividir l’aplicació en tres tipus de components, el patró MVC també en 
defineix les interaccions. 
 
 El Model representa les estructures de dades, i normalment conté 
funcions que ajuden a recuperar, inserir o actualitzar informació a la 
base de dades. També conté funcions per accedir a altres dades 
provinents d’altres serveis web o APIs. 
 La Vista és la informació que es presenta a l’usuari. 
 El Controlador fa de intermediari entre el model, la vista i qualsevol altre 
recurs (paràmetres addicionals de configuració p. ex.). 
 
Aquest patró, a més, afavoreix que les pàgines web continguin el mínim 
contingut de scripts, separant la presentació del codi PHP que gestiona les 
dades. 
 
 
Fig.  3.3 Funcionament del patró MVC per una aplicació web 
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3.1.2.1 Estructura de vistes 
 
Seguidament s’exposa el disseny de l’estructura de les vistes de l’aplicació 
web. 
 
 
Fig.  3.4 Estructura de vistes del sistema 
 
Cal destacar que les vistes d’edició (a excepció del perfil d’usuari i de 
col·lecció) estan limitades a l’usuari administrador. 
 
 
3.1.2.2 Controladors 
 
La taula següent reuneix un llistat dels controladors, juntament amb les 
funcions que contenen i les vistes que serveixen. 
 
Taula 3.1 Controladors del sistema 
Controlador Funció Vista 
Frontpage Index Portada 
Dashboard Index Dashboard 
Sensors Index Llista sensors 
Profile Perfil sensor 
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Edit Editar sensor 
Delete Cap 
Platforms Index Llista de plataformes 
Profile Perfil de plataforma 
Edit Edició de plataforma 
Delete Cap 
Manufacturers Index Llista de fabricants 
Profile Perfil de fabricant 
Edit Edició de fabricant 
Delete Cap 
Cities Index Llista de ciutats 
Profile Perfil de ciutat 
Edit Edició de ciutat 
Delete Cap 
Collections Index Llista de col·leccions 
Profile Perfil de col·lecció 
Edit Edició de col·lecció 
Delete Cap 
Insert_sensor Cap 
Delete_sensor Cap 
Queries Last Perfil de query 
Interval Perfil de query 
apidocs Index Documentació de API 
Users Index Llistat d’usuaris 
Profile Perfil d’usuari 
Edit Edició d’usuari 
Delete Cap 
Signin Index Nou compte 
Login Index Login 
Logout Index Cap 
Password Update Edició d’usuari 
 
 
3.1.2.3 Models 
 
Finalment, es descriuen els models a implementar. Bàsicament, implementen 
les quatre funcions CRUD (Cread, Read, Update, Delete) sobre una taula de la 
base de dades. 
 
 sensors_model: connexió amb la taula de sensors. 
 properties_model: connexió amb les taules de propietats. 
 platforms_model: connexió amb la taula de plataformes 
 manufacturers_model: connexió amb la taula de fabricants. 
 cities_model: connexió amb la taula de ciutats. 
 collections_model: connexió amb les taules de col·leccions. 
 observations_model: connexió amb el SOS per la recollida de les 
observacions. 
 sos_model: connexió amb el SOS per la crida del GetCapabilities. 
 users_model: connexió amb la taula d’usuaris.
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3.2. Model de dades 
 
La figura següent representa el mapa conceptual de la base de dades 
dissenyada. Cada quadre fa referència a una taula de la base de dades, on hi 
consten totes les columnes i el tipus de dades de cadascuna. 
 
 
Fig.  3.5 Diagrama de la base de dades 
 
A totes les taules hi figura una clau primària (indicada amb la icona ), que 
representa el camp que identifica de forma única a cada fila de la taula, a 
excepció de les que estan dissenyades per contenir una sola fila. La icona  
indica les claus foranies, que relaciona una columna de la taula mestra amb 
una taula filla. 
 
 
3.2.1. Descripció de les taules 
 
 sos_profile: informació del sistema que retorna el mètode 
GetCapabilities del SOS. 
 sensors: informació de tots els sensors del sistema. 
 platforms: informació de totes les plataformes del sistema. 
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 cities: informació de totes les ciutats del sistema. 
 manufacturers: informació de tots els fabricants del sistema. 
 collections: informació de totes les col·leccions creades pels usuaris. 
 collections_ref: relació entre sensors i col·leccions. Indica quins 
sensors pertanyen a cada col·lecció. 
 properties: informació dels diferents tipus de mesures que poden 
retornar els sensors del sistema. 
 properties_ref: relació entre sensors i magnituds. Indica quines 
magnituds recull cada sensor.  
 users: informació de tots els usuaris de l’aplicació. 
 user_roles: noms de tots els possibles rols d’usuari de l’aplicació. 
 user_status: noms de tots els estats possibles estats d’usuari de 
l’aplicació. 
 
 
3.2.2. Descripció dels tipus de dades 
 
 int(M): Número enter de M dígits. 
 tinyint(M): Número enter de M dígits. 
 float(M,D): Número decimal de M dígits de part entera i D dígits 
decimals. 
 varchar(M): cadena de M caràcters. 
 timestamp: cadena de caràcters que representa una data en format 
YYYYMMDDhhmmss. 
 
 
3.3. Arquitectura API 
 
Abans de passar a la fase de implementació de la API, cal tenir clar les 
funcions que contindrà, els mètodes usats, i els paràmetres d’entrada i sortida 
en cada cas. A continuació es defineixen les diferents funcions per cada 
objecte que s’implementaran a la API. 
 
 
3.3.1. Sensors 
 
Taula 3.2 Disseny de funcions de l'objecte sensor 
Funció Mètode 
HTTP 
Descripció Paràmetres 
d’entrada 
Paràmetres de 
sortida 
Llistar GET Llistat de tots els sensors 
registrats al sistema 
Cap Paràmetres del perfil 
de cada sensor del 
sistema 
Perfil GET Informació del sensor 
sensorID 
sensorID sensorID 
platform 
latitude 
longitude 
offering 
procedure 
name 
city 
Disseny   37 
manufacturer 
properties 
 
 
3.3.2. Plataformes 
 
Taula 3.3 Disseny de funcions de l'objecte plataforma 
Funció Mètode 
HTTP 
Descripció Paràmetres 
d’entrada 
Paràmetres de 
sortida 
Llistar GET Llistat de totes les 
plataformes registrades al 
sistema 
Cap Paràmetres del perfil 
de cada plataforma 
del sistema 
Perfil GET Informació de la plataforma 
platformID 
platformID platformID 
sos_nickname 
latitude 
longitude 
city 
manufacturer 
Llistar 
sensors 
GET Llistat de tots els sensors 
que conté la plataforma 
platformID 
platformID Paràmetres del perfil 
de cada sensor de la 
plataforma 
 
 
3.3.3. Ciutats 
 
Taula 3.4 Disseny de funcions de l'objecte ciutat 
Funció Mètode 
HTTP 
Descripció Paràmetres 
d’entrada 
Paràmetres de 
sortida 
Llistar GET Llistat de totes les ciutats 
registrades al sistema 
Cap Paràmetres del perfil 
de cada ciutat del 
sistema 
Perfil GET Informació de la ciutat cityID cityID cityID 
sos_nickname 
name 
longitude 
latitude 
description 
Llistar 
sensors 
GET Llistat de tots els sensors 
que conté la ciutat cityID 
cityID Paràmetres del perfil 
de cada sensor de la 
ciutat 
Crear POST Creació d’un objecte ciutat nickname 
name 
longitude 
longitude 
description 
Paràmetres del perfil 
de la ciutat creada 
Modificar PUT Modificació de la informació 
de la ciutat cityID 
cityID 
nickname 
name 
longitude 
longitude 
description 
Paràmetres del perfil 
de la ciutat 
modificada 
Eliminar DELETE Supressió de la ciutat cityID  cityID 200 OK 
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3.3.4. Fabricants 
 
Taula 3.5 Disseny de funcions de l'objecte fabricant 
Funció Mètode 
HTTP 
Descripció Paràmetres 
d’entrada 
Paràmetres de 
sortida 
Llistar GET Llistat de tots els fabricants 
registrats al sistema 
Cap Paràmetres del perfil 
de cada fabricant del 
sistema 
Perfil GET Informació del fabricant 
manufacturerID 
manufacturerID manufacturerID 
sos_nickname 
name 
location 
website 
Llistar 
sensors 
GET Llistat de tots els sensors 
que conté el fabricant 
manufacturerID 
manufacturerID Paràmetres del perfil 
de cada sensor del 
fabricant 
Crear POST Creació d’un objecte 
fabricant 
nickname 
name 
location 
website 
description 
Paràmetres del perfil 
del fabricant creat 
 
 
3.3.5. Col·leccions 
 
Taula 3.6 Disseny de funcions de l'objecte col·lecció 
Funció Mètode 
HTTP 
Descripció Paràmetres 
d’entrada 
Paràmetres de 
sortida 
Llistar GET Llistat de totes les 
col·leccions registrades al 
sistema 
Cap Paràmetres del perfil 
de cada col·lecció 
del sistema 
Perfil GET Informació de la col·lecció 
collectionID 
collectionID collectionID 
name 
description 
creation_date 
userID 
Llistar 
sensors 
GET Llistat de tots els sensors 
que conté la col·lecció 
collectionID 
collectionID Paràmetres del perfil 
de cada sensor de la 
col·lecció 
Crear POST Creació d’un objecte 
col·lecció 
name 
description 
Paràmetres del perfil 
de la col·lecció 
creada 
Modificar PUT Modificació de la informació 
de la col·lecció collectionID 
collectionID 
name 
description 
Paràmetres del perfil 
de la col·lecció 
modificada 
Eliminar DELETE Supressió de la col·lecció 
collectionID 
collectionID 200 OK 
Inserir 
sensor 
POST Inserció del sensor sensorID 
a la col·lecció collectionID 
sensorID 
collectionID 
200 OK 
Eliminar 
sensor 
DELETE Supressió del sensor 
sensorID de la col·lecció 
collectionID 
sensorID 
collectionID 
200 OK 
 
 
3.3.6. Observacions 
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Taula 3.7 Disseny de funcions de observacions 
Funció Mètode 
HTTP 
Descripció Paràmetres 
d’entrada 
Paràmetres de 
sortida 
Mostres GET Llistat de N observacions 
del sensor sensorID i de la 
magnitud property 
sensorID 
property 
N 
time 
value 
units 
Interval GET Llistat d’observacions del 
sensor sensorID i de la 
magnitud property, des del 
temps from a to. 
sensorID 
property 
from 
to 
time 
value 
units 
 
 
3.4. Conclusions 
 
En aquest capítol s'ha definit l'arquitectura i el model de dades del sistema. A 
més, s'ha presentat les especificacions de les tecnologies per implementar el 
servidor. També s'han definit totes les funcions que implementarà la API i les 
seves característiques corresponents. 
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CAPÍTOL 4. IMPLEMENTACIÓ 
 
 
Aquest capítol presenta la implementació del codi del programa, tant del costat 
servidor com del costat client, així com els frameworks, utilitats i llibreries 
utilitzades en el desenvolupament. 
 
4.1. Implementació al costat-servidor 
 
Tal i com s’ha descrit en el capitol anterior, l’arquitectura del servidor segueix 
l’esquema LAMP. Per al desenvolupament d’aquest projecte, s’ha instal·lat la 
distribució Linux Ubuntu 12.04.2 LTS 64-bits en una màquina virtual (sobre el 
programari lliure de virtualització VirtualBox). Aquesta versió d’Ubuntu ofereix 
un paquet per la instal·lació d’un servidor LAMP amb el seguent programari: 
 
 Apache 2.2.22 
 MySQL 5.5.29 
 PHP 5.3.10 
 
A més a més, s’ha instal·lat phpMyAdmin 3.4.10.1, eina escrita en PHP que 
ofereix una interfície gràfica (accessible des de navegador) que permet 
administrar de manera fàcil i ràpida la base de dades MySQL instal·lada. 
 
 
Fig.  4.1 Captura de pantalla de phpMyAdmin 
 
També cal destacar la instal·lació de les extensions de PHP Curl i SOAP, que 
permetran construir el client SOAP que farà les consultes al servei web SOS. 
 
 
4.1.1. CodeIgniter 
 
Per a la creació de  l’aplicació d’una forma organitzada i eficient, s’ha utilitzat el 
framework CodeIgniter, de codi obert, i que permet el desenvolupament 
aplicacions web dinàmiques en PHP, basat en el patró de disseny de 
programari MVC. 
 
CodeIgniter ha demostrat ser un dels frameworks de PHP més ràpids, lleugers i 
amb uns requeriments de recursos més limitats. A més a més, al ser un dels 
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frameworks de PHP més usats fan que la resolució de problemes i cerca de 
documentació sigui una tasca senzilla, ja que a part de l’extensa documentació 
que acompanya el programa, existeixen fòrums i llistes de distribució de correu 
electrònic amb grans quantitats de informació i respostes. 
 
 
Fig.  4.2 Diagrama de flux de CodeIgniter 
 
En CodeIgniter, l'arxiu index.php controla totes les peticions, inicialitzant els 
recursos per fer córrer tota l'aplicació. L'enrutador examina la petició HTTP per 
determinar què cal fer. Si existeix un arxiu en la memòria cau, s'envia 
directament al navegador, evitant servir el contingut normal. Abans que es 
produeixi la càrrega del controlador, la petició HTTP i altres dades enviades per 
l'usuari, són filtrades pel mòdul de seguretat. Llavors, el controlador carrega en 
memòria els models, les llibreries del nucli, i qualsevol altre recurs que necessiti 
per respondre la petició. La vista es renderitza i s'envia al navegador web. La 
resposta es guarda en la memòria cau, per tal que pugui ser servida en futures 
peticions. 
 
4.1.1.1 Estructura de les URLs 
 
CodeIgniter ofereix una estructura de URL (Uniform Resource Locator) 
uniforme on el primer segment representa la classe del controlador que es vol 
invocar, el segon segment representa la funció (o mètode) que es crida, i 
finalment, els segments addicionals representen les variables que l'usuari 
passa al controlador. 
 
http://exemple.com/controlador/funció/param 
 
 
4.1.1.2 Classe de sessions 
 
CodeIgniter ofereix una classe que permet mantenir l'estat dels usuaris en tot 
moment, a través de l'establiment d'una cookie. Cada vegada que es produeix 
la càrrega d'una pàgina, la classe de sessions validarà si existeix o no una 
cookie de sessió. En cas de no existir (o si ha expirat) se'n genererà una de 
nova. En cas d'existir, se'n actualitzarà la informació. 
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Les dades de cada sessió inclouen els següents paràmetres: 
 
 ID de sessió: identificador de sessió, cadena de caràcters generada de 
forma aleatòria i codificada amb MD5. 
 Adreça IP de l'usuari. 
 Informació de l'agent del navegador de l'usuari. 
 Data i hora de l'última activitat. 
  
Si l'usuari està registrat i fa un login, s'hi afegeixen els següents paràmetres: 
 
 Nom d'usuari. 
 Rol d'usuari. 
 Estat de l'usuari. 
 
 
4.1.1.3 Classe de validació de formularis 
 
CodeIgniter ofereix una classe que permet realitzar la validació de les dades 
inserides per l'usuari a través d'un formulari. Això permet assegurar que la 
informació introduïda té el format correcte en tot moment. 
 
Al costat client, es visualitza un formulari, el qual és emplenat per l'usuari. Si 
algun dels camps són invàlids o es deixa d'emplenar un camp necessari, es 
revisualitza el formulari juntament amb els missatges d'error. Aquest procés 
continua fins que l'usuari enviï el formulari emplenat correctament. 
 
Al costat servidor, es verifica si les dades compleixen cert criteri (per exemple, 
la quantitat màxima de caràcters, o que el nom d'usuari sigui únic en tot el 
sistema, etc). Seguidament s'analitza la informació perquè no contingui 
paràmetres no permesos, o expressions que podrien comprometre la seguretat 
del sistema. Finalment és inserida a la base de dades, segons especifiqui el 
model concret. 
 
 
4.1.1.4 Llibreria API 
 
Per a la implementació de la API REST, s’ha utilitzat un plugin de programari 
lliure, desenvolupada per Phil Sturgeon, per a CodeIgniter. Consta d’una 
llibreria, un arxiu de configuració i un controlador. 
 
Aquest mòdul permet crear la API REST seguint les directives de CodeIgniter, 
a més d’oferir funcions per a la gestió de els formats de resposta, mètodes 
HTTP i seguretat. 
 
 
4.1.1.5 Geocoding invers 
 
Una de les dades que caracteritza cada sensor són les seves coordenades 
geogràfiques. Per donar més valor a aquesta dada, a més d’oferir un mapa on 
es mostra la localització del sensor, també s’ofereix l’adreça aproximada d’on 
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es troba. Per realitzar la operació de convertir les coordenades a adreça postal 
(anomenat geocoding invers), s’utilitza la API pública de Google Maps. Aquesta 
és una API REST, i ofereix una funció amb dos paràmetres d’entrada (latitud i 
longitud) i JSON com a format de sortida. No requereix cap identificació per 
part del desenvolupador de l’apliació que consumeix les dades. 
 
 
4.2. Implementació al costat-client 
 
A continuació es descriuen els llenguatges de programació i eines de 
desenvolupament utilitzades per a la implementació del costat-client de 
l’aplicació web. 
 
 
4.2.1. Llenguatges 
 
 
4.2.1.1 HTML5 
 
HTML5 (HyperText Markup Language, versió 5) és la cinquena revisió del 
llenguatge de marques per estructurar i representar el contingut al World Wide 
Web desenvolupat pel W3C. Aquesta versió conté moltes característiques 
dissenyades tenint en compte dispositius amb bateria com els mòbils i les 
tauletes. 
 
 
4.2.1.2 CSS3 
 
Cascading Style Sheets (CSS, Fulls d'Estil en Cascada) és un llenguatge de 
fulls d'estil utilitzat per descriure la semàntica de presentació (l'aspecte i  format) 
d'un document escrit en HTML. 
 
 
4.2.1.3 Javascript 
 
Javascript és un llenguatge de programació interpretat ideat per Netscape 
Communications Corporation. Va ser originàriament implementat com una part 
dels navegadors web, per tal que els usuaris puguin interactuar amb scripts del 
costat-client, controlar el navegador, comunicar-se asíncronament i alterar el 
document una vegada ja s’ha mostrat. 
 
JavaScript, que en l'actualitat el soporten tots els navegadors moderns, permet 
la creació de funcions incrustades a pàgines HTML i que interactuen amb el 
Document Object Model (DOM) de la pàgina. El DOM és una convenció 
multiplataforma per representar i interactuar amb objectes del codi de 
documents HTML, XHTML i XML. És representat en forma d'abre, del qual 
pengen objectes, que poden ser manipulats usant mètodes de JavaScript. 
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4.2.2. Llibreries i frameworks 
 
 
4.2.2.1 jQuery 
 
jQuery és una llibreria de JavaScript multiplataforma dissenyada per simplificar 
el codi al costat-client de les pàgines web. jQuery, que és gratuïta i de codi 
lliure, fa més fàcil la interacció amb elements dels documents HTML i 
JavaScript, degut a una API ben definida i documentada. Permet als 
desenvolupadors crear efectes, animacions i resoldre interaccions amb l'usuari, 
especialment útil alhora de detectar esdeveniments (com quan l’usuari clica un 
element). 
 
També, implementa AJAX (acrònim de Asynchronous JavaScript and XML), 
que són un conjunt de tècniques de desenvolupament de pàgines web que 
permeten crear funcions per enviar i rebre dades del servidor de manera 
asíncrona, i en segon pla, sense interferir la visualització o el comportament de 
la pàgina ja carregada. Tot i el nom, l'ús de XML com a format de dades no és 
indispensable, al contrari, el format més utilitzat és el JSON (per les seves 
característiques òptimes per ser processat amb JavaScript). 
 
jQuery s’utilitza com a base d’altres llibreries JavaScript utilitzades en 
l’aplicació. A més, és utilitzada per la càrrega asíncrona de les dades 
d’observacions en els perfils del sensors (es pot observar com un cop 
carregada tota la pàgina, es procedeix asíncronament a la càrrega de les dades 
de les observacions). 
 
 
4.2.2.2 Twitter Bootstrap 
 
Twitter Bootstrap és una col·lecció d'eines de programari lliure per a la creació 
de pàgines i aplicacions web. Conté plantilles de disseny basades en HTML i 
CSS amb tipografies, formularis, botons, gràfics, barres de navegació i altres 
interfícies, així com extensions opcionals Javascript. 
 
La utilització de Twitter Bootstrap ha permès la confecció de la interfície 
d'usuari de l’aplicació web de manera ràpida i fent que la visualització de les 
pàgines web resultants siguin compatibles amb la gran majoria de navegadors 
moderns, a més d’una consistència de disseny entre les diferents pàgines i 
elements de la web. A més, implementa l'estratègia de disseny Responsive 
web design. 
 
Responsive Web Design, traduït com disseny web adaptable, és una tècnica de 
desenvolupament de pàgines web, que té com a objectiu generar la 
visualització òptima de la web en tot tipus de dispositius, independentment del 
mida de la pantalla (des de pantalles d'ordinador, tauletes o mòbils). 
 
Aquesta tècnica es basa en definir estils CSS lleugerament diferents i 
proporcionar-los al navegador en funció de l'amplada de la pantalla, a més de 
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basar-se en estructures (taules, divisions) i imatges fluïdes, capaces d'adaptar-
se a diferents resolucions de pantalla per si mateixes. 
 
 
4.2.2.3 Leaflet 
 
Leaflet és una llibreria de JavaScript, de programari lliure, per la visualització de 
mapes interactius, amb suport per a dispositius mòbils. Leaflet està dissenyat 
per tenir bon rendiment i usabilitat en la majoria de navegadors d’escriptori i 
plataformes mòbils. Disposa d’una API ben documentada per el seu 
funcionament i configuració. Aquesta llibreria ha estat utilitzada per visualitzar 
mapes amb la localització als perfils de diversos elements (sensors, ciutats, 
fabricants, col·leccions). 
 
 
Fig.  4.3 Exemple de mapa interactiu amb Leaflet 
 
 
4.2.2.4 DataTables 
 
DataTables és una llibreria JavaScript basada en jQuery que permet afegir 
controls per interactuar amb les taules HTML. Aquesta llibreria s’ha utilitzat per 
afegir filtres, paginació i ordenació alfabètica de les columnes en les taules 
HTML més grans. 
 
 
4.2.2.5 Flot 
 
Flot és una llibreria JavaScript basada en jQuery que permet afegir gràfics a 
pàgines web de manera simple, atractiva i amb possibilitat d’interacció. A més, 
és compatible amb la majoria de navegadors (Internet Explorer 6+, Chrome, 
Firefox 2+, Safari 3+ i Opera 9.5+). Aquesta llibreria s’ha utilitzat per 
representar les últimes 10 observacions al perfil de cada sensor. 
 
 
Fig.  4.4 Exemple de gràfic amb Flot 
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4.2.2.6 JustGage 
 
JustGage és una llibreria JavaScript per generar visualitzacions de dades en 
forma de indicadors gràfics. Les imatges que genera són SVG (Scalable Vector 
Graphics), reajustant-se a la resolució adequada sense perdre qualitat, i 
compatible amb la majoria de navegadors més populars (IE6+, Chrome, 
Firefox, Safari, Opera, Android). Aquesta llibreria s’ha utilitzat per representar 
l’última observació al perfil de cada sensor (a excepció dels sensors 
d’aparcament). 
 
 
Fig.  4.5 Exemple de indicador amb JustGage 
 
 
4.3. Conclusions 
 
En aquest capítol s'han descrit les tecnologies escollides pel desenvolupament 
del sistema, així com els frameworks i llibreries que s'han utilitzar per a 
aconseguir implementar tots els requeriments, funcionals i no funcionals, de 
l'aplicació i de la API. 
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CAPÍTOL 5. CONCLUSIONS 
 
 
Aquest projecte fi de carrera es va iniciar després d’un període de pràctiques a 
Abertis telecom. Aquesta situació va propiciar un coneixement extens de la 
plataforma demo de Smart Cities de l’empresa, de la tipologia de projectes als 
quals participa i de la seva voluntat i direcció de futur en aquest camp. 
 
És en aquest context en què es va fer la proposta d’extensió de les capes de 
gestió i presentació de la plataforma, la qual es va concretar en l’anàlisi de 
requeriments, exposada en el capítol 2 d’aquesta memòria. 
 
A partir d’aquí, es va definir el disseny de l’arquitectura del servidor d’aplicació, 
posant en pràctica els coneixements adquirits amb el treball en altres projectes 
de l’empresa. 
 
Durant la fase d’implementació es van escollir els llenguatges de programació i 
eines finalment utilitzades. Aquestes eines són de programari lliure, fet que ha 
permès, a més de reduir-ne els costos fins a la mínima expressió, l’estudi del 
codi font i de l’extensa documentació disponible, fent possible el procés de 
formació autònoma de l’autor d’aquest projecte. 
 
L’aplicació desenvolupada ha aconseguit oferir una forma alternativa de 
visualització dels elements de la plataforma, facilitant certes tasques de 
resolució d’incidències i de gestió pels treballadors. 
 
Alhora, la API desenvolupada ofereix noves possibilitats per al 
desenvolupament d’aplicacions que consumeixin dades sensòriques de la 
plataforma, ja que la inclusió d’un nou mètode (servei web REST, enfront als 
serveis web SOAP ja presents) i formats alternatius per a la presentació de 
dades, fan la plataforma Smart City més atractiva a possibles desenvolupadors 
especialitzats en diferents llenguatges de programació, especialment aquells 
que treballen o requereixen de llenguatges de script del costat-client, com 
JavaScript, que combinats amb HTML5, estan esdevenint un estàndard en la 
confecció de pàgines i aplicacions web i també aplicacions per  a dispositius 
mòbils, a causa de les seves característiques multiplataforma i multidispositiu. 
 
 
5.1. Coneixements adquirits 
 
Durant l’elaboració d’aquest projecte s’han adquirit una sèrie de coneixements, 
tant a partir dels recursos de l’empresa com de manera autònoma: 
 
 Arquitectura i funcionament d’una ciutat intel·ligent. 
 Fases per al desenvolupament de programari. 
 Consulta i estructura dels serveis web. 
 Posada en funcionament i manteniment d’un servidor web. 
 Llenguatges de programació de costat-servidor com PHP i el patró de 
desenvolupament MVC. 
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 Llenguatges de programació de costat-client com HTML5 i JavaScript. 
 
 
5.2. Futures línies de treball 
 
En l’anàlisi de requeriments s’especificava l’escalabilitat i ampliabilitat de 
l’aplicació com un factor important. En conseqüència, tots els mòduls s’han 
dissenyat i implementat amb aquesta idea en ment. El temps acotat de 
desenvolupament d’aquest projecte fan que quedin obertes una gran varietat 
de possibles línies d’actuació en el futur, entre les que podem incloure les 
següents: 
 
 Idiomes: tant l’aplicació web com la API s’han desenvolupat en anglès, 
tot i que les llibreries utilitzades permeten la inclusió d’idiomes alternatius 
d’una forma senzilla i ràpida. 
 Seguretat: tot i que la seguretat s’ha especificat com un requeriment 
secundari, s’ha implementat una forma bàsica d’autenticació HTTP. En 
el cas de la utilització pública de l’aplicació i/o API seria convenient 
implementar el mètode HTTPS, que ofereix informació xifrada i 
certificació SSL, evitant possibles intrusions de connexió o suplantacions 
d’identitat. 
 Estadístiques: la API ofereix mètodes per identificar l’usuari que està 
realitzant les peticions en qualsevol moment. La implementació d’una 
clau d’API (o API key) permetria controlar l’evolució individualitzada de la 
utilització que en fa cada usuari i prendre les accions conseqüents 
segons la política establerta a priori. 
 Permisos: més enllà de la restricció d’accés a les dades a usuaris 
registrats, es pot implementar restriccions addicionals, per àrea 
geogràfica o un altre atribut d’usuari. 
 Mode proxy: tal com s’ha definit als requeriments, l’aplicació i la API es 
serveixen d’una base de dades relacional que duplica la informació més 
persistent, i per tant amb menys probabilitats de ser canviada 
freqüentment, per tal de millorar el rendiment. Aquesta opció podria ser 
redissenyada per tal que totes les dades provinguessin directament de la 
capa de gestió de la plataforma, actuant en mode proxy, i oferint una 
freqüència de refresc més alta. 
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