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Introducció
Que és el xip POEtic
El xip és el resultat d'un projecte anomenat POEtic (veure a la bibliografia: “(1) 
http://www-eel.upc.es/aha/research/projects.htm” i “(2) 
http://www.poetictissue.org/”). L'objectiu era desenvolupar un nou circuit 
electrònic capaç de processar informació d'una forma inspirada en la natura. 
D'aquesta manera poder oferir les prestacions de creixement, evolució, auto 
reparació, auto replicació i fins i tot aprenentatge.
Dins del xip hi ha tres subsistemes: el subsistema d'entorn, el d'interfície i 
orgànic. Es poden veure a la figura 1.
Figura 1: Tres subsistemes
El subsistema d'entorn està format per un processador de propòsit general. La 
seva funció és la de manegar la configuració de tot el sistema global per 
adaptar-se a l'entorn.
El subsistema d'interfície és l'encarregat de donar propietats d'adaptabilitat a 
tot el conjunt. Gràcies a aquest el xip POEtic es pot incloure en una malla de 
xips iguals per formar un POEtic equivalent més gran. A la figura 2 es pot veure 
com el subsistema organic de cada xip es connecta a un bus global AMBA 
(AHB).
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Figura 2: Subsistema d'interfície
El subsistema orgànic és una matriu de molècules connectades entre si. Cada 
molècula és un petit conjunt de lògica capaç d'emmagatzemar informació, 
processar-la, transferir-la i usar-la per a programar una molècula veïna.
El subsistema orgànic està organitzat en dues capes:
1. una que comprèn les molècules i certa lògica per una interconnexió local 
entre veïnes.
2. l'altre és un conjunt d'unitats d'enrutament dinàmic que agrupa les 
molècules en grups de 4 i les comunica amb la resta del xip i altres xips.
A la figura 3 es pot veure un diagrama de l'estructura.
Figura 3: Subsistema molecular
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Com s'ha fet el xip POEtic
Un cop el sistema ha estat ideat es tracta d'implementar-ho. La forma que s'ha 
triat per fer-ho és majoritàriament mitjançant llenguatges de descripció de 
maquinari d'alt nivell (HDL).
Un cop la descripció HDL està feta aquesta és simulada a nivell digital per 
verificar que no hi ha errors fins aquest punt. A més de les simulacions aquesta 
descripció es pot sintetitzar i provar sobre xips de lògica digital programable 
(FPGA). Com per provar-ho tot sencer requeriria una FPGA molt gran el que 
s'ha fet és provar parts per separat.
Arribats en aquest punt és decideix com traduir aquesta descripció en els 
transistors que formaran el xip final. La decisió que és va prendre és la 
següent:




• Lògica seqüencial (memòria, banc de registres): bloc predissenyat
• Lògica seqüencial (biestables): totalment personalitzat
Els 
 
circuits integrats precaracteritzats i els blocs predissenyats ens el 
proporciona el fabricant del xip, en canvi les parts personalitzades es fan 
manualment.
Les parts manuals es dissenyen amb un editor gràfic de màscares per dibuixar 
els transistors. Un cop dissenyat es pot extreure el circuit i simular-ho en 
simuladors analògics per comprovar el seu funcionament.
La descripció HDL es proporciona a un programa (sintetitzador) que ho tradueix 
en un circuit d'elements bàsics connectats entre ells (netlist). Tot i que hi ha un 
programa entremig, hi ha feina manual: al sintetitzador no se li passa tot l'HDL 
d'una peça, sinó que es parteix en subconjunts. En aquest cas els subconjunts 
van ser els subsistemes d'interfície i d'entorn per un costat i el subsistema 
orgànic per l'altre.
D'aquest programa es passa a un altre (posicionament i connexió) que agafa el 
circuit anterior i col·loca les parts i les connexions d'una forma apte per 
fabricar (màscara).
Ara temin quatre parts per connectar: la màscara dels subsistemes d'entorn i 
d'interfície, la del subsistema orgànic, les parts dissenyades manualment i 
l'encapsulat del xip. Tot això es col·loca i connecta manualment.
El xip s'envia a fabricar. El fabricant abans de fabricar-ho també fa unes 
comprovacions prèvies de baix nivell i de forma automàtica.
Finalment es fabrica i ja tenim el xip.
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Objectiu
El perquè d'aquest projecte
Des de la concepció fins a la fabricació d'un circuit integrat hi ha molta feina. 
Part d'aquesta feina és automàtica així com ja hem vist, però així i tot hi ha un 
bon gruix de feina manual.
Pel que fa a la feina automàtica es fan servir unes eines que ja fa un temps que 
estan al mercat i ja se sap que més o menys són de fiar, tot i que és possible 
alguna vegada trobar-hi errades és molt poc probable.
En canvi, el treball manual és més susceptible de contenir errors, sobretot 
quan el volum de feina és gran.
Les feines manuals han estat:
1. edició de la descripció HDL
2. edició dels biestables
3. connexió dels diferents blocs: molècules, processador i encapsulat.
Els codis HDL ja hem vist que s'han simulat i provat durant el procés.
Els biestables només s'han pogut simular analògicament, però no s'han pogut 
provar. L'única forma és fabricant-ho. Tot i que una simulació pot arribar a ser 
molt realista, és molt difícil provar tots els casos i determinar el correcte 
funcionament en tots ells. Sobretot tenint en compte que les simulacions 
analògiques tenen molts més paràmetres i que requereixen més temps.
La tercera part no s'ha provat ni simulat ja que només és una connexió i no té 
més complicació. La interfície entre les parts dissenyades amb HDL i les 
dissenyades a nivell de màscares tampoc ha estat comprovada.
Per tant és possible que el disseny del xip final contingui alguns errors.
Un cop el disseny es porta a fabricar encara hi ha possibilitats d'introduir més 
errors. El procés de fabricació no té una eficiència del 100%, de tots els xips 
resultants n'hi haurà alguns que seran defectuosos. Els defectes generalment 
són deguts a impureses que hi ha a l'oblia de silici que provoquen que alguns 
transistors no funcionin.
En cas de tenir errors de fabricació aquests només afectaran a uns pocs xips, 
mentre que si els errors són de disseny afectaran a tots els xips.
En cas de no trobar errors l'objectiu del projecte és demostrar-ho a fi que qui 
faci servir el xip ho pugui fer amb confiança i pugui dedicar el seu temps al seu 
projecte.
En cas de trobar-ne, l'objectiu d'aquest projecte és trobar-los tots, a fi 
d'eliminar els xips defectuosos. O en el cas d'errors de disseny perquè puguin 
ser corregits a la següent versió del xip.
En aquest xip hi ha dues grans parts molt diferents: el processador i la resta 
(subsistemes d'interfície i orgànic). Aquest projecte es centrarà en la segona 
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part perquè el processador ja va ser verificat en un altre projecte (veure a la 
bibliografia: “(7) PFC: Verificació funcional del processador del xip POEtic”).
Com es prova un xip
El procediment és el següent:
1. Es munta una plataforma que permet utilitzar tota la funcionalitat que 
ofereix el xip. Aquesta generalment estarà formada per un circuit a on 
connectar-hi el xip i algunes eines d'interacció (per exemple que es pugui 
controlar des d'un ordinador).
2. Es prepara un banc de proves. Cada prova ha de mostrar el correcte 
funcionament d'alguna part, com més petita millor per tenir el problema 
ben fitat. El banc en conjunt ha d'exprimir totes les possibilitats.
3. S'executen les proves observant el resultat. Si és l'esperat la prova ha 
funcionat, sinó, s'ha de buscar l'error.
4. A l'hora de buscar cada error es comença per la pròpia prova. És possible 
que l'error no estigui al xip, sinó que l'hem provat malament. Si es troba 
algun error es repeteix amb la prova correcte.
5. Si el resultat segueix sense aparèixer es passa a buscar l'error en el xip.
Trobar els errors d'un xip pot arribar a ser una feina més o menys laboriosa ja 
que és una caixa negra i tancada. Per tant, quan es troba alguna cosa que no 
funciona, s'ha de trobar l'origen de l'error sense tenir accés als senyals interns.
Hi ha unes quantes possibilitats per procedir. Una d'elles és utilitzar serveis de 
test que podria proporcionar el xip, com per exemple un port d'accés JTAG 
connectat als senyals interns més importants. Però aquesta opció no la tenim 
ja que aquest xip no implementa aquesta funcionalitat.
Una altra possibilitat és fer un model simulable de la placa de proves i 
connectar-lo als codis font del xip. Un cop es té el sistema complert preparat 
s'aplica la prova a la simulació. Aquest és un escenari molt laboriós, però dona 
un gran avantatge: a la simulació apareixen tots els senyals interns i d'aquesta 
forma és molt fàcil seguir el problema.
A l'etapa de disseny del xip ja s'han fet simulacions, però com que les 
simulacions són molt lentes es fan unes simulacions més o menys genèriques i 
no es prova tot. En canvi ara no hem de fer un conjunt de simulacions 
genèriques, sinó que ja sabem que hem de simular perquè tenim les condicions 
que provocaran que el problema sigui visible.
Aquesta última possibilitat també té inconvenients, a més del que ja s'ha dit 
que porta molta feina. Aquest xip ha estat dissenyat a partir de llenguatges 
HDL i també a nivell de màscares. Integrar els dos nivells en una simulació és 
molt difícil i requereix eines que avui en dia encara no són madures. Seria unir 
els mons d'electrònica digital i analògica (AMS).
En aquesta simulació poden passar dues coses:
● En el cas que no funcioni: es té que seguir el problema fins a l'arrel. Si 
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l'origen del error està a fora dels codis font del xip es té que arreglar la 
prova i repetir. Si en canvi es troba dins del xip ja haurem arribat a la 
conclusió.
● En el cas que funcioni: és evident que el comportament en la simulació i 
en el món real és diferent. Si es troba alguna diferència a fora del codi 
font del xip, igual que en el cas anterior, s'arregla i es repeteix. Sinó és 
probable que l'error estigui en alguna part no simulada del xip: les parts 
dissenyades a nivell de màscares.
En l'últim dels casos el procediment és fer unes simulacions analògiques més 
exhaustives que les que es van fer el dia del disseny.
Si així i tot no és trobés l'origen de l'error encara hi ha varies formes de 
procedir. Una és revisar d'alt a baix que tot el que s'ha fet és correcte. Una 
altra és trobar alguna prova diferent capaç de mostrar aquest mateix error. Les 
proves sempre han de ser molt simples de forma que si fallen hi hagi poques 
variables per on buscar.
El POEtic en detall
El primer pas és connectar el xip sobre una plataforma de proves. Això 
requereix un coneixement a fons del xip. Part de la informació que ve a 
continuació és pot trobar a la documentació del propi xip (veure a la 
bibliografia: “(3) Deliverable No. 22: Description of the structure and 
functionality of the POEtic tissue.”), altra informació, tot i estar a la 
documentació, conté errades. Però també hi ha informació que per obtindre-la 
s'ha hagut d'examinar el codi font del xip (veure CD-ROM adjunt). D'aquí la 
conveniència d'explicar-ho a aquesta secció.
Parts comunes
Per començar hi ha el bus AMBA que ho connecta tot: el subsistema d'entorn, 
el d'interfície i l'orgànic El funcionament del bus és dirigit per un mestre i la 
resta d'elements connectats obeeixen les ordres. Aquest bus està format pels 
següents senyals:
• sahb_data[0..31] són els senyals encarregats de portar les dades. Pot 
servir tant per llegir com per escriure.
• sahbi_haddr[0..31] representa l'adreça que es vol llegir o escriure. És 
una sortida del mestre cap a l'esclau.
• sahbi_hwrite gràcies a aquest senyal el mestre diu si és una operació 
de lectura o escriptura.
• sahbi_hsel és per seleccionar l'esclau que intervindrà en l'operació.
• sahbo_hready és una indicació de l'esclau per indicar la conclusió de 
l'operació.
• sahbi_hready és una indicació del mestre per controlar l'operació de 
lectura o escriptura.
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Els esclaus d'aquest bus seran totes les parts orgàniques de tots els xips que 
formin la malla, a més a més de totes les parts d'interfície.
Com a mestre del bus hi haurà la part d'entorn del xip de la malla que estigui 
configurat com a mestre. Com a màxim només pot haver-n'hi un.
Ja és sabut (veure a la bibliografia: “(7) PFC: Verificació funcional del 
processador del xip POEtic”) que el bus AMBA només pot fer-se servir per 
escriure ja que per llegir hi ha 22 dels 32 bits del bus de dades 
(sahb_data[0..21]) curtcircuitats a 0.
Subsistema d'entorn
El subsistema d'entorn es connecta a través d'aquests senyals quan treballa en 
mode mestre:
• extint[0..1]_in, ackint_out permeten al processador servir 
interrupcions externes.
• boot_in, bootdone_out controlen el procés d'arrancada del 
processador.
• oe_rom_out, oe_ram_out, oe_ram_boot_out, read_not_write_out, 
r_nw_boot_out, ale_out serveixen per accedir a les memòries.
• com_pad[0..7] són els perifèrics de comunicació.
• clk_in, reset_in, stall_in, hreset_in són els senyals de control del 
processador.
Quan el processador està en mode esclau aquests senyals no és fan servir.
També ja és sabut (veure a la bibliografia: “(7) PFC: Verificació funcional del 
processador del xip POEtic”) que el processador tampoc funciona. Per tant 
haurà d'estar deshabilitat i tindre tots els xips en mode esclau.
Subsistema d'interfície
El subsistema d'interfície es controla mitjançant aquests senyals:
• master_in indica si el xip està en mode mestre o mode esclau.
• Xin_in, Yin_in són les entrades de coordenades del xip.
• Xout_out, Yout_out són les sortides de coordenades per els xips veïns.
L'entrada master_in només serveix per deshabilitar el processador. En tota la 
malla estaran tots connectats a 0 excepte, com a màxim, un.
Els senyals X i Y tenen la funció d'assignar unes coordenades a cada xip de la 
malla. Quan s'engega el sistema hi ha un xip que té les dues entrades 
connectades a 0, per tant se li assigna la coordenada (0,0). Les sortides de les 
coordenades s'incrementen i es propaguen en la malla bidimensional assignant 
coordenades consecutives, així com es pot veure a la figura 4.
14
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Figura 4: Propagació de 
coordenades
Per iniciar el procés d'assignació de coordenades s'ha de fer una escriptura a 
l'adreça 0xF000_0004 del xip mestre. Aquesta és l'única adreça al bus AMBA 
del subsistema d'interfície. Al no tindre xip mestre això no es farà servir. Per 
tant per l'assignació de coordenades s'hauran de manipular els senyals Xin_in i 
Yin_in directament.
Un cop el procés ha acabat es pot accedir als xips a través del bus AMBA a 
l'adreça 0xF00X_YABC, on X i Y són les coordenades i ABC l'adreça dins del xip.
Subsistema orgànic, capa molecular
En cada xip hi ha una malla de 8 files i 18 columnes de molècules, en total 144. 
Totes les molècules estan connectades al bus AMBA de forma que els seus 
elements poden ser configurats pel mestre del bus. Per poder configurar cada 
molècula són necessaris 76 bits i com que el bus AMBA només en té 32 són 
necessàries 3 adreces per molècula
Aquestes adreces són 0xF00X_YABC on:
1. X i Y seleccionen un xip de la malla.
2. A, B i dos bits de C seleccionen una molècula dins del xip.
3. Els dos darrers bits de C seleccionen una de les 3 adreces de cada 
molècula
El resultat és com segueix:
• 1er xip, 1ra molècula, 1er registre: 0xF000_0009
• 1er xip, 1ra molècula, 2on registre: 0xF000_000A
• 1er xip, 1ra molècula, 3er registre: 0xF000_000B
• 1er xip, 2na molècula, 1er registre: 0xF000_000D
• 1er xip, 2na molècula, 2on registre: 0xF000_000E
• ...
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• 1er xip, molècula 144, 2on registre: 0xF000_0246
• 1er xip, molècula 144, 3er registre: 0xF000_0247
• 2on xip, 1ra molècula, 1er registre: 0xF000_1009
• ...
Ara que ja hem vist com estan organitzades les molècules anem a veure-les 
per dintre. A la figura 5 hi ha un diagrama d'una molècula en configuració 
normal (4-LUT).
Figura 5: Estructura d'una 
molècula
Cada molècula conté el següent conjunt de lògica:
• Multiplexor d'entrada: permet triar quins senyals d'entrada es faran 
servir.
• LUT: la look-up-table és una petita memòria de 16 bits que permet 
implementar funcions lògiques de les seves 4 entrades.
• Registre: serveix per emmagatzemar el resultat.
• Multiplexor de sortida: permet triar entre la sortida directa de la LUT o el 
valor emmagatzemat al registre.
• Multiplexor de comunicacions: comunica amb les molècules veïnes. 
Permet enviar el resultat local o de les veïnes en qualsevol direcció.
Cada una pot treballar en un de 8 modes possibles:
1. 4-LUT: és el mode “normal”, representat al diagrama superior.
2. 3-LUT: és similar a l'anterior, però la LUT es parteix en dues de 3 
entrades cada una i permet el càlcul de dues funcions lògiques.
3. Memòria: en aquest cas la LUT es fa servir com una memòria en lloc de 
com una funció
4. Comunicacions: aquest és un terme mig entre els modes 2 i 3. La LUT es 
parteix en 2, una meitat es fa servir com a LUT de 3 entrades i l'altre 
16
Engegada del xip POEtic.
meitat com una memòria de 8 bits.
5. Entrada: la molècula es prepara per a rebre un valor des de la capa 
d'encaminament. Per poder-ho fer a la LUT s'hi programa una adreça per 
identificar aquesta entrada.
6. Sortida: igual que el cas anterior, però el valor serà de sortida.
7. Tir: serveix per engegar el procés d'encaminament i connectar totes les 
molècules en mode entrada o sortida.
8. Configuració: aquest darrer mode és el que permet reconfigurar una 
molècula veïna. En aquest cas la LUT no es fa servir.
Per poder configurar tot això cada molècula té:
En el primer registre hi trobem:
• bits del 0 al 15: contingut de la LUT
• bit 16: habilitació de reconfiguració de la LUT
• bits 17 al 28: selecció de les entrades de la LUT
• bits 29 i 30: més entrades de la LUT
• bit 31: habilitació de reconfiguració de les entrades de la LUT
Al segon registre:
• bits del 0 al 23: configuració del multiplexor de comunicacions
• bit 24: habilitació de reconfiguració del multiplexor de comunicacions
I al tercer registre:
• bits del 0 al 2: mode
• bit 3: habilitació de reconfiguració del mode
• bit 4: multiplexor de sortida
• bit 5: valor inicial del registre
• bit 6: habilitació del registre
• bit 7: selecció del flanc de rellotge per el registre
• bits del 8 al 12: configuració de la inicialització del registre
• bit 13: habilitació de la molècula
• bit 14: habilitació de reconfiguració dels bits 4 al 13
• bits 15 i 16: origen de la reconfiguració
• bit 17: habilitació de reconfiguració dels bits 15 i 16
Aquí hi ha diferències amb la documentació (veure a la bibliografia: pàgina 26 
de “(3) Deliverable No. 22: Description of the structure and functionality of the 
POEtic tissue”). Entre d'altres que el bit 18 del tercer registre no està connectat 
al registre de la molècula.
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I ja per acabar amb aquesta breu descripció de la capa molecular aquests són 
els senyals que el connecten amb el món exterior:
• rst_molecules_in és una inicialització global de tot el subsistema 
orgànic
• clk_ext_intn_in, clk_organic_in_in, clk_organic_out_out serveix per 
controlar i proporcionar el rellotge al subsistema.
• conf_all, conf_all_in, conf_all_out ofereixen un sistema alternatiu per 
configurar les molècules. La forma preferida és a través del bus AMBA ja 
que aquest altre sistema és molt lent perquè és mitjançant un bus sèrie.
• mol_enable_in, mol_enable_out habiliten el registre de la molècula
Subsistema orgànic, capa d'encaminament
En aquesta capa hi ha una malla de 4 files i 9 columnes d'unitats 
encaminadores. Cada unitat està connectada a quatre molècules i permet 
establir connexions entre qualsevol d'elles dins la malla de xips.
Aquestes unitats encaminadores no estan connectades al bus AMBA ja que 
obtenen tota la informació necessària per funcionar de les quatre molècules a 
les que estan connectades.
Quan alguna de les molècules sota control està configurada en mode entrada o 
sortida, l'unitat encaminadora buscarà una altra unitat que estigui configurada 
com a sortida o entrada i a més a més amb la mateixa adreça. Un cop trobada 
establirà la connexió.
Per que l'encaminament es produeixi hi ha d'haver alguna molècula (la que 
estigui situada al racó inferior esquerra) configurada en mode tir per 
determinar quan s'engegarà el procés.
A més de les unitats d'encaminament normals n'hi ha d'un altre tipus: les 
unitats d'encaminament de perifèria. Aquestes últimes no estan 
documentades, per tant aquí s'explicaran amb tot el detall.
Figura 6: Capa d'encaminament
A la figura 6 les unitats d'encaminament normals són les blanques i les 
perifèriques són les vermelles i grises. La funció de les unitats perifèriques és 
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connectar les molècules amb els terminals del xip i d'aquesta forma poder 
comunicar-se amb l'exterior.
La configuració necessària per aquestes unitats és:
• adreça: un valor de 16 bits per identificar-la
• acció: un valor de 3 bits
• bit 0: quan és 1 es configura com entrada
• bit 1: quan és 1 es configura com a sortida
• bit 2: quan és 1 participarà activament en el procés 
d'encaminament
A diferència de les unitats d'encaminament normals aquestes no estan 
associades a cap molècula. Per tant no podran ser automàticament 
configurades. El problema és que igual que les normals aquestes tampoc estan 
connectades al bus AMBA.
L'única forma de configurar les unitats d'encaminament perifèriques és 
mitjançant un bus sèrie dedicat. La connexió és així com es mostra a la figura 
7.
Figura 7: Configuració de les unitats d'encaminament perifèriques
Per configurar-les s'ha d'activar el senyal conf_border i a cada cicle de rellotge 
s'ha de proporcionar un bit a l'entrada pel senyal conf_border_in. Si es vol 
comprovar la correcta configuració és pot tornar a reconfigurar de la mateixa 
forma una segona vegada observant la sortida conf_border_out.
Al diagrama anterior hi ha sis unitats en gris. Aquestes unitats existeixen i 
s'han de configurar, però no es poden fer servir ja que la seva sortida no està 
connectada a cap terminal del xip.
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• conf_border, conf_border_in, conf_border_out és l'única forma de 
configurar les unitats de encaminament perifèriques.
• routing_mode_in, routing_mode_out defineixen si l'encaminament és 
estàtic o dinàmic
• rst_routing_in, rst_routing_out serveix per inicialitzar l'encaminament.
• val_in_[nsew]_[1..6], val_out_[nsew]_[1..6] és el valor 
d'entrada/sortida que vé/va de/a l'unitat d'encaminament perifèrica.
La resta de senyals serveixen per controlar el procés d'encaminament 






Ara ja sabem que és el que tenim, anem a veure on es connecta i fins a quin 
punt ens serveix per executar el nostre projecte i, en cas de necessitar 
modificacions, com adaptar-ho convenientment.
Maquinari
On es connecta el xip POEtic
Ja hem vist el xip, ara anem a veure on el connectarem.
Es disposa de la placa de circuit imprès que servirà per connectar-lo.
La placa conté aquests elements marcats a la figura 8:
1. Un xip POEtic.
2. Una Field Programmable Gate Array (FPGA), és un dispositiu programable 
en el que s'hi pot definir un circuit.
3. Un xip USB per poder connectar la placa a un ordinador.
4. Un latch per registrar el valor del bus d'adreces del POEtic.
5. Generador de rellotge per sincronitzar tots els elements.
6. Un xip generador de reset per inicialitzar el sistema.
7. Una memòria que conté el microprogramari de la FPGA.
8. Un connector per l'alimentació.
9. Un connector USB.
10. Connectors per poder connectar més xips POEtic.
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11. Memòria RAM.
12. Memòria ROM.
13. Port de comunicacions RS232
Figura 8: Placa
L'esquema simplificat de blocs de la placa esta a la figura 9.
Figura 9: Diagrama placa
L'intenció original d'aquesta placa era que el POEtic fos el mestre de tot el 
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necessita dues memòries, una capaç de guardar el programa a executar (ROM) 
i l'altre per guardar informació temporal en temps d'execució (RAM).
Per poder fer això era necessària una forma d'adaptar memòries convencionals 
al bus AMBA. D'aquí la necessitat de la FPGA i el latch.
Una transferència típica del bus AMBA té un cicle dedicat a les adreces i un 
altre a les dades, a la figura 10 hi ha un cronograma.
Figura 10: Bus AMBA
Mentre que la memòria ROM no segueix el mateix esquema. La ROM necessita 
les adreces al mateix temps que es llegeix la dada, com es pot veure al 
cronograma de la figura 11.
Figura 11: Bus ROM
Aquí es veu la necessitat del latch al bus AMBA: la seva funcionalitat és 
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capturar el bus d'adreces al primer cicle i mantenir-les estables durant el segon 
cicle de dades.
El cas de la memòria RAM encara és més complicat: necessita dos cicles 
d'adreces i un de dades. Per aquesta seqüenciació era necessari un circuit més 
complex, per aquest motiu hi ha la FPGA.
La FPGA estava pensada per:
1. Generar els senyals de control per accedir a les memòries.
2. Connectar les memòries al bus USB per poder-les programar des d'un 
ordinador.
A més s'ha de dir que aquesta placa ja conté moltes modificacions fruit del 
projecte anterior (veure a la bibliografia: “(7) PFC: Verificació funcional del 
processador del xip POEtic”). Aquestes modificacions arreglen problemes 
generals i altres relacionats amb el subsistema d'entorn. En canvi els possibles 
problemes relacionats amb el subsistema orgànic encara hi romanen.
Canvis al maquinari
La diferència entre el circuit que implementa el circuit imprès (maquinari) i el 
que implementa la FPGA (microprogramari) és que els canvis al primer són més 
difícils, si no impossibles. En canvi les modificacions a la FPGA són més fàcils ja 
que és un circuit reconfigurable, sempre dins uns límits.
A continuació anem a veure si s'han de fer modificacions al maquinari i si 
aquestes són possibles.
La plataforma estava pensada per que el processador del xip POEtic fos el 
mestre. Però això no és possible per que aquest processador no funciona. Per 
tant la primera modificació a fer és que el xip POEtic pugui treballar en mode 
esclau.
Quan es tingui que fer alguna modificació normalment hi haurà més d'una 
solució. En aquest cas sempre es triarà la que sigui més flexible. La solució 
serà més flexible com més fàcil sigui de tornar a canviar i com que hem vist 
que els canvis són més fàcils dins de la FPGA: la solució més flexible serà la 
que vagi a través de la FPGA.
El primer pas per tindre el POEtic en mode esclau és desconnectar el terminal 
master_in de “1” i connectar-ho a “0”. Aquesta modificació és possible ja que 
només s'ha de tallar el conductor que el connecta a “1” i soldar un nou cable a 
la FPGA. La connexió a “0” es farà dins de la FPGA. També s'ha de tindre en 
compte que a la FPGA hi ha prou connexions lliures. A la figura 12 es pot veure 
un dels extrems del cable que el connecta a la FPGA:
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Figura 12: Senyal master_in
Ja tenim el POEtic en mode esclau, però ara ningú controla el bus AMBA. 
Aquest bus no el podem inutilitzar ja que és la forma principal de configurar els 
subsistemes orgànic i d'interfície. La solució més apropiada és que la FPGA faci 
el paper de mestre del bus.
És possible això? Quins inconvenients té?
1. En mig de les adreces del bus AMBA hi ha un latch. El latch és 
unidireccional i el tenim en sentit contrari.
2. La FPGA només té connectats el bus d'adreces i el de dades. No hi ha cap 
senyal de control del bus a la FPGA.
3. El rellotge que sincronitza el bus AMBA on està?
4. Aquests canvis serien tant intrusius que el processador ja no es podrà fer 
servir més.
Anem a veure com resoldre aquests temes.
El primer tema és eliminar aquest latch per permetre a la FPGA transferir les 
adreces al xip POEtic. Això és possible ja que els xips que implementen el latch 
són accessibles manualment. A la figura 13 es pot veure com s'han eliminat els 
quatre xips que formaven el latch i al seu lloc s'hi han posat conductors que 
permeten una comunicació bidireccional:
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Figura 13: Eliminació latch
El segon tema es generar els senyals de control del bus AMBA des de la FPGA. 
Aquests senyals són: sahbi_hwrite, sahbi_hsel, sahbo_hready, 
sahbi_hready. Això també es pot resoldre per que a la FPGA encara hi ha prou 
terminals lliures. A la figura 14 es pot veure la connexió d'aquests senyals 
(entre d'altres):
Figura 14: Connexions entre xip POEtic i FPGA
I per acabar el tercer tema que falta es tindre controlat a la FPGA el senyal de 
rellotge del bus. D'aquesta forma podrem sincronitzar tots els senyals que 
estem generant.
Al maquinari original aquest rellotge anava directament des del generador de 
rellotge al xip POEtic. Però degut a la necessitat de poder depurar el 
processador això ja es va arreglar de la següent forma:
Es va desconnectar el generador de rellotge i enmig es va intercalar la FPGA, 
de forma que dins de la FPGA es podia triar si al POEtic l'hi proporcionàvem el 
rellotge del generador o un de propi. El senyal de rellotge al POEtic és el 
clk_in. A la figura 15 és pot veure aquesta connexió:
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Figura 15: Connexió senyal de rellotge
I amb aquests canvis ja tindrem un mestre del bus AMBA. Però encara no està 
tot fet. Els esclaus han de tindre unes coordenades per tindre una adreça dins 
el bus AMBA.
Per assignar-li una adreça serà necessari connectar el senyal Yin_in del POEtic 
a la FPGA. El microprograma emularà ser el mestre i generarà en senyal 
equivalent al Yout_out. En quan al Xin_in ja està connectat a 0 i aquest valor 
ja serveix.
Són suficients aquests canvis per poder provar tots els subsistemes orgànic i 
d'interfície? No. Durant la presentació de la capa d'encaminament hem vist que 
hi ha una part que no està connectada al bus AMBA. Per tant tindre control del 
bus no implica tenir-ho tot sota control.
El següent canvi fa referència a la forma de programar les unitats 
d'encaminament perifèriques. Ja hem vist que no estan connectades al bus 
AMBA, sinó que tenen un bus diferent dedicat. Els senyals a connectar són: 
conf_border i conf_border_in per poder habilitar la configuració i 
subministrar-li les dades respectivament. La connexió d'aquests senyals ja s'ha 
vist a la figura 14.
Aquests senyals van sincronitzats amb el rellotge del subsistema orgànic 
clk_orgànic_in_in que està connectat al generador de rellotge. Igual que 
abans canviarem el generador de rellotge per la FPGA.
Aquests darrers canvis han estat possibles ja que al xip de la FPGA hi havia 
prou connexions lliures.
Un cop el maquinari està a punt podem passar al següent pas: completar el 
circuit microprogramat.
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Microprogramari
Que hi ha dins la FPGA
El microprogramari és el que defineix el circuit dins de la FPGA. Abans de 
començar aquest projecte el microprogramari era el necessari per complir amb 
les funcions que inicialment s'havien pensat.
Figura 16: estructura inicial  
microprograma
A l'estructura interna de la figura 16 hi podem veure:
• Un microprograma per controlar el bus USB: “usb”
• Un altre per controlar la memòria ROM: “flash”
• El mateix per la RAM: “sdram”
• Una interfície cap al subsistema d'entorn per poder obeir les seves 
peticions: “xip”
• I una part que engloba totes les anteriors: “poe”
Cada un d'aquests mòduls està connectat a la part del circuit que controla, ja 
sigui directament a través de la placa de circuit imprès o a través dels cables 
que s'hi han soldat a sobre.
Quan el processador del xip POEtic necessita accedir a la memòria la FPGA ho 
detecta i genera els senyals de control necessaris per que es pugui fer l'accés.
A més a través de l'USB es connecta amb un ordinador per que l'usuari pugui 
gravar la memòria amb el programa que ha d'executar el POEtic.
Entrant en més detall veurem les comandes de l'ordinador a través de l'USB al 
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Figura 17: Format de comanda
Cada transferència té 8 bits. D'aquesta forma hi ha una comanda de 8 bits, una 
adreça de 32 bits, comptador de 16 bits i suma de 8 bits per iniciar una 
comanda des de l'ordinador.
Després la FPGA contesta amb una comprovació de 8 bits, això és per 
assegurar una correcta transmissió.
Hi ha dos tipus de comandes: les que requereixen llegir dades de la FPGA i les 
que han d'escriure.
En el cas de lectura la FPGA envia dades de 32 bits cap a l'ordinador tantes 
vegades com indiqui el comptador. En cada iteració l'adreça s'incrementa 
automàticament.
En el cas d'escriptura l'ordinador envia dades de 32 bits cap a la FPGA tantes 
vegades com indiqui el comptador. L'adreça s'auto-incrementa. Després la 
FPGA contesta amb una comprovació de 32 bits (aquí el diagrama ha estat 
simplificat).
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següent.






• Indicació de presència
• Llegir del xip
• Escriure al xip
Les comandes per llegir/escriure RAM van directament al mòdul sdram. Mentre 
que les de llegir/escriure/esborrar ROM van al mòdul flash.
La indicació de presència només serveix per comprovar que la comunicació per 
USB funciona correctament. És una comanda de lectura i la dada llegida és la 
mateixa adreça. En aquesta comanda no intervé cap altre mòdul.
Finalment les comandes dirigides al mòdul xip serveixen per engegar el 
processador del POEtic, aturar-lo, avançar un pas i interrompre'l.
Canvis al microprogramari
Aquí també necessitarem fer alguns canvis. El més evident és que necessitem 
implementar un mestre del bus AMBA dins la FPGA. Per fer-ho afegirem un 
mòdul anomenat amba.
El segon canvi serà per controlar les altres parts del subsistema orgànic: la 
configuració de les unitats d'encaminament perifèriques, control del rellotge, 
inicialització, coordenades, ...
Aquí hi ha un esquemàtic (figura 18) per mostrar l'estructura interna que s'ha 
decidit usar:
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Figura 18: Diagrama intern FPGA
Aquesta estructura és similar a l'anterior on s'han afegit uns mòduls i s'han 
modificat altres.
L'entitat principal que implementa el microprogramari de la FPGA es diu “poe” i 
està a l'arxiu “poe.vhd”. Els altres mòduls tenen els noms usb, flash, sdram, 
amba i xip. Cada mòdul està a l'arxiu “nom_del_modul.vhd”.
El mòdul nou és el amba i els mòduls modificats són usb i xip. De fet aquest 
últim mòdul només conserva el nom. Internament és totalment diferent.
El mòdul usb ha estat modificat per afegir-hi la interfície amb el mòdul amba.
Els mòduls flash i sdram hi han quedat per completesa. Els recursos de la FPGA 
són limitats, per tant en cas que la ocupació fos massa gran aquests mòduls 
podrien ser eliminats. Ara ja no necessitem les memòries per que no farem 
servir el processador del POEtic.
Igual que abans que es preferien solucions que impliquin a la FPGA per tindre 
més flexibilitat i no fer tans canvis al maquinari, ara optarem per una solució 
similar. La FPGA estarà connectada a un ordinador a través del port USB. Per 
tant ara preferirem solucions que impliquin a l'ordinador en lloc de la FPGA. El 
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certes restriccions (espai i velocitat són les més importants).
En tot cas es té que tindre en compte que hi ha coses que ha de fer la FPGA ja 
que sempre serà més ràpid un circuit dedicat que no un programa a través 
d'un bus de comunicacions. Per exemple si volem que el subsistema orgànic 
treballi amb un rellotge de 10MHz, el rellotge ha de ser generat a la FPGA ja 
que el programari no és capaç d'indicar una cadència de canvis tan ràpida a 
través d'un bus USB.
Als annexes es pot trobar el codi font amb comentaris que ho descriuen el 
microprograma amb detall. Així i tot aquí hi ha una descripció d'alt nivell de les 
noves funcionalitats.
Les noves comandes implementades són:
• Llegir el bus AMBA
• Escriure el bus AMBA
• Llegir del xip
• Escriure al xip
Llegir i escriure al bus AMBA és la forma d'accedir al mòdul amba i les 
comandes per el xip van al mòdul xip.
El mòdul amba quan rep una comanda de lectura des del mòdul usb arbitra els 
senyals de control del bus AMBA per executar una lectura a l'adreça indicada. 
La comanda d'escriptura és igual però en sentit contrari.
Abans el mòdul xip servia d'ajut per la depuració del processador. Però com 
que ara el processador està desconnectat aquest mòdul ha estat eliminat. Al 
seu lloc hi ha un nou mòdul també anomenat xip.
Aquest mòdul xip és el que té connectats els senyals rst_molecules_in, 
master_in, conf_border, conf_border_in, rst_routing_in, clk_organic_in_in i el 
rellotge provinent del generador de rellotge entre d'altres. El mòdul té un sol 
registre de 32 bits i cada un dels senyals que controla està connectat a un bit 
d'aquests. Els bits del 0 al 15 poden ser llegits i escrits, en canvi els bits del 16 
al 31 només poden ser llegits ja que són sortides del xip POEtic cap a la FPGA:
Bit Descripció Bit Descripció
0 hreset_in 16 ackint_out
1 master_in 17 bootdone_out
2 speed 18 r_nw_boot_out
3 rst_molecules_in 19 oe_rom_out
4 extint0_in 20 oe_ram_out
5 stall_in 21 read_not_write_out
6 boot_in 22 oe_ram_boot_out
7 conf_border 23 Connectat a “0”
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8 conf_border_in 24 Connectat a “0”
9 clk_organic_in_in 25 Connectat a “0”
10 Tria entre clk_organic_in generat 
per programa o automàticament
26 Connectat a “0”
11 Yin_in 27 Connectat a “0”
12 rst_routing_in 28 Connectat a “0”
13 clk_in 29 Connectat a “0”
14 Tria entre clk_in generat per 
programa o automàticament
30 Connectat a “0”
15 Ignorat 31 Connectat a “0”
Com es pot veure a aquesta taula hi ha molts senyals connectats que fan 
referència al subsistema d'entorn. S'han connectat aquí per tenir-los sota 
control del programa, no per que siguin estrictament necessaris.
També es pot veure que el rellotge que controla el bus AMBA (clk_in) i el que 
controla el subsistema orgànic (clk_organic_in_in) poden ser controlats per 
programa en el cas que interessi una execució pas a pas. Però també poden 
ser generats per la FPGA per una execució més ràpida.
I fins aquí queda definit tot el circuit.
Programari
Que fa l'ordinador
El programa que controlava tot l'anterior bàsicament era una interfície per que 
l'usuari pogués carregar un programa a la ROM. Un cop el subsistema d'entorn 
tenia accés al seu programa podia treballar de forma autònoma sense 
necessitat d'ordinador.
Però com que l'intenció del projecte anterior era provar el processador, aquest 
programa tenia més coses: una interfície per editar el contingut de la memòria 
RAM i un depurador del processador per executar els programes pas a pas. Al 
depurador es podia veure l'estat intern del processador i els seus registres.
L'estructura del programa era així:
• main.fl
◦ wrapper.h / wrapper.cpp
▪ hexEdit.h / hexEdit.cpp
▪ usb.h / usb.cpp
◦ debugger.h / debugger.cpp
▪ wrapper.h / wrapper.cpp
▪ usb.h / usb.cpp
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◦ program_osc.h / program_osc.cpp
▪ parport.h / parport.cpp
main.fl és el marc que ho engloba tot. Aquí hi ha la figura 19 que mostra com 
és:
Figura 19: Inspector: pantalla de configuració
A la part superior de la imatge es poden veure una sèrie de pestanyes que 
contenen diferents mòduls. El primer només és de test i control. Està 
implementat dins el mateix main.fl.
La segona, tercera i quarta pestanyes són per controlar les memòries. Totes 
elles són el mòdul wrapper. El mateix mòdul és prou flexible com per poder 
donar tota aquesta funcionalitat. Aquí hi ha una figura (20) amb el seu aspecte:
Figura 20: Inspector: pantalla de memòria
El mòdul hexEdit és usat per wrapper per poder proporcionar la funcionalitat 
d'editor hexadecimal i el usb és per poder accedir al circuit i gravar-hi els 
canvis.
El mòdul debugger (figura 21) és l'encarregat del control del processador:
Figura 21: Inspector: pantalla de depuració
Els submòduls usats per el debugger són el wrapper per poder tindre accés a 
les memòries i el usb per tindre control sobre el processador.
Per acabar el program_osc és l'encarregat de controlar el generador de rellotge 
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que hi ha al circuit com es pot veure a la figura 22:
Figura 22: Inspector: pantalla del generador de rellotge
El seu submòdul és parport ja que hi accedeix a través del port paral·lel de 
l'ordinador.
Canvis al programari
Per acabar amb els preparatius veurem els canvis necessaris a aquest nivell.
De totes les pestanyes que hi ha al programa podem deixar la primera de test i 
control, les dedicades a les memòries i la del oscil·lador. En canvi la dedicada 
al depurador la podem eliminar ja que no hi ha cap processador que depurar.
Al lloc de la pestanya debugger n'hi posarem una anomenada Molecules, figura 
23:
Figura 23: Inspector: pantalla molecular
Aquest mòdul té com a dependències el submòdul usb per poder aplicar els 
canvis al circuit i un nou submòdul, MoleculeEdit, que veurem a continuació.
A la pantalla principal es pot veure una matriu que conté a totes les molècules 
del xip en grups de quatre. Cada grup representa una unitat d'encaminament. 
A la perifèria hi ha les unitats d'encaminament perifèriques.
El contingut de cada molècula del programa és un títol que té el nombre de 
molècula i un color que l'usuari pot triar. Després hi ha tres números 
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hexadecimals de 8 dígits que representen el contingut dels registres de la 
molècula real. Aquests registres són editables directament, però si l'usuari ho 
prefereix els pot editar amb l'editor associat. Aquesta finestra (figura 24) 
apareix quan es fa doble clic a una de les molècules:
Figura 24: Inspector: configuració de 
molècula
Amb aquest editor l'usuari té una interfície més amigable per editar el 
contingut de les molècules
Si la configuració d'una molècula es vol replicar a altres es pot copiar amb la 
combinació de tecles ctrl+c i aferrar a una altra amb la combinació de tecles 
ctrl+v.
Ja per acabar amb la descripció d'aquest nou mòdul que fa cada botó:
• step: fa que el subsistema orgànic avanci un cicle de rellotge.
• run: engega el rellotge per que el subsistema orgànic avanci a alta 
velocitat.
• configure: grava el contingut de les molècules al POEtic.
• load: carrega una configuració prèviament guardada al disc.
• save: guarda una configuració al disc.
Execució
Arribats en aquest punt ja ho tenim tot preparat per posar en funcionament la 
part orgànica del POEtic. És a dir, de la secció “Com es prova un xip” ja tenim 
el primer apartat. Anem a per el següent: les proves.
Elecció de la prova
De tot el banc de proves que hem d'executar comencem per la primera. Hem 
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de tindre en compte que un cop tinguem la prova executant-se no podrem 
observar el seu correcte funcionament a través del bus AMBA per varis motius:
• El valor del registre de la molècula no està connectat al bus, en contra 
del que diu la documentació.
• El bus AMBA no serveix per llegir l'estat de les molècules ja que està 
curtcircuitat a 0.
Per aquests motius és necessari que qualsevol prova tingui les molècules 
connectades a l'exterior a través de les unitats d'encaminament. Aquesta serà 
l'única forma d'observar el funcionament intern.
Això implica que qualsevol prova haurà de contindre com a mínim aquesta 
configuració:
• Una molècula configurada en mode tir per engegar l'encaminament i fer 
arribar els senyals a la sortida.
• Un conjunt de molècules en mode sortida per capturar els senyals que 
han de ser observats.
• Les unitats d'encaminament de perifèria també hauran de ser 
configurades per que s'hi puguin connectar les molècules en mode 
sortida.
Una prova senzilla inicial podria ser un comptador. L'avantatge d'aquest 
element bàsic és que la primera molècula commutarà de forma independent 
de la resta del circuit. Això és el que necessitem: una prova senzilla, amb 
poques dependències de forma que si falla tindrem el problema fitat entre 
aquesta molècula i la configuració mínima
A més si la primera molècula funciona també hauríem de veure les molècules 
següents treballant en cadena per formar el comptador.
Aquesta és una imatge (figura 25) de la configuració:
Figura 25: configuració primera prova
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Així com diu la documentació (veure a la bibliografia: pàgina 43 de “(3) 
Deliverable No. 22: Description of the structure and functionality of the POEtic 
tissue”) la molècula de tir (gris fosc) ha d'estar situada a l'extrem inferior 
esquerre. La seva configuració està a la figura 26:
Figura 26: molècula de tir
La configuració és:
1. Mode: tir
2. Habilitació de circuit: 1 (actiu a 1)
3. Re-inicialització d'encaminament: el valor del registre. El valor desitjat és 
1 (actiu a 0), però no és una de les possibles entrades. Per tant s'hi 
connecta el registre i aquest es configura per que tingui el valor 1. Ja 
hem dit que el registre no està connectat al bus AMBA, per tant el “DFF 
value” és ignorat. Per tant l'1 s'aconsegueix amb el “Reset value”.
4. LUT: 0x0001 és el valor per que les adreces siguin de 16 bits, així com 
està documentat (veure a la bibliografia: apartat 4.1.15.1 de “(3) 
Deliverable No. 22: Description of the structure and functionality of the 
POEtic tissue”).
5. La resta no es fa servir.
Les molècules de sortida (en vermell) estan configurades segons la figura 27:
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Figura 27: molècula de sortida
Aquí la configuració és:
1. Mode: sortida.
2. Inicialització d'encaminament: 1 (actiu a 1).
3. Valor de sortida: la primera entrada provinent del nord (molècula 141) o 
del sud (resta de molècules).
4. LUT: una adreça única per identificar-la.
5. La resta no es fa servir en aquest cas.
I per acabar amb la configuració mínima les unitats d'encaminament de 
perifèria han estat configurades com a “target, no connect”. És a dir, estan 
preparades per rebre un valor i no inicialitzaran l'encaminament. La 
inicialització de l'encaminament el faran les molècules en mode sortida ja que 
estan configurades per a fer-ho. La seva adreça es farà coincidir amb la 
molècula a la que s'han de connectar.
Ara començarem a implementar el comptador. L'esquema es pot veure a la 
figura 28:
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Figura 28: esquema d'un comptador
Com es pot veure és una estructura repetitiva (excepte per el primer bit que és 
més senzill) on cada element té una entrada i dues sortides. La primera sortida 
és el valor a comptar. L'entrada serveix per saber si s'ha de canviar d'estat i la 
segona sortida és per indicar a la següent si ha de canviar d'estat.
Per implementar-ho amb molècules posarem un bit del comptador en el 
registre de cada molècula.
La configuració de la primera molècula (la 143) a la figura 29:
Figura 29: bit 0 del comptador
Explicació:
1. El mode és 3-LUT ja que aquest mode ens permet tenir dues sortides. Tot 
i que en el cas de la primera les dues sortides són iguals.
2. Com entrades de les LUTs només necessitem el valor del registre. Estarà 
connectat a l'entrada 2.
3. El contingut de la primera LUT és 0x0F. Com que els primers 4 bits són 
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iguals i els segons 4 també les dues primeres entrades de la LUT són 
ignorades. El resultat és la negació del registre i està connectat a 
l'entrada d'aquest. Per tant ja tenim l'inversor.
4. El contingut de la segona LUT és 0. La sortida serà 0 i no es farà servir.
5. Les sortides locals són totes el valor del registre i van dirigides a l'est 
(per el següent bit) i al sud (per la sortida).
6. La resta de bits útils són: valor inicial a 0, el registre es fa servir, 
treballarà amb flanc de pujada, el registre estarà sempre habilitat, i la 
inicialització serà síncrona.
7. La resta no es fa servir.
I la resta de bits del comptador són com es representa a la figura 30:
Figura 30: bits del comptador
Per aquest cas aquí hi ha l'explicació del que és diferent al cas anterior:
1. A les entrades de les LUTs hem afegit la sortida de la molècula oest com 
entrada 1. L'entrada 2 és igual que abans.
2. A la primera LUT hi ha programat un 0x3C. La seva sortida serà:
◦ molècula oest=0, registre=0 => LUT=0   No pot canviar d'estat, per 
tant la LUT pren el mateix valor que el registre.
◦ molècula oest=1, registre=0 => LUT=1   Ha de canviar d'estat, per 
tant la LUT pren el valor contrari que el registre.
◦ molècula oest=0, registre=1 => LUT=1   No pot canviar d'estat, per 
tant la LUT pren el mateix valor que el registre.
◦ molècula oest=1, registre=1 => LUT=0   Ha de canviar d'estat, per 
tant la LUT pren el valor contrari que el registre.
3. La segona LUT és 0xC0. La seva sortida en els mateixos casos que abans 
serà:
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◦ molècula oest=0, registre=0 => LUT=0   És la funció de la porta “i”
◦ molècula oest=1, registre=0 => LUT=0   És la funció de la porta “i”
◦ molècula oest=0, registre=1 => LUT=0   És la funció de la porta “i”
◦ molècula oest=1, registre=1 => LUT=1   És la funció de la porta “i”
4. La sortida del registre va al nord cap a la sortida i la sortida de la segona 
LUT va a l'est per cap a la següent molècula.
Execució
Aquest seria el tercer pas de la secció “Com es prova un xip”.
Ara que ja tenim tots els preparatius fets l'execució és molt fàcil:
1. Per poder observar els resultats es connecta un analitzador lògic a les 
sortides val_out_w_2, val_out_n_1, val_out_n_2, val_out_n_4, val_out_n_6, 
val_out_n_8 i val_out_n_9 que representen els bits 0, 1, 3, 7, 11, 15 i 17 
del comptador respectivament.
2. La placa de proves es connecta a l'alimentació.
3. S'engega l'ordinador.
4. Es connecta la placa a l'ordinador.
5. S'executa el programa inspector.exe.
6. Es carrega la configuració molecular prèviament dissenyada.
7. S'executa!
El que un esperaria veure a l'analitzador lògic és el que es mostra a la figura 
31:
Figura 31: senyals esperats
El bit 0 canviant de forma molt ràpida, l'1 el doble de lent que el 0, el tercer 
quatre cops més lent que l'1, ...
En canvi a l'analitzador lògic només es veuen senyals aleatoris i cada vegada 
que es repeteix el resultat és diferent.
Interpretació dels resultats
Aquest seria el quart pas de la secció “Com es prova un xip”. Així com diu es 
comença per buscar un error a la pròpia prova. És possible que en tot el 
muntatge que s'ha fet aquí hi hagi algun error. Anem a veure.
El comportament aleatori fa pensar que hi ha alguna cosa que no s'ha 
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configurat. El motiu per pensar això és que tota configuració està sobre bits de 
memòria i el valor inicial d'aquests bits és aleatori. Mentre que un cop estan 
configurats recorden el valor programat.
Per tant anem a buscar això: algun bit no configurat i que sigui necessari 
configurar-ho.
La forma de fer-ho és simulant-ho. Començarem simulant les parts que hi ha a 
fora del xip per veure si hi ha algun comportament no esperat i el resultat de la 
configuració sigui erroni.
Simulació externa
Durant la preparació ja s'ha buscat tota la informació necessària per fer una 
correcta posta a punt. Per tant, si hi ha algun bit sense configurar, pot ser 
degut a un error al programari o microprogramari a l'hora de gravar-ho.
Al programari totes les escriptures a la placa de proves passen a través del 
mòdul usb.h/usb.cpp. El primer que es farà és interceptar aquestes escriptures 
i registrar-ho tot en dos arxius. El resultat del primer és un bolcat directe de les 
comandes usb, el segon només conté les interaccions amb el xip POEtic.
Per fer aquesta primera simulació es farà servir el primer arxiu de registre, 
però anem a comentar el segon, ja que conté la mateixa informació però en un 
format una mica més comprensible. L'altre és massa críptic per ser interpretat 
manualment.
X:00004480             
X:00005489             
X:00005089             
X:00001089             
X:00001A89             
X:00003A89             
X:00001889             
X:00001089             
X:00005489             
X:00005089             
X:00005009             
                       
X:00001209             
X:00003209             
X:00001009             
X:00003009             
...                    
X:00001209             
X:00003209             
X:00001009             
X:00003009             
                       
X:00003089             
X:00005489             
A:F0000FFF:FFFFFFFF    
A:F0000021:00E0C03C    
A:F0000022:000006C0    
A:F0000023:00001091    
...                    
A:F0000025:02120011    
A:F0000026:00000000    
A:F0000027:00000005    
X:00005089             
X:00001089             
X:00000289             
X:00002289             
X:00001089             
X:00005489             
La formatació d'aquests codis és:
• X:(dada hexadecimal) per les escriptures al mòdul xip del 
microprogramari. El significat de cada bit es pot trobar a la taula que hi 
ha a la descripció del mòdul xip.vhd.
• A: (adreça hexadecimal):(dada hexadecimal) per les escriptures al mòdul 
amba del microprogramari.
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Al primer bloc es fa una inicialització del xip habilitant els senyals hreset_in, 
rst_molecules_in i rst_routing_in (actius a 0). Després s'assigna al xip l'adreça 
(0,0) activant Yin_in i polsant clk_in. Fet això ja es podria accedir a través del 
bus AMBA.
Al segon bloc (que ha estat resumit) es configuren totes les unitats 
d'encaminament de perifèria habilitant conf_border, subministrant la dada a 
conf_border_in i polsant clk_organic_in.
A continuació és seleccionat el rellotge automàtic i amb l'escriptura a l'adreça 
0xF0000FFF del bus AMBA s'habilita el subsistema orgànic
El següent bloc d'escriptures al bus AMBA configuren totes les molècules del 
xip.
I per acabar es polsa rst_routing_in de nou per inicialitzar el procés 
d'encaminament.
Feta aquesta simulació manual no es troba cap error al programari ja que fa tot 
el que ha de fer. Per tant el següent pas és simular el microprograma que corre 
sobre la FPGA.
El format dels arxius de registre és una mica críptic a l'hora d'interpretar-ho 
manualment. En canvi és una bona entrada de dades per la simulació del 
microprograma.
Per fer aquesta simulació es té que preparar un mòdul específic per llegir les 
dades del registre i proporcionar-les al simulador. Aquest mòdul és el 
tb_fpga.vhd (es pot trobar als annexes). Dels dos arxius de registre aquest 
mòdul llegirà el primer: el que té el bolcat directe de les comandes usb.
El resultat de la simulació a la figura 32:
Figura 32: Simulació microprograma
Aquí es pot veure que el senyal conf_border (que aquí té el nom orgborden) 
està pràcticament tot el temps habilitat (actiu a 0). Això és degut a que com 
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que la configuració de les unitats d'encaminament de perifèria és mitjançant 
un bus sèrie és molt lent. Després, ja al final, es veu la configuració de les 
molècules mitjançant el bus amba. Al final de tot, quan ja ha acabat es veu el 
pols de rst_routing_in (que aquí té el nom rst_rout) que indicarà al xip POEtic 
que comenci l'encaminament.
Tota la feina que hi ha al principi està ampliada a la següent figura (33):
Figura 33: Ampliació simulació microprograma
Aquí s'hi pot veure amb detall la seqüenciació dels senyals abans descrits a la 
part del programari:
• Inicialització: hreset_in (aquí amb el nom poerst), rst_molecules_in (aquí 
amb el nom poerstmol) i rst_routing_in (amb el nom rst_rout)
• Assignació de coordenades: Yin_in (amb el nom yin)
Ara ja només queda fer una comprovació: les simulacions i la realitat es 
corresponen?
A la placa de proves hi connectem l'analitzador lògic als senyals que són 
accessibles, és a dir, els que no són interns a la FPGA. Aquests són: hreset_in, 
rst_molecules_in, rst_routing_in, clk_in, clk_organic_in_in, conf_border, 
conf_border_in i Yin_in.
Els resultats són igual de correctes.
Arribats a aquest punt ja hem comprovat que tot el que està fora del xip 
funciona correctament.
Simulació digital
El següent pas és buscar l'error dins el xip. Per procedir es farà igual que quan 
s'han simulat els codis de la FPGA: es fa un mòdul encarregat de connectar el 
codi font que volem simular amb els estímuls que hi volem aplicar. El nom triat 
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per aquest mòdul és tb_poetic.vhd i tb_board.vhd. El codi de tot això es pot 
trobar als annexes.
Els estímuls a aplicar-hi seran els generats pel programa, concretament el 
primer arxiu de registre el llegeix tb_board i segon arxiu de registre el llegeix 
tb_poetic. A aquests arxius hi ha registrades totes les interaccions del 
programa amb el xip POEtic. La simulació tb_poetic només simula el xip POEtic 
i per aquest motiu és una simulació ràpida. La simulació tb_board simula tota 
la placa amb la fpga i el POEtic, per tant fa simulacions més exhaustives però 
més lentes. En tot cas els resultats d'abdues son iguals, el que implica que les 
connexions a la placa són correctes.
Executem la simulació i hi podem veure tots els passos de la configuració. A 
aquesta primera imatge (figura 34) de la simulació es pot veure la inicialització 
i l'assignació de coordenades:
Figura 34: simulació POEtic: coordenades
La inicialització és el temps en que els senyals hreset, reset i rst_rout estan 
actius a 0.
Després es veu l'assignació de coordenades amb Yin a 1 i un pols de clk. Les 
coordenades assignades són (0,0) i a continuació es veu com xout/yout són 1 
durant dos polsos de clk. Això vol dir que ha interpretat correctament la 
coordenada assignada i que està comunicant als xips veïns les seves 
coordenades incrementades.
Fins aquí comprovat el primer pas. El següent pas és la configuració de les 
unitats d'encaminament de perifèria, com es pot veure a la figura 35:
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Figura 35: simulació POEtic: perifèria
Aquesta simulació és la mateixa d'abans, s'ha canviat la duració i els senyals 
mostrats.
Aquí només es mostren les unitats de nord i d'oest, les del sud i les de l'est no 
es fan servir. Al ser una configuració en sèrie els bits es desplacen d'una unitat 
a l'altre fins que, al final, totes tenen la configuració correcta.
Ara anem a veure la simulació una mica més enllà, on es configuren les 
molècules, figura 36:
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Figura 36: simulació POEtic: LUTs
A aquesta nova pantalla es pot veure com acaba la configuració de les unitats 
d'encaminament de perifèria (quan conf_border s'inactiva a 1). Després es 
veuen totes les escriptures al bus AMBA. La primera és l'activació del xip: el 
senyal chip_enable s'activa a 0.
La resta d'escriptures al bus són per configurar les molècules. Per fer l'imatge 
més petita només es mostren les LUTs de unes quantes molècules. A la figura 
25 hi ha la configuració desitjada. El contingut de la LUT és al primer registre 
als 16 bits de la dreta. Es comprova que la configuració s'ha fet correctament.
Ja només queda per comprovar el darrer pas, inicialitzar l'encaminament a la 
figura 37:
Figura 37: simulació POEtic: encaminament
En aquesta imatge es pot veure el senyal rst_routing_in (amb el nom rst) com 
inicialitza el procés d'encaminament. Només s'ha mostrat la maquina d'estats i 
l'estat final d'una molècula, la resta són iguals amb l'única diferència del 
moment en el que aconsegueixen connectar-se. Totes les molècules estan 
connectades quan la màquina d'estats torna a l'estat sinit.
Arribats a aquest punt ja ho tenim tot correctament configurat i a punt de 
funcionar. Anem a veure si funciona. Per això mirarem els bits del comptador 
que acabem de simular a la figura 38:
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Figura 38: simulació POEtic: valor de sortida
A la imatge hi ha, entre d'altres, val_out_w2, val_out_n1, val_out_n2, 
val_out_n4, val_out_n6, val_out_n8 i val_out_n9 que representen els bits 0, 1, 3, 
7, 11, 15 i 17 del comptador.
Com es pot veure el comptador funciona. Això és una mala notícia perquè la 
simulació i la realitat no es corresponen.
Simulació analògica
El següent pas és simular les parts que no han estat simulades fins ara. 
Aquestes són les parts del xip que s'han dissenyades a nivell de màscares que 
requereixen simulació analògica: els bits de totes les memòries.
La configuració de les molècules es guarda en unes memòries dissenyades 
amb aquest propòsit: el nom del mòdul és conf_bit i la seva mascara es pot 
veure a la figura 39:
Figura 39: màscara de conf_bit
Aquesta imatge s'ha extret de les màscares del xip amb el programa “magic” 
(veure bibliografia: “(10) http://opencircuitdesign.com/magic/") i aquest mateix 
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programa permet extreure un model del circuit que és simulable. La figura 40 
és un esquema del circuit:
Figura 40: esquemàtic bit de configuració
Per simular aquest circuit es fa servir un programa genèric anomenat SPICE. 
Concretament en aquest cas es fa servir “LT spice IV” de “linear technology”. 
Veure bibliografia: “(9) http://ltspice.linear.com/software/LTspiceIV.exe”
El resultat de la simulació a la figura 41:
Figura 41: Simulació analògica
Aquí s'hi pot veure el correcte funcionament: abaix tenim el senyal clk que és 
el rellotge que sincronitza tots els altres senyals.
El segon senyal (wen) és l'habilitació d'escriptura, en aquest cas el valor a 
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El tercer senyal és pout i mostra que la sortida val 1 (el valor d'entrada) des de 
que hi ha un flanc al senyal de rellotge amb wen a 1.
I el senyal d'alt és d2, és un senyal intern que està marcat a l'esquema del 
circuit.
Si mirem amb detall l'esquemàtic al node d2 podrem veure que quan d2=0 (el 
bit emmagatzema el valor 1) el node està flotant. És a dir, no hi ha cap 
transistor que asseguri el seu valor.
Això passa quan wen=0. La sortida de la porta “no-i” és 1 i la sortida de 
l'inversor que hi ha connectat és 0. Per tant el transistor NMOS que està 
connectat al node d2 està tallat.
L'altre transistor connectat a d2 (el PMOS de canal llarg) també està tallat quan 
d2=0, ja que la sortida de l'inversor de d2 és 1.
Per tant això fa suposar que al llarg de prou temps la tensió al node d2 
derivarà. Anem a fer una simulació més llarga, veure figura 42:
Figura 42: Simulació analògica llarga duració
Efectivament passa el que havíem previst. La tensió al node d2 quan és 0 va 
derivant (lentament al principi i més ràpid al final) cap a 1. El resultat final és 
que la sortida canvia “oblidant” el valor gravat.
Conclusions
La conclusió és que ja hem acabat de provar el xip POEtic. S'ha trobat una 
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errada de disseny, per tant afectarà a tots els xips. A més aquesta errada al bit 
de configuració està replicada a tots els bits de configuració, per tant no hi ha 
cap molècula capaç de recordar que ha de fer.
Això implica que no podem fer altres proves per intentar buscar més errors, ja 
que sempre que arribi el moment de posar-ho en funcionament ja estarà des-
configurat.
A la simulació podem veure que cada bit té una memòria aproximada de 
500μs.
La configuració es fa a través d'un bus USB a 12Mbits/s. Per tant la configuració 
trigarà aproximadament:
26unitats perifèriques⋅16bitscada adreça3bits cada acció⋅4escriptures cadabit⋅4bytes cadaescriptura⋅8bitscada byte
12Mbits per segon
144molecules⋅3registres cadamolècula⋅4bytes cadaregistre⋅8bitscada byte
12Mbits per segon
≃6.4ms≫500μs
Això vol dir que en tenir-ho configurat ja s'haurà començat a desconfigurar i no 
podrà funcionar mai cap altra prova.
Annexes
A continuació hi ha tot el treball que s'ha fet manualment en aquest projecte. 
Es a dir, s'ha exclòs tot el que s'ha generat automàticament i el treball que s'ha 
aprofitat sense modificacions.
Adjunt a aquesta memòria hi ha un CD-ROM a on hi és tot el necessari per 
reproduïr tot el treball, incloent-hi el que no esta en aquests annexes.






    port(
-- clk reset
        clk             :in    std_logic; -- 183
        rst             :in    std_logic; -- 204
-- Bus
        addr            :out   unsigned(31 downto 0); --  56, 55, 54, 53, 47, 46, 45, 44;    41, 40, 39, 38, 37, 
36, 31, 30;    29, 28, 27, 26, 25, 24, 18, 17;    15, 14, 13, 12, 11,  9,  8,  7
        data            :inout unsigned(31 downto 0); -- 101,100, 99, 97, 96, 95, 94, 93;    92, 90, 89, 88, 87, 
86, 85, 83;    75, 74, 73, 71, 70, 69, 68, 67;    65, 64, 63, 62, 61, 60, 58, 57
        dataOe          :out   std_logic; -- 208
-- USB
        usbData         :inout unsigned( 7 downto 0); -- 150,160,163,167,168,169,170,172
        usbNrxf         :in    std_logic; -- 176
        usbNtxe         :in    std_logic; -- 175
        usbWr           :out   std_logic; -- 174
        usbNrd          :out   std_logic; -- 173
-- RAM
        ramAdr          :out   unsigned(15 downto 0); -- 139,136,135,134,133,132,131,128; 
127,126,125,122,121,120,119,116
        ramDqmb         :out   unsigned( 1 downto 0); -- 113,112
        ramNsel         :out   unsigned( 7 downto 0); -- 149,148,147,144,143,142,141,140
        ramcke          :out   std_logic; -- 111
        ramNwe          :out   std_logic; -- 102
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        ramNcas         :out   std_logic; -- 103
        ramNras         :out   std_logic; -- 104
-- ROM
        romNce          :out   unsigned( 1 downto 0); -- 179,177
        romNoe          :out   std_logic; -- 187
        romNwe          :out   std_logic; -- 189
-- POE
        poeRst          :out   std_logic; -- 205
        poeClk          :in    std_logic; --  10
        poeMaster       :out   std_logic; -- 203
        poeSpeed        :out   std_logic; -- 206
        poeAckInt       :in    std_logic; -- 190
        poeRstmol       :out   std_logic; -- 191
        poeInt          :out   std_logic; -- 192
        poeStall        :out   std_logic; -- 193
        poeBootDone     :in    std_logic; -- 195
        poeBoot         :out   std_logic; -- 196
        poeRwBoot       :in    std_logic; -- 198
        poeOeRom        :in    std_logic; --  78
        poeOeRam        :in    std_logic; --  80
        poeRw           :in    std_logic; -- 182
        poeOeRomBoot    :in    std_logic; -- 184
        orgBordEn       :out   std_logic; -- 199
        orgBordData     :out   std_logic; -- 207
        orgClk          :out   std_logic; -- 159
        yin             :out   std_logic; -- 157
        rst_rout        :out   std_logic; -- 158
        up_clk          :out   std_logic; -- 200
-- AMBA
        sel             :out   std_logic; -- 162
        write           :out   std_logic; -- 161
        ready_o         :out   std_logic; -- 164
        ready_i         :in    std_logic  -- 166
    );
end entity;
architecture behave of poe is
    component usb
        port(
            clk         :in    std_logic; --internal interface
            reset       :in    std_logic;
            address     :out   unsigned(31 downto 0);
            data_in     :in    unsigned(31 downto 0);
            data_out    :out   unsigned(31 downto 0);
            cs_rom      :out   std_logic;
            rom_erase   :out   std_logic;
            rom_busy    :in    std_logic;
            cs_ram      :out   std_logic;
            ram_busy    :in    std_logic;
            wr          :out   std_logic;
            cs_xip      :out   std_logic;
            xip_busy    :in    std_logic;
            cs_amb      :out   std_logic;
            amb_busy    :in    std_logic;
            rxfn        :in    std_logic; --usb interface
            txen        :in    std_logic;
            rdn         :out   std_logic;
            uwr         :out   std_logic;
            datausb     :inout unsigned(7 downto 0)
        );
    end component;
    component flash
        port(
            clk         :in  std_logic;        --Internal interface
            reset       :in  std_logic;
            CS_ROM      :in  std_logic;
            wr          :in  std_logic;
            Address     :in  unsigned(31 downto 0);
            Data_in     :in  unsigned(31 downto 0);
            Data_out    :out unsigned(31 downto 0);
            ROM_Busy    :out std_logic;
            erase       :in  std_logic;
            outputf     :out std_logic;
            outputu     :out std_logic;
            nCE         :out unsigned( 1 downto 0);    --ROM interface
            nOE         :out std_logic;
            nWE         :out std_logic
        );
    end component;
    component sdram
        port(
            clk         :in  std_logic; --Internal interface
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            reset       :in  std_logic;
            CS_RAM      :in  std_logic;
            wr          :in  std_logic;
            Address     :in  unsigned(31 downto 0);
            Data_in     :in  unsigned(31 downto 0);
            Data_out    :out unsigned(31 downto 0);
            DRAM_Busy   :out std_logic;
            outputd     :out std_logic;
            outputu     :out std_logic;
            nCE         :out unsigned(7 downto 0); --RAM interface
            nWE         :out std_logic;
            AddressDRAM :out unsigned(15 downto 0);
            nCAS        :out std_logic;
            nRAS        :out std_logic;
            DQM         :out unsigned(1 downto 0);
            CKE         :out std_logic
        );
    end component;
    component xip
        port(
            clk          :in  std_logic; --Internal interface
            reset        :in  std_logic;
            cs_xip       :in  std_logic;
            wr           :in  std_logic;
            Data_in      :in  unsigned(31 downto 0);
            Data_out     :out unsigned(31 downto 0);
            xip_busy     :out std_logic;
            outputu      :out std_logic;
            outputx      :out std_logic;
            poeRst       :out std_logic; -- chip interface
            poeClk       :in  std_logic;
            poeMaster    :out std_logic;
            poeSpeed     :out std_logic;
            poeAckInt    :in  std_logic;
            poeRstmol    :out std_logic;
            poeInt       :out std_logic;
            poeStall     :out std_logic;
            poeBootDone  :in  std_logic;
            poeBoot      :out std_logic;
            poeRwBoot    :in  std_logic;
            poeOeRom     :in  std_logic;
            poeOeRam     :in  std_logic;
            poeRw        :in  std_logic;
            poeOeRomBoot :in  std_logic;
            orgBordEn    :out std_logic;
            orgBordData  :out std_logic;
            orgClk       :out std_logic;
            up_clk       :out std_logic;
            yin          :out std_logic;
            rst_rout     :out std_logic
        );
    end component;
    component ambabus
        port(
            clk         :in  std_logic;    --Internal interface
            reset       :in  std_logic;
            cs_amb      :in  std_logic;
            wr          :in  std_logic;
            Data_in     :in  unsigned(31 downto 0);
            Data_out    :out unsigned(31 downto 0);
            amb_busy    :out std_logic;
            outputa     :out std_logic;
            outputu     :out std_logic;
            ready_o     :out std_logic;    -- AMBA bus interface
            ready_i     :in  std_logic;
            sel         :out std_logic;
            write       :out std_logic;
            syncClk     :in  std_logic
        );
    end component;
    signal datausb,dataflash,datasdram,dataamb,dataxip :unsigned(31 downto 0);
    signal addrb                                       :unsigned(31 downto 0);
    signal csrom,busyrom,outputf,outputuf              :std_logic;
    signal csram,busyram,outputd,outputud              :std_logic;
    signal csxip,busyxip,outputx,outputux              :std_logic;
    signal csamb,busyamb,outputa,outputua              :std_logic;
    signal wr,eraserom,i_orgClk                        :std_logic;
begin
    u_usb: usb port map(
        clk       => clk     ,
        reset     => rst     ,
        address   => addrb   ,
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        data_in   => data    ,
        data_out  => datausb ,
        cs_rom    => csrom   ,
        rom_erase => eraserom,
        rom_busy  => busyrom ,
        cs_ram    => csram   ,
        ram_busy  => busyram ,
        wr        => wr      ,
        cs_xip    => csxip   ,
        xip_busy  => busyxip ,
        cs_amb    => csamb   ,
        amb_busy  => busyamb ,
        rxfn      => usbNrxf ,
        txen      => usbNtxe ,
        rdn       => usbNrd  ,
        uwr       => usbWr   ,
        datausb   => usbData
    );
    u_flash: flash port map(
        clk      => clk      ,
        reset    => rst      ,
        CS_ROM   => csrom    ,
        wr       => wr       ,
        Address  => addrb    ,
        Data_in  => data     ,
        Data_out => dataflash,
        ROM_Busy => busyrom  ,
        erase    => eraserom ,
        outputf  => outputf  ,
        outputu  => outputuf ,
        nCE      => romNce   ,
        nOE      => romNoe   ,
        nWE      => romNwe
    );
    u_sdram: sdram port map(
        clk         => clk      ,
        reset       => rst      ,
        CS_RAM      => csram    ,
        wr          => wr       ,
        Address     => addrb    ,
        Data_in     => data     ,
        Data_out    => datasdram,
        DRAM_Busy   => busyram  ,
        outputd     => outputd  ,
        outputu     => outputud ,
        nCE         => ramNsel  ,
        nWE         => ramNwe   ,
        AddressDRAM => ramAdr   ,
        nCAS        => ramNcas  ,
        nRAS        => ramNras  ,
        DQM         => ramDqmb  ,
        CKE         => ramcke
    );
    u_xip: xip port map(
        clk          => clk         ,
        reset        => rst         ,
        cs_xip       => csxip       ,
        wr           => wr          ,
        Data_in      => data        ,
        Data_out     => dataxip     ,
        xip_busy     => busyxip     ,
        outputu      => outputux    ,
        outputx      => outputx     ,
        poeRst       => poeRst      ,
        poeClk       => poeClk      ,
        poeMaster    => poeMaster   ,
        poeSpeed     => poeSpeed    ,
        poeAckInt    => poeAckInt   ,
        poeRstmol    => poeRstMol   ,
        poeInt       => poeInt      ,
        poeStall     => poeStall    ,
        poeBootDone  => poeBootDone ,
        poeBoot      => poeBoot     ,
        poeRwBoot    => poeRwBoot   ,
        poeOeRom     => poeOeRom    ,
        poeOeRam     => poeOeRam    ,
        poeRw        => poeRw       ,
        poeOeRomBoot => poeOeRomBoot,
        orgBordEn    => orgBordEn   ,
        orgBordData  => orgBordData ,
        orgClk       => i_orgClk    ,
        up_clk       => up_clk      ,
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        yin          => yin         ,
        rst_rout     => rst_rout
    );
    u_amba: ambabus port map(
        clk      => clk     ,
        reset    => rst     ,
        cs_amb   => csamb   ,
        wr       => wr      ,
        Data_in  => data    ,
        Data_out => dataamb ,
        amb_busy => busyamb ,
        outputa  => outputa ,
        outputu  => outputua,
        ready_o  => ready_o ,
        ready_i  => ready_i ,
        sel      => sel     ,
        write    => write   ,
        syncClk  => i_orgClk
    );
    data  <= datausb   when outputuf='1' or outputud='1' or outputua='1' or outputux='1'
        else dataflash when outputf='1'
        else datasdram when outputd='1'
        else dataamb   when outputa='1'
        else dataxip   when outputx='1'
        else (others=>'Z');
    dataOe <= outputuf or outputud or outputua or outputux or outputf or outputd or outputa or outputx;
    addr   <= addrb;







    port(
        clk         :in    std_logic; --internal interface
        reset       :in    std_logic;
        address     :out   unsigned(31 downto 0);
        data_in     :in    unsigned(31 downto 0);
        data_out    :out   unsigned(31 downto 0);
        cs_rom      :out   std_logic;
        rom_erase   :out   std_logic;
        rom_busy    :in    std_logic;
        cs_ram      :out   std_logic;
        ram_busy    :in    std_logic;
        wr          :out   std_logic;
        cs_xip      :out   std_logic;
        xip_busy    :in    std_logic;
        cs_amb      :out   std_logic;
        amb_busy    :in    std_logic;
        rxfn        :in    std_logic; --usb interface
        txen        :in    std_logic;
        rdn         :out   std_logic;
        uwr         :out   std_logic;
        datausb     :inout unsigned(7 downto 0)
    );
end entity;
architecture behave of usb is
    type t_state is(
        cmd1,cmd2,cmd3,cmd4,
        ack1,ack2,ack3,ack4,
        write1,write2,write3,write4,
        read1,read2,read3,read4,
        sel,cont,
        readram1,readram2,
        readrom1,readrom2,
        readamba1,readamba2,
        eraserom1,eraserom2,
        writeram1,writeram2,
        writerom1,writerom2,
        writeamba1,writeamba2,
        readxip1,readxip2,
        writexip1,writexip2
    );
    type typereturnto is(to_ram,to_rom,to_amb,to_xip);
    constant await      :unsigned(2 downto 0) := "101";
    signal state        :t_state;
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    signal returnto     :typereturnto;
    signal rxf1,rxf     :std_logic;
    signal txe1,txe     :std_logic;
    signal addro, buffo :unsigned(31 downto 0);
    signal counter      :unsigned(15 downto 0);
    signal command      :unsigned( 7 downto 0);
    signal datausb_out  :unsigned( 7 downto 0);
    signal numbyte      :unsigned(1 downto 0);
    signal cmdbyte      :unsigned(2 downto 0);
    signal cksum        :unsigned(7 downto 0);
    signal iterator     :unsigned(2 downto 0);
begin
    address   <=addro;
    datausb   <=datausb_out when state=write1 or state=write2 or state=write3 or state=write4 or state=ack1 or 
state=ack2 or state=ack3 or state=ack4 else (others=>'Z');
    rdn       <= '0' when state=cmd3 or state=read3  else '1';
    uwr       <= '1' when state=write3  or state=ack3 else '0';
    cs_ram    <= '1' when state=readram1  or state=readram2 or state=writeram1 or state=writeram2 else '0';
    cs_rom    <= '1' when state=readrom1  or state=readrom2 or state=writerom1 or state=writerom2 or 
state=eraserom1 or state=eraserom2 else '0';
    cs_amb    <= '1' when state=readamba1  or state=readamba2 or state=writeamba1 or state=writeamba2 else '0';
    cs_xip    <= '1' when state=readxip1  or state=readxip2 or state=writexip1 or state=writexip2 else '0';
    rom_erase <= '1' when state=eraserom1  or state=eraserom2 else '0';
    wr        <= '1' when state=writeram1  or state=writeram2 or state=writerom1 or state=writerom2 or 
state=eraserom1 or state=eraserom2 or state=writeamba1 or state=writeamba2 or state=writexip1 or state=writexip2 
else '0';
    process(clk)
    begin
        if clk'event and clk='1' then
            if reset='1' then
                rxf1<='1'; rxf<='1';
                txe1<='1'; txe<='1';
                state   <=cmd1;
                numbyte <=(others=>'0');
                cmdbyte <=(others=>'0');
                iterator<=(others=>'0');
            else
                rxf1<=rxfn; rxf<=rxf1;
                txe1<=txen; txe<=txe1;
                if iterator/=0 then
                    iterator <= iterator-1;
                else
                    case state is
-- read command loop
                        when cmd1=>
                            if rxf='0' then
                                state <=cmd2;
                            end if;
                        when cmd2=>
                            if rxf='0' then
                                iterator <= await;
                                state <=cmd3;
                            else
                                state <=cmd1;
                            end if;
                        when cmd3=>
                            cmdbyte <= cmdbyte+1;
                            case cmdbyte is
                                when "000"=>
                                    command <=datausb;
                                    cksum<=datausb;
                                when "001"=>
                                    addro( 7 downto  0) <=datausb;
                                    cksum<=cksum+datausb;
                                when "010"=>
                                    addro(15 downto  8) <=datausb;
                                    cksum<=cksum+datausb;
                                when "011"=>
                                    addro(23 downto 16) <=datausb;
                                    cksum<=cksum+datausb;
                                when "100"=>
                                    addro(31 downto 24) <=datausb;
                                    cksum<=cksum+datausb;
                                when "101"=>
                                    counter( 7 downto  0)<=datausb;
                                    cksum<=cksum+datausb;
                                when "110"=>
                                    counter(15 downto  8)<=datausb;
                                    cksum<=cksum+datausb;
                                when "111"=>
                                    cksum<=cksum+datausb;
                                when others=>
56
Engegada del xip POEtic.
                            end case;
                            iterator <= await;
                            state    <=cmd4;
                        when cmd4=>
                            if cmdbyte=0 then
                                state <=ack1;
                            else
                                state <=cmd1;
                            end if;
                        when ack1=>
                            datausb_out <=cksum;
                            if txe='0' then
                                state <=ack2;
                            end if;
                        when ack2=>
                            if txe='0' then
                                iterator <= await;
                                state    <=ack3;
                            else
                                state    <=ack1;
                            end if;
                        when ack3=>
                            iterator <= await;
                            state    <=ack4;
                        when ack4=>
                            if cksum=0 then
                                state <=sel;
                            else
                                state <=cmd1;
                            end if;
-- command execution
                        when sel=>
                            case command is
                                when x"00"=>    --readram
                                    if ram_busy='0' then
                                        state <=readram1;
                                    end if;
                                when x"01"=>    --readrom
                                    if rom_busy='0' then
                                        state <=readrom1;
                                    end if;
                                when x"02"=>    --eraserom
                                    if rom_busy='0' then
                                        state <=eraserom1;
                                    end if;
                                when x"04"=>    --writeram
                                    returnto<=to_ram;
                                    state <=read1;
                                when x"08"=>    --writerom
                                    returnto<=to_rom;
                                    state <=read1;
                                when x"10"=>    --echo
                                    buffo <=addro;
                                    state <=write1;
                                when x"20"=>    --readamba
                                    if amb_busy='0' then
                                        state <=readamba1;
                                    end if;
                                when x"40"=>    --writeamba
                                    returnto<=to_amb;
                                    state   <=read1;
                                when x"80"=>    --readxip
                                    if xip_busy='0' then
                                        state <=readxip1;
                                    end if;
                                when x"81"=>    --writexip
                                    returnto<=to_xip;
                                    state   <=read1;
                                when others=>
                                    state   <=cmd1;
                            end case;
                        when readram1=>
                            if ram_busy='1' then
                                state    <=readram2;
                            end if;
                        when readrom1=>
                            if rom_busy='1' then
                                state    <=readrom2;
                            end if;
                        when eraserom1=>
                            counter <=(others=>'0');
                            if rom_busy='1' then
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                                state <=eraserom2;
                            end if;
                        when readamba1=>
                            if amb_busy='1' then
                                    state <=readamba2;
                                end if;
                        when readxip1=>
                            if xip_busy='1' then
                                    state <=readxip2;
                                end if;
                        when readram2=>
                            if ram_busy='0' then
                                buffo <=data_in;
                                state <=write1;
                            end if;
                        when readrom2=>
                            if rom_busy='0' then
                                buffo <=data_in;
                                state <=write1;
                            end if;
                        when eraserom2=>
                            if rom_busy='0' then
                                buffo <=data_in;
                                state <=write1;
                            end if;
                        when readamba2=>
                            if amb_busy='0' then
                                buffo <=data_in;
                                state <=write1;
                                end if;
                        when readxip2=>
                            if xip_busy='0' then
                                buffo <=data_in;
                                state <=write1;
                            end if;
-- results writing loop
                        when write1=>
                            case numbyte is
                                when "00"=>datausb_out <=buffo( 7 downto  0);
                                when "01"=>datausb_out <=buffo(15 downto  8);
                                when "10"=>datausb_out <=buffo(23 downto 16);
                                when "11"=>datausb_out <=buffo(31 downto 24);
                                when others=>
                            end case;
                            if txe='0' then
                                state <=write2;
                            end if;
                        when write2=>
                            if txe='0' then
                                numbyte  <= numbyte+1;
                                iterator <= await;
                                state    <=write3;
                            else
                                state    <=write1;
                            end if;
                        when write3=>
                            if numbyte=0 then
                                addro <=addro+1;
                            end if;
                            iterator <=await;
                            state    <=write4;
                        when write4=>
                            if numbyte=0 then
                                counter <= counter-1;
                                if counter=0 then
                                    state <=cmd1;
                                else
                                    state <=sel;
                                end if;
                            else
                                state <=write1;
                            end if;
-- data reading loop
                        when read1=>
                            if rxf='0' then
                                state <=read2;
                            end if;
                        when read2=>
                            if rxf='0' then
                                iterator <= await;
                                state    <=read3;
                            else
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                                state    <=read1;
                            end if;
                        when read3=>
                            numbyte <= numbyte+1;
                            case numbyte is
                                when "00"=>data_out( 7 downto  0) <=datausb;
                                when "01"=>data_out(15 downto  8) <=datausb;
                                when "10"=>data_out(23 downto 16) <=datausb;
                                when "11"=>data_out(31 downto 24) <=datausb;
                                when others=>
                            end case;
                            iterator <=await;
                            state    <=read4;
                        when read4=>
                            if numbyte=0 then
                                case returnto is
                                    when to_ram=>
                                        if ram_busy='0' then
                                            state <=writeram1;
                                        end if;
                                    when to_rom=>
                                        if rom_busy='0' then
                                            state <=writerom1;
                                        end if;
                                    when to_amb=>
                                        if amb_busy='0' then
                                            state <=writeamba1;
                                        end if;
                                    when to_xip=>
                                        if xip_busy='0' then
                                            state <=writexip1;
                                        end if;
                                end case;
                            else
                                state <=read1;
                            end if;
-- command execution loop
                        when writeram1=>
                            if ram_busy='1' then
                                state <=writeram2;
                            end if;
                        when writerom1=>
                            if rom_busy='1' then
                                state <=writerom2;
                            end if;
                        when writeamba1=>
                            if amb_busy='1' then
                                state <=writeamba2;
                            end if;
                        when writexip1=>
                            if xip_busy='1' then
                                state <=writexip2;
                            end if;
                        when writeram2=>
                            buffo <=x"57524F4B";    -- ascii: "WROK" --> write OK
                            if ram_busy='0' then
                                state <=cont;
                            end if;
                        when writerom2=>
                            buffo <=data_in;    -- write status
                            if rom_busy='0' then
                                state <=cont;
                            end if;
                        when writeamba2=>
                            buffo <=x"57524F4B";    -- ascii: "WROK" --> write OK
                            if amb_busy='0' then
                                state <=cont;
                            end if;
                        when writexip2=>
                            buffo <=x"57524F4B";    -- ascii: "WROK" --> write OK
                            if xip_busy='0' then
                                state <=cont;
                            end if;
                        when cont=>
                            addro <=addro+1;
                            if counter=0 then
                                state <=write1;
                            else
                                counter <= counter-1;
                                state   <=read1;
                            end if;
                    end case; -- case state is
59
PFC d'Enginyeria en Electrònica.
                end if;    -- if iterator/=0 then
            end if;    -- if reset='1' then
        end if;    -- if clk'event and clk='1' then







    port(
        clk          :in  std_logic; --Internal interface
        reset        :in  std_logic;
        cs_xip       :in  std_logic;
        wr           :in  std_logic;
        Data_in      :in  unsigned(31 downto 0);
        Data_out     :out unsigned(31 downto 0);
        xip_busy     :out std_logic;
        outputu      :out std_logic;
        outputx      :out std_logic;
        poeRst       :out std_logic; -- 0   -- poe interface
        poeClk       :in  std_logic;
        poeMaster    :out std_logic; -- 1
        poeSpeed     :out std_logic;
        poeAckInt    :in  std_logic; -- 1
        poeRstmol    :out std_logic; -- 0
        poeInt       :out std_logic; -- 1
        poeStall     :out std_logic; -- 1
        poeBootDone  :in  std_logic;
        poeBoot      :out std_logic; -- 0
        poeRwBoot    :in  std_logic; -- read when 1
        poeOeRom     :in  std_logic; -- 0
        poeOeRam     :in  std_logic; -- 0
        poeRw        :in  std_logic; -- read when 1
        poeOeRomBoot :in  std_logic; -- 0
        orgBordEn    :out std_logic; -- 0
        orgBordData  :out std_logic;
        orgClk       :out std_logic;
        up_clk       :out std_logic;
        yin          :out std_logic;
        rst_rout     :out std_logic  -- 0
    );
end entity;
architecture behave of xip is
    constant DIV        :integer := 0;
    type Tstate is (IDLE,RD1,RD2,WR1,WR2);
    signal state        :TState;
    signal estat_clk    :std_logic;
    signal clkup        :std_logic;
    signal reg          :unsigned(31 downto 0);
    signal poeClk_dl1   :std_logic;
    signal counter      :unsigned(DIV downto 0) := (others=>'0');
begin
    clkup             <='1' when estat_clk='1' and poeClk='1' else '0';
    xip_busy          <='0' when state=IDLE or state=RD2 or state=WR2 else '1';
    outputu           <='1' when state=WR1 else '0';
    outputx           <='1' when state=RD2 and cs_xip='1' else '0';
    Data_out          <= reg;
    poeRst            <= reg(0);
    poeMaster         <= reg(1);
    poeSpeed          <= reg(2);
    poeRstmol         <= reg(3);
    poeInt            <= reg(4);
    poeStall          <= reg(5);
    poeBoot           <= reg(6);
    orgBordEn         <= reg(7);
    orgBordData       <= reg(8);
    orgClk            <= reg(9) when reg(10)='0' else counter(DIV);
    yin               <= reg(11);
    rst_rout          <= reg(12);
    up_clk            <= reg(13) when reg(14)='0' else poeClk;
    reg(16)           <= poeAckInt;
    reg(17)           <= poeBootDone;
    reg(18)           <= poeRwBoot;
    reg(19)           <= poeOeRom;
    reg(20)           <= poeOeRam;
    reg(21)           <= poeRw;
    reg(22)           <= poeOeRomBoot;
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    reg(31 downto 23) <= (others=>'0');
    process(clk)
    begin
        if clk'event and clk='1' then
            poeClk_dl1 <= poeClk;
            if poeClk='0' and poeClk_dl1='1' then
                counter <= counter + 1;
            end if;
            if reset='1' then
                state <= IDLE;
                estat_clk <= '0';
                reg(15 downto 0) <= x"108C";
            else
                if estat_clk='1'then
                    if poeClk='1' then
                        estat_clk <='0';
                    end if;
                else
                    if poeClk='0' then
                        estat_clk <='1';
                    end if;
                end if;
                if clkup='1' then
                    case state is
                        when IDLE =>
                            if cs_xip='1' then
                                if wr='0' then
                                    state <=RD1;
                                else
                                    state <= WR1;
                                end if;
                            end if;
                        when RD1 =>
                            state <= RD2;
                        when RD2 =>
                            if cs_xip='0' then
                                state <= IDLE;
                            end if;
                        when WR1 =>
                            reg(15 downto 0) <= Data_in(15 downto 0);
                            state <= WR2;
                        when WR2 =>
                            if cs_xip='0' then
                                state <= IDLE;
                            end if;
                    end case;
                end if;    -- if clkup='1' then
            end if;    -- if reset='1' then
        end if;    -- if clk'event and clk='1' then







    port(
        clk         :in  std_logic;    --Internal interface
        reset       :in  std_logic;
        cs_amb      :in  std_logic;
        wr          :in  std_logic;
        Data_in     :in  unsigned(31 downto 0);
        Data_out    :out unsigned(31 downto 0);
        amb_busy    :out std_logic;
        outputa     :out std_logic;
        outputu     :out std_logic;
        ready_o     :out std_logic;    -- AMBA bus interface
        ready_i     :in  std_logic;
        sel         :out std_logic;
        write       :out std_logic;
        syncClk     :in  std_logic
    );
end entity;
architecture behave of ambabus is
    type Tstate is (IDLE,RD1,RD2,RD3,WR1,WR2,WR3,WR4);
    signal state        :TState;
    signal syncClk_dl1  :std_logic;
begin
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    outputu  <='1' when state=WR1 or state=WR2 or state=WR3  else '0';
    outputa  <='1' when state=RD3 and cs_amb='1'             else '0';
    amb_busy <='0' when state=IDLE or state=RD3 or state=WR4 else '1';
    sel      <='1' when state=RD1 or state=WR1               else '0';
    write    <=wr;
    ready_o  <='1';
    process(clk)
    begin
        if clk'event and clk='1' then
            syncClk_dl1 <= syncClk;
            if reset='1' then
                state <= IDLE;
            else
                if syncClk_dl1='1' and syncClk='0' then
                    case state is
                        when IDLE =>
                            if cs_amb='1' then
                                if wr='0' then
                                    state    <= RD1;
                                else
                                    state    <= WR1;
                                end if;
                            end if;
                        when RD1 =>
                            if ready_i='1' then
                                Data_out<= Data_in;
                                state    <= RD3;
                            else
                                state    <= RD2;
                            end if;
                        when RD2 =>
                            if ready_i='1' then
                                Data_out<= Data_in;
                                state    <= RD3;
                            end if;
                        when RD3 =>
                            if cs_amb='0' then
                                state    <= IDLE;
                            end if;
                        when WR1 =>
                            if ready_i='1' then
                                state    <= WR3;
                            else
                                state    <= WR2;
                            end if;
                        when WR2 =>
                            if ready_i='1' then
                                state    <= WR3;
                            end if;
                        when WR3 =>
                            state    <= WR4;
                        when WR4 =>
                            if cs_amb='0' then
                                state    <= IDLE;
                            end if;
                    end case;
                end if;    -- if syncClk_dl1='1' and syncClk='0' then
            end if;    -- if reset='1' then
        end if;    -- if clk'event and clk='1' then
    end process;
end architecture;
Codi font del programari
main.fl




decl {\#include <FL/Fl_Progress.H>} {}
decl {\#include <FL/Fl_File_Chooser.H>} {}
decl {\#include "program_osc.h"} {}
decl {\#include "molecula.h"} {}
decl {ProgramOSC * progosc;} {}
decl {bool cancel;} {}
decl {unsigned short clkdiv;} {}
decl {unsigned short clkmux;} {}
decl {Fl_Window *message_form;} {}
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decl {Fl_Progress *progress;} {}
Function {cancelCB(Fl_Widget*, void*)} {} {
  code {cancel=true;} {}
}
Function {progressing(unsigned char p)} {return_type bool
} {




Function {make_progress_window(char*title)} {return_type void
} {
  code {if(!message_form){
    message_form = new Fl_Window(200,50,"");
    progress = new Fl_Progress(0,0,200,25);
    Fl_Button* button = new Fl_Button(50, 25, 100, 25);
    message_form->end();
    button->label("Cancel");
    progress->minimum(0.F);
    progress->maximum(200.F);
    button->callback((Fl_Callback*)cancelCB);
    message_form->callback((Fl_Callback*)cancelCB);
    message_form->hotspot(progress);








Function {addressCB(Fl_Widget* text, void*doc)} {} {
  code {(*((HeDocument**)doc))->getManager()->cursor(strtoul(((Fl_Input*)text)->value(), NULL, 0));} {}
}
Function {pramfileCB(Fl_Widget*, void*)} {return_type void
} {
  Fl_Window pram_file_w {
    label {Program ram to file} open
    xywh {312 20 380 90} type Double hide modal
  } {
    Fl_Input fl_pramstart_a {
      label {Start address:}
      xywh {110 0 100 25} hotspot
    }
    Fl_Input fl_pramlength_a {
      label {Length:}
      tooltip {Zero for full file} xywh {275 0 100 25}
    }
    Fl_Input fl_pramfile_a {
      label {File:}
      xywh {35 30 235 25}
    }
    Fl_Button {} {
      label Browse
      callback {fl_pramfile_a->value(fl_file_chooser("Save Program ram to...", "*",""));}
      xywh {275 30 100 25}
    }
    Fl_Button {} {
      label Go
      callback {if(fl_pramfile_a->value() && (fl_pramfile_a->value())[0]){
    char* a;
    pram_file_w->hide();
    make_progress_window("Reading...");
    a=pram->readram(strtoul(fl_pramstart_a->value(),NULL,0),strtoul(fl_pramlength_a->value(),NULL,0),
(char*)fl_pramfile_a->value(),progressing);
    message_form->hide();
    if(a && strlen(a)) fl_alert(a);
}}
      xywh {60 60 100 25}
    }
    Fl_Button {} {
      label Cancel
      callback {pram_file_w->hide();}
      xywh {220 60 100 25}
    }
  }
  code {pram_file_w->show();} {}
}
Function {filepramCB(Fl_Widget*, void*)} {return_type void
} {
  Fl_Window file_pram_w {
    label {File to program ram} open
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    xywh {312 380 380 90} type Double hide modal
  } {
    Fl_Input fl_pramstart_b {
      label {Start address:}
      xywh {110 0 100 25} hotspot
    }
    Fl_Input fl_pramlength_b {
      label {Length:}
      tooltip {Zero for full file} xywh {275 0 100 25}
    }
    Fl_Input fl_pramfile_b {
      label {File:}
      xywh {35 30 235 25}
    }
    Fl_Button {} {
      label Browse
      callback {fl_pramfile_b->value(fl_file_chooser("Load Program ram with...", "*",""));}
      xywh {275 30 100 25}
    }
    Fl_Button {} {
      label Go
      callback {if(fl_pramfile_b->value() && (fl_pramfile_b->value())[0]){
    char* a;
    file_pram_w->hide();
    make_progress_window("Loading...");
    a=pram->writeram(strtoul(fl_pramstart_b->value(),NULL,0),strtoul(fl_pramlength_b->value(),NULL,0),
(char*)fl_pramfile_b->value(),progressing);
    message_form->hide();
    if(a && strlen(a)) fl_alert(a);
}}
      xywh {60 60 100 25}
    }
    Fl_Button {} {
      label Cancel
      callback {file_pram_w->hide();}
      xywh {220 60 100 25}
    }
  }
  code {file_pram_w->show();} {}
}
Function {dramfileCB(Fl_Widget*, void*)} {return_type void
} {
  Fl_Window dram_file_w {
    label {Data ram to file} open
    xywh {312 260 380 90} type Double hide modal
  } {
    Fl_Input fl_dramstart_a {
      label {Start address:}
      xywh {110 0 100 25} hotspot
    }
    Fl_Input fl_dramlength_a {
      label {Length:}
      tooltip {Zero for full file} xywh {275 0 100 25}
    }
    Fl_Input fl_dramfile_a {
      label {File:}
      xywh {35 30 235 25}
    }
    Fl_Button {} {
      label Browse
      callback {fl_dramfile_a->value(fl_file_chooser("Save data ram to...", "*",""));}
      xywh {275 30 100 25}
    }
    Fl_Button {} {
      label Go
      callback {if(fl_dramfile_a->value() && (fl_dramfile_a->value())[0]){
    char* a;
    dram_file_w->hide();
    make_progress_window("Reading...");
    a=dram->readram(strtoul(fl_dramstart_a->value(),NULL,0),strtoul(fl_dramlength_a->value(),NULL,0),
(char*)fl_dramfile_a->value(),progressing);
    message_form->hide();
    if(a && strlen(a)) fl_alert(a);
}}
      xywh {60 60 100 25}
    }
    Fl_Button {} {
      label Cancel
      callback {dram_file_w->hide();}
      xywh {220 60 100 25}
    }
  }
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  code {dram_file_w->show();} {}
}
Function {filedramCB(Fl_Widget*, void*)} {return_type void
} {
  Fl_Window file_dram_w {
    label {File to data ram} open
    xywh {312 140 380 90} type Double hide modal
  } {
    Fl_Input fl_dramstart_b {
      label {Start address:}
      xywh {110 0 100 25} hotspot
    }
    Fl_Input fl_dramlength_b {
      label {Length:}
      tooltip {Zero for full file} xywh {275 0 100 25}
    }
    Fl_Input fl_dramfile_b {
      label {File:}
      xywh {35 30 235 25}
    }
    Fl_Button {} {
      label Browse
      callback {fl_dramfile_b->value(fl_file_chooser("Load data ram with...", "*",""));}
      xywh {275 30 100 25}
    }
    Fl_Button {} {
      label Go
      callback {if(fl_dramfile_b->value() && (fl_dramfile_b->value())[0]){
    char* a;
    file_dram_w->hide();
    make_progress_window("Loading...");
    a=dram->writeram(strtoul(fl_dramstart_b->value(),NULL,0),strtoul(fl_dramlength_b->value(),NULL,0),
(char*)fl_dramfile_b->value(),progressing);
    message_form->hide();
    if(a && strlen(a)) fl_alert(a);
}}
      xywh {60 60 100 25}
    }
    Fl_Button {} {
      label Cancel
      callback {file_dram_w->hide();}
      xywh {220 60 100 25}
    }
  }
  code {file_dram_w->show();} {}
}
Function {romfileCB(Fl_Widget*, void*)} {return_type void
} {
  code {char * filename = fl_file_chooser("Save ROM to...", "*", TMPROMFILE);
if(filename && filename[0]){
    char* a;
    make_progress_window("Reading...");
    if(strlen(TMPROMFILE)!=strlen(filename) || strncmp(TMPROMFILE,filename,strlen(TMPROMFILE))){
        progress->maximum(400);
        a=rom->readrom(filename,progressing);
        progress->maximum(200);
        if(!a || !strlen(a)){
            progress->minimum(-200);
            a=rom->reload(filename,progressing);
            progress->minimum(0);
        }
    }else
        a=rom->readrom(NULL,progressing);
    message_form->hide();
    if(a && strlen(a)) fl_alert(a);
}} {}
}
Function {fileromCB(Fl_Widget*, void*)} {return_type void
} {
  code {char * filename = fl_file_chooser("Load rom with...", "*", "");
if(filename && filename[0]){
    char* a;
    make_progress_window("Loading...");
    a=rom->reload(filename,progressing);
    message_form->hide();
    if(a && strlen(a)) fl_alert(a);
}} {}
}
Function {updateCB(Fl_Widget*, void*)} {return_type void
} {
  code {char* a;
make_progress_window("Updating...");
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a=rom->writerom(progressing);
message_form->hide();
if(a && strlen(a)) fl_alert(a);} {}
}
Function {eraseCB(Fl_Widget*, void*)} {return_type void
} {




if(a && strlen(a)) fl_alert(a);} {}
}
Function {closeCB(Fl_Widget*, void*)} {} {




Function {sendEchoCB(Fl_Widget*,void*)} {} {





    fl_alert(a);
else{
    fl_message("Echo sent:\\t 0x%08X\\nEcho received:\\t0x%08X",(unsigned)c,(unsigned)b);
}} {}
}
Function {sendEchofCB(Fl_Widget*,void*)} {} {






if(a && strlen(a)) fl_alert(a);} {}
}
Function {sendtestramCB(Fl_Widget*, void* pr)} {} {




if(a && strlen(a)) fl_alert(a);} {}
}
Function {noBoardModeCB(Fl_Widget* bt,void*)} {} {
  code {pram->noboardmode(((Fl_Light_Button*)bt)->value());
((Fl_Light_Button*)bt)->value(pram->noboardmode());
/*if(!ram->noboardmode()){
    char* a;
    make_progress_window("Reading rom...");
    a=rom->readrom(NULL,progressing);
    message_form->hide();
    if(a && strlen(a)) fl_alert(a);
}*/} {}
}
Function {clkupdate(int pin)} {} {
  code {char s[16];
double f,fi;
static unsigned char mux[6];
f=strtod(clkFe->value(),NULL);
switch(clkFi->value()){
    case 1: fi=80.e6;
        break;
    case 2: fi=66.66666666666667e6;
        break;
    case 3: fi=60.e6;
        break;
    case 0:
    default:fi=100.e6;
        break;
}
switch(pin){
    case 3: // internal clock
        clkSi->set();
        clkSe->clear();
        clkSa->clear();
        break;
    case 4: // external clock
        clkSi->clear();
        clkSe->set();
        clkSa->clear();
        break;
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    case 5: // auto clock
        clkSi->clear();
        clkSe->clear();
        clkSa->set();
        break;
    case -1:// read
        if(clkmux>0x3F)
            clkmux=0x10;
        if(clkdiv>511)
            clkdiv=0;
        if(clkmux&1){
            clkSe->activate();
            clkSa->activate();
            clkSi->clear();
            clkSe->set();
            f=strtod(clkFe->value(),NULL);
            if(f<1 || f>1.e9){
                f=50.e6;
                sprintf(s,"%.4g",f);
                clkFe->value(s);
            }
        }else{
            clkSi->set();
            clkSe->clear();
        }
        clkSa->clear();
        sprintf(s,"%d",clkdiv);
        clkD->value(s);
        break;
    case 7: // external frequency value
        if(f>=1 && f<=1.e9){
            clkSe->activate();
            clkSa->activate();
        }else{
            clkSi->set();
            clkSe->clear();
            clkSa->clear();
            clkSe->deactivate();
            clkSa->deactivate();
        }
        break;
    case 6: // divisor value
        clkdiv=strtoul(clkD->value(),NULL,0);
        if(clkdiv>=512){
            clkdiv=511;
            sprintf(s,"%d",clkdiv);
            clkD->value(s);
        }
        break;
    case 1: // fclk selection pin1
        clkO2->clear();
        clkO2->add("disabled", 0, NULL);
        clkmux=mux[clkO1->value()]|0x10;
        if(!(clkmux&1)){
            f=fi;
            if(!(clkmux&2) && !(clkmux&4)){
                if(clkmux&8)
                    f/=2;
                else
                    f/=4;
            }
        }
        sprintf(s,"%.4g",f);
        clkO2->add(s, 0, NULL);
        clkO2->value(1);
        clkmux&=0xDF;
        break;
    case 2: // fclk selection pin2
        if(clkO2->value()){
            clkmux&=0xDF;
            clkmux|=0x10;
        }else
            clkmux|=0x30;
        break;
    default:
        break;
}
if(pin!=1 && pin!=2){
    clkO1->clear();
    clkO2->clear();
    clkO2->add("disabled", 0, NULL);
    if(clkSi->value() || clkSa->value()){
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        sprintf(s,"%.4g",fi);
        mux[0]=0x12;
        clkO1->add(s, 0, NULL);
        sprintf(s,"%.4g",fi/(clkdiv+2));
        mux[1]=0x14;
        clkO1->add(s, 0, NULL);
        sprintf(s,"%.4g",fi/(2*(clkdiv+2)));
        mux[2]=0x18;
        clkO1->add(s, 0, NULL);
        sprintf(s,"%.4g",fi/(4*(clkdiv+2)));
        mux[3]=0x10;
        clkO1->add(s, 0, NULL);
    }
    if(clkSe->value() || clkSa->value()){
        sprintf(s,"%.4g",f);
        mux[(clkSi->value() || clkSa->value())?4:0]=0x13;
        clkO1->add(s, 0, NULL);
        sprintf(s,"%.4g",f/(clkdiv+2));
        mux[(clkSi->value() || clkSa->value())?5:1]=0x11;
        clkO1->add(s, 0, NULL);
    }
    if(clkmux&1){
        if(clkmux&2)    clkO1->value((clkSi->value() || clkSa->value())?4:0);
        else        clkO1->value((clkSi->value() || clkSa->value())?5:1);
    }else{
        if(clkmux&2)        clkO1->value(0);
        else if(clkmux&4)   clkO1->value(1);
        else if(clkmux&8)   clkO1->value(2);
        else            clkO1->value(3);
    }
    if(!(clkmux&1)){
        f=fi;
        if(!(clkmux&2) && !(clkmux&4)){
            if(clkmux&8)
                f/=2;
            else
                f/=4;
        }
    }
    sprintf(s,"%.4g",f);
    clkO2->add(s, 0, NULL);
    clkO2->value(clkmux&0x20?0:1);
}} {}
}
Function {readClkCB(Fl_Widget*, void*)} {} {
  code {if(!progosc)





Function {internalFCB(Fl_Widget*, void*)} {} {
  code {clkupdate(0);} {}
}
Function {externalFCB(Fl_Widget*, void*)} {} {
  code {clkupdate(7);} {}
}
Function {clockSelCB(Fl_Widget*, void* s)} {} {
  code {if(((char*)s)[0]=='i')
    clkupdate(3);
else if(((char*)s)[0]=='e')
    clkupdate(4);
else
    clkupdate(5);} {}
}
Function {clockDivCB(Fl_Widget*, void*)} {} {
  code {clkupdate(6);} {}
}
Function {clockOutCB(Fl_Widget*, void* p)} {} {
  code {if(((char*)p)[0]=='1')
    clkupdate(1);
else
    clkupdate(2);} {}
}
Function {writeClkCB(Fl_Widget*, void*)} {} {
  code {if(!progosc)
    progosc = new ProgramOSC();
progosc->write_div(clkdiv);
progosc->write_mux(clkmux);




Engegada del xip POEtic.
} {
  code {if(argc>2){
    printf("Uso: %s [file.poe]\\n",argv[0]);
    return 1;
}else if(argc==2){
    char *ret;
    TaulaReg *treg;
    treg = new TaulaReg(0,0,1,1);
    ret=treg->load(argv[1]);
    if(ret!=NULL){
        fprintf(stderr,ret);
        return 2;
    }
    treg->reset();
    treg->run_button->value(1);
    treg->run();
    return 0;
}} {selected
  }
  Fl_Window {} {
    label inspector
    callback closeCB open
    xywh {102 247 885 500} type Double hide resizable
  } {
    Fl_Tabs {} {open
      xywh {0 0 885 500} resizable
    } {
      Fl_Pack {} {
        label {Test and Control}
        xywh {0 25 885 475} resizable
      } {
        Fl_Group {} {open
          xywh {0 25 885 240}
        } {
          Fl_Group {} {
            label Echo open
            xywh {10 50 220 45} box ENGRAVED_FRAME align 5
          } {
            Fl_Input echo {
              callback sendEchoCB
              xywh {20 60 100 25} when 8
            }
            Fl_Button {} {
              label Send
              callback sendEchoCB
              tooltip {Send echo (enter)} xywh {120 60 100 25} shortcut 0xff0d
            }
          }
          Fl_Group {} {
            label {Echo Flood} open
            xywh {10 120 220 45} box ENGRAVED_FRAME align 5
          } {
            Fl_Input echof {
              callback sendEchofCB
              xywh {20 130 100 25} when 8
            }
            Fl_Button {} {
              label Send
              callback sendEchofCB
              xywh {120 130 100 25}
            }
          }
          Fl_Group {} {
            label {Board Mode}
            xywh {240 50 220 45} box ENGRAVED_FRAME align 5
          } {
            Fl_Light_Button nbm {
              label {No Board Mode}
              callback noBoardModeCB
              tooltip {Change board mode (space)} xywh {250 60 200 25} shortcut 0x20 when 1
            }
          }
          Fl_Group {} {
            xywh {485 25 400 235} resizable
          } {}
          Fl_Group {} {
            label {Test RAM} open
            xywh {10 190 220 45} box ENGRAVED_FRAME align 5
          } {
            Fl_Button {} {
              label Program
              user_data 1 user_data_type long
69
PFC d'Enginyeria en Electrònica.
              callback sendtestramCB
              xywh {20 200 100 25}
            }
            Fl_Button {} {
              label Data
              user_data 0 user_data_type long
              callback sendtestramCB
              xywh {120 200 100 25}
            }
          }
        }
        Fl_Group {} {
          xywh {0 260 885 240} resizable
        } {}
      }
      Fl_Pack {} {
        label {Program ROM}
        xywh {0 25 885 475} hide
      } {
        Fl_Pack {} {open
          xywh {0 25 885 25} type HORIZONTAL
        } {
          Fl_Input {} {
            user_data {&rom}
            callback addressCB
            tooltip GoTo xywh {0 25 100 25} when 10
          }
          Fl_Button {} {
            label {rom -> file}
            callback romfileCB
            xywh {100 25 100 25}
          }
          Fl_Button {} {
            label {file -> rom}
            callback fileromCB
            xywh {200 25 100 25}
          }
          Fl_Button {} {
            label Update
            callback updateCB
            xywh {300 25 100 25}
          }
          Fl_Button {} {
            label Erase
            callback eraseCB
            xywh {400 25 100 25}
          }
        }
        Fl_Box rom {
          xywh {0 50 885 450} resizable
          code0 {\#include "wrapper.h"}
          class RomDocument
        }
      }
      Fl_Pack {} {
        label {Program RAM}
        xywh {0 25 885 475} hide
      } {
        Fl_Pack {} {
          xywh {0 25 885 25} type HORIZONTAL
        } {
          Fl_Input pramAddr {
            user_data {&pram}
            callback addressCB
            tooltip GoTo xywh {0 25 100 25} when 10
          }
          Fl_Button {} {
            label {ram -> file}
            callback pramfileCB
            xywh {100 25 100 25}
          }
          Fl_Button {} {
            label {file -> ram}
            callback filepramCB
            xywh {200 25 100 25}
          }
          Fl_Button {} {
            label Refresh
            callback {pram->invalidate();
pram->getManager()->getColumn()->resize();}
            xywh {300 25 100 25}
          }
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        }
        Fl_Box pram {
          xywh {0 50 885 450} resizable
          code0 {\#include "wrapper.h"}
          class RamDocument
        }
      }
      Fl_Pack {} {
        label {Data RAM}
        xywh {0 25 885 475} hide
      } {
        Fl_Pack {} {
          xywh {0 25 885 25} type HORIZONTAL
        } {
          Fl_Input dramAddr {
            user_data {&dram}
            callback addressCB
            tooltip GoTo xywh {0 25 100 25} when 10
          }
          Fl_Button {} {
            label {ram -> file}
            callback dramfileCB
            xywh {100 25 100 25}
          }
          Fl_Button {} {
            label {file -> ram}
            callback filedramCB
            xywh {200 25 100 25}
          }
          Fl_Button {} {
            label Refresh
            callback {dram->invalidate();
dram->getManager()->getColumn()->resize();}
            xywh {300 25 100 25}
          }
        }
        Fl_Box dram {
          xywh {0 50 885 450} resizable
          code0 {\#include "wrapper.h"}
          code1 {dram->offset(true);}
          class RamDocument
        }
      }
      Fl_Box {} {
        label Molecules
        xywh {0 25 885 475} align 1 hide
        code0 {\#include "molecula.h"}
        class STaulaReg
      }
      Fl_Pack {} {
        label Oscillator
        xywh {0 25 885 475} hide
      } {
        Fl_Group {} {
          xywh {0 25 885 130}
        } {
          Fl_Group {} {
            label Frequency
            xywh {5 50 120 100} box ENGRAVED_FRAME align 5
          } {
            Fl_Choice clkFi {
              label internal
              callback internalFCB open
              xywh {15 70 100 25} down_box BORDER_BOX align 5 when 1
            } {}
            Fl_Input clkFe {
              label external
              callback externalFCB
              xywh {15 115 100 25} align 5 when 1
            }
          }
          Fl_Button {} {
            label READ
            callback readClkCB
            xywh {130 50 120 100}
          }
          Fl_Group {} {
            label {Clock select}
            xywh {255 50 120 100} box ENGRAVED_FRAME align 5
          } {
            Fl_Round_Button clkSi {
              label internal
71
PFC d'Enginyeria en Electrònica.
              user_data {"i"}
              callback clockSelCB
              xywh {275 55 80 25} down_box ROUND_DOWN_BOX
            }
            Fl_Round_Button clkSe {
              label external
              user_data {"e"}
              callback clockSelCB
              xywh {275 85 80 25} down_box ROUND_DOWN_BOX
            }
            Fl_Round_Button clkSa {
              label auto
              user_data {"a"}
              callback clockSelCB
              xywh {275 115 80 25} down_box ROUND_DOWN_BOX
            }
          }
          Fl_Group {} {
            label Divider
            xywh {380 50 120 100} box ENGRAVED_FRAME align 5
          } {
            Fl_Input clkD {
              label {0 to 511}
              callback clockDivCB
              xywh {390 70 100 25} align 2 when 1
            }
          }
          Fl_Group {} {
            label {Clock out}
            xywh {505 50 120 100} box ENGRAVED_FRAME align 5
          } {
            Fl_Choice clkO1 {
              label pin1
              user_data {"1"}
              callback clockOutCB open
              xywh {515 70 100 25} down_box BORDER_BOX align 5 when 6
            } {}
            Fl_Choice clkO2 {
              label pin2
              user_data {"2"}
              callback clockOutCB open
              xywh {515 115 100 25} down_box BORDER_BOX align 5
            } {}
          }
          Fl_Button {} {
            label PROGRAM
            callback writeClkCB
            xywh {630 50 120 100}
          }
          Fl_Group {} {open
            xywh {755 50 120 100} resizable
          } {}
        }
        Fl_Group {} {
          xywh {0 155 885 345} resizable
        } {}
      }
    }
  }
























#define    SERIAL  "POETest1"
// commands
#define    READRAM     0x00
#define    READROM     0x01
#define    ERASEROM    0x02
#define    WRITERAM    0x04
#define    WRITEROM    0x08
#define    ECHO        0x10
#define    READAMBA    0x20
#define    WRITEAMBA   0x40
#define    READXIP     0x80
#define    WRITEXIP    0x81
// bit definitions for xip
#define    NpoeRst     0x00000001
#define    poeMaster   0x00000002
#define    poeSpeed    0x00000004
#define    orgRst      0x00000008
#define    poeInt      0x00000010
#define    poeStall    0x00000020
#define    NpoeBoot    0x00000040
#define    NorgBordEn  0x00000080
#define    orgBordData 0x00000100
#define    orgClk      0x00000200
#define    orgClkAuto  0x00000400
#define    yin         0x00000800
#define    routrst     0x00001000
#define    upClk       0x00002000
#define    upClkAuto   0x00004000
#define    poeAckInt   0x00010000
#define    poeBootDone 0x00020000
#define    poeRwBoot   0x00040000
#define    poeOeRom    0x00080000
#define    poeOeRam    0x00100000
#define    poeRw       0x00200000
#define    poeOeRomBoot    0x00400000
// timeouts
#define    GRAN        5000
#define    PETIT       1000
#define    ramSize     (64*1024*1024)
#define    romSize     (4*1024*1024)
#define    eraseBlockSize  (64*1024)
class Board {
private:
   static char     serial[10];
   static bool     noboard;
   static FT_HANDLE    ftHandle;
   static FT_STATUS    ftStatus;
   static UCHAR        cmd[8];
   static DWORD        rx,rrxx,cksum;
   static DWORD        buffer[eraseBlockSize];
   static fstream*     romfile;
   static bool     romfilevalid;
   static string       ret;
   static string       str_error(FT_STATUS);
   static string       open();
   static void makecmd(UCHAR cmd, DWORD addr, WORD length);
   static string       writerom(DWORD addr, WORD length, DWORD* buffer);
   static string       eraserom(DWORD addr);
public:
   Board();
   static string close();
   static bool mode(){return noboard;}
   static void mode(bool a){noboard=a;}
   static string echo(DWORD envia, DWORD* rep);
   static string echo(DWORD envia, bool (*prg)(UCHAR));
   static string readram (DWORD addr, WORD length, DWORD* buffer);
   static string readram (DWORD addr, DWORD length, ostream* file, bool (*prg)(UCHAR));
   static string writeram(DWORD addr, WORD length, DWORD* buffer);
   static string writeram(DWORD addr, DWORD length, istream* file, bool (*prg)(UCHAR)=0);
   static string readrom (DWORD addr, WORD length, DWORD* buffer);
   static string readrom (ostream* file, bool (*prg)(UCHAR)=0);
   static string writerom(istream* file, bool (*prg)(UCHAR));
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   static string eraserom(bool (*prg)(UCHAR));
   static string readamba(DWORD addr, WORD length, DWORD* buff);
   static string writeamba(DWORD addr, WORD length, DWORD* buff);
   static string readxip(WORD length, DWORD* buff);





static FILE * fxip1;
static FILE * fxip2;
extern bool     Board::noboard;
extern char     Board::serial[10];
extern UCHAR        Board::cmd[8];
extern DWORD        Board::rx;
extern DWORD        Board::rrxx;
extern DWORD        Board::buffer[eraseBlockSize];
extern FT_HANDLE    Board::ftHandle;
extern FT_STATUS    Board::ftStatus;
extern string       Board::ret;
extern fstream*     Board::romfile;
extern bool     Board::romfilevalid;
Board::Board(){
    static bool initiated=false;
    if(!initiated){ // solo ejecutar el constructor una vez
        initiated=true; // ya que todas las variables son estaticas
        ret="";         // y hay una sola placa
        strcpy(serial,SERIAL);
        fxip1 = fopen("xip.txt","wo");
        fxip2 = fopen("usb.txt","wo");
#ifdef  START_WITH_BOARD
        if(open().size()){
            noboard=true;
            ftHandle=NULL;
        }else{
            noboard=false;
        }
#else
        ftHandle=NULL;
        noboard=true;
#endif
        romfile = new fstream(ROMFILE,ios_base::in|ios_base::out|ios_base::binary);
        if(romfile){
            if(romfile->is_open()){
                romfile->seekg(0, ios::end);
                DWORD l = romfile->tellg();
                romfile->seekg(0);
                if(l==romSize*4){
                    romfilevalid=true;
                }else{
                    romfilevalid=false;
                    romfile->close();
                    romfile->open(ROMFILE,ios_base::in|ios_base::out|ios_base::binary|ios_base::trunc);
                }
            }else{
                romfilevalid=false;
                romfile->open(ROMFILE,ios_base::in|ios_base::out|ios_base::binary|ios_base::trunc);
            }
        }
        if(!romfile || !romfile->is_open()){
            fprintf(stderr,"Error opening file: " ROMFILE "\n");
            exit(1);
        }
    }
}
string Board::str_error(FT_STATUS st){
    static const string string_error[] = {
        /*"FT_OK",*/ "Timeout",
        "FT_INVALID_HANDLE",
        "FT_DEVICE_NOT_FOUND",
        "FT_DEVICE_NOT_OPENED",
        "FT_IO_ERROR",
        "FT_INSUFFICIENT_RESOURCES",
        "FT_INVALID_PARAMETER",
        "FT_INVALID_BAUD_RATE",
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        "FT_DEVICE_NOT_OPENED_FOR_ERASE",
        "FT_DEVICE_NOT_OPENED_FOR_WRITE",
        "FT_FAILED_TO_WRITE_DEVICE",
        "FT_EEPROM_READ_FAILED",
        "FT_EEPROM_WRITE_FAILED",
        "FT_EEPROM_ERASE_FAILED",
        "FT_EEPROM_NOT_PRESENT",
        "FT_EEPROM_NOT_PROGRAMMED",
        "FT_INVALID_ARGS",
        "FT_NOT_SUPPORTED",
        "FT_OTHER_ERROR"};
    if(ftHandle){
        FT_Close(ftHandle);
        ftHandle=NULL;
    }
    if(st>18)   st=18;
    fprintf(stderr,"%s\n",string_error[st].c_str());
    return string_error[st];
}
string Board::open(){
    if((ftStatus = FT_OpenEx(serial, FT_OPEN_BY_SERIAL_NUMBER, &ftHandle)) != FT_OK)
        return "Board::open(): FT_OpenEx(POETest1,FT_OPEN_BY_SERIAL_NUMBER,&ftHandle)\n" + str_error(ftStatus);
    if((ftStatus = FT_SetTimeouts(ftHandle, PETIT, PETIT))!=FT_OK)
        return "Board::open(): FT_SetTimeouts(ftHandle,PETIT,PETIT)\n" + str_error(ftStatus);
    if((ftStatus = FT_SetLatencyTimer(ftHandle, 2))!=FT_OK)
        return "Board::open(): FT_SetLatencyTimer(ftHandle, 2)\n" + str_error(ftStatus);
    do{ if((ftStatus = FT_GetQueueStatus(ftHandle, &rrxx))!=FT_OK)
            return "Board::open(): FT_GetQueueStatus(ftHandle,&rrxx)\n" + str_error(ftStatus);
        if(rrxx>eraseBlockSize*4)
            rrxx=eraseBlockSize*4;
        if(rrxx && ((ftStatus = FT_Read(ftHandle,buffer,rrxx,&rx))!=FT_OK || rx!=rrxx))
            return "Board::open(): FT_Read(ftHandle,buffer,rrxx,&rx)\n" + str_error(ftStatus);
    }while(rrxx);
    return "";
}
string Board::close(){
    romfile->close();
    if(noboard)
        return "";
    if(ftHandle && (ftStatus = FT_Close(ftHandle)) != FT_OK)
        return "Board::close(): FT_Close(ftHandle)\n" + str_error(ftStatus);
    return "";
}
void Board::makecmd(UCHAR cmm, DWORD addr, WORD length){
    cmd[0]=cmm;
    cmd[1]=addr; cmd[2]=addr>>8; cmd[3]=addr>>16; cmd[4]=addr>>24;
    cmd[5]=length; cmd[6]=length>>8;
    cmd[7]=0-cmd[0]-cmd[1]-cmd[2]-cmd[3]-cmd[4]-cmd[5]-cmd[6];
}
string Board::echo(DWORD envia, DWORD* rep){
    if(noboard){
        *rep=envia;
        return "";
    }
    if(ftHandle==NULL && (ret=open()).size())
        return ret;
    makecmd(ECHO,envia,0);
    if((ftStatus = FT_Write(ftHandle,cmd,8,&rx))!=FT_OK || rx!=8)
        return "Board::echo(DWORD, DWORD&): FT_Write(ftHandle,&cmd,9,&rx)\n" + str_error(ftStatus);
    if((ftStatus = FT_Read(ftHandle,cmd,1,&rx))!=FT_OK || rx!=1)
        return "Board::echo(DWORD, DWORD&): FT_Read(ftHandle,&ans,1,&rx)\n" + str_error(ftStatus);
    if(cmd[0])
        return "Board::echo(DWORD, DWORD&): Command cheksum error\n" + str_error(ftStatus);
    if((ftStatus = FT_Read(ftHandle,rep,4,&rx))!=FT_OK || rx!=4)
        return "Board::echo(DWORD, DWORD&): FT_Read(ftHandle,&ans,4,&rx)\n" + str_error(ftStatus);
    return "";
}
string Board::echo(DWORD envia, bool (*prg)(UCHAR)){
    if(!noboard && ftHandle==NULL && (ret=open()).size())
        return ret;
    char err[128];
    DWORD rep[2], i=0, j=0;
    while(1){
        makecmd(ECHO,envia,1);
        if(!noboard){
            if((ftStatus = FT_Write(ftHandle,cmd,8,&rx))!=FT_OK || rx!=8)
                return "Board::echo(DWORD envia, bool (*)(UCHAR)): FT_Write(ftHandle,&cmd,9,&rx)\n" + 
str_error(ftStatus);
            if((ftStatus = FT_Read(ftHandle,cmd,1,&rx))!=FT_OK || rx!=1)
                return "Board::echo(DWORD envia, bool (*)(UCHAR)): FT_Read(ftHandle,&ans,1,&rx)\n" + 
str_error(ftStatus);
            if(cmd[0])
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                return "Board::echo(DWORD envia, bool (*)(UCHAR)): Command cheksum error\n" + str_error(ftStatus);
            rep[0]=0;
            rep[1]=0;
            if((ftStatus = FT_Read(ftHandle,(void*)rep,8,&rx))!=FT_OK || rx!=8)
                return "Board::echo(DWORD envia, bool (*)(UCHAR)): FT_Read(ftHandle,&ans,4,&rx)\n" + 
str_error(ftStatus);
            if(envia!=rep[0] || (envia+1)!=rep[1]){
                sprintf(err,"Board::echo(DWORD envia, bool (*)(UCHAR))\nEcho sent:\t 0x%08X\nEcho received:\t0x
%08X\nEcho+1 received:\t0x%08X",(unsigned)envia,(unsigned)rep[0],(unsigned)rep[1]);
                string ret(err);
                return ret;
            }
        }
        envia+=2;
        i=(i+17)%(1024*1024);
        j+=17;
        if(j>=5243){
            if(prg((UCHAR)(0.00019073486328125F*i)))
                return "";
            j=0;
        }
    }
}
string Board::readram(DWORD addr, WORD length, DWORD* buff){
    if(noboard){
        for(DWORD i=0; i<=length; i++)
            buff[i]=0xE0E0E0E0;
        return "";
    }
    if(ftHandle==NULL && (ret=open()).size())
        return ret;
    rrxx = length;
    rrxx = (rrxx+1)*4;
    makecmd(READRAM,addr,length);
    if((ftStatus = FT_Write(ftHandle,cmd,8,&rx))!=FT_OK || rx!=8)
        return "Board::readram(DWORD, WORD, DWORD*): FT_Write(fthandle,&cmd,9,&rx)\n" + str_error(ftStatus);
    if((ftStatus = FT_Read(ftHandle,cmd,1,&rx))!=FT_OK || rx!=1)
        return "Board::readram(DWORD, WORD, DWORD*): FT_Read(ftHandle,&ans,1,&rx)\n" + str_error(ftStatus);
    if(cmd[0])
        return "Board::readram(DWORD, WORD, DWORD*): Command cheksum error\n" + str_error(ftStatus);
    if((ftStatus = FT_Read(ftHandle,buff,rrxx,&rx))!=FT_OK || rx!=rrxx)
        return "Board::readram(DWORD, WORD, DWORD*): FT_Read(ftHandle,&buf,n,&rx)\n" + str_error(ftStatus);
    return "";
}
string Board::readrom (DWORD addr, WORD length, DWORD* buff){
    if(!romfilevalid){
        puts("Rom file is not valid: reading rom...");
        if(!noboard && ftHandle==NULL && (ret=open()).size())
            return ret;
        romfile->seekp(0);
        for(DWORD i=0; i<romSize; i+=eraseBlockSize){
            if(noboard){
                DWORD i;
                for(i=0; i<eraseBlockSize; i++)
                    buffer[i]=0x70707070;
            }else{
                makecmd(READROM,i,eraseBlockSize-1);
                if((ftStatus = FT_Write(ftHandle,cmd,8,&rx))!=FT_OK || rx!=8)
                    return "Board::readrom(DWORD): FT_Write(fthandle,&cmd,9,&rx)\n" + str_error(ftStatus);
                if((ftStatus = FT_Read(ftHandle,cmd,1,&rx))!=FT_OK || rx!=1)
                    return "Board::readrom(DWORD): FT_Read(ftHandle,&ans,1,&rx)\n" + str_error(ftStatus);
                if(cmd[0])
                    return "Board::readrom(DWORD):: Command cheksum error\n" + str_error(ftStatus);
                if((ftStatus = FT_Read(ftHandle,buffer,eraseBlockSize*4,&rx))!=FT_OK || rx!=eraseBlockSize*4)
                    return "Board::readrom(DWORD): FT_Read(ftHandle,&buffer,n,&rx)\n" + str_error(ftStatus);
            }
            romfile->write((char*)buffer,eraseBlockSize*4);
        }
        romfilevalid=true;
        puts("done.");
    }
    romfile->seekg(addr*4);
    rrxx = length;
    rrxx = (rrxx+1)*4;
    romfile->read((char*)buff,rrxx);
    return "";
}
string Board::writeram(DWORD addr, WORD length, DWORD* buff){
    if(noboard)
        return "";
    if(ftHandle==NULL && (ret=open()).size())
        return ret;
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    rrxx = length;
    rrxx = (rrxx+1)*4;
    makecmd(WRITERAM,addr,length);
    if((ftStatus = FT_Write(ftHandle,cmd,8,&rx))!=FT_OK || rx!=8)
        return "Board::writeram(DWORD, WORD, DWORD*): FT_Write(fthandle,&cmd,9,&rx)\n" + str_error(ftStatus);
    if((ftStatus = FT_Read(ftHandle,cmd,1,&rx))!=FT_OK || rx!=1)
        return "Board::writeram(DWORD, WORD, DWORD*): FT_Read(ftHandle,&ans,1,&rx)\n" + str_error(ftStatus);
    if(cmd[0])
        return "Board::writeram(DWORD, WORD, DWORD*): Command cheksum error\n" + str_error(ftStatus);
    if((ftStatus = FT_Write(ftHandle,buff,rrxx,&rx))!=FT_OK || rx!=rrxx){
        return "Board::writeram(DWORD, WORD, DWORD*): FT_Write(ftHandle,buff,rrxx,&rx)\n" + str_error(ftStatus);
    }
    if((ftStatus = FT_Read(ftHandle,cmd,4,&rx))!=FT_OK || rx!=4)
        return "Board::writeram(DWORD, WORD, DWORD*): FT_Read(ftHandle,&cmd,4,&rx)\n" + str_error(ftStatus);
    if(cmd[0]!='K' || cmd[1]!='O' || cmd[2]!='R' || cmd[3]!='W')    // write OK (little endian)
        return "Board::writeram(DWORD, WORD, DWORD*): Invalid response.\n";
    return "";
}
string Board::writerom(DWORD addr, WORD length, DWORD* buff){
    rrxx = length;
    rrxx = (rrxx+1)*4;
    makecmd(WRITEROM,addr,length);
    romfilevalid=false;
    if((ftStatus = FT_Write(ftHandle,cmd,8,&rx))!=FT_OK || rx!=8)
        return "Board::writerom(DWORD, WORD, DWORD*): FT_Write(fthandle,&cmd,9,&rx)\n" + str_error(ftStatus);
    if((ftStatus = FT_Read(ftHandle,cmd,1,&rx))!=FT_OK || rx!=1)
        return "Board::writerom(DWORD, WORD, DWORD*): FT_Read(ftHandle,&ans,1,&rx)\n" + str_error(ftStatus);
    if(cmd[0])
        return "Board::writerom(DWORD, WORD, DWORD*): Command cheksum error\n" + str_error(ftStatus);
    if((ftStatus = FT_Write(ftHandle,buff,rrxx,&rx))!=FT_OK || rx!=rrxx)
        return "Board::writerom(DWORD, WORD, DWORD*): FT_Write(ftHandle,buff,rrxx,&rx)\n" + str_error(ftStatus);
    if((ftStatus = FT_Read(ftHandle,cmd,4,&rx))!=FT_OK || rx!=4)
        return "Board::writerom(DWORD, WORD, DWORD*): FT_Read(ftHandle,&cmd,4,&rx)\n" + str_error(ftStatus);
    if(cmd[0]!=0x80 || cmd[1] || cmd[2]!=0x80 || cmd[3]){
        char a[70];
        sprintf(a,"Board::writerom(DWORD, WORD, DWORD*): Write ROM failed.\n%02X%02X%02X
%02X",cmd[3],cmd[2],cmd[1],cmd[0]);
        return a;
    }
    romfile->seekp(addr);
    romfile->write((char*)buff,rrxx);
    romfilevalid=true;
    return "";
}
string Board::eraserom(DWORD addr){
    makecmd(ERASEROM,addr,0);
    romfilevalid=false;
    if((ftStatus = FT_Write(ftHandle,cmd,8,&rx))!=FT_OK || rx!=8)
        return "Board::eraserom(DWORD): FT_Write(fthandle,&cmd,7,&rx)\n" + str_error(ftStatus);
    if((ftStatus = FT_Read(ftHandle,cmd,1,&rx))!=FT_OK || rx!=1)
        return "Board::eraserom(DWORD): FT_Read(ftHandle,&ans,1,&rx)\n" + str_error(ftStatus);
    if(cmd[0])
        return "Board::eraserom(DWORD): Command cheksum error\n" + str_error(ftStatus);
    if((ftStatus = FT_Read(ftHandle,cmd,4,&rx))!=FT_OK || rx!=4)
        return "Board::eraserom(DWORD): FT_Read(fthandle,&cmd,4,&rx)\n" + str_error(ftStatus);
    if(cmd[0]!=0x80 || cmd[1]!=0x00 || cmd[2]!=0x80 || cmd[3]!=0x00)
        return "Board::eraserom(DWORD): Erase ROM failed.\n";
    romfile->seekp(addr);
    for(DWORD i=0; i<eraseBlockSize; i++)
        buffer[i]=0xffffffff;
    romfile->write((char*)buffer,eraseBlockSize*4);
    romfilevalid=true;
    return "";
}
string Board::eraserom(bool (*prg)(UCHAR)){
    if(noboard)
        return "";
    if(ftHandle==NULL && (ret=open()).size())
        return ret;
    if((ftStatus = FT_SetTimeouts(ftHandle,GRAN,PETIT))!=FT_OK)
        return "Board::eraserom(): FT_SetTimeouts(ftHandle,5000,5)\n" + str_error(ftStatus);
    DWORD i,j;
    bool b_erase;
    for(i=0; i<romSize; i+=eraseBlockSize){
        printf("Checking block number %u\n",(unsigned)(i/eraseBlockSize));
        if((ret=readrom(i, eraseBlockSize-1, buffer)).size())
            break;
        for(j=0, b_erase=false; j<eraseBlockSize && !b_erase; j++)
            b_erase = buffer[j]!=0xffffffff;
        if(b_erase){
            printf("Erasing block number %u\n",(unsigned)(i/eraseBlockSize));
            if((ret = eraserom(i)).size())
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                break;
        }
        if(prg((UCHAR)(200.0F*i/romSize)))
            break;
    }
    if((ftStatus = FT_SetTimeouts(ftHandle,PETIT,PETIT))!=FT_OK)
        return "Board::eraserom(): FT_SetTimeouts(ftHandle,5,5)\n" + str_error(ftStatus);
    return ret;
}
string Board::readram (DWORD addr, DWORD length, ostream* file, bool (*prg)(UCHAR)){
    DWORD i, j=0, k=length/200;
    file->seekp(0);
    for(i=0; i+eraseBlockSize<=length; i+=eraseBlockSize){
        if((ret=readram(i+addr, eraseBlockSize-1, buffer)).size())
            return ret;
        file->write((char*)buffer,eraseBlockSize*4);
        if((j+=eraseBlockSize)>=k){
            if(prg((UCHAR)(200.0F*i/length)))
                return "";
            j=0;
        }
    }
    if(i<length){
        if((ret=readram(i+addr, length-i-1, buffer)).size())
            return ret;
        file->write((char*)buffer,(length-i)*4);
    }
    return "";
}
string Board::readrom (ostream* file, bool (*prg)(UCHAR)){
    file->seekp(0);
    for(DWORD i=0; i<romSize; i+=eraseBlockSize){
        if((ret=readrom(i, eraseBlockSize-1, buffer)).size())
            return ret;
        file->write((char*)buffer,eraseBlockSize*4);
        if(prg && prg((UCHAR)(200.0F*i/romSize)))
            return "";
    }
    return "";
}
string Board::writeram(DWORD addr, DWORD length, istream* file, bool (*prg)(UCHAR)){
    DWORD i;
    file->seekg(0);
    for(i=0; i+eraseBlockSize<=length; i+=eraseBlockSize){
        file->read((char*)buffer,4*eraseBlockSize);
        if((ret=writeram(i+addr, eraseBlockSize-1,buffer)).size())
            return ret;
        if(prg && prg((UCHAR)(200.0F*i/length)))
            return "";
    }
    if(i<length){
        file->read((char*)buffer,(length-i)*4);
        if((ret=writeram(i+addr, length-i-1, buffer)).size())
            return ret;
    }
    return "";
}
DWORD checko(istream* file){
    DWORD buff;
    file->read((char*)(&buff),4);
    return buff;
}
string Board::writerom(istream* file, bool (*prg)(UCHAR)){
    DWORD i,j,bt;
//  DWORD adr,len;
    bool b_erase, b_write;
    if(noboard)
        return "";
    if(ftHandle==NULL && (ret=open()).size())
        return ret;
    if((ftStatus = FT_SetTimeouts(ftHandle,GRAN,PETIT))!=FT_OK)
        return "Board::writerom(DWORD, DWORD, istream, bool (*)(UCHAR)):FT_SetTimeouts(ftHandle,5000,5)\n" + 
str_error(ftStatus);
    for(i=0; i<romSize; i+=eraseBlockSize){
        printf("Checking block number %u\n",(unsigned)(i/eraseBlockSize));
        if((ret=readrom(i, eraseBlockSize-1, buffer)).size())
            break;
        file->seekg(i*4);
        for(j=0, b_erase=false, b_write=false; j<eraseBlockSize && !b_erase; j++){
            bt=checko(file);
            b_erase = (~buffer[j]) & bt;
            b_write = b_write || buffer[j]!=bt;
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        }
        if(b_erase){
            printf("Erasing block number %u\n",(unsigned)(i/eraseBlockSize));
            if((ret=eraserom(i)).size())
                break;
        }
        if(b_write){
            printf("Writing block number %u\n",(unsigned)(i/eraseBlockSize));
            file->seekg(i*4);
            file->read((char*)buffer,eraseBlockSize);
            if((ret=writerom(i, eraseBlockSize-1, buffer)).size())
                break;
/*          if((ret=readrom(i, eraseBlockSize-1, buffer)).size())
                break;
            for(j=0; j<eraseBlockSize;){
                adr=j;
                do{ bt=checko(file);
                }while(bt==buffer[adr++] && adr<eraseBlockSize);
                adr--;
                if(bt!=buffer[adr]){
                    len=adr+1;
                    do{ bt=checko(file);
                    }while(bt!=buffer[len++] && len<eraseBlockSize);
                    len--;
                    j=len;
                    file->seekg((i+adr)*4);
                    file->read((char*)buffer,len-adr);
                    if((ret=writerom(i+adr, len-adr-1, buffer)).size())
                        break;
                }else{
                    j=eraseBlockSize;
                    break;
                }
            }
            if(j<eraseBlockSize)
                break;*/
        }
        if(prg((UCHAR)(i*200.0F/romSize)))
            break;
    }
    if(ftHandle && (ftStatus = FT_SetTimeouts(ftHandle,PETIT,PETIT))!=FT_OK)
        return "Board::writerom(DWORD, DWORD, istream, bool (*)(UCHAR)):FT_SetTimeouts(ftHandle,5,5)\n" + 
str_error(ftStatus);
    return ret;
}
string Board::readamba(DWORD addr, WORD length, DWORD* buff){
    if(noboard){
        for(DWORD i=0; i<=length; i++)
            buff[i]=0;
        return "";
    }
    if(ftHandle==NULL && (ret=open()).size())
        return ret;
    rrxx = length;
    rrxx = (rrxx+1)*4;
    makecmd(READAMBA,addr,length);
    if((ftStatus = FT_Write(ftHandle,cmd,8,&rx))!=FT_OK || rx!=8)
        return "Board::readamba(DWORD, WORD, DWORD*): FT_Write(fthandle,&cmd,9,&rx)\n" + str_error(ftStatus);
    if((ftStatus = FT_Read(ftHandle,cmd,1,&rx))!=FT_OK || rx!=1)
        return "Board::readamba(DWORD, WORD, DWORD*): FT_Read(ftHandle,&ans,1,&rx)\n" + str_error(ftStatus);
    if(cmd[0])
        return "Board::readamba(DWORD, WORD, DWORD*): Command cheksum error\n" + str_error(ftStatus);
    if((ftStatus = FT_Read(ftHandle,buff,rrxx,&rx))!=FT_OK || rx!=rrxx)
        return "Board::readamba(DWORD, WORD, DWORD*): FT_Read(ftHandle,&buf,n,&rx)\n" + str_error(ftStatus);
    return "";
}
string Board::writeamba(DWORD addr, WORD length, DWORD* buff){
    makecmd(WRITEAMBA,addr,length);
fprintf(fxip2,"C:%02X%08X%04X%02X\n",cmd[0], *((uint32_t*)(cmd+1)), *((uint16_t*)(cmd+5)), cmd[7]);
    {
        int index;
        DWORD address;
        for(index=0, address=addr; index<=length; index++, address++){
            fprintf(fxip1,"A:%08X:%08X\n",address,buff[index]);
            fprintf(fxip2,"D:%08X\n",buff[index]);
        }
        fflush(fxip1);
        fflush(fxip2);
    }
    if(noboard)
        return "";
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    if(ftHandle==NULL && (ret=open()).size())
        return ret;
    rrxx = length;
    rrxx = (rrxx+1)*4;
    if((ftStatus = FT_Write(ftHandle,cmd,8,&rx))!=FT_OK || rx!=8)
        return "Board::writeamba(DWORD, WORD, DWORD*): FT_Write(fthandle,&cmd,9,&rx)\n" + str_error(ftStatus);
    if((ftStatus = FT_Read(ftHandle,cmd,1,&rx))!=FT_OK || rx!=1)
        return "Board::writeamba(DWORD, WORD, DWORD*): FT_Read(ftHandle,&ans,1,&rx)\n" + str_error(ftStatus);
    if(cmd[0])
        return "Board::writeamba(DWORD, WORD, DWORD*): Command cheksum error\n" + str_error(ftStatus);
    if((ftStatus = FT_Write(ftHandle,buff,rrxx,&rx))!=FT_OK || rx!=rrxx){
        return "Board::writeamba(DWORD, WORD, DWORD*): FT_Write(ftHandle,buff,rrxx,&rx)\n" + str_error(ftStatus);
    }
    if((ftStatus = FT_Read(ftHandle,cmd,4,&rx))!=FT_OK || rx!=4)
        return "Board::writeamba(DWORD, WORD, DWORD*): FT_Read(ftHandle,&cmd,4,&rx)\n" + str_error(ftStatus);
    if(cmd[0]!='K' || cmd[1]!='O' || cmd[2]!='R' || cmd[3]!='W')    // write OK (little endian)
        return "Board::writeamba(DWORD, WORD, DWORD*): Invalid response.\n";
    return "";
}
string Board::readxip(WORD length, DWORD* buff){
    if(noboard){
        for(DWORD i=0; i<=length; i++)
            buff[i]=0;
        return "";
    }
    if(ftHandle==NULL && (ret=open()).size())
        return ret;
    rrxx = length;
    rrxx = (rrxx+1)*4;
    makecmd(READXIP,0,length);
    if((ftStatus = FT_Write(ftHandle,cmd,8,&rx))!=FT_OK || rx!=8)
        return "Board::readxip(DWORD, WORD, DWORD*): FT_Write(fthandle,&cmd,9,&rx)\n" + str_error(ftStatus);
    if((ftStatus = FT_Read(ftHandle,cmd,1,&rx))!=FT_OK || rx!=1)
        return "Board::readxip(DWORD, WORD, DWORD*): FT_Read(ftHandle,&ans,1,&rx)\n" + str_error(ftStatus);
    if(cmd[0])
        return "Board::readxip(DWORD, WORD, DWORD*): Command cheksum error\n" + str_error(ftStatus);
    if((ftStatus = FT_Read(ftHandle,buff,rrxx,&rx))!=FT_OK || rx!=rrxx)
        return "Board::readxip(DWORD, WORD, DWORD*): FT_Read(ftHandle,&buf,n,&rx)\n" + str_error(ftStatus);
    return "";
}
string Board::writexip(WORD length, DWORD* buff){
    makecmd(WRITEXIP,0,length);
fprintf(fxip2,"C:%02X%08X%04X%02X\n",cmd[0], *((uint32_t*)(cmd+1)), *((uint16_t*)(cmd+5)), cmd[7]);
    for(int index=0; index<=length; index++){
        fprintf(fxip1,"X:%08X\n",buff[index]);
        fprintf(fxip2,"D:%08X\n",buff[index]);
    }
    fflush(fxip1);
    fflush(fxip2);
    if(noboard)
        return "";
    if(ftHandle==NULL && (ret=open()).size())
        return ret;
    rrxx = length;
    rrxx = (rrxx+1)*4;
    if((ftStatus = FT_Write(ftHandle,cmd,8,&rx))!=FT_OK || rx!=8)
        return "Board::writexip(DWORD, WORD, DWORD*): FT_Write(fthandle,&cmd,9,&rx)\n" + str_error(ftStatus);
    if((ftStatus = FT_Read(ftHandle,cmd,1,&rx))!=FT_OK || rx!=1)
        return "Board::writexip(DWORD, WORD, DWORD*): FT_Read(ftHandle,&ans,1,&rx)\n" + str_error(ftStatus);
    if(cmd[0])
        return "Board::writexip(DWORD, WORD, DWORD*): Command cheksum error\n" + str_error(ftStatus);
    if((ftStatus = FT_Write(ftHandle,buff,rrxx,&rx))!=FT_OK || rx!=rrxx){
        return "Board::writexip(DWORD, WORD, DWORD*): FT_Write(ftHandle,buff,rrxx,&rx)\n" + str_error(ftStatus);
    }
    if((ftStatus = FT_Read(ftHandle,cmd,4,&rx))!=FT_OK || rx!=4)
        return "Board::writexip(DWORD, WORD, DWORD*): FT_Read(ftHandle,&cmd,4,&rx)\n" + str_error(ftStatus);
    if(cmd[0]!='K' || cmd[1]!='O' || cmd[2]!='R' || cmd[3]!='W')    // write OK (little endian)
        return "Board::writexip(DWORD, WORD, DWORD*): Invalid response.\n";





















typedef long unsigned int DWORD;
typedef short unsigned int WORD;
typedef unsigned char BYTE;
class MolReg: public Fl_Widget {
private:
    int fixedFontHeight, fixedFontAscent, fixedFontWidth;
    unsigned char cursor,subcur;
    DWORD value_[3];
    char nom[4];
    uchar rgb_[3];
    static MoleculeEdit* editor;
    void edit();
public:
    MolReg(int x, int y, int w, int h, char*);
    virtual void draw();
    virtual int handle(int);
    DWORD value(int a){return value_[a];}
    void value(DWORD a[3]){value_[0]=a[0]; value_[1]=a[1]; value_[2]=a[2]; redraw();};
    uchar rgb(int a){return rgb_[a];};
    void rgb(uchar a[3]){rgb_[0]=a[0]; rgb_[1]=a[1]; rgb_[2]=a[2];}
};
class Vorera: public Fl_Widget {
private:
    int fixedFontHeight, fixedFontAscent, fixedFontWidth;
    unsigned char subcur;
    WORD addr_;
    char nom[3];
    bool petit,nul;
    Fl_Choice *tria;
public:
    Vorera(int x, int y, int w, int h, bool petit, bool nul, char*);
    virtual void draw();
    virtual int handle(int);
    WORD addr(){return addr_;}
    void addr(WORD a){addr_=a; redraw();};
    BYTE action(){
        BYTE a = tria->value();
        return a<3?a:a+2;
    }
    void action(BYTE a){
        a&=7;
        if(a&2)     a&=6;
        else if(!(a&1)) a=0;
        if(a&4)     a-=2;
        tria->value(a);
        redraw();
    }
};
class TaulaReg: public Fl_Group {
private:
    MolReg *array[18][8];
    Fl_Group *vor_n,*vor_s,*vor_e,*vor_w;
    Vorera *vorera_n[9],*vorera_s[9],*vorera_e[4],*vorera_w[4];
    Board* brd;
    virtual void draw();
    Fl_Scroll *scr;
    Fl_Group *arr;
    Fl_Button *step_button;
public:
    Fl_Light_Button *run_button;
private:
    Fl_Button *load_button;
    Fl_Button *save_button;
    Fl_Button *reset_button;
    void save();
    static void stepCB(Fl_Widget*,void*tr){((TaulaReg*)tr)->step();}
    static void runCB(Fl_Widget*,void*tr){((TaulaReg*)tr)->run();}
    static void loadCB(Fl_Widget*,void*tr){((TaulaReg*)tr)->load();}
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    static void saveCB(Fl_Widget*,void*tr){((TaulaReg*)tr)->save();}
    static void resetCB(Fl_Widget*,void*tr){((TaulaReg*)tr)->reset();}
public:
    TaulaReg(int x, int y, int w, int h);
    void step();
    void run();
    void load();
    char* load(char *file);
    void reset();
    void getData(DWORD data[144][3], DWORD border[26], uchar rgb[144][3]);
};
class STaulaReg: public Fl_Scroll{
private:
    TaulaReg *treg;
public:















STaulaReg::STaulaReg(int x, int y, int w, int h, char* l): Fl_Scroll(x,y,w,h,l){
    treg=new TaulaReg(x,y,w,h);
    this->end();
}
TaulaReg::TaulaReg(int x, int y, int w, int h): Fl_Group(x,y,1491,685){
    char nom[18][8][4];
    char nom_n[9][3],nom_s[9][3],nom_e[4][3],nom_w[4][3];
    int ix,iy;
    tooltip("Use ctrl+c, ctrl+v and double click");
    brd=new Board();
    step_button=new Fl_Button(x,y,66,20,"step");
    run_button=new Fl_Light_Button(x+66,y,65,20,"run");
    reset_button=new Fl_Button(x,y+20,131,20,"configure");
    load_button=new Fl_Button(x,y+40,131,20,"load");
    save_button=new Fl_Button(x,y+60,131,20,"save");
    step_button->callback(stepCB,this);
    run_button->callback(runCB,this);
    load_button->callback(loadCB,this);
    save_button->callback(saveCB,this);
    reset_button->callback(resetCB,this);
    step_button->tooltip("Avance one clock cicle (F8)");
    run_button->tooltip("Run (F9)");
    load_button->tooltip("Load from file (F3)");
    save_button->tooltip("Save to file (F2)");
    reset_button->tooltip("Configure molecules and routing units (F7)");
    step_button->shortcut(FL_F+8);
    run_button->shortcut(FL_F+9);
    load_button->shortcut(FL_F+3);
    save_button->shortcut(FL_F+2);
    reset_button->shortcut(FL_F+7);
    arr = new Fl_Group(x+136, y+85, 1219, 515);
    for(ix=0; ix<18; ix++){
        for(iy=0; iy<8; iy++){
            sprintf(nom[ix][iy],"%u",molecule_names[ix+iy*18]);
            array[ix][iy] = new MolReg(x+136+ix*68, y+85+iy*65, 63, 60, nom[ix][iy]);
        }
    }
    arr->end();
    vor_n=new Fl_Group(x+136,y,1219,80);
    for(ix=0; ix<9; ix++){
        nom_n[ix][0]='N';
        nom_n[ix][1]='1'+ix;
        nom_n[ix][2]=0;
        vorera_n[ix] = new Vorera(x+(1+ix)*136, y, 131, 80, true, ix==2 || ix==4 || ix==6, nom_n[ix]);
    }
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    vor_n->end();
    vor_w=new Fl_Group(x,y+85,131,515);
    for(ix=0; ix<4; ix++){
        nom_w[ix][0]='W';
        nom_w[ix][1]='1'+ix;
        nom_w[ix][2]=0;
        vorera_w[ix] = new Vorera(x, y+85+ix*130, 131, 125, false, false, nom_w[ix]);
    }
    vor_w->end();
    vor_e=new Fl_Group(x+1360,y+85,131,515);
    for(ix=0; ix<4; ix++){
        nom_e[ix][0]='E';
        nom_e[ix][1]='1'+ix;
        nom_e[ix][2]=0;
        vorera_e[ix] = new Vorera(x+1360, y+85+ix*130, 131, 125, false, false, nom_e[ix]);
    }
    vor_e->end();
    vor_s=new Fl_Group(x+136,y+605,1219,80);
    for(ix=0; ix<9; ix++){
        nom_s[ix][0]='S';
        nom_s[ix][1]='1'+ix;
        nom_s[ix][2]=0;
        vorera_s[ix] = new Vorera(x+(1+ix)*136, y+605, 131, 80, true, ix==2 || ix==4 || ix==6, nom_s[ix]);
    }
    vor_s->end();
    this->end();
}
void TaulaReg::draw() {
    int i;
    Fl_Group::draw();
    fl_color(0,0,0);
    for(i=81; i<650; i+=130)
        fl_rectf(x(),y()+i,1491,3);
    for(i=132; i<1400; i+=136)
        fl_rectf(x()+i,y(),3,685);
}
void TaulaReg::getData(DWORD data[144][3], DWORD border[26], uchar rgb[144][3]){
    unsigned char i,x,y;
    int ii;
    for(i=0; i<144; i++){
        for(ii=0;molecule_names[ii]!=i+1; ii++);
        y=ii/18; x=ii%18;
        data[i][0]=array[x][y]->value(0);
        data[i][1]=array[x][y]->value(1);
        data[i][2]=array[x][y]->value(2);
        if(rgb!=NULL){
            rgb[i][0]=array[x][y]->rgb(0);
            rgb[i][1]=array[x][y]->rgb(1);
            rgb[i][2]=array[x][y]->rgb(2);
        }
    }
    x=0;
    for(ii=3; ii>=0; ii--,x++)
        border[x]=(vorera_e[ii]->action()<<16)|vorera_e[ii]->addr();
    for(ii=8; ii>=0; ii--,x++)
        border[x]=(vorera_s[ii]->action()<<16)|vorera_s[ii]->addr();
    for(ii=0; ii<4; ii++,x++)
        border[x]=(vorera_w[ii]->action()<<16)|vorera_w[ii]->addr();
    for(ii=0; ii<9; ii++,x++)
        border[x]=(vorera_n[ii]->action()<<16)|vorera_n[ii]->addr();
}
void TaulaReg::step(){
    DWORD buf[4];
    char*b=NULL;
    if(run_button->value()){
        buf[0]=routrst|NorgBordEn|orgRst|poeSpeed|NpoeRst;
        b=(char*)brd->writexip(0, buf).c_str();
        if(b && strlen(b)){     fl_alert(b);    return;}
        run_button->value(0);
    }else{
        buf[0]=routrst|orgClk|NorgBordEn|orgRst|poeSpeed|NpoeRst;
        buf[1]=upClk|routrst|orgClk|NorgBordEn|orgRst|poeSpeed|NpoeRst;
        buf[2]=routrst|NorgBordEn|orgRst|poeSpeed|NpoeRst;
        b=(char*)brd->writexip(2, buf).c_str();
        if(b && strlen(b)){     fl_alert(b);    return;}
    }
}
void TaulaReg::run(){
    DWORD buf[2];
    char*b=NULL;
    buf[0]=routrst|NorgBordEn|orgRst|poeSpeed|NpoeRst|(run_button->value()?(upClkAuto|orgClkAuto):0);
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    b=(char*)brd->writexip(0, buf).c_str();
    if(b && strlen(b)){     fl_alert(b);    return;}
}
void TaulaReg::reset(){
    DWORD data[144][3];
    DWORD buf[2000];
    DWORD border[26];
    char*b=NULL;
    unsigned int i,j,k;
    buf[ 0]=upClkAuto|orgClkAuto|NorgBordEn|poeSpeed;
    buf[ 1]=upClkAuto|orgClkAuto|NorgBordEn|poeSpeed;
    buf[ 2]=upClkAuto|orgClkAuto|NorgBordEn|poeSpeed;
    buf[ 3]=upClkAuto|routrst|orgClkAuto|NorgBordEn|orgRst|poeSpeed|NpoeRst;    // eliminate reset
    buf[ 4]=upClkAuto|routrst|orgClkAuto|NorgBordEn|orgRst|poeSpeed|NpoeRst;    // eliminate reset
    buf[ 5]=upClkAuto|routrst|orgClkAuto|NorgBordEn|orgRst|poeSpeed|NpoeRst;    // eliminate reset
    buf[ 6]=upClkAuto|routrst|NorgBordEn|orgRst|poeSpeed|NpoeRst; // eliminate clk
    buf[ 7]=routrst|NorgBordEn|orgRst|poeSpeed|NpoeRst; // eliminate clk
    buf[ 8]=routrst|yin|orgClk|NorgBordEn|orgRst|poeSpeed|NpoeRst; // coordinate propagation
    buf[ 9]=upClk|routrst|yin|orgClk|NorgBordEn|orgRst|poeSpeed|NpoeRst; // clk pulse
    buf[10]=routrst|yin|NorgBordEn|orgRst|poeSpeed|NpoeRst; // clk pulse
    buf[11]=routrst|NorgBordEn|orgRst|poeSpeed|NpoeRst; // eliminate clk
    buf[12]=upClkAuto|routrst|orgClkAuto|NorgBordEn|orgRst|poeSpeed|NpoeRst; // enable clk
    buf[13]=upClkAuto|routrst|orgClkAuto|NorgBordEn|orgRst|poeSpeed|NpoeRst;
    buf[14]=upClkAuto|routrst|orgClkAuto|NorgBordEn|orgRst|poeSpeed|NpoeRst;
    buf[15]=upClkAuto|routrst|orgClkAuto|NorgBordEn|orgRst|poeSpeed|NpoeRst;
    buf[16]=upClkAuto|routrst|orgClkAuto|NorgBordEn|orgRst|poeSpeed|NpoeRst;
    b=(char*)brd->writexip(16, buf).c_str();
    if(b && strlen(b)){     fl_alert(b);    return;}
    //~ buf[0]=0xFFFFFFFF;  // coordinate propagation
    //~ b=(char*)brd->writeamba(0xF0000001, 0, buf).c_str();
    //~ if(b && strlen(b)){     fl_alert(b);    return;}
    //~ buf[0]=0x0; // clock manager
    //~ buf[1]=0xFFFF;
    //~ buf[2]=1;
    //~ buf[3]=0;
    //~ buf[4]=0;
    //~ b=(char*)brd->writeamba(0xE0000008, 4, buf).c_str();
    //~ if(b && strlen(b)){     fl_alert(b);    return;}
    b=(char*)brd->readxip(3, buf).c_str();  // wait some time
    if(b && strlen(b)){     fl_alert(b);    return;}
    buf[0]=upClkAuto|routrst|NorgBordEn|orgRst|poeSpeed|NpoeRst;    // eliminate clk
    buf[1]=upClkAuto|routrst|orgRst|poeSpeed|NpoeRst;   // enable conf border
    b=(char*)brd->writexip(1, buf).c_str();
    if(b && strlen(b)){     fl_alert(b);    return;}
    getData(data,border,NULL);
    for(i=0,j=0x40000,k=0; i<494; i++,j>>=1){
        if(!j){ j=0x40000; k++; }
        buf[4*i  ]=((border[k]&j)?orgBordData:0)|      routrst|orgClk|orgRst|poeSpeed|NpoeRst;
        buf[4*i+1]=((border[k]&j)?orgBordData:0)|upClk|routrst|orgClk|orgRst|poeSpeed|NpoeRst;
        buf[4*i+2]=((border[k]&j)?orgBordData:0)|      routrst|       orgRst|poeSpeed|NpoeRst;
        buf[4*i+3]=((border[k]&j)?orgBordData:0)|upClk|routrst|       orgRst|poeSpeed|NpoeRst;
    }
    b=(char*)brd->writexip(1975, buf).c_str();
    if(b && strlen(b)){     fl_alert(b);    return;}
    buf[0]=upClk|routrst|NorgBordEn|orgRst|poeSpeed|NpoeRst;    // eliminate conf border
    buf[1]=upClkAuto|routrst|orgClkAuto|NorgBordEn|orgRst|poeSpeed|NpoeRst; // enable clk
    b=(char*)brd->writexip(1, buf).c_str();
    if(b && strlen(b)){     fl_alert(b);    return;}
    buf[0]=0xFFFFFFFF;  // activate xip
    b=(char*)brd->writeamba(0xF0000FFF, 0, buf).c_str();
    if(b && strlen(b)){ fl_alert(b);    return;}
// write only configured molecules to speed up simulation
    for(i=0; i<144; i++){
        if(data[i][0]&0xFFFFFFFF || data[i][1]&0xFFFFFFFF || data[i][2]&0xFFFFFFFF){
            buf[0]=data[i][0];
            buf[1]=data[i][1];
            buf[2]=data[i][2];
            b=(char*)brd->writeamba(0xF0000008+4*i+1, 2, buf).c_str();
            if(b && strlen(b)){ fl_alert(b);    return;}
        }
    }
// write all molecules
//  for(i=0; i<144; i++){
//      buf[4*i  ]=0;
//      buf[4*i+1]=data[i][0];
//      buf[4*i+2]=data[i][1];
//      buf[4*i+3]=data[i][2];
//  }
//  b=(char*)brd->writeamba(0xF0000008, 575, buf).c_str();
//  if(b && strlen(b)){ fl_alert(b);    return;}
    buf[0]=upClkAuto|routrst|NorgBordEn|orgRst|poeSpeed|NpoeRst;    // dis clock
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    buf[1]=routrst|NorgBordEn|orgRst|poeSpeed|NpoeRst;  // dis clock
    buf[2]=orgClk|NorgBordEn|orgRst|poeSpeed|NpoeRst;   // rst route
    buf[3]=upClk|orgClk|NorgBordEn|orgRst|poeSpeed|NpoeRst; // pulse clk
    buf[4]=routrst|NorgBordEn|orgRst|poeSpeed|NpoeRst;  // pulse clk
    buf[5]=upClkAuto|routrst|orgClkAuto|NorgBordEn|orgRst|poeSpeed|NpoeRst; // enable clk
    b=(char*)brd->writexip(5, buf).c_str();
    if(b && strlen(b)){     fl_alert(b);    return;}
    run_button->value(1);
}
void TaulaReg::save(){
    DWORD data[144][3];
    uchar rgb[144][3];
    DWORD border[26];
    int i;
    FILE *f;
    char * file=fl_file_chooser("Save molecules configuration to...", "*.poe", NULL);
    if(file==NULL)
        return;
    f=fopen(file,"w");
    if(f==NULL){
        fl_alert("File could not be created.");
        return;
    }
    getData(data,border,rgb);
    fputs("//mol[0..143][0]=cs1 mol[0..143][1]=cs2 mol[0..143][2]=cs3\n//mol[0..143][3]=red mol[0..143][4]=green 
mol[0..143][5]=blue\nunsigned mol[144][6]={\n",f);
    for(i=0; i<143; i++)
        fprintf(f,"{0x%08X, 0x%08X, 0x%08X, 0x%02X, 0x%02X, 0x%02X},\n",(unsigned)data[i][0],(unsigned)data[i][1],
(unsigned)data[i][2],(unsigned)rgb[i][0],(unsigned)rgb[i][1],(unsigned)rgb[i][2]);
    fprintf(f,"{0x%08X, 0x%08X, 0x%08X, 0x%02X, 0x%02X, 0x%02X}};\n",(unsigned)data[i][0],(unsigned)data[i][1],
(unsigned)data[i][2],(unsigned)rgb[i][0],(unsigned)rgb[i][1],(unsigned)rgb[i][2]);
    fputs("\n//bord[0..25][0]=action    bord[0..25][1]=addr\nunsigned short bord[26][2]={\n",f);
    for(i=0; i<25; i++)
        fprintf(f,"{0x%01X, 0x%04X},\n",(unsigned)(border[i]>>16),(unsigned)(border[i]&0xffff));
    fprintf(f,"{0x%01X, 0x%04X}};\n",(unsigned)(border[i]>>16),(unsigned)(border[i]&0xffff));
    fclose(f);
}
char* TaulaReg::load(char *file){
    FILE *f;
    DWORD data[3];
    unsigned rgb[3];
    uchar rgbc[3];
    int c,j;
    unsigned char i,x,y;
    if(file==NULL)
        return NULL;
    f=fopen(file,"r");
    if(f==NULL)
        return("File could not be openned.\n");
    while((c=fgetc(f))!=EOF && c!='{');
    if(c==EOF || (c=fgetc(f))==EOF || c!='\n'){
        fclose(f);
        return("Invalid file format.\n");
    }
    for(i=0; i<143; i++){
        c=fscanf(f,"{0x%08X, 0x%08X, 0x%08X",(unsigned*)(data),(unsigned*)(data+1),(unsigned*)(data+2));
        j=fgetc(f);
        if(j==','){
            c+=fscanf(f," 0x%02X, 0x%02X, 0x%02X},\n",rgb,rgb+1,rgb+2);
        }else{
            fscanf(f,",\n");
            rgb[0]=rgb[1]=rgb[2]=255;
            c+=3;
        }
        if(c!=6){
            fclose(f);
            return("Invalid file format.\n");
        }
        for(j=0;molecule_names[j]!=i+1; j++);
        y=j/18; x=j%18;
        array[x][y]->value(data);
        rgbc[0]=rgb[0]; rgbc[1]=rgb[1]; rgbc[2]=rgb[2];
        array[x][y]->rgb(rgbc);
    }
    c=fscanf(f,"{0x%08X, 0x%08X, 0x%08X",(unsigned*)(data),(unsigned*)(data+1),(unsigned*)(data+2));
    j=fgetc(f);
    if(j==','){
        c+=fscanf(f," 0x%02X, 0x%02X, 0x%02X}};\n",rgb,rgb+1,rgb+2);
    }else{
        fscanf(f,"};\n");
        rgb[0]=rgb[1]=rgb[2]=255;
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        c+=3;
    }
    if(c!=6){
        fclose(f);
        return("Invalid file format.\n");
    }
    for(j=0;molecule_names[j]!=i+1; j++);
    y=j/18; x=j%18;
    array[x][y]->value(data);
    rgbc[0]=rgb[0]; rgbc[1]=rgb[1]; rgbc[2]=rgb[2];
    array[x][y]->rgb(rgbc);
    while((c=fgetc(f))!=EOF && c!='{');
    if(c==EOF || (c=fgetc(f))==EOF || c!='\n'){
        fclose(f);
        return("Invalid file format.\n");
    }
    for(j=3; j>=0; j--){
        c=fscanf(f,"{0x%01X, 0x%04X},\n",(unsigned*)data,(unsigned*)(data+1));
        if(c!=2){
            fclose(f);
            return("Invalid file format.\n");
        }
        vorera_e[j]->action(data[0]);
        vorera_e[j]->addr(data[1]);
    }
    for(j=8; j>=0; j--){
        c=fscanf(f,"{0x%01X, 0x%04X},\n",(unsigned*)data,(unsigned*)(data+1));
        if(c!=2){
            fclose(f);
            return("Invalid file format.\n");
        }
        vorera_s[j]->action(data[0]);
        vorera_s[j]->addr(data[1]);
    }
    for(j=0; j<4; j++){
        c=fscanf(f,"{0x%01X, 0x%04X},\n",(unsigned*)data,(unsigned*)(data+1));
        if(c!=2){
            fclose(f);
            return("Invalid file format.\n");
        }
        vorera_w[j]->action(data[0]);
        vorera_w[j]->addr(data[1]);
    }
    for(j=0; j<8; j++){
        c=fscanf(f,"{0x%01X, 0x%04X},\n",(unsigned*)data,(unsigned*)(data+1));
        if(c!=2){
            fclose(f);
            return("Invalid file format.\n");
        }
        vorera_n[j]->action(data[0]);
        vorera_n[j]->addr(data[1]);
    }
    c=fscanf(f,"{0x%01X, 0x%04X}};\n",(unsigned*)data,(unsigned*)(data+1));
    if(c!=2){
        fclose(f);
        return("Invalid file format.\n");
    }
    vorera_n[j]->action(data[0]);
    vorera_n[j]->addr(data[1]);
    fclose(f);
    return NULL;
}
void TaulaReg::load(){
    char * file=fl_file_chooser("Load molecules configuration from...", "*.poe", NULL);
    file=load(file);
    if(file!=NULL)
        fl_alert(file);
}
MolReg::MolReg(int x, int y, int w, int h, char* n): Fl_Widget(x, y, w, h, n){
    fl_font(FL_COURIER, 12);
    fixedFontHeight = (int)fl_height();
    fixedFontAscent = (int)fl_height()-(int)fl_descent();
    fixedFontWidth = (int)fl_width('0');
    cursor=subcur=0;
    editor=NULL;
    value_[0]=value_[1]=value_[2]=0;
    nom[0]=n[0]; nom[1]=n[1]; nom[2]=n[2]; nom[3]=0;
    rgb_[0]=255; rgb_[1]=255; rgb_[2]=255;
}
void MolReg::draw() {
    char buf[16];
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    int i,yp = y() + fixedFontAscent;
    size(9*fixedFontWidth, 4*fixedFontHeight);
    fl_rectf(x(), y()+fixedFontHeight, w(), h()-fixedFontHeight, 200, 200, 255);
    fl_rectf(x(), y(), w(), fixedFontHeight, rgb_[0], rgb_[1], rgb_[2]);
    if (this == Fl::focus()){
        fl_rectf(x(), y()+(cursor+1)*fixedFontHeight, 9*fixedFontWidth, fixedFontHeight, 255, 180, 180);
        fl_rect( x(), y()+(cursor+1)*fixedFontHeight, 9*fixedFontWidth, fixedFontHeight,FL_RED);
        fl_rectf(x()+(subcur<4?subcur:subcur+1)*fixedFontWidth, y()+(cursor+1)*fixedFontHeight, fixedFontWidth, 
fixedFontHeight, 255, 48, 48);
    }
    fl_color(255-rgb_[0], 255-rgb_[1], 255-rgb_[2]);
    fl_font(FL_COURIER, 12);
    fl_draw(nom,nom[1]?(nom[2]?3:2):1,(int)(x()+(nom[1]?(nom[2]?3:3.5F):4)*fixedFontWidth),yp);
    fl_color(FL_BLACK);
    for(i=0; i<3; i++){
        yp+=fixedFontHeight;
        sprintf(buf, "%04X %04X", (unsigned)((value_[i]>>16)&0xFFFF), (unsigned)(value_[i]&0xFFFF));
        fl_draw(buf,9,x(),yp);





    if(!editor) editor=new MoleculeEdit(0,0,"Molecule Editor");
    editor->data[0]=value_[0]; editor->data[1]=value_[1]; editor->data[2]=value_[2];
    editor->rgb[0]=rgb_[0]; editor->rgb[1]=rgb_[1]; editor->rgb[2]=rgb_[2];
    MoleculeEdit::done=-1;
    editor->update();
    editor->show();
    while(MoleculeEdit::done<0) Fl::wait();
    editor->hide();
    if(MoleculeEdit::done){
        value_[0]=editor->data[0]; value_[1]=editor->data[1]; value_[2]=editor->data[2];
        rgb_[0]=editor->rgb[0]; rgb_[1]=editor->rgb[1]; rgb_[2]=editor->rgb[2];
    }
}
int MolReg::handle(int event) {
    bool a = false;
    switch (event) {
    case FL_FOCUS:
        cursor=subcur=0;
        redraw();
        return 1;
    case FL_UNFOCUS:
        redraw();
        return 1;
    case FL_PUSH:
        if(Fl::event_clicks()){
            edit();
            if (Fl::focus() != this) {
                Fl::focus(this);
                cursor=subcur=0;
            }
            redraw();
            return 1;
        }
        if (Fl::focus() != this) {
            Fl::focus(this);
            cursor=subcur=0;
        }
        handle(FL_DRAG);
        return 1;
    case FL_DRAG:
        if(Fl::event_y()>y()+fixedFontHeight && Fl::event_y()<y()+h()-1){
            cursor=(Fl::event_y()-y())/fixedFontHeight-1;
            a=true;
        }
        if(Fl::event_x()>x() && Fl::event_x()<x()+(9*fixedFontWidth)-1){
            subcur=(Fl::event_x()-x())/fixedFontWidth;
            if(subcur>3)
                subcur--;
            a=true;
        }
        if(a)   redraw();
        return 1;
    case FL_PASTE:
        char *ptr;
        ptr=(char*)Fl::event_text();
        if(*ptr)value_[0]=strtoul(ptr,&ptr,0);
        if(*ptr){
            ptr++;
            value_[1]=strtoul(ptr,&ptr,0);
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        }
        if(*ptr){
            ptr++;
            value_[2]=strtoul(ptr,&ptr,0);
        }
        if(*ptr){
            ptr++;
            rgb_[0]=strtoul(ptr,&ptr,0);
        }
        if(*ptr){
            ptr++;
            rgb_[1]=strtoul(ptr,&ptr,0);
        }
        rgb_[2]=strtoul(++ptr,NULL,0);
        redraw();
        return 1;
    case FL_KEYBOARD:
        switch (Fl::event_key()) {
            case FL_Up:
                cursor=(cursor+2)%3;
                redraw();
                return 1;
            case FL_Down:
                cursor=(cursor+1)%3;
                redraw();
                return 1;
            case FL_Left:
            case FL_BackSpace:
                if(subcur==0)
                    cursor=(cursor+2)%3;
                subcur=(subcur+7)&7;
                redraw();
                return 1;
            case FL_Right:
                subcur=(subcur+1)&7;
                if(subcur==0)
                    cursor=(cursor+1)%3;
                redraw();
                return 1;
        }
        if(Fl::event_state()==FL_CTRL && Fl::event_length()){
            char buff[48];
            switch(Fl::event_text()[0]){
                case 3:
                    sprintf(buff,"0x%08X 0x%08X 0x%08X 0x%02X 0x%02X 0x%02X",(unsigned)value_[0],
(unsigned)value_[1],(unsigned)value_[2],(unsigned)rgb_[0],(unsigned)rgb_[1],(unsigned)rgb_[2]);
                    Fl::copy(buff,48,1);
                    return 1;
                case 22:
                    Fl::paste(*Fl::focus(), 1);
                    return 1;
                default:
                    return 0;
            }
        }
        if(Fl::event_length()) {
            int v = -1;
            char c = Fl::event_text()[0];
            if (c>='0' && c<='9') v = c-'0';
            else if (c>='a' && c<='f') v = c-'a'+10;
            else if (c>='A' && c<='F') v = c-'A'+10;
            if (v==-1) return 0;
            value_[cursor]=(value_[cursor]&(~(0x0f<<(4*(7-subcur)))))|(v<<(4*(7-subcur)));
            subcur=(subcur+1)&7;
            if(subcur==0)
                cursor=(cursor+1)%3;
            redraw();
            return 1;
        }
    }
    return 0;
}
Vorera::Vorera(int x, int y, int w, int h, bool petit, bool nul, char* n): Fl_Widget(x, y, w, h, n){
    fl_font(FL_COURIER, 12);
    fixedFontHeight = (int)fl_height();
    fixedFontAscent = (int)fl_height()-(int)fl_descent();
    fixedFontWidth = (int)fl_width('0');
    subcur=0;
    addr_=0;
    this->petit=petit;
    this->nul=nul;
88
Engegada del xip POEtic.
    nom[0]=n[0]; nom[1]=n[1]; nom[2]=0;
    tria=new Fl_Choice(x,y+2*fixedFontHeight,5+18*fixedFontWidth,20);
    tria->textfont(FL_COURIER);
    tria->textsize(10);
    tria->add("bypass");
    tria->add("target, no connect");
    tria->add("source, no connect");
    tria->add("target, connect");
    tria->add("source, connect");
    tria->value(0);
    if(nul) tria->deactivate();
}
void Vorera::draw() {
    char buf[16];
    int yp = y() + fixedFontAscent;
    size(5+18*fixedFontWidth, petit?20+4*fixedFontHeight:5+8*fixedFontHeight);
    fl_rectf(x(), y(), w(), fixedFontHeight, 255, 255, 255);
    fl_rectf(x(), y()+fixedFontHeight, w(), fixedFontHeight, 200, 200, 255);
    fl_rectf(x(), y()+20+2*fixedFontHeight, w(), h()-20-2*fixedFontHeight, 200, 200, 255);
    if (!nul && this == Fl::focus()){
        fl_rectf(x()+w()/2-fixedFontWidth*2, y()+20+3*fixedFontHeight, 4*fixedFontWidth, fixedFontHeight, 255, 
180, 180);
        fl_rect( x()+w()/2-fixedFontWidth*2, y()+20+3*fixedFontHeight, 4*fixedFontWidth, fixedFontHeight,FL_RED);
        fl_rectf(x()+w()/2+(subcur-2)*fixedFontWidth, y()+20+3*fixedFontHeight, fixedFontWidth, fixedFontHeight, 
255, 48, 48);
    }
    fl_color(FL_BLACK);
    fl_font(FL_COURIER, 12);
    fl_draw(nom,2,x()+w()/2-fixedFontWidth,yp);
    yp+=fixedFontHeight;
    fl_draw("Function:",9,x(),yp);
    yp+=fixedFontHeight+20;
    fl_draw("Address:",8,x(),yp);
    yp+=fixedFontHeight;
    sprintf(buf, "%04X", (unsigned)(addr_&0xFFFF));
    fl_draw(buf,4,x()+w()/2-fixedFontWidth*2,yp);
}
int Vorera::handle(int event) {
    if(nul)
        return 0;
    switch (event) {
    case FL_FOCUS:
        subcur = 0;
        redraw();
        return 1;
    case FL_UNFOCUS:
        redraw();
        return 1;
    case FL_PUSH:
        if (Fl::focus() != this) {
            Fl::focus(this);
            handle(FL_FOCUS);
        }
        handle(FL_DRAG);
        return 1;
    case FL_DRAG:
        if(Fl::event_x()>x()+w()/2-fixedFontWidth*2 && Fl::event_x()<x()+w()/2+fixedFontWidth*2-1)
            subcur=(Fl::event_x()-(x()+w()/2-fixedFontWidth*2))/fixedFontWidth;
        redraw();
        return 1;
    case FL_PASTE:
        char *ptr;
        ptr=(char*)Fl::event_text();
        if(*ptr)addr(strtoul(ptr,&ptr,0));
        if(*ptr)action(strtoul(++ptr,NULL,0));
        redraw();
        return 1;
    case FL_KEYBOARD:
        switch (Fl::event_key()) {
            case FL_Left:
            case FL_BackSpace:
                subcur=(subcur+3)&3;
                redraw();
                return 1;
            case FL_Right:
                subcur=(subcur+1)&3;
                redraw();
                return 1;
        }
        if(Fl::event_state()==FL_CTRL && Fl::event_length()){
            char buff[11];
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            switch(Fl::event_text()[0]){
                case 3:
                    sprintf(buff,"0x%04X 0x%01X",addr(),action());
                    Fl::copy(buff,11,1);
                    return 1;
                case 22:
                    Fl::paste(*Fl::focus(), 1);
                    return 1;
                default:
                    return 0;
            }
        }
        if(Fl::event_length()) {
            int v = -1;
            char c = Fl::event_text()[0];
            if (c>='0' && c<='9') v = c-'0';
            else if (c>='a' && c<='f') v = c-'a'+10;
            else if (c>='A' && c<='F') v = c-'A'+10;
            if (v==-1) return 0;
            addr_=(addr_&(~(0x0f<<(4*(3-subcur)))))|(v<<(4*(3-subcur)));
            subcur=(subcur+1)&3;
            redraw();
            return 1;
        }
    }
    return 0;
}
MoleculeEdit.fl




decl {\#include <stdio.h>} {public}
decl {\#include <stdlib.h>} {public}
decl {\#include <FL/Fl_Color_Chooser.H>} {public}
decl {typedef long unsigned int DWORD;} {public}
decl {\#define combo41(obj) obj->add("N0_in"); obj->add("N1_in"); obj->add("E0_in"); obj->add("E1_in"); obj-
>add("S0_in"); obj->add("S1_in"); obj->add("W0_in"); obj->add("W1_in"); obj->add("carry_in"); obj->add("lut_msb"); 
obj->add("config_in"); obj->add("DFF_out"); obj->add("'0'");} {}
decl {\#define combo42(obj) obj->add("N0_in"); obj->add("'1'"); obj->add("E0_in"); obj->add("E1_in"); obj-
>add("S0_in"); obj->add("S1_in"); obj->add("W0_in"); obj->add("W1_in"); obj->add("d_in_n"); obj->add("d_in_e"); 
obj->add("d_in_s"); obj->add("d_in_w");} {}
decl {\#define combo43(obj) obj->add("N0_in"); obj->add("DFF_out"); obj->add("E0_in"); obj->add("E1_in"); obj-
>add("S0_in"); obj->add("S1_in"); obj->add("W0_in"); obj->add("W1_in");} {}
decl {\#define combo44(obj) obj->add("N0_in"); obj->add("N1_in"); obj->add("E0_in"); obj->add("E1_in"); obj-
>add("S0_in"); obj->add("S1_in"); obj->add("W0_in"); obj->add("W1_in");} {}
decl {\#define combo21(obj) obj->add("N0_in"); obj->add("N1_in"); obj->add("E0_in"); obj->add("E1_in"); obj-
>add("S0_in"); obj->add("S1_in"); obj->add("W0_in"); obj->add("W1_in"); obj->add("'0'"); obj->add("'1'"); obj-
>add("carry_in"); obj->add("lut_msb"); obj->add("config_in"); obj->add("DFF_out"); obj->add("d_in_n"); obj-
>add("d_in_e"); obj->add("d_in_s"); obj->add("d_in_w");} {}
decl {\#define combo22(obj) obj->add("N0_in"); obj->add("N1_in"); obj->add("E0_in"); obj->add("E1_in"); obj-
>add("S0_in"); obj->add("S1_in"); obj->add("W0_in"); obj->add("W1_in"); obj->add("DFF_out");} {}
widget_class MoleculeEdit {
  callback {MoleculeEdit::done=0;} open
  xywh {44 371 380 350} type Double hide
  code0 {size(380,350);}
  class Fl_Window modal
} {
  decl {static char done;} {public}
  decl {DWORD data[3];} {public}
  decl {uchar rgb[3];} {public}
  Fl_Group mode_group {
    label Mode
    private xywh {5 20 100 130} box ENGRAVED_FRAME align 5
  } {
    Fl_Round_Button m0 {
      label {4-LUT}
      callback {l1->hide(); l2->hide(); l3->hide(); l4->hide(); l5->hide(); l6->hide(); l7->hide(); l0->show();
data[2]=data[2]&0xFFFFFFF8;
update();}
      private xywh {10 25 90 15} type Radio down_box ROUND_DOWN_BOX
    }
    Fl_Round_Button m1 {
      label {3-LUT}
      callback {l0->hide(); l2->hide(); l3->hide(); l4->hide(); l5->hide(); l6->hide(); l7->hide(); l1->show();
data[2]=(data[2]&0xFFFFFFF8)|1;
update();}
      private xywh {10 40 90 15} type Radio down_box ROUND_DOWN_BOX
    }
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    Fl_Round_Button m2 {
      label Memory
      callback {l0->hide(); l1->hide(); l3->hide(); l4->hide(); l5->hide(); l6->hide(); l7->hide(); l2->show();
data[2]=(data[2]&0xFFFFFFF8)|2;
update();}
      private xywh {10 55 90 15} type Radio down_box ROUND_DOWN_BOX
    }
    Fl_Round_Button m3 {
      label Comm
      callback {l0->hide(); l1->hide(); l2->hide(); l4->hide(); l5->hide(); l6->hide(); l7->hide(); l3->show();
data[2]=(data[2]&0xFFFFFFF8)|3;
update();}
      private xywh {10 70 90 15} type Radio down_box ROUND_DOWN_BOX
    }
    Fl_Round_Button m4 {
      label Input
      callback {l0->hide(); l1->hide(); l2->hide(); l3->hide(); l5->hide(); l6->hide(); l7->hide(); l4->show();
data[2]=(data[2]&0xFFFFFFF8)|4;
update();}
      private xywh {10 85 90 15} type Radio down_box ROUND_DOWN_BOX
    }
    Fl_Round_Button m5 {
      label Output
      callback {l0->hide(); l1->hide(); l2->hide(); l3->hide(); l4->hide(); l6->hide(); l7->hide(); l5->show();
data[2]=(data[2]&0xFFFFFFF8)|5;
update();}
      private xywh {10 100 90 15} type Radio down_box ROUND_DOWN_BOX
    }
    Fl_Round_Button m6 {
      label Trigger
      callback {l0->hide(); l1->hide(); l2->hide(); l3->hide(); l4->hide(); l5->hide(); l7->hide(); l6->show();
data[2]=(data[2]&0xFFFFFFF8)|6;
update();}
      private xywh {10 115 90 15} type Radio down_box ROUND_DOWN_BOX
    }
    Fl_Round_Button m7 {
      label Configure
      callback {l0->hide(); l1->hide(); l2->hide(); l3->hide(); l4->hide(); l5->hide(); l6->hide(); l7->show();
data[2]=(data[2]&0xFFFFFFF8)|7;
update();}
      private xywh {10 130 90 15} type Radio down_box ROUND_DOWN_BOX
    }
  }
  Fl_Group lutin_group {open
    private xywh {110 20 165 90}
  } {
    Fl_Group l0 {
      label {LUT Inputs} open
      private xywh {110 20 165 90} box ENGRAVED_FRAME align 5
    } {
      Fl_Choice li00 {
        label {in0:} open
        private xywh {145 25 125 20} down_box BORDER_BOX
        code0 combo41(li00)
      } {}
      Fl_Choice li01 {
        label {in1:} open
        private xywh {145 45 125 20} down_box BORDER_BOX
        code0 combo42(li01)
      } {}
      Fl_Choice li02 {
        label {in2:} open
        private xywh {145 65 125 20} down_box BORDER_BOX
        code0 combo43(li02)
      } {}
      Fl_Choice li03 {
        label {in3:} open
        private xywh {145 85 125 20} down_box BORDER_BOX
        code0 combo44(li03)
      } {}
    }
    Fl_Group l1 {
      label {LUT Inputs} open
      private xywh {110 20 165 90} box ENGRAVED_FRAME align 5 hide
    } {
      Fl_Choice li10 {
        label {sel0:} open
        private xywh {165 25 105 20} down_box BORDER_BOX
        code0 combo41(li10)
      } {}
      Fl_Choice li11 {
        label {sel1:} open
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        private xywh {165 45 105 20} down_box BORDER_BOX
        code0 combo42(li11)
      } {}
      Fl_Choice li12 {
        label {sel2:} open
        private xywh {165 65 105 20} down_box BORDER_BOX
        code0 combo43(li12)
      } {}
      Fl_Choice li13 {
        label {dff_en:} open
        private xywh {165 85 105 20} down_box BORDER_BOX
        code0 combo44(li13)
      } {}
    }
    Fl_Group l2 {
      label {LUT Inputs} open
      private xywh {110 20 165 90} box ENGRAVED_FRAME align 5 hide
    } {
      Fl_Choice li20 {
        label Input open
        private xywh {115 45 155 20} down_box BORDER_BOX align 5
        code0 combo21(li20)
      } {}
      Fl_Choice li21 {
        label Shift open
        private xywh {115 85 155 20} down_box BORDER_BOX align 5
        code0 combo22(li21)
      } {}
    }
    Fl_Group l3 {
      label {LUT Inputs} open
      private xywh {110 20 165 90} box ENGRAVED_FRAME align 5 hide
    } {
      Fl_Choice li30 {
        label {in:} open
        private xywh {150 25 120 20} down_box BORDER_BOX
        code0 combo41(li30)
      } {}
      Fl_Choice li31 {
        label {shift:} open
        private xywh {150 45 120 20} down_box BORDER_BOX
        code0 combo42(li31)
      } {}
      Fl_Choice li32 {
        label {sel2:} open
        private xywh {150 65 120 20} down_box BORDER_BOX
        code0 combo43(li32)
      } {}
      Fl_Choice li33 {
        label {sel1:} open
        private xywh {150 85 120 20} down_box BORDER_BOX
        code0 combo44(li33)
      } {}
    }
    Fl_Group l4 {
      label {LUT Inputs}
      private xywh {110 20 165 90} box ENGRAVED_FRAME align 5 hide
    } {
      Fl_Choice li40 {
        label {Start routing enable} open
        private xywh {115 45 155 20} down_box BORDER_BOX align 5
        code0 combo21(li40)
      } {}
      Fl_Choice li41 {
        label {Routing mode} open
        private xywh {115 85 155 20} down_box BORDER_BOX align 5
        code0 combo22(li41)
      } {}
    }
    Fl_Group l5 {
      label {LUT Inputs}
      private xywh {110 20 165 90} box ENGRAVED_FRAME align 5 hide
    } {
      Fl_Choice li50 {
        label {Start routing enable} open
        private xywh {115 45 155 20} down_box BORDER_BOX align 5
        code0 combo21(li50)
      } {}
      Fl_Choice li51 {
        label {Output value} open
        private xywh {115 85 155 20} down_box BORDER_BOX align 5
        code0 combo22(li51)
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      } {}
    }
    Fl_Group l6 {
      label {LUT Inputs}
      private xywh {110 20 165 90} box ENGRAVED_FRAME align 5 hide
    } {
      Fl_Choice li60 {
        label {Circuit enable} open
        private xywh {115 45 155 20} down_box BORDER_BOX align 5
        code0 combo21(li60)
      } {}
      Fl_Choice li61 {
        label {Routing reset} open
        private xywh {115 85 155 20} down_box BORDER_BOX align 5
        code0 combo22(li61)
      } {}
    }
    Fl_Group l7 {
      label {LUT Inputs}
      private xywh {110 20 165 90} box ENGRAVED_FRAME align 5 hide
    } {
      Fl_Choice li70 {
        label {Configuration control} open
        private xywh {115 45 155 20} down_box BORDER_BOX align 5
        code0 combo21(li70)
      } {}
      Fl_Choice li71 {
        label {Configuration value} open
        private xywh {115 85 155 20} down_box BORDER_BOX align 5
        code0 combo22(li71)
      } {}
    }
  }
  Fl_Group {} {
    label {Switch Box}
    private xywh {280 20 95 170} box ENGRAVED_FRAME align 5
  } {
    Fl_Choice sbn0 {
      label N0 open
      private xywh {310 25 60 20} down_box BORDER_BOX
      code0 {o->add("out1"); o->add("out2");}
      code1 {o->add("e0"); o->add("e1");}
      code2 {o->add("s0"); o->add("s1");}
      code3 {o->add("w0"); o->add("w1");}
    } {}
    Fl_Choice sbn1 {
      label N1 open
      private xywh {310 45 60 20} down_box BORDER_BOX
      code0 {o->add("out1"); o->add("out2");}
      code1 {o->add("e0"); o->add("e1");}
      code2 {o->add("s0"); o->add("s1");}
      code3 {o->add("w0"); o->add("w1");}
    } {}
    Fl_Choice sbe0 {
      label E0 open
      private xywh {310 65 60 20} down_box BORDER_BOX
      code0 {o->add("n0"); o->add("n1");}
      code1 {o->add("out1"); o->add("out2");}
      code2 {o->add("s0"); o->add("s1");}
      code3 {o->add("w0"); o->add("w1");}
    } {}
    Fl_Choice sbe1 {
      label E1 open
      private xywh {310 85 60 20} down_box BORDER_BOX
      code0 {o->add("n0"); o->add("n1");}
      code1 {o->add("out1"); o->add("out2");}
      code2 {o->add("s0"); o->add("s1");}
      code3 {o->add("w0"); o->add("w1");}
    } {}
    Fl_Choice sbs0 {
      label S0 open
      private xywh {310 105 60 20} down_box BORDER_BOX
      code0 {o->add("n0"); o->add("n1");}
      code1 {o->add("e0"); o->add("e1");}
      code2 {o->add("out1"); o->add("out2");}
      code3 {o->add("w0"); o->add("w1");}
    } {}
    Fl_Choice sbs1 {
      label S1 open
      private xywh {310 125 60 20} down_box BORDER_BOX
      code0 {o->add("n0"); o->add("n1");}
      code1 {o->add("e0"); o->add("e1");}
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      code2 {o->add("out1"); o->add("out2");}
      code3 {o->add("w0"); o->add("w1");}
    } {}
    Fl_Choice sbw0 {
      label W0 open
      private xywh {310 145 60 20} down_box BORDER_BOX
      code0 {o->add("n0"); o->add("n1");}
      code1 {o->add("e0"); o->add("e1");}
      code2 {o->add("s0"); o->add("s1");}
      code3 {o->add("out1"); o->add("out2");}
    } {}
    Fl_Choice sbw1 {
      label W1 open
      private xywh {310 165 60 20} down_box BORDER_BOX
      code0 {o->add("n0"); o->add("n1");}
      code1 {o->add("e0"); o->add("e1");}
      code2 {o->add("s0"); o->add("s1");}
      code3 {o->add("out1"); o->add("out2");}
    } {}
  }
  Fl_Input lut {
    label LUT
    private xywh {110 130 165 20} align 5
  }
  Fl_Group {} {
    label Others
    private xywh {5 170 210 170} box ENGRAVED_FRAME align 5
  } {
    Fl_Check_Button o5 {
      label {Reset value}
      private xywh {10 175 200 15} down_box DOWN_BOX
    }
    Fl_Check_Button o4 {
      label {Sequential output}
      private xywh {10 190 200 15} down_box DOWN_BOX
    }
    Fl_Check_Button o7 {
      label {Rising clock edge}
      private xywh {10 205 200 15} down_box DOWN_BOX
    }
    Fl_Check_Button o6 {
      label {DFF enable enabled}
      private xywh {10 220 200 15} down_box DOWN_BOX
    }
    Fl_Check_Button o13 {
      label {Global enable disabled}
      private xywh {10 235 200 15} down_box DOWN_BOX
    }
    Fl_Check_Button o12 {
      label {Synchronous reset}
      private xywh {10 250 200 15} down_box DOWN_BOX
    }
    Fl_Check_Button dff {
      label {DFF value}
      private xywh {10 265 200 15} down_box DOWN_BOX
    }
    Fl_Check_Button o11 {
      label {Local reset enable}
      private xywh {10 280 200 15} down_box DOWN_BOX
    }
    Fl_Choice o15_16 {
      label {Config:} open
      private xywh {65 295 145 20} down_box BORDER_BOX
      code0 {o->add("north"); o->add("east"); o->add("south"); o->add("west");}
    } {}
    Fl_Choice o8_10 {
      label {Local reset} open
      private xywh {90 315 120 20} down_box BORDER_BOX
      code0 {o->add("n0");o->add("n1");o->add("e0");o->add("e1");o->add("s0");o->add("s1");o->add("w0");o-
>add("w1");}
    } {}
  }
  Fl_Group {} {
    label {Partial Reconfiguration}
    private xywh {220 210 155 85} box ENGRAVED_FRAME align 5
  } {
    Fl_Check_Button r0 {
      label LUT
      private xywh {225 215 145 15} down_box DOWN_BOX
    }
    Fl_Check_Button r1 {
      label {LUT inputs}
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      private xywh {225 230 145 15} down_box DOWN_BOX
    }
    Fl_Check_Button r2 {
      label {Switch box}
      private xywh {225 245 145 15} down_box DOWN_BOX
    }
    Fl_Check_Button r3 {
      label Mode
      private xywh {225 260 145 15} down_box DOWN_BOX
    }
    Fl_Check_Button r4 {
      label Others
      private xywh {225 275 145 15} down_box DOWN_BOX
    }
  }
  Fl_Button {} {
    label OK




    data[2]=0;
    data[0]|=(li00->value()&8)?0x20000000:0;
    data[0]|=(li00->value()&7)<<17;
    data[0]|=(li01->value()&8)?0x40000000:0;
    data[0]|=(li01->value()&7)<<20;
    data[0]|= li02->value()<<23;
    data[0]|= li03->value()<<26;
}else if(m1->value()){
    data[2]=1;
    data[0]|=(li10->value()&8)?0x20000000:0;
    data[0]|=(li10->value()&7)<<17;
    data[0]|=(li11->value()&8)?0x40000000:0;
    data[0]|=(li11->value()&7)<<20;
    data[0]|=li12->value()<<23;
    data[0]|=li13->value()<<26;
}else if(m3->value()){
    data[2]=3;
    data[0]|=(li30->value()&8)?0x20000000:0;
    data[0]|=(li30->value()&7)<<17;
    data[0]|=(li31->value()&8)?0x40000000:0;
    data[0]|=(li31->value()&7)<<20;
    data[0]|=li32->value()<<23;
    data[0]|=li33->value()<<26;
}else if(m2->value()){
    data[2]=2;
    a=li20->value();
    if(a>=8){
        if(a==8) a=36;
        else if(a>9 && a<14) a+=22;
        else if(a>13) a+=10;
    }
    data[0]|=(a&0x10)?0x40000000:0;
    data[0]|=(a&0x20)?0x20000000:0;
    data[0]|=(a&15)<<17;
    a=li21->value();
    if(a==8) a=1;
    else if(a==1) a=9;
    data[0]|=a<<23;
}else if(m4->value()){
    data[2]=4;
    a=li40->value();
    if(a>=8){
        if(a==8) a=36;
        else if(a>9 && a<14) a+=22;
        else if(a>13) a+=10;
    }
    data[0]|=(a&0x10)?0x40000000:0;
    data[0]|=(a&0x20)?0x20000000:0;
    data[0]|=(a&15)<<17;
    a=li41->value();
    if(a==8) a=1;
    else if(a==1) a=9;
    data[0]|=a<<23;
}else if(m5->value()){
    data[2]=5;
    a=li50->value();
    if(a>=8){
        if(a==8) a=36;
        else if(a>9 && a<14) a+=22;
        else if(a>13) a+=10;
    }
95
PFC d'Enginyeria en Electrònica.
    data[0]|=(a&0x10)?0x40000000:0;
    data[0]|=(a&0x20)?0x20000000:0;
    data[0]|=(a&15)<<17;
    a=li51->value();
    if(a==8) a=1;
    else if(a==1) a=9;
    data[0]|=a<<23;
}else if(m6->value()){
    data[2]=6;
    a=li60->value();
    if(a>=8){
        if(a==8) a=36;
        else if(a>9 && a<14) a+=22;
        else if(a>13) a+=10;
    }
    data[0]|=(a&0x10)?0x40000000:0;
    data[0]|=(a&0x20)?0x20000000:0;
    data[0]|=(a&15)<<17;
    a=li61->value();
    if(a==8) a=1;
    else if(a==1) a=9;
    data[0]|=a<<23;
}else if(m7->value()){
    data[2]=7;
    a=li70->value();
    if(a>=8){
        if(a==8) a=36;
        else if(a>9 && a<14) a+=22;
        else if(a>13) a+=10;
    }
    data[0]|=(a&0x10)?0x40000000:0;
    data[0]|=(a&0x20)?0x20000000:0;
    data[0]|=(a&15)<<17;
    a=li71->value();
    if(a==8) a=1;
    else if(a==1) a=9;

























data[2]|=(r0->value() || r1->value() || r2->value() || r3->value() || r4->value())?0x20000:0;
data[2]|=dff->value()?0x40000:0;
done=1;} selected
    private xywh {305 325 70 20} shortcut 0xff0d
  }
  Fl_Button {} {
    label Cancel
    callback {done=0;}
    private xywh {230 325 70 20}
  }
  Fl_Button color_button {
    label Color
    callback {fl_color_chooser("Choose color",rgb[0],rgb[1],rgb[2]);
color_button->color(fl_rgb_color(rgb[0],rgb[1],rgb[2]));}
    private xywh {230 300 70 20} color 7
  }
  Function {update()} {open return_type void
  } {
    code {Fl_Button** bt = (Fl_Button**)mode_group->array();
Fl_Widget* const* li = lutin_group->array();
unsigned char i;
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for(i=0; i<8; i++){
    if((data[2]&7)==i){
        bt[i]->set();
        li[i]->show();
    }else{
        bt[i]->clear();
        li[i]->hide();
















































    if(a==8) a=0;
    else if(a==9);
    else if(a>9 && a<16) a-=8;
    else if(a<24) a-=16;
    else if(a<28) a-=10;
    else if(a<32) a-=24;
    else if(a<36) a-=22;
    else if(a==36) a=8;
    else if(a<40) a-=32;
    else if(a==40) a=0;
    else if(a==41) a=9;
    else if(a<48) a-=40;
    else if(a<52) a-=38;
    else if(a==52) a=8;
    else if(a<56) a-=48;
    else if(a<60) a-=42;



























    generic(
        period    :time   :=40 ns;
        data_file :string := "usb.txt"
    );
end entity;
architecture behave of tb_fpga is
    component poe port(
        clk          :in    std_logic;
        rst          :in    std_logic;
        addr         :out   unsigned(31 downto 0);
        data         :inout unsigned(31 downto 0);
        dataOe       :out   std_logic;
        usbdata      :inout unsigned( 7 downto 0);
        usbnrxf      :in    std_logic;
        usbntxe      :in    std_logic;
        usbwr        :out   std_logic;
        usbnrd       :out   std_logic;
        ramadr       :out   unsigned(15 downto 0);
        ramdqmb      :out   unsigned( 1 downto 0);
        ramnsel      :out   unsigned( 7 downto 0);
        ramcke       :out   std_logic;
        ramnwe       :out   std_logic;
        ramncas      :out   std_logic;
        ramnras      :out   std_logic;
        romnce       :out   unsigned(1 downto 0);
        romnoe       :out   std_logic;
        romnwe       :out   std_logic;
        poeRst       :out   std_logic;
        poeClk       :in    std_logic;
        poeMaster    :out   std_logic;
        poeSpeed     :out   std_logic;
        poeAckInt    :in    std_logic;
        poeRstmol    :out   std_logic;
        poeInt       :out   std_logic;
        poeStall     :out   std_logic;
        poeBootDone  :in    std_logic;
        poeBoot      :out   std_logic;
        poeRwBoot    :in    std_logic;
        poeOeRom     :in    std_logic;
        poeOeRam     :in    std_logic;
        poeRw        :in    std_logic;
        poeOeRomBoot :in    std_logic;
        orgBordEn    :out   std_logic;
        orgBordData  :out   std_logic;
        orgClk       :out   std_logic;
        up_Clk       :out   std_logic;
        yin          :out   std_logic;
        rst_rout     :out   std_logic;
        sel          :out   std_logic;
        write        :out   std_logic;
        ready_o      :out   std_logic;
        ready_i      :in    std_logic);
    end component;
    function to_unsigned(s: string) return unsigned is
        variable slv: unsigned(4*(s'high-s'low+1)-1 downto 0);
        variable k: integer;
    begin
        k := slv'high;
        for i in s'range loop
            case s(i) is
                when '0'       => slv(k downto k-3) := x"0";
                when '1'       => slv(k downto k-3) := x"1";
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                when '2'       => slv(k downto k-3) := x"2";
                when '3'       => slv(k downto k-3) := x"3";
                when '4'       => slv(k downto k-3) := x"4";
                when '5'       => slv(k downto k-3) := x"5";
                when '6'       => slv(k downto k-3) := x"6";
                when '7'       => slv(k downto k-3) := x"7";
                when '8'       => slv(k downto k-3) := x"8";
                when '9'       => slv(k downto k-3) := x"9";
                when 'a' | 'A' => slv(k downto k-3) := x"A";
                when 'b' | 'B' => slv(k downto k-3) := x"B";
                when 'c' | 'C' => slv(k downto k-3) := x"C";
                when 'd' | 'D' => slv(k downto k-3) := x"D";
                when 'e' | 'E' => slv(k downto k-3) := x"E";
                when 'f' | 'F' => slv(k downto k-3) := x"F";
                when others    => slv(k downto k-3) := "XXXX";
            end case;
            k := k - 4;
        end loop;
        return slv;
    end to_unsigned;
    type cmdtype is array (0 to 7) of unsigned(7 downto 0);
    signal clk          :std_logic;
    signal rst          :std_logic;
    signal addr         :unsigned(31 downto 0);
    signal data         :unsigned(31 downto 0);
    signal dataOe       :std_logic;
    signal usbdata      :unsigned( 7 downto 0);
    signal usbnrxf      :std_logic;
    signal usbntxe      :std_logic;
    signal usbwr        :std_logic;
    signal usbnrd       :std_logic;
    signal ramadr       :unsigned(15 downto 0);
    signal ramdqmb      :unsigned( 1 downto 0);
    signal ramnsel      :unsigned( 7 downto 0);
    signal ramcke       :std_logic;
    signal ramnwe       :std_logic;
    signal ramncas      :std_logic;
    signal ramnras      :std_logic;
    signal romnce       :unsigned( 1 downto 0);
    signal romnoe       :std_logic;
    signal romnwe       :std_logic;
    signal poeRst       :std_logic;
    signal poeClk       :std_logic;
    signal poeMaster    :std_logic;
    signal poespeed     :std_logic;
    signal poeackint    :std_logic;
    signal poerstmol    :std_logic;
    signal poeint       :std_logic;
    signal poestall     :std_logic;
    signal poebootdone  :std_logic;
    signal poeboot      :std_logic;
    signal poerwboot    :std_logic;
    signal poeoerom     :std_logic;
    signal poeoeram     :std_logic;
    signal poerw        :std_logic;
    signal poeoeromboot :std_logic;
    signal orgBordEn    :std_logic;
    signal orgBordData  :std_logic;
    signal orgClk       :std_logic;
    signal up_clk       :std_logic;
    signal yin          :std_logic;
    signal rst_rout     :std_logic;
    signal sel          :std_logic;
    signal write        :std_logic;
    signal ready_o      :std_logic;
    signal ready_i      :std_logic;
    signal usbdata_pin  :unsigned( 7 downto 0);    -- collision tester
    signal data_pin     :unsigned(31 downto 0);    -- collision tester
    file usbfile: text open read_mode is data_file;
    signal waiting  :integer := 100;
begin
    process(usbdata_pin,usbdata)
    begin
        for i in usbdata'range loop
            assert usbdata_pin(i)='Z' or usbdata_pin(i)=usbdata(i) report "usbdata bus collison" severity failure;
        end loop;
    end process;
    process(data_pin,data)
    begin
        for i in data'range loop
            assert data_pin(i)='Z' or data_pin(i)=data(i) report "data bus collison" severity failure;
        end loop;
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    end process;
    i_poe: poe port map(
        clk          =>clk,
        rst          =>rst,
        addr         =>addr,
        data         =>data,
        dataOe       =>dataOe,
        usbdata      =>usbdata,
        usbnrxf      =>usbnrxf,
        usbntxe      =>usbntxe,
        usbwr        =>usbwr,
        usbnrd       =>usbnrd,
        ramadr       =>ramadr,
        ramdqmb      =>ramdqmb,
        ramnsel      =>ramnsel,
        ramcke       =>ramcke,
        ramnwe       =>ramnwe,
        ramncas      =>ramncas,
        ramnras      =>ramnras,
        romnce       =>romnce,
        romnoe       =>romnoe,
        romnwe       =>romnwe,
        poeRst       =>poeRst,
        poeClk       =>poeClk,
        poeMaster    =>poeMaster,
        poespeed     =>poespeed,
        poeackint    =>poeackint,
        poerstmol    =>poerstmol,
        poeint       =>poeint,
        poestall     =>poestall,
        poebootdone  =>poebootdone,
        poeboot      =>poeboot,
        poerwboot    =>poerwboot,
        poeoerom     =>poeoerom,
        poeoeram     =>poeoeram,
        poerw        =>poerw,
        poeoeromboot =>poeoeromboot,
        orgBordEn    =>orgBordEn,
        orgBordData  =>orgBordData,
        orgClk       =>orgClk,
        up_clk       =>up_clk,
        yin          =>yin,
        rst_rout     =>rst_rout,
        sel          =>sel,
        write        =>write,
        ready_o      =>ready_o,
        ready_i      =>ready_i
    );
    rst <= '1','0' after 10*period;
    poeackint   <= '0';
    poebootdone <= '0';
    poerwboot   <= '1';
    poeoerom    <= '1';
    poeoeram    <= '0';
    poerw       <= '1';
    poeoeromboot<= '1';
    ready_i     <= '1';
    process
    begin
        while waiting/=0 loop
            clk <= '0','1' after period/2;
            wait for period;
        end loop;
        wait;
    end process;
    process
    begin
        while waiting/=0 loop
            poeClk <= '1','0' after 8*period;
            wait for 16*period;
        end loop;
        wait;
    end process;
    process(rst,usbwr)
    begin
        if rst='1' then
            usbntxe <='0';
        elsif usbwr'event and usbwr='0' then
            usbntxe <='1' after 25 ns,'0' after 105 ns;
        end if;
    end process;
    process(rst,usbnrd)
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        constant message :string := "Format: C:XXXXXXXXXXXXXXXX or D:XXXXXXXX";
        variable i :integer range 0 to 7;
        variable cmd :cmdtype;
        variable l: line;
        variable is_cmd :character;
        variable dp :character;
        variable is_ok :boolean;
        variable db2 :string(2 downto 1);
        variable db4 :string(4 downto 1);
        variable db8 :string(8 downto 1);
        variable d :unsigned(7 downto 0);
        variable addr :unsigned(31 downto 0);
        variable count :unsigned(15 downto 0);
        variable linenum :integer := 0;
    begin
        if i=0 and endfile(usbfile) then
            usbdata_pin <= (others=>'Z') after 50 ns;
            usbdata     <= (others=>'Z') after 50 ns;
            waiting <= waiting - 1;
        else
            if rst='1' then
                usbnrxf<='0';
                i:=0;
            elsif usbnrd'event then
                if usbnrd='1' then
                    usbdata_pin <=(others=>'Z');
                    usbdata     <=(others=>'Z');
                    usbnrxf<='1' after 25 ns, '0' after 105 ns;
                else
                    if i=0 then
                        linenum := linenum + 1;
                        std.textio.write(l,linenum);
                        writeline(output,l);
                        readline(usbfile,l);
                        read(l,is_cmd,is_ok);
                        assert is_ok and (is_cmd='C' or is_cmd='D') report message severity failure;
                        read(l,dp,is_ok);
                        assert dp=':' and is_ok report message severity failure;
                        if is_cmd='C' then
                            read(l,db2,is_ok);
                            assert is_ok report message severity failure;
                            d := to_unsigned(db2);
                        else
                            read(l,db8,is_ok);
                            assert is_ok report message severity failure;
                            addr := to_unsigned(db8);
                            d := addr(7 downto 0);
                        end if;
                        usbdata_pin <= d after 50 ns;
                        usbdata     <= d after 50 ns;
                        i:=i+1;
                    else
                        if is_cmd='C' then
                            if i=7 then
                                read(l,db2,is_ok);
                                assert is_ok report message severity failure;
                                d := to_unsigned(db2);
                                usbdata_pin <= d after 50 ns;
                                usbdata     <= d after 50 ns;
                                i:=0;
                            else
                                if i=1 then
                                    read(l,db8,is_ok);
                                    assert is_ok report message severity failure;
                                    addr := to_unsigned(db8);
                                    d := addr(7 downto 0);
                                elsif i<5 then
                                    d := addr(8*(i-1)+7 downto 8*(i-1));
                                elsif i=5 then
                                    read(l,db4,is_ok);
                                    assert is_ok report message severity failure;
                                    count := to_unsigned(db4);
                                    d := count(7 downto 0);
                                elsif i=6 then
                                    d := count(15 downto 8);
                                end if;
                                usbdata_pin <= d after 50 ns;
                                usbdata     <= d after 50 ns;
                                i:=i+1;
                            end if;
                        else
                            d := addr(8*i+7 downto 8*i);
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                            usbdata_pin <= d after 50 ns;
                            usbdata     <= d after 50 ns;
                            if i=3 then
                                i:=0;
                            else
                                i:=i+1;
                            end if;
                        end if;
                    end if;
                end if;
            end if;
        end if;
    end process;
    process(rst,romnce,romnoe,romnwe,ramnsel,ramnwe)
        variable data_var :unsigned (31 downto 0);
    begin
        if rst='1' then
            data_var    :=(others=>'Z');
            data        <=data_var;
            data_pin    <=data_var;
        elsif romnce/="11" and romnoe='0' then
            data_var    :=x"00800080";
            data        <=data_var after 100 ns;
            data_pin    <=data_var after 100 ns;
        elsif romnce/="11" and romnwe='0' then
            data_var    :=(others=>'Z');
            data        <=data_var after 5 ns;
            data_pin    <=data_var after 5 ns;
        elsif ramnsel/="11111111" and ramnwe='1' and ramnras/=ramncas then
            data_var    :=x"00900090";
            data        <=data_var after 10 ns;
            data_pin    <=data_var after 10 ns;
        elsif poerw='0' then
            data_var    :=x"11111111";
            data        <=data_var after 10 ns;
            data_pin    <=data_var after 10 ns;
        else
            data_var    :=(others=>'Z');
            data        <=data_var;
            data_pin    <=data_var;
        end if;














architecture estimuls of tb_poetic is
    component poetic_interface
        Port (
            clk                 :in    std_logic;
            reset               :in    std_logic;
            hreset              :in    std_logic;
            stall               :in    std_logic;
            master              :in    std_logic;
            extint              :in    std_logic;
            extint0             :in    std_logic;
            sahb_data           :inout std_logic_vector(31 downto 0);
            sahbi_haddr         :inout std_logic_vector(31 downto 0);
            sahbi_hready        :inout std_logic;
            sahbi_hwrite        :inout std_logic;
            sahbi_hsel          :inout std_logic;
            sahbo_hready        :inout std_logic;
            ackint              :out   std_logic;
            Xin                 :in    std_logic;
            Yin                 :in    std_logic;
            Xout                :out   std_logic;
            Yout                :out   std_logic;
            oe_rom              :out   std_logic;
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            oe_ram              :out   std_logic;
            write_not_read      :out   std_logic;
            ALE                 :out   std_logic;
            oe_ram_boot         :out   std_logic;
            read_not_write_boot :out   std_logic;
            boot                :in    std_logic;
            bootdone            :out   std_logic;
            com_pad             :inout std_logic_vector(7 downto 0);
            clk_ext_intn        :in    std_logic;
            clk_organic_in      :in    std_logic;
            clk_organic_out     :out   std_logic;
            conf_border         :in    std_logic;
            conf_border_in      :in    std_logic;
            conf_border_out     :out   std_logic;
            rst_routing_in      :in    std_logic
        );
    end component;
    signal clk                :std_logic;
    signal reset              :std_logic;
    signal hreset             :std_logic;
    signal stall              :std_logic;
    signal master             :std_logic;
    signal extint             :std_logic;
    signal extint0            :std_logic;
    signal sahb_data          :std_logic_vector(31 downto 0);
    signal sahbi_haddr        :std_logic_vector(31 downto 0);
    signal sahbi_hready       :std_logic;
    signal sahbi_hwrite       :std_logic;
    signal sahbi_hsel         :std_logic := '0';
    signal sahbo_hready       :std_logic;
    signal ackint             :std_logic;
    signal Xin                :std_logic;
    signal Yin                :std_logic := '0';
    signal Xout               :std_logic;
    signal Yout               :std_logic;
    signal oe_rom             :std_logic;
    signal oe_ram             :std_logic;
    signal write_not_read     :std_logic;
    signal ALE                :std_logic;
    signal oe_ram_boot        :std_logic;
    signal read_not_write_boot:std_logic;
    signal boot               :std_logic;
    signal bootdone           :std_logic;
    signal com_pad            :std_logic_vector(7 downto 0);
    signal clk_ext_intn       :std_logic;
    signal clk_organic_in     :std_logic;
    signal clk_organic_out    :std_logic;
    signal conf_border        :std_logic;
    signal conf_border_in     :std_logic;
    signal rst_rout           :std_logic;
    constant xip_file         :string := "xip.txt";
    file xips : TEXT open read_mode is xip_file;
    signal poeClk             :std_logic;
    signal reg                :std_logic_vector(31 downto 0) := (others=>'0');
    constant DIV        :integer := 0;
    signal counter      :unsigned(DIV downto 0) := (others=>'0');
begin
    i_poetic_interface: poetic_interface Port map(
        clk                 =>clk                ,
        reset               =>reset              ,
        hreset              =>hreset             ,
        stall               =>stall              ,
        master              =>master             ,
        extint              =>extint             ,
        extint0             =>extint0            ,
        sahb_data           =>sahb_data          ,
        sahbi_haddr         =>sahbi_haddr        ,
        sahbi_hready        =>sahbi_hready       ,
        sahbi_hwrite        =>sahbi_hwrite       ,
        sahbi_hsel          =>sahbi_hsel         ,
        sahbo_hready        =>sahbo_hready       ,
        ackint              =>ackint             ,
        Xin                 =>Xin                ,
        Yin                 =>Yin                ,
        Xout                =>Xout               ,
        Yout                =>Yout               ,
        oe_rom              =>oe_rom             ,
        oe_ram              =>oe_ram             ,
        write_not_read      =>write_not_read     ,
        ALE                 =>ALE                ,
        oe_ram_boot         =>oe_ram_boot        ,
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        read_not_write_boot =>read_not_write_boot,
        boot                =>boot               ,
        bootdone            =>bootdone           ,
        com_pad             =>com_pad            ,
        clk_ext_intn        =>clk_ext_intn       ,
        clk_organic_in      =>clk_organic_in     ,
        clk_organic_out     =>clk_organic_out    ,
        conf_border         => conf_border       ,
        conf_border_in      => conf_border_in    ,
        rst_routing_in      => rst_rout
    );
    reset              <= reg(0);
    hreset             <= reg(0);
    stall              <= reg(5);
    master             <= reg(1);
    conf_border        <= reg(7);
    conf_border_in     <= reg(8);
    extint             <='0';
    extint0            <='0';
    sahbi_hready       <='1';
    sahbi_hwrite       <='1';
    sahbo_hready       <='Z';
    Xin                <='0';
    Yin                <= reg(11);
    rst_rout           <= reg(12);
    boot               <= reg(6);
    com_pad            <=(others=>'Z');
    clk_ext_intn       <='1';
    clk_organic_in     <= reg(9) when reg(10)='0' else counter(DIV);
    clk                <= reg(13) when reg(14)='0' else poeClk;
    process
    begin
        poeClk <= '0', '1' after 5 ns;
        wait for 10 ns;
    end process;
    process(poeClk)
    begin
        if poeClk'event and poeClk='0' then
            counter <= counter + 1;
        end if;
    end process;
    process(poeClk)
        variable l         :line;
        variable parse     :boolean   := true;
        constant mesg      :string    := "formato: 'A + : + 32 bit hex addr + : + 32 bit hex data' o 'X + : + 32 
bit hex value'";
        variable separator :character := ':';
        variable buso      :character := 'A';
        variable data      :std_logic_vector(31 downto 0);
        variable addr      :std_logic_vector(31 downto 0);
        variable state     :integer range 0 to 2 := 0;
    begin
        if poeClk'event and poeClk='1' then
            case state is
                when 0=>
                    if parse and not endfile(xips) then
                        readline(xips,l);
                        read(l,buso,parse);
                        assert parse and (buso='A' or buso='X') report mesg severity failure;
                        read(l,separator,parse);
                        assert parse and separator=':' report mesg severity failure;
                        if buso='A' then
                            hread(l,addr,parse);
                            assert parse and separator=':' report mesg severity failure;
                            read(l,separator,parse);
                            assert parse and separator=':' report mesg severity failure;
                            hread(l,data,parse);
                            assert parse and separator=':' report mesg severity failure;
                            sahbi_haddr <= addr;
                            sahb_data <= data;
                            sahbi_hsel <= '1';
                            state := 1;
                        else
                            state := 0;
                            hread(l,addr,parse);
                            assert parse report mesg severity failure;
                            reg <= addr;
                        end if;
                    else
                        state := 0;
                        parse := false;
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                    end if;
                when 1=>
                    sahbi_hsel <= '0';
                    state := 2;
                when 2=>
                    sahbi_hsel <= '0';
                    if sahbo_hready='1' then
                        state := 0;
                    else
                        state := 2;
                    end if;
            end case;
        end if;












    generic(
        period    :time   := 40 ns;
        data_file :string := "usb.txt"
    );
end tb_board;
architecture behave of tb_board is
    function to_unsigned(s: string) return unsigned is
        variable slv: unsigned(4*(s'high-s'low+1)-1 downto 0);
        variable k: integer;
    begin
        k := slv'high;
        for i in s'range loop
            case s(i) is
                when '0'       => slv(k downto k-3) := x"0";
                when '1'       => slv(k downto k-3) := x"1";
                when '2'       => slv(k downto k-3) := x"2";
                when '3'       => slv(k downto k-3) := x"3";
                when '4'       => slv(k downto k-3) := x"4";
                when '5'       => slv(k downto k-3) := x"5";
                when '6'       => slv(k downto k-3) := x"6";
                when '7'       => slv(k downto k-3) := x"7";
                when '8'       => slv(k downto k-3) := x"8";
                when '9'       => slv(k downto k-3) := x"9";
                when 'a' | 'A' => slv(k downto k-3) := x"A";
                when 'b' | 'B' => slv(k downto k-3) := x"B";
                when 'c' | 'C' => slv(k downto k-3) := x"C";
                when 'd' | 'D' => slv(k downto k-3) := x"D";
                when 'e' | 'E' => slv(k downto k-3) := x"E";
                when 'f' | 'F' => slv(k downto k-3) := x"F";
                when others    => slv(k downto k-3) := "XXXX";
            end case;
            k := k - 4;
        end loop;
        return slv;
    end function;
    function conv_std_logic_vector(u: unsigned) return std_logic_vector is
        variable slv:std_logic_vector(u'range);
    begin
        for i in u'range loop
            slv(i) := u(i);
        end loop;
        return slv;
    end function;
    component poe
        port(
            clk                 :in    std_logic;
            rst                 :in    std_logic;
            addr                :out   unsigned(31 downto 0);
            data                :inout unsigned(31 downto 0);
            dataOe              :out   std_logic;
            usbData             :inout unsigned( 7 downto 0);
            usbNrxf             :in    std_logic;
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            usbNtxe             :in    std_logic;
            usbWr               :out   std_logic;
            usbNrd              :out   std_logic;
            ramAdr              :out   unsigned(15 downto 0);
            ramDqmb             :out   unsigned( 1 downto 0);
            ramNsel             :out   unsigned( 7 downto 0);
            ramcke              :out   std_logic;
            ramNwe              :out   std_logic;
            ramNcas             :out   std_logic;
            ramNras             :out   std_logic;
            romNce              :out   unsigned( 1 downto 0);
            romNoe              :out   std_logic;
            romNwe              :out   std_logic;
            poeRst              :out   std_logic;
            poeClk              :in    std_logic;
            poeMaster           :out   std_logic;
            poeSpeed            :out   std_logic;
            poeAckInt           :in    std_logic;
            poeRstmol           :out   std_logic;
            poeInt              :out   std_logic;
            poeStall            :out   std_logic;
            poeBootDone         :in    std_logic;
            poeBoot             :out   std_logic;
            poeRwBoot           :in    std_logic;
            poeOeRom            :in    std_logic;
            poeOeRam            :in    std_logic;
            poeRw               :in    std_logic;
            poeOeRomBoot        :in    std_logic;
            orgBordEn           :out   std_logic;
            orgBordData         :out   std_logic;
            orgClk              :out   std_logic;
            yin                 :out   std_logic;
            rst_rout            :out   std_logic;
            up_clk              :out   std_logic;
            sel                 :out   std_logic;
            write               :out   std_logic;
            ready_o             :out   std_logic;
            ready_i             :in    std_logic
        );
    end component;
    component poetic_interface
        Port (
            clk                 :in    std_logic;
            reset               :in    std_logic;
            hreset              :in    std_logic;
            stall               :in    std_logic;
            master              :in    std_logic;
            extint              :in    std_logic;
            extint0             :in    std_logic;
            sahb_data           :inout std_logic_vector(31 downto 0);
            sahbi_haddr         :inout std_logic_vector(31 downto 0);
            sahbi_hready        :inout std_logic;
            sahbi_hwrite        :inout std_logic;
            sahbi_hsel          :inout std_logic;
            sahbo_hready        :inout std_logic;
            ackint              :out   std_logic;
            Xin                 :in    std_logic;
            Yin                 :in    std_logic;
            Xout                :out   std_logic;
            Yout                :out   std_logic;
            oe_rom              :out   std_logic;
            oe_ram              :out   std_logic;
            write_not_read      :out   std_logic;
            ALE                 :out   std_logic;
            oe_ram_boot         :out   std_logic;
            read_not_write_boot :out   std_logic;
            boot                :in    std_logic;
            bootdone            :out   std_logic;
            com_pad             :inout std_logic_vector(7 downto 0);
            clk_ext_intn        :in    std_logic;
            clk_organic_in      :in    std_logic;
            clk_organic_out     :out   std_logic;
            conf_border         :in    std_logic;
            conf_border_in      :in    std_logic;
            conf_border_out     :out   std_logic;
            rst_routing_in      :in    std_logic
        );
    end component;
    signal clk1                :std_logic;
    signal rst                 :std_logic;
    signal addr                :unsigned(31 downto 0);
    signal data                :unsigned(31 downto 0);
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    signal dataOe              :std_logic;
    signal usbData             :unsigned( 7 downto 0);
    signal usbNrxf             :std_logic;
    signal usbNtxe             :std_logic;
    signal usbWr               :std_logic;
    signal usbNrd              :std_logic;
    signal ramAdr              :unsigned(15 downto 0);
    signal ramDqmb             :unsigned( 1 downto 0);
    signal ramNsel             :unsigned( 7 downto 0);
    signal ramcke              :std_logic;
    signal ramNwe              :std_logic;
    signal ramNcas             :std_logic;
    signal ramNras             :std_logic;
    signal romNce              :unsigned( 1 downto 0);
    signal romNoe              :std_logic;
    signal romNwe              :std_logic;
    signal poeRst              :std_logic;
    signal poeClk              :std_logic;
    signal poeMaster           :std_logic;
    signal poeSpeed            :std_logic;
    signal poeAckInt           :std_logic;
    signal poeRstmol           :std_logic;
    signal poeInt              :std_logic;
    signal poeStall            :std_logic;
    signal poeBootDone         :std_logic;
    signal poeBoot             :std_logic;
    signal poeRwBoot           :std_logic;
    signal poeOeRom            :std_logic;
    signal poeOeRam            :std_logic;
    signal poeRw               :std_logic;
    signal poeOeRomBoot        :std_logic;
    signal orgBordEn           :std_logic;
    signal orgBordData         :std_logic;
    signal orgClk              :std_logic;
    signal yin1                :std_logic;
    signal rst_rout            :std_logic;
    signal up_clk              :std_logic;
    signal sel                 :std_logic;
    signal write               :std_logic;
    signal ready_o             :std_logic;
    signal ready_i             :std_logic;
    signal clk2                :std_logic;
    signal reset               :std_logic;
    signal hreset              :std_logic;
    signal stall               :std_logic;
    signal master              :std_logic;
    signal extint              :std_logic;
    signal extint0             :std_logic;
    signal sahb_data           :std_logic_vector(31 downto 0);
    signal sahbi_haddr         :std_logic_vector(31 downto 0);
    signal sahbi_hready        :std_logic;
    signal sahbi_hwrite        :std_logic;
    signal sahbi_hsel          :std_logic;
    signal sahbo_hready        :std_logic;
    signal ackint              :std_logic;
    signal Xin                 :std_logic;
    signal Yin2                :std_logic;
    signal Xout                :std_logic;
    signal Yout                :std_logic;
    signal oe_rom              :std_logic;
    signal oe_ram              :std_logic;
    signal write_not_read      :std_logic;
    signal ALE                 :std_logic;
    signal oe_ram_boot         :std_logic;
    signal read_not_write_boot :std_logic;
    signal boot                :std_logic;
    signal bootdone            :std_logic;
    signal com_pad             :std_logic_vector(7 downto 0);
    signal clk_ext_intn        :std_logic;
    signal clk_organic_in      :std_logic;
    signal clk_organic_out     :std_logic;
    signal conf_border         :std_logic;
    signal conf_border_in      :std_logic;
    signal conf_border_out     :std_logic;
    signal rst_routing_in      :std_logic;
    signal usbdata_pin         :unsigned( 7 downto 0);    -- collision tester
    signal data_pin            :unsigned(31 downto 0);    -- collision tester
    signal waiting             :integer := 100;
    file   usbfile             :text open read_mode is data_file;
begin
    i_poe: poe port map (
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        clk                 => clk1               ,
        rst                 => rst                ,
        addr                => addr               ,
        data                => data               ,
        dataOe              => dataOe             ,
        usbData             => usbData            ,
        usbNrxf             => usbNrxf            ,
        usbNtxe             => usbNtxe            ,
        usbWr               => usbWr              ,
        usbNrd              => usbNrd             ,
        ramAdr              => ramAdr             ,
        ramDqmb             => ramDqmb            ,
        ramNsel             => ramNsel            ,
        ramcke              => ramcke             ,
        ramNwe              => ramNwe             ,
        ramNcas             => ramNcas            ,
        ramNras             => ramNras            ,
        romNce              => romNce             ,
        romNoe              => romNoe             ,
        romNwe              => romNwe             ,
        poeRst              => poeRst             ,
        poeClk              => poeClk             ,
        poeMaster           => poeMaster          ,
        poeSpeed            => poeSpeed           ,
        poeAckInt           => poeAckInt          ,
        poeRstmol           => poeRstmol          ,
        poeInt              => poeInt             ,
        poeStall            => poeStall           ,
        poeBootDone         => poeBootDone        ,
        poeBoot             => poeBoot            ,
        poeRwBoot           => poeRwBoot          ,
        poeOeRom            => poeOeRom           ,
        poeOeRam            => poeOeRam           ,
        poeRw               => poeRw              ,
        poeOeRomBoot        => poeOeRomBoot       ,
        orgBordEn           => orgBordEn          ,
        orgBordData         => orgBordData        ,
        orgClk              => orgClk             ,
        yin                 => yin1               ,
        rst_rout            => rst_rout           ,
        up_clk              => up_clk             ,
        sel                 => sel                ,
        write               => write              ,
        ready_o             => ready_o            ,
        ready_i             => ready_i
    );
    i_poetic_interface: poetic_interface port map (
        clk                 => clk2               ,
        reset               => reset              ,
        hreset              => hreset             ,
        stall               => stall              ,
        master              => master             ,
        extint              => extint             ,
        extint0             => extint0            ,
        sahb_data           => sahb_data          ,
        sahbi_haddr         => sahbi_haddr        ,
        sahbi_hready        => sahbi_hready       ,
        sahbi_hwrite        => sahbi_hwrite       ,
        sahbi_hsel          => sahbi_hsel         ,
        sahbo_hready        => sahbo_hready       ,
        ackint              => ackint             ,
        Xin                 => Xin                ,
        Yin                 => Yin2               ,
        Xout                => Xout               ,
        Yout                => Yout               ,
        oe_rom              => oe_rom             ,
        oe_ram              => oe_ram             ,
        write_not_read      => write_not_read     ,
        ALE                 => ALE                ,
        oe_ram_boot         => oe_ram_boot        ,
        read_not_write_boot => read_not_write_boot,
        boot                => boot               ,
        bootdone            => bootdone           ,
        com_pad             => com_pad            ,
        clk_ext_intn        => clk_ext_intn       ,
        clk_organic_in      => clk_organic_in     ,
        clk_organic_out     => clk_organic_out    ,
        conf_border         => conf_border        ,
        conf_border_in      => conf_border_in     ,
        conf_border_out     => conf_border_out    ,
        rst_routing_in      => rst_routing_in
    );
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    rst                 <= '1','0' after 24*period  ;
    poeAckInt           <= ackint                   ;
    poeBootDone         <= bootdone                 ;
    poeRwBoot           <= read_not_write_boot      ;
    poeOeRom            <= oe_rom                   ;
    poeOeRam            <= oe_ram                   ;
    poeRw               <= write_not_read           ;
    poeOeRomBoot        <= oe_ram_boot              ;
    ready_i             <= sahbo_hready             ;
    clk2                <= up_clk                   ;
    reset               <= poeRst or poeRstmol      ;
    hreset              <= poeRst                   ;
    stall               <= poeStall                 ;
    master              <= poeMaster                ;
    extint              <= poeInt                   ;
    extint0             <= '0'                      ;
    sahb_data           <= conv_std_logic_vector(data);
    sahbi_haddr         <= conv_std_logic_vector(addr);
    sahbi_hready        <= ready_o                  ;
    sahbi_hwrite        <= write                    ;
    sahbi_hsel          <= sel                      ;
    Xin                 <= '0'                      ;
    Yin2                <= yin1                     ;
    boot                <= poeBoot                  ;
    com_pad             <=(others=>'Z')             ;
    clk_ext_intn        <= '1'                      ;
    clk_organic_in      <= orgClk                   ;
    conf_border         <= orgBordEn                ;
    conf_border_in      <= orgBordData              ;
    rst_routing_in      <= rst_rout                 ;
    process
    begin
        -- while waiting/=0 loop
        loop
            clk1 <= '0','1' after period/2;
            wait for period;
        end loop;
        wait;
    end process;
    process
        variable speed :time;
    begin
        -- while waiting/=0 loop
        loop
            if poeSpeed='1' then
                speed := 100 ns;
            else
                speed := 30303 ps;
            end if;
            poeClk <= '1','0' after speed/2;
            wait for speed;
        end loop;
        wait;
    end process;
-- usb bus
    process(usbdata_pin,usbdata)
    begin
        for i in usbdata'range loop
            assert usbdata_pin(i)='Z' or usbdata_pin(i)=usbdata(i) report "usbdata bus collison" severity failure;
        end loop;
    end process;
    process(rst,usbwr)
    begin
        if rst='1' then
            usbntxe <='0';
        elsif usbwr'event and usbwr='0' then
            usbntxe <='1' after 25 ns,'0' after 105 ns;
        end if;
    end process;
    process(rst,usbnrd)
        constant message :string := "Format: C:XXXXXXXXXXXXXXXX or D:XXXXXXXX";
        variable i :integer range 0 to 7;
        variable l: line;
        variable is_cmd :character;
        variable dp :character;
        variable is_ok :boolean;
        variable db2 :string(2 downto 1);
        variable db4 :string(4 downto 1);
        variable db8 :string(8 downto 1);
        variable d :unsigned(7 downto 0);
        variable addr :unsigned(31 downto 0);
        variable count :unsigned(15 downto 0);
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        variable linenum :integer := 0;
    begin
        if i=0 and endfile(usbfile) then
            usbdata_pin <= (others=>'Z') after 50 ns;
            usbdata     <= (others=>'Z') after 50 ns;
            waiting <= waiting - 1;
        else
            if rst='1' then
                usbnrxf<='0';
                i:=0;
            elsif usbnrd'event then
                if usbnrd='1' then
                    usbdata_pin <=(others=>'Z');
                    usbdata     <=(others=>'Z');
                    usbnrxf<='1' after 25 ns, '0' after 105 ns;
                else
                    if i=0 then
                        linenum := linenum + 1;
                        std.textio.write(l,linenum);
                        writeline(output,l);
                        readline(usbfile,l);
                        read(l,is_cmd,is_ok);
                        assert is_ok and (is_cmd='C' or is_cmd='D') report message severity failure;
                        read(l,dp,is_ok);
                        assert dp=':' and is_ok report message severity failure;
                        if is_cmd='C' then
                            read(l,db2,is_ok);
                            assert is_ok report message severity failure;
                            d := to_unsigned(db2);
                        else
                            read(l,db8,is_ok);
                            assert is_ok report message severity failure;
                            addr := to_unsigned(db8);
                            d := addr(7 downto 0);
                        end if;
                        usbdata_pin <= d after 50 ns;
                        usbdata     <= d after 50 ns;
                        i:=i+1;
                    else
                        if is_cmd='C' then
                            if i=7 then
                                read(l,db2,is_ok);
                                assert is_ok report message severity failure;
                                d := to_unsigned(db2);
                                usbdata_pin <= d after 50 ns;
                                usbdata     <= d after 50 ns;
                                i:=0;
                            else
                                if i=1 then
                                    read(l,db8,is_ok);
                                    assert is_ok report message severity failure;
                                    addr := to_unsigned(db8);
                                    d := addr(7 downto 0);
                                elsif i<5 then
                                    d := addr(8*(i-1)+7 downto 8*(i-1));
                                elsif i=5 then
                                    read(l,db4,is_ok);
                                    assert is_ok report message severity failure;
                                    count := to_unsigned(db4);
                                    d := count(7 downto 0);
                                elsif i=6 then
                                    d := count(15 downto 8);
                                end if;
                                usbdata_pin <= d after 50 ns;
                                usbdata     <= d after 50 ns;
                                i:=i+1;
                            end if;
                        else
                            d := addr(8*i+7 downto 8*i);
                            usbdata_pin <= d after 50 ns;
                            usbdata     <= d after 50 ns;
                            if i=3 then
                                i:=0;
                            else
                                i:=i+1;
                            end if;
                        end if;
                    end if;
                end if;
            end if;
        end if;
    end process;
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-- AMBA bus
    process(rst,romnce,romnoe,romnwe,ramnsel,ramnwe)
        variable data_var :unsigned (31 downto 0);
    begin
        if rst='1' then
            data_var    :=(others=>'Z');
            data        <=data_var;
            data_pin    <=data_var;
        elsif romnce/="11" and romnoe='0' then
            data_var    :=x"00800080";
            data        <=data_var after 100 ns;
            data_pin    <=data_var after 100 ns;
        elsif romnce/="11" and romnwe='0' then
            data_var    :=(others=>'Z');
            data        <=data_var after 5 ns;
            data_pin    <=data_var after 5 ns;
        elsif ramnsel/="11111111" and ramnwe='1' and ramnras/=ramncas then
            data_var    :=x"00900090";
            data        <=data_var after 10 ns;
            data_pin    <=data_var after 10 ns;
        else
            data_var    :=(others=>'Z');
            data        <=data_var;
            data_pin    <=data_var;
        end if;




* SPICE3 file created from conf_bit.ext - technology: scmos8m
Rgnd 0 gnd 0
.MODEL nfet NMOS (LEVEL   = 3)
.MODEL pfet PMOS (LEVEL   = 3)
M1000 nsmode smode gnd gnd nfet w=7.2u l=3.15u ad=100.683p pd=53.19u as=804.695p ps=384.93u
M1001 in nsmode pin gnd nfet w=7.2u l=3.15u ad=194.4p pd=97.2u as=64.8p ps=23.58u
M1002 in smode sin gnd nfet w=7.2u l=3.15u ad=0p pd=0u as=108.945p ps=57.96u
M1003 d0 ck in gnd nfet w=7.2u l=3.15u ad=64.8p pd=32.4u as=0p ps=0u
M1004 d1 d0 gnd gnd nfet w=7.2u l=3.15u ad=129.6p pd=57.6u as=0p ps=0u
M1005 d2 nck d1 gnd nfet w=7.2u l=3.15u ad=64.8p pd=32.4u as=0p ps=0u
M1006 sout d2 gnd gnd nfet w=7.2u l=3.15u ad=64.8p pd=32.4u as=0p ps=0u
M1007 nsout sout gnd gnd nfet w=7.2u l=3.15u ad=64.8p pd=32.4u as=0p ps=0u
M1008 nsmode smode vdd Vdd pfet w=10.8u l=3.15u ad=149.04p pd=68.4u as=1283.6p ps=518.49u
M1009 in smode pin Vdd pfet w=7.2u l=3.15u ad=217.85p pd=107.82u as=64.7312p ps=30.69u
M1010 in nsmode sin Vdd pfet w=7.2u l=3.15u ad=0p pd=0u as=116.64p ps=61.2u
M1011 d0 d1 vdd Vdd pfet w=9u l=12.6u ad=114.048p pd=52.38u as=0p ps=0u
M1012 d1 d0 vdd Vdd pfet w=10.8u l=3.15u ad=130.248p pd=55.98u as=0p ps=0u
M1013 d2 sout vdd Vdd pfet w=9u l=12.6u ad=114.048p pd=52.38u as=0p ps=0u
M1014 sout d2 vdd Vdd pfet w=10.8u l=3.15u ad=149.04p pd=68.4u as=0p ps=0u
M1015 nsout sout vdd Vdd pfet w=10.8u l=3.15u ad=142.115p pd=62.64u as=0p ps=0u
M1016 nclk clk vdd Vdd pfet w=10.8u l=3.15u ad=110.646p pd=50.58u as=0p ps=0u
M1017 vdd nwe_p enable Vdd pfet w=10.8u l=3.15u ad=0p pd=0u as=97.038p ps=39.6u
M1018 nwe_p we_p vdd Vdd pfet w=10.8u l=3.15u ad=97.2p pd=32.4u as=0p ps=0u
M1019 vdd enable ck Vdd pfet w=10.8u l=3.15u ad=0p pd=0u as=298.08p ps=136.8u
M1020 ck clk vdd Vdd pfet w=10.8u l=3.15u ad=0p pd=0u as=0p ps=0u
M1021 nck ck vdd Vdd pfet w=10.8u l=3.15u ad=149.04p pd=68.4u as=0p ps=0u
M1022 pout nsout vdd Vdd pfet w=10.8u l=3.15u ad=116.64p pd=43.2u as=0p ps=0u
M1023 vdd nsout pout Vdd pfet w=10.8u l=3.15u ad=0p pd=0u as=0p ps=0u
M1024 wen nclk we_p gnd nfet w=7.2u l=3.15u ad=64.8p pd=32.4u as=233.28p ps=122.4u
M1025 we_p clk enable gnd nfet w=7.2u l=3.15u ad=0p pd=0u as=285.12p ps=151.2u
M1026 nclk clk gnd gnd nfet w=7.2u l=3.15u ad=116.64p pd=61.2u as=0p ps=0u
M1027 gnd nwe_p enable gnd nfet w=7.2u l=3.15u ad=0p pd=0u as=0p ps=0u
M1028 nwe_p we_p gnd gnd nfet w=7.2u l=3.15u ad=91.368p pd=43.47u as=0p ps=0u
M1029 porta enable gnd gnd nfet w=7.2u l=3.15u ad=77.76p pd=36u as=0p ps=0u
M1030 ck clk porta gnd nfet w=7.2u l=3.15u ad=116.64p pd=61.2u as=0p ps=0u
M1031 nck ck gnd gnd nfet w=7.2u l=3.15u ad=116.64p pd=61.2u as=0p ps=0u
M1032 pout nsout gnd gnd nfet w=7.2u l=3.15u ad=77.76p pd=36u as=0p ps=0u
M1033 gnd nsout pout gnd nfet w=7.2u l=3.15u ad=0p pd=0u as=0p ps=0u
C0 we_p enable 10.8fF
C1 in nsmode 4.1fF
C2 vdd sout 2.9fF
C3 clk wen 5.6fF
C4 sout nck 4.0fF
C5 smode in 10.2fF
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C6 clk enable 13.5fF
C7 vdd inutil2 31.1fF
C8 vdd smode 4.1fF
C9 pout nsout 3.3fF
C10 d1 ck 12.6fF
C11 nck inutil2 4.0fF
C12 vdd inutil1 86.4fF
C13 clk nclk 4.6fF
C14 d1 inutil2 4.4fF
C15 nck inutil1 4.0fF
C16 clk ck 5.4fF
C17 d2 nck 3.3fF
C18 nsout inutil2 3.0fF
C19 clk sout 5.5fF
C20 we_p nwe_p 5.0fF
C21 nsout inutil1 3.2fF
C22 clk inutil2 4.8fF
C23 enable ck 5.3fF
C24 wen nsmode 4.2fF
C25 clk nwe_p 5.8fF
C26 d1 d0 8.0fF
C27 wen inutil2 4.8fF
C28 smode sin 4.6fF
C29 wen smode 3.9fF
C30 clk inutil1 6.2fF
C31 vdd nck 3.5fF
C32 wen inutil1 4.8fF
C33 nwe_p enable 14.0fF
C34 we_p vdd 4.4fF
C35 wen pin 6.3fF
C36 vdd nsout 4.2fF
C37 nck d1 2.0fF
C38 ck inutil2 4.0fF
C39 sout inutil2 9.9fF
C40 in sin 3.3fF
C41 clk vdd 6.5fF
C42 nsmode inutil2 9.9fF
C43 smode nsmode 10.3fF
C44 ck inutil1 4.7fF
C45 sout inutil1 4.0fF
C46 clk nck 5.7fF
C47 d2 sout 8.0fF
C48 smode inutil2 7.4fF
C49 ck d0 4.0fF
C50 clk d1 2.4fF
C51 smode inutil1 4.8fF
C52 clk porta 2.8fF
C53 ck in 2.0fF
C54 smode pin 5.3fF
C55 inutil1 gnd 36.4fF
C56 inutil2 gnd 45.8fF
C57 pin gnd 4.5fF
C58 nsmode gnd 77.2fF
C59 sin gnd 10.4fF
C60 in gnd 20.8fF
C61 d0 gnd 21.4fF
C62 ck gnd 69.1fF
C63 d1 gnd 35.1fF
C64 d2 gnd 21.7fF
C65 nck gnd 46.4fF
C66 sout gnd 122.3fF
C67 nsout gnd 62.8fF
C68 smode gnd 86.8fF
C69 vdd gnd 95.4fF
C70 nclk gnd 13.6fF
C71 enable gnd 46.1fF
C72 nwe_p gnd 24.0fF
C73 pout gnd 6.4fF
C74 wen gnd 10.4fF
C75 we_p gnd 39.3fF





Vcd vdd gnd DC 3.3
Vck clk gnd PULSE(3.3 0 0 {rise} {fall} {per/2} {per})
Vda pin gnd pwl(0 0 {2*per} 0 {2*per+rise} 3.3 {3*per} 3.3 {3*per+fall} 0)
Vwe wen gnd pwl(0 0 {2*per} 0 {2*per+rise} 3.3 {3*per} 3.3 {3*per+fall} 0)
rsin sin 0 1
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rsmode smode 0 1
.tran {per/10000} {60*per} 0 {per/10000}
.end
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