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ОБЩАЯ ХАРАКТЕРИСТИКА РАБОТЫ 
Актуальность работы. В современной индустрии программного 
обеспечения огромное внимание уделяется процессу разработки, который 
сформировал в последние десятилетия самостоятельную область знаний 
«Программная инженерия». На сегодняшний день нет устоявшихся принципов 
организации процесса разработки, многие организации пропагандируют 
собственные методы и процессы программной инженерии (SWEBOK, CMMI, 
MSF, MDA, RUP и т.д.). В тоже время большинство методологий оценивает 
качество организации процесса разработки по качеству программного 
продукта. Для этого применяются методы инспектирования программного 
обеспечения, широко представленные в литературе: аттестация, аудит, 
валидация, верификация, рецензирование, тестирование, экспертиза. 
В работах Б. Боэма, Р. Фатрелла, Э. Брауде, Л. Локвуда, Д. Шафера 
убедительно показано, что успешная разработка программного обеспечения 
зависит не только от получения удачного программного продукта, но также от 
получения удачных процессов разработки программных систем. Существуют 
методы, которые косвенным образом дают возможность оценить качество 
организации процессов. Как правило, эти методы привязаны лишь к некоторым 
дисциплинам программной инженерии и носят декларативный характер. 
Современный уровень формализации методов программной инженерии 
создает все предпосылки для разработки формальных методов 
инспектирования качества организации процесса разработки программного 
обеспечения. 
Целью работы является повышение качества программной инженерии 
путем формализации верификации процесса командной разработки проектов. 
Для достижения поставленной цели определены следующие задачи 
исследования: 
1) модификация модели процесса разработки для обеспечения 
возможности проверки корректности организации процессов 
программной инженерии; 
2) создание метода инспектирования процесса разработки программного 
обеспечения и построение математической модели, формализующей 
этот метод; 
3) разработка комплекса программ поддержки процесса создания 
программного обеспечения в команде, который позволит проводить 
оценку организации этого процесса; 
4) проведение испытания программного комплекса, с целью проверки 
адекватности разработанных методов и моделей. 
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Методы исследований. При решении поставленных задач 
использовались эффективные математические методы теории формальных 
языков и автоматов, алгебры темпоральной логики, теории компиляторов, 
теории графов. 
Достоверность и обоснованность результатов подтверждается 
использованием и применением опробованных методов проектирования и 
разработки информационных систем, унифицированного языка моделирования, 
архитектуры, управляемой моделями, а также вычислительным экспериментом, 
подтвердившим адекватность предложенного метода верификации и 
математических моделей, реализующих его. 
На защиту выносятся: 
1) модифицированная метамодель процесса разработки программного 
обеспечения, формализующая семантические отношения артефактов 
проекта; 
2) метод верификации процесса разработки программного обеспечения, 
основанный на проверке выполнения правил семантических 
отношений между артефактами проекта; 
3) математическая модель верификации процесса разработки; 
4) архитектурное решение проверки правил взаимосвязи между 
рабочими продуктами проекта, на основе оценки исполнения правил, 
описанных формальным языком fOCL; 
5) комплекс программ поддержки процессов разработки программного 
обеспечения, реализующий предложенный метод верификации. 
Научная новизна работы заключается в следующем: 
1) модифицирована метамодель процесса инжиниринга программного 
обеспечения, которая дает возможность реализовать верификацию 
процесса за счет идентификации отношений между артефактами 
разработки; 
2) разработан метод верификации процесса создания программного 
обеспечения, основанный на выявлении пути в модели Крипке с 
помощью алгебры темпоральной логики, что дает возможность 
отобразить динамику процесса в пространстве артефактов; 
3) обосновано архитектурное решение проверки семантических 
отношений артефактов проекта путем оценки выполнения правил, 
записанных в грамматике формального языка ограничений. 
Практическая значимость работы: 
1) разработан компилятор языка fOCL, который позволяет выявить 
синтаксические и семантические ошибки при написании правил 
взаимодействия рабочих продуктов. Интеграция скомпилированного 
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правила дает возможность выполнять проверку артефактов в 
однозначных проектах без модификации самого правила; 
2) создан программный комплекс, организация которого впервые 
охватывает все уровни архитектуры моделирования Object 
Management Group (OMG), позволяющий выполнить верификацию 
процесса командной разработки проектов; 
3) модифицирован унифицированный процесс разработки программного 
обеспечения для небольших проектных групп, который включает 
предложенный метод верификации процесса создания программного 
обеспечения. 
Реализация и внедрение результатов работы. Комплекс программ 
опробован в курсе «Проектирование информационных систем» при подготовке 
студентов по специальности 080801.65 «Прикладная информатика в 
экономике», что подтверждается соответствующим актом внедрения, 
выданным Тюменским государственным университетом. Модифицированный 
унифицированный процесс для небольших проектных групп внедрен в виде 
методического пособия по предмету «Проектирование информационных 
систем», на которое получен гриф УМО для специальности «Прикладная 
информатика (по областям)». 
Апробация работы. Основные результаты диссертационной работы 
были представлены на следующих научных конференциях: Всероссийская 
научная конференция молодых ученых «Наука. Технологии. Инновации» 
(Россия, Новосибирск, декабрь 2006); Межвузовская научно-практическая 
конференция студентов, аспирантов и молодых ученых «Безопасность 
информационного пространства» (Россия, Тюмень, ноябрь 2007); 
Всероссийская научно-практическая конференция с международным участием 
«Дистанционные образовательные технологии: опыт применения и 
перспективы развития» (Россия, Тюмень, февраль 2008); Научно-практическая 
конференция молодых ученых «Современные проблемы математического и 
информационного моделирования. Перспективы разработки и внедрения 
инновационных IT-решений» (Россия, Тюмень, май 2008); Научно-
методические семинары кафедры информационных систем Тюменского 
государственного университета (2005-2009 гг.). 
Публикации. Основное содержание работы отражено в 13 публикациях, 
из которых 3 свидетельства о государственной регистрации программы для 
ЭВМ и 1 статья, опубликованная в журнале из списка ВАК. 
Структура и объем работы. Диссертация состоит из введения, пяти глав, 
заключения и списка литературы. Объем диссертации составляет 119 страниц, 
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содержит 34 рисунка, 3 приложения. В библиографии представлено 113 
наименований работ российских и зарубежных авторов. 
ОСНОВНОЕ СОДЕРЖАНИЕ РАБОТЫ 
Во введении отражена актуальность темы, определены цели 
исследования, отмечены научная новизна и практическая значимость работы. 
В первой главе диссертационной работы проводился анализ различных 
методологий программной инженерии. Рассматривались методологии, 
поддерживающие объектно-ориентированную парадигму разработки. Наиболее 
перспективными из современных методов программной инженерии признаны 
agile –методы, основной целью которых является результат разработки, т.е. 
программный код и необходимая документация. К ним относятся такие 
методологии как RUP, XP, SCRUM, DSDM, OpenUP, Agile и т.д. Большая часть 
перечисленных методов поддерживает концепцию архитектуры управляемую 
моделями, разрабатываемую и поддерживаемую консорциумом OMG, членами 
которой являются все ведущие компании-разработчики программных 
продуктов. Четырехуровневая модель Model-Driven Architecture (MDA) была 
выбрана контекстной основой проводимого исследования. 
Рассмотрены различные методы инспектирования, применяемые в 
программной инженерии: аудит, тестирование, верификация, валидация 
аттестация, рецензирование и экспертиза. Показано, что эти методы 
преимущественно используются при проверке программных продуктов и 
документов. Для реализации инспектирования процесса разработки был выбран 
метод верификации, так как он дает возможность оценить, как, получаемый в 
рамках некоторой деятельности, продукт удовлетворяет спецификациям, 
заданным в процессе предыдущей деятельности. Кроме того, верификация 
может начинаться на ранних стадиях процесса разработки. 
Проведен анализ обязанностей, которые выполняет каждый уровень 
MDA. Показано, что на уровне М2, который реализует возможность описания 
метамодели контекста разработки на метаязыке, формализованного уровнем 
М3, не определена семантическая связь между артефактами. Такая организация 
метамодели М2, с одной стороны, дает возможность более гибко реализовать 
модели процессов уровня М1, но, с другой стороны, требует выполнить 
описание семантических связей в процессе конкретизации модели разработки. 
Тем самым ограничивается возможность применения метода верификации в 
программной инженерии. 
Рассмотрены возможности программных комплексов с точки зрения 
современного состояния и проблем в решении задач верификации и 
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тестирования программного обеспечения. Проведен обзор более двадцати 
CASE-средств широко применяемых в современной программной инженерии. 
Процессы Software Engineering охватывают не только этапы разработки 
программного обеспечения, но и, в не меньшей степени, организацию процесса 
разработки. В тоже время, в CASE-средствах не ставится задача верификации 
процесса разработки, состоящая в определении правил и ограничений, 
накладываемых на отношения между артефактами, выполняемыми на 
различных стадиях и различными участниками разработки программных 
проектов. Некоторые CASE-средства определяют отношения между 
различными артефактами, однако, семантика отношений между ними 
определяется в соответствующих целях. Это дает возможность использовать 
такие средства в качестве прототипа программного комплекса реализующего 
верификацию процессов программной инженерии. 
Вторая глава посвящена разработке метода верификации процесса 
создания программного обеспечения, а также формализации полученного 
метода в виде математической модели. 
В соответствии с четырехуровневой архитектурой моделирования OMG, 
для обеспечения возможности верификации всех процессов необходимо 
реализовать поддержку инспектирования на уровне М2, определяющем 
метамодель Software Process Engineering Model (SPEM). 
Утверждение 1. Верификация процесса разработки осуществима при 
определении отношений между артефактами. 
Каждый результат, полученный в процессе разработки программного 
обеспечения (артефакт, рабочий продукт), должен основываться на 
предыдущих результатах, или использоваться для создания других рабочих 
продуктов. Таким образом, необходимо формализовать семантические 
отношения между артефактами, что даст возможность верифицировать модель 
проекта, за счет проверки семантических отношений. Утверждение доказано. 
Реализация семантических отношений между артефактами представляет 
математическую модель процесса разработки в следующем виде: 
𝑃𝑀 = (𝑀𝐸, 𝐶, 𝑂, 𝐴𝑆, 𝑊𝑃𝐾, 𝑊𝐷, 𝑆, 𝑃𝑃, 𝑃𝑅, 𝐴, 𝑊𝑃, 𝐸, 𝐷, 𝐴𝐸), (1) 
где 𝑀𝐸 – множество проектируемых элементов, 𝐶 – множество 
классификаторов, 𝑂 – множество операций, 𝐴𝑆 – множество состояний 
действия, 𝑊𝑃𝐾 ⊂ 𝑀𝐸 – набор видов артефактов,  𝑊𝐷 ⊂ 𝑂 – определение 
работы, 𝑆 ⊂ 𝐴𝑆 – множество шагов, 𝑃𝑃 =  (𝑝𝑝, 𝑤𝑑)  𝑝𝑝 =∪ 𝑤𝑑𝑖 , где 𝑖 = 1. . 𝑛       и 
𝑃𝑃 ⊂ 𝐶 – множество исполнителей процесса, 𝑃𝑅 ⊂ 𝑃𝑃 – набор ролей, 𝐴 ⊂
𝑊𝐷 =  (𝑎, 𝑝𝑟)  𝑎 =∪ 𝑠𝑖 , где 𝑖 = 0. . 𝑛       – набор деятельностей, 𝑊𝑃 =
 (𝑤𝑝𝑘𝑖 , 𝑝𝑟𝑗 , 𝑏)  𝑖 = 1,  𝑗 = 0. .1       – множество артефактов процесса, 𝑤𝑝: 
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𝑒 =∪ 𝑤𝑝, 𝑤𝑝 ∈ 𝑊𝑃 – набор атомарных артефактов, 𝑒 ∈ 𝐸 – множество 
классификаторов, 𝐷 – отношение, 𝐴𝐸 = {(𝑤𝑝𝑖 ,∪ 𝑑𝑗 )| 𝑖 = 2, 𝑑 ∈ 𝐷} – 
определение направленных отношений. 
Последние 3 параметра модифицированной метамодели реализуют 
семантические отношения между рабочими продуктами процесса разработки. 
Утверждение 2. Оценка корректности рабочего продукта, должна 
включать результат проверки правильности его разработки, что требует 
формирования системы формальных правил оценки процесса разработки. 
В модели (1) каждый рабочий продукт связан со следующим некоторым 
отношением, проверка корректности артефакта осуществима за счет проверки 
семантических отношений, их связывающих, посредством формализации 
правил проверки отношений, формирующих систему правил для всего 
процесса. Утверждение доказано. 
Утверждение 3. Динамическая модель процесса разработки 
программного продукта, включающая оценку корректности артефакта, может 
быть представлена в виде модели Крипке. 
Модель Крипке формализует поведение динамической системы за счет 
определения множества состояний системы и переходов между этими 
состояниями. Каждое состояние модели помечается набором свойств, 
характеризующих данное состояние. При проверке каждого рабочего продукта, 
ему должна быть сопоставлена одна из оценок домена меток 𝐵 = {−1, 0, 1}, где 
-1 означает несоблюдение критичного правила, 0 – рекомендательного, а 1 – 
успешное выполнение любого правила. Состоянием проекта по разработке 
программного обеспечения будет являться набор артефактов состояния с 
сопоставленными оценками: 𝑠: 𝑊𝑃 → 𝐷, 𝑠 ∈ 𝑆, где 𝑆 – множество всех 
состояний проекта. 
Таким образом, модель реализации процесса разработки имеет 
следующий вид модели Крипке: 
𝑉 = (𝑆, 𝑆0, 𝑅, 𝑇), (2) 
где 𝑆 – множество состояний процесса разработки; 𝑆0 ⊆ 𝑆 – начальное 
состояние; 𝑅 ⊆ 𝑆 ×  𝑆 – отношение переходов для всевозможных состояний, 
т.е. для каждого состояния 𝑠 ∈ 𝑆 должно существовать такое состояние 𝑠′ ∈ 𝑆, 
что имеет место 𝑅(𝑠, 𝑠′); 𝑇: 𝑆 →  2𝑉𝑅  – функция интерпретации состояния 
системы как набора оценок артефактов 𝑉𝑅. Утверждение доказано. 
Для оценки состояния процесса разработки нужно оценить путь 
достижения этого состояния. Данный путь может содержать изменение 
нескольких артефактов. Процедура верификации заключается в проверке 
правильности разработки артефактов, таким образом, осуществляется оценка 
корректности пути осуществления проектной деятельности. 
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Утверждение 4. Результатом верификации процесса разработки является 
оценка темпорального отношения на модели Крипке. 
Семантика темпоральной формулы на модели (2) соответствует 
следующему отношению: 
⊨:  𝑉 × 𝑆 × 𝐹𝑜𝑟𝑚𝑢𝑙𝑎 → {𝑇𝑟𝑢𝑒, 𝐹𝑎𝑙𝑠𝑒}, (3) 
где 𝐹𝑜𝑟𝑚𝑢𝑙𝑎 определяет корректность пути за счет оценки пути 
темпоральной формулой вида 𝐸𝐺. Таким образом, результатом проверки 
формулы является однозначная идентификация допустимости пути. 
Утверждение доказано. 
Утверждение 5. Верификация осуществима за конечное количество 
итераций. 
Семантическое отношение для приведенной формулы будет определяться 
следующим образом: 
∃ 𝑠1 → 𝑠2 → ⋯  𝑠 = 𝑠1 ∀𝑖  ℳ, 𝑠𝑖 ⊨ 𝜙 . (4) 
Проверка одного правила корректности артефакта определяется в 
отдельный момент времени, для этого используется семантика чередования. 
Оценка каждого артефакта 𝑤𝑝𝑖
′  состояния определяется формулой 𝑤𝑝𝑖
′ =
𝑓𝑖(𝑊𝑃). Семантика чередования отражается в дизъюнкции вида: 
ℛ 𝑊𝑃, 𝑊𝑃′ ≡ ℛ0 𝑊𝑃, 𝑊𝑃
′ ∨ …∨ ℛ𝑛−1 𝑊𝑃, 𝑊𝑃
′ , (5) 
где: 
ℛ𝑖 𝑊𝑃, 𝑊𝑃
′ ≡  𝑤𝑝𝑖
′ ⇔ 𝑓𝑖 𝑤𝑝  ∧   𝑤𝑝𝑗
′ ⇔ 𝑤𝑝𝑗  𝑗≠𝑖 . (6) 
Процедура верификации представляет проверку темпоральной формулы 
посредством последовательной проверки корректности выполнения каждого 
артефакта. Реализация процедуры требует формирования модели Крипке для 
процесса разработки, дальнейшее ее преобразование в конечный автомат Мура, 
позволяющий сформировать отчет результатов верификации, а также конечный 
автомат, реализующий проверку темпоральной формулы, т.е. выполняется 
условие: 
 𝑉, 𝑠0  ⊨  𝜙, где 𝑠0 ∈ 𝑆. (7) 
Формирование возможных путей реализации процесса разработки 
программного обеспечения из текущего состояния позволяет построить модель 
Крипке, специфицирующую все последовательности изменения оценок 
артефактов, приводящие к следующему состоянию. 
Построение модели Крипке для процесса разработки: 
1) определяется перечень верифицируемых артефактов (атомарные 
высказывания, характеризующие состояния); 
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2) генерируются все возможные состояния процесса разработки в 
результате описания всех комбинаций оценок артефактов в результате 
проверки правил; 
3) устанавливаются переходы между каждой парой состояний, а также 
дуги для каждого состояния, указывающие на это состояние. 
Следующим этапом выполнения метода верификации выступает 
преобразование полученной модели Крипке в конечный автомат Мура, 
регистрирующий каждое изменение состояния автомата в выходной 
последовательности. Алгоритм преобразования состоит из следующих этапов: 
1) каждое состояние модели Крипке однозначно преобразуется в 
состояние автомата, причем каждое состояние автомата помечается 
как допускающее; 
2) каждая дуга  s, s′ ∈ R преобразуется в переход автомата  s, α, s′ , где 
α – атомарное изменение набора оценок артефактов состояния; 
3) формулируется выходной алфавит конечного автомата, каждый 
символ которого соответствует совокупности оценок артефактов 
соответствующего состояния; 
4) определяется функция выходов, отображающая каждое состояние 
автомата в символ выходного алфавита. 
Конечный автомат Мура, полученный посредством преобразования 
модели Крипке процесса разработки программного обеспечения имеет вид: 
𝑀 =   Σ, 𝑆, Δ, 𝑠0, 𝑆, 𝐺 , (8) 
где: 𝑆 – конечное множество состояний; 𝑠0 ∈ 𝑆 – начальное состояние; Σ – 
конечный входной алфавит; Δ ⊆ 𝑆 ×  Σ × 𝑆 – отношение переходов; 𝐺: 𝑆 →  𝑆 
– функция выходов. 
В работах Э.М. Кларка, О. Грамберга и Д. Пеледа показано, что модель 
Крипке однозначно представима конечным автоматом. 
Заключительным этапом процедуры верификации является проверка 
выполнения темпоральной формулы, задающей условия допустимого 
выполнения процесса разработки. Реализация данного этапа осуществляется 
конечным автоматом, включающим все предыдущие этапы, таким образом, 
формирующим математическую модель верификации. 
Математическая модель устройства, осуществляющего верификацию 
процесса разработки программного обеспечения за конечное число шагов, 
представляет собой конечный автомат, выполняющий последовательные 
переходы между состояниями процесса и оценивающий выполнение 
темпоральной формулы. 
Алгоритм работы автомата представляет следующую 
последовательность: 
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1) определение текущего состояния процесса разработки, т.е. выбор 
начального состояния конечного автомата Мура, соответствующего 
текущим оценкам набора артефактов. Для неопределенной оценки 
артефакта ставится оценка «-1», таким образом, первое состояние 
процесса будет представлено артефактами, оценка каждого из 
которых будет равной «-1»; 
2) осуществление перехода к следующему состоянию автомата Мура 
посредством проверки правила корректности артефакта, при этом 
регистрируется новый набор оценок артефактов текущего состояния, 
общая оценка состояния заносится в стек автомата; 
3) проверка допустимости оценки состояния: если оценка допустима, то 
она удаляется из стека. Данный этап повторяется для всех 
допустимых оценок последовательности состояний; 
4) проверка отсутствия элементов в стеке, что свидетельствует о 
выполнении темпоральной формулы, и, соответственно, о 
положительном исходе верификации. 
Таким образом, переход из первого состояния автомата во второе 
соответствует проверке первого состояния процесса, переходы второго 
состояния реализуют проверку правил, переход из второго состояния в третье 
проверяет допустимость последнего состояния, переход третьего состояния 
осуществляет последовательную проверку всех оценок стека, переход в 
четвертое состояние проверяет пустоту стека. Утверждение доказано. 
В третьей главе исследуется вопрос моделирования семантических 
отношений между артефактами проекта, создание языка fOCL, а также 
разработка компилятора языка описания правил верификации. 
Предложен метод оценки корректности разработки артефактов, 
включающий три этапа: 
1) определение семантических отношений артефактов процесса (уровень 
M1). Задается либо шаблоном разработки, либо определяется 
командой разработчиков перед выполнением каждой итерации; 
2) задание правил проверки семантических отношений (уровень M1). 
Определяются либо паттерном разработки, либо участником проекта в 
процессе создания артефакта; 
3) в процессе верификации для каждого заданного семантического 
отношения (уровень M0), осуществляется проверка выполнения 
правил для набора артефактов, реализованных на данной стадии 
проекта. 
Правило определяется кортежем: 
𝐶𝑅 = (𝑎𝑠, 𝑎𝑓, 𝑟𝑢𝑙𝑒, 𝑖𝑛𝑓𝑜, 𝑡𝑦𝑝𝑒), (9) 
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где 𝑎𝑠 ∈ 𝑊𝑅 – артефакт, являющийся исходным артефактом 
семантической связи с проверяемым артефактом, 𝑎𝑓 ∈ 𝑊𝑅 – оцениваемый 
артефакт, 𝑟𝑢𝑙𝑒 – запись инварианта отношения формальным языком, 𝑖𝑛𝑓𝑜 – 
описание подсказки, по избеганию нарушения данного правила, 𝑡𝑦𝑝𝑒 ∈
 критичное, рекомендательное  – тип правила. 
Алгоритм выставления оценки представлен следующей 
последовательностью действий: 
1) артефакту выставляется оценка «-1», 
2) осуществляется проверка инварианта для правила: 
a) если результат положительный, то оценка = «1»; 
b) если результат отрицательный: 
оценка =   
0, если 𝑡𝑦𝑝𝑒 = рекомендательное,
-1, если 𝑡𝑦𝑝𝑒 = критичное.
 . 
Для получения оценки артефакта разработан  язык formal Object 
Constraint Language (fOCL) описания правил выполнения семантического 
отношения, заданных в модели (1). За основу взят язык Object Constraint 
Language (OCL), реализующий всю декларативную мощность записи 
ограничений (в формате инвариантов) на классы (объекты). Формализация 
правил, декларированных в OCL, дало возможность выполнять верификацию 
артефактов, поддерживающих объектную модель разработки в автоматическом 
режиме. Дополнительно реализована возможность записи инвариантов для 
классификаторов, таким образом, расширена грамматика языка. 
Преобразование исходного текста правила на языке fOCL в исполняемый 
код обеспечивается посредством компиляции. Работа компилятора реализуется 
в 4 этапа: лексический анализ, синтаксический анализ, семантический анализ, 
генерация целевого кода. 
На вход компилятора подается правило, записанное на языке fOCL. На 
этапе лексического анализа осуществляется проверка текста правила на 
соответствие формальной грамматике языка. Для выполнения синтаксического 
анализа компилятор подгружает шаблоны артефактов и классификаторов, 
которые используются в описании правила. Классификаторы, представляющие 
как документы, так и модель в нотации UML, представлены в стандарте XML 
metadata interchange (XMI, консорциум OMG). На семантическом этапе 
проводится сопоставление конструкций выражения элементам модели 
артефакта, проверка типов и действительных ассоциаций, используемых 
классификаторов. Результатом работы компилятора является готовый набор 
инструкций, записанных исполняемым кодом, соответствующим исходному 
тексту выражения языка fOCL. 
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При оценке корректности разработки артефакта, для каждого правила 
выполняется скомпилированная программа. При ее выполнении используются 
разработанные рабочие продукты в соответствии с инструкциями, описанными 
в правиле. Результат используется в модели (6).  
Четвертая глава посвящена разработке архитектурного решения и 
практике создания комплекса программ поддержки реализации процессов 
программной инженерии. 
Четырехуровневая архитектура моделирования консорциума OMG 
реализует концепцию модельно-ориентированного подхода MDA к разработке 
программного обеспечения. Компонентная организация архитектурного 
решения программного комплекса соответствует технологии MDA, где каждая 
подсистема реализует обязанности, закрепленные за уровнями модели OMG. 
Уровень M2 модели OMG обеспечивается подсистемой «Разработка 
процессов программной инженерии», которая реализует инструментарий, 
формирующий модифицированную модель SPEM (1). Сформированный 
процесс, передается в другие подсистемы в виде набора структурированных 
XML-файлов, каждый из которых представляет отдельный метод процесса. 
Подсистема предоставляет обеспечивающий интерфейс работы с этими 
файлами. 
Уровень M1 обеспечивается подсистемой «Среда верификации 
процесса», которая предоставляет инструмент для создания правил и 
выполнения оценки корректности артефактов в соответствии с разработанным 
методом верификации, представленным конечным автоматом (8). Подсистема 
дает возможность конкретизировать модель, созданную на уровне M2 путем 
редактирования  семантических отношений и правил. Компонент разработки 
правил подсистемы «Среда верификации процесса» позволяет описать 
инварианты для всех семантических отношений, заданных моделью (1), в 
формальной грамматике fOCL. В этой же подсистеме реализуется компилятор, 
описанный в главе 3. 
Для выполнения конкретного проекта по разработке программного 
обеспечения (уровень M0 модели OMG), используется подсистема «Реализация 
проекта», предоставляющая единый контекст выполнения методов процесса 
программной инженерии. Подсистема предоставляет интерфейс загрузки 
артефактов для каждой работы, выполняемой в проекте (1). Импортируемый 
артефакт должен быть описан в соответствии с XMI-спецификацией. 
Преобразование рабочих продуктов проекта в формат XMI выполняется 
компонентом «Конвертация артефактов». Подсистема «Реализация проекта» 
представляет результаты верификации исполняемого процесса.  
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В пятой главе описывается проведение вычислительного эксперимента, 
позволяющего оценить функциональные возможности программного 
комплекса и адекватность математических моделей, реализующих 
предложенный метод верификации. 
Для проведения эксперимента была разработана модификация Rational 
Unified Process (RUP), включающая изменения, ориентированные на 
небольшую команду разработчиков. Учитывается возможность использования 
данной модификации в учебных проектах. В ходе решения задачи по 
разработке проекта информационной системы, группа из 3 человек должна 
выполнить работу в двух фазах RUP: «Начало», «Исследование». Каждым 
участником, в ходе реализации проекта, выполнялись различные ролевые 
задачи. 
Для решения задачи эксперимента определен минимальный набор 
артефактов, являющихся значимыми результатами в контексте учебных 
проектов. Данный набор представлен артефактами: модель бизнес-прецедентов, 
модель бизнес-анализа, документ «Видение», модель прецедентов, 
дополнительные спецификации, диаграмма деятельности, модель 
проектирования, диаграмма последовательности. Для данного набора 
артефактов определены правила, задающие их семантические отношения, 
которые позволяют выявить не только ошибки в разрабатываемых рабочих 
продуктах, но и дают возможность контролировать корректность выполнения 
процесса. 
В ходе проведения эксперимента было выполнено 16 проектов. 
Реализация каждого проекта была разделена во времени на 8 этапов. Каждый 
нечетный этап заключался в разработке конкретного набора артефактов. После 
каждого этапа осуществлялся поиск и учет ошибок, которые могли быть 
допущены в разработанных рабочих продуктах. Исправление ошибок 
осуществлялось при выполнении четных этапов. Выполнение проектов было 
организовано в двух независимых сериях. В первой серии поиск ошибок 
осуществлялся самими участниками проекта. Во второй – системой, которая 
представляла рекомендации по их исправлению. 
На рис. 1 представлена зависимость среднего числа ошибок, 
обнаруженных на различных этапах выполнения проекта, для двух серий 
эксперимента. Результаты проведения эксперимента показывают, что 
применения разработанного метода верификации дало возможность снизить 
темп роста ошибок по мере выполнения проекта.  
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1 – серия, в которой ошибки выявлялись участниками проекта (2 – линия 
тренда), 3 – серия, в которой ошибки выявлялись системой (4 – линия тренда). 
Рис. 1. Среднее количество ошибок проектов, выявленных на различных этапах 
эксперимента 
Кроме того, анализ ошибок, допущенных разработчиками в ходе 
реализации проекта, подтвердил, что успешная разработка зависит не только от 
получения корректного конечного результата, но также от получения удачных 
процессов разработки. В ходе проведения эксперимента показано, что ошибки, 
допущенные в артефактах, могут не коррелировать с ошибками, допущенными 
в процессе разработки, так, например, для некоторых проектов наблюдается 
несоответствие между корректностью процесса разработки и правильностью 
артефактов. Таким образом, результаты оценок ошибок доказывают 
необходимость дифференцирования оценок процесса и оценок правильности 
артефакта. 
По результатам исследований могут быть сделаны следующие выводы: 
1) модифицирована метамодель SPEM, формализующая семантические 
отношения между артефактами, что дает возможность реализовать 
верификацию процесса разработки программного обеспечения; 
2) предложен метод верификации процесса разработки, основанный на 
применении темпоральной логики к модели Крипке, которая 
отображает динамику процесса в пространстве артефактов. Метод 
позволяет построить трассы изменения артефактов в процессе 
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создания программного обеспечения, что позволяет выявить как 
ошибки в рабочих продуктах, так и неправильную организацию 
процесса; 
3) разработан конечный автомат Мура, реализующий предложенный 
метод верификации процесса создания программного обеспечения, 
который дает возможность выявить причины возникновения ошибок и 
оценить влияние этих ошибок на дальнейший процесс разработки. 
Полученный автомат может быть применен как ко всему процессу, 
так и к отдельному этапу разработки; 
4) создан язык fOCL, формализующий правила проверки артефактов, 
инкапсулирующий декларативную грамматику объектного языка 
ограничений OCL. Разработан компилятор, который позволяет 
выявить синтаксические и семантические ошибки при написании 
правила. Интеграция скомпилированного правила дает возможность 
выполнять проверку артефактов в однозначных проектах без 
модификации самого правила; 
5) разработан программный комплекс, реализующий возможности 
верификации процесса командной разработки проектов. Организация 
программного комплекса охватывает все уровни архитектуры 
моделирования OMG; 
6) модифицирован унифицированный процесс для небольших 
проектных групп, позволяющий реализовать предложенный метод 
верификации процесса создания программного обеспечения. Данный 
процесс был внедрен в виде методического пособия по предмету 
«Проектирование информационных систем», на который был получен 
гриф УМО для специальности «Прикладная информатика (по 
областям)»; 
7) автоматическая верификация процесса разработки программных 
проектов, выполненных в учебных группах, показала возможность 
снижение темпа роста ошибок по мере выполнения проекта. 
Успешное применение программного комплекса, реализующего 
разработанные модели верификации процесса разработки 
программного обеспечения, подтверждает адекватность построенных 
моделей. 
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