Surface codes are the leading family of quantum error-correcting codes. Here, we explore the properties of the 3D surface code. We develop a new picture for visualising 3D surface codes which can be used to analyse the properties of stacks of three 3D surface codes. We then use our new picture to prove that the CCZ gate is transversal in 3D surface codes. We also generalise the techniques of lattice surgery to 3D surface codes. Finally, we introduce a hybrid 2D/3D surface code architecture which supports universal quantum computation without magic state distillation.
Surface codes are the leading family of quantum-error correcting codes. The 2D surface code forms the basis of a popular fault-tolerant quantum computing architecture with a high error threshold [1] [2] [3] [4] [5] . Many experimental groups in universities and industry are planning to build 2D surface code quantum computers once they are able to construct enough reliable qubits [6] [7] [8] [9] . The 4D surface code has also received attention because it is a self-correcting quantum memory [1, 10] .
In this paper we concentrate on 3D surface codes. Previous work on 3D surface codes in the context of quantum computing has concentrated on mapping 3D surface codes to 3D colour codes [11, 12] . We can use these mappings to implement a locality-preserving control-control-Z (CCZ) gate in the 3D surface code [11] . Under the action of a locality-preserving logical operator, the growth of errors is bounded by a constant [13, 14] . Recently, Webster and Bartlett classified the localitypreserving logical operators of 3D surface codes with different boundary conditions using a correspondence between logical operators and domain walls [14] .
Here, we develop a new picture for analysing stacks of three 3D surface codes. We use this picture to show that CCZ is transversal in 3D surface codes. We can combine CCZ with a Hadamard (H = (X + Z)/ √ 2) gate, implemented using a teleportation circuit [15] , to give us a universal gate set [16] . In addition, we generalise lattice surgery [17] to 3D surface codes. Using these results we introduce a hybrid 3D/2D surface code quantum computing architecture which supports universal quantum computing without magic state distillation [18] . Magic state distillation is a significant overhead for 2D surface code architectures but it is necessary because the transversal gates of the 2D surface code are restricted to the Clifford group [13] . Finally, we show how three 3D surface codes can be transformed into a single 3D colour code using code concatenation.
Surface codes are a family of topological stabilizer codes [1, 19, 20] . A stabilizer code is a quantum errorcorrecting code defined by its stabilizer group S, an abelian subgroup of the Pauli group where −I / ∈ S [21] . Every encoded state |ψ in the code is stabilized by S, * michael.vasmer.15@ucl.ac.uk that is ∀S ∈ S, S |ψ = |ψ . We summarise the properties of a quantum error correcting code with the shorthand [[n, k, d] ], where n is the number of physical qubits, k the number of encoded logical qubits and d is the code distance.
Surface codes are a family of topological codes which can be defined in any spatial dimension D ≥ 2. In this paper we discuss 2D and 3D surface codes. We define 2D surface codes (in the Kitaev picture) on 2D lattices with qubits on the edges. We associate Z stabilizers with the faces of the lattice and X stabilizers with the vertices of the lattice. That is, for each face f we have a stabilizer S f = e∈f Z(q e ) where Z(q e ) denotes a Z operator applied to the qubit on edge e. Analogously, for each vertex v we have a stabilizer S v = e:v∈e X(q e ). 2D surface codes can have two types of boundary: x-boundaries and z-boundaries [20] . In the bulk of the lattice, each qubit is a member of two X stabilizers and two Z stabilizers. Every qubit on an x-boundary is a member of a single X stabilizer and every qubit on a z-boundary is a member of a single Z stabilizer. This defines the x and z-boundaries. Logical Z operators are strings of Z operators from one x-boundary another and logical X operators are strings of X operators from one z-boundary to another.
FIG. 1. Two distance three 2D surface codes. On the left we show a [ [13, 1, 3] ] surface code in the Kitaev picture (grey lattice) and the rotated picture (red and blue lattice). We highlight a Z stabilizer and Z operator (red line). On the right we show a [ [9, 1, 3] ] surface code in the rotated picture. We highlight a X operator (blue line). In both codes, the top/bottom boundaries are x-boundaries and the left/right boundaries are z-boundaries.
There is an equivalent picture of 2D surface codes which is related to the Kitaev picture by a medial trans-formation [22, 23] . This picture is often called the rotated picture [24] . In the rotated picture, surface code lattices are 2-face-colourable. That is, every face in the lattice can be assigned one of two colours such that no faces which share an edge have the same colour. In the rotated picture, qubits are on the vertices, Z stabilizers are associated with c coloured faces (c-faces) and X stabilizers are associated with c -faces. For example, the stabilizer associated with the c-face f c is S fc = v∈fc Z(v). Figure 1 shows two different distance three surface codes (in the Kitaev picture and the rotated picture).
We now turn to 3D surface codes. We initially define 3D surface codes in the Kitaev picture. We begin with a 3D lattice and place qubits on the faces of the lattice. We associate X stabilizers with the cells of the lattice and Z stabilizers with the edges of the lattice. That is, for each cell c we have a stabilizer S c = f ∈c X(q f ) and for each edge e we have a stabilizer S e = f :e∈f Z(q f ).
Like 2D surface codes, 3D surface codes have two types of boundaries: z-boundaries and x-boundaries. In the bulk of the 3D lattice, each qubit is a member of two X stabilizers and three or more Z stabilizers (depending on the structure of the lattice). Every qubit on the xboundaries is a member of a single X stabilizer. Every qubit on the z-boundaries is a member of fewer Z stabilizers than the qubits in the bulk. This defines the x and z-boundaries. Like their 2D counterparts, Z operators in 3D surface codes are strings of Z operators which terminate at different x-boundaries. In 3D surface codes, X operators are membranes of X operators with a boundary which spans contiguous z-boundaries. In this paper we only consider 3D surface codes with six boundaries (two x-boundaries and four z-boundaries) where the zboundaries are on opposite sides of the lattice.
Next, we describe a new rectified picture which we use to analyse stacks of 3D surface codes. The rectified picture is a generalisation of the rotated picture of 2D surface codes. We start with a 3D surface code lattice in the Kitaev picture. To transform to the rectified picture we perform a face-rectification. A face-rectification is a transformation where the faces of the lattice are truncated to points. This is equivalent to taking the dual of every cell in the lattice. Given a polyhedron, we can construct its dual by creating vertices at the centre of all the faces and linking these vertices by edges if their corresponding faces in the original polyhedron share an edge. Under a face-rectification, faces are mapped to vertices, cells are mapped to cells, and edges are mapped to faces. Therefore, in the rectified picture, qubits are on vertices, X stabilizers are associated with cells and Z stabilizers are associated with faces.
The utility of the rectified picture comes when we consider stacks of three 3D surface codes. This is because different lattices in the Kitaev picture correspond to the same lattice in the rectified picture. Hence, instead of analysing three overlapping surface code lattices in the Kitaev picture we can analyse a single lattice in the rectified picture. In this paper we concentrate on surface codes defined on cubic lattices and rhombic dodecahedral lattices (in the Kitaev picture). In a cubic (rhombic dodecahedral) lattice every cell is a cube (rhombic dodecahedron). Both of these lattices are mapped to rectified cubic lattices under face-rectification. In a rectified cubic lattice, four cuboctahedra and two octahedra meet at every vertex. As we show in Appendix A, we can arrange a single cubic lattice and two rhombic dodecahedral lattices such that they are mapped to exactly the same lattice under face-rectification.
We define a family of stacked 3D surface codes in the rectified picture, parameterised by the code distance d. The stack contains three 3D surface codes, each with n = 3d 3 − 4d 2 + 2d physical qubits and a single logical qubit. We derive these parameters in Appendix B. Each lattice in the family is a rectified cubic lattice with the global structure of a cube. Figure 2 shows the d = 3 lattice. Rectified cubic lattices are 3-cell-colourable and we use the three colours {r, g, b} to define the three surface codes. We place three physical qubits at every vertex in the lattice (one per code). Each surface code SC c is associated with one of the three colours c ∈ {r, g, b}. In SC c we associate X stabilizers with c-cells and Z stabilizers with c c -faces. The X and Z stabilizers commute because c-cells and c c -faces overlap on edges.
FIG. 2.
A d = 3 rectified cubic lattice that supports three surface codes. We place three physical qubits at each vertex (one per code). The top/bottom boundaries are g-boundaries, the front/back boundaries are b-boundaries and the left/right boundaries are r-boundaries (see Appendix B for a detailed discussion of the boundaries).
We also use colours to define the boundaries of the lattice. A c-boundary is an x-boundary in SC c and a z-boundary in SC c and SC c . Each distance d rectified cubic lattice has two r-boundaries, two g-boundaries and two b-boundaries. Opposite boundaries have the same colour. To ensure that the boundaries of our family of stacked 3D surface codes have the correct properties, we must add additional low weight stabilizers to some of the boundaries. These low weight stabilizers are analogous to the weight two stabilizers on the boundaries of the [ [9, 1, 3] ] 2D surface code shown in Figure 1 . In Appendix B 1, we describe the structure of the stabilizer groups on the boundaries in detail.
We also define the logical operators of the three codes in terms of colour. We denote the logical operators of SC c as Z c and X c . Z c operators are strings of Z operators which terminate on opposite c-boundaries. X c operators are membranes of X operators which have a boundary which spans the c and c -boundaries. We now turn to the transversal gates of the 3D surface code. First we present the main result of this paper, namely that the CCZ gate is transversal in 3D surface codes. We now sketch a proof of this statement. We consider a stack of 3D surface codes in the rectified picture. Each code has n physical qubits and the lattice has two rboundaries, two g-boundaries and two b-boundaries. Opposite boundaries are the same colour. Let S c X be SC c 's set of X stabilizers. We can write the state of the three logical qubits in the stack of 3D surface codes as follows:
where α, β, γ ∈ {0, 1} and |000 ≡ |0 r |0 g |0 b are the three qubits at a single vertex. Now we apply CCZ = CCZ ⊗n transversally to this state:
where O(α, β, γ, S r , S g , S b ) is equal to the number of lattice collisions between X α r S r , X β g S g and X γ b S b . We define a lattice collision as a vertex in the lattice where all three of X α r S r , X β g S g and X γ b S b act non-trivially on their respective codes. These sites are exactly the lattice sites where the transversal CCZ gates act non-trivially. Therefore, to prove that CCZ ⊗n implements a logical CCZ we have to show that O(α, β, γ, S r , S g , S b ) is odd for α = β = γ = 1 and even for every other computational basis state. We show this using the definitions of the stabilizers and the logical operators in the rectified picture. For example, consider the case where α = β = γ = 0. Then we need to find the number of lattice collisions between all possible combinations of S r , S g and S b . We observe that any S r and S g overlap (i.e. act on qubits on the same vertices) on rg-faces. However, every S b has even overlap with all rg-faces because the Z stabilizers of SC b are defined on rg-faces. Hence, the number of lattice collisions between S r , S g and S b is always even, which implies that CCZ ⊗n acts trivially on |0 r |0 g |0 b . Similar arguments can be made for all other computational basis states. We give the full proof in Appendix D 1.
The control-Z (CZ) gate is also transversal in 3D surface codes [14] . To do a CZ gate between the c and c qubits in a stack of surface codes we apply CZ gates to all the physical qubits in SC c and SC c that lie on one of the c -boundaries. We review this construction in more detail in Appendix D 2. To achieve universal quantum computing with a CCZ gate we only need a H gate [16] . The H gate is not transversal in 3D surface codes, but we can still implement it using the teleportation circuit [15] shown in Figure 3 . Therefore, CCZ is universal if we have access to measurement and state preparation in the X and Z bases [25] . As long as we have access to a decoder with a threshold, we can prepare |0 and |+ by generalising the state preparation methods used for 2D surface codes [1] . Likewise, we can measure in the X and Z bases using similar techniques to those used in 2D surface codes [1] . We give explicit examples of state preparation and measurement in Appendix D 3.
We can use the circuit in Figure 3 to implement a single qubit H gate and to transfer a logical qubit between different codes in the same stack. We denote the circuit in Figure 3 as H cc . This circuit takes the state |ψ c to H |ψ c . Consider the initial state |ψ r |+ g |+ y . We can use sequences of H cc circuits to transfer the state from one code to another or to perform a single qubit H gate as follows:
We have shown how to implement a universal gate set in a single stack of three 3D surface codes. However, in a feasible architecture we also need to be able to transfer qubits between surface codes in different stacks. To accomplish this task we generalise the techniques of lattice surgery to 3D surface codes. 2D surface code lattice surgery involves splitting and merging 2D surface code patches [17] . These merge and split operations allow us to transfer qubits between patches and to implement the control-N OT (CN OT ) gate.
Lattice surgery in 3D surface codes is very similar to lattice surgery in 2D surface codes. We present the details of the procedure in Appendix E and state the results here. Consider two identical stacks of three 3D surface codes defined on rectified cubic lattices. We denote the surface codes as SC (i) c , where c ∈ {r, g, b} and i ∈ {1, 2} indexes the stack. We can do an X-type lattice surgery merge on SC (1) c and SC (2) c which joins the lattices across two of their c-boundaries. Similarly, we can do a Z-type lattice surgery merge on SC (1) c and SC (2) c which joins the lattices across two of their c-boundaries. We can also invert these procedures to perform lattice surgery splits. A P -type lattice surgery merge followed by a split is effectively equivalent to a P ⊗ P measurement of the two codes, where P ∈ {X, Z}. These measurements can be used to transfer qubits between stacks and to do CN OT gates [17] .
We can also do lattice surgery between 2D and 3D surface codes. This procedure is effectively the same as 2D lattice surgery except one of the 2D patches is the boundary of a 3D surface code. Figure 4 illustrates Ztype lattice surgery between a 2D surface code and a 3D surface code.
FIG. 4.
Z-type lattice surgery between a 3D surface code and a 2D surface code. We consider SC b in the 3D surface code stack and a 2D surface code with X stabilizers on b-faces. We merge these codes by adding three additional qubits in the |+ state (vertices of the faded lattice) and measuring four new Z stabilizers (r-faces of the faded lattice) whose product is Z2D ⊗ Z3D. In addition, the X stabilizers of the 2D and 3D codes are modified where the codes merge (b faces of the faded lattice). See Appendix E 2 for details.
In our hybrid 2D/3D surface code architecture, we use 3D surface codes as CCZ state (|CCZ = CCZ |+ + + ) factories. We use Z-type lattice surgery to transfer these CCZ states into a 2D surface code architecture (for example [17] ) where we can implement H gates and CN OT gates. We can use CCZ states to implement CCZ gates via a state injection circuit which only contains Pauli gates, H gates and CN OT gates (see Appendix F 1). This gives us the universal gate set {X, Z, H, CN OT, CCZ}. We provide further details on our 2D/3D architecture and describe a purely 3D surface code architecture in Appendix F.
In this this paper we have focused on surface codes. We now briefly discuss the relationship between 3D surface codes and 3D colour codes. Colour codes are a family of topological stabilizer codes [26, 27] . Kubica et al. proved that three 3D surface codes can be transformed into a single 3D colour code using local Clifford unitaries. In Appendix C, we show that these transformations can be understood in terms of code concatenation. Specifically, we show that we can transform a stack of three 3D surface codes into a single 3D colour code by concatenating with an [ [8, 3, 2] ] code. This transformation extends the concatentation transformations of [28] and gives us new insight into the relationship between surface codes and colour codes.
In this paper we have introduced a new rectified picture of 3D surface codes. We have used the rectified picture to analyse stacks of three 3D surface codes, showing that CCZ is transversal. In addition, we detailed a hybrid 2D/3D surface code architecture which supports universal quantum computing without magic state distillation. In any architecture using 2D surface codes, we need to implement a non-Clifford gate to achieve universal quantum computation. In the canonical 2D surface code architecture, we use magic state distillation to implement a non-Clifford gate. This procedure has a resource cost of O(d 3 ) [4] , where d is the code distance. Our 2D/3D hybrid architecture uses 3D surface codes to implement the (non-Clifford) CCZ gate. The resource cost of using a 3D surface code is also O(d 3 ). Therefore, it seems that our 2D/3D surface code architecture has the potential to achieve similar performance to a 2D surface code architecture with magic state distillation. We could also combine small 3D surface codes and CCZ to CCZ magic state distillation (e.g. [29] ) in a single architecture. Such a hybrid procedure might have a smaller resource cost than 3D surface codes or magic state distillation on their own.
However, before we can compare our architecture with other architectures we must know more about the error thresholds achievable in 3D surface codes. For cubic surface codes, the error threshold is upper bounded by the optimal threshold for Z errors (p Z th ≈ 3.3% [30] ). But, no thresholds are known for rhombic dodecahedral surface codes. Therefore, in future work we would like to establish the error thresholds of cubic and rhombic dodecahedral surface codes using a variety of error models and decoders. In Appendix G we give a brief overview of previous results on decoding 3D surface codes and discuss decoding strategies. We would also like to explore whether 3D surface codes have properties which are analogous to useful 3D colour code properties such as singleshot error correction [31] and dimensional jumps [32] . It would also be useful to determine whether our rectified picture provides any insight into the structure of higher dimensional (D ≥ 4) surface codes. Most importantly, the question of whether magic state distillation or transversal gates in 3D codes is the best method for promoting 2D topological code architectures to universality remains open. We hope that our work contributes towards answering this question. In this appendix we show how to arrange a cubic lattice and two rhombic dodecahedral lattices such that they are mapped to the same rectified cubic lattice by the facerectification transformation.
The face-rectification of a polyhedron is a new polyhedron produced by truncating the faces of the original polyhedron down to vertices. The face-rectified polyhedron is the same as the dual polyhedron. Given a polyhedron, we construct its dual by creating vertices at the centre of the original polyhedron's faces. We then connect these vertices with edges if their corresponding faces in the original polyhedron share an edge. Figure 5 shows a cube and a cuboctahedron along with their dual polyhedra.
We can extend the face-rectification transformation to 3D lattices made up of many polyhedra. Given a 3D lattice, we perform a face-rectification transformation by replacing all the lattice cells with their duals. This maps cells to cells, vertices to cells and edges to faces. Let us consider two examples. We consider lattices made up of identical cells which tessellate 3D Euclidean space. The first is a cubic lattice. The face-rectification transforma-
Part of a rectified cubic lattice. Rectified cubic lattices consist of cuboctahedra (blue and red) and octahedra (yellow). Four cuboctahedra and two octahedra meet at each vertex.
tion maps cubes to octahedra and vertices to cuboctahedra. Cuboctahedra are polyhedra with 12 vertices where two triangle faces and two square faces meet at each vertex. Figure 5b shows an example of a cuboctahedron. The face-rectification of a cubic lattice is often called a rectified cubic lattice. In a rectified cubic lattice two octahedra and four cuboctahedra meet at every vertex. Figure 6 shows a portion of a rectified cubic lattice.
Next we consider the face-rectification of a rhombic dodecahedral lattice. A rhombic dodecahedron is a polyhedron with twelve rhombic faces. Rhombic dodecahedra have two different types of vertices. Acute vertices are the points where the acute angle corners of four rhombi meet whereas obtuse vertices are the points where the obtuse angle corners of three rhombi meet. Figure 5b shows a rhombic dodecahedron. In a rhombic dodecahedral lattice, four rhombic dodecahedra meet at every obtuse vertex and six rhombic dodecahedra meet at every acute vertex. The dual lattice of a rhombic dodecahedral lattice is a tetrahedral-octahedral lattice (a lattice where six octahedra and eight tetrahedra meet at every vertex). The face-rectification transformation of a rhombic dodecahedral lattice maps rhombic dodecahedra to cuboctahedra, acute vertices to cuboctahedra and obtuse vertices to octahedra. The resultant lattice is a rectified cubic lattice.
We have seen that cubic lattices and rhombic dodecahedral lattices are both mapped to rectified cubic lattices under face-rectification. We will now show how to arrange one cubic lattice and two rhombic dodecahedral lattices such that they are mapped to exactly the same lattice under face rectification. This fact is the reason we can define three surface codes on the same rectified cubic lattice.
For simplicity we consider infinite lattices. First we note that the cubic lattice is 2-vertex-colourable i.e. all the vertices can be assigned a colour such that no vertices which share an edge have the same colour. We label the two sets of vertices with the labels a and b. We arrange the cubic lattice and one of the rhombic dodecahedral lattices such that the acute vertices of the rhombic dodecahedra occupy the same positions as the a vertices of the cubes. In this arrangement the obtuse vertices of the rhombic dodecahedra are at the centre of cubes and the b vertices of the cubes are at the centre of rhombic dodecahedra. This layout is shown (for a single cube and rhombic dodecahedron) in Figure 7a . Next we add a second rhombic dodecahedral lattice and arrange it such that its acute vertices occupy the same positions as the b vertices of the cubes. The arrangement of all three lattices is illustrated in Figure 7b .
In the arrangement of lattices we have just described, all three lattices will be mapped to an identical rectified cubic lattice by the face-rectification transformation. To see why this is true we recall how the cells and vertices of the lattices transform under face-rectification. The cubes and the obtuse vertices of the rhombic dodecahedra both transform into octahedra. The obtuse vertices lie at the centre of the cubes in our arrangement so each lattice transforms in the same way at these positions. Similarly, the acute vertices of one rhombic dodecahedral lattice occupy the same position as the a-vertices of the cubic lattice. Both these types of vertices lie at the centre of the cells of the other rhombic dodecahedral lattice. Rhombic dodecahedra, acute vertices and vertices of cubes are all mapped to cuboctahedra under face-rectification. So the three lattices transform in the same way at these points. An identical argument holds for the b-vertices of the cubes. In this appendix we define a family of stacked 3D surface codes defined on rectified cubic lattices. Rectified cubic lattices are 3-cell-colourable, that is, each cell can be assigned one of three colours such that no cells which share a face have the same colour. We colour the cells of the lattice with the colours {r, g, b}. We assume that octahedra are coloured g and the two sets of cuboctahedra are coloured r and b. We assign each lattice face the colour of the two cells it is part of. For example, a face shared by a r-cell and a g-cell is a rg-face. Some faces on the boundaries are only part of one cell. We assign these faces the combination of colours they would have had in a lattice with no boundaries.
We define our family of stacked 3D surface codes on rectified cubic lattices with two types of boundaries. One type of boundary slices a layer of cuboctahedra in half and the other type of boundary slices between a layer of
The required arrangement of a cubic lattice and two rhombic dodecahedral lattices such that they are transformed to the same rectified cubic lattice under face-rectification. We illustrate the arrangement with a single cell from each lattice. a) We can arrange a rhombic dodecahedral lattice and a cubic lattice such that the acute vertices of the rhombic dodecahedra (red) occupy the same locations as the a-vertices of the (2-vertex-colourable) cubes (yellow). In this arrangement the b-vertices of the cubes lie at the centre of the rhombic dodecahedra and the obtuse vertices of the rhombic dodecahedra lie at the centre of the cubes. b) We can add a second rhombic dodecahedral lattice and arrange it such that the acute vertices of the rhombic dodecahedra (blue) occupy the same locations as the b-vertices of the cubes. In this arrangement the obtuse vertices of the rhombic dodecahedra lie at the centre of the cubes and the a-vertices of the cubes lie at the centre of the rhombic dodecahedra.
cuboctahedra. We call these boundaries half cuboctahedra boundaries and full cuboctahedra boundaries, respectively. Each lattice in the family has two half cuboctahedra boundaries and four full cuboctahedra boundaries. Opposite boundaries are the same type. We parameterise our family of stacked 3D surface codes by their code distance d which must be greater or equal to 2. Figure 8 shows the d = 3 lattice. We place a qubit from each of the three 3D surface codes at every vertex. We specify the structure of a distance d lattice by dividing it into 2D layers which are parallel to the half cuboctahedra boundaries. There are two types of layer in this division, which we call 'chequerboard layers' and 'diamond layers', due to their appearance. Figure 9 shows the structure of the two types of layer in the d = 3 lattice and the d = 4 lattice. In a distance d lattice, there are d chequerboard layers and d − 1 diamond layers and the two types of layer alternate. The half cuboctahedra boundaries are themselves chequerboard layers. Layers directly above and below each other are connected by edges as can be seen in Figure 8 . Each chequerboard layer has d 2 vertices each and each diamond layer has 2d(d − 1) vertices. Therefore, the number of physical qubits in each code is:
Stabilizer Groups
In this section we discuss the stabilizer groups of the three surface codes we define on a distance d rectified cubic lattice. We label each code with the colour of its X stabilizers. SC c has X stabilizers associated with c-cells and Z stabilizers associated with c c -faces. We associate colours with the boundaries of our rectified cubic lattices. A c-boundary corresponds to an x-boundary in SC c and z-boundaries in SC c and SC c . We recall that each qubit on an x-boundary is a member of a single X stabilizer and each qubit on a z-boundary is a member of fewer Z stabilizers than the qubits in the bulk of the lattice. We note that the parts of the lattice at which two boundaries meet are part of both boundaries. In terms of the stabilizers, this means that a qubit which is a member of both a c-boundary and a c -boundary will be a member of a single SC c X stabilizer, a single SC c X stabilizer and two SC c X stabilizers. In addition, this qubit will be a member of fewer Z stabilizers than qubits in the bulk of the lattice for all three codes.
For our family of stacked 3D surface codes to have a transversal CCZ gate (see Appendix D 1), we need to have two boundaries of each colour and we need opposite boundaries to have the same colour. The half cuboctahedra boundaries of the distance d rectified cubic lattices we detailed in the previous section are valid g-boundaries. However, the full cuboctahedra boundaries are neither r-boundaries or b-boundaries. The problem is that the four full cuboctahedra boundaries are identical. We need to break the symmetry between the four full cuboctahedra boundaries to turn them into valid r-boundaries and b-boundaries. We break the symmetry by adding additional low weight stabilizers to the full cuboctahedra boundaries. These stabilizers are analogous to the weight two stabilizers on the boundaries of the [ [9, 1, 3] ] 2D surface code shown in Figure 1 . In Figure 10 we show the additional stabilizers we add to SC r and SC b to turn the full cuboctahedra boundaries into r-boundaries and b-boundaries.
With the additional stabilizers shown in Figure 10 , we claim that the boundaries of our rectified cubic lattice have the correct properties. To show this, we consider each colour of boundary in turn. Each vertex on the gboundaries is a member of a single g-octahedron (SC g X stabilizer). Each vertex is also a member of four rb-faces (SC g Z stabilizers), except where the g-boundary meets the r-boundaries and b-boundaries. The g-boundary is, therefore, an x-boundary in SC g . Each vertex on the g-boundaries is a member of two r-cuboctahedra (including 2D flattenings shown in Figure 10 ) and two bcuboctahedra (including 2D flattenings), except where the g-boundaries meet an r-boundary or a b-boundary, respectively. The vertices on the g-boundaries are all members of fewer than four rg-faces (including 1D flattenings shown in Figure 10 ) and fewer than four bg-faces (including 1D flattenings). Therefore, the g-boundaries are z-boundaries in SC b and SC r .
FIG. 10.
The additional stabilizers required such that our family of stacked 3D surface codes have the correct boundaries. First consider the full cuboctahedra boundary facing us. We associate additional SCr X stabilizers with the faces of the b-cuboctahedra on this boundary (blue faces with red outline). We also associate additional SC b Z stabilizers with the edges of these faces which would also have been part of rg-faces if not for the boundaries. In effect, we have added a multiple 2D flattenings of r-cuboctahedra to the lattice. The edges of these 2D flattenings are themselves 1D flattenings of rg-faces (SC b Z stabilizers). We also add the same additional stabilizers to the boundary opposite the boundary facing us. As we explain in the main text, these additional stabilizers ensure that the front and back boundaries are valid b-boundaries. Next, consider the left and right boundaries in the Figure. We associate additional SC b X stabilizers with the faces of the r-cuboctahedra on these boundaries (red faces with blue outline). We also associate additional SCr Z stabilizers with the edges of these faces which would have been part of bg-faces in an infinite lattice. These additional stabilizers ensure that the left and right half cuboctahedra boundaries are valid r-boundaries, as explained in the main text.
Next we consider the b-boundaries. Due to the additional stabilizers shown in Figure 10 , each vertex on the bboundaries is a member of two r-cuboctahedra (including 2D flattenings) and two g-octahedra, except where the b-boundaries meet the r-boundaries and g-boundaries, respectively. However, each vertex on the b-boundaries is a member of a single b-cuboctahedron. Every vertex on the b-boundaries is a member of fewer than four rbfaces and fewer than four bg-faces (including 1D flattenings). But each vertex is a member of four rg-faces (including 1D flattenings) except for the vertices which are also on r-boundaries or g-boundaries. Therefore, the bboundaries are x-boundaries in SC b and z-boundaries in SC r and SC g . The argument for r-boundaries is identical to the argument for b-boundaries, except with r and b exchanged.
Next we count the stabilizer generators of each of the three 3D surface codes in a distance d stack and show that each code has a single logical qubit. We begin with SC g which has X stabilizers on g-cells (octahedra) and Z stabilizers on rb-faces. Consider the top g-boundary of a distance d lattice oriented the same way as the d = 3 lattice in Figure 8 . This boundary has the structure of a chequerboard layer and each vertex on this boundary is a member of a single octahedron. 
We now detail the Z stabilizers of SC g . As we stated previously, these stabilizers are associated with the rbfaces of the lattice. We split these faces into two groups: faces which are parallel to g-boundaries, and faces which are parallel to the r-boundaries or the b-boundaries.
2 (d − 1) of these rb-faces. Therefore, the total number of rb-faces in a distance d lattice is (d − 1)(3d 2 − 2d + 1). However, if we associate Z stabilizers with these faces we don't get an independent set of stabilizer generators. We can multiply the Z stabilizers associated with the rb-faces of any single cuboctahedron to get the identity. Consequently, we must remove one Z stabilizer for every cuboctahedron in the lattice to get a set of independent Z generators. Each chequerboard layer has (d − 1) 2 cuboctahedra and there are d chequerboard layers, so in total we have
2 cuboctahedra in a distance d lattice. Therefore, the total number of Z stabilizer generators in SC g is:
The total number of stabilizer generators in SC g is therefore:
By comparing Equations B4 and B1, we see that SC g has has n − 1 stabilizer generators, where n is the number of physical qubits in the code. Therefore, SC g encodes a single logical qubit.
Next we count the stabilizer generators of SC b . The X stabilizers of this code are associated with b-cells (including the 2D flattenings of b-cells shown in Figure 10 ) and the Z stabilizers are associated with rg-faces (including the 1D flattenings of rg-faces shown in Figure 10 ). We first count the X stabilizers of SC b . Consider the chequerboard layers parallel to the g-boundaries. Each chequerboard layer has (d − 1) 2 cuboctahedra (half of which are r and half of which are b). There are d chequerboard
2 /2 SC b X stabilizers associated with b-cuboctahedra (either full cuboctahedra or half cuboctahedra). Now consider the r-boundaries of the lattice. On each r-boundary we have additional SC b X stabilizers associated with the faces of r-cuboctahedra (as explained in Figure 10 ). There are d(d − 1) of these faces in a distance d lattice so we have d(d − 1) additional SC b X stabilizers. Hence, the total number of X stabilizers in SC b is:
We now count the Z stabilizer generators of SC b . The stabilizers of SC b are associated with rg-faces (and their 1D flattenings, see Figure 10 ). The rg-faces are part of r-cuboctahedra, which we counted in the previous paragraph. The (d −
2 /2 full r-cuboctahedra with eight rg-faces. There are d chequerboard layers in a distance d lattice and two of these layers are the gboundaries. Therefore, the total number of SC b Z stabilizers associated with rg-faces is 4(d − 1)
3 . As shown in Figure 10 , we also have SC b Z stabilizers which are associated with the edges of the faces which belong to bcuboctahedra on the b-boundaries. These faces are either square or triangular. Each square face has three independent Z stabilizers associated with its edges and each triangular face has two independent Z stabilizers associated with its edges. There are 2(d − 1) triangular faces and (d − 1)(d − 2) square faces on the b-boundaries which belong to b-cuboctahedra. Therefore, the total number of weight two Z stabilizers in SC b is (d − 1)(3d − 2).
Some of the Z stabilizers we have counted so far are not independent. Consider a complete octahedron. Half of its faces are rg-faces and half are bg-faces. The product of the Z stabilizers associated with the rg-faces is the identity, as each vertex is part of exactly two rgfaces. The product of all the Z stabilizers associated with the rg-faces of each complete r-cuboctahedron is also the identity for the same reason. Therefore we must lose a single Z stabilizer for each complete octahedron and rcuboctahedron. Every chequerboard layer parallel to the g-boundaries (except the bottom g-boundary) has a complete octahedron below all the vertices in the bulk of the layer. There are therefore (d − 1)(d − 2)
2 complete octahedra in a distance d lattice. We have already counted the (d − 1) 2 (d − 2)/2 complete r-cuboctahedra. There is also one other redundancy we have not taken into account. We can construct the identity by multiplying the Z stabilizers associated with the rg-faces and edges of the half octahedra on the b-boundaries, as illustrated in Figure 11. There are 2(d − 1)(d − 2) of these half octahedra. Therefore, in total we must remove (d−1)(3d 2 −7d+2)/2 redundant Z stabilizers from the SC b stabilizer group. The total number of Z stabilizer generators is therefore:
The total number of stabilizer generators in SC b is:
By comparing Equations B7 and B1, we see that SC b has has n − 1 stabilizer generators, where n is the number of physical qubits in the code. Therefore, SC b encodes a single logical qubit. SC r also encodes a single logical qubit. The argument showing this is identical to the argument for SC b , except with r and b swapped everywhere.
Logical Operators
Next we discuss the logical operators of the three surface codes in a distance d stack. Z c operators are strings of Z operators from one c-boundary to the other and X c operators are membranes of X operators with a boundary that spans the c and c -boundaries. It is useful to define a canonical set of logical operators for each code. The canonical Z c operators lie along the lines where c -boundaries meet c -boundaries. That is, given a cboundary and a c -boundary that share vertices, a canonical Z c operator acts on all qubits which are members of both boundaries. Figure 12 shows example canonical Z c operators. These canonical Z c operators are weight d, where d is the code distance that parameterises the lattice. We define the canonical X c operators as membranes of X operators which act on every qubit on one of the c-boundaries. The canonical X g operators are weight d 2 and the canonical X r and X b operators are weight
We note that in all three surface codes the minimum weight X operator's weight scales as d 2 whereas the minimum weight Z operator's weight scales as d. In other words, 3D surface codes are biased: they offer better protection against X errors than they do against Z errors. In many qubit realisations the noise is also biased, with Z errors being more likely than X errors [33] [34] [35] (3D surface codes can cope with this kind of biased noise if we just swap X and Z in the definition). This means that 3D surface codes are naturally tuned to deal with biased noise, unlike 2D surface codes. However, 2D surface codes can be adapted to deal with biased noise [36] .
Explicit Construction of the d = 2 3D Surface Code Stack
In this section, we detail the properties of the three surface codes in the d = 2 stack. Figure 13 shows the d = 2 rectified cubic lattice. Each code in the stack is a [[12,1,2]] 3D surface code. We label the physical qubits in each code as shown in Figure 13 and P i denotes a Pauli operator acting on qubit i.
The stabilizer generators of SC r are:
Example SC r canonical logical operators are Z r = Z 1 Z 3 and X r = X 3 X 4 X 8 X 11 X 12 . SCr and SC b also have physical qubits at the same locations as the labelled SCg physical qubits. Therefore, we use the same label to refer to qubits in different codes that occupy the same position. The specific qubit we are referring to will be clear from the context. The top/bottom boundaries of the lattice are g-boundaries, the front/back boundaries are b-boundaries and the left/right boundaries are r-boundaries.
The stabilizer generators of SC g are:
Example SC g canonical logical operators are Z g = Z 1 Z 9 and X g = X 1 X 2 X 3 X 4 . The stabilizer generators of SC b are:
Example SC b canonical logical operators are Z b = Z 1 Z 2 and X b = X 1 X 3 X 5 X 9 X 11 . As we show in Appendix D 1, CCZ is transversal in this stack of surface codes. Therefore, the three codes defined above could be used to distill CCZ states as part of a CCZ to CCZ magic state distillation protocol such as the protocol detailed in [29] . We plan to investigate the properties of a protocol based on the d = 2 stack of 3D surface codes in future work.
Alternative Rectified Cubic Lattice
We can construct an alternative family of stacked 3D surface codes by choosing lattices with different boundaries. The lattices in this family have the global structure A lattice from an alternative family of rectified cubic lattices which can support three 3D surface codes. The top and bottom boundaries are the same type as the top and bottom boundaries in Figure 8 . These boundaries slice a layer of cuboctahedra in half. The right boundary slices r-cuboctahedra in half and leaves b-cuboctahedra intact. The left boundary slices b-cuboctahedra in half and leaves r-cuboctahedra intact. This lattice supports three 3D surface codes with code distance equal to three.
of parallelepipeds so we refer to them as parallelepiped lattices and we refer to the lattices we discussed previously as cubic lattices. Parallelepiped lattices have two boundaries which slice layers of cuboctahedra in half, like cubic lattices. However, parallelepiped lattices do not have boundaries which slice between layers of cuboctahedra. Instead they have boundaries which slice one colour of cuboctahedra in half and leave the other colour of cuboctahedra intact. Figure 14 shows an example parallelepiped lattice. Like the cubic lattice case, we can define three surface codes on parallelepiped lattices by associating X stabilizers with c-cells and Z stabilizers with c c -faces. We must also add some stabilizers on the boundaries to ensure that these boundaries have the correct properties. The family of surface codes defined on parallelepiped lattices has the same overall distance as the family of codes defined on cubic lattices. However, the parallelepiped lattices have more physical qubits and we can tessellate cubic lattices much more easily. Therefore, we concentrate on cubic lattices in this paper. In this section we show how to transform three 3D surface codes into a 3D colour code using code concatenation. Colour codes are a family of topological codes introduced by Bombín and Martin-Delgado [26] . 3D colour codes are defined on four-valent, four-colourable lattices. Qubits are placed on the vertices of the lattice, X stabilizers are associated with the cells of the lattice and Z stabilizers with the faces of the lattice. This makes 3D colour codes very similar to 3D surface codes in the rectified picture. In fact, 3D colour codes and stacks of three 3D surface codes are equivalent up to local Clifford unitaries, as shown by Kubica et al. [11] . This result is a special case of their more general result which states that d copies of a D-dimensional surface code are local Clifford equivalent to a single D-dimensional colour code.
In 2D, Criger and Terhal gave an explicit construction of the local Clifford unitaries required to transform two 2D surface codes into a single 2D colour code [28] . Their construction is remarkably simple -it involves encoding pairs of qubits (one from each 2D surface code) in the [ [4, 2, 2] ] error detecting code. This code can be viewed as a 2D colour code defined on a single square. It has two stabilizers X ⊗4 and Z ⊗4 and weight two logical operators which lie along the sides of the square. It also has a transversal CZ gate implemented using S = diag (1, Figure 15a . It has an X stabilizer acting on all of the qubits and Z stabilizers associated with the faces of the cube. Only four of the Z face stabilizers are independent so this code has three encoded qubits. Logical X operators are membranes of X operators which act on four qubits on the same face (opposite faces support X operators which act on the same encoded qubit). Z operators are strings of Z operators that act on the qubits at the endpoints of edges linking the faces which support the corresponding X operators. The vertices of a cube are two-colourable, that is, we can assign each vertex a colour such that no vertices which share an edge have the same colour. We can implement a transversal CCZ in the [ [8, 3, 2] ] code by applying T = diag(1, e iπ/4 ) to qubits on vertices of one colour and T † to the qubits on the vertices of the other colour. This fact can be verified by computing the action of T and T † on the codeword kets.
In a 3D colour code, we assign faces the colours of the cells they are members of. For example, a face which is a member of a c-cell and a c -cell is a cc -face. Due to the four-colourability of the colour code lattice, each cell's faces are three-colourable. Consider a colour code lattice where cells assigned colours from the set {r, g, b, y}. We can view the [ [8, 3, 2] ] code as a cell of this lattice. Assume that it is a y-cell. Then, its faces are coloured ry, by and gy. We use these colours to index the logical operators of the [ [8, 3, 2] ] code. That is, the logical X operators which act on the cy-faces are denoted by X cy . These operators are shown in Figure 15b . We denote the corresponding Z operators as Z cy .
We can now detail the concatenation transformation which maps a stack of three 3D surface codes to a single 3D colour code. Consider three surface codes defined on the same rectified cubic lattice. To transform these three codes, we encode the three qubits at every vertex in [[8,3,2] ] codes. An encoding circuit for the [[8,3,2] ] code is shown in Figure 15c . Figure 16 shows the [ [8, 3, 2] ] concatenation transformation applied to a single vertex. Ap-
The [[8,3,2] ] colour code. a) Our labelling of the qubits. The X stabilizer acts on all the qubits (it is a cell operator) and the Z stabilizers act on qubits which are members of the same face. b) The logical operators of the code. In a larger 3D colour code, the cube would have an assigned colour (say y) and its faces would be three-colourable (c ∈ {ry, by, gy}). We have shown the colouring of three of the faces in the Figure ( cy-faces are coloured with c). Opposite faces have the same colour. Xcy is supported either of the cyfaces and Zcy is supported on an edge that links the cy-faces. c) The encoding circuit for the [[8,3,2] ] code. Encoded Xcy operators (shown in b) act on the encoded qubit |ψ cy . We derived this circuit using the method given in [21] .
plied to a whole lattice, concatenation with the [ [8, 3, 2] ] code transforms cuboctahedra into truncated cuboctahedra, octahedra into truncated octahedra and vertices into cubes. Globally this transforms the rectified cubic lattice into a (four-valent and four-colourable) cantitruncated cubic lattice. Two truncated cuboctahedra, one truncated octahedron and one cube meet at each vertex of a cantitruncated cubic lattice. Figure 17 shows how a d = 2 rectified cubic lattice transforms under the [ [8, 3, 2] ] concatenation transformation. Intuitively we can understand the [ [8, 3, 2] ] transformation as adding an extra colour cell to our 3-colourable rectified cubic lattice, which gives us a four-colourable cantitrucated cubic lattice.
The colours we assigned to the encoded qubits of the [ [8, 3, 2] ] codes tell us how to encode the three qubits at every vertex. We encode the physical qubits from SC c as the encoded cy-qubits of the [ [8, 3, 2] ] codes. This ensures that SC c X (Z) stabilizers associated with c-cells (ccfaces) are mapped to X (Z) stabilizers associated with c-cells (cc -faces) in the colour code. We can calculate the number of encoded qubits in the 3D colour code using our results from Appendix B 1. In each 3D surface code we have n qubits and n−1 independent stabilizer generators.
In the colour code we have 8n qubits and we inherit 3(n− 1) stabilizer generators. We also have five independent stabilizer generators for each cube (one X stabilizer and four Z stabilizers). So in total we have 5n + 3n − 3 = 8n − 3 independent stabilizer generators in the 3D colour code. The 3D colour code therefore encodes three logical qubits. The colour code inherits the boundary structure of the stack of 3D surface codes. In a colour code, a boundary has the colour c, if no c-cells are present on it.
As shown in Figure 17 , the c-boundaries of the rectified cubic lattice become c-boundaries in the colour code.
In topological codes, we can interpret violated stabi-lizer generators as quasiparticles. A violated stabilizer is a stabilizer with a −1 measurement outcome. We interpret violated X stabilizers as e quasiparticles and violated Z stabilizers as m quasiparticles. In a stack of surface codes, each code SC c has quasiparticles e c and m c . The quasiparticles of the three surface codes are also mapped directly to quasiparticles in the colour code. For each colour c in a 3D colour code, we have quasiparticles e c and m c . For colours c ∈ {r, g, b}, the e c (m c ) quasiparticles in our three 3D surface codes are mapped to e c (m c ) quasiparticles in the colour code because c-cell (cc -face) stabilizers in the surface codes are mapped to c-cell (cc -face) stabilizers in the colour code. This leaves the y quasiparticles in the colour code unaccounted for. However, this is not important as the y quasiparticles are not independent. We can always construct y quasiparticles from combinations of r, g and b quasiparticles [27] . Finally, the logical operators of the colour code have the same structure as the logical operators of the three surface codes. In the colour code, Z c operators are strings of Z operators from one c-boundary to the other and X c operators are membranes of X operators with boundaries that span the c and c -boundaries.
Appendix D: Transversal Gates in 3D Surface Codes
In this appendix we prove that CCZ and CZ are transversal in 3D surface codes. We also briefly discuss state preparation and measurement in the X and Z bases. We consider a stack of three 3D surface codes in the rectified picture, where each code has n physical qubits and one logical qubit. The rectified picture lattice is 3-cell-colourable. Cells are assigned colours from the set {r, g, b} and faces have the colour of the two cells they are a member of. For example, a face shared between an r-cell and a g-cell is an rg-face. We denote the three surface codes as SC r , SC g and SC b . SC c has X stabilizer generators associated with c-cells and Z stabilizer generators associated with c c -faces. We denote the state of the logical c-qubit as |ψ c and the state of the physical qubits in SC c as |a c , where a is an n-bit binary vector.
The rectified lattice has two r-boundaries, two gboundaries and two b-boundaries. Opposite boundaries are the same colour. A c-boundary corresponds to an xboundary in SC c and z-boundaries in SC c and SC c . On the boundaries, stabilizers can have reduced weight. X stabilizers can be associated with incomplete cells, faces or edges and Z stabilizers can be associated with edges (see Figure 10 , for example). If in one code, we associate an X stabilizer with a face or and edge, then any edges which are part of this element which would have been part of complete faces if not for the boundary must have associated weight two Z stabilizers in the other code(s).
Transversal CCZ
We first show that CCZ is transversal for 3D surface codes. We first write the surface code kets in a form inspired by a proof in [29] . Let C c be an m by n binary matrix with m equal to the number of X stabilizer generators in the code and n equal to the number of physical qubits in the code. C c describes the X stabilizers of SC c . Each row of C c has a 1 at column j if the stabilizer generator corresponding to that row acts non-trivially on qubit q j . If the stabilizer generator acts trivially then the entry is equal to zero. Now let G c 0 be the linear span of all rows of C c . For each code, we choose a canonical X c operator which acts on one of the c-boundaries of the lattice. Let X c be an n-bit binary vector describing the support of X c . That is, X c has a one at position j if X c acts non-trivially on qubit q j , with all other entries in X c equal to zero. Let G c 1 be the coset {X c + g : g ∈ G c 0 }. With these definitions we can express the encoded state of the logical c-qubit as follows:
where |G To show that CCZ is transversal for stacked 3D surface codes we need the following lemma. Lemma 1. Given a finite set of k binary vectors {a j } with the same length, the parity of their sum is equal to the sum of their parities.
Proof. An equivalent statement of the Lemma 1 is
where m is a positive integer and |a j | denotes the Hamming weight of a j . We will prove Lemma 1 by induction. Consider the k = 2 case. We have
where O(a, b) is the overlap of a and b i.e. the number of positions where both a and b are equal to one. We can rearrange Equation D3:
This completes the proof for the k = 2 case. Now assume Equation D2 is valid for the k = n case. Consider the k = n + 1 case:
Theorem 2. CCZ is transversal in stacked 3d surface codes.
Proof. First, we define CCZ = CCZ ⊗n , as a tensor product of CCZ gates, where each CCZ gate acts on the three qubits (one per code) at one of the n vertices of the lattice. We consider the initial state
where α, β, z ∈ {0, 1}. We have omitted the global normalization factor. The action of CCZ on |αβγ rgb is as follows:
where u · v denotes the bitwise binary product between u and v and |t| denotes the Hamming weight of t. We now calculate (−1) |t·u·v| for each encoded computational basis state. We can expand t · u · v as follows:
where t ∈ G r 0 , u ∈ G g 0 and v ∈ G b 0 . First we consider the term (t · u · v ), which corresponds to the state |000 . We can find the Hamming weight of this term by considering the support of the stabilizers which correspond to t , u and v . The t vectors correspond to the X stabilizers of SC r , the u vectors correspond to the X stabilizers of SC g and the v vectors correspond to the X stabilizers of SC b . The Hamming weight of the product t · u · v will be equal to the number of lattice vertices where the three X stabilizers (one from each code) act non-trivially. We call such a vertex a lattice collision.
First consider a single r-cell stabilizer generator and a single g-cell stabilizer generator. We say that these two stabilizer generators overlap if they act on qubits which are at the same vertices in the lattice. These rcell and g-cell X stabilizer generators overlap on an rgface, if they overlap. Every rg-face in the lattice has an associated Z stabilizer in SC b . On the boundaries, X stabilizer generators can be associated with incomplete cells, faces or edges instead of complete cells. This means that a single SC r X stabilizer generator and a single SC g X stabilizer generator may overlap on an edge instead of an rg-face. However, as we stipulated earlier, this edge will have an associated Z stabilizer in SC b .
A single SC r X stabilizer generator cannot overlap with a single X stabilizer from another code on a vertex. Consider an r-cell with an associated SC r X stabilizer. Every vertex of this r-cell is a member of an rg-face and an rb-face as the cells of the lattice are 2-face-colourable. Z stabilizers from SC g and SC b are associated with these rb and rg-faces, respectively. Therefore, if an r-cell X stabilizer overlapped with a SC c X stabilizer (c ∈ {g, b}) on a single vertex, the stabilizers of SC c wouldn't commute. The situation is similar for SC r X stabilizers associated with faces or edges on the boundaries. An rg-face with an associated SC r X stabilizer will also have an associated SC b Z stabilizer. The edges of this rg-face will also have associated SC g Z stabilizers as a generating subset of them would have been part of rb-faces in an infinite lattice. That is, there may be an edge of the rg-face which wouldn't be present in an infinite lattice (see for example the edges of the triangles parallel to the g-boundaries in Figure 10 ). However, as there will be Z stabilizers associated with the other edges of the face, we will also have a Z stabilizer associated with this edge. Finally, for every edge on the boundary with an associated SC r X stabilizer there are Z stabilizers in SC g and SC b associated with this edge. Therefore, if a SC r X stabilizer associated with a face or edge overlapped with a SC c X stabilizer (c ∈ {g, b}) on a single vertex, the stabilizers of SC c wouldn't commute.
We have shown that single SC r X stabilizer generators overlap with single SC g X stabilizer generators on edges or faces with associated SC b Z stabilizers. Therefore any SC r X stabilizer overlaps with any SC g X stabilizer on a collection of vertices which has the same support (in terms of vertices) as a SC b Z stabilizer. As the stabilizers of SC b commute, the number of lattice collisions between the X stabilizers of SC r , SC g and SC b is always even. Hence, |t · u · v | = 0 mod 2 for all t , u and v and (−1) |t·u·v| = 1 for |000 . Next we consider the exponent for |001 which is equal to (X b · t · u ) + (t · u · v ). Thanks to Lemma 1 we only need to show that (X b ·t ·u ) has even Hamming weight to show that the sum has even Hamming weight. We need to calculate the number of lattice collisions between the X b operator on the b-boundary (corresponding to the X b FIG. 18 .
The overlap of the Xc operators which lie on the boundaries. Xc lies on the c-boundary. We see that any Xc and X c overlap on a Z c path (a string from one cboundary to the other). The three Xc operators overlap at a single vertex (the yellow star).
vector) and any SC r X stabilizer and SC g X stabilizer.
As we showed in the previous paragraph, any SC r X stabilizer overlaps with any SC g X stabilizer on a collection of vertices which has the same support (in terms of vertices) as a SC b Z stabilizer. Therefore the number of lattice collisions between X b , SC r X stabilizers and SC g X stabilizers is even. This implies that |(X b · t · u )| = 0 mod 2 for every t and u . All the other terms in Equation D8 with one X c term have even Hamming weight by the same argument. Therefore (−1) |t·u·v| = 1 for |100 , |010 and |001 .
The next computational basis state we consider is |110 . The exponent for this state is (
To show that this expression has even Hamming weight we only need to show that (X r · X g · v ) has even Hamming weight due to Lemma 1. To find the Hamming weight of this term we need to find the number of lattice collision between X r , X g and any SC b X stabilizer. X r is on an r-boundary and X g is on a g-boundary. These two operators overlap on a line where the r-boundary and the g-boundary meet (shown in Figure 18 ). This line is a string from one b-boundary to the other b-boundary i.e. it has the same support as a Z b operator. Every Z b commutes with every SC b X stabilizer and therefore X r and X g have an even number of lattice collisions with every SC b X stabilizer. This proves that |(X r · X g · v )| = 0 mod 2 for all i . All the other terms in the Equation D8 expansion with two X c terms have even Hamming weight by the same argument. This means that (−1) |t·u·v| = 1 for |110 , |101 and |011 .
Finally, for the state |111 we must consider the entire expansion in Equation D8. Due to the previous calculations in this proof and Lemma 1, the parity of this exponent is determined by (X r · X g · X b ). This term has Hamming weight equal to the number of lattice collisions between X r , X g and X b . As these three operators are defined on r, g and b-boundaries respectively, they have a single lattice collision on one corner of the lattice (shown in Figure 18 ). Therefore |(X r ·X g ·X b )| = 1 which implies that (−1) |t·u·v| = −1 for |111 . We have shown that CCZ has has the correct action on the computational basis states, namely:
2. Transversal CZ
Webster and Bartlett recently showed that CZ is a locality-preserving logical operator in stacked 3D surface codes [14] . Here, we show that CZ is transversal.
Theorem 3. CZ is transversal in stacked 3D surface codes.
Proof. First, we define CZ cc as the tensor product of CZ gates acting on the pairs of qubits from SC c and SC c which lie on the vertices of one of the c -boundaries, with identity gates acting on all other qubits. Consider the initial state
where α, β, γ ∈ {0, 1}. We now calculate the effect of applying CZ rg to this state (the effect of CZ rb or CZ gb is analogous). CZ rg acts on the pairs of qubits from SC r and SC g which lie on the vertices of one of the bboundaries. We choose this boundary to be the same boundary that supports our canonical X b operator. The effect of CZ rg on |αβγ rgb is
where X b is an binary vector encoding the support of X b . We can expand the exponent in Equation D11 as follows:
where t ∈ G r 0 and u ∈ G g 0 . To show that CZ rg implements a logical CZ between SC r and SC g , we need to calculate the parity of |t · u · X b |, for all combinations of α and β. In the proof of Theorem 2 we showed that every term in Equation D12 has even Hamming weight except for (X r ·X g ·X b ), which has odd Hamming weight. Due to Lemma 1, the only states which pick up a −1 phase under the action of CZ rg are therefore |110 rgb and |111 rgb . measurement and |ϕ c = a |+ + b |− . Figure 19 shows an example of a Z-type merge. Any Z-operator of either original code is a valid Z operator of the merged code. However, the valid X operators of the merged code are membranes of X operators with boundaries which span the c and cboundaries of the merged lattice.
We can implement a Z-type split by measuring a layer of SC c qubits in the X basis. These measurements implement the following mapping: α |0 c +β |1 c → α |00 c + β |11 c . We note that we can simultaneously implement an X-type merge on the SC c codes in different stacks and a Z-type merge on the SC c and SC c codes. To do this we prepare a layer of qubits between c-boundaries of the two stacks we want to merge. At every vertex in the new layer we place three qubits (one per surface code), prepared in the state |0 c |+ c |+ c . We then modify the stabilizer groups of all three codes at once as discussed in the previous paragraphs to merge the three codes simultaneously. We can also invert this process to do a simultaneous split on all three pairs of We can merge all three codes in both stacks at the same time, as described in the main text. After this process we have three surface codes defined on the same rectified cubic lattice (lattice including faded and non-faded sections). This stack of surface codes has the same boundary structure as the intial stacks.
codes.
We illustrate 3D surface code lattice surgery with an example. Consider two d = 3 rectified cubic lattices placed one above the other as shown in Figure 19 . We add a diamond layer of qubits between the two lattices (vertices of the faded lattice in Figure 19 ). At each vertex we add three qubits (one per code) in the state |+ r |0 g |+ b . Next we merge the stabilizer groups of the pairs of codes with the same colour. This implements a Z-type merge on the pair of r-qubits, an X-type merge on the pair of g-qubits and a Z-type merge on the pair of b-qubits. We now consider each pair of codes with the same colour separately and discuss how their stabilizer groups transform.
First of all, consider SC
g and SC (2) g . The code formed by merging these two codes has nine additional X stabilizers (the faded complete and incomplete octahedra in Figure 19 ). The merged code also has four additional Z stabilizers (the rb-faces parallel to the g-boundaries in the faded section of the lattice in Figure 19 ). Some of the Z stabilizers on the boundary are also modified (rbfaces in Figure 19 with faded and non-faded sections). In total,the merged code has 12 additional physical qubits and 13 additional stabilizer generators. The two original codes had n = 51 physical qubits and n − 1 stabilizer generators so the merged code has 2n + 12 physical qubits and 2(n − 1) + 13 stabilizer generators. Hence, the merged code has a single logical qubit, as required. One can also verify that the product of the new X stabilizers is X (1)
g . Next we consider SC (1) r and SC (2) r . The code formed by merging these two codes has no additional X stabilizers, but some X stabilizers which were present before the merge are modified (r-cuboctahedra and 2D flattenings with faded and non-faded sections in Figure 19 ). The merged code has 16 new Z stabilizers associated with the gb-faces of the new cuboctahedra (gb-faces in the faded section of Figure 19 ). In addition, there are four new Z stabilizers associated with edges on the rboundaries (faded section of r-boundaries in Figure 19 ). However, these new Z stabilizers are not all independent. In the merged lattice, we have four additional complete cuboctahedra and a single additional complete octahedron when compared with the intial lattices. Therefore, we must remove five Z stabilizers from the stabilizer group. We also have two additional half octahedra whose edges and faces have associated stabilizers which multiply to the identity (see Figure 11 for an example of such a half octahedron). Therefore we must remove another two Z stabilizers from the stabilizer group. In total, the merged code has 13 additional stabilizers and therefore has one logical qubit (for the reason given in the previous paragraph). One can construct Z
r operators from combinations of the new Z stabilizers we have just described.
The details of the Z-type lattice surgery between SC (just exchange r and b in the previous paragraph). To verify that the lattice surgery procedures we have described transform two surface codes into a single surface code for any code distance, all we need to do repeat the analysis of Appendix B 1 for a slightly different lattice structure. We omit this analysis here as the extension is simple. sheet). To merge the codes we measure new Z stabilizers that join the two lattices (whose product is Z 2D ⊗ Z 3D ). The merged code inherits the stabilizers of the parent codes, with the exception of X stabilizers at the join that have to be modified to include the ancillas. Figure 20 shows an example Z-type merge of two d = 3 codes. The merge implements the same mapping as the 3D-3D case: |ψ ⊗ |ϕ → a |ψ + (−1) m bX |ψ , where |ϕ = a |+ + b |− and m is value of Z 2D ⊗ Z 3D .
The effect of the Z-type merge on the logical operators is more interesting than the 3D-3D case. The Z operators of the original codes are valid Z operators of the merged code. However, X operators of the merged code are products of membrane operators in the 3D lattice and string operators in the 2D lattice. The merged code is therefore an example of a code with a logical operator which has 2D and 1D parts. We can implement a Z-type split by measuring the qubits which join the 3D and 2D lattices in the X basis. This operation maps α |0 + β |1 to α |00 + β |11 (as in the 3D-3D case). Finally, we note that the Z-type lattice surgery operations we have just described can also be implemented between two 3D surface code stacks, giving an alternative method for realising 3D surface code lattice surgery.
As we previously stated, we can use lattice surgery to implement CN OT gates and to transfer qubits between different surface codes. Consider the initial state |ψ |+ , where |ψ = α |0 + β |1 . Implementing a Z-type merge between the two qubits followed by a Z-type split produces the state α |00 + β |11 . If we measure the first qubit in the X basis, |ψ is transferred to the second qubit (up to a Z correction). The lattice surgery CN OT procedure is similar to the procedure we have just described. Consider the state |ψ 1 |+ 2 |φ 3 . To perform a CN OT with qubit 1 as the control and 3 as the target we first do a Z-type merge of qubits 1 and 2 followed by a Z-type split. The second, and final step is to do an Xtype merge of qubits 2 and 3 followed by an X-type split. There are also some single qubit corrections that may be necessary which we have omitted. The full details of this lattice surgery CN OT procedure can be found in [17] . We can also use a chain of lattice surgery operations to perform a multi-target CN OT gate as shown in [39] .
Next we describe the procedure for transferring three logical qubits from a 3D surface code to a 2D surface code. We consider a single 3D surface code lattice which can interface with a single 2D surface code. This means that we can only transfer qubits from SC (3D) r to SC (2D) . Other configurations are possible, but we will concentrate on the most basic. Imagine we have prepared a CCZ state in the 3D surface code. We can transfer the rqubit to the 2D surface code easily. Next we want to transfer the g-qubit. We must transfer the state of the g-qubit in the stack to the r-qubit first. However, we need two qubits in the stack to be ancillas in order to do this (see Equation 3) , and only one is available. Instead, we transfer the state of the g-qubit to the r-qubit, with a H gate applied (see Equation 3 ). Next, we transfer this state to the 2D surface code where we can undo the H gate. Finally, we transfer the state of the b-qubit to the r-qubit (we now have enough ancillas) and transfer this state to the 2D surface code.
3D Architecture
We consider a large rectified cubic lattice with 3D 'patches' each containing three logical qubits. This architecture is a generalisation of the 2D architecture described in [17] . Each patch is a distance d rectified cubic lattice adjacent to six identical patches. We can do lattice surgery between adjacent patches as described in the previous section. We adopt a Euclidean coordinate system and associate each of the axes with a particular colour. For example, we associate the x-direction with r which implies that we can do X-type lattice surgery between r-qubits (qubits encoded in SC r codes) in patches which are adjacent in the x-direction. Similarly we can do Z-type lattice surgery between g-qubits or b-qubits adjacent in the x-direction. This means that we can transfer a qubit from one patch to any of its adjacent patches using X-type or Z-type lattice surgery.
In our architecture we use half of the patches in the lattice as 'data patches' and half as 'ancilla patches'. Data patches contain three logical data qubits and ancilla patches contain three logical ancilla qubits. We can do CN OT gates between any two qubits in data patches which are adjacent to the same ancilla patch using lattice surgery. If the two data qubits have different colours then we need to use two logical qubits in the ancilla patch during the procedure. For example, imagine we want to do a CN OT between the r-qubit (control) and g-qubit (target) in the same data patch. First of all, we do a Z-type merge of the r-qubit in the data patch and the r-qubit in an adjacent ancilla patch. We then undo this merge with a Z-type split. Next, we transfer the state of the r-qubit in the ancilla patch to the g-qubit in the same ancilla patch, using the procedure in Equation 3 . The next step is to do an X-type merge of the g-qubits in the data patch and the ancilla patch. Finally, we undo this merge with an X-type split and apply some Pauli corrections. The procedure we have just described implements a CN OT gate between the r-qubit and g-qubit in the data patch.
CN OT gates allow us to swap any two data qubits in data patches which are adjacent to the same ancilla patch. As we have previously shown, we can transversally implement CZ and CCZ in a single data patch. Finally, we can do a H gate on a single qubit in a data patch by the following method. We first transfer the qubit to an adjacent ancilla patch using lattice surgery. Next we do a single qubit H using the procedure in Equation 3 before transferring the qubit back to its original data patch. In the architecture we have just described we can swap arbitrary data qubits and implement a universal gate set in each data patch. CCZ gates can be performed in parallel on all data qubits, CZ gates can be performed in parallel on two thirds of the data qubits and H gates can be performed in parallel on a third of the data qubits. This architecture requires no magic state distillation or state injection.
be upper bounded by the optimal threshold for Z errors. This implies an upper bound on p X th of 3.3% for decoding 3D cubic codes using a single-shot renormalization decoder.
At present no threshold values are known for surface codes on rhombic dodecahedral lattices. It would not be surprising if the thresholds of rhombic dodecahedral codes turned out to be similar to the thresholds of cubic codes. In both cubic codes and rhombic dodecahedral codes we could use the minimum-weight perfect matching extension of the Blossom algorithm [44, 45] to decode Z errors in the presence of measurement errors. However, due to the higher weight X stabilizers in rhombic dodecahedral codes we expect the threshold p Z th of rhombic dodecahedral codes to be lower than the corresponding threshold of cubic codes. To decode X errors in rhombic dodecahedral surface codes we may be able to generalise Duivenvoorden et al.'s renormalization decoder. Alternatively we could use a more general purpose decoder such as Bravyi and Haah's Renormalization Group decoder [46] . Finally, our 2D/3D lattice surgery procedure (see Figure 20) poses an interesting decoding question. During this procedure we have a surface code with a 3D part and a 2D part. Decoding an error which spans both parts of the lattice may require a combination of a 2D surface code decoder and a 3D surface code decoder.
