With the World Wide Web (WWW) tra c being the fastest growing portion of load on the internet, describing and characterizing this workload is a central issue for any performance evaluation study. In this paper, we present an approach for generating a pro le of requests submitted to a WWW server (GET, POST, ...) which takes explicitly into account the user behavior when sur ng the WWW (i.e. navigating through it via a WWW browser). We present Probabilistic Attributed Context Free Grammar (PACFG) as a model for translating from this user oriented view of the workload (namely the conversations made within browser windows) to the methods submitted to the Web servers (respectively to a proxy server). The characterization at this lower level are essential for estimating the tra c on the net and are thus the starting point for evaluations of net tra c.
Introduction
When talking about the information highway, one typically associates it with fast and easy access to a large amount of information stored in a distributed way. The World Wide Web (WWW) can thus be visualized as (probably the largest) distributed multimedia hypertext system. From an architectural point of view, the WWW can be seen as a huge client server system built on top of the Internet protocol suite. The demands placed on such a system are manyfold: users require convenient access via a uni ed easy-to-use interface. WWW browsers try to accomplish this task. Their success is illustrated by Web tra c being the fastest growing portion of tra c on the internet. This leads to the second major demand: maybe the most critical factor in the satisfaction of the user is the speed at which requests for information can be ful lled. Aspects determining the response time of the servers include network related characteristics (available bandwidth, ...) and server related characteristics (hardware characteristics, cacheing policies, . . . ). But most of all, the performance is determined by the load, that the servers have to process. Therefore, a characterization of the load generated by Web-Tra c is a fundamental issue for any further investigation of performance. In this paper, we use a generative technique for modeling the Web tra c. This technique is based on Probabilistic Attributed Context Free Grammars (PACFG) Fu 74], which have proven to be a useful way to translate the workload from the application-oriented user's point of view to the resource oriented system level in distributed environments ( Ragh 95] 
, SV R 96]). Previous work in this area Seda 94] Arli 96] Brak 96] Cunh 95]
Crov 96] has focused on the characterization of internet/WWW tra c mainly at the system's level. Our approach distinguishes from the others in that we try to map the actual user behavior (characterized in terms of the number of browser sessions a user would start and in terms of the number of conversations within a browser) to the tra c characteristics at the lower level. Thus, the analyst can experiment with the e ect of changes in user behavior on the systems load. Such studies are crucial e.g. for capacity planning of computer networks.
We will rst describe the characteristics of the environment we address in Section 2. In the next section (3) we will brie y introduce the concept of PACFG (illustrated on a simple single-serve example). Finally (Section 4), we will apply PACFG for modeling the tra c at the system level generated by users sur ng the WWW. We will restrict our study to tra c coming from conversations of the type http and ftp as supported by the Netscape browser. We will show, how to obtain the relevant estimates for the workload parameters from measurements. We conclude with an outlook on future work.
Description of the Environment
The general architectural model of WWW-browser applications is shown in Figure 1 . At the top level, we have di erent types of browsers, through which the users will navigate the WWW. Within such browsers, the user has the possibility to access information via giving so called Uniform Resource Locators (URL) which identify both, the server (from where to retrieve the information) and the le, containing the information. The user can either enter such an URL directly, but more typically he or she would just select a link to which an URL would be associated (this is what makes the WWW a hypertext application). We will call such an access a conversation between the user's browser (the client) and the host where the information resides (the server). The conversations are based on protocols, typically the HyperText Transfer Protocol (http). But one of the key features in the success of the WWW is its ability to provide a uni ed access to (nearly) all sort of information available on the internet, thus other services such as ftp or gopher and recently interactivity incorporated in JAVA applets are also supported. Most browsers also include facilities for sending e-mail (via the smtp protocol) or to read newsgroups. Any of these conversations will result in a request which will be transformed into the methods of the request which are submitted to the server (GET, POST, . . . ). All the services described so far are based on the TCP/IP protocols, which form the next lower levels.
To describe the system we will use a six level hierarchy as represented in Figure 2 . At the top level, we have several users logged onto machines in the network. We will call the time between a login and a logout the session duration. Within a session, a user will start Within each window, the user initiates a conversation with a server. These conversations, which are typically initiated by selecting a link on a web page or by entering an URL, consist of requests following a particular protocol (http, ftp, . . . ). After issuing the request for a conversation the user will wait for the request to be ful lled and would then spend some time in consuming the delivered result, e.g. reading the page that has been displayed (this time is typically referred to as user think time). Thus we can identify at the conversations level a sequence of active phases (conversations are being processed) and idle phases (user think times).
At the methods level, we will characterize the arrivals of the GET requests. When mapping from the conversations level to the methods level, we have to consider, that an ftp conversation will invoke a single GET, while an http conversation will invoke one or more GETs (depending on the contents of the page to be retrieved). Finally, each method (GET) will be mapped onto a TCP/IP requests. Note, that some browsers (e.g. netscape) will allow for more than one TCP/IP stream being simultaneously open 1 , thus the several GETs may be processed simultaneously and requests r j submitted after request r i could in fact nish before r i .
Although the approach that we present can be applied to the general model in a straight forward manner 2 , we wanted to keep the presentation simple but still being able to highlight the most important issues (i.e. capturing parallelism in user behavior, capturing the representation of a sequence of commands, and showing the mapping from one level to another and the corresponding parameter estimates). Thus, we restrict the modeling to a subset of this environment in that we only consider the load generated from one user working with up to n B netscape browsers conversations. We assume a value of n W denoting the maximum number of windows that can be opened simultaneously within one netscape browser. Finally, we will only characterize the workload to the level of methods. Thus, we are only considering the 4 inner levels in the hierarchy. Table 1 summarizes these four levels and the actions that could occur at each of them. Applying the proposed approach of PACFG for workload modeling in performance evaluation studies has already been demonstrated in previous papers Ragh 93, SV R 94, Ragh 95, SV R 96]. In this paper, we will therefore sketch only brie y the parameters to be estimated.
Workload Characterization Using PACFG
A Probabilistic Attributed Context Free Grammar (PACFG) is a 3-tuple G A = fG; A; Qg with G as the regular grammar, G = fV N ; V T ; P; Sg. Here, V N and V T are a set of nonterminal and terminal symbols, P represents a set of production rules, and S is the start symbol.A is a set of attributes and Q is a set of probabilities associated with P.
Each of the non-terminals, which will be expanded to a (sequence) of non-terminals or terminals at the next lower level, has two attributes s and e. They represent the start and end times of the non-terminal respectively. The duration of an operation is described by the di erence between the start and end times. Let us consider a hierarchical system with n levels. At each level, the system supports a set of operations each being represented by a non-terminal. Non-terminals in the n th level of the hierarchy expand into a string of non-terminals in the (n ? 1) th level. Production rules are used for representing this.
At level n, the number of classes of operations is represented by K n . To decide on which of the operations in a lower level to which an operation in a given level expands to, a set of probabilities are used. A non-terminal in level n and of type i can either always go to , or there are a set of production rules mapping it on to units of the lower level. The distribution functions are essentially used to determine when the expansion of a nonterminal has to be stopped, that is, when the rule has to be taken. A proposed end time for a non-terminal is generated using the distribution function, and as it expands, when the operations at the lower level reach the end time, the rule is taken.
Attributes are associated to each non-terminal, denoting the start time and end time of the operation (start(V NT ); end(V NT )) with time(V NT ) := end(V NT )?start(V NT ). Start and end times (or durations resp.) will depend on the order in which the production rules are applied and are derived from the start/end times of terminals and non-terminals at higher/lower levels. Start times are always inherited (e.g. derived from parents), end times (or durations) will always be synthesized (from children to parents or among siblings), thus guaranteeing an evaluation free of cyclic dependencies. The time attributes of the terminals, the end symbols, which are not expanded further, are de ned analogously, but their duration time(V T ) is a parameter to be estimated, thus the end time is given by end(V T ) := start(V T ) + time(V T ).
To control the order in which rules can be applied, a control set can be speci ed Salo 73]. As an example, let us consider the PCFG given in Table 2 .
This grammar could generate for example string aabb or string abab, both with a probability (1=3) 3 (1=6). If we de ne the following control set (1(2 + 4)) we would restrict the grammar in that rule 1 always has to be applied rst, followed either by rule 2 or 4, this order can be repeated several times. Note, that now the probability of string aabb is zero. In addition, the probabilities of the rules has to be de ned in order to meet the restrictions in the control set, i.e. rule 1 would have a probability of 1 (will always be applied if possible), rule 3 would have a probability of 0 (will never be applied), and the probabilities of rule 2 and 4 have to sum up to 1 (e.g. Q 2 = 2=3; Q 3 = 1=3).
If a rule given in the control set cannot be applied, the rule would simply be omitted. For example, in the control set 134 rule 4 would never be applied.
To illustrate PCFGs in workload modeling, we will model the user behavior as a sequence of user think times and command executions in a single server environment Ragh 93, SV R 94]. The commands used by such a user, will, in general be of di erent types, such as le edit, program compile and program executions. At a lower level, the command executions can be mapped onto the time necessary to submit the request and to the time to process the request. At a higher level, we consider di erent user sessions from where commands can be executed. Thus, we represent the workload for this single server environment in a three level PCFG The production rules PR I & PR II generate the session level networkload sequence. The number of production rules designated by PR I is equal to the number of session groups. Each production is associated with the probability of occurrence of a session of group i as given by Q 1 i]. The production rules PR III & PR IV generate the networkload sequence at the command level and the production rules PR V, PR VI & PR VII generate the networkload sequence at the request level. The matrix Q 2 gives the percentage of commands of class j issued during the sessions of group i. Similarly, the elements of the matrix Q4 denote the percentage of the requests of type k generated during the commands of class j. The matrices Q 3 and Q 5 are the unity matrices. Q 3 implies that the requests generated during a command execution are independent of the session in which the command was issued and Q 5 implies that the request service time is independent of the class of command during which the request was generated. This PCFG is a generative representation of the networkload sequence at any level of the three level hierarchy. The model parameters to be estimated are a; c; f; h; Q 1 ; Q 2 and Q 4 . WL is the Start symbol of the networkload B k i is a set of non-terminals denoting the di erent browsers W ij ; W 0 ij is a set of non-terminals denoting the di erent windows in browser i C ij is a set of non-terminals denoting the conversations made from window j in Browser i H ij is a set of non-terminals denoting the http conversations from window j in Browser i F ij is a set of non-terminals denoting the ftp conversations from window j in Browser i G is a non-terminal denoting the method GET t is the user think time s is the time to submit a request r is the elapsed time for ful lling a request is the time for starting a browser ! is the time for opening a window is a marker indicating the closing of an operation
PACFG for
The set of production rules fPg with the associated probability set fQg and the attributes fAg is given in Table 3 . For each non-terminal, the calculation of start times is given. In addition, either the end time or the duration is given.
In the grammar, i is an index denoting the number of browsers (1 i n B ), j denotes the number of windows per browser (1 j n W ). and ! are markers to denote the start of a browser and the opening of a window, denotes any termination. The production rules are numbered in order to identify them in the control set. An index i in a production rule denotes the number of the browser, an index j denotes the window in the browser. Nonterminals B k i are used for expressing the di erent expansion possibilities within browser i, non-terminals W ij and W 0 ij denote the di erent expansions for window j in browser i.
Rule r 0 spawns the set of all possible actions at the top level (opening up to n B browsers). We assume, that the observation of the workload starts at time T, thus start(WL) := T. The observation period ends with quitting the last browser, thus end(WL) := max i fend(B 0 i g. Rules r i(n W +1) to r i(2 n W ) control the opening of new windows (starting a browser will automatically open a new window), while rules r i0 to r in W terminate the activities in a browser. Probabilities determine whether to expand a browser by starting windows or to quit a browser. Start and end times are calculated as given in the table (according to these de nitions, the duration of the life-time of browsers may overlap).
Rules r ij1 to r ij4 de ne the behavior within a window as a sequence of think times and conversations (including the possibility to quit the window). The probabilities are used to decide which of the possible activities within a window should occur. The time of a window is calculated by aggregating the time of all activities within it (think times and conversation processing times). The think time is a parameter to be estimated, the time to process a conversation is either the time of the http or the ftp request.
In rules r ij5 and r ij6 we distinguish between an http and an ftp conversation, while rules r ij7 , r ij8 , and r ij9 de nes behavior of an http resp. an ftp conversation. Probabilities are used for controlling the length of the GET sequence in an http conversation. The end time for an FTP is equal to the end time of the GET, while the end time of an http is determined by the largest end time of one of the GETS. Finally, rule r 0 maps the actual timings of submitting and responding to a GET method, and the time of GET is simple determined by adding the time for submit and respond.
Whenever an operation terminates, the appropriate termination time is added. In order to characterize the user behavior adequately, we have to consider the following restrictions to the grammar using a control set: 
S ij = (r ij1 r ij4 + r ij2 (r ij5 (r ij7 r 0 ) r ij8 + r ij6 r ij9 r 0 )]) r ij3 (4) The control set guarantees, that the grammar always starts with applying rule r0 (constraint 1). The behavior in a window is controlled by constraint 3 while the sequence of think and conversation processing is controlled in constraint 4. Constraint 2 guarantees, that when quitting a browser, all corresponding windows will be closed. By de nition, the closing of a window will terminate the sequence of think/conversation phases.
The attributes of the Nonterminals representing the start and end times guarantee, that browsers and windows may run in parallel, but their start times are in increasing time stamp order. The activities in a window are strictly sequential, i.e. a sequence of think times and processing times with increasing time stamps. The start times of GETs belonging to a http conversation are in increasing time stamp order and may have overlapping durations.
Any sentential form generated by the grammar following the rules of the control set will give the following information: The non-terminals B will denote what browsers are currently open, the activities within each browser will be embraced by and b resp. , if the browser has been quitted. The non-terminals W would give the number of active windows and the activities within a window will be embraced by ! and W resp. . The conversations in each window would be represented by the sequence of GETs generated from the ftp or http requests as well. Thus, we have an exhaustive representation of the \state" of the system.
For a quantitative description of the load, we have to associate values to the variables in the PACFG. In particular, we have to estimate the probabilities in fQg and a set of timing parameters, which will be discussed in the next section.
Parameter Estimates 4.2.1 Characterizing Production Rule Probabilities
The probabilities for selecting production rules include: p expand ij the probability of starting browser i, j = n W + 1, which would also start window i1. p expand ij the probability of opening windows j ? n W , j = n W + 2::2 n W p quit ij the probability of quitting browser i after window j, j = 0::n W p think ij1 the probability of thinking in window i of browser j p close ij3 the probability of closing window i of browser j p expandH ij5 the probability of expanding into an http conversation p expandF ij6 the probability of expanding into an ftp conversation p next ij7 the probability of issuing another GET p end ij8 the probability of terminating the GETs in an HTTP The probabilities can be obtained from logging the user behavior during browsing the www. If the source code of the Web browser is available, the source code can be instrumented for obtaining this information. Otherwise, a monitoring program has to be written collecting the user actions on the client side. Note, that the information in server or proxy log les is insu cient, as it would provide no information about the di erent instances of browsers and windows. From these measurements, relative frequencies can be obtained, which have to be \normalized" in order to meet the restrictions de ned in the control set. It has to be guaranteed, that all probabilities of rules appearing in an OR term in a production rule will sum up to one.
The number of GETs within an http connection depends on the contents of the page to be retrieved. To estimate this parameter, either statistics about typical pages can be collected, characterizing the number of objects (text, images, . . . ) they contain. Alternatively, this information can be obtained by analyzing the log le of a proxy server, which can be con gured to show for each GET the corresponding reference to the URL initially retrieved in the http conversation. The probability for next and end have to be chosen in order to generate GET sequences of characteristic length.
Characterizing User Oriented Time Parameters
From the set of terminals, the following parameters are user oriented, i.e. depend on the particular behavior and preferences of the users 5 : B i interarrival time between browsers i ? 1; i W j interarrival time between windows j ? 1; j time(t) the user think time The interarrival times at the browser level determine the time at which users will start a new browser. The arrivals will be bursty according to the time of the day. Furtheron, studies of the user behavior have shown, that typically users will navigate the web only on some days per week. For a characterization, all these aspects have to be taken into account, leading to the conclusion, that empirical distributions might t best to characterize this behavior. The analyst might also consider to experiment with stress cases in setting the interarrival time rather low, resulting in a large number of browsers being simultaneously open. Similar considerations hold for the interarrival times at the windows level.
The user think time represents the time, the user needs to process the requested information. This timing information is di cult to capture and can vary from a few seconds (just having a glimpse at the page) to up to an hour (reading the contents of a text page). Thus, we would again propose to characterize this time by a histogram representing an empirical distribution of user think times. This empirical distribution can be derived from measurements of user sessions (logging the actions of the user on a particular machine). Studying the correlation between the contents of a page (given for example by the amount of text, that appears on a page) and the time a user needs to consume this information might lead to further insights in obtaining meaningful estimates. Observations made in the eld of Human Computer Interaction will be a further source of helpful information (see e.g. Catl 94]).
As the user behavior will typically di er depending on the user's individual preferences, it seems reasonable to introduce classes of users with similar behavior. Such an approach, which is common practice for modeling of conventional workloads, has for example been followed in Yan 96 ], but here the objective was to study user behavior from an HCI point of view.
Characterizing System Oriented Time Parameters
The following terminals belong to the group of system oriented parameters, i.e. their duration will depend on the performance of the system/network: G interarrival time between two GETs time(s) the time to submit a GET time(r) the time to respond to the GET time( ) the time to terminate an activity time( ) the time to start a browser time(!) the time to open a window The timings related to GETs -and to TCP/IP requests if all levels are consideredhave been studied in various papers Alme 96, Arli 95, Brau 94]. As most Web servers and proxy servers provide access log les, these data can serve as a basis for the evaluation. In addition, network sni er programs can be used to obtain further information.
Finally, the timings for opening/starting and terminating of browsers and windows have to be estimated. These timings depend on the performance of the client machine. Typically, these values will not vary much for a particular machine type and their order of magnitude is typically small compared to other timings. Assuming these values to be constant seems to be reasonable, e.g. an average of a set of measurements on the real system can be used. are both expanded to applying rules r i;0 for i = 1; 2. In example two, a browser and a window are opened and after a thinking period (t) a request is performed, then the session is terminated. Example three shows a string, which is still in a phase of expansion, which can be seen by the presence of the non-terminal symbols W 0 1 and B 0 2 . In this example, the user has opened two windows in the rst browser, while the second browser has not been started yet. In the rst window there is already some activity, which will continue by expanding non-terminal W 1;1 . The activities in window two have not started yet, as W 1;2 has not been expanded.
The sentential forms generated by the grammar could be used for example as the input to a discrete event simulator of server behavior to obtain estimates on the load on the server. The terminals generated by the grammar indicate the arrival of events, the associated time stamps give their respective arrival times.
According to the desired number of users, one load generator per user would produce the corresponding string according to the particular user behavior (captured in the useroriented parameters). A preprocessor would merge all the strings into a single arrival stream for the simulator.
Another application example would be the simulation of the cacheing behavior of a proxy server. In that case, the grammar has to be extended by adding another type of attribute, namely the identi er of the requested object (page, image, le, . . . ). The sentential form would then give a pro le of the arrival requests for particular objects, which could again feed a simulator of cacheing behavior.
In this paper we have presented a hierarchical, generative approach for workload modeling of WWW-applications. We have identi ed 6 hierarchical layers, bridging the gap between the user level (characterized in terms of sessions) to the level of TCP/IP requests, i.e. the actual load imposed on the network. Our approach di ers from previous attempts to WWW load characterization in that we consider both, the actual physical characteristics of the system as well as the application oriented view. Thus, the analyst is able to investigate both, changes in user behavior as well as the e ects of changes in the system characteristics.
By using PACFGs for modeling, we are able to increase the expressiveness of the grammar while the control set will ensure, that the generated workloads truly represent the user and system behavior (e.g. closing a browser will terminate all activities within). The sentential forms give a representation of all the necessary details for capturing the state of the system at any instance in time (number of open browsers, number of active windows, . . . ), while the timing attributes provide all information for further evaluation studies.
Future work will focus on a detailed comparison of the expressiveness and representativeness of the proposed approach in contrast to simpler models of WWW tra c characterization.
