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Resumen 
Habitualmente se considera que la preservación del comportamiento del soft-
ware después del refactoring puede ser verificada con pruebas unitarias auto-
matizadas. Sin embargo, hay situaciones en las cuales estas pruebas dejan de 
funcionar precisamente por los cambios realizados en el código. Para agregar 
seguridad al refactoring es necesario entonces utilizar pruebas a distintos nive-
les que aumenten la redundancia en la cobertura, aunque esto agrega comple-
jidad adicional al testing y al refactoring. Para mitigar este problema hemos 
desarrollado un enfoque metodológico basado en distintos niveles de prueba 
con cobertura redundante. Asimismo este artículo presenta una herramienta de 
chequeo de cobertura simultánea de varios tipos de pruebas, y un caso de es-
tudio donde se usa la misma. Más allá de las ventajas conocidas de contar 
condistintos niveles de pruebas, una adicional es la colaboración que prestan 
en situaciones de refactoring, por lo que se esperaría una adopción mayor en 
la industria. 
Palabras clave 
Refactoring, preservación del comportamiento, cobertura, automatización, 
pruebas de aceptación 
1. Introducción 
El refactoring o refactorización de código es una práctica de la Ingeniería de 
Software que busca mejorar la calidad del código con vistas a facilitar su 
mantenimiento, pero sin alterar el comportamiento observable del mismo. La 
refactorización se aplica transformando un sistema una vez que se desarrolló 
su funcionalidad y la misma ya está codificada. 
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El problema con las refactorizaciones es que son riesgosas, ya que las mismas 
cambian código que se encuentra en correcto funcionamiento por otro, que 
supuestamente mejora algún atributo de calidad, pero no sabemos si cambiará 
o romperá el comportamiento existente. Para permitir refactorizaciones más 
seguras, una buena práctica es trabajar con pruebas unitarias automatizadas, 
escritas antes de refactorizar, y correrlas después de cada paso de transforma-
ción, para asegurarse de no haber introducido un error. 
Sin embargo, resulta ingenuo creer que las pruebas unitarias pueden eliminar, 
o incluso mitigar, los riesgos de la refactorización. Hay ocasiones en que las 
pruebas resultan afectadas por las propias refactorizaciones y fallan, causando 
que la funcionalidad no pueda ser verificada a posteriori. Esto es más evidente 
cuanto menor sea la granularidad de las pruebas y cuanto mayor sea el alcance 
de la refactorización; aun cuando se trabaje con pruebas que integren varias 
clases o componiendo refactorizaciones más pequeñas, el problema sigue sin 
resolverse. Si bien algunos trabajos de investigación plantean el problema 
(por ej, [1]), distan mucho de resolverlo con un enfoque metodológico com-
pleto y seguro. Dado que este es uno de los supuestos más fuertes de la prácti-
ca del refactoring, nos hemos planteado encontrar una práctica metodológica 
que lo refuerce. 
Hoy en día se utilizan distintos tipos o niveles de prueba, a saber: de unidad, 
técnicas de integración y de aceptación o comportamiento. Como explicare-
mos más adelante, en nuestro planteo utilizamos varios niveles de pruebas 
para cubrir el riesgo de incorrección de ciertas refactorizaciones. De esta ma-
nera, un nivel de pruebas de mayor granularidad va a servir como red de con-
tención de pruebas que dejen de funcionar ante algunas refactorizaciones. En 
el nivel más alto de la red de contención se encuentran las pruebas de acepta-
ción, que por su propia definición no deberían cambiar ante una refactoriza-
ción, y así operan como garantía de refactorizaciones seguras, independiente-
mente del alcance de las mismas. 
Llamamos cobertura al grado en que los casos de pruebas de un programa 
llegan a recorrer dicho programa. Al plantearnos el problema de la cobertura 
de pruebas a distintos niveles, surgió la necesidad de contar con una herra-
mienta que, en el marco del lenguaje y del entorno de desarrollo que estába-
mos utilizando, nos indicase cuáles pruebas cubrían cierta porción de código – 
el código a refactorizar – en forma simultánea. De esta manera, la herramienta 
nos indicaría cuáles son las pruebas de aceptación que asegurarían la correc-
ción de las refactorizaciones ante la rotura de las pruebas de unidad. Así es 
que comenzamos a desarrollar “Multilayer Coverage” para Java, como una 
extensión a la herramienta de cobertura EclEmma, para el entorno de desarro-
llo Eclipse. 
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El presente trabajo se plantea también la necesidad de existencia de pruebas 
de aceptación automatizadas. Como sabemos, hay una práctica denominada 
Acceptance Test Driven Development (ATDD), que preconiza las ventajas de 
desarrollar aplicaciones siguiendo el protocolo de TDD [2, 3] utilizando como 
punto de partida a las pruebas de aceptación. ATDD aún no se encuentra tan 
difundida, pero nuestro planteo de la necesidad de pruebas de aceptación au-
tomatizadas para lograr refactorizaciones más seguras, es un argumento más 
en favor de la práctica de ATDD. 
2. Trabajos relacionados 
En resumen, hemos visto que hay ocasiones en que una refactorización es 
causa de que las pruebas unitarias se rompan o fallen, dejando a dicha refacto-
rización sin su red de contención natural. 
Según Pipka [1], el enfoque más habitual dentro del desarrollo dirigido por 
pruebas es realizar la refactorización y ver si las pruebas siguen funcionando. 
Si ninguna prueba se rompe, podemos seguir adelante. Si, en cambio, alguna 
prueba deja de compilar o falla, cambiamos esa prueba para que pase. El 
hecho de que este sea el método más frecuente suele ser consecuencia de que 
a los programadores no les resulta sencillo determinar de antemano qué prue-
bas van a fallar para un cambio dado. Pipka llama “enfoque rápido y sucio” a 
esta práctica, y la razón es obvia: se pierde mucho control y seguridad, al pun-
to que la presunta reconstrucción de las pruebas no puede garantizar la preser-
vación del comportamiento. Algunos autores han propuesto enfoques más 
elaborados que describimos a continuación. 
2.1 Test-First Refactoring 
Test-First Refactoring se basa en Test-Driven Development (TDD). TDD es 
una práctica iterativa e incremental de diseño de software, que fue presentada 
por Kent Beck y Ward Cunningham como parte de Extreme Programming 
(XP) en [4]. Consiste en desarrollar siguiendo un ciclo que comienza con la 
escritura de pruebas en código, luego el desarrollo de código que haga funcio-
nar correctamente las pruebas, y finalmente una refactorización para mejorar 
la calidad de lo desarrollado. 
El procedimiento de Test-First Refactoring es: 
− Adaptar las pruebas antes de refactorizar. 
− Comprobar que la nueva versión de las pruebas falla con el código an-
tiguo. 
− Refactorizar la aplicación. 
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− Correr nuevamente las pruebas en su segunda versión, que ahora de-
berían funcionar bien. 
A este método, Pipka [1] lo llama Test First Refactoring. En un trabajo pos-
terior [5] propone una ligera variante que llama Test Driven Refactoring. 
Este enfoque tiene una ventaja innegable: establece la interfaz del código a 
refactorizar antes de la propia refactorización, lo cual está en línea con la 
premisa de TDD de que especificar el uso de las clases antes de construirlas es 
positivo porque separa el qué del cómo. Claramente, el Test First Refactoring 
es preferible al “enfoque sucio”. 
Sin embargo, el Test First Refactoring no es la panacea. Si bien es cierto que 
modificar las pruebas antes que el código a refactorizar es una buena idea, es 
muy difícil garantizar que la nueva versión de la prueba comprueba el mismo 
comportamiento que antes. Además, si la refactorización no es una pequeña 
modificación localizada sino un cambio más amplio, la probabilidad de error 
crece sensiblemente. 
2.2 Refactoring asegurado por los clientes 
En refactorizaciones más amplias hay otra posibilidad, que es usar como red 
de contención las pruebas ya escritas para otras clases que dependan de la o 
las que están siendo cambiadas. En todo programa orientado a objetos, una 
clase brinda servicios a otras, a las que habitualmente denominamos clientes 
de aquélla. Si nuestra refactorización afecta a un conjunto de clases que deben 
preservar su comportamiento, entonces las clases que a su vez son clientes de 
este conjunto no deberían cambiar su comportamiento. Por lo tanto, las prue-
bas de las clases clientes deberían seguir corriendo sin problema. 
En este caso, el procedimiento sería refactorizar, comprobar si las pruebas no 
se rompen, y si se rompen, eliminar provisoriamente las mismas del conjunto 
de pruebas, corriendo el resto de las pruebas del sistema. Si todo sigue fun-
cionando bien, procederíamos a cambiar las pruebas que antes fallaban, para 
luego incorporarlas de nuevo en el conjunto de pruebas y asegurarnos final-
mente que todo sigue corriendo bien. Este enfoque fue propuesto muy infor-
malmente por Lippert y Roock [6], al decir que, en última instancia, el refac-
toring debería asegurarse con pruebas de integración. En este trabajo lo de-
nominaremos refactoring asegurado por los clientes. 
Sin embargo, el método, así enunciado, presenta algunas complicaciones. 
Primero, porque si las pruebas unitarias dejan de funcionar, es previsible que 
lo mismo ocurra con las clases clientes (al fin y al cabo, las pruebas también 
son clientes de la clase que se está cambiando). Por lo tanto, las propias clases 
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clientes deben ser cambiadas junto con las pruebas unitarias, y esto agrega 
una elevada complejidad a la solución. En segundo lugar, no siempre va a 
poder ser aplicado si estamos trabajando con algún enfoque que utilice abun-
dantemente objetos ficticios (por ej., Mock Objects [7]). En efecto, los objetos 
ficticios buscan desacoplar las clases entre sí, para garantizar que las pruebas 
de los clientes funcionen a pesar de no estar vinculadas a los servidores. En 
estos casos, al desacoplar, perdemos esta red de seguridad provista por los 
clientes. A todo ello se suma el dilema de la cobertura, es decir, garantizar que 
el código a refactorizar sigue siendo recorrido cuando eliminamos del conjun-
to la o las pruebas problemáticas. De otra manera la eliminación de ciertas 
pruebas del conjunto va a disminuir el nivel de cobertura, y justamente en el 
tramo que debemos controlar. Aun con un nivel de cobertura del 100% antes 
de la refactorización no podríamos garantizar nada, ya que la eliminación de 
las pruebas que se rompen bajaría ese porcentaje. 
2.3 Refactoring asegurado por pruebas de comportamiento 
Con el tiempo, surgieron formas más evolucionadas de TDD, tales como Ac-
ceptance Test Driven Development (ATDD), Behavour Driven Development 
(BDD) y Storytest Driven Development (STDD). Éstas (que a los efectos de 
este trabajo vamos a considerar equivalentes) son formas de TDD que obtie-
nen el producto a partir de las pruebas de aceptación de usuarios. De esta ma-
nera, las pruebas de aceptación de un requerimiento o funcionalidad se con-
vierten en las condiciones de satisfacción del mismo, y los criterios de acepta-
ción se convierten en especificaciones ejecutables. 
Los impulsores de ATDD, afirmaron en diversos trabajos que las pruebas de 
comportamiento (entendidas como pruebas de aceptación que no incluyen la 
interfaz de usuario) sirven para garantizar refactorizaciones más seguras. Así 
lo afirmaron, por ejemplo, Mugridge y Cunningham [3]. También Pipka, en 
su segundo trabajo sobre el tema [5], propone partir de requerimientos, aun-
que plantea dividir los requerimientos en “tareas técnicas que puedan expre-
sarse en pruebas unitarias” en vez de usar pruebas de aceptación. 
En efecto, si la condición a verificar de una refactorización para garantizar su 
corrección es la preservación del comportamiento, lo mejor sería mantener 
pruebas de comportamiento, en el sentido de ATDD, y correrlas en cada re-
factorización para asegurarnos que siguen funcionando. En este caso, las 
pruebas de comportamiento estarían cumpliendo el rol de red de contención 
del refactoring. En consecuencia, podríamos proceder así: 
− Refactorizar y determinar si las pruebas técnicas (unitarias y de los 
clientes) no se rompen. 
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− Si algunas pruebas se rompen, eliminar provisoriamente las mismas 
del conjunto de pruebas. 
− Correr las pruebas de comportamiento, y asegurarse de que no se 
rompan. 
− Cambiar las pruebas que antes fallaban, para luego incorporarlas de 
nuevo al conjunto de pruebas y asegurarnos finalmente que todo sigue 
corriendo bien. 
Aunque esta parece una solución impecable, no está exenta de problemas. 
Uno de ellos es el escaso uso industrial de ATDD o sus variantes. Si el siste-
ma no se hizo siguiendo el protocolo de ATDD, difícilmente tengamos prue-
bas de aceptación automatizadas que nos sirvan para este caso. Si, en cambio, 
se siguió el protocolo de ATDD, pero sin desarrollar suficientes pruebas de 
menor granularidad, sólo tendremos pruebas muy amplias, que verifican mu-
cho código fuente cada una. Similarmente al enfoque previo, se presenta el 
dilema de la cobertura, que en este caso sería cómo garantizar que las pruebas 
de comportamiento recorren el mismo código que las pruebas técnicas. 
Además, al incluir ATDD pruebas mucho más amplias, es más difícil ver la 
correlación entre pruebas de comportamiento y pruebas técnicas. 
Como hemos visto, ninguno de estos enfoques ofrece una respuesta integral. 
Esa es la razón que motiva este trabajo. 
3. Refactoring con pruebas por niveles 
Lo central del método propuesto es que se basa en las prácticas de refactoring 
asegurado por los clientes y refactoring asegurado por pruebas de comporta-
miento, más un análisis de cobertura. 
Para clarificar un poco más los términos, definamos qué entendemos por cada 
tipo de prueba. Prueba unitaria es aquélla que ejercita una pequeña porción de 
código y en un escenario simple, como por ejemplo, una ejecución normal de 
un método. Llamamos pruebas de integración a las pruebas en código que 
chequean una funcionalidad simple, pero que involucra varios métodos, o 
incluso varias clases. Finalmente, prueba de aceptación o de comportamiento 
es aquélla prueba que verifica el funcionamiento de un escenario completo 
desde el punto de vista de un usuario o cliente de la aplicación, aunque salte-
ando la interfaz de usuario. 
La idea es usar, sucesivamente de ser necesario, las pruebas unitarias, las de 
integración y las de comportamiento, como redes de contención en cadena, 
que aseguren la preservación del comportamiento en una refactorización. 
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A nuestro método lo llamamos refactoring asegurado por niveles de prue-
bas, y es una técnica de aseguramiento de la corrección de una refactorización 
basada en brindar redes de seguridad en forma escalonada, mediante pruebas 
cada vez más abarcativas. En pocas palabras, el procedimiento consiste en: 
 
− Refactorizar usando las pruebas unitarias como red de aseguramiento 
de la preservación del comportamiento. 
− Si algunas pruebas unitarias dejan de compilar o fallan después de la 
refactorización, excluir las que no pasen y usar las pruebas de inte-
gración (pruebas unitarias de los clientes). 
− Si las pruebas de integración también dejan de compilar o fallan, 
apartar las que no pasen, usando las pruebas de comportamiento para 
asegurar la preservación del comportamiento. 
− Si las pruebas de comportamiento fallan, significa que la refactoriza-
ción no era segura y debe deshacerse (volver al código antes de la re-
factorización). 
En cada paso, al extraer pruebas del conjunto, se debe garantizar la cobertura 
con las pruebas del siguiente nivel. Asimismo, cada vez que se eliminaron 
pruebas del conjunto, hay que volver a introducirlas luego de la refactoriza-
ción, cambiarlas para que compilen, y volver a probar todo. 
En definitiva, las pruebas unitarias dan un primer nivel de seguridad. Si el 
primer nivel falla, las pruebas de integración funcionan como pruebas de un 
segundo nivel. Y en última instancia, están las pruebas de comportamiento. 
Lo fundamental en el método es que se detiene en las pruebas de comporta-
miento, que en ningún momento deben ser cambiadas, ya que son los inva-
riantes de la refactorización, las que garantizan su corrección. Por la propia 
definición del refactoring, si una prueba de comportamiento cambia, estamos 
ante un cambio de requerimientos, no de una refactorización. 
Otra cuestión central es la condición de cobertura de unas pruebas por otras de 
mayor nivel. Si no pudiésemos garantizar que, al excluir un nivel de pruebas, 
hubiera pruebas de mayor granularidad que cubriesen al menos los mismos 
recorridos que las del nivel que se está omitiendo, nos quedaríamos sin ningu-
na garantía de preservación del comportamiento. En consecuencia, el buen 
funcionamiento de las pruebas de mayor granularidad, si ocurriera, sería un 
falso positivo. Por lo tanto, para que un conjunto de pruebas pueda ser reem-
plazado por otro conjunto como condición de corrección del refactoring, el 
nuevo conjunto tiene que cubrir como mínimo el código que cubría el primer 
conjunto. 
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El detalle de los pasos a realizar en el caso de usar un lenguaje con comproba-
ción estática de tipos, y una vez que han fallado las pruebas técnicas, se mues-
tra en el diagrama de actividades de la Figura 1 y se describe a continuación: 
− Buscar entre las pruebas de comportamiento aquellas que cubran el 
código que se quiere refactorizar. 
− Si no hay pruebas de comportamiento que cubran en su totalidad el 
código a refactorizar, no vamos a poder usarlas como garantía de la 
preservación del comportamiento. Lo más seguro es abandonar la re-
factorización iniciada y buscar mayor cobertura escribiendo nuevas 
pruebas. 
− Si hay al menos una prueba o conjunto de pruebas de comportamiento 
que cubra la totalidad del código a refactorizar, seguir adelante con la 
refactorización, cambiando el código para mejorar su calidad. 
− Cambiar también el código de los clientes que haya fallado o dejado 
de compilar, para que pueda volver a compilar y correr. 
− Compilar todo el sistema, con sus pruebas de comportamiento, dejan-
do de lado aquellas clases de pruebas técnicas que hubieran dejado de 
compilar, y que vamos a corregir más adelante. 
− Si las pruebas de comportamiento hubiesen dejado de compilar, no 
vamos a tener garantía de corrección del refactoring. En principio, 
diríamos que estamos ante un cambio de requerimientos, que es lo 
único que admitiría un cambio en las pruebas de aceptación. En este 
caso la refactorización habría fallado, y debemos replantearla. 
− Correr las pruebas de comportamiento y verificar que siguen pasando. 
− Si las pruebas fallasen, la refactorización falló. Estamos ante un cam-
bio de comportamiento, lo cual viola la definición de refactoring. 
− Si las pruebas de comportamiento corren sin fallar, podremos concluir 
que la refactorización es exitosa, aunque haya pruebas técnicas que 
sigan fallando, que son las que hicieron que abandonásemos el refac-
toring asegurado por pruebas de menor granularidad. 
− Corregir las pruebas técnicas, unitarias y de integración, que habían 
fallado en los pasos anteriores. Como medio de aseguramiento de la 
preservación del comportamiento de las mismas, usar el sistema que 
se ha cambiado, ya que sabemos que funciona bien gracias a las prue-
bas de comportamiento que así lo garantizan. Ahora sí la refactoriza-
ción estaría completa y las pruebas todas funcionando nuevamente. 
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Figura 1: Procedimiento de refactoring asegurado por pruebas de aceptación 
Ante este escenario, es factible preguntarse para qué realizar distintos niveles 
de pruebas, si con las de comportamiento solamente bastaría. 
Sin embargo, este planteo no tiene en cuenta que hay refactorizaciones peque-
ñas que no precisan más que de las pruebas unitarias. Asimismo, hay refacto-
rizaciones de gran envergadura que admiten ser descompuestas en refactori-
zaciones simples que se pueden probar con pruebas de integración. Las prue-
bas de comportamiento las dejamos solamente para aquellos casos en que los 
supuestos anteriores no se dan, como último recurso. 
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Esto último se debe a que, ante una falla en una prueba de comportamiento, es 
más difícil ver cuál fue la porción de código que la provocó. Finalmente, una 
cuestión no menor es que también son más lentas de ejecutar, debido a su 
mayor tamaño y a que suelen incluir acceso a recursos externos, lo cual hace 
que el proceso de refactoring sea más lento: esto está en clara contradicción 
con lo planteado por Beck y por Fowler [4, 8], que enfatizan que la práctica 
del refactoring debería ser realizada con herramientas que no entorpezcan el 
desempeño de las tareas del programador. 
4. Automatización del método con Multilayer Coverage 
Como ya hemos dicho, nuestro planteo metodológico es que, si las pruebas 
unitarias dejan de funcionar luego de una refactorización, y tampoco podemos 
utilizar las pruebas de integración, ya sea porque no aseguran la cobertura, 
porque no compilan más o porque fallan, no hay pruebas técnicas que nos 
sirvan para asegurar la preservación del comportamiento. El último recurso 
que nos queda son las pruebas de aceptación. 
Por otro lado, como pasa tan a menudo en el desarrollo de software, la auto-
matización es una gran ventaja del uso de las computadoras, sobre todo cuan-
do nos referimos a tareas tediosas, repetitivas y propensas a errores. A pesar 
de esto, al día de hoy no existe ninguna herramienta que nos ayude a detectar 
en forma automática la intersección del código cubierto por distintas pruebas, 
o incluso cuáles son las pruebas que cubren una determinada porción de códi-
go. Por eso nos hemos planteado la construcción de Multilayer Coverage, una 
herramienta de chequeo de cobertura múltiple por pruebas técnicas y de acep-
tación para Java y el entorno de desarrollo Eclipse. 
Marcando un método de una clase que se quiere refactorizar, es posible ver 
cuántas y cuáles son las clases de prueba que cubren ese método. Multilayer 
Coverage hace una corrida de todas las pruebas, y luego nos muestra las par-
tes del método que están siendo cubiertas por una prueba, por dos, o por tres o 
más, con colores amarillo, azul y verde, respectivamente. 
Además de conocer el grado de cobertura por niveles del código, Multilayer 
Coverage puede darnos a conocer más detalles sobre esta cobertura. De 
hecho, el método que proponemos requiere conocer cuáles exactamente son 
las pruebas que cubren el código a refactorizar. Multilayer Coverage permite 
conocer exactamente cuáles son las pruebas que cubren determinadas líneas. 
Adicionalmente, la herramienta provee información resumida sobre el grado 
de cobertura de un trozo de código. 
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4.1 Caso de estudio 
Hemos realizado un caso de estudio con una aplicación de Ta-Te-Ti existente. 
Usando Multilayer Coverage, hemos planteado refactorizaciones que rompen 
las pruebas unitarias y de integración, por lo que necesitan de las pruebas de 
aceptación, y la herramienta nos ha ido mostrando las pruebas que cubren una 
misma porción de código, de manera tal de poder deshacernos de una prueba 
que se rompa, sabiendo que existe una de aceptación que también cubre la 
misma porción de código. 
La Figura 2 muestra la clase Jugador después de haber corrido Multilayer 
Coverage. Allí vemos, por ejemplo, que tanto el constructor como los méto-
dos getSimboloJuego() y hacerJugada(), al estar coloreados en verde, tienen 
un nivel de cobertura posiblemente suficiente para hacer la refactorización, 
aunque haya pruebas que se rompan. Si hubiese líneas en rojo o amarillo, eso 
indicaría que no tenemos cobertura suficiente. La presencia de líneas en azul 
indicaría cobertura por sólo dos pruebas. 
 
Figura 2: Grado de cobertura en Multilayer Coverage 
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Para comenzar entonces a refactorizar el método hacerJugada(), necesitamos 
primeramente conocer cuáles son las pruebas que puntualmente cubren las 
líneas de ese método. Como dijimos anteriormente, Multilayer Coverage per-
mite conocer exactamente cuáles son las pruebas que cubren determinadas 
líneas. Para eso, posicionando el mouse sobre el diamante de color que Multi-
layer Coverage coloca a la izquierda en el entorno de desarrollo, se abre un 




Figura 3: Clases que brindan cobertura en Multilayer Coverage 
En este caso, procederemos a aplicar el refactoring sobre el método hacerJu-
gada(), para que use una instancia de la clase Juego en vez de un Singleton 
siguiendo la refactorización que Cunningham [9] denomina Abstract Single-
ton. El problema que se plantea es que esa refactorización rompe las pruebas 
unitarias contenidas en la clase PruebasJugador, y también las pruebas de 
integración de las clases PruebasJugadorHumano y PruebasJugadorPC. 
Sin embargo, como Multilayer Coverage nos indica que hay otras pruebas que 
cubren el mismo código, en las clases PruebasEvitaTaTeTiOponente, Prue-
basPCHaceTaTeTi y PruebasEstrategiaDefectoPC, y esas son pruebas de 
aceptación, deberíamos verificar si las mismas siguen compilando y pasando. 
Entonces, lo primero que hay que hacer es correr las pruebas de aceptación, 
las cuales pasan sin problema. 
Ahora sí, entonces, podemos hacer la refactorización, cambiando el método 
hacerJugada() y comprobando con las pruebas de aceptación. Una vez que 
esto termine con éxito, podemos reconstruir las pruebas unitarias y de integra-
ción para dejarlas funcionando también. 
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Por el momento, MultiLayer Coverage evalúa solamente cobertura de senten-
cias [10] a nivel de bytecode de Java, porque de hecho esta cobertura es sufi-
ciente para aplicar nuestro método. No obstante, en un futuro planeamos ex-
tenderla para que chequee cobertura de ramas y de condiciones, entre otras. 
Otra mejora a la herramienta que planeamos a partir de la experiencia de uso 
de la misma, es que la información sobre la clase de prueba que cubre una 
determinada porción de código tenga un vínculo navegable hacia la clase de 
pruebas en cuestión. 
El caso de estudio que se presenta en este trabajo no es el único realizado. 
También se está trabajando en aplicaciones web de mayor envergadura y en 
aplicaciones para dispositivos móviles en algunos trabajos de alumnos des-
arrollados en la Facultad de Ingeniería de la Universidad de Buenos Aires. 
5. Discusión 
5.1 Limitaciones metodológicas 
El enfoque que proponemos en este trabajo para realizar una refactorización 
segura tiene algunos supuestos que lo hacen impracticable en determinadas 
situaciones. En efecto, podrían mencionarse las siguientes necesidades: 
− Contar con pruebas técnicas automatizadas. 
− Que las pruebas técnicas automatizadas ofrezcan suficiente cobertura 
para asegurar el comportamiento. 
− Contar con pruebas de aceptación automatizadas. 
− Que las pruebas de aceptación ofrezcan suficiente cobertura para ase-
gurar el comportamiento. 
La primera es la más fácil de cumplir, dado que TDD es una práctica cada vez 
más difundida. La segunda puede no verificarse, pero en todo caso sería cues-
tión de aumentar la cobertura antes de proceder a la refactorización. Si la ter-
cera estuviera cubierta, la última no sería un problema tan serio si hubiese al 
menos pruebas automatizadas de aceptación, ya que estaríamos en un escena-
rio parecido al del segundo caso. La tercera es, en cambio, la más limitante. 
Lo que ocurre es que la práctica de ATDD (o sus prácticas emparentadas, 
BDD y STDD) es mucho más reciente que la de TDD y está mucho menos 
difundida. Este argumento es quizá uno de los que más mella le puede hacer a 
nuestra propuesta metodológica. 
Como en el caso de las pruebas técnicas, las pruebas de aceptación automati-
zadas pueden desarrollarse a posteriori. Sin embargo, una prueba de acepta-
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ción debería requerir de validaciones con los clientes, cosa difícil de obtener 
en un contexto de refactoring, a menos que se presente el mismo como etapa 
previa y necesaria para realizar una modificación al sistema. Además, escribir 
pruebas de aceptación automatizadas a posteriori es mucho más complejo que 
hacer lo mismo con las pruebas técnicas, no sólo por ser más abarcativas, sino 
también porque se pueden obtener menos garantías sobre su corrección. 
5.2 La importancia de ATDD 
El método que proponemos ofrece una razón más para desarrollar software 
siguiendo el protocolo de ATDD: las pruebas de aceptación que construyamos 
serán una última instancia de apoyo de la corrección de una futura refactoriza-
ción. 
Los impulsores de ATDD, como Mugridge y Cunningham [3] suelen citar 
varios beneficios de esta práctica, tales como la facilidad en la interpretación 
de las especificaciones, al expresarlas con ejemplos, y la mejora en la visibili-
dad de la satisfacción de requerimientos y del avance. 
Como hemos visto en este trabajo, la ayuda en el análisis de la corrección de 
refactorizaciones es una razón más para desarrollar software siguiendo el pro-
tocolo de ATDD.  
No faltan autores que coincidan con nosotros al respecto, aunque han expre-
sado sus opiniones de forma muy escueta y sin detalles metodológicos. Entre 
ellos, destacan Adzic [2], Mugridge y Cunningham [3] y el sitio web de la 
herramienta Concordion1 . Sin embargo, hasta donde conocemos, nadie ha 
presentado una práctica metodológica que incluya el problema de la cobertu-
ra. De allí la relevancia de nuestro trabajo. 
6. Conclusiones 
Este trabajo ha mostrado un enfoque metodológico que cubre, con pruebas de 
comportamiento automatizadas, las situaciones en las que una refactorización 
se torna riesgosa por la ruptura de pruebas unitarias. También hemos desarro-
llado una herramienta que ayuda en este proceso, al indicar qué pruebas de 
distintos niveles de granularidad cubren determinada porción de código a re-
factorizar. Finalmente, hemos concluido mostrando la importancia que tiene 
                                                          
1 Concordion (http://www.concordion.org/) es un framework para el soporte de BDD. 
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la adopción de ATDD como práctica, no sólo por las ventajas que habitual-
mente se le reconocen, sino también por su soporte al refactoring. 
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