



 Выпускная квалификационная работа по теме «Информационная 
система «Техническое обслуживание автомобиля» на основе темпоральной 
базы данных» содержит 23 страниц текста,  2 приложение, 6 использованных 
источников. 
 ТЕМПОРАЛЬНЫЕ ДАННЫЕ, ТЕМПОРАЛЬНЫЕ БАЗЫ ДАННЫХ, 
ИНФОРМАЦИОННАЯ СИСТЕМА, ТЕХНИЧЕСКОЕ ОБСЛУЖИВАНИЕ 
АВТОМОБИЛЯ.  
 Цель работы – создать автоматизированную систему информационного 
сервисного обслуживания автомобиля «Личный автомеханик», 
формирующую темпоральную историю жизни автомобиля, с экспертными 
рекомендациями по необходимым процедурам технического обслуживания. 
 В результате исследований спроектирована и разработана 
информационная система. Программный комплекс предназначен для 
автоматизации информационного обслуживания автомобилей. Он формирует 
темпоральную историю жизни автомобиля с экспертными рекомендациями 
по необходимым процедурам технического обслуживания. С помощью 
программного комплекса ведется создание и учет истории процедур 
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Сегодня автомобиль действительно не роскошь, а незаменимое 
средство в повседневной жизни.  Когда автомобиль в исправном техническом 
состоянии, мы испытываем удовольствие от его эксплуатации и просто 
забываем, что автомобиль требует своевременного обслуживания [18, 19, 20].  
В современном мире, когда человек часто занят повседневными делами,  
у него остается все меньше и меньше времени на заботы по обслуживанию 
автомобиля. Если возникает проблема с автомобилем, то это всегда  
случается не во время. Как правило, «забывчивость» и «нехватка времени»  
выливаются в дополнительные финансовые и временные расходы.  
Можем ли мы в век глобальной автоматизации решить данную 
проблему с помощью науки? Можем ли мы вовремя напомнить и подсказать 
человеку, когда, как и где нужно обслуживать свой автомобиль? 
Исходя из вышесказанного, сформулируем научную проблему: Каким 
образом можно автоматизировать процесс  профилактического ухода и 
сервисного обслуживания автомобиля на основе информационной 
экспертной системы? 
Гипотеза - если создать базу данных со всеми критериями 
комплексного обслуживания автомобилей, и фиксировать историю жизни 
автомобиля, то возможно создание автоматизированной системы, 
принимающей на себя роль эксперта по обслуживанию и профилактическому 
уходу за конкретным автомобилем. 
Цель работы – создать автоматизированную систему информационного 
сервисного обслуживания автомобиля «Личный автомеханик», 
формирующую темпоральную историю жизни автомобиля, с экспертными 
рекомендациями по необходимым процедурам технического обслуживания. 
Актуальность и научная новизна: 
История реляционных баз данных насчитывает более трех десятилетий. 
Примерно на 10 лет позже появились идеи темпоральных баз данных, 
которые были бы предназначены для поддержки данных, привязанных ко 
времени. Но они до сих пор не воплощены полностью, ни в одной из 
крупных промышленных СУБД.  
Тем не менее, многие приложения требуют наличия сведений не только 
о текущем состоянии объектов, но и истории состояний объекта в прошлом, а 
иногда и в будущем. В качестве примеров таких областей, в которых  
востребованы подобные приложения, можно привести банковское дело, 
бухгалтерский учет, складской учет, страховые приложения, метеорология, 
медицина. 
В дипломной работе изучается регламент технического обслуживания 
автомобилей и создается информационная справочная база данных. 
Проектируется и разрабатывается информационная система «Личный 
автомеханик» с применением темпоральных данных. Проводится опрос 
автолюбителей и испытания программного продукта. 
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Глава 1. Проектирование темпоральной информационной      
системы 
 
1.1 Основные определения 
 
Темпоральные данные – это произвольные данные, которые могут 
изменяться с течением времени [2,3]. 
 
Базы данных – это упорядоченная совокупность данных, 
предназначенных для хранения, накопления и обработки с помощью 
ЭВМ [1,4].  
 
Системы управления базами данных (СУБД) – это набор средств 
программного обеспечения, необходимых для создания, обработки и 
вывода записей баз данных [1].  
 
Темпоральные базы данных – это базы данных, хранящие темпоральные 
данных [8,9,10].  
 
Информационная система (сокр. ИС) — система, предназначенная для 
хранения, поиска и обработки информации и соответствующие 
организационные ресурсы (человеческие, технические, финансовые), 
которые обеспечивают и распространяют информацию [1]. ИС 
предназначена для своевременного обеспечения надлежащих людей 
надлежащей информацией, то есть для удовлетворения конкретных 
информационных потребностей в рамках определенной предметной 
области, при этом результатом функционирования информационных 
систем является информационная продукция — документы, 
информационные массивы, базы данных и информационные услуги [1,5]. 
Техническое обслуживание (сокр.ТО ) — комплекс операций по 
поддержанию работоспособности или исправности автомобиля, 
проводимые систематически, принудительно через установленные 
периоды, включающие определённый комплекс работ в процессе 












Формулировка: «Изучить регламент технического обслуживания автомобилей 
и создать информационную справочную базу данных». 
Иными словами, ставилась задача: 
1) собрать информацию об интервалах замены основных расходных 
компонентов для каждой марки автомобиля [19,20]; 
2) на основе этих данных, создать базу данных – справочник [13], т.е. создать 
совокупность этих данных, систематизировать их так, чтобы они были легко 
найдены и обработаны приложением. 
 
Реализация: 
По некоторым оценкам, в мире существует около 1500-2000 
автомобильных марок. Конечно, ухватить в нашей информационной системе 
все марки невозможно. Поэтому мы охватим только самые основные марки 
автомобилей в нашей стране. Согласно крупнейшим автомобильным сайтам, 
в нашей стране таковых около 30. Эти автомобильные марки мы и учтем в 
нашей информационной системе [7]. 
Известно, что у каждой автомобильной марки может быть от одной 
модели автомобиля до сотни. И каждая модель может иметь до 10 поколений 
и несколько вариантов исполнения[7]. Собрать информацию по каждой 
модели и каждом поколении автомобиля задача повышенной сложности и 
требует работы большого коллектива. 
Однако можно собрать и систематизировать данные для каждой 
автомобильной марки в отдельности, так как каждая марка имеет свои 
стандарты производства, а значит и свои правила технического 
обслуживания. Что и было реализовано. 
Данные собирались со всех крупных автомобильных сайтов, в том 
числе с сайтов по заказу запчастей, с автомобильных порталов, с крупных 




На основе собранных данных, создан справочник, который содержит 
интервалы замены основных расходных материалов и узлов для каждой 
автомобильной марки в отдельности. Данные скомпонованы в СУБД таким 
образом, что их легко можно получить и идентифицировать (рис.1). 
 




Формулировка: «Спроектировать информационную систему  «Личный 
автомеханик» с применением темпоральных данных». 
1) Здесь, требовалось продумать то, как будет работать приложение?; 
2) Какой язык программирования будет использован?; 
3) Изучить основную тему, вокруг которой и строится моя дипломная работа 
– темпоральные данные и темпоральные базы данных. 
 
Реализация: 
В приложении используются три таблицы: «Автомобили»,         
«События замены» и «Статистика автомобилей».  
В таблицу «Автомобили» записывается новый объект и данные о нем. 
Пользователь может сам внести необходимые данные об интервалах замены, 
либо может использовать данные, которые ему предложит программа исходя 
из марки его автомобиля. Программа в автоматическом режиме заполняет 
поле «дата», чтобы зафиксировать дату добавления объекта. Ведь в отличие 
от традиционных баз данных, темпоральные базы данных позволяют хранить 
Рисунок 1 - Справочник с интервалами замены 
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информацию об эволюции объектов: для любого объекта, который был создан 
в момент времени Т1 и закончил свое существование в момент времени Т2, в 
БД будут сохранены все его состояния на временном интервале [Т1, Т2] 
[6,10]. 
Таблица «События замены» хранит в себе актуальные [15] на 
настоящий момент данные об автомобиле, которые могут поменяться, то есть 
в ней отображаются поля из таблицы «Автомобили», которые имеют статус 
«необходима замена» либо «замена произведена».  
Таблица «Статистика автомобилей» позволяет нам увидеть всю 
историю автомобиля. Как, а главное когда менялись данные автомобиля, т.е. 
прошлое и настоящее состояние объекта базы данных, и также рекомендации 
по заменам тех или иных данных объекта в будущем [7]. 
Связи между таблицами представлены на рисунке 2. 
Для реализации программного комплекса был выбран язык C#[2,3]. 
















Рисунок 2 - Отношения между таблицами 
 8 
 
Глава 2. Разработка информационной системы       
«Личный автомеханик» 
 




Формулировка: «Разработать локальное приложение «Личный 
автомеханик»». 
1) Данная задача предполагала то, что нужно написать приложение, 
которое бы послужило ответом на сформулированную научную 
проблему. 
2) Важным условием является то, что приложение должно использовать в 
своей работе темпоральные данные. Уметь редактировать их,  
обрабатывать и сохранять эти данные. 
 
Реализация: 
Разработано и отлажено приложение «Личный автомеханик» на языке C#.  
Приложение формирует темпоральную историю жизни автомобиля с 
экспертными рекомендациями по необходимым процедурам технического 
обслуживания. 
С помощью программного комплекса [2,3] ведется создание и учет 
истории процедур технического обслуживания автомобиля, сопровождающих 
процесс эксплуатации. 
Программный комплекс может применяться как физическими лицами, 
владельцами автомобилей, так и организациями (автосервисы, пункты 
технического обслуживания). 
Приложение легко устанавливается на любой компьютер. Имеет 
простой и дружественный интерфейс.  
В приложении используется такая разновидность интерфейса, как 
WIMP («window, icon, menu, pointing device» — окно, значок, меню, 
манипулятор) — в человеко-компьютерном взаимодействии означает 
взаимодействие с компьютером на базе этих элементов [16]. 
Этот стиль взаимодействия использует физическое устройство для 
управления положением курсора и предоставляет пользователю 
информацию, организованную в виде окон и иконок. Доступные команды 
собраны в меню и управляются курсором мыши. Это сделано для того, чтобы 
уменьшить когнитивную нагрузку на пользователя (не нужно помнить все 
возможности), что сокращает время обучения. Другое очевидное 
достоинство этого стиля — это простота его использования, как для 
новичков, так и для опытных пользователей. 
Интерфейс программы можно увидеть на рисунке 3. 
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Рассмотрим функции каждого окна и значка в приложении. Для этого 
на рисунке 3 обозначим каждый элемент интерфейса своей цифрой. И 
приведем выполняемые функции каждого элемента ниже в таблице 1. 
 
2.2     Взаимодействие информационной системы и пользователя 
 
Информационная система предполагает постоянный обмен 
информацией с пользователем. Пользователь через обратную связь 
постоянно обновляет данные, чтобы они оставались актуальными, в свою 
очередь программа обрабатывает эту информацию и выдает ее пользователю.  
Процессы, обеспечивающие работу информационной системы любого 
назначения, условно можно представит в виде схемы (рис.4), состоящей из 
блоков:  






2.3      Работа с информационной системой 
 
Разработанная информационная система легко устанавливается на 
любой компьютер с операционной системой Windows. Для этого требуется 
распаковать архив с программой, который занимает лишь 250 кб памяти. 
 
После распаковки архива, заходим в папку с файлами программы. 
Переходим в папку bin,  далее в папку release и находим файл 
“TemporalDataBase.exe”, запускаем его. 
 
В процессе запуска программы перед нами всплывает заставка и два 
варианта выбора режима работы программы «Физическое лицо» или 
«Юридическое лицо».  Мы рассмотрим вариант работы программы для 
физического лица, потому как интерфейс для юридического лица аналогичен, 
с той разницей, что там предполагается использование большого числа 
машин и есть возможность в параметрах к машине указать номер и телефон 
владельца.  
 
После того как мы выбрали режим работы программы, перед нами 
открывается основное рабочее окно, про интерфейс которого мы упоминали 
ранее.   
Рисунок 4 - Схема работы информационной системы 
Рис.7 Заставка программы 
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Прежде всего, нам нужно добавить свой автомобиль в базу данных 
информационной системы. Нажимаем на значок 1 «Добавить автомобиль» и 
перед нами открывается окно для внесения автомобиля в базу. Пользователю 
необходимо заполнить поля «Название» и «Пробег». Данные об интервалах 
замены узлов и расходных материалов пользователь может  прописать 
самостоятельно, либо воспользоваться кнопкой «Стандартные значения», 
которая в зависимости от марки автомобиля сама укажет интервалы замены. 
Также необходимо выбрать интервал времени, через который программа 
будет напоминать пользователю о необходимости внесения сведений о 
пробеге. Затем жмем кнопку «Добавить» и автомобиль уже в нашей базе 




Ровно через один день программа напомнит нам о том, что нужно 
внести сведения о пробеге автомобиля. Сделать это достаточно просто, 
достаточно найти на панели задач в области уведомлений значок программы 
и открыть программу, щелкнув на него. Далее находим значок 3 «Добавить 












В окне «Мои автомобили» видим, что текущее состояние пробега 
поменялось на только что введенное значение. А в окне «События по 
автомобилю» видим динамику изменения состояния и параметров 
автомобиля. То есть мы уже можем видеть его прошлое состояние и 
состояние в настоящий момент.  
 
От значений, которые мы определяли для каждого узла автомобиля, 
отнимается пройденное расстояние и когда приходит пора обслуживать 
какой-нибудь узел, то программа нам сообщает об этом. В окне «События» 
нам высвечивается предупреждение о необходимости обслуживания 
автомобиля, и значок замены конкретного узла становится активной. На 
данном примере видно, что автомобилю необходимо заменить моторное 
масло, т.к. он проехал уже более 10.000 км и даже вышел за лимит на 243 км 
(рис.7).  
 
После того, как автомобилист заменил моторное масло, ему остается 
лишь нажать на значок, который скажет информационной системе, что 
замена масла произведена. Таким образом, система сама запомнит дату 
замены моторного масла и запишет это в темпоральную историю жизни 
автомобиля (рис.7). 






Также, информационная система способна искать и выводить нам 
состояние автомобиля, в любой интересующий нас момент времени из 
интервала [T1,T2].  Допустим, что мы уже достаточно долго ведем учет 
нашего автомобиля, и нам нужно посмотреть его состояние скажем в 
конкретный день или промежуток времени. Для этого достаточно нажать 
значок 4 «Поиск данных об автомобиле». Ввести туда название 
интересующего нас автомобиля, поскольку у одного и того же автолюбителя 
может быть несколько машин, и выбрать промежуток времени, который нас 
интересует. Поиск идет достаточно быстро, и показывает нам результат в 


















2.4 Опрос автолюбителей и испытания информационной 
системы 
 
 Опрос автолюбителей предполагал демонстрацию работы 
программы. В ходе демонстрации нужно было выслушать критику, 
понять недочеты и учесть пожелания автолюбителей. Результаты 
опроса представлены в диаграмме 1. 
 
Рисунок 8 - Поиск данных по временному интервалу 
Диаграмма 1. Результаты опроса автолюбителей 
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Из результатов опроса можно сделать вывод о том, что идею 
автолюбители восприняли позитивно. Тем не менее, более половины 
опрошенных сказали о том, что необходимо серьезное расширение 
возможностей  информационной системы. Большинство из них 
выразили желание получить мобильную и web-версию системы. С 
глубоким расширением возможностей информационной системы, и с 
еще более высоким уровнем автоматизации процесса обслуживания и 
владения автомобилем. 
 
Чтобы в полной мере испытать программу, она была размещена 
на крупном интернет портале автолюбителей [11], где каждый мог ее 
скачать и проверить  работоспособность на примере своего 
автомобиля. Все недочеты, пожелания и сбои в работе программы 
каждый автолюбитель мог написать в комментариях. По мере 
поступления обратной информации, программа доводилась до ума. 
 
2.5 Будущее информационной системы 
 
Со временем пришло понимание, что идея данного приложения 
может нести в себе и коммерческую ценность. Однако для этого требуется 
создание мобильной версии приложения и серьезное расширение 
возможностей приложения [4].  
Ниже приведены пожелания автолюбителей, которые были 
сформированы в результате опроса и тестирования программного 
продукта. 
       
 Мобильное приложение;  
 Web версия информационной системы; 
 Возможность получать push-уведомления от приложения о 
необходимых процедурах обслуживания автомобиля;  
 Предупреждение в режиме онлайн о камерах фиксации скоростного 
режима; 
 Добавление поддержки карт 2GIS, что даст возможность каждому 
автолюбителю через приложение записаться в очередь в ближайший 
автосервис, а в случае поломки найти ближайшее место помощи и 
ремонта; 












Поставленные цели были достигнуты. В  работе получены следующие 
результаты: 
1. Изучен регламент технического обслуживания автомобилей и создана 
информационная справочная база данных с рекомендациями по 
обслуживанию каждой марки автомобиля;  
2. Спроектирована модель информационной системы  «Личный 
автомеханик» с применением темпоральных данных; 
3. Разработано локальное приложение «Личный автомеханик»;  
4. Проведен опрос автолюбителей и испытания программного продукта. 
Полученные результаты имеют практическое значение и могут быть 
использованы при ежедневной эксплуатации автомобиля и в работе 
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Таблица 1 – функции элементов интерфейса приложения. 
 
Элемент интерфейса Выполняемые функции 
Значок 1 «Добавить автомобиль» Открывает окно «Добавить 
автомобиль», что позволяет 
внести в базу данных новый 
автомобиль. 
Значок 2 «Удалить автомобиль» Позволяет удалить из базы 
данных выбранный автомобиль. 
Значок 3 «Добавить сведения о пробеге» Позволяет пользователю менять 
значение текущего пробега на 
актуальное в настоящий момент. 
Значок 4 «Поиск данных об автомобиле» Позволяет найти сведения о 
состоянии интересующего из базы 
данных автомобиля на любом 
промежуток времени [Т1,Т2]. 
Окно 5 «Автомобили» В окне отображаются внесенные в 
базу данных автомобили. 
Окно 6 «Статистика автомобилей» В окне отображается полная 
история изменения состояние 
автомобиля. 
Окно 7 «События» В окне указываются те параметры 
авто, по которым необходимо 
произвести замену. 
Значки 8 «Замена» Каждый значок отвечает за 
компонент, по которому 
необходимо произвести замену. 
После замены пользователю 
остается лишь нажать 
соответствующую кнопку, и 
программа внесет все данные в 
программу сама. 
Значок 9 «Автозапуск» Чтобы программа напоминала 
пользователю о том, что ему 
необходимо внести изменения о 
пробеге и программа запускалась 
вместе с операционной системой, 
необходимо установить галочку. 
Значок 10 «Закрытие программы» Программа постоянно находится 
в панели задач, и чтобы закрыть 
ее полностью, потребуется нажать 












    public partial class Form4 : Form 
    { 
        public Form4() 
        { 
            InitializeComponent(); 
        } 
 
        private void label1_Click(object sender, EventArgs e) 
        { 
 
        } 
 
        private void timer1_Tick(object sender, EventArgs e) 
        { 
            timer1.Stop(); 
            Close(); 
        } 
    } 
} 







    public partial class Form6 : Form 
    { 
        Car car = new Car(); 
        //====================================== 
        public Form6(object param) 
        { 
            car = (Car)param; 
            InitializeComponent(); 
        } 
        //====================================== 
 21 
 
        private void button1_Click(object sender, EventArgs e) 
        { 
            car.IsFizL = true; 
            Close(); 
        } 
        //====================================== 
        private void button2_Click(object sender, EventArgs e) 
        { 
            car.IsFizL = false; 
            Close(); 
        } 
        //====================================== 
    } 
} 







    public partial class Form5 : Form 
    { 
        Car car = new Car(); 
        Form1 form; 
        //====================================== 
        public Form5(object param1, object param2) 
        { 
            car = (Car)param1; 
            form = (Form1)param2; 
            InitializeComponent(); 
            if (car.IsFizL) 
            { 
                textBoxMail.Enabled = false; 
                textBoxPhone.Enabled = false; 
            } 
            else 
            { 
                textBoxMail.Enabled = true; 
                textBoxPhone.Enabled = true; 
            } 
        } 
        //====================================== 
        private void buttonAdd_Click(object sender, EventArgs e) 
        { 
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            if (car.IsFizL) 







            else 








            car.dataGridSetTableCar(form.dataGridView); 
            car.activTableStatistic(textBoxName.Text + "_s"); 
            car.dataGridSetTableStatistic(form.dataGridViewProperties); 
            car.dataGridSetTableDevelopment(form.dataGridViewDevelopment); 
            form.dataGridView.Rows[form.dataGridView.RowCount - 1].Selected = 
true; 
            this.Close(); 
        } 
        //====================================== 
        private void buttonStdValues_Click(object sender, EventArgs e) 
        { 
            textBoxColodki.Text = "20000"; 
            textBoxFilter.Text = "15000"; 
            textBoxOil.Text = "15000"; 
            textBoxOilTrans.Text = "50000"; 
            textBoxSvechi.Text = "20000"; 
            textBoxRemen.Text = "40000"; 
            textBoxRemenGRM.Text = "40000"; 
        } 
        //====================================== 
    } 
} 
===============================================Форма 








    public partial class Form2 : Form 
    { 
        bool res_flag = false; 
        int range = -1; 
        //====================================== 
        //конструктор формы 
        public Form2() 
        { 
            InitializeComponent(); 
        } 
        //====================================== 
        //функцич запуска ввода данных 
        public bool setRange(ref int range) 
        { 
            this.range = range; 
            this.ShowDialog(); 
            range = this.range; 
            return res_flag; 
        }         
        //====================================== 
        private void label1_Click(object sender, EventArgs e) 
        { 
 
        } 
        //====================================== 
        //Кнопка - ввести 
        private void button1_Click(object sender, EventArgs e) 
        { 
            if (textBox1.Text != "") 
            { 
                int rng = int.Parse(textBox1.Text); 
                if (rng < range) 
                { 
                    MessageBox.Show("Некорректное значение пробега", 
"Внимание", MessageBoxButtons.OK, MessageBoxIcon.Warning); 
                    return; 
                } 
                range = rng; 
                res_flag = true; 
                this.Close(); 
            } 
            else 




        } 
        //====================================== 
        //запрет обработки клавишь в поле ввода кроме цифр 
        private void textBox1_KeyPress(object sender, KeyPressEventArgs e) 
        { 
            if (e.KeyChar < '0' || e.KeyChar > '9') 
                e.Handled = true; 
        } 
        //====================================== 
    } 
} 
===========================================================










    public partial class Form1 : Form 
    { 
        //====================================== 
        Car car = new Car();//класс отвечающий за все операции с данными 
        bool fl_exit = false; 
        //====================================== 
        //конструктор формы 
        public Form1() 
        { 
            if (!Directory.Exists("U_BD")) 
                Directory.CreateDirectory("U_BD"); 
            if (!Directory.Exists("F_BD")) 
                Directory.CreateDirectory("F_BD"); 
            Form4 form = new Form4(); 
            form.ShowDialog(); 
            Form6 form6 = new Form6(car); 
            form6.ShowDialog(); 
            car = new Car(car.IsFizL);//класс отвечающий за все операции с 
данными 
            InitializeComponent(); 
 
            car.loadData(); 
            car.dataGridSetTableCar(dataGridView); 
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            car.dataGridSetTableStatistic(dataGridViewProperties); 
            car.dataGridSetTableDevelopment(dataGridViewDevelopment); 
            Hide(); 
            notifyIcon1.Visible = true; 
            car.reminderAddRange(); 
 
            Autorun = true; 
            checkBox1.Checked = Autorun; 
        } 
        //====================================== 
        //кнопка - добавить данные о машине 
        private void buttonAdd_Click(object sender, EventArgs e) 
        { 








            car.dataGridSetTableCar(dataGridView); 
            car.activTableStatistic(textBoxName.Text + "_s"); 
            car.dataGridSetTableStatistic(dataGridViewProperties); 
            car.dataGridSetTableDevelopment(dataGridViewDevelopment); 
            dataGridView.Rows[dataGridView.RowCount - 1].Selected = true; 
        } 
        //====================================== 
        private void label10_Click(object sender, EventArgs e) 
        { 
 
        } 
        //====================================== 
        //кнопака - выход 
        private void buttoneXIT_Click(object sender, EventArgs e) 
        { 
            fl_exit = true; 
            //car.saveData(); 
            if (MessageBox.Show("Вы уверены, что хотите закрыть 
программу?\nПосле закрытия не будут поступать напоминания о изменении 
пробега у автомобилей.", "Внимание", MessageBoxButtons.YesNo, 
MessageBoxIcon.Warning) == System.Windows.Forms.DialogResult.Yes) 
                Application.Exit(); 
        } 
        //====================================== 
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        //активация кнопок замены 
        private void activButton() 
        { 
            button4.Enabled = car.getActivBut("Масло в двигателе"); 
            button5.Enabled = car.getActivBut("Масло в коробке передач"); 
            button6.Enabled = car.getActivBut("Ремень ГРМ"); 
            button7.Enabled = car.getActivBut("Ремень генератора"); 
            button8.Enabled = car.getActivBut("Свечи"); 
            button9.Enabled = car.getActivBut("Колодки"); 
            button10.Enabled = car.getActivBut("Фильтр"); 
        } 
        //====================================== 
        //выбор машины 
        private void dataGridView_SelectionChanged(object sender, EventArgs e) 
        { 
            try 
            { 
                if (dataGridView.RowCount > 0) 
                { 
                    string name = 
dataGridView.SelectedRows[0].Cells["Название"].Value.ToString(); 
                    car.activTableStatistic(name + "_s"); 
                    car.activTableDevelopment(name + "_d"); 
                    car.dataGridSetTableStatistic(dataGridViewProperties); 
                    car.dataGridSetTableDevelopment(dataGridViewDevelopment); 
                    groupBox4.Enabled = true; 
                    activButton(); 
                } 
            } 
            catch 
            { 
            } 
        } 
        //====================================== 
        private void button1_Click(object sender, EventArgs e) 
        { 
            if (Maintimer.Enabled) 
                buttonStart.Text = "Возобновить"; 
            Maintimer.Stop(); 
            
        } 
        //====================================== 
        private void buttonStart_Click(object sender, EventArgs e) 
        { 
            Maintimer.Start(); 
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        } 
        //====================================== 
        private void dataGridViewProperties_RowsAdded(object sender, 
DataGridViewRowsAddedEventArgs e) 
        { 
 
        } 
        //====================================== 
        //кнопка - заполнить параметры машины по умолчанию 
        private void buttonStdValues_Click(object sender, EventArgs e) 
        { 
            textBoxColodki.Text = "20000"; 
            textBoxFilter.Text = "15000"; 
            textBoxOil.Text = "15000"; 
            textBoxOilTrans.Text = "50000"; 
            textBoxSvechi.Text = "20000"; 
            textBoxRemen.Text = "40000"; 
            textBoxRemenGRM.Text = "40000"; 
        } 
        //====================================== 
        //загрузка формы 
        private void Form1_Load(object sender, EventArgs e) 
        { 
            //car.loadData(); 
            //car.dataGridSetTableCar(dataGridView); 
            //car.dataGridSetTableStatistic(dataGridViewProperties); 
            //car.dataGridSetTableDevelopment(dataGridViewDevelopment); 
            //Hide(); 
            //notifyIcon1.Visible = true; 
            //car.reminderAddRange(); 
        } 
        //====================================== 
        private void EventsdataGridView_CellContentClick(object sender, 
DataGridViewCellEventArgs e) 
        { 
        } 
        //====================================== 
        private void groupBox3_Enter(object sender, EventArgs e) 
        { 
        } 
        //====================================== 
        private void Maintimer_Tick(object sender, EventArgs e) 
        { 
        } 
        //====================================== 
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        private void button1_Click_1(object sender, EventArgs e) 
        { 
        } 
        //====================================== 
        private void button2_Click(object sender, EventArgs e) 
        { 
        } 
        //====================================== 
        private void button3_Click(object sender, EventArgs e) 
        { } 
        //====================================== 
        //замена расходников 
        private void Replace(Car.Components comps) 
        { 
            int value = car.getDefValue(comps); 
            car.addRangeDevelopment(comps, value); 
            car.addRangeStatistic_Replace(comps, value); 
            car.dataGridSetTableCar(dataGridView); 
            car.dataGridSetTableStatistic(dataGridViewProperties); 
            car.dataGridSetTableDevelopment(dataGridViewDevelopment); 
        } 
        //====================================== 
        //закрытие формы 
        private void Form1_FormClosing(object sender, FormClosingEventArgs e) 
        { 
            if (!fl_exit) 
            { 
                e.Cancel = true; 
                Hide(); 
                notifyIcon1.Visible = true; 
            } 
            car.saveData();//схранение данных 
        } 
        //====================================== 
        private void dataGridView1_CellContentClick(object sender, 
DataGridViewCellEventArgs e) 
        { 
 
        } 
        //====================================== 
        //кнопка - замена моторного масла 
        private void button4_Click(object sender, EventArgs e) 
        { 
            Replace(Car.Components.engineOil); 
            activButton(); 
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        } 
        //====================================== 
        //кнопка - замена трансмисеонного масла 
        private void button5_Click(object sender, EventArgs e) 
        { 
            Replace(Car.Components.OilTransmission); 
            activButton(); 
        } 
        //====================================== 
        //кнопка - замена ремня ГРМ 
        private void button6_Click(object sender, EventArgs e) 
        { 
            Replace(Car.Components.remenGRM); 
            activButton(); 
        } 
        //====================================== 
        //кнопка - замена ремня генератора 
        private void button7_Click(object sender, EventArgs e) 
        { 
            Replace(Car.Components.Remen); 
            activButton(); 
        } 
        //====================================== 
        //кнопка - замена свечей 
        private void button8_Click(object sender, EventArgs e) 
        { 
            Replace(Car.Components.Svechi); 
            activButton(); 
        } 
        //====================================== 
        //кнопка - замена колодок 
        private void button9_Click(object sender, EventArgs e) 
        { 
            Replace(Car.Components.colodki); 
            activButton(); 
        } 
        //====================================== 
        //кнопка - замена фильтров 
        private void button10_Click(object sender, EventArgs e) 
        { 
            Replace(Car.Components.filter); 
            activButton(); 
        } 
        //====================================== 
        //Создание ярлыка автозагрузки 
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        private void CreateShortCut(string FilePath, string WorkDir, string SaveTo) 
        { 
            var WshShell = new WshShell(); 
            IWshRuntimeLibrary.IWshShortcut MyShortcut; 
            MyShortcut = 
(IWshRuntimeLibrary.IWshShortcut)WshShell.CreateShortcut(SaveTo); 
            //путь к exe 
            MyShortcut.TargetPath = FilePath; 
            MyShortcut.Description = "Запуск"; 
            //рабочая диреткория 
            MyShortcut.WorkingDirectory = WorkDir; 
            MyShortcut.Save(); 
        } 
        //====================================== 
        //Добавление, удаление и проверка проги в автозагрузке автозагрузки  
        bool Autorun 
        { 
            set 
            { 
                string name = "TemporalDataBase"; 
                string ExePath = System.Windows.Forms.Application.ExecutablePath; 
                RegistryKey reg; 
                reg = 
Registry.CurrentUser.CreateSubKey("Software\\Microsoft\\Windows\\CurrentVers
ion\\Run\\"); 
                //reg = 
Registry.CurrentUser.CreateSubKey("HKLM\\Software\\Wow6432Node\\Microso
ft\\Windows\\CurrentVersion\\Run\\"); 
                try 
                { 
                    if (value) 
                    { 
                        reg.SetValue(name, ExePath); 




                    } 
                    else 
                    { 
                        reg.DeleteValue(name); 
                        if 
(System.IO.File.Exists(Environment.GetFolderPath(Environment.SpecialFolder.St
artup) + "\\TemporalDataBase.lnk")) 
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System.IO.File.Delete(Environment.GetFolderPath(Environment.SpecialFolder.St
artup) + "\\TemporalDataBase.lnk"); 
                    } 
                    reg.Close(); 
                } 
                catch 
                { 
                    reg.Close(); 
                } 
            } 
            get 
            { 
                string name = "TemporalDataBase"; 
                string ExePath = System.Windows.Forms.Application.ExecutablePath; 
                RegistryKey reg; 
                reg = 
Registry.CurrentUser.CreateSubKey("Software\\Microsoft\\Windows\\CurrentVers
ion\\Run\\"); 
                try 
                { 
                    if (reg.GetValue(name) != null) 
                        return true; 
                    else 
                        return false; 
                    reg.Close(); 
                } 
                catch 
                { 
                    reg.Close(); 
                    return false; 
                } 
            } 
        } 
        private void button11_Click(object sender, EventArgs e) 
        { } 
        //====================================== 
        //галочка - автозагрука 
        private void checkBox1_CheckedChanged(object sender, EventArgs e) 
        { 
            Autorun = checkBox1.Checked; 
        } 
        //====================================== 
        //Двойной клик по иконке в трее 
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        private void notifyIcon1_MouseDoubleClick(object sender, MouseEventArgs 
e) 
        { 
            this.Show(); 
            //notifyIcon1.Visible = false; 
            WindowState = FormWindowState.Normal;  
        } 
        //====================================== 
        //изменение размера формы 
        private void Form1_Resize(object sender, EventArgs e) 
        { 
            if (WindowState == FormWindowState.Minimized) 
            { 
                Hide(); 
                notifyIcon1.Visible = true; 
            } 
        } 
        //====================================== 
        //кнопка - добавить данные о текущем пробеге 
        private void toolStripButton2_Click(object sender, EventArgs e) 
        { 
            Form2 form = new Form2(); 
            int range = car.getRangeCar(); 
            if (form.setRange(ref range)) 
            { 
                car.addRangeStatistic(range); 
                car.setRangeCar(range); 
                activButton(); 
            } 
        } 
        //====================================== 
        //кнопка - поиск по названию машины 
        private void toolStripButton3_Click(object sender, EventArgs e) 
        { 
            car.saveData(); 
            Form3 form = new Form3(); 
            //form.showFind(car); 
            form.ShowDialog(); 
        } 
        //====================================== 
        //Кнопка - а открытия формы добавления афто 
        private void toolStripButton1_Click(object sender, EventArgs e) 
        { 
            car.saveData(); 
            Form5 form = new Form5(car, this); 
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            //form.showFind(car); 
            form.ShowDialog(); 
        } 
        //====================================== 
        //Удаление авто из таблицы 
        private void dataGridView_UserDeletingRow(object sender, 
DataGridViewRowCancelEventArgs e) 
        { 
            string name = e.Row.Cells["Название"].Value.ToString(); 
            if (MessageBox.Show("Вы действительно хотите удалить данные о 
автомобиле " + name + "?", "Внимание", MessageBoxButtons.YesNo, 
MessageBoxIcon.Warning) == System.Windows.Forms.DialogResult.Yes) 
            { 
                if (System.IO.File.Exists(name + "_d.tab")) 
                    System.IO.File.Delete(name + "_d.tab"); 
                if (System.IO.File.Exists(name + "_s.tab")) 
                    System.IO.File.Delete(name + "_s.tab"); 
            } 
            else 
                e.Cancel = true; 
            //dataGridView.Rows[e.Row.Index].Cells["Название"].Value.ToString(); 
        } 
        //====================================== 
        //кнопка - удалить автомабиль 
        private void toolStripButton5_Click(object sender, EventArgs e) 
        { 
            if (dataGridView.SelectedRows.Count > 0) 
            { 
                string name = 
dataGridView.SelectedRows[0].Cells["Название"].Value.ToString(); 
                if (MessageBox.Show("Вы действительно хотите удалить данные о 
автомобиле " + name + "?", "Внимание", MessageBoxButtons.YesNo, 
MessageBoxIcon.Warning) == System.Windows.Forms.DialogResult.Yes) 
                { 
                    int index = dataGridView.SelectedRows[0].Index; 
                    if (System.IO.File.Exists(name + "_d.tab")) 
                        System.IO.File.Delete(name + "_d.tab"); 
                    if (System.IO.File.Exists(name + "_s.tab")) 
                        System.IO.File.Delete(name + "_s.tab"); 
                    dataGridView.Rows.RemoveAt(index); 
                } 
            } 
            else 
                MessageBox.Show("Выделите автомобиль для удаления", 
"Внимание", MessageBoxButtons.OK, MessageBoxIcon.Information); 
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        } 
        //====================================== 
    } 
} 










    public class Car 
    { 
        //============================================== 
        public enum Components //колеция типов расходника 
        { 
            engineOil = 1, 
            filter = 2, 
            colodki = 3, 
            OilTransmission = 4, 
            Svechi = 5, 
            remenGRM = 6, 
            Remen = 7 
        }; 
        //============================================== 
        //таблицы хранения данных 
        DataTable tableCar;// new DataTable("Автомобили"); 
        DataTable tableStatistic = newTableStatistic();// new 
DataTable("Статистика"); 
        List<DataTable> tablesStatistic = new List<DataTable>();//Таблици по 
автомобилям 
        DataTable tableDevelopment = newTableDevelopment(); //new 
DataTable("События"); 
        List<DataTable> tablesDevelopment = new List<DataTable>(); 
        bool fl_fizl = true; 
        //============================================== 
        public bool IsFizL 
        { 
            get{return fl_fizl;} 
            set{fl_fizl = value;} 
        } 
        //============================================== 
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        //конструктор класса 
        public Car() 
        { 
            tableCar = newTableCar();// new DataTable("Автомобили"); 
            tableStatistic = newTableStatistic();// new DataTable("Статистика"); 
            tableDevelopment = newTableDevelopment(); //new 
DataTable("События"); 
        } 
        //============================================== 
        //конструктор класса 
        public Car(bool fl) 
        { 
            fl_fizl = fl; 
            tableCar = newTableCar();// new DataTable("Автомобили"); 
            tableStatistic = newTableStatistic();// new DataTable("Статистика"); 
            tableDevelopment = newTableDevelopment(); //new 
DataTable("События"); 
        } 
        //============================================== 
        //связать данные машин с визуальным объектом 
        public void dataGridSetTableCar(System.Windows.Forms.DataGridView 
dgv) 
        { 
            dgv.DataSource = tableCar; 
        } 
        //============================================== 
        //связать статические данные машин с визуальным объектом 
        public void dataGridSetTableStatistic(System.Windows.Forms.DataGridView 
dgv) 
        { 
            dgv.DataSource = tableStatistic; 
        } 
        //============================================== 
        //связать данные событий с визуальным объектом 
        public void 
dataGridSetTableDevelopment(System.Windows.Forms.DataGridView dgv) 
        { 
            dgv.DataSource = tableDevelopment; 
        } 
        //============================================== 
        //сделать активной таблицу данных с статистическими данными 
        public void activTableStatistic(string name) 
        { 
            foreach (DataTable tab in tablesStatistic) 
                if (tab.TableName == name) 
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                { 
                    tableStatistic = tab; 
                    return; 
                } 
        } 
        //============================================== 
        //сделать активной таблицу данных с данными о событиях 
        public void activTableDevelopment(string name) 
        { 
            foreach (DataTable tab in tablesDevelopment) 
                if (tab.TableName == name) 
                { 
                    tableDevelopment = tab; 
                    return; 
                } 
        } 
        //============================================== 
        //добавить данные о машине 
        public void addCar(string name, int range, int engineOil, int filter, int colodki, 
int OilTransmission, int Svechi, int remenGRM, int Remen, int dey, string phone, 
string mail) 
        { 
            for (int irow = 0; irow < tableCar.Rows.Count; irow++) 
                if (tableCar.Rows[irow]["Название"].ToString() == name) 
                { 
                    System.Windows.Forms.MessageBox.Show("Автомобиль с таким 
названием уже зарегистрирован", "Внимание", 
System.Windows.Forms.MessageBoxButtons.OK, 
System.Windows.Forms.MessageBoxIcon.Warning); 
                    return; 
                } 
            tableCar.Rows.Add(name, DateTime.Now.ToString(), range, engineOil, 
OilTransmission, Svechi, Remen, remenGRM, filter, colodki, dey, phone, mail); 
 
            DataTable table = newTableStatistic(name + "_s"); 
            table.Rows.Add(DateTime.Now.ToString(), range, engineOil, 
OilTransmission, Svechi, Remen, remenGRM, filter, colodki); 
            tablesStatistic.Add(table); 
 
            table = newTableDevelopment(name + "_d"); 
            tablesDevelopment.Add(table); 
        } 
        //============================================== 
        //добавить данные о машине 
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        public void addCar(string name, int range, int engineOil, int filter, int colodki, 
int OilTransmission, int Svechi, int remenGRM, int Remen, int dey) 
        { 
            for (int irow = 0; irow < tableCar.Rows.Count; irow++) 
                if (tableCar.Rows[irow]["Название"].ToString() == name) 
                { 
                    System.Windows.Forms.MessageBox.Show("Автомобиль с таким 
названием уже зарегистрирован", "Внимание", 
System.Windows.Forms.MessageBoxButtons.OK, 
System.Windows.Forms.MessageBoxIcon.Warning); 
                    return; 
                } 
            tableCar.Rows.Add(name, DateTime.Now.ToString(), range, engineOil, 
OilTransmission, Svechi, Remen, remenGRM, filter, colodki, dey); 
            DataTable table = newTableStatistic(name + "_s"); 
            table.Rows.Add(DateTime.Now.ToString(), range, engineOil, 
OilTransmission, Svechi, Remen, remenGRM, filter, colodki); 
            tablesStatistic.Add(table); 
 
            table = newTableDevelopment(name + "_d"); 
            tablesDevelopment.Add(table); 
        } 
        //============================================== 
        public void reminderAddRange() 
        { 
            foreach (DataRow rowC in tableCar.Rows) 
            { 
                int addDey = int.Parse(rowC["Напоминание"].ToString()); 
                DateTime date1 = 
DateTime.Parse(DateTime.Parse(rowC["Дата"].ToString()).AddDays(addDey).To
LongDateString());                 
                DateTime date2 = 
DateTime.Parse(DateTime.Now.ToLongDateString()); 
                if (date1 <= date2) 
                { 
                    System.Windows.Forms.MessageBox.Show("Не забудте внести 
изменения пробега для автомабиля: " + rowC["Название"].ToString(), 
"Напоминание", System.Windows.Forms.MessageBoxButtons.OK, 
System.Windows.Forms.MessageBoxIcon.Information); 
                } 
            } 
        } 
        //============================================== 
        //новая таблица событий 
        static public DataTable newTableDevelopment() 
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        { 
            DataTable table = new DataTable("События"); 
            table.Columns.Add("Дата"); 
            table.Columns.Add("Компонент"); 
            table.Columns.Add("Значение"); 
            table.Columns.Add("Статус"); 
            return table; 
        } 
        //============================================== 
        //новая таблица событий 
        static public DataTable newTableDevelopment(string name) 
        { 
            DataTable table = new DataTable(name); 
            table.Columns.Add("Дата"); 
            table.Columns.Add("Компонент"); 
            table.Columns.Add("Значение"); 
            table.Columns.Add("Статус"); 
            return table; 
        } 
        //============================================== 
        //новая таблица статистики 
        static public DataTable newTableStatistic() 
        { 
            DataTable table = new DataTable("Статистика"); 
            table.Columns.Add("Дата"); 
            table.Columns.Add("Пробег"); 
            table.Columns.Add("Масло в двигателе"); 
            table.Columns.Add("Масло в коробке передач"); 
            table.Columns.Add("Свечи"); 
            table.Columns.Add("Ремень генератора"); 
            table.Columns.Add("Ремень ГРМ"); 
            table.Columns.Add("Фильтр"); 
            table.Columns.Add("Колодки"); 
            return table; 
        } 
        //============================================== 
        //новая таблица статистики 
        static public DataTable newTableStatistic(string name) 
        { 
            DataTable table = new DataTable(name); 
            table.Columns.Add("Дата"); 
            table.Columns.Add("Пробег"); 
            table.Columns.Add("Масло в двигателе"); 
            table.Columns.Add("Масло в коробке передач"); 
            table.Columns.Add("Свечи"); 
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            table.Columns.Add("Ремень генератора"); 
            table.Columns.Add("Ремень ГРМ"); 
            table.Columns.Add("Фильтр"); 
            table.Columns.Add("Колодки"); 
            return table; 
        } 
        //============================================== 
        //новая таблица машин 
        public DataTable newTableCar() 
        { 
            DataTable table = new DataTable("Автомабили"); 
            table.Columns.Add("Название"); 
            table.Columns.Add("Дата"); 
            table.Columns.Add("Пробег"); 
            table.Columns.Add("Масло в двигателе"); 
            table.Columns.Add("Масло в коробке передач"); 
            table.Columns.Add("Свечи"); 
            table.Columns.Add("Ремень генератора"); 
            table.Columns.Add("Ремень ГРМ"); 
            table.Columns.Add("Фильтр"); 
            table.Columns.Add("Колодки"); 
            table.Columns.Add("Напоминание"); 
            if (!this.fl_fizl) 
            { 
                table.Columns.Add("Телефон"); 
                table.Columns.Add("Электронная почта"); 
            } 
            return table; 
        } 
        //============================================== 
        //поиск статистических данных с  опр. датой по машине 
        public DataRowCollection findStatistic(string nameCar, DateTime date1, 
DateTime date2) 
        { 
            DataRowCollection drc = tableStatistic.Rows;// = new 
DataRowCollection(); 
            drc.Clear(); 
            date1 = DateTime.Parse(date1.ToLongDateString()); 
            date2 = DateTime.Parse(date2.ToLongDateString()); 
            foreach (DataTable tab in tablesStatistic) 
                if (tab.TableName == nameCar + "_s") 
                { 
                    foreach (DataRow row in tab.Rows) 
                    { 
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                        DateTime dt = 
DateTime.Parse(DateTime.Parse(row["Дата"].ToString()).ToLongDateString()); 
                        if (date1 <= dt && date2 >= dt) 
                            drc.Add(row.ItemArray); 
                    } 
                    return drc; 
                } 
            return drc; 
        } 
        //============================================== 
        //поиск статистических данных с  опр. датой по машине 
        public DataRowCollection findStatistic(string nameCar, DateTime date) 
        { 
            DataRowCollection drc = tableStatistic.Rows;// = new 
DataRowCollection(); 
            drc.Clear(); 
            date = DateTime.Parse(date.ToLongDateString()); 
            foreach (DataTable tab in tablesStatistic) 
                if (tab.TableName == nameCar + "_s") 
                { 
                    foreach (DataRow row in tab.Rows) 
                    { 
                        DateTime dt = 
DateTime.Parse(DateTime.Parse(row["Дата"].ToString()).ToLongDateString()); 
                        if (date == dt) 
                            drc.Add(row.ItemArray); 
                    } 
                    return drc; 
                }             
            return drc; 
        } 
        //============================================== 
        //поиск данных о события с  опр. датой по машине 
        public DataRowCollection findDevelopment(string nameCar, DateTime date) 
        { 
            DataRowCollection drc = tableDevelopment.Rows;// = new 
DataRowCollection(); 
            drc.Clear(); 
            date = DateTime.Parse(date.ToLongDateString()); 
            foreach (DataTable tab in tablesDevelopment) 
                if (tab.TableName == nameCar + "_d") 
                { 
                    foreach (DataRow row in tab.Rows) 
                    { 
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                        DateTime dt = 
DateTime.Parse(DateTime.Parse(row["Дата"].ToString()).ToLongDateString()); 
                        if (date == dt) 
                            drc.Add(row.ItemArray); 
                    } 
                    return drc; 
                } 
            return drc; 
        } 
        //============================================== 
        //поиск данных о события с  опр. датой по машине 
        public DataRowCollection findDevelopment(string nameCar, DateTime 
date1, DateTime date2) 
        { 
            DataRowCollection drc = tableDevelopment.Rows;// = new 
DataRowCollection(); 
            drc.Clear(); 
            date1 = DateTime.Parse(date1.ToLongDateString()); 
            date2 = DateTime.Parse(date2.ToLongDateString()); 
            foreach (DataTable tab in tablesDevelopment) 
                if (tab.TableName == nameCar + "_d") 
                { 
                    foreach (DataRow row in tab.Rows) 
                    { 
                        DateTime dt = 
DateTime.Parse(DateTime.Parse(row["Дата"].ToString()).ToLongDateString()); 
                        if (date1 <= dt && date2 >= dt) 
                            drc.Add(row.ItemArray); 
                    } 
                    return drc; 
                } 
            return drc; 
        } 
        //============================================== 
        //поиск даннх о машине 
        public DataRow findCar(string nameCar) 
        { 
            foreach (DataRow rowC in tableCar.Rows) 
            { 
                if (rowC["Название"].ToString() == nameCar) 
                    return rowC; 
            } 
            return null; 
        } 
        //============================================== 
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        //возвращает строку с максимальным пробегом из активной таблици 
статистики 
        private DataRow getRowMaxRangeTS() 
        { 
            try 
            { 
                DataRow row = null; 
                int rangeMax = -1; 
                string name = 
tableStatistic.TableName.Remove(tableStatistic.TableName.Length - 2); 
                foreach (DataRow rowC in tableCar.Rows) 
                { 
                    if (rowC["Название"].ToString() == name) 
                        rangeMax = int.Parse(rowC["Пробег"].ToString()); 
                } 
                foreach (DataRow rowS in tableStatistic.Rows) 
                { 
                    int range = int.Parse(rowS["Пробег"].ToString()); 
                    if (rangeMax <= range) 
                    { 
                        rangeMax = range; 
                        row = rowS; 
                    } 
                } 
                return row; 
            } 
            catch 
            { 
                return null; 
            } 
        } 
        //============================================== 
        //получить статус события 
        private string getStatus(string col, int value) 
        { 
            string name = 
tableDevelopment.TableName.Remove(tableDevelopment.TableName.Length - 
2); 
            int def_value = 1; 
            foreach (DataRow irow in tableCar.Rows) 
            { 
                if (irow["Название"].ToString() == name) 
                { 
                    def_value = int.Parse(irow[col].ToString()); 
                } 
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            } 
            string status = ""; 
            if (value <= 0) 
                status = "Необходима замена"; 
            else 
                if (value == def_value) 
                    status = "Произведена замена"; 
            return status; 
        } 
        //============================================== 
        //добавить событие 
        public bool addRangeDevelopment(Components comps, int value) 
        { 
            try 
            { 
                if (value <= 0) 
                { 
                    int index = tablesDevelopment.IndexOf(tableDevelopment); 
                    switch (comps) 
                    { 
                        case Components.colodki: 
                            { 
                                tableDevelopment.Rows.Add(DateTime.Now.ToString(), 
"Колодки", value, "Необходима замена");// getStatus("Колодки", value)); 
                            } break; 
                        case Components.engineOil: 
                            { 
                                tableDevelopment.Rows.Add(DateTime.Now.ToString(), 
"Масло в двигателе", value, "Необходима замена");// getStatus("Масло в 
двигателе", value)); 
                            } break; 
                        case Components.filter: 
                            { 
                                tableDevelopment.Rows.Add(DateTime.Now.ToString(), 
"Фильтр", value, "Необходима замена");// getStatus("Фильтр", value)); 
                            } break; 
                        case Components.OilTransmission: 
                            { 
                                tableDevelopment.Rows.Add(DateTime.Now.ToString(), 
"Масло в коробке передач", value, "Необходима замена");// getStatus("Масло в 
коробке передач", value)); 
                            } break; 
                        case Components.Remen: 
                            { 
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                                tableDevelopment.Rows.Add(DateTime.Now.ToString(), 
"Ремень генератора", value, "Необходима замена");// getStatus("Ремень 
генератора", value)); 
                            } break; 
                        case Components.remenGRM: 
                            { 
                                tableDevelopment.Rows.Add(DateTime.Now.ToString(), 
"Ремень ГРМ", value, "Необходима замена");// getStatus("Ремень ГРМ", 
value)); 
                            } break; 
                        case Components.Svechi: 
                            { 
                                tableDevelopment.Rows.Add(DateTime.Now.ToString(), 
"Свечи", value, "Необходима замена");// getStatus("Свечи", value)); 
                            } break; 
                    } 
                    tablesDevelopment[index] = tableDevelopment; 
                    return true; 
                } 
                else 
                { 
                    if (getDefValue(comps) == value) 
                    { 
                        int index = tablesDevelopment.IndexOf(tableDevelopment); 
                        switch (comps) 
                        { 
                            case Components.colodki: 
                                { 
                                    tableDevelopment.Rows.Add(DateTime.Now.ToString(), 
"Колодки", value, "Произведена замена");// getStatus("Колодки", value)); 
                                } break; 
                            case Components.engineOil: 
                                { 
                                    tableDevelopment.Rows.Add(DateTime.Now.ToString(), 
"Масло в двигателе", value, "Произведена замена");// getStatus("Масло в 
двигателе", value)); 
                                } break; 
                            case Components.filter: 
                                { 
                                    tableDevelopment.Rows.Add(DateTime.Now.ToString(), 
"Фильтр", value, "Произведена замена");// getStatus("Фильтр", value)); 
                                } break; 
                            case Components.OilTransmission: 
                                { 
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                                    tableDevelopment.Rows.Add(DateTime.Now.ToString(), 
"Масло в коробке передач", value, "Произведена замена");// getStatus("Масло 
в коробке передач", value)); 
                                } break; 
                            case Components.Remen: 
                                { 
                                    tableDevelopment.Rows.Add(DateTime.Now.ToString(), 
"Ремень генератора", value, "Произведена замена");// getStatus("Ремень 
генератора", value)); 
                                } break; 
                            case Components.remenGRM: 
                                { 
                                    tableDevelopment.Rows.Add(DateTime.Now.ToString(), 
"Ремень ГРМ", value, "Произведена замена");// getStatus("Ремень ГРМ", 
value)); 
                                } break; 
                            case Components.Svechi: 
                                { 
                                    tableDevelopment.Rows.Add(DateTime.Now.ToString(), 
"Свечи", value, "Произведена замена");// getStatus("Свечи", value)); 
                                } break; 
                        } 
                        tablesDevelopment[index] = tableDevelopment; 
                        return true; 
                    } 
                } 
                return false; 
            } 
            catch 
            { 
                return false; 
            } 
        } 
        //============================================== 
        //добавить данные о пробеге 
        public void addRangeStatistic(int range) 
        { 
            int rangeM = getMaxRangeTS(); 
            int dt_range = Math.Abs(rangeM - range); 
            DataRow rowt = getRowMaxRangeTS(); 
            object[] row = rowt.ItemArray; 
            row[0] = DateTime.Now.ToString(); 
            row[1] = int.Parse(row[1].ToString()) + dt_range; 
            row[2] = int.Parse(row[2].ToString()) - dt_range; 
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            addRangeDevelopment(Components.engineOil, 
int.Parse(row[2].ToString())); 
            row[3] = int.Parse(row[3].ToString()) - dt_range; 
            addRangeDevelopment(Components.OilTransmission, 
int.Parse(row[3].ToString())); 
            row[4] = int.Parse(row[4].ToString()) - dt_range; 
            addRangeDevelopment(Components.Svechi, int.Parse(row[4].ToString())); 
            row[5] = int.Parse(row[5].ToString()) - dt_range; 
            addRangeDevelopment(Components.Remen, int.Parse(row[5].ToString())); 
            row[6] = int.Parse(row[6].ToString()) - dt_range; 
            addRangeDevelopment(Components.remenGRM, 
int.Parse(row[6].ToString())); 
            row[7] = int.Parse(row[7].ToString()) - dt_range; 
            addRangeDevelopment(Components.filter, int.Parse(row[7].ToString())); 
            row[8] = int.Parse(row[8].ToString()) - dt_range; 
            addRangeDevelopment(Components.colodki, 
int.Parse(row[8].ToString())); 
            int index = tablesStatistic.IndexOf(tableStatistic); 
            tableStatistic.Rows.Add(row); 
            tablesStatistic[index] = tableStatistic; 
        } 
        //============================================== 
        //добавить данные о пробеге с отметкой замены 
        public void addRangeStatistic_Replace(Components comps, int range) 
        { 
            int rangeM = getMaxRangeTS(); 
            int dt_range = Math.Abs(rangeM - range); 
            DataRow rowt = getRowMaxRangeTS(); 
            object[] row = rowt.ItemArray; 
            row[0] = DateTime.Now.ToString(); 
            switch (comps) 
            { 
                case Components.colodki: row[8] = range; ; break; 
                case Components.engineOil: row[2] = range; break; 
                case Components.filter: row[7] = range; break; 
                case Components.OilTransmission: row[3] = range; break; 
                case Components.Remen: row[5] = range; break; 
                case Components.remenGRM: row[6] = range; break; 
                case Components.Svechi: row[4] = range; break; 
            } 
            int index = tablesStatistic.IndexOf(tableStatistic); 
            tableStatistic.Rows.Add(row); 
            tablesStatistic[index] = tableStatistic; 
        } 
        //============================================== 
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        //возвращает максимальное значение пробега из активной атблици 
статистики 
        public int getMaxRangeTS() 
        { 
            try 
            { 
                int rangeMax = -1; 
                string name = 
tableStatistic.TableName.Remove(tableStatistic.TableName.Length - 2); 
                foreach (DataRow rowC in tableCar.Rows) 
                { 
                    if (rowC["Название"].ToString() == name) 
                        rangeMax = int.Parse(rowC["Пробег"].ToString()); 
                } 
                foreach (DataRow rowS in tableStatistic.Rows) 
                { 
                    int range = int.Parse(rowS["Пробег"].ToString()); 
                    if (rangeMax < range) 
                    { 
                        rangeMax = range; 
                    } 
                } 
                return rangeMax; 
            } 
            catch 
            { 
                return -1; 
            } 
        } 
        //============================================== 
        //полает статус активности замены компанента 
        public bool getActivBut(string col) 
        { 
            try 
            { 
                DateTime tMax = new DateTime(); 
                string name = 
tableStatistic.TableName.Remove(tableStatistic.TableName.Length - 2); 
                foreach (DataRow rowC in tableCar.Rows) 
                { 
                    if (rowC["Название"].ToString() == name) 
                        tMax = DateTime.Parse(rowC["Дата"].ToString()); 
                } 
                DateTime dateCar = tMax; 
                DataRow trow = null; 
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                foreach (DataRow row in tableStatistic.Rows) 
                { 
                    DateTime date = DateTime.Parse(row["Дата"].ToString()); 
                    if (date >= tMax) 
                    { 
                        tMax = date; 
                        trow = row; 
                    } 
                } 
                if (tMax == dateCar) 
                    trow = tableStatistic.Rows[tableStatistic.Rows.Count - 1]; 
                if (trow != null) 
                { 
                    if (int.Parse(trow[col].ToString()) <= 0) 
                        return true; 
                } 
                return false; 
            } 
            catch 
            { 
                return false; 
            } 
        } 
        //============================================== 
        //получить данные компонента по умолчанию(т.е. из таблици данных 
авто) 
        public int getDefValue(Components comps) 
        { 
            try 
            { 
                string col = ""; 
                switch (comps) 
                { 
                    case Components.colodki: col = "Колодки"; break; 
                    case Components.engineOil: col = "Масло в двигателе"; break; 
                    case Components.filter: col = "Фильтр"; break; 
                    case Components.OilTransmission: col = "Масло в коробке 
передач"; break; 
                    case Components.Remen: col = "Ремень генератора"; break; 
                    case Components.remenGRM: col = "Ремень ГРМ"; break; 
                    case Components.Svechi: col = "Свечи"; break; 
                } 
                int defValue = 0; 
                string name = 
tableStatistic.TableName.Remove(tableStatistic.TableName.Length - 2); 
 49 
 
                foreach (DataRow rowC in tableCar.Rows) 
                { 
                    if (rowC["Название"].ToString() == name) 
                    { 
                        defValue = int.Parse(rowC[col].ToString()); 
                        break; 
                    } 
                } 
                return defValue; 
            } 
            catch 
            { 
                return -1; 
            } 
        } 
        //============================================== 
        //установить новый пробег машине 
        public void setRangeCar(int range) 
        { 
            string name = 
tableStatistic.TableName.Remove(tableStatistic.TableName.Length - 2); 
            foreach (DataRow rowC in tableCar.Rows) 
            { 
                if (rowC["Название"].ToString() == name) 
                { 
                    rowC["Пробег"] = range; 
                    rowC["Дата"] = DateTime.Now.ToString(); 
                    return; 
                } 
            } 
        } 
        //============================================== 
        //установить новый пробег машине 
        public int getRangeCar() 
        { 
            string name = 
tableStatistic.TableName.Remove(tableStatistic.TableName.Length - 2); 
            foreach (DataRow rowC in tableCar.Rows) 
            { 
                if (rowC["Название"].ToString() == name) 
                { 
                    return int.Parse(rowC["Пробег"].ToString()); 
                } 
            } 
            return -1; 
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        } 
        //============================================== 
        //сохранение таблицы в файл 
        private void saveTadle(DataTable table) 
        { 
            string path = ""; 
            if (IsFizL) 
                path = "F_BD\\"; 
            else 
                path = "U_BD\\"; 
            BinaryFormatter formatter = new BinaryFormatter(); 
            Stream stream = File.Open(path + table.TableName + ".tab", 
FileMode.Create); 
            formatter.Serialize(stream, table); 
            stream.Close(); 
        } 
        //============================================== 
        //загрузка таблицы из файла 
        private DataTable loadTadle(string path) 
        { 
            //string dir = ""; 
            //if (fl_fizl) 
            //    dir = "F_BD\\"; 
            //else 
            //    dir = "U_BD\\"; 
            DataTable table = newTableCar(); 
            if(File.Exists(path)) 
            { 
                BinaryFormatter formatter = new BinaryFormatter(); 
                Stream stream = File.OpenRead(path);//, FileMode.Open); 
                stream.Position = 0; 
                table = (DataTable)formatter.Deserialize(stream); 
                stream.Close(); 
            } 
            return table; 
        } 
        //============================================== 
        //сохранения даннх 
        public void saveData() 
        { 
            saveTadle(tableCar); 
            foreach (DataTable tab in tablesStatistic) 
                saveTadle(tab); 
            foreach (DataTable tab in tablesDevelopment) 
                saveTadle(tab); 
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        } 
        //====================================== 
        //загрузка данных 
        public void loadData() 
        { 
            string dir = ""; 
            if (fl_fizl) 
                dir = "F_BD\\"; 
            else 
                dir = "U_BD\\"; 
            if (File.Exists(dir + "Автомабили.tab")) 
            { 
                tableCar = loadTadle(dir + "Автомабили.tab"); 
                foreach (DataRow row in tableCar.Rows) 
                { 
                    string path = row["Название"].ToString(); 
                    if (File.Exists(dir + path + "_s.tab")) 
                        tablesStatistic.Add(loadTadle(dir + path + "_s.tab")); 
                    if (File.Exists(dir + path + "_d.tab")) 
                        tablesDevelopment.Add(loadTadle(dir + path + "_d.tab")); 
                } 
            } 
        } 
        //============================================== 
    } 
} 
 
