





Bab ini membahasan mengenai landasan teori yang berkaitan dengan pen-
gujian dan analisis yang akan dilakukan. Hal – hal yang akan dijabarkan dalam bab 
ini yaitu materi tentang Algoritma Advanced Encryption Standard AES, Algoritma 
Blum Blum Shub (BBS), Algoritma Chaotic Function (CF), dan Modifikasi Shiftrows. 
Materi tersebut dibutuhkan sebagai penunjang pembangunan program serta pengujian 
dan analisis perbandingan AES standar dan AES modifikasi menggunakan algoritma 
BBS - CF dan modifikasi Shiftrows, sehingga tugas akhir ini dapat dibuat sesuai 
dengan rancangan yang diharapkan. 
 
2.1. Kriptografi 
Kriptografi merupakan cabang ilmu yang memiliki peran dalam keamanan 
sistem dengan cara memproses data sehingga data tersebut menjadi data acak yang 
sulit untuk dipahami oleh pihak ketiga yang tidak memiliki hak akses pada data ter-
sebut [7]. Menurut penelitian [7], kriptografi memiliki empat konsep atau prinsip da-
sar agar kriptografi dapat diterapkan untuk keamanan suatu data, yakni : 
a. Confidelity (Kerahasiaan), prinsip ini ditujukan agar pesan atau data yang 
dikirim tetap rahasia dan tidak diketahui pihak lain yang tidak memiliki hak 
akses. 
b. Data Integrity (Keutuhan), prinsip ini menjaga data agar tetap utuh dan 
menngetahui perubahan atau manipulasi data yang tidak sah oleh pihak yang 
tidak memiliki hak akses. 
c. Authentication (Keotentikan), prinsip ini mengidentifikasi dan mengotentikasi 
pihak yang terlibat, serta keaslian data dan informasi yang dikirimkan. 
d. Non-Repudiation (Anti Penyangkalan), prinsip ini mencegah pihak yang 





2.2. Advanced Encryption Standard 
Algoritma Advanced Encription Standard (AES) merupakan algoritma kripto-
grafi simetris kategori block cipher yang mulanya dirumuskan oleh Joan Daemen dan 
Vincent Rijment dengan nama Algoritma Rijndael. Algoritma ini dipilih oleh Nation-
al Institute of Standards and Technology (NIST) untuk menggantikan algoritma sebe-
lumnya yaitu Data Encryption Sistem (DES). AES menggunakan perulangan proses 
yang disebut ronde, dan setiap ronde AES membutuhkan kunci ronde dan masukan 
dari ronde sebelumnya. Jumlah ronde bergantung pada panjang kunci yang digunakan. 
Jumlah ronde untuk panjang kunci  128 bit, 192 bit, dan 256 bit, secara berurutan 
adalah 10, 12 dan 14 ronde [11].  
AES memiliki beberapa fase pada proses enkripsi dan dekripsinya. Proses 
Enkripsi di bagi menjadi empat fase yaitu fase AddRoundKey, dan tiga fase transfor-
masi diantaranya SubBytes, ShiftRows, dan MixColumns. Proses Dekripsi di bagi 
menjadi empat fase juga. Fase tersebut adalah fase AddRoundKey, dan tiga fase trans-
formasi. Fase Transformasi dalam dekripsi berbeda dari enkripsi, fase tersebut adalah, 
InvSubBytes, InvShiftRows, dan InvMixColumns.  
 
2.2.1 AddRoundKey (Enkripsi) 
 Fase AddRoundKey adalah fase penambahan kunci dalam AES [11]. Fase ini 
dilakukan operasi XOR untuk setiap byte dari state dan setiap byte dari sub-kunci [11]. 
16 bytes sub-kunci yang pertama tidak akan digunakan lagi di fase AddRoundKey 
ronde berikutnya.  
Gambar 2.1. Ilustrasi Proses AddRoundKey 
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Gambar 2.1. menggambarkan array 4 x 4 plaintext yang di XOR kan dengan 
array 4 x 4 kunci. Setiap kotak mewakili 1 byte atau 1 character dari kunci dan 
plaintext.  Operasi XOR tersebut mengasilkan state 4 x 4 yang baru. Kunci yang 
dipakai dalam fase Addroundkey pada saat Enkripsi berbeda untuk tiap ronde beruru-
tan dari kunci 0 untuk Ronde 0 dan seterusnya. Kunci tersebut dibangkitkan dalam 
proses Key Expansion  
.  
2.2.2. SubBytes 
 Fase SubByte merupakan fase substitusi dalam AES [11]. Fase ini dilakukan 
penggantian nilai setiap byte dari state menggunakan tabel Sbox [11].  Subbyte 
bersifat non-linear yang melakukan pergantian byte secara independent dari state 
menggunakan tabel S-Box [10].   
 
Gambar 2.2. Tabel SBox 
 
Gambar 2.3. Ilustrasi Proses SubBytes 
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Gambar 2.2 merupakan tabel SBox yang digunakan pada fase SubBytes. 
Gambar 2.3 menggambarkan array 4 x 4 state hasil dari fase AddRoundKey akan 
melalui fase SubByte yaitu operasi XOR dengan S-Box yaitu substitusi dengan baris 
dan kolom yang S-Box yang sesuai dengan state hex yang akan diganti.  
 
2.2.3. ShiftRows 
 Fase ShiftRows merupakan fase permutasi dalam AES [11]. Fase ini dilakukan 
penggeseran baris per kolom. Fase ShiftRows dilakukan dengan menjalankan operasi 
circular shift left sebanyak i pada baris ke-i dalam state [11]. 
 
Gambar 2.4. Ilustrasi Proses ShiftRows 
Gambar 2.4 menggambarkan array 4 x 4 state yang dihasilkan oleh fase Sub-
byte mengalami rotasi pada baris 1,2 dan 3. Baris 0 tidak mengalami rotasi. Rotasi 
yang dilakukan adalah rotasi kiri, maksud dari rotasi kiri adalah memindahkan 
sebanyak n state dari kiri ke ujung kanan. Berikut adalah state yang mengalami rotasi.  
Baris 1 mengalami rotasi kiri sebanyak 1 state dari kiri ke kanan sehingga, 
a. state[0][1] menempati posisi state[3][1]. 
b. state[1][1] menempati posisi state[0][1]. 
c. state[2][1] menempati posisi state[1][1]. 
d. state[3][1] menempati posisi state[2][1]. 
Baris 2 mengalami rotasi kiri sebanyak 2 state dari kiri ke kanan sehingga, 
a. state[0][2] menempati posisi state[2][2].  
b. state[1][2] menempati posisi state[3][2].  
c. state[2][2] menempati posisi state[0][2].  
d. state[2][3] menempati posisi state[1][2].  
Baris 3 mengalami rotasi kiri sebanyak 3 state dari kiri ke kanan sehingga, 
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a. state[0][3] menempati posisi state[1][3].  
b. state[1][3] menempati posisi state[2][3].  
c. state[2][3] menempati posisi state[3][3].  
d. state[3][3] menempati posisi state[0][3].  
 
2.2.4. MixColumn 
Fase MixColumns merupakan fase pencampuran dalam AES [11]. Fase ini 
mengubah tiap kolom di blok awal ke bentuk kolom baru. Proses tersebut adalah 
perkalian matrks terhadap matriks persegi konstan secara GF (28) [7]. Matriks terse-
but adalah Matriks Multiplikasi. 
 
Gambar 2.5. Ilustrasi Proses MixColumn 
Gambar 2.5 menggambarkan array 4 x 4 state hasil dari fase ShiftRows akan 
mengalami multiplikasi oleh matriks multiplikasi. Kolom pertama dalam state 4 x 4 
akan di multiplikasikan dengan baris pertama matriks multiplikasi dan seterusnya. 
berikut penjabaran detailnya. 
a. State[0][0] = ((state[0][0] x 2) XOR (state[0][1] x 3) XOR (state[0][2] x 1) 
XOR (state[0][3] x 1)) 
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b. State[0][1] = ((state[0][0] x 1) XOR (state[0][1] x 2) XOR (state[0][2] x 3) 
XOR (state[0][3] x 1)) 
c. State[0][2] = ((state[0][0] x 1) XOR (state[0][1] x 1) XOR (state[0][2] x 2) 
XOR (state[0][3] x 3)) 
d. State[0][3] = ((state[0][0] x 3) XOR (state[0][1] x 1) XOR (state[0][2] x 1) 
XOR (state[0][3] x 2)) 
e. State[1][0] = ((state[1][0] x 2) XOR (state[1][1] x 3) XOR (state[1][2] x 1) 
XOR (state[1][3] x 1)) 
f. State[1][1] = ((state[1][0] x 1) XOR (state[1][1] x 2) XOR (state[1][2] x 3) 
XOR (state[1][3] x 1)) 
g. State[1][2] = ((state[1][0] x 1) XOR (state[1][1] x 1) XOR (state[1][2] x 2) 
XOR (state[1][3] x 3)) 
h. State[1][3] = ((state[1][0] x 3) XOR (state[1][1] x 1) XOR (state[1][2] x 1) 
XOR (state[1][3] x 2)) 
i. State[2][0] = ((state[2][0] x 2) XOR (state[2][1] x 3) XOR (state[2][2] x 1) 
XOR (state[2][3] x 1)) 
j. State[2][1] = ((state[2][0] x 1) XOR (state[2][1] x 2) XOR (state[2][2] x 3) 
XOR (state[2][3] x 1)) 
k. State[2][2] = ((state[2][0] x 1) XOR (state[2][1] x 1) XOR (state[2][2] x 2) 
XOR (state[2][3] x 3)) 
l. State[2][3] = ((state[2][0] x 3) XOR (state[2][1] x 1) XOR (state[2][2] x 1) 
XOR (state[2][3] x 2)) 
m. State[3][0] = ((state[3][0] x 2) XOR (state[3][1] x 3) XOR (state[3][2] x 1) 
XOR (state[3][3] x 1)) 
n. State[3][1] = ((state[3][0] x 1) XOR (state[3][1] x 2) XOR (state[3][2] x 3) 
XOR (state[3][3] x 1)) 
o. State[3][2] = ((state[3][0] x 1) XOR (state[3][1] x 1) XOR (state[3][2] x 2) 
XOR (state[3][3] x 3)) 
p. State[3][3] = ((state[3][0] x 3) XOR (state[3][1] x 1) XOR (state[3][2] x 1) 
XOR (state[3][3] x 2)) 
14 
 
2.2.5. AddRoundKey (Dekripsi) 
 Perbedaan AddRoundKey dekripsi dengan AddRoundKey enkripsi terletak 
pada kunci ronde yang digunakan, pada AddRondKey enkripsi ronde 1 memakai 
kunci ronde ke 0 sedangkan AddRoundKey dekripsi ronde 1 memakai kunci ronde 10. 
 
2.2.6. InvShiftRows 
 Fase InvShiftRows adalah fase nilai balik dari Shiftrows yang digunakan pada 
saat enkripsi. Fase InvShiftRows dilakukan penggeseran baris per kolom. Fase 
InvShiftRows dilakukan dengan menjalankan operasi circular shift right sebanyak i 
pada baris ke-i dalam state. 
 
Gambar 2.6. Ilustrasi Proses InvShiftRows 
Gambar 2.6 menggambarkan array 4 x 4 state yang dihasilkan oleh fase Addround-
key dekripsi mengalami rotasi pada baris 1, 2 dan 3. Baris 0 tidak mengalami rotasi. 
Rotasi yang dilakukan adalah rotasi kanan, maksud dari rotasi kanan adalah memin-
dahkan sebanyak n state dari kanan ke ujung kiri. Berikut adalah state yang men-
galami rotasi.  Baris 1 mengalami rotasi kanan sebanyak 1 state dari kanan ke kiri se-
hingga, 
a. state[0][1] menempati posisi state[3][1]. 
b. state[1][1] menempati posisi state[0][1]. 
c. state[2][1] menempati posisi state[1][1]. 
d. state[3][1] menempati posisi state[2][1]. 
Baris 2 mengalami rotasi kanan sebanyak 2 state dari kanan ke kiri sehingga, 
a. state[0][2] menempati posisi state[2][2].  
b. state[1][2] menempati posisi state[3][2].  
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c. state[2][2] menempati posisi state[0][2].  
d. state[2][3] menempati posisi state[1][2].  
Baris 3 mengalami rotasi kanan sebanyak 3 state dari kanan ke kiri sehingga, 
a. state[0][3] menempati posisi state[1][3].  
b. state[1][3] menempati posisi state[2][3].  
c. state[2][3] menempati posisi state[3][3].  
d. state[3][3] menempati posisi state[0][3].  
 
2.2.7. InvSubBytes 
 Fase InvSubByte merupakan nilai balik dari fase SubBytes. Fase InvSubbytes 
dilakukan penggantian nilai setiap byte dari state sama halnya dengan SubBytes,, akan 
tetapi jika Subbytes menggunakan tabel S-Box, maka InvSubbytes menggunakan tabel 
inverse dari Sbox yaitu Inverse S-Box.  
 





Gambar 2.8. Ilustrasi Proses InvSubBytes 
Gambar 2.7 merupakan tabel Inverse S-Box yang digunakan pada fase 
InvSubBytes. Gambar 2.8 menggambarkan array 4 x 4 state hasil fase AddRoundKey 
akan melalui fase InvSubByte yaitu operasi XOR dengan Inverse S-Box yaitu subti-




Fase InvMixColumns merupakan fase nilai balik MixColumn yang digunakan 
dalam dekripsi. Fase ini mengubah tiap kolom di blok awal ke bentuk kolom baru. 
Proses tersebut adalah perkalian matrks terhadap Matriks Multiplikasi yang telah 
ditentukan untuk proses dekripsi. 
 
Gambar 2.9. Ilustrasi Proses InvMixColumn 
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Gambar 2.9 menggambarkan array 4 x 4 state hasil dari fase ShiftRows akan 
mengalami multiplikasi oleh matriks multiplikasi. Kolom pertama dalam state 4 x 4 
akan di multiplikasikan dengan baris pertama matriks multiplikasi dan seterusnya. 
Penjabaran detailnya adalah sebagai berikut. 
a. State[0][0] = ((state[0][0] x 0E) XOR (state[0][1] x 0B) XOR (state[0][2] 
x 0D) XOR (state[0][3] x 09)) 
b. State[0][1] = ((state[0][0] x 09) XOR (state[0][1] x 0E) XOR (state[0][2] x 
0B) XOR (state[0][3] x 0D)) 
c. State[0][2] = ((state[0][0] x 0D) XOR (state[0][1] x 09) XOR (state[0][2] 
x 0E) XOR (state[0][3] x 0B)) 
d. State[0][3] = ((state[0][0] x 0B) XOR (state[0][1] x 0D) XOR (state[0][2] 
x 09) XOR (state[0][3] x 0E)) 
e. State[1][0] = ((state[1][0] x 0E) XOR (state[1][1] x 0B) XOR (state[1][2] 
x 0D) XOR (state[1][3] x 09)) 
f. State[1][1] = ((state[1][0] x 09) XOR (state[1][1] x 0E) XOR (state[1][2] x 
0B) XOR (state[1][3] x 0D)) 
g. State[1][2] = ((state[1][0] x 0D) XOR (state[1][1] x 09) XOR (state[1][2] 
x 0E) XOR (state[1][3] x 0B)) 
h. State[1][3] = ((state[1][0] x 0B) XOR (state[1][1] x 0D) XOR (state[1][2] 
x 09) XOR (state[1][3] x 0E)) 
i. State[2][0] = ((state[2][0] x 0E) XOR (state[2][1] x 0B) XOR (state[2][2] 
x 0D) XOR (state[2][3] x 09)) 
j. State[2][1] = ((state[2][0] x 09) XOR (state[2][1] x 0E) XOR (state[2][2] x 
0B) XOR (state[2][3] x 0D)) 
k. State[2][2] = ((state[2][0] x 0D) XOR (state[2][1] x 09) XOR (state[2][2] 
x 0E) XOR (state[2][3] x 0B)) 
l. State[2][3] = ((state[2][0] x 0B) XOR (state[2][1] x 0D) XOR (state[2][2] 
x 09) XOR (state[2][3] x 0E)) 
m. State[3][0] = ((state[3][0] x 0E) XOR (state[3][1] x 0B) XOR (state[3][2] 
x 0D) XOR (state[3][3] x 09)) 
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n. State[3][1] = ((state[3][0] x 09) XOR (state[3][1] x 0E) XOR (state[3][2] x 
0B) XOR (state[3][3] x 0D)) 
o. State[3][2] = ((state[3][0] x 0D) XOR (state[3][1] x 09) XOR (state[3][2] 
x 0E) XOR (state[3][3] x 0B)) 
p. State[3][3] = ((state[3][0] x 0B) XOR (state[3][1] x 0D) XOR (state[3][2] 
x 09) XOR (state[3][3] x 0E)) 
 
2.3. Blum Blum Shub 
Algoritma Blum Blum Shub adalah suatu algoritma PRNG yang diciptakan 
oleh Lenore Blum, Manuel Blum dan Michael Shub pada tahun 1986 [9]. BBS 
memiliki persamaan sebagai berikut : 
     (1) 
Keterangan : 
m = hasil kali bilangan prima besar p dan q 
dengan syarat yaitu bilangan prima p dan q harus kongruen terhadap 3 mod 4 dan 
Greatest Commond Divisor (GCD) harus kecil. Langkah langkah dari algoritma BBS 
[7] adalah sebagai berikut:  
a. Pertama ialah menentukan dua bilangan prima p dan q, di mana p dan q 
keduanya kongruen terhadap .   dan  
b. Langkah kedua ialah kalikan p dan q dan hasilkan bilangan Blum N. dengan 
rumus . 
c. Lalu memilih sebuah bilangan acak s sebagai umpan, dengan kriteria: 
. serta s dan n adalah bilangan relatif prima.  
d. Selanjutnya menghitung nilai dari   
e. Terakhir ialah menghitung  .  
f. Hasilkan bilangan bit bit acak berupa zi = bit - bit yang diambil dari xi. Bit 
tersebut dapat berupa Least Significant Bit (LSB) atau hanya satu bit atau 
sebanyak j bit (j tidak melebihi ). Bilangan bit acak yang 
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dihasilkan dapat digunakan langsung atau di-format sedemikian rupa hingga 
menjadi bilangan bulat dengan aturan tertentu.   
2.4. Chaotic Function 
Teori Chaotic Function memperlihatkan kemunculan yang tidak teratur serta 
digunakan untuk menjelaskan kemunculan data acak [8]. Teori tersebut banyak 
diimplementasikan dalam kriptografi sampai saat ini. Chaotic Function dapat 
menghasilkan bilangan semi acak yang tidak memiliki periode perulangan. Sistem ini 
juga memiliki sifat penting yang dapat diterapkan dalam kriptografi, yaitu kepekaan 
terhadap perubahan kecil pada kondisi awal sistem [8].  
Chaotic Function juga sejalan dengan salah satu dari dua prinsip Shanon yang 
dijadikan panduan perancangan algoritma kriptografi yaitu difusi (diffusion) yang 
artinya adalah menyebarkan pengaruh 1 bit (atau digit) plaintext ke seluruh bit (digit) 
ciphertext dengan tujuan menyembunyikan hubungan statistik antara plaintext dengan 
ciphertext [8]. 
      (2)  
Keterangan : 
xi = nilai awal 
r = laju pertumbuhan dengan rentang nilai  
Agar barisan nilai chaos dapat dipakai untuk enkripsi dan dekripsi dalam 
stream cipher, maka nilai-nilai chaos tersebut harus terlebih dahulu dikonversi ke 
nilai integer. Salah satu teknik konversi tersebut adalah dengan nilai chaos dikalikan 
dengan 10 berulangkali sampai nilai tersebut mencapai panjang angka (size) yang di-
inginkan, selanjutnya potong hasil perkalian tersebut untuk mengambil bagian inte-
ger-nya saja [8]. 
 
2.5. Modifikasi Shiftrows 
Modifikasi ShiftRows adalah modifikasi dari salah satu fase enkripsi AES yai-
tu ShiftRows yang dikembangkan oleh Sthewi dkk dalam penelitian [10]. Modifikasi 
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ini disebut MAES atau Modified AES. Modifikasi ini bertujuan agar AES lebih 
efisien dan aman. Langkah langkah modifikasinya adalah sebagai berikut. 
a. Tentukan apakah state [0][0] bersifat ganjil atau genap. state [0][0] adalah 
state baris 0 dan kolom 0 dalam array state 4 x 4. 
b. Jika state [0][0] ganjil maka hanya baris 1 (kedua) dan baris 3 (keenpat) 
yang mengalami proses ShiftRows. 
c. Jika state [0][0] genap maka hanya baris 0 (pertama) dan baris 2 (ketiga) 
yang mengalami proses ShiftRows. 
 
2.6. Avalanche Effect 
Avalanche Effect adalah salah satu karakteristik penting dalam algoritma enkripsi 
[12]. Algoritma yang baik memiliki avalanche effect yang tinggi [13]. Efek ini dapat 
diketahui dengan melihat perubahan bit dari ciphertext dengan mengubah sedikit bit dari 
plaintext atau bit dari kunci. Efek ini dapat menjadi acuan dalam perhitungan perubahan bit 
ciphertext yang dihasilkan. Efek ini didapatkan dengan menghitung persentase dari jumlah 
perubahan bit ciphertext dibagi dengan jumlah bit ciphertext itu sendiri. Berikut adalah 
formulanya.  
  (3) 
Keterangan : 
AE = Avalanche Effect dalam %.  
CB = Total jumlah Changed Bits dalam ciphertext. 
TB = Total jumlah Bits dalam ciphertext. 
 
2.7. Waktu Enkripsi dan Dekripsi 
Performansi suatu algoritma kriptografi tidak lepas dari kecepatan proses, 
baik itu waktu enkripsi maupun waktu dekripsi. Waktu proses adalah isu penting da-
lam kriptografi [10]. Menurut Levitin [14] Kecanggihan suatu program dilihat 
berdasarkan efisiensi algoritma program tersebut bukan dari tampilannya. Menurut 
Gupreet dan Supriya [15] Waktu komputasi adalah salah satu isu utama yang menjadi 
perhatian dalam semua algoritma enkripsi.  
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Mengacu pada proses Enkripsi dan Dekripsi adalah operasi manipulasi dan 
XOR dengan input plaintext atau ciphertext dengan bilangan acak atau kunci [12], 
maka, pembangkitan kunci tidak termasuk dalam perhitungan proses dalam penelitian 
ini. Penelitian ini akan menguji waktu enkripsi dan dekripsi dari file uji waktu proses 
ini ditujukan untuk membandingkan efiensi dari algoritma yang diuji, yaitu AES 
standar dan AES modifikasi menggunakan BBS - CF dan Modifikasi ShiftRows.   
 
2.8. Chi Square 
Chi Square adalah pengujian untuk membandingkan proporsi hasil pengujian 
dalam penelitian dengan hasil yang diharapkan dan menentukan apakah kedua hasil 
tersebut berbeda secara signifikan [16]. Pengujian Chi Square dilakukan untuk 
membandingkan hasil pengujian waktu enkripsi dan dekripsi serta Avalanche Effect 
dengan hasil yang diharapkan. Hasil perbandingan tersebut dapat menentukan apakah 
hasil yang diharapkan dapat di penuhi dengan hasil pengujian. 
Penelitian ini menggunakan Tara Nyata sebesar 5 %. Taraf nyata tersebut 
dipilih karena Taraf Nyata 5 % adalah Taraf Nyata yang paling banyak digunakan dan 
dapat diterima pada banyak situasi [16]. Berikut adalah rumus uji hipotesis Chi 
Square. 
    (4) 
Keterangan : 
O = Frekuensi Observasi.  
E = Frekuensi Harapan. 
 
2.8. Kajian Penelitian Terdahulu 






Pengujian dan Data Uji 
























































































































- 30 File uji 
 
Tabel 2.1 menjelaskan bahwa penelitian ini mengambil penelitian yang dise-
butkan pada tabel sebagai dasar penelitian dan mengembangkan penelitian tersebut 
dari segi algoritma modifikasi serta pengujian. Penelitian no 1 adalah penelitian 
Sthewi dkk, penelitian tersebut memodifikasi algoritma AES pada Fase ShiftRows, 
Peneliti menggunakan percabangan untuk state pada baris dan kolom pertama pada 
matriks ShiftRows dengan parameter ganjil atau genap. Penelitian ini menghasilkan 
Encryption Time lebih kecil dibanding AES murni untuk 4 file image yang berbeda 
pixels dan size nya. Penlitian no 2 adalah penelitian Sanjaya dkk. Penelitian tersebut 
memodifiksi key pada proses Generating Keys menggunakan Teknik Blum Blum 
Shub (BBS) dan Chaotic Function. Penelitian ini menguji Encyption Time dan 
Decryption Time dan memory usage untuk AES standar dan AES modifikasi. 
Menyimpulkan bahwa AES modifikasi  20,72122966 % lebih cepat dibanding AES 
standar dalam Encyption Time dan Decryption Time. Modifikasi AES juga tidak 
menambah memory usage. Penelitian ini sendiri mengabungkan teknik modifikasi 
AES yang digunakan di kedua penelitian sebelumnya serta menambahkan pengujian 
Avalanche Effect sebagai parameter uji keamanan yang tidak diujikan pada dua 
penelitian sebelumnya. 
