Control platform for mechatronic devices based on blockchain technology by Rožman, Nejc
UNIVERZA V LJUBLJANI
Fakulteta za strojniˇstvo
Platforma za vodenje mehatronskih naprav
na osnovi blocˇno-verizˇnih tehnologij









Platforma za vodenje mehatronskih naprav
na osnovi blocˇno-verizˇnih tehnologij
Magistrsko delo magistrskega sˇtudijskega programa II. stopnje
Strojniˇstvo
Nejc Rozˇman





MAGISTRSzu STUuIJSKI pRocRAM rr. sropNJE: MAG II/s53
NASLOV TEME: Platforma za vodenje mehatronskih naprav na osnovi bloino-veriinih
tehnologij
Blodno-veriZne tehnologije odpirajo moZnost sledljivega izvr5evanja transakcij in samodejnega
izvr5evanje pogodb, kar je pomembno na mnogih podrodjih gospodarstva. PredloZeno delo je
usmerjeno v razvoj radunalni5ke platforme, ki bo sluZila kot temelj razvoja aplikacij za vodenje
mehatronskih naprav s sledljivostjo opravljenih transakcij, ki jo omogodajo blodno-veriZne
tehnologije.
V tem okviru je treba:
- 
raziskati stanje ruzvoja odprtokodnih programskih ogrodij za ruzvoj aplikacij na osnovi
blodno-veriZnih tehnologij ter izbratitak5no, ki bo ustrezalo ciljem tega dela;
- 
izbrati primerno mehatronsko napravo in njeno ciljno uporabo, pri kateri so potrebne
prednosti, ki jih dajejo blodno-veriZne tehnologrje;
- 
izbrati primerno radunalni5ko strojno opremo za razvoj ciljne aplikacije, ki naj vkljuduje
br ezZidno spletno povezlj ivo st;
- 
razviti ustrezno radunalni5ko programje, ki naj omogodi vodenje izbrane mehatronske
naprave na daljavo prek svetovnega spleta, sledljivost transakcij in samodejno izvr5evanje
pogodb;
- 
ruzviti ustrezen grafidni uporabni5ki vmesnik na osnovi spletnega brskalnika;
- 
preskusiti delovanje platforme z izbrano mehatronsko napravo ter dokazati, da deluje
skladno z zahtevani;
- 
preuditi vamostne vidike razvitegavodenja naprave in opozoriti na potencialne Sibkosti.
Magistrsko delo je treba oddati v jezikovno in terminoloSko pravilnem slovenskem jeziku. Rok
za oddajo tega dela je Sest mesecev od dneva prevzefira.
Mentor




Prodekan za pedagosko dej avnost
II. in III. stopnje
komisije
Podpis ... prof.dr. Kitanovski, univ.dipl .LnL
Zahvala
Iskreno se zahvaljujem svojemu mentorju prof. dr. Janezu Diaciju za vse strokovne
nasvete in velikodusˇno vsestransko pomocˇ pri izdelavi magistrske naloge. Prav tako gre
zahvala asistentu dr. Marku Cornu, ki je ves cˇas spremljal nastajanje in mi svetoval
pri vseh problemih, ki so se pojavili tekom procesa izdelave naloge. Zahvalil bi se sˇe
za pomocˇ celotnemu kolektivu laboratorija LDSE.
Zahvaljujem se celotni druzˇini, sˇe posebej pa starsˇem, ki so mi omogocˇili sˇtudij in mi
vedno stali ob strani.
iv
v
Spodaj podpisani/-a Nejc RoZman Student/-ka Fakultete za strojni5tvo Univerze v Ljubljani, z vpisno
Stevilko 23162171, avtorl-ica pisnega zakljudnega dela Studija z naslovom: Platforma za vodenje
mehatronskih naprav na osnovi blodno-veriZnih tehnologij,
IZJAVLIAM
f .*@aa;e pisno zakljudno delo Studija rczultatmojega samostojneg a dela;
b) da je pisno zakljuEno delo Studija rezttltat lastnega dela ved kandidatov in izpolnjuje pogoje, kijih Statut UL doloda za skupna zakljudna dela Studija ter je v zahtevanem deleZu rczultatmojega
samostojnega dela;
2. da je tiskana oblika pisnega zakljudnega dela Studija istovetna elektronski obliki pisnega zakljudnega
dela Studija;
3. da sem pridobil/-a vsa potrebna dovoljenja za uporabo podatkov in avtorskih del v pisnem
zakljudnem delu Studija in jih v pisnem zakljudnem delu Studija jasno oznadiV-a;
4. da sem pri pripravi pisnega zakljudnega dela Studija ravnaU-av skladu z etidnimi nadeli in, kjer je to
pohebno, za r aziskav o pridobiV-a soglasj e etidne komisij e ;
5. da sogla5am z uporabo elektronske oblike pisnega zakljudnega dela Studija zapreverjanje podobnosti
vsebine z drugimi deli s programsko opremo zapreverjanje podobnosti vsebine, ki je povezana s
Studijskim informacij skim sistemom dlanice;
6. da na UL neodpladno, neizkljudno, prostorsko in dasovno neomejeno prena5am pravico shranitve
avtorskega dela v elektronski obliki, pravico reproduciranja ter pravico daJariapisnega zakljudnega dela
Studija na voljo javnosti na svetovnem spletu preko RepozitorijaUL;
7. da dovoljujem objavo svojih osebnih podatkov, ki so navedeni v pisnem zakljudnem delu Studija in
tej izjavi, skupaj z objavo pisnega zakljudnega dela Studija;
8. da dovoljujem uporabo mojega rojstnega datuma v zapisu COBISS.
V Ljubljani, 19. 8. 20 18




Tek. sˇtev.: MAG II/553
Platforma za vodenje mehatronskih naprav na osnovi blocˇno-
verizˇnih tehnologij
Nejc Rozˇman




sistem za upravljanje parkiriˇscˇ
Magistrsko delo predstavlja razvoj racˇunalniˇske platforme, ki sluzˇi kot temelj razvoja
aplikacij za vodenje mehatronskih naprav s sledljivostjo opravljenih transakcij, ki jo
omogocˇajo blocˇno-verizˇne tehnologije. Osrednji element platforme je pametna pogodba
omrezˇja Ethereum, napisana v programskem jeziku Solidity. Okoli pametne pogodbe
sta zgrajena uporabniˇski vmesnik, ki ima strezˇnik postavljen v okolju Node.js, ter kr-
milnik mehatronske naprave, ki omogocˇa dostop do enega izmed vozliˇscˇ omrezˇja Ethe-
reum. Glavne funkcije, ki jih omogocˇa platforma so: mozˇnost dodajanja mehatronske
naprave in njenih lastnosti v obliki objekta pametne pogodbe, upravljanje mehatronske
naprave preko vmesnika s pomocˇjo funkcij pametne pogodbe ter mozˇnost rezervacije
storitve posamezne mehatronske naprave. Cˇasovna konstanta za klic funkcije na plat-
formi je priblizˇno 44 sekund. Na podlagi razvite platforme smo razvili aplikacijo, ki
sluzˇi kot sistem za upravljanje parkiriˇscˇ. V njem smo uporabili komercialno parkirno
zapornico, za katero smo namensko razvili krmilnik na osnovi mikroracˇunalnika Ra-
spberry Pi. Delovanje posameznih funkcij in celotne aplikacije smo eksperimentalno
preverili. Preucˇili smo tudi varnostne vidike razvitega vodenja naprave in ugotovili, da
sta glavni potencialni sˇibkosti nasˇe aplikacije v strojni opremi izbrane zapornice ter v
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In this master’s thesis we present the development of a computer platform that serves
as the basis for the development of applications for the management of mechatronic
devices with the traceability of transactions performed by blockchain technologies. The
core element of the platform is the smart contract on the Ethereum network, written
in the Solidity programming language. Around the smart contract, we built the user
interface with the server, written in the Node.js environment, as well as a controller
of mechatronic device which provides access to one of the Ethereum nodes. The main
functions of the platform are: the possibility of adding a mechatronic device and its
properties in the form of a structure in smart contract, managing a mechatronic device
via an interface through the functions of a smart contract and the possibility of booking
a particular mechatronic device service. The time constant of the function execution
on the platform is approximately 44 seconds. Based on the developed platform, we
developed an application that serves as a parking management system. In it, we
used a commercial parking bollard, for which we developed a controller based on the
microcomputer Raspberry Pi. The operation of individual functions and the entire
application was experimentally verified. We also examined the safety aspects of the
system and found that the main potential weaknesses of our application are in the
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Pojav blocˇno-verizˇne tehnologije, ki v prvi vrsti zagotavlja varne transakcije med dvema
entitetama brez posredovanja zunanjega opazovalca, je sprozˇil transformacijo tako na
podrocˇju ekonomije, kot tudi na ostalih podrocˇjih. Med drugim je do velike spremembe
priˇslo tudi na podrocˇju tehnologije. Veliko aplikacij je zraslo cˇez nocˇ in nekatere izmed
njih so takoj pozˇele uspeh. Prav tako so paradigme, ki so spremenile potek razvoja
tehnologije iz preteklih let, dobile nadgradnjo, ki je izpopolnila dolocˇene koncepte. Na
primer koncept interneta stvari in shranjevanja podatkov v oblak je veljal, sˇe ne dolgo
nazaj, za novo tehnolosˇko revolucijo in se je o njem veliko govorilo tako v akadem-
skih vodah kot tudi v podjetjih. Vendar pa se sˇe ni povsem zasidral, oziroma se je,
pa nihcˇe tocˇno ne ve, kaj naj sedaj z vsemi podatki zajetimi v oblak ali kako mu
lahko pomagajo vse pametne naprave, ki jih je porazdelil po svoji tovarni, do boljˇse in
bolj donosne produkcije. Z novim nacˇinom decentraliziranega shranjevanja podatkov,
kriptografskim knjigovodstvom ter z zagotavljanjem varnih transakcij med uporabniki
brez posrednikov, pa so koncˇno dobili nek smisel. Vsak ponudnik storitve je le eno
transakcijo stran od uporabnika. V kolikor je ponudba storitve izvedena s pomocˇjo
pametne naprave, lahko uporabnik dostopa do nje takoj, ko je transakcija uspesˇna.
Prav tako lahko preko pametnih senzorjev spremlja sam proces in ima tako najboljˇsi
mozˇen vpogled v zgodovino izdelka. Pametne naprave lahko same komunicirajo med
seboj in izvajajo transakcije glede na programsko kodo, ki jo imajo zapisane v sebi. Z
razvojem pametnih pogodb, ki delujejo na blocˇno-verizˇni tehnologiji, pa je ta dobila
sˇe novo razsezˇnost. S pomocˇjo virtualnega izvajalskega okolja, ki deluje na principu
Turingovega stroja, lahko programsko logiko nasˇe aplikacije za vedno zapiˇsemo v blok
verige. Zaradi vzajemnega delovanja omrezˇja se bo nasˇa aplikacija za vedno izvajala
pravilno in je ne bo mogocˇe ustaviti ali zrusˇiti. Do prekinitve delovanja bi priˇslo le v pri-
meru, ko ne bo nikogar v omrezˇju, ki bi nadaljeval zapisovanje blokov v verigo, kar pa je
malo verjetno. Tako s pravilnim razvojem programske kode lahko omogocˇimo delovanje
nasˇe platforme ter samoizvajanje funkcij brez posebnega nadzora nad delovanjem. Tak
pristop predstavlja nov nacˇin razvijanja spletnih aplikacij, ki lahko vkljucˇujejo komuni-
kacijo s pametnimi napravami, ki imajo dostop do enega izmed vozliˇscˇ blocˇno-verizˇnih
omrezˇij.
Sam koncept blocˇno-verizˇne tehnologije temelji na decentralizaciji, ki prinasˇa v teh-
nologiji drugacˇne poglede na svet. Tvori se vedno vecˇ sistemov, kjer vsak uporabnik
1
Uvod
ali naprava predstavlja vozliˇscˇe. Vse vecˇ sistemov se tudi zˇe povezuje med seboj in
velika verjetnost je, da bomo v prihodnosti imeli enoten sistem, ki bo povezoval po-
drocˇja tehnologije, ekonomije, zdravstva, prava in sˇe katero. Tako bomo lahko govorili
o pravicˇnem sistemu, ki nadzoruje in vodi celotno drzˇavo glede na zakonodajo, ki je
sprejeta. Potrebno se je zavedati velikosti vpliva, ki ga bo imela blocˇno-verizˇna teh-
nologija v prihodnosti. Zato je pomembno, da se industrija, sˇolstvo in ljudje na sploh
pripravijo na to novo tehnologijo in na tranzicijo, ki bo zagotovo priˇsla. Zagotovo bo
v svetu mehatronike prinesla neke dodatne funkcijske zahteve mehatronskih naprav
in sistemov. Napravam bo potrebno zagotoviti dostop do interneta in vozliˇscˇ blocˇno-
verizˇnih omrezˇij, upravljanje s takimi napravami pa bo v vecˇini primerov na daljavo. S
tem se bo odpiralo veliko novih trzˇnih prilozˇnosti za podjetja, ki pa bodo za konkreten
razvoj potrebovala mnenja strokovnjakov. Prav tako se bodo ponujale nove poti za
raziskovanje in napredek.
1.2 Cilji
Ta magistrska naloga je usmerjena v razvoj racˇunalniˇske platforme, ki bo sluzˇila kot
temelj razvoja aplikacij za vodenje mehatronskih naprav s sledljivostjo opravljenih
transakcij, ki jo omogocˇajo blocˇno-verizˇne tehnologije. Na podlagi razvite platforme
je bil cilj vzpostaviti tudi ustrezno aplikacijo v obliki prototipa, ki bi sledil konceptu
platforme. V tem okviru smo si zastavili naslednje cilje. Najprej smo zˇeleli raziskati
stanje razvoja odprto-kodnih programskih ogrodij za razvoj platforme na osnovi blocˇno-
verizˇnih tehnologij ter s pomocˇjo izbranih tudi razviti delujocˇo platformo. Glede na to,
da gre za novo tehnologijo, ki se hitro spreminja, je bistvenega pomena, da izbrana pro-
gramska oprema zagotavlja, da bo del tehnologije tudi v prihodnje. Razvita platforma
naj bi omogocˇala naslednje funkcije. Kot prvo naj bi omogocˇila v sistemu ustvarjanje
novih objektov, ki predstavljajo mehatronsko napravo. Glavna zahtevana funkcija je
mozˇnost rezervacije mehatronske naprave v sistemu, saj to v standardnih podobnih
sistemih sˇe ni uveljavljena praksa. Platforma pa naj bi nudila tudi upravljanje z me-
hatronsko napravo na daljavo preko uporabniˇskega vmesnika s pomocˇjo samodejnega
izvrsˇevanja pogodbe. Glede na razvito platformo, je bil naslednji cilj izbrati primerno
mehatronsko napravo in njeno ciljno uporabo, pri kateri so potrebne prednosti, ki jih
dajejo blocˇno-verizˇne tehnologije. Skupaj z razvito platformo jo je bilo potrebno pove-
zati v aplikacijo kot primer delujocˇega prototipa. Delovanje aplikacije je bilo potrebno
preizkusiti ter ugotoviti cˇasovne konstante za izvedbo posamezne funkcije. Preucˇiti
pa je bilo potrebno tudi varnostne vidike razvitega vodenja naprave in opozoriti na
potencialne sˇibkosti.
Prav tako je namen te naloge, vzpodbuditi razvoj blocˇno-verizˇne tehnologije v nasˇem
laboratoriju LDSE in izdelati primer platforme, ki bi sluzˇil v namen nadaljnjih razi-
skav in razvoja. Seznanjenje z novo tehnologijo tako na teoreticˇnem kot prakticˇnem




V uvodu je predstavljena tematika, problem, ki ga resˇujemo ter zastavljeni cilji. Nato
sledi teoreticˇni pregled, kjer smo zapisali kaj vse iz pregledane literature nam je sluzˇilo
v pomocˇ pri raziskovanju in prakticˇnem delu. V tretjem poglavju je predstavljena nasˇa
metodologija raziskovanja. Opisana je struktura sistema na katerem je postavljena
platforma. Predstavljeni so posamezni gradniki aplikacije ter posamezne funkcije, ki
jih le ta omogocˇa. V tem poglavju so predstavljeni tudi postopki meritev, ki smo jih
opravili na nasˇi platformi. V naslednjem poglavju so predstavljeni rezultati teh meritev
ter diskusija le teh. Na koncu sledi sˇe zakljucˇek, v katerem smo ovrednotili nasˇe delo,




2 Teoreticˇne osnove in pregled lite-
rature
To poglavje najprej obravnava paradigmo decentraliziranih aplikacij, ki z nastankom
blocˇno-verizˇne tehnologije dobiva nov pomen in vlogo v svetu. Predstavlja osnovo
za razvoj nasˇe platforme, zato je pomembno, da se zavedamo, kaj tocˇno spada pod
ta pojem. Nato sledi opis blocˇno-verizˇne tehnologije ter njene prve uporabe v obliki
Bitcoina. Pri pregledu literature pa je nasˇe zanimanje vzbudilo sˇe Ethereum omrezˇje,
ki razsˇirja Bitcoin blocˇno-verizˇno tehnologijo s pametnimi pogodbami ter predstavlja
dobro podlago za vzpostavitev nasˇe platforme na tem omrezˇju. Na koncu je dodan
pregled nekaterih obstojecˇih tovrstnih aplikacij.
2.1 Decentralizirane aplikacije
Definicija decentralizacije je odmaknjenost iz centra ali kraja koncentracije; imeti mocˇ
ali funkcijo, razprsˇeno stran od centralne oblasti [1]. Decentralizacija je proces pri kate-
rem se dejavnosti organizacije, zlasti tiste, ki se nanasˇajo na nacˇrtovanje in odlocˇanje,
porazdelijo ali prenesejo procˇ od osrednje, avtoritativne lokacije ali skupine [2].
Decentraliziran sistem je sistem, pri katerem se nekatere odlocˇitve entitet, imenova-
nih agenti, ki sodelujejo v sistemu, izvajajo brez centraliziranega nadzora ali obdelave
(slika 2.1). Pomembna lastnost agentskih sistemov je stopnja povezanosti ali poveza-
nosti agentov, to je meritev globalnega pretoka informacij ali vpliva. Cˇe je vsak agent
povezan (izmenjuje stanja ali ima vpliv) z vsemi drugimi agenti, je sistem zelo povezan.
Uposˇtevati je potrebno, da je povezljivost smiselna samo v decentraliziranem sistemu.
Cˇe so vse odlocˇitve izvedene centralno, potem unikatnost informacijskih virov agen-
tov nima nobenega pomena. Stopnja povezljivosti dolocˇa kako hitro lahko informacije
prenasˇajo v sistem in kako edinstveni oziroma raznoliki postanejo agenti [3]. V takem
decentraliziranem sistemu ni enotnega centraliziranega organa, ki sprejema odlocˇitve
v imenu vseh agentov. Namesto tega vsak agent sprejme lokalne avtonomne odlocˇitve
glede svojih posameznih ciljev, ki bi lahko bili v nasprotju s tistimi drugih agentov.
Agenti neposredno komunicirajo med seboj in delijo informacije ali zagotavljajo stori-
tve drugim agentom v sistemu. Odprt decentraliziran sistem je tisti, v katerem vstop
entitet ni urejen. Vsak agent lahko kadar koli vstopi v sistem ali ga zapusti [4].
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Potrebno pa se je vprasˇati kaj so prednosti in kaj slabosti takih sistemov. Pogosto
navedena argumentacija za decentralizacijo je prednost vzporedne obdelave, na primer
obdelave podatkov [5], v nasprotju s serijskimi akcijami centraliziranega procesorja.
Drugacˇe povedano, pri pravilnem izvajanju decentraliziranega pristopa, se z vecˇanjem
domene problema, kolicˇina racˇunanja ne povecˇa (vprasˇanje razsˇirljivosti). Z rastjo sis-
tema pa viri pri centraliziranem pristopu hitro postanejo zasicˇeni. Zlasti kadar je po-
trebno komunikacijo vzpostaviti med vsemi elementi sistema (v tem primeru se lahko
obdelava eksponentno vecˇa s sˇtevilom podsistemov). Kriticˇni izziv izvajanja decen-
tralizirane resˇitve iz predhodno centraliziranega pristopa, je usklajevanje neodvisnih
komponent, zlasti pri uravnavanju obremenitve med razlicˇnimi podsistemi in zagota-
vljanju, da so prave informacije na voljo ob pravem cˇasu in kraju. Usklajevanje je
skupna tema decentralizacije. Poleg tega se pojavljajo v decentraliziranih sistemih sˇe
ostale prednosti. Lokalizirano sprejemanje odlocˇitev lahko izboljˇsa odzivnost sistema.
Cˇe obstajajo razlike v okolju, lahko lokalni agenti prilagodijo vire lokalnim potrebam.
V druzˇbenih sistemih, kjer motivacija postane problem, lahko lokalni nadzor vodi do
lokalnega zadovoljstva in vecˇje motivacije. Sˇe vecˇ se lahko pove o tem kako se decen-
tralizacija in raznolikost dopolnjujeta. Decentralizacija lahko izolira agente in s tem
vzpodbudi oblikovanje novih idej, funkcij ali pristopov. Izolacija je lahko v neki obliki
sama po sebi vir raznolikosti. Zlasti v druzˇbenih sistemih inovacije pogosto zahtevajo
dolocˇeno stopnjo izoliranosti, da bi krepile razvoj idej do te mere, da lahko prezˇivijo
izpostavljenost uveljavljenim pogledom ali postopkom [3].
Slika 2.1: Slika (a) prikazuje centraliziran sistem slika (b) pa decentraliziran
sistem [6].
Kriticˇni izziv pri oblikovanju decentraliziranega sistema je dolocˇanje ustrezne oblike ko-
munikacije in koordinacije, ki omogocˇajo delovanje sistema. V razvijajocˇih se sistemih
(narava, gospodarstvo, druzˇba) se ti procesi naravno razvijajo, da ustvarijo potrebno
samoorganizacijsko dinamiko. Nepravilno izdelani decentralizirani sistemi pa lahko
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povzrocˇijo izoliranost posameznih agentov. To lahko privede do napacˇne komunikacije,
ker imajo agenti lahko drugacˇen pogled na svet. Eden velikih izzivov oblikovanja ali
celo ocenjevanja decentraliziranega sistema je tudi izziv opredelitve smiselnih meritev
izvedbe. Te so po svoji naravi centralizirane (globalno). Ta proces ocenjevanja pa za
seboj pripelje vse tezˇave centraliziranih sistemov [3].
Koncept decentralizacije se pojavlja na vseh mozˇnih podrocˇjih, od ekonomije, prava,
tehnologije do medicine. Decentralizacija v vladi, kot ena najbolj raziskanih tem, je
bila obravnavana kot resˇitev za probleme, kot so gospodarski upad, nezmozˇnost vlade,
da financira storitve in njihovo splosˇno zmanjˇsanje izvajanja preobremenjenih storitev,
zahteve manjˇsin za vecˇji pomen v lokalnem upravljanju, splosˇno slabitev legitimnosti
javnega sektorja ter globalnega in mednarodnega pritiska na drzˇave z neucˇinkovitim,
nedemokraticˇnim, prevecˇ centraliziranim sistemom [7]. Fiskalna decentralizacija po-
meni decentralizacijo povecˇanja prihodkov in odhodkov denarja na nizˇjo raven vlade
ob ohranjanju financˇne odgovornosti. Gospodarska decentralizacija se lahko izvede s
privatizacijo javnih funkcij in podjetij. Toda to se izvaja tudi z deregulacijo, odpravlja-
njem omejitev za podjetja, ki tekmujejo z vladnimi sluzˇbami, na primer posˇtne storitve,
sˇole, zbiranje smeti [8]. Tehnolosˇko decentralizacijo je mogocˇe opredeliti kot premik
od koncentriranih na porazdeljene nacˇine proizvodnje in porabe blaga ter storitev. Na
splosˇno taksˇne premike spremljajo spremembe v tehnologiji in razlicˇne tehnologije se
uporabljajo za obe vrsti sistemov. Tehnologija vkljucˇuje orodja, materiale, spretnosti,
tehnike in procese, s katerimi se cilji izvajajo na javnem in zasebnem podrocˇju [9].
Koncepti decentralizacije se uporabljajo v vseh vrstah tehnologije, sˇe posebej pa je
prisotna v informacijski tehnologiji.
Najbolj ocˇiten primer decentralizacije v informacijski tehnologiji je internet. Nima
lastnika, zato nihcˇe ni odgovoren za internet, pa vendar je vsak odgovoren. Dokler
sledijo dolocˇenim minimalnim sˇtevilom pravil, je lahko kdorkoli ponudnik storitev ali
uporabnik. Vendar pa se vedno bolj sprasˇujemo ali to res drzˇi. Internet je obljubljal, da
bo spremenil druzˇbo z distribucijo komunikacijskih orodij. Zgodnji internetni pionirji
so trdili, da bi vecˇja medsebojna povezanost, vodila k manjˇsim in bolj prilagodljivim
spletnim organizacijam, ki bi jih urejali njihovi lastni predpisi. Vendar pa se te zgodnje
vizije sˇe niso uresnicˇile. Medtem, ko je internet osvobodil informacije in prispeval k
demokratizaciji trgov, je precej spremenil mnoge centralizirane organizacije, ki so ob-
stajale pred digitalno dobo. Vlade in velike druzˇbe so se dejansko povecˇale, saj so upo-
rabile surovo distribucijsko mocˇ interneta [10]. S pojavom vzajemnega omrezˇja (ang.
Peer-to-peer oz. P2P), se je klasicˇnem centraliziranem modelu odjemalec-strezˇnik, v
katerem sta poraba in dobava virov razdeljena, pridruzˇil nov decentraliziran model, v
katerem so entitete hkrati dobavitelji in porabniki virov [11]. P2P omrezˇje je porazde-
ljena aplikacijska arhitektura, ki deli naloge ali delovne obremenitve med sodelujocˇimi
v omrezˇju. Vsi sodelujocˇi so enako privilegirani, enakovredni udelezˇenci v aplikaciji.
Pravimo, da tvorijo mrezˇo vozliˇscˇ vzajemnega omrezˇja. Vsak od vozliˇscˇ nameni del svo-
jih virov, kot so procesna mocˇ, spomin ali pasovna sˇirina omrezˇja, neposredno drugim
udelezˇencem v omrezˇju, brez potrebe po centralni koordinaciji strezˇnikov ali stabilnih
gostiteljev [12].
S pojavom kriptovalut in blocˇno-verizˇne tehnologije, ki se skriva v ozadju, se pojavlja
nov model za izgradnjo mnozˇicˇno razsˇirljivih aplikacij. Bitcoin je utrl pot s kripto-
grafsko vodenim knjigovodstvom in tehnologijo vzajemne komunikacije. Ti funkciji sta
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izhodiˇscˇe za izgradnjo nove vrste programske opreme, imenovane decentralizirane
aplikacije ali (ang. Decentralized Applications - DAPP). Blocˇno verizˇna tehnologija
postaja v medijih vse bolj popularna in vse vecˇ je napovedi, da bo nekega dne postala
bolj razsˇirjena kot najbolj priljubljene spletne aplikacije na svetu. Decentralizirane apli-
kacije so prozˇnejˇse, preglednejˇse, distribuirane, odporne na nezˇelene zunanje napade in
imajo boljˇso spodbudno strukturo kot trenutni modeli programske opreme [13].
Tako kot so decentralizirani komunikacijski sistemi pripeljali do nastanka interneta,
lahko danes nova blocˇno-verizˇna tehnologija decentralizira nacˇin shranjevanja podat-
kov in upravljanje informacij, kar lahko vodi k zmanjˇsani vlogi enega najpomembnejˇsih
regulativnih akterjev v nasˇi druzˇbi in sicer posrednika. Tehnologija omogocˇa oblikova-
nje decentraliziranih valut, samo izvajalskih digitalnih pogodb (pametnih pogodb) in
inteligentnih sredstev, ki jih je mogocˇe nadzorovati preko interneta (pametna lastnina).
Omogocˇa tudi razvoj novih sistemov upravljanja z bolj demokraticˇnimi ali participativ-
nimi odlocˇitvami in decentraliziranimi (avtonomnimi) organizacijami, ki lahko delujejo
prek omrezˇja racˇunalnikov brez cˇlovesˇkega posredovanja. Te aplikacije so mnoge prive-
dle do primerjave blocˇno-verizˇne tehnologije z internetom, predvsem v napovedih, da
bo ta tehnologija premaknila ravnotezˇje mocˇi od centraliziranih organov na podrocˇju
komunikacij, poslovanja in celo politike ali prava. Predstavljala naj bi naslednji ko-
rak v vzajemni ekonomiji. Zdruzˇevanje vzajemnih omrezˇij, kriptografskih algoritmov,
distribuiranega shranjevanja podatkov in decentraliziranih mehanizmov soglasja pred-
stavlja nacˇin, na katerega ljudje lahko sklenejo dogovor in zapiˇsejo ta sporazum na
varen in preverljiv nacˇin. Pred izumom te tehnologije preprosto ni bilo mogocˇe uskla-
diti posameznih dejavnosti prek interneta brez centraliziranega telesa, ki bi zagotovil,
da nihcˇe ne bo posegel v podatke. Skupina nepovezanih oseb ni mogla potrditi, da je
priˇslo do dogodka, ne da bi se zanasˇala na osrednji organ, ki bi preveril ali ta dolocˇena
transakcija ni bila goljufiva ali neveljavna. Pravzaprav mnogi znanstveniki niso verjeli,
da bi porazdeljena skupina ljudi lahko dosegla soglasje brez posrednika [10].
Da bi aplikacija veljala za decentralizirano aplikacijo v skladu z blocˇno-verizˇno tehno-
logijo, mora izpolnjevati naslednja merila:
– Aplikacija mora biti popolnoma odprtokodna, delovati mora samostojno, brez enti-
tet, ki nadzorujejo vecˇino zˇetonov, vsi podatki in zapisi o delovanju pa morajo biti
kriptografsko shranjene v javni, decentralizirani verigi blokov,
– Aplikacija mora ustvariti zˇetone v skladu s standardnim algoritmom oziroma nizom
meril in po mozˇnosti razporedi nekatere ali vse svoje zˇetone na zacˇetku svojega delo-
vanja. Ti zˇetoni morajo biti nujno potrebni za uporabo aplikacije in vsak prispevek
uporabnikov mora biti nagrajen s placˇilom v obliki zˇetonov aplikacije,
– Aplikacija lahko prilagodi svoj protokol v odgovor na predlagane izboljˇsave in po-
vratne informacije trga, vendar je potrebno vse spremembe odlocˇiti z vecˇinskim
soglasjem svojih uporabnikov.
Decentralizirane aplikacije lahko razvrstimo glede na to, ali imajo svojo blokovno ve-
rigo, ali uporabljajo blokovno verigo druge aplikacije. Na podlagi tega merila obstajajo
tri vrste aplikacij.
Prva vrsta aplikacij ima svojo lastno blokovno verigo. Bitcoin je najbolj znan primer za
decentralizirano aplikacijo tipa I, zraven pa spadajo tudi Litecoin in drugi alternativni
kovanci istega tipa.
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Decentralizirane aplikacije tipa II uporabljajo blokovno verigo decentraliziranih apli-
kacij prve vrste. Tip II decentralizirane aplikacije so protokoli in imajo zˇetone, ki so
potrebni za njihovo funkcionalnost. Master Protocol je primer decentralizirane vloge
tipa II.
Decentralizirane aplikacije tipa III uporabljajo protokol decentralizirane aplikacije
tipa II. Tip III decentralizirane aplikacije so protokoli in imajo zˇetone, ki so potrebni
za njihovo funkcionalnost. Hipoteticˇni Cloud Protocol, ki uporablja Master Protocol
za izdajo ”Cloudcoins”, ki jih je mogocˇe uporabiti za pridobitev storitev shranjevanja
v oblaku, bi bil primer decentralizirane aplikacije tipa III [14].
2.2 Blocˇno verizˇna tehnologija
Naslednji dve poglavji sta povzeti po [15], v kolikor ni drugacˇe navedeno.
S prihodom obrobne ekonomije na internet v obliki alternativne kripto valute Bitcoin,
ki ni bil izdan in podprt s strani centralne avtoritete, temvecˇ z avtomatskim konsen-
zom med uporabniki omrezˇja, se je zacˇela nova revolucija. Njena posebnost pa je v
dejstvu, da ni potrebnega medsebojnega zaupanja med uporabniki. Samoupravljanje
s pomocˇjo algoritmov preprecˇuje zlonamerne poskuse goljufije v sistemu. Bitcoin je
digitalni denar, ki se prenasˇa s transakcijami na internetu v decentraliziranem sistemu.
Vse transakcije so zapisane v javnem knjigovodstvu, ki ga predstavlja veriga blokov
(ang. Blockchain). Od leta 2008, ko je Bitcoin izsˇel, se je pojavila skupina konku-
rentov, ki v osnovi uporablja enak pristop, vendar pa z drugacˇnimi optimizacijami in
dodatki [16]. Bitcoin je ustvarila neznana oseba oziroma entiteta, ki si je nadela ime
Satoshi Nakamoto. Koncept in podrobnosti delovanja so opisane v jedrnatem navodilu
”Bitcoin: Vzajemni elektronski valutni sistem”(ang. Bitcoin: Peer-to-Peer Electronic
Cash System) [17].
Inovativnost, ki jo je predstavil Satoshi, je ideja zdruzˇevanja zelo preprostega decen-
traliziranega konsenznega protokola, ki temelji na vozliˇscˇnem zdruzˇevanju transakcij v
blok vsakih deset minut in s tem vse skozi rastocˇo verigo blokov, z dokazilom o delu
(ang. proof of work) kot mehanizmu, s katerim vozliˇscˇa pridobijo pravico do sode-
lovanja v sistemu. Medtem, ko imajo vozliˇscˇa z veliko racˇunsko mocˇjo sorazmerno
vecˇji vpliv, je zagotavljanje vecˇ racˇunske mocˇi kot celotno omrezˇje skupaj skoraj ne-
mogocˇa naloga. Kljub Bitcoin-ovem surovem in preprostem blocˇno-verizˇnem modelu,
se je izkazal za dovolj dober in delujocˇ sistem.
Elektronski kovanec je Satoshi definiral kot verigo digitalnih podpisov. Vsak lastnik
prenese kovanec na naslednji nacˇin: tako, da digitalno podpiˇse zgosˇcˇeni zapis prejˇsnje
transakcije in javni kljucˇ naslednjega lastnika, ter vse to doda kovancu. Prejemnik lahko
potrdi podpise, da preveri verigo lastniˇstva. Problem je seveda, da prejemnik placˇila
ne more preveriti, ali je eden od lastnikov kovanca, le tega porabil dvakrat. Obicˇajna
resˇitev je uvedba zaupanja vrednega centralnega organa, ki preveri vsako transakcijo za
dvojno porabo. Po vsaki transakciji je treba kovanec vrniti centralnem organu, da izda
nov kovanec, pri cˇemer se zaupa samo kovancem, ki so izdani neposredno iz centralnega
organa. Tezˇava pri tej resˇitvi je, da je usoda celotnega denarnega sistema odvisna od
podjetja, ki vodi centraliziran sistem in morajo obravnavati vsako transakcijo, tako kot
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je to v primeru banke. Nakamoto pa je predlagal nacˇin, ki prejemniku placˇila zago-
tavlja, da prejˇsnji lastniki niso podpisali nobenih prejˇsnjih transakcij. V ta namen je
definiral, da je prva transakcija tista, ki sˇteje, zato nam ni mar za poznejˇse poskuse
dvojne porabe. Edini nacˇin za potrditev odsotnosti transakcije je, da se zavedajo vseh
transakcij. V centraliziranem sistemu nalogo odlocˇanja, katero narocˇilo je priˇslo prej,
opravlja centralni organ. Za dosego tega brez posredovanja tretje osebe je potrebno
transakcije javno objaviti, prav tako pa je potreben sistem za udelezˇence v sistemu, da
se dogovorijo o enotni zgodovini vrstnega reda transakcij. Prejemnik placˇila potrebuje
dokaz, da se je v cˇasu vsake transakcije vecˇina vozliˇscˇ dogovorila, da je bila le ta prva
prejeta. Resˇitev, ki jo je predlagal, se zacˇne s cˇasovnim zˇigom. Strezˇnik cˇasovnega
zˇiga deluje tako, da vzame zgosˇcˇeni zapis elementov bloka, ki predstavlja vse trenutne
transakcije, ki se bodo zapisale v verigo in ga javno objavi. Cˇasovni zˇig dokazuje, da
so morali podatki v tistem cˇasu obstajati. Vsak cˇasovni zˇig vkljucˇuje prejˇsnji cˇasovni
zˇig v svojem zgosˇcˇenem zapisu in tako tvori verigo, pri cˇemer vsak dodatni cˇasovni
zˇig utrjuje tiste, ki so pred njim. Za izvajanje porazdeljenega cˇasovnega strezˇnika
na podlagi vzajemne tehnologije, pa moramo uporabiti sistem dokazil o opravljenem
delu. Dokazilo o delu vkljucˇuje iskanje vrednosti, kateri se pri zgosˇcˇevanju, na primer
z algoritmom SHA-256 njen zgosˇcˇen zapis, zacˇne z dolocˇenimi sˇtevilom nicˇelnih bitov.
Povprecˇno opravljeno delo je eksponentno odvisno glede na sˇtevilo nicˇelnih bitov in
ga je mogocˇe preveriti z izvrsˇitvijo enega samega zgosˇcˇenega zapisa. V primeru Bit-
coin omrezˇja se izvaja dokazilo o delovanju tako, da v bloku inkrementno povecˇujemo
nakljucˇni znakovni niz (ang. nonce), dokler ne najdemo vrednosti, ki daje zgosˇcˇenem
zapisu bloka zahtevane nicˇelne bite. Ko procesor opravi dovolj dela, da zadovolji do-
kazu o delu, bloka ni mogocˇe spremeniti brez ponovnega opravljanja celotnega dela.
Ker so kasnejˇsi bloki priklenjeni na sedanjega, bi sprememba bloka vkljucˇevala pono-
vitev vseh blokov v verigi za njim [17].Scˇasoma to ustvarja vedno vecˇjo verigo blokov,
ki se nenehno posodablja in predstavlja zadnje stanje sistema.
Algoritem za preverjanje ali je blok veljaven je sledecˇ:
– Preveri ali prejˇsnji blok, na katerega se sklicuje blok, obstaja in je veljaven,
– Preveri, ali je cˇasovni zˇig bloka vecˇji od cˇasa prejˇsnjega bloka in manj kot 2 uri v
prihodnosti,
– Preveri, ali je dokazilo o delu na bloku veljavno,
– Naj bo S[0] stanje na koncu prejˇsnjega bloka,
– Denimo, da je TX seznam transakcij bloka z n transakcijami. Za vse i v 0→ n− 1,
nastavi S[i + 1] = (S[i], TX[i]). Cˇe katera koli aplikacija vrne napako, prekini s
postopkom,
– Vrne, da je bilo uspesˇno in registrira S[n] kot stanje na koncu tega bloka.
V bistvu mora vsaka transakcija v bloku zagotoviti veljaven prehod stanja. Uposˇtevajte,
da stanje ni sˇifrirano v bloku, to je zgolj abstrakcija, ki jo je naredilo vozliˇscˇe in se lahko
(varno) izracˇuna za katerikoli blok tako, da se zacˇne z zacˇetnim stanjem in se zapo-
redno dodaja vsako transakcijo v vsakem bloku. Poleg tega je potrebno uposˇtevati,
da je vrstni red, po katerem rudar dodaja transakcije v blok, pomemben. Cˇe v blokih
obstajata dve transakciji A in B, kjer B porabi UTXO, ki ga je ustvaril A, bo blok
veljaven le cˇe pride A na vrsto pred B in ne drugacˇe.
S tehnicˇnega vidika je mogocˇe Bitcoin-ovo knjigovodstvo razumeti kot sistem preha-
janj stanj, kjer obstaja stanje, ki je sestavljeno iz lastniˇskega statusa vseh obstojecˇih
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Bitcoin-ov in ”funkcije prehoda stanj”, ki za vhodne parametre sprejme trenutno sta-
nje ter transakcijo in nam kot rezultat vrne novo stanje. V standardnem bancˇnem
sistemu, je na primer stanje bilanca, transakcija pa je zahteva za premestitev sredstev
X od A do B. Funkcija prehoda stanj zmanjˇsa vrednost na racˇunu A za X sredstev in
povecˇa vrednost na racˇunu B za enako vrednost. Cˇe je na A racˇunu na zacˇetku manj
kot X sredstev, funkcija prehoda stanj vrne napako. Stanje v Bitcoinu je zbirka vseh
”kovancev”(tehnicˇno so to ”neporabljeni transakcijski izidi”(ang. unspent transaction
outputs) ali UTXO), ki so bili izdelani in sˇe niso porabljeni, pri cˇemer ima vsak UTXO
apoen in lastnika (opredeljen z 20-bajtnim naslovom, ki je v bistvu kriptografski javni
kljucˇ). Transakcija vsebuje enega ali vecˇ vhodov, pri cˇemer vsak vhod vsebuje sklice-
vanje na obstojecˇ UTXO in kriptografski podpis, ki je bil izveden z uporabo zasebnega
kljucˇa lastnika. Vsebuje pa tudi eden ali vecˇ izhodov, pri cˇemer vsak izhod vsebuje nov
UTXO, ki bo dodan stanju. Funkcijo prehoda stanj (S, TX)→ S ′ je mogocˇe definirati
priblizˇno takole:
– Za vsak vhod v TX:
– Cˇe referencˇni UTXO ni v S, vrne napako,
– Cˇe se podani podpis ne ujema z lastnikom UTXO, vrne napako,
– Cˇe je vsota denominacij vseh vhodnih UTXO manjˇsa od vsote vseh izhodnih UTXO,
vrne napako,
– Vrne stanje S z odstranjenimi vsemi vhodnimi UTXO in dodanimi vsemi izhodimi
UTXO.
Prva polovica prvega koraka preprecˇuje posˇiljateljem transakcije s sredstvi, ki ne ob-
stajajo, druga polovica prvega koraka preprecˇuje porabo sredstev drugih uporabnikov
in drugi korak zagotavlja ohranitev vrednosti. Protokol za tak nacˇin placˇevanja je
naslednji. Denimo, da Alica zˇeli prenesti 11,7 BTC na Bobov racˇun. Najprej bo
Alica poiskala nabor razpolozˇljivih UTXO, katerih vsota je vsaj 11.7 BTC. Realno ne
bo mogla dobiti tocˇno 11,7 BTC, tako da recimo, da je najmanjˇsa, ki jo lahko dobi
6 + 4 + 2 = 12. Nato ustvari transakcijo s tremi vhodi in dvema izhodoma. Prvi
rezultat bo 11,7 BTC z naslovom Boba kot lastnika, drugi pa bo preostalih 0,3 BTC
katerih lastnik je Alica sama.
Da bi bolje razumeli kako varen je sistem, poglejmo kaj se zgodi v primeru zlonamernega
napada. Ker je znano, da je Bitcoin-ova osnovna kriptografija varna, napadalec cilja na
del sistema, ki ni neposredno zasˇcˇiten s kriptografijo, vrstni red transakcij. Strategija
napadalca je preprosta:
– Uporabnik posˇlje 100 BTC trgovcu v zameno za dolocˇen izdelek (po mozˇnosti digi-
talno blago s hitro dostavo,
– Uporabnik pocˇaka na dostavo izdelka,
– Izvede drugo transakcijo, ki posˇilja enako vsoto 100 BTC na svoj racˇun,
– Poskusˇa prepricˇati omrezˇje, da je njegova transakcija samemu sebi tista, ki je priˇsla
prva.
Ko je stopnja (1) potekala, po nekaj minutah nekateri rudarji vkljucˇijo transakcijo v
blok, recimo v blok s sˇtevilko 270000. Po priblizˇno eni uri bo tem bloku v verigo do-
danih sˇe pet blokov, pri cˇemer se vsak od teh blokov posredno sklicuje na transakcijo
in jo tako potrdi. Na tej tocˇki, bo trgovec placˇilo sprejel kot dokoncˇano in dostavil
proizvod, saj smo domnevali, da je to digitalno blago, kjer je dostava takojˇsnja. Zdaj
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napadalec ustvari drugo transakcijo, s katero si posˇlje 100 BTC na svoj racˇun. Cˇe na-
padalec preprosto transakcijo preprosto prepusti, transakcija ne bo obdelana. Rudarji
bi poskusˇali izvesti transakcijo, vendar pa bi ugotovili, da le ta porablja UTXO, ki ni
vecˇ v stanju in bi jo zavrnili. Torej, napadalec ustvari drugo vejo verige blokov, zacˇensˇi
z rudarjenjem druge razlicˇice bloka 270000, ki kazˇe na isti blok 269999 kot predho-
dnik, vendar z novo transakcijo namesto prejˇsnje. Ker so podatki v bloku drugacˇni, je
zahtevana ponovitev dokaza o delu. Poleg tega ima napadalcˇeva nova razlicˇica bloka
270000 drugacˇen zgosˇcˇeni zapis (ang. hash), tako da prvotni bloki 270001 do 270005
ne kazˇejo nanj. Tako sta prvotna veriga in nova veriga napadalca popolnoma locˇeni.
Pravilo je, da v primeru vecˇ vej verige, je najdaljˇsa veja verige blokov (podprta z
najvecˇjo kolicˇino dokazov o delu), najbolj pravilna in tako bodo delali legitimni rudarji
na verigi z 270005 bloki, medtem ko napadalec sam deluje na verigi z 270000 bloki.
Da bi napadalec naredil njegovo verigo najdaljˇso, bi moral imeti vecˇ racˇunske mocˇi kot
celotna ostala mrezˇa skupaj, da bi dohiteli daljˇso verigo (od tu sledi ime 51% napad).
Cˇe pa bi vlozˇil toliko racˇunske mocˇi, pa bi bilo nesmiselno za napadalca, da napada ta
sistem.
2.3 Ethereum omrezˇje
Namen Ethereum-a je zdruzˇiti in izboljˇsati koncepte skriptiranja, alternativnih kovan-
cev in meta-protokolov na verigi blokov ter s tem omogocˇati razvijalcem, da ustva-
rijo poljubne aplikacije, ki bazirajo na konsenzu in so razsˇirljive, standardizirane,
funkcionalno-popolne, enostavne za razvoj in interoperabilne. Ethereum to dela tako,
da gradi tisto, kar je v bistvu abstraktni temeljni sloj: veriga blokov z vgrajenim pro-
gramskim jezikom, ki omogocˇa komurkoli pisati pametne pogodbe in ustvarjati decen-
tralizirane aplikacije, kjer lahko ustvarijo svoja pravila za lastniˇstvo, oblike transakcij in
funkcije prehoda stanj. Pametne pogodbe, kriptografske ”sˇkatle”, ki vsebujejo podatke
in se odklenejo le, cˇe so dolocˇeni pogoji zagotovljeni, so lahko zgrajene na platformi,
z veliko vecˇjo mocˇjo kot tisto, ki jo nudi Bitcoin-ovo skriptiranje, predvsem zaradi
dodane lastnosti Turingovega avtomata [18].
V Ethereumu je stanje sestavljeno iz ”racˇunov”, pri cˇemer ima vsak racˇun 20-bajtni
naslov, prehodi stanj pa so neposredni prenosi vrednosti in informacij med racˇuni.
Racˇun na Ethereum omrezˇju vsebuje sˇtiri polja:
– Znakovni niz, to je sˇtevec, ki se uporablja za zagotovitev, da je vsako transakcijo
mogocˇe obdelati le enkrat,
– trenutna bilanca racˇuna
– pogodbeno kodo racˇuna, cˇe je prisotna,
– Spomin racˇuna (privzeto je prazen).
Ether je glavno notranje kripto e-gorivo (ang. gas) druzˇbe Ethereum in se uporablja
za placˇilo transakcijskih strosˇkov. Na splosˇno obstajata dve vrsti racˇunov: racˇuni v
eksterni lasti, pod nadzorom zasebnih kljucˇev in pogodbeni racˇuni, pod nadzorom pro-
gramov pogodb. V racˇunu, ki je v zunanji lasti, ni nobene kode, lahko posˇilja tudi
sporocˇila iz racˇuna z ustvarjanjem in podpisovanjem transakcij. Vsakicˇ, ko pogodbeni
racˇun prejme sporocˇilo, se aktivira program pogodbe, kar omogocˇa branje in pisanje
12
Teoreticˇne osnove in pregled literature
v notranji pomnilnik in posˇiljanje drugih sporocˇil ali ustvarjanje pogodbe v zameno.
Sporocˇila v Ethereum-u so nekoliko podobna transakcijam pri Bitcoin-u, vendar s tremi
pomembnimi razlikami. Prvicˇ, sporocˇilo Ethereum lahko ustanovi bodisi zunanji su-
bjekt ali pogodba, medtem ko transakcijo pri Bitcoin-u lahko ustvari samo zunanji
subjekt. Drugicˇ, obstaja eksplicitna mozˇnost, da sporocˇila vsebujejo podatke. Tretja
razlika pa je, da cˇe je prejemnik sporocˇila pogodba, ima mozˇnost vrnitve odgovora, to
pomeni, da sporocˇila Ethereum vkljucˇujejo tudi koncept funkcij.
V Ethereum omrezˇju se uporablja izraz transakcija, ki se nanasˇa na podpisani pa-
ket podatkov, v katerem je shranjeno sporocˇilo, ki bo poslano iz racˇuna v zunanji
lasti. Transakcije vsebujejo prejemnika sporocˇila, podpis kot identifikacijo posˇiljatelja,
kolicˇino etra in podatke, poleg tega pa tudi dve vrednosti imenovani zacˇetno e-gorivo
in cena e-goriva (slika 2.2). Da bi omejili eksponentno rast kode in neskoncˇne zanke v
kodi, je treba dolocˇiti za vsako transakcijo omejitev sˇtevila racˇunskih korakov izvaja-
nja kode, vkljucˇno z zacˇetnim sporocˇilom in vsemi dodatnimi sporocˇili, ki se posˇljejo
med izvajanjem. Zacˇetno e-gorivo je ta meja, cena e-goriva pa je provizija za placˇilo
rudarjev za en racˇunski korak. Cˇe pri izvrsˇitvi transakcije zmanjka e-goriva, se vse
spremembe stanja povrnejo v prvotno stanje, razen porabljenega e-goriva. Cˇe pa se
izvrsˇitev transakcije izvede do konca in ostane nekaj e-goriva, se preostali del e-goriva
vrne posˇiljatelju. Pomembna posledica sporocˇilnega mehanizma je lastnost ”prvovr-
stnega drzˇavljana”, to je zamisel, da imajo pogodbe enakovredna pooblastila zunanjim
racˇunom, vkljucˇno s sposobnostjo posˇiljanja sporocˇil in ustvarjanja drugih pogodb. To
omogocˇa, da pogodbe hkrati sluzˇijo sˇtevilnim razlicˇnim vlogam. Na primer bi lahko
bila cˇlan decentralizirane organizacije (pogodbe) kot depozitni racˇun (druga pogodba)
med nezaupljivimi posamezniki, ki uporabljajo prilagojene Lamportove podpise (tretja
pogodba) in sodelujocˇa entiteta, ki sama uporablja racˇun s petimi varnostnimi kljucˇi
(cˇetrta pogodba). Prednost Ethereum platforme je, da decentralizirani organizaciji
in pogodbi o depozitarju, ni potrebno skrbeti o vrsti racˇuna sodelujocˇih strank pri
pogodbi [18].
































Slika 2.2: Transakcija v Ethereum omrezˇju [15].
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Funkcijo prehoda stanja Ethereum (S, TX)→ S ′, lahko definiramo tako:
– Preveri, ali je transakcija dobro oblikovana (npr. ima pravilno sˇtevilo vrednosti),
ali je podpis veljaven in ali se znakovni niz ujema z znakovnim nizom v racˇunu
posˇiljatelja. Cˇe pride do nepravilnosti, vrne napako,
– Izracˇuna provizijo za transakcijo kot zmnozˇek zacˇetnega e-goriva in cene e-goriva
ter dolocˇi naslov posˇiljatelja transakcije iz podpisa. Odsˇtejte provizijo iz placˇilnega
racˇuna posˇiljatelja in povecˇa posˇiljateljev znakovni niz. Cˇe ni na racˇunu dovolj
sredstev za porabo, vrne napako,
– Inicializira e-gorivo in vzame dolocˇeno kolicˇino e-goriva na bajt, tako da placˇa bajte
v transakciji,
– Prenese vrednost transakcije iz racˇuna posˇiljatelja na racˇun prejemnika. Cˇe racˇun
prejemnika sˇe ne obstaja, ga ustvari. Cˇe je prejemni racˇun pogodba, zazˇene kodo
pogodbe bodisi do zakljucˇka ali dokler ne zmanjka e-goriva,
– Cˇe prenos vrednosti ni uspel, ker posˇiljatelj ni imel dovolj sredstev ali je za izvedbo
programske kode zmanjkalo e-goriva, povrne vse spremembe stanj v prvotna, razen
placˇila provizij, ki jih nakazˇe na racˇun rudarjev,
– V nasprotnem primeru povrne provizijo za vso preostalo e-gorivo posˇiljatelju in posˇlje
provizijo za porabljeno e-gorivo na racˇun rudarjev.
Recimo na primer, da je koda pogodbe:
if !contract.storage[msg.data[0]]:
contract.storage[msg.data[0]] = msg.data[1]
Recimo, da je spomin pogodbe na zacˇetku prazen, transakcija pa se posˇlje z vredno-
stjo 10 ETH, 2000 enot e-goriva, 0,001 ETH cena e-goriva in dvema podatkovnima
poljema: [2, CHARLIE]. Postopek delovanja funkcije spremembe stanj v tem primeru
je naslednji:
– Preveri, ali je transakcija veljavna in dobro oblikovana,
– Preveri, ali ima posˇiljatelj transakcije vsaj 2000·0,001 = 2 ETH. Cˇe ima, nato odsˇteje
2 ETH iz racˇuna posˇiljatelja,
– Zacˇetno e-gorivo je 2000, ob predpostavki, da je transakcija dolga 170 bajtov in da
je provizija za en bajt 5, odsˇteje 850 od zacˇetne vrednosti, tako da ostane sˇe 1150
enot e-goriva,
– Odsˇtejte sˇe 10 ETH iz racˇuna posˇiljatelja in ga doda na racˇun pogodbe
– Zazˇene kodo. V tem primeru je to preprosto: preveri, ali je zˇe shranjen podatek v
spominu na mestu z indeksom 2, ugotovi da ni, zato postavi na mesto z indeksom
2 v spominu vrednost CHARLIE. Recimo, da je za to operacijo potrebno 187 enot
e-goriva, zato je preostala kolicˇina e-goriva 1150− 187 = 963
– Doda 963 · 0,001 = 0,963 ETH nazaj na racˇun posˇiljatelja in vrne novo stanje.
Cˇe na prejemnem koncu transakcije ne bi bilo pogodbe, bi bila celotna transakcij-
ska cena preprosto enaka zagotovljeni ceni e-goriva, pomnozˇeni z dolzˇino transakcije
v bajtih, in poslani podatki s transakcijo ne bi bili pomembni. Poleg tega je po-
trebno uposˇtevati, da lahko sporocˇila, sprozˇena s pogodbo, dodelijo omejitev e-goriva
za racˇunanje, ki ga sprozˇajo, in cˇe se kolicˇina e-goriva porabi pred koncem operacije,
se stanja povrnejo do tocˇke klica sporocˇila. Torej, tako kot transakcije, lahko pogodbe
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zagotovijo tudi svoje omejitve racˇunalniˇskih virov z dolocˇitvijo strogih omejitev pri
podfunkcijah, ki jih izvajajo.
Koda v pogodbah na Ethereum omrezˇju je napisana v nizkonivojskem programskem
jeziku, ki se izvaja na Ethereum-ovem virtualnem izvajalskem okolju (ang. Ethereum
virtual machine - EVM ) . Koda je sestavljena iz vrste bajtov, kjer vsak bajt predsta-
vlja operacijo. Na splosˇno je izvedba kode neskoncˇna zanka, ki jo sestavlja vecˇkratna
izvedba operacije pri trenutnem sˇtevcu programa (ki se zacˇne pri nicˇ), nato pa se vre-
dnost sˇtevca povecˇuje za inkrement, dokler ni dosezˇen konec kode ali je ugotovljena
napaka. Operacije imajo dostop do treh vrst prostora, v katerih se shranjujejo podatki:
– Sklad, prostor, ki deluje na principu zadnji noter, prvi ven, v katerega lahko potisnete
in izpusˇcˇate 32-bajtne vrednosti,
– Pomnilnik, neskoncˇno razsˇirljivo bajtno polje,
– Pogodbino dolgorocˇno shranjevanje, po principu kljucˇ - vrednost, kjer sta kljucˇ in
vrednost dolga 32 bajtov. Za razliko od sklada in pomnilnika, ki se ponastavita po
izteku programa, se shranjevanje nadaljuje naprej.
Koda lahko dostopa tudi do vrednosti, posˇiljatelja in podatkov dohodnega sporocˇila
ter podatkov o glavi bloka, koda pa lahko vrne tudi bajtno polje podatkov kot izhod.
Veriga blokov na Ethereum omrezˇju je v mnogih pogledih podobna verigi blokov Bit-
coin, vendar pa ima nekaj razlik. Glavna razlika med Ethereumom in Bitcoinom glede
blocˇno-verizˇne arhitekture je, da za razliko od Bitcoin-ovih blokov, Ethereum bloki
vsebujejo tako kopijo seznama transakcij kot tudi najnovejˇse stanje. Poleg tega se v
bloku shranijo sˇe dve drugi vrednosti, sˇtevilka bloka in stopnja tezˇavnosti. Validacijski
algoritem blokov na Ethereumu omrezˇju je naslednji:
– Preveri, ali prejˇsnji blok obstaja in cˇe je veljaven,
– Preveri, ali je cˇasovni zˇig bloka vecˇji kot pri prejˇsnjem bloku in je manj kot 15 minut
v prihodnost
– Preveri, ali so sˇtevilka bloka, stopnja tezˇavnosti, koren transakcije in omejitev e-
goriva veljavni,
– Preveri, ali je dokazilo o delu na bloku veljavno,
– Naj bo S[0] stanje prejˇsnjega bloka,
– Naj bo TX transakcijski seznam bloka z n transakcijami. Za vse v intervalu med 0
in n − 1, nastavi S[i + 1] = (S[i], TX[i]). Cˇe katera koli aplikacija vrne napako, ali
cˇe je skupno e-gorivo porabljeno v bloku do te tocˇke, vrne napako,
– Naj bo koncˇno stanje S[n], dodamo sˇe nagrado, ki jo placˇamo rudarju,
– Preverite, ali je koncˇno stanje enako korenu stanja. Cˇe je, je blok veljaven, v naspro-
tnem primeru ni veljaven.
Pristop se zdi zelo neucˇinkovit na prvi pogled, saj mora shranjevati celotno stanje z
vsakim blokom, v resnici pa bi morala biti ucˇinkovitost primerljiva z ucˇinkovitostjo
Bitcoina. Razlog je v tem, da je stanje shranjeno v drevesni strukturi in je po vsakem
novem bloku potrebno spremeniti le majhen del drevesa. Tako na splosˇno, med dvema
sosednjima blokoma ne more priti do velike razlike v strukturi drevesa, zato so lahko
podatki shranjeni enkrat in dvakrat referencirani z uporabo kazalcev. To dosezˇemo
s pomocˇjo posebne vrste drevesa, znana kot ”drevo Patricia”, vkljucˇno s spremembo
koncepta drevesa Merkle, ki omogocˇa vozliˇscˇem, da jih lahko vstavimo in izbriˇsemo
15
Teoreticˇne osnove in pregled literature
ucˇinkovito ter jih ne samo spreminjamo. Poleg tega, ker so informacije o stanju del
zadnjega bloka, ni potrebe po shranjevanju celotne zgodovine verige blokov - strategija,
ki bi z uporabo na Bitcoin, privarcˇevala od pet do dvajsetkrat pri zasedenosti prostora.
2.3.1 Pametne pogodbe
Blocˇno verizˇna tehnologija pa ne poganja samo digitalnih valut. Prav tako omogocˇa
ustvarjanje pametnih pogodb, ki so eden od prvih resnicˇno inovativnih in uporabnih
tehnolosˇkih napredkov na podrocˇju prava od izumov tiskarskega tiska. Z uporabo po-
razdeljene baze podatkov, na primer verige blokov, stranke lahko potrdijo, da je do
dogodka ali stanja dejansko priˇslo brez potrebe po tretji osebi. V nekaterih primerih
pametne pogodbe predstavljajo izvajanje pogodbenega sporazuma, katerega zakonske
dolocˇbe so formalizirane v izvorno kodo. Pogodbene stranke lahko tako ucˇinkoviteje
strukturirajo svoje odnose, na samoupravni nacˇin in brez dvoumnosti besed. Zanasˇanje
na izvorno kodo omogocˇa strankam, da modelirajo pogodbeno uspesˇnost in simulirajo
uspesˇnost dogovora pred izvedbo. V drugih primerih pametne pogodbe uvajajo nova
razmerja, ki so opredeljena in samodejno uveljavljena s kodo, vendar niso povezana z
nobenimi osnovnimi pogodbenimi pravicami ali obveznostmi. V kolikor blocˇno-verizˇna
tehnologija omogocˇa izvajanje samo izvajalskih transakcij, lahko stranke prosto sode-
lujejo med seboj brez tehnicˇne potrebe po sklenitvi standardnega pogodbenega dogo-
vora [10].
Nick Szabo je ta koncept uvedel leta 1994 in opredelil pametno pogodbo kot racˇunalniˇski
protokol transakcij, ki izvrsˇuje pogoje pogodbe. Szabo je predlagal, da se pogodbene
klavzule (zavarovanje, vezava itd.) prenesejo v programsko kodo in se vkljucˇijo v la-
stnino (strojno opremo ali programsko opremo), ki jih lahko samodejno uveljavlja, da
bi tako zmanjˇsali potrebo po zaupnih posrednikih med strankami [19]. V kontekstu
blocˇno-verizˇne tehnologije so pametne pogodbe shranjene v verigi blokov. Lahko jih
obravnavamo priblizˇno kot postopke shranjevanja v sistemih upravljanja z relacijskimi
bazami podatkov. Ker zˇivijo v verigi, imajo edinstven naslov. Pametno pogodbo
sprozˇimo z izvedbo transakcije, ki jo zapiˇse v blok. Nato se izvaja neodvisno in samo-
dejno na predpisan nacˇin na vsakem vozliˇscˇu v omrezˇju, glede na podatke, ki so bili
vkljucˇeni v sprozˇitveno transakcijo. To pomeni, da vsako vozliˇscˇe uporablja virtualno
izvajalsko okolje (VM) in da blocˇno-verizˇno omrezˇje deluje kot porazdeljeni VM sistem.
Pametne pogodbe nam omogocˇajo, da se v verigi izvajajo programi v splosˇne namene.
Sˇe posebej izstopajo pa kadar upravljajo s podatkovnimi interakcijami med subjekti v
omrezˇju [20].
Razvoj pametnih pogodb se hitro sˇiri. Razvija se vse vecˇ projektov kot so Ethereum,
Counterparty in Mastercoin, ki so ustvarili programske jezike, s katerimi je mogocˇe
ustvarjati vedno bolj izpopolnjene pametne pogodbe. Z uporabo teh programskih je-
zikov bi lahko ustvarili pametne pogodbe, ki bi delavcem omogocˇale placˇilo na urni ali
dnevni osnovi z davki, ki bi bili v realnem cˇasu poslani vladnemu organu [21]. Teh-
nologijo bi lahko uporabili za ustvarjanje pametnih pogodb, ki samodejno preverjajo
drzˇavne registre smrti in dodeljujejo sredstva iz zapusˇcˇine imetnika, posˇljejo ustrezne
davke vladnim agencijam, ne da bi jih bilo potrebno upravljati s pomocˇjo oporoka.
Glasbeni licencˇni prispevki bi se lahko z distribucijami takoj zagotovile skladateljem in
16
Teoreticˇne osnove in pregled literature
izvajalcem v realnem cˇasu [22]. Zapletena listinjenja bi se lahko podobno spremenile v
pametno pogodbo, s cˇimer bi odpravili tehnicˇno potrebo skrbnikov in serviserjev [10].
Za vsako decentralizirano aplikacijo lahko stoji serija pametnih pogodb. Pametne po-
godbe so koristne na podrocˇjih, kjer je problematicˇna izdelava prototipov. Pametne
pogodbe nastopajo v razlicˇnih vlogah. Ena izmed njih je zagotavljanje racˇunovodskega
sistema v resnicˇnem svetu ali druge pogodbe. Ustvarimo lahko pogodbe o posredova-
nju, kot je varcˇevalni racˇun, ki samodejno upravlja z dohodki in odhodki. Upravljamo
lahko z odnosi med vecˇ strankami, kot je sporazum o honorarnem delu ali placˇilna
lista. Pogodbe lahko delujejo kot knjizˇnica programske opreme za druge pogodbe ali
pa delujejo kot upravljavci drugih sistemov ali sklopov pogodb. Poskrbijo lahko za
logiko, ki je specificˇna za aplikacijo na spletnem mestu [23].
2.4 Obstojecˇe aplikacije
Od pojava blocˇno-verizˇne tehnologije v medijih se je zacˇelo pojavljati vedno vecˇ in
vecˇ aplikaciji, ki temeljijo na tej tehnologiji. Znacˇilni primeri uporabe izhajajo iz
logisticˇnega sektorja, ki je odgovoren za transport blaga v tujini in na kopnem. Na pri-
mer, IBM in Maersk sta leta 2017 najavila ustanovitev mrezˇe posˇiljateljev, sˇpediterjev,
pomorskih prevoznikov, pristaniˇscˇ in carinskih organov. Cilj je zmanjˇsati strosˇke, po-
vezane z obdelavo in upravljanjem trgovinske dokumentacije na papirju, ki naj bi
znasˇala do petine dejanskih strosˇkov fizicˇnega prenosa. Resˇitev, ki temelji na IBM-ovi
blocˇni verigi Hyperledger, naj bi omogocˇila izmenjavo dogodkov v realnem cˇasu (npr.
ob prejetju blaga) in dokumentov (npr. porocˇila o trgovanju), tako bi zmanjˇsali na-
pake in zamude v procesu. [24]. Tudi sˇolstvo ni imuno na ponovno prestrukturiranje
poslovnih procesov v katerega nas je prisilila nova tehnologija. Tako se morajo tudi
univerze prilagoditi novi digitalni dobi. Na primer, leta 2017 je NASA podelila ne-
povratna sredstva Univerzi v Akronu za raziskave o analizi podatkov in za izgradnjo
odpornega mrezˇnega sistema, ki bi deloma temeljil na blocˇno-verizˇni tehnologiji Ethe-
reum omrezˇja, za uporabo v vesoljskih raziskavah [25]. Naslednji primer je osredotocˇen
na kmetijski sektor in izvira iz Sˇvice. Sˇvicarska zvezna ustava zagotavlja spodbudo
v obliki subvencij kmetovalcem, katerih produkcije so skladne z okoljevarstvenimi in
zˇivalskimi predpisi. Na podlagi tega je Univerza v Zu¨richu razvila sistem, ki temelji
na blocˇno-verizˇni tehnologiji, da bi pokazala, kako lahko tak sistem povecˇa preglednost
in avtomatizira interakcije v kmetijskem sektorju. Ko kmet ustvari nov zahtevek za
subvencijo, mora biti kmetija pregledana in nato biti redno preverjena. Nato se v blo-
kovno verigo zapiˇse vse ustrezne informacije, kot so vrsta zˇivali in zˇivljenjski pogoji za
izracˇun zneska subvencije. Te pogoje preverjajo vladni predstavniki med insˇpekcijskimi
obiski na kmetijah. Nato se izplacˇilo izvede s prenosom zˇetonov ERC20 kmetom [26].
Eden pomembnih primerov uporabe na financˇnem trgu je chain.com. Gre za zagonsko
podjetje, ki ga podpira NASDAQ. Njihov namen je zagotavljanje platforme za izme-
njavo zasebnih delnic na podlagi blocˇno-verizˇne tehnologije [27]. V letu 2015 je Bitcoin
Foundation zacˇel nov projekt, katerega cilj je razviti sistem glasovanja na podlagi nove
tehnologije, ki zagotavlja sˇe vecˇjo preglednost v postopku glasovanja, pri cˇemer je vsak
glas zabelezˇen v blok verige [28].
Pri pregledu zˇe obstojecˇih aplikacij, ki temeljijo na blocˇno-verizˇni tehnologiji smo opa-
17
Teoreticˇne osnove in pregled literature
zili veliko raznolikih aplikacij, ki poleg zˇe omenjene tehnologije vkljucˇujejo tudi Internet
Stvari (ang. Internet of Things - IoT ). Med njimi se najvecˇ zanimanja kazˇe za uporabo
Ethereum omrezˇja [29]. Eden izmed teh je projekt avtonomne decentralizirane vzaje-
mne telemetrije (ADEPT), ki ga vodita IBM in Samsung. Namenjen je spodbujanju
avtonomije naprav in v ta namen uporabljajo blocˇno-verizˇno tehnologijo za zagotovi-
tev izvajanja kode na robnih napravah. ADEPT uporablja tri protokole: Telehash,
Bittorrent in Ethereum, za sporocˇila, souporabo datotek in sodelovanje z verigo blo-
kov. Blokovna tehnologija zagotavlja avtentikacijo, angazˇiranje, pogodbe in kontrolne
sezname. Njihov dokaz koncepta predstavljajo pametni pralni stroji, ki uporabljajo
pametne pogodbe za nakup detergentov od trgovcev na drobno [30]. Sˇe en primer je
platforma, ki jo je razvilo podjetje Slock.it, zˇeli obravnavati varnost, identiteto, ko-
ordinacijo in zasebnost nad milijardami naprav IoT. Cilj je zgraditi gospodarstvo v
skupni rabi, kjer se lahko vsaka storitev IoT naprav zanesljivo in hitro najame brez po-
trebe po posredniku. Njihova resˇitev uporablja pametno vticˇnico, mobilno aplikacijo za
aktiviranje vticˇnice in nadzor nad polnjenjem ter blokovno tehnologijo za placˇilo stori-
tev [31]. Predlagan je bil tudi izviren pristop, imenovan mehurcˇki zaupanja, v katerem
se ustvarijo navidezne cone, kjer IoT naprave lahko komunicirajo na popolnoma varen
nacˇin. Taksˇen pristop se lahko uporablja v razlicˇnih kontekstih, storitvah in scenarijih.
Naslanja se na blocˇno-verizˇno tehnologijo, zato ima koristi od vseh njenih varnostnih
lastnosti. Na podlagi blocˇno-verizˇne tehnologije zagotavlja robustno identifikacijo in
avtentikacijo naprav. Poleg tega sˇcˇiti celovitost in razpolozˇljivost podatkov [32].
Prav tako pa je mocˇ zaslediti veliko produktov, ki sledijo ideji decentralizirane aplika-
cije. Eden od najvecˇjih uspehov decentraliziranih aplikacij je do sedaj dozˇivela plat-
forma CryptoKitties, digitalna zbirateljska igra, v kateri lahko uporabniki kupijo, zbi-
rajo in prodajajo edinstvene digitalne macˇke z uporabo blocˇno-verizˇne tehnologije, ki
omogocˇa hranjenje edinstvene digitalne vsebine. Projekt je opazen kot poslovni uspeh
ter je nova tehnologija za privabljanje uporabnikov na Ethereum omrezˇje. CryptoKit-
ties aplikacija je zacˇela delovati novembra 2017 in ima zˇe vecˇ kot 250.000 uporabnikov
in vecˇ kot 500.000 prodanih CryptoKitties za vecˇ kot 40 milijonov dolarjev [33]. Sˇe
ena izmed uspesˇnih zgodb je OpenBazaar. Sicer ne gre za platformo, ki deluje povsem
na blocˇno-verizˇni tehnologiji omogocˇa pa kupcem in prodajalcem neposredno prodajo
svojih izdelkov, ne da bi vkljucˇevala tretje osebe, ki bi gostili podatke in zaracˇunali
transakcijo. Ustvarjalci so zˇeleli graditi na ideji o ustvarjanju resnicˇne platforme za
prosto trgovino. Splet ni nikoli resnicˇno gostil nicˇesar podobnega kot so bazarji iz
preteklosti: trzˇnice, kjer se dogaja neposredna interakcija med kupci in prodajalci [13].
2.4.1 Pametna mesta
Ena izmed idej, ki se je rodila iz IoT paradigme, je tudi koncept pametnih mest.
Koncept se je pojavil v devetdesetih letih prejˇsnjega stoletja, kot alternativa tradici-
onalnim nacˇinom urbanega nacˇrtovanja z uporabo novih tehnologij. Pametna mesta
se obicˇajno obravnavajo kot orodje za resˇevanje urbanih izzivov v vedno bolj urba-
niziranem svetu [34]. To je mogocˇe dosecˇi z vkljucˇitvijo raznolike infrastrukture in
storitev v kohezivne enote, tako da jih lahko nadzorujejo inteligentne naprave. Pa-
metna mesta se osredotocˇajo predvsem na kriticˇna in vsakdanja vprasˇanja, kot so
izobrazˇevanje, energetika, okolje, zdravstvo, javni prevoz, zaposlovanje, ravnanje z od-
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padki ter stratesˇka in skupna uporaba stavb in drugih mestnih prostorov ter vozil. Z
uporabo tehnologij za upravljanje podatkov v oblaku, ki temeljijo na IoT, se lahko
razvijejo razlicˇni urbani informacijski sistemi, ki vkljucˇujejo zajete podatke in omrezˇne
podporne strukture [35]. Pametno mesto lahko razumemo tudi kot urbano srediˇscˇe s
tehnologijami, ki uporabljajo digitalne podatke za zagotavljanje boljˇsih javnih storitev
in ucˇinkovitejˇso uporabo virov. Pametno mesto sestavlja sˇest glavnih delov: pametno
upravljanje, pametno gospodarstvo, pametni prebivalci, pametna mobilnost, pametno
okolje in pametno zˇivljenje. Na splosˇno je IoT tehnolosˇko usmerjen, medtem ko so
pametna mesta uporabniˇsko orientirana. Paradigmi se priblizˇujeta s skupnim ciljem
zagotavljanja boljˇsih storitev za sodobna mesta [36]. Pameten prevoz in mobilnost na
osnovi IoT platform so najbolj raziskane in razsˇirjene teme na tem podrocˇju. Nekateri
izmed primerov so pametno parkiranje [37], elektronski zemljevid cest in vecˇ agentski
sistemi z IoT senzorji razdeljenimi po cestah [38].
Tudi v tem primeru se v zadnjem cˇasu vse vecˇ vkljucˇuje blokovno tehnologijo. Zaradi
stalne rasti obsega podatkov in sˇtevila povezanih IoT naprav se v dosedanjih arhitektu-
rah omrezˇji pametnih mest pojavljajo vprasˇanja kako, odpraviti zakasnitve, ozka grla
pasovne sˇirine, povecˇati varnost in zasebnost ter razsˇirljivost. Oblikovanje ucˇinkovite,
varne in razsˇirljive porazdeljene arhitekture s priblizˇevanjem racˇunskih in pomnilniˇskih
virov blizˇje koncˇnim tocˇkam je potrebno za odpravljanje omejitev danasˇnjega pame-
tnega mestnega omrezˇja. Razvita je zˇe bila nova hibridna mrezˇna arhitektura za pa-
















Slika 2.3: Koncept pametnega mesta [39].
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Za dosego ucˇinkovitosti in odpravljanje trenutnih omejitev je arhitektura razdeljena na
dva dela: osnovno in robno omrezˇje. S projektiranjem hibridne arhitekture predlagana
arhitektura podeduje mocˇ centraliziranih in decentraliziranih mrezˇnih arhitektur [39].
Mnogi vidijo blocˇno-verizˇno tehnologijo kot resˇitev za tezˇave z varnostjo IoT naprav v
pametnih mestih. Predvsem zaradi naslednjih lastnosti. Ima 160-bitni naslovni pro-
stor, v nasprotju z naslovnim prostorom IPv6, ki je 128-bitni, zaradi cˇesar je bolj
razsˇirljiva resˇitev za IoT kot IPv6. Potrebno je omeniti tudi, da so sˇtevilne naprave
IoT omejene v zmogljivosti pomnilnika in racˇunanja, zato bodo neprimerne za poga-
njanje IPv6. Zagotavlja avtentikacijo podatkov in integriteto. Zˇe zaradi tega kako
je zasnovana tehnologija bodo podatki, ki jih prenasˇajo naprave IoT, vedno kripto-
grafsko preverjeni in podpisani s strani pravega posˇiljatelja, ki ima edinstveni javni
kljucˇ. Pametne pogodbe lahko opredelijo tiste naprave, ki imajo pravico do posodobi-
tve, nadgradnje, popravkov programske ali strojne opreme, ponastaviti napravo IoT,
sprozˇiti storitev ali popraviti zahtevo, spremeniti lastniˇstvo. To so glavni razlogi, zakaj
prihodnost pametnih mest ni samo sestavljena iz IoT naprav, ampak se povezuje tudi




S tem ko smo navedli, da zˇelimo razviti racˇunalniˇsko platformo, ki bo sluzˇila kot temelj
razvoja aplikacij za vodenje mehatronskih naprav s sledljivostjo opravljenih transakcij,
ki jo omogocˇajo blocˇno-verizˇne tehnologije, smo si nalogo zastavili zelo sˇiroko. Kljub
temu pa je bilo potrebno izbrati neko ustrezno aplikacijo in napravo, na kateri bi lahko
pokazali prednosti taksˇnega nacˇina ponujanja storitev. Glede na predelano literaturo
smo opazili, da se velikokrat pojavlja kot perspektiven koncept pametnega mesta. Tako
smo dobili idejo o decentraliziranem oddajanju parkirnih mest. Poklopna za-
pornica kot mehatronska naprava, ki sodeluje v procesu, deluje na enostaven nacˇin
s preklapljanjem stikala in nam omogocˇa, da na preprost nacˇin izvedemo krmiljenje.
Sistem bi nudil podporo pri odpravljanju problema pomanjkanja parkirnih mest, prav
tako pa bi predstavljal neko alternativo klasicˇnega parkiranja na vecˇjih parkiriˇscˇih.
Prva funkcijska zahteva nasˇe aplikacije je bila vodenje izbrane mehatronske naprave
na daljavo preko spleta. Ta koncept je del paradigme Internet Stvari (ang. Internet
of Things), ki povezuje vse naprave v sistemu preko interneta. Iz tega sledi, da je po-
trebno uporabiti taksˇno mehatronsko napravo, ki to omogocˇa oziroma jo je potrebno
ustrezno prirediti. Naslednji funkcijski zahtevi sta sledljivost transakcij in samodejno
izvrsˇevanje pogodb. Ti zahtevi zagotavljata uporabnikom varen in zanesljiv nacˇin
opravljanja transakcij in s tem omogocˇajo ponudbo storitve ostalim uporabnikom brez
posrednika na varen nacˇin. Ponudbo storitve pa smo zˇeleli razsˇiriti sˇe z mozˇnostjo
rezerviranja vnaprej. Glede na nasˇ obravnavan primer pametnih parkiriˇscˇ smo ugo-
tovili, da trenutno ne obstaja ta mozˇnost pri konvencionalnih ponudnikih parkiriˇscˇ,
oziroma jo ponuja zelo malo ponudnikov. Taksˇen nacˇin ponudbe bi uporabnikom sˇe
izboljˇsal uporabniˇsko izkusˇnjo, saj bi na primer za nek dogodek v prihodnosti imeli
zagotovljeno parkirno mesto v blizˇini in bi s tem zmanjˇsali stres iskanja mesta na dan
dogodka. Prav tako bi v primeru uporabe nasˇe platforme na mehatronskih napravah
v proizvodnji lahko uporabniki bolje planirali in krmilili proizvodnjo. Na primer pri
ponudniku s CNC stroji, bi zagotovo vedeli, da bo v rezerviranem terminu obdeloval




Pri opisu sistema smo se odlocˇili, da ga razdelimo na opis posameznih entitet ter na
opis povezav med njimi.
3.2.1 Opis entitet
V nasˇem sistemu sodeluje vecˇ entitet (slika 3.1), prva najbolj ocˇitna je zˇe prej omenjena
mehatronska naprava. Njena naloga je, da izvaja ponudbo neke storitve uporabniku.
V nasˇem primeru omogocˇa dostop do dolocˇenega parkirnega mesta. Potrebna lastnost
naprave je povezljivost z internetnim omrezˇjem. Naslednja entiteta je nadzorni sis-
tem, ki omogocˇa samodejno izvrsˇevanje pogodb, sledljivost transakcij ter izvaja nadzor
in delovanje rezervacij. Ta nadzorni sistem mora vedno delovati zanesljivo in je osrednji
element sistema. Del sistema pa so tudi lastniki dolocˇene storitve oziroma naprave,
v nasˇem primeru so to lastniki parkirnih mest. Lastniki so osebe, ki zˇelijo oddajati
svojo storitev, parkirno mesto. Njihova naloga je, da ustrezno dodajo svojo ponudbo
v sistem. V sistemu pa sodelujejo sˇe uporabniki. To so osebe, ki zˇelijo dostopati do
ponujene storitve, v nasˇem primeru do parkirnih mest, jih rezervirati in uporabljati.
Lastniki lahko v sistemu sodelujejo tudi kot uporabniki.
Slika 3.1: Entitete v sistemu.
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3.2.2 Opis povezav med entitetami
Skoraj vse povezave potekajo skozi nadzorni sistem, ki skrbi za pravilno izvajanje vseh
funkcij sistema. Povezava med lastnikom in nadzornim sistemom omogocˇa, da lastnik
v sistem vnese potrebne podatke o svoji storitvi oziroma napravi. Nadzorni sistem
doda napravo v ponudbo in tako je pripravljena za oddajanje uporabnikom. Namen
povezave mehatronske naprave in nadzornega sistema je, da upravljamo z mehatron-
sko napravo preko sistema, ki preverja ustreznost uporabnika. Mehatronska naprava
mora imeti omogocˇen dostop do povezave z nadzornim sistemom. Med uporabnikom
in nadzornim sistemom je potrebno zagotoviti povezavo, ki omogocˇa, da uporabniki
preverjajo ponudbo ter izvajajo rezervacije. Uporabnik in mehatronska naprava nepo-
sredno ne sodelujeta, saj jo uporabnik upravlja preko nadzornega sistema. Prav tako
uporabniki in lastniki niso v stiku, saj gre povezava prav tako preko nadzornega sis-
tema. Edina povezava, ki ne vkljucˇuje nadzornega sistema, je povezava med lastnikom
in mehatronsko napravo in je ocˇitna.
3.3 Implementacija
Sistem, ki resˇuje zastavljeni problem, smo zasnovali v obliki decentralizirane aplika-
cije na blocˇno-verizˇni tehnologiji, ki omogocˇa varne transakcije med uporabniki, brez
posredovanja tretje osebe (slika 3.2). Jedro nasˇega sistema predstavlja pametna po-
godba, ki skrbi za pravilno izvajanje vseh funkcij, ki jih ponuja nasˇ sistem, ter za
zanesljivo in varno opravljanje transakcij. Okoli pametne pogodbe smo zgradili upo-
rabniˇski vmesnik, ki omogocˇa uporabniku enostavnejˇsi dostop do pametne pogodbe in
hitrejˇso izvedbo transakcij. Strezˇniˇski del vmesnika je gnan na racˇunalniku v labo-
ratoriju. Del sistema je tudi mehatronska naprava, parkirna poklopna zapornica, ki
omogocˇa oddajanje svojega parkirnega mesta. Zapornico smo predelali tako, da smo
omogocˇili dostop do interneta in pametne pogodbe. Te trije elementi tvorijo nasˇ sistem
in bodo v nadaljevanju natancˇneje opisani.
3.3.1 Pametna pogodba
Najprej smo razvili pametno pogodbo, ki temelji na blocˇno-verizˇni tehnologiji Ethe-
reum omrezˇja. Med razlicˇnimi programskimi jeziki za programiranje pametnih pogodb
smo se odlocˇili za programski jezik Solidity [23]. Odlocˇitev je bila sprejeta na podlagi
dejstva, da je Solidity najbolj dodelan in uporabljen jezik med programerji pametnih
pogodb. Posledica tega je najvecˇja podpora s strani drugih uporabnikov na spletu, med
vsemi programskimi jeziki za pametne pogodbe. Alternativna izbira bi bila Serpent,
ki temelji na programskem jeziku Python, obstajajo pa sˇe ostali jeziki, vendar pa sˇe
zdalecˇ nimajo taksˇne podpore kot jo ima Solidity. Pri izbiri integriranega razvojnega
okolja za jezik Solidity smo sledili istemu nacˇelu najvecˇje razsˇirjenosti med uporabniki
in tako izbrali razvijalno okolje Remix. Tudi tu je ogromno alternativ, kot so na pri-
mer Truffle, EthFiddle, IntelliJ Idea IDE z vkljucˇnikom za razvoj programskega jezika
Solidity. Remix temelji na brskalniku z integriranim prevajalnikom in okoljem delova-












Slika 3.2: Shema sistema.
v nasˇem primeru pa smo ga uporabljali v brskalniku Mist, ki je del programskega
okolja Ethereum Wallet. Prednost je, da z njim lahko upravljamo z vsemi nasˇimi
denarnicami za kriptovalute, poleg tega lahko opazujemo zˇeljene pogodbe in jih tudi
uporabljamo s klici posameznih funkcij pogodb. To nam je omogocˇalo, da smo testirali
funkcije pametne pogodbe takoj po tem, ko smo jo vzpostavili na omrezˇju (slika 3.3).
Vsaka vzpostavitev pogodbe na omrezˇju stane nekaj e-goriva za rudarje, da kodo
zapiˇsejo v blok verige. Prav tako vsak klic funkcije, ki spreminja stanje pogodbe,
predstavlja strosˇek v obliki e-goriva. V cˇasu razvoja se ves cˇas popravlja program-
sko kodo pametne pogodbe, to pomeni, da jo je potrebno vecˇkrat nalozˇiti na omrezˇje,
prav tako se vecˇkrat testira posamezne funkcije. Ker se iz ekonomskih razlogov ne
bi izplacˇalo postavljati pametno pogodbo na pravo omrezˇje, smo vzpostavili pame-
tno pogodbo na testnem omrezˇju. Med razlicˇnimi testnimi omrezˇji smo izbrali testno
omrezˇje Rinkeby, ki deluje na javnem vozliˇscˇu, katerega vodi programsko okoljeGeth
in omogocˇa enostavno vzpostavitev in hiter dostop do testnih kriptovalut za uporabo.
Pri izbiri delovnega okolja razvoja pametnih pogodb je izjemno pomembno, da se
zavedamo kako hitro se spreminjajo programska okolja, programski jeziki, omrezˇja in
celotna blocˇno-verizˇna tehnologija. Zato je izjemnega pomena, da pregledamo kaj se
je najbolj uveljavilo v skupnosti uporabnikov, kaj je najbolj stabilno in ima v ozadju
skupino ljudi, ki skrbi za nemoteno delovanje. Seveda vse to v hitro spreminjajocˇem
kritpo svetu sˇe ne pomeni, da ne bo tvoje delovne okolje povsem neprimerno cˇez nekaj
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mesecev. Zato je potrebno uposˇtevati pri razvoju tudi labilnost programske opreme in
produkt pripravit na spremembe tehnologije.
Pametna pogodba je del aplikacije, ki popolnoma preprecˇuje nezˇelena dejanja uporabni-
kov in zagotavlja zanesljivo delovanje. Zaradi samega principa delovanja blocˇno-verizˇne
tehnologije ne bo prihajalo do izpadov in bo aplikacija vedno na voljo uporabnikom.
Zato pa je pomembno, da je programska koda napisana tako, da preprecˇuje nevsˇecˇne
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Slika 3.3: Delovno okolje razvoja pametne pogodbe.
3.3.1.1 Zgradba pogodbe
Na zacˇetku vsake programske kode jezika Solidity je potrebno navesti verzijo prevajal-
nika programskega jezika Solidity tako, da v primeru sprememb sintakse v prihodnosti
ne vpliva na prevajanje zˇe obstojecˇe pravilno delujocˇe kode. Nato sledi deklaracija
pogodbe, ki je temeljni gradnik aplikacij na Ethereum omrezˇju - vse spremenljivke in
funkcije spadajo v pogodbo. Pametna pogodba je sestavljena iz vecˇ osnovnih elemen-
tov (slika 3.4). Tipi spremenljivk uporabljeni v nasˇem primeru pametne pogodbe so
cela sˇtevila, Boolove spremenljivke ter posebna vrsta spremenljivk znacˇilna za pame-
tne pogodbe, naslov. Ta shranjuje 20 bitno vrednost oziroma javni naslov uporabnika
Ethereum omrezˇja.
Osrednji element nasˇe pogodbe je struktura (ang. struct), ki predstavlja ponujano
storitev, v nasˇem primeru je to pametno parkiriˇscˇe. Ta vsebuje vse potrebne parametre
za popis, v nasˇem primeru so to koordinate, identifikacijska sˇtevilka, stanje zasedenosti,
rezervacije in sˇtevilo rezervacij. Ko zˇelimo narediti novo strukturo te vrste, je potrebno











Slika 3.4: Zgradba pametne pogodbe.
ki predstavlja rezervacijo. Njeni atributi so zacˇetni cˇas rezervacije, dolzˇina trajanja
rezervacije in naslov lastnika rezervacije. Potrebno je paziti, da ko je struktura enkrat
narejena, je ni mozˇno vecˇ zbrisati, lahko se le prepiˇse atribute z novimi vrednostmi ali
postavi na vrednost nicˇ.
Naslednji element v pametni pogodbi je vektor, ki shranjuje strukture nasˇe storitve, v
nasˇem primeru je to vektor vseh obstojecˇih parkiriˇscˇ v nasˇi aplikacij (slika 3.5). Vektor
je eden od nacˇinov shranjevanja podatkov v pametnih pogodbah, zagotavlja zanesljiv
kronolosˇki vrstni red, ima sˇtevilo vseh shranjenih elementov ter zagotavlja nakljucˇen
dostop do elementov v njem preko indeksa elementa. V nasˇem primeru se ob vsakem
kreiranju novega parkirnega mesta ta zapiˇse na novo mesto v vektorju. Elemente se
v vektor dodaja z vgrajeno funkcijo ”porini”(ang. push), ki nam vrne tudi dolzˇino
vektorja, vkljucˇno z dodanim novim elementom.
struktura Parkirišče {
   uint koordinataX;
   uint koordinataY;
   uint id;




Slika 3.5: Primer shranjevanja strukture v vektor.
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Mapiranje je sˇe eden izmed nacˇinov shranjevanja v pametnih pogodbah. V naspro-
tju z vektorjem omogocˇa unikatnost kljucˇa vsakega elementa, vendar pa ne omogocˇa
presˇtevanja vseh elementov, ki jih vsebuje. V nasˇi pogodbi povezujemo vsako identifi-
kacijsko sˇtevilko parkiriˇscˇa z javnim naslovom lastnika parkiriˇscˇa ter vsakega lastnika
s sˇtevilom parkiriˇscˇ, katerih je lastnik v aplikaciji (slika 3.6). Ker ni mozˇno zapisati
vektorja struktur znotraj posamezne strukture, v nasˇem primeru bi radi imeli vek-
tor rezervacij (posamezna rezervacija je struktura) znotraj strukture parkiriˇscˇe, smo
to resˇili z uporabo mapiranja. Znotraj vsakega parkiriˇscˇa mapiramo vse rezervacije s
kljucˇi, ki so njihove zaporedne sˇtevilke kreiranja. Dodan pa je bil tudi atribut, s kate-
rim belezˇimo sˇtevilo vseh rezervacij in tako lahko gremo preko vseh kljucˇev mapiranja
z enostavno for zanko. Problem bi lahko resˇili tudi z nakljucˇnim izbiranjem kljucˇev
mapiranja, vendar pa bi bilo potrebno vse kljucˇe shranjevati v poseben vektor, ki bi
bil novi atribut strukture parkiriˇscˇe.
celo število (ključ) struktura (vrednost)














Slika 3.6: Primer mapiranja v nasˇi pogodbi.
Vsako spreminjanje pogodbe, ko je enkrat zˇe vzpostavljena na omrezˇju, je mogocˇe
samo preko predhodno napisanih funkcij. Zato je pomembno, da predhodno dobro
razmislimo o vseh funkcijah, ki jih zˇelimo zagotavljati uporabnikom. Prav tako je
potrebno razmisliti o tem, cˇe zˇelimo opravljati kaksˇne administrativne popravke na
pogodbi kasneje, saj je prav tako potrebno napisati funkcije za to. Funkcijam dolocˇamo,
kdo lahko do njih dostopa, kaksˇne vrste so in ali nam kaj vrnejo. Tako imamo lahko
javne funkcije, do katerih lahko dostopajo vsi uporabniki ali pa privatne, do katerih
imajo dostop samo funkcije znotraj pogodbe. V pametnih pogodbah je zazˇeleno, da
uporabljamo cˇim vecˇ funkcij, ki ne spreminjajo stanja pogodbe ampak samo prebirajo
podatke iz pogodbe, te funkcije dobijo pripono samo za branje (ang. view). Te funkcije
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ne rabijo e-goriva in so na voljo zastonj uporabnikom.
Glede na funkcijske zahteve smo najprej napisali funkcijo, ki omogocˇa kreiranje nasˇe
strukture, storitve, ki jo uporabniki ponujajo ostalim uporabnikom. V konkretnem pri-
meru to pomeni, da smo napisali funkcijo, ki kreira parkirno mesto z vsemi potrebnimi
atributi, ki so bili navedeni v prejˇsnjih poglavjih, novo parkirno mesto pa se shrani v
vektor vseh parkiriˇscˇ. Nato smo dodali mozˇnost rezerviranja nasˇe storitve (slika 3.7).
Znotraj te funkcije klicˇemo sˇe eno funkcijo, ki preverja ali je zˇeljen cˇasovni interval
prost, ali pa je na tem mestu zˇe rezervacija. Znotraj funkcije, kjer shranjujemo re-
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Slika 3.7: Potek izvedbe funkcije rezervacije.
Pomembni funkciji v nasˇi pametni pogodbi sta funkciji za spustitev in dvig zapornice
(slika 3.8). Te funkciji najprej preverita javni naslov klicatelja funkcije in ga primer-
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jata z naslovom, ki je shranjen kot lastnik rezervacije. Nato preveri, cˇe je pri kateri
od rezervacij tega uporabnika trenutni cˇas znotraj intervala rezervacije in spremeni
stanje spremenljivke zasedenost v strukturi parkiriˇscˇa. Spreminjanje vrednosti te spre-
menljivke spremljamo na strani krmilnika v zapornici in ustrezno reagiramo. Vse do
sedaj nasˇtete funkcije, vse spreminjajo stanja v pogodbi in je potrebno, da rudarji
zapiˇsejo spremembe v bloke, kar stane dolocˇeno e-gorivo. Preostale funkcije sluzˇijo za
prebiranje podatkov iz posameznih struktur. Kot je bilo zˇe prej omenjeno te funkcije
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Slika 3.8: Potek izvedbe funkcije spusta zapornice.
Pri pisanju funkcij je sˇe posebej pomembno, da uposˇtevamo financˇni vidik. Zahtevna
programska koda bo zahtevala veliko e-goriva zˇe za samo vzpostavitev pametne po-
godbe na omrezˇje. Vsak klic funkcije, ki zahteva veliko procesorske mocˇi za izvrsˇitev,
bo predstavljal velik strosˇek za uporabnika. Zato je potrebno pisati kodo tako, da so
funkcije enostavne operacije, da ne vsebujejo zank, ki operirajo z velikimi kolicˇinami
podatkov v spominu in da spreminjajo pogodbo v cˇim manjˇsi meri. Na vse to vas
opozori tudi prevajalnik programske kode. V primeru zahtevnih funkcij lahko prihaja
do situacij, kjer uporabnik placˇa premalo e-goriva in se funkcija ne izvede do konca,
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takrat uporabnik izgubi tisti del sredstev.
3.3.2 Pametna parkirna zapornica
Glede na ugotovitev, da koncept pametnega mesta predstavlja velik potencial za razvoj
decentraliziranih aplikacij, smo se odlocˇili, da razvijemo aplikacijo, ki jo lahko umestimo
v ta koncept. Tako smo izbrali sistem za decentralizirano parkiranje, ki bi uporabnikom
omogocˇil oddajanje in najemanje parkirnih mest brez posrednikov. Glavna naprava, ki
omogocˇa delovanje takega sistema je varovalo na parkiriˇscˇu, ki preprecˇuje nezˇeleni osebi
parkiranje na parkirnem mestu (slika 3.9). Tako smo pregledali zˇe obstojecˇe resˇitve na
podrocˇju parkirnih varoval.
Najbolj pogosta resˇitev v praksi je uporaba zapornice, ki varuje vecˇje sˇtevilo parkiriˇscˇ,
vendar smo v nasˇem primeru zˇeleli poudariti predvsem oddajanje posameznega par-
kiriˇscˇa, zato smo se osredotocˇili na varovala za posamezna parkiriˇscˇa. Najprej smo
opazili, da obstajata dve vrsti varoval, prva so taka, ki jih je potrebno rocˇno dvigovati
in spusˇcˇati, druga vrsta pa so avtomatska, ki imajo vgrajen mehanizem za dviganje in
spusˇcˇanje. Izbrali smo drugo vrsto, saj smo zˇeleli proces upravljanja z napravo pov-
sem avtomatizirati, posledicˇno pa je varovalo drazˇje. Med temi pa imamo prav tako
dve glavni skupini, ena je skupina potopnih stebricˇkov, druga skupina pa so poklopne
zapornice. Prednost prve skupine je v tem, da so zelo robustni in bi omogocˇili delo-
vanje nasˇega krmilnika tudi pri bolj zahtevnih zunanjih razmerah. Prav tako so bolj
odporni na vandalizem. Slabosti pa so, da so stebricˇki drazˇji in predvsem to, da je
zelo zahtevna njihova montazˇa. Potrebno je izkopati luknjo, v katero se potapljajo in
to v razvojnem prostoru v vecˇini primerov ni mozˇno. Prednosti poklopnih zapornic
so v tem, da so poceni in enostavne za montazˇo, stojijo lahko tudi samostojno brez
kakrsˇnekoli montazˇe.
Slika 3.9: Primer potopnega parkirnega stebricˇka [41].
Ker gre pri nasˇem razvoju za prototip, smo izbrali cenejˇso varianto, ki jo je tudi lazˇje
postaviti znotraj samega razvojnega prostora. Tako smo izbirali med ponudniki poklo-
pnih zapornic. Najprej smo pregledali slovenski prostor ali obstaja kaksˇen proizvajalec,
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ki bi se mogocˇe v prihodnosti zanimal za nasˇ produkt. Ugotovili smo, da le tega ni,
obstajajo pa posredniki, ki trgujejo z zapornicami tujih proizvajalcev. Poslali smo
povprasˇevanje in jim povedali kaj zˇelimo razviti, vendar niso pokazali zanimanja. Tako
smo se odlocˇili povprasˇati sˇe v tujini in naleteli na enak odziv. Zato smo se odlocˇili, da
izberemo najcenejˇso ponudbo kitajskega posrednika, ki nam omogocˇa, da z enostavnim
prototipom pokazˇemo primer delovanja v praksi, ki bi ga lahko kasneje nadgradili na
bolj kompleksnem sistemu.
Izbrana zapornica je dimenzij 460 mm v dolzˇino, 495 mm v sˇirino in 90 mm v viˇsino,
ko je ta zaprta, ko se zapornica dvigne pa dosezˇe viˇsino 450 mm (slika 3.10). Ima
elektromotor, ki skrbi za dviganje in spusˇcˇanje zapornice. Ta mora biti prikljucˇen na
6 V enosmerne napetosti in v cˇasu dviganja oziroma spusˇcˇanja skozenj tecˇe tok okoli
0.8 A. Za napajanje lahko skrbi baterija, za katero je tudi prostor v ohiˇsju zapornice.
Upravljanje z zapornico je na daljavo, tudi do 50 metrov, s pomocˇjo upravljalnika, ki
posˇilja signal do sprejemnika na zapornici. Na upravljalniku sta dva stikala, eden za
dvig in drugi za spust zapornice.
Slika 3.10: Izbrana poklopna zapornica.
3.3.2.1 Krmilnik
Zapornici pa je bilo potrebno dodati sˇe krmilnik, s katerim se lahko povezˇemo na in-
ternet in dostopamo do pametne pogodbe. Izbrali smo Raspberry Pi, ki je trenutno
eden najbolj razsˇirjenih mikrokrmilnikov na svetu in je namenjen za izdelavo prototi-
pov (slika 3.11). Raspberry Pi je zasnovan za operacijski sistem Linux, mnoge Linux
distribucije pa imajo razlicˇico, optimizirano za Raspberry Pi. Na plosˇcˇi najdemo med
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drugimi tudi Wi-Fi komponento, ki omogocˇa povezavo na brezzˇicˇno internetno pove-
zavo.
Slika 3.11: Mikrokrmilnik Raspberry Pi [42].
Uporabna komponenta Raspberry Pi je vrsta ”GPIO”(splosˇnih vhodnih/izhodnih)
zaticˇev vzdolzˇ zgornjega roba plosˇcˇe (slika 3.12). Vse do sedaj razvite verzije Raspberry
Pi plosˇcˇ, imajo 40-pinsko GPIO glavo. Katerikoli od zaticˇev lahko v programskem oko-
lju nastavimo kot vhod ali izhod in z njimi tudi upravljamo. Izhod na zaticˇih lahko
postavljamo na 3 V ali jih ozemljimo na 0 V, vhodne napetosti pa tudi variirajo med
0 in 3 volti. Tako je njihova naloga v nasˇi aplikaciji, da s spreminjanjem stanja zaticˇa
upravljamo s poklopno zapornico.
Slika 3.12: GPIO zaticˇin na plosˇcˇi Raspberry Pi [42].
Krmilnik je dovolj zmogljiv, da lahko na njem poganjamo programsko okolje node.js,
tako kot to delamo na uporabniˇskem vmesniku. Glavna naloga programske kode je, da
prebira s pomocˇjo knjizˇnice web3 stanje spremenljivke, s katero belezˇimo ali uporabnik
zˇeli spustiti ali dvigniti zapornico (slika 3.13).
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Slika 3.13: Diagram poteka vzpostavitve sistema na krmilniku.
Do Ethereum omrezˇja dostopa v tem primeru preko javnega vozliˇscˇa Infura. Tokrat ne
potrebujemo spletnega vticˇnika MetaMask, saj ne klicˇemo nobene funkcije, ki bi spre-
minjala stanje pogodbe in tako ne opravljamo transakcij. Preverjanje stanje spremen-
ljivke v dolocˇenem cˇasovnem intervalu, v nasˇem primeru vsako sekundo, opravljamo s
pomocˇjo knjizˇnice, ki dostopa do cˇasovnega razporednika Cron, ki je namenjen za Li-
nux operacijski sistem. Knjizˇnica je del sistema paketov NPM. Znotraj vsake sekunde
torej nasˇ program poklicˇe funkcijo pametne pogodbe in si zapiˇse stanje spremenljivke,
cˇe v naslednjem intervalu pride do spremembe vrednosti, ta reagira tako, da izhod
enega od zaticˇev postavi na 3 V. Zraven opisane funkcije pa programska koda izvaja
sˇe prikazovanje namestitvene spletne strani. Na tej strani je takoj, ko vzpostavimo
delovanje nasˇe zapornice, potrebno vnesti identifikacijsko sˇtevilko parkiriˇscˇa. Sˇele ko
je ta vnesena in je ustrezna, lahko pricˇne sistem pravilno delovati. Na spletni strani
pa preverjamo ali ste vnesli pravilno identifikacijsko sˇtevilko, tako da pogledamo vne-
sen javni kljucˇ in ga primerjamo s kljucˇem, ki je shranjen na pametni pogodbi, kjer
mapiramo vsako identifikacijsko sˇtevilko parkiriˇscˇa z javnim kljucˇem lastnika. Tako
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pomagamo uporabniku, v primeru da se zmoti pri vnosu sˇtevilke, saj bi lahko krmilnik
pregledoval stanje spremenljivke napacˇnega parkiriˇscˇa in sistem ne bi deloval kot bi
zˇeleli. Ne predstavlja pa to, da sta javni kljucˇ in identifikacijska sˇtevilka javno dosto-
pni, nobenih varnostnih tezˇav, saj se tukaj ne izvaja nobenih transakcij in gre le za
krmiljenje zapornice.
3.3.2.2 Dodatno vezje
Upravljanje zapornice izvaja v osnovi upravljalec, v nasˇem primeru pa smo zˇeleli, da to
nalogo opravlja nasˇ krmilnik Raspberry Pi. Zato je bilo potrebno posecˇi v vezje samega
upravljalnika, kjer smo vzporedno s stikali, ki so na upravljalniku, vezali nasˇe vezje, ki
ga krmili krmilnik (slika 3.14). Ker upravljalnik zapornice deluje na napetosti 5 V in nasˇ
krmilnik postavlja zaticˇe na 3,3 V, je bilo potrebno povezati dva razlicˇna napetostna
nivoja. To smo naredili z uporabo relejev in tranzistorjev. Tranzistorji sluzˇijo za
usklajevanje napetostnih nivojev, releje pa smo uporabili v varnostne namene, da smo
naredili galvansko locˇitev. Rele smo vzporedno vezali s stikalom na upravljalniku, nato
pa smo zaporedno vezali tranzistor. Na bazo tranzistorja smo pripeljali preko upora,
tok iz izhodnih zaticˇev Raspberry Pi-ja.




Pogodba je sistem, ki deluje samostojno in v nasˇem primeru zˇe zagotavlja ponudbo
storitve uporabnikom, ki lahko do nje dostopajo. Vendar pa je tako upravljanje s
pogodbo in njenimi funkcijami neprijetno za uporabnike in lahko povzrocˇa nezˇelene
strosˇke. Na primer zˇelite rezervirati storitev v cˇasu, ki je zˇe rezerviran in klicˇete
funkcijo rezerviraj, ki zahteva e-gorivo za izvedbo. Ko je funkcija izvedena ugotovite,
da rezervacija ni bila uspesˇna in izgubite sredstva, ki ste jih namenili za e-gorivo. Zato,
da bi izboljˇsali uporabniˇsko izkusˇnjo, smo aplikaciji dodali sˇe uporabniˇski vmesnik, ki
omogocˇa enostavnejˇsi in prirocˇnejˇsi dostop do pametne pogodbe. Uporabniˇski vmesnik
je sestavljen iz strezˇniˇskega dela in graficˇnega uporabniˇskega vmesnika, spletne strani













Slika 3.15: Shema uporabniˇskega vmesnika.
Delovno okolje za razvoj uporabniˇskega vmesnika, je bilo postavljeno na odprtoko-
dnem strezˇniˇskem okolju Node.js, ki podpira programiranje v programskem jeziku
JavaScript in je zastonj. Prednost node.js je v tem, da omogocˇa asinhrono programi-
ranje. Vsako nalogo posˇlje v racˇunalniˇski datotecˇni sistem in nadaljuje z naslednjimi
zahtevami, ko racˇunalnik odpre in prebere datoteko, jo server postrezˇe uporabniku. S
tem nacˇinom delovanja se preprecˇi nepotrebno cˇakanje na razresˇitev posamezne zah-
teve in se nadaljuje z naslednjimi v vrsti. To pomeni, da je tak sistem hiter in zelo
ucˇinkovit glede spomina. Poleg tega je njegov ekosistem paketov NPM, najvecˇji sis-
tem odprtokodnih knjizˇnic na svetu in omogocˇa enostavno dodajanje paketov kode, ki
jo zˇelimo uporabljati znotraj svojih programov.
Na strezˇniˇsko okolje node.js smo s pomocˇjo ogrodja Sails, postavili arhitekturo Model-
Pogled-Kontroler (ang. Model-View-Controller) (slika 3.16). To arhitekturo smo dodali
v strezˇniˇsko okolje s pomocˇjo NPM paketa. Arhitektura razdeljuje aplikacijo na dva












- ustvari novega uporabnika
- prijavi se v račun










Slika 3.16: MVC arhitektura nasˇe aplikacije.
drug del pa je vse kar se dogaja v ozadju na strezˇniku, glede na dejanja uporabnikov
(ang. back-end). V osnovi bi lahko nasˇ vmesnik naredili dostopen za vse ljudi, ne da
bi vedeli kdo vmesnik sploh uporablja, ker pa smo zˇeleli zagotoviti ustrezno podporo
uporabnikom, smo se odlocˇili, da jih shranjujemo tudi v bazo podatkov (slika 3.17).
To pomeni, da je potrebno kreiranje uporabniˇskega racˇuna, cˇe zˇeliˇs oddajati svoje
parkiriˇscˇe, za posamezne rezervacije pa to ni potrebno. Za bazo podatkov smo izbrali
trenutno zelo popularno bazoMongoDB, ki omogocˇa shranjevanje razlicˇnih podatkov
in dokumentov.
a) b)
Slika 3.17: Slika a) prikazuje kako izgleda stran ko uporabnik ni prijavljen slika b) pa
ko ta je prijavljen.
Ker smo zˇeleli uporabnikom ponuditi mozˇnost rezervacije parkiriˇscˇa v naprej, je bilo
potrebno ustrezno zapisati in shranjevati cˇas v spremenljivke. Za enostavno upravljanje
s cˇasom, smo uporabili Unix Timestamp. Ta predstavlja standardni zapis cˇasa,
ki nam pove koliko sekund je preteklo od 1. Januarja 1970 00:00:00. Potrebno je
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poudariti, da je vrednost cˇasa v taki spremenljivki enak za vse cˇasovne pasove v danem
trenutku in tako nudi enostavno upravljanje s tako obliko zapisa cˇasa v aplikacijah
namenjenim globalnem svetu.
3.3.3.1 Strezˇniˇski del
Na strezˇniˇskem delu je glavni del MVC arhitekture, model. Ta predstavlja zgradbo po-
datkov in nacˇin kako s temi podatki upravljamo, v nasˇem primeru je model uporabnik
s svojimi atributi. Poleg modela pa imamo sˇe kontrolerje, ki imajo v nasˇem primeru
glavno nalogo ustvarjanja novih uporabnikov ter prikazovanja pogledov. Poleg tega
opravljajo sˇe nalogo avtentikacije uporabnikov pri prijavi v uporabniˇski racˇun in nad-
zirajo dostop do dolocˇenih vsebin, na primer do spletne strani za kreiranje parkirnega
mesta. V razvojnem ogrodju Sails lahko na enostaven nacˇin vkljucˇiˇs bazo podatkov
tako, da v nastavitveno datoteko dodasˇ enolicˇni krajevnik vira (URL) do svoje baze.
Ogrodje nato samo najde povezavo in vsakicˇ, ko ustvarimo novo instanco modela, av-
tomatsko shrani model tudi v bazi podatkov. V tem delu arhitekture ne komuniciramo
s pametno pogodbo in ima namen zgolj da olajˇsa uporabo.
create: async function(req, res) {
let p = req.allParams();
//Create a user with the params sent from the sign up form
let user = await User.create(p)
.intercept(’E_UNIQUE’, ()=> {return res.send("emailAlreadyInUse")})
.fetch();
//After successfully creating the user redirect to the show action
return res.send("User created!");
}
Primer delovanja kontrolerja v povezavi z modelom in pogledom je ustvarjanje upo-
rabniˇskega racˇuna (slika 3.18). Uporabnik je na spletni strani izpolnil obrazec za krei-
ranje novega uporabnika in poslal zahtevo, ki pride do kontrolerja za ustvarjanje upo-
rabnikov. Ta najprej zahteva vse podatke iz obrazca, ki ga je izpolnil uporabnik. Nato
klicˇe asinhrono funkcijo ”ustvari”(ang. create) na model Uporabnik, s parametri, ki so
podatki iz obrazca. Nato funkcija preverja ali vneseni podatki ustrezajo vsem atribu-
tom v modelu za njegovo kreiranje, cˇe niso ustrezni pride do napake, ki posˇlje nazaj
ustrezno opozorilno sporocˇilo. V kolikor so vneseni podatki ustrezni, se ustvari nov
model uporabnika in shrani v bazo podatkov, prav tako se vrne sporocˇilo, ki sporocˇa
uspesˇno kreiranje modela.
3.3.3.2 Graficˇni vmesnik
Spletne strani so del pogledov v MVC strukturi in predstavljajo graficˇni uporabniˇski
vmesnik za uporabo aplikacije (slika 3.19). Za lepsˇi izgled spletnih strani smo poleg
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Slika 3.18: Diagram poteka ustvarjanja uporabnika na strezˇniku.
klasicˇnega HTML jezika, uporabili sˇe CSS jezik, ki opisuje stil HTML dokumenta.
Za olajˇsano in hitrejˇse programiranje smo uporabili Bootstrap orodje, ki temelji na
HTML in CSS jezikih in zˇe ima nekaj nastavljenih slogov in oblik vgrajenih. Ker je bilo
potrebno izvesti nekaj kompleksnih operacij na spletni strani, smo dodali sˇe knjizˇnico
JQuery, ki omogocˇa da upravljamo s posameznimi HTML elementi v JavaScript je-
ziku. Tako imamo zraven vsakega HTML dokumenta sˇe skripto za JavaScript, v katerih
izvajamo dodatne funkcije, kot so na primer klici funkcij pametne pogodbe. Uporabili
smo sˇe nekaj dodatnih knjizˇnic, ki dodatno izboljˇsajo uporabniˇsko izkusˇnjo, kot je na
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primer knjizˇnica kjer lahko datum in cˇas rezervacije izberemo v obliki koledarja in ure.
Slika 3.19: Mrezˇna struktura spletnih strani nasˇe aplikacije.
3.3.3.3 Web3
Najpomembnejˇsa knjizˇnica, ki smo jo uporabili pri ustvarjanju spletnih strani pa je
web3 knjizˇnica, ki omogocˇa komunikacijo skript programskega jezika JavaScript s
pametnimi pogodbami. Da lahko klicˇemo posamezne funkcije pametne pogodbe, je
potrebno najprej shraniti javni naslov pogodbe in aplikacijski binarni vmesnik ABI.
Ta predstavlja vmesnik med dvema binarnima programoma, pogosto je eden od teh
modulov knjizˇnica ali operacijski sistem, drugi pa program, ki ga upravlja uporabnik.
V nasˇem primeru gre za vmesnik med virtualnim strojem Ethereum, na katerem stoji
pametna pogodba in JavaScript programom, ki tecˇe v ozadju spletne strani. Ko imamo
oba podatka, lahko s pomocˇjo knjizˇnice web3 ustvarimo objekt pogodbe, na katerega
klicˇemo funkcije iz pametne pogodbe. Glede na vrsto funkcije v pogodbi, pripenjamo
razlicˇno pripono funkciji v skripti. Torej, cˇe je funkcija za prebiranje podatkov iz po-
godbe, uporabimo pripono ”klicˇi”(ang. call), cˇe pa spreminjamo stanje pogodbe, pa
uporabimo pripono ”posˇlji”(ang. send). Potrebno je paziti na to, da so vse funkcije,
ki klicˇejo pogodbo asinhrone in tej je potrebno obesiti na odgovor funkcije, cˇe zˇelimo
uporabiti vrnjene podatke od funkcije.
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V nasˇi aplikaciji imamo tako primer, ko najprej poklicˇemo funkcijo iz pogodbe, ki nam
vrne dolzˇino vektorja vseh parkiriˇscˇ. Nato uporabimo vrnjeno vrednost, da postavimo
zgornjo vrednost indeksa v for zanki (slika 3.20). Potrebno je poudariti, da izvedba for
zanke na strani pogodbe ni ustrezna, saj povecˇuje strosˇke rudarjenja pogodbe. Tako
je bolj ustrezen nacˇin, ki smo ga uporabili, da na strani pametne pogodbe pobiramo
zgolj en podatek, vse podatke pa potem zberemo na strani skripte spletne strani.
Slika 3.20: Diagram poteka izpisa parkiriˇscˇ na spletni strani.
V vsaki iteraciji zanke znova klicˇemo funkcijo iz pogodbe, ki nam vrne atribute struk-
ture posameznega parkiriˇscˇa. Ko nam funkcija vrne podatke, te uporabimo kot argu-
ment v novi funkciji, v kateri iz dobljenih podatkov pripenjamo v HTML dokumentu
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nov HTML element ”kartica”(ang. card), ki je del orodja Bootstrap in sluzˇi v nasˇem
primeru za prikaz posameznega parkiriˇscˇa. Znotraj te funkcije imamo sˇe eno funkcijo,
ki klicˇe pogodbo in sicer poklicˇe mapiranje, ki identifikacijski sˇtevilki parkiriˇscˇa pripiˇse
javni naslov lastnika parkiriˇscˇa. Kot vidimo, lahko pride z uporabo asinhronih funkcij
do ugnezdenja velikega sˇtevila le teh in je potrebno paziti, da imamo ustrezni vrstni red
izvajanja operacij. To gnezdo funkcij se v nasˇem programu izvaja vsakicˇ, ko nalozˇimo
stran, in tako uporabnikom spletne strani sproti prikazujemo vsa parkiriˇscˇa, ki so zapi-
sana v pogodbi. Opisan primer sluzˇi uporabnikom, da hitreje pregledajo vsa parkiriˇscˇa,
ki jih lahko uporabljajo, saj istocˇasno preko pogodbe lahko prebirajo podatke samo o
enem parkiriˇscˇu. Na vsaki kartici parkiriˇscˇa pa je tudi gumb, ki povezuje do spletne
strani, kjer lahko parkiriˇscˇe tudi rezerviramo. Vse to je izvedeno s funkcijami, ki ne
spreminjajo stanja pogodbe, temvecˇ gre le za prebiranje podatkov iz pogodbe in je
tako ta uporabniˇska izkusˇnja brezplacˇna.
function reserveParkingSlot(id, init, dura) {
$("#txStatus").text("Reserving slot on the blockchain. This may take
a while...");
return cryptoParking.methods.reserve(id, init, dura)
.send({from: userAccount})




.on("error", function (error) {
$("#txStatus").text(error);
let err = error.toString();
if (err === ’Error: No "from" address specified in neither the given





V primeru ko klicˇemo funkcijo, ki spreminja stanje pogodbe, je potrebno izvesti placˇilo
e-goriva za rudarje. Ko je transakcija opravljena, nam funkcija vrne ali je bila tran-
sakcija izvedena uspesˇno, oziroma cˇe je priˇslo do napake v obliki racˇuna transakcije
(ang. transaction hash). Zato je potrebno uposˇtevati obe opciji, ko se zˇelimo obesiti
na vrnjeno vrednost funkcije. Prav tako je zazˇeleno da uporabnike obvestimo, da bo
potrebno pocˇakati nekaj cˇasa, da se izvedena transakcija zapiˇse v blok verige.
3.3.3.4 MetaMask
Naslednji pomembni element, ki je del graficˇnega vmesnika, pa je spletni vticˇnik Me-
taMask (slika 3.21). Pri opravljanju transakcij na Ethereum omrezˇju je potrebno
upravljanje z javnim in privatnim kljucˇem, s katerim potrjujemo, da je transakcija
zares priˇsla od dolocˇenega uporabnika. Privatnega kljucˇa ne smemo nikoli deliti z osta-
limi, cˇe ne zˇelimo, da nam ne izpraznijo racˇuna. Zato je izjemnega pomena, da imajo
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aplikacije, ki ravnajo s tvojim privatnim kljucˇem, dobro zavarovane podatke. Na nasˇi
spletni strani bi lahko tako shranjevanje privatnih kljucˇev posameznih uporabnikov,
ki opravljajo transakcije, izvedli sami. Uporabniki bi dostopali do javnega vozliˇscˇa
Ethereum omrezˇja, kot je na primer Infura, vendar pa je samo hranjenje kljucˇev izje-
mno odgovorno in je potrebna kompleksna programska koda. Zato obstajajo zˇe razvite
aplikacije, ki to delo opravljajo namesto nas in eden od teh je tudi vticˇnik za spletne
brskalnike MetaMask, ki smo ga uporabili v nasˇi aplikaciji. Ta skrbi, da uporabniki ne
rabijo poganjati svojega vozliˇscˇa za Ethereum omrezˇje, temvecˇ je prikljucˇen vticˇnik na
javno vozliˇscˇe prej omenjene Infure. MetaMask pa dodatno predstavlja sˇe varen sef za
identitete uporabnikov, torej za varno shranjevanje privatnih kljucˇev. Omogocˇa tudi
enostavno izvedbo transakcij takoj, ko je poslana zahteva za opravljanje transakcij, se
odpre pojavno okno, kjer je potrebno zgolj vpisati koliko denarja zˇelimo nameniti za
e-gorivo in potrditi transakcijo.
Slika 3.21: Spletni vticˇnik MetaMask.
S tem, ko smo uporabili ta vticˇnik v nasˇi aplikaciji, pa uporabnik mora imeti nalozˇen
MetaMask ali podoben vticˇnik, ki deluje na javnem vozliˇscˇu Ethereum omrezˇja, pre-
den sploh lahko opravlja transakcije na nasˇi spletni strani. Takoj, ko je spletna stran
nalozˇena preverimo, cˇe ima uporabnik dostop do Ethereum omrezˇja. V kolikor ugoto-
vimo, da uporabnik dostopa nima, ga napotimo na domacˇo spletno stran vticˇnika, kjer
si ga lahko na enostaven nacˇin namesti (slika 3.22). Prav tako ga ob vsaki zahtevi za
placˇilo obvestimo, v kolikor ni prijavljen v uporabniˇski racˇun na MetaMask vticˇniku.
Postopek opravljanja transakcij poteka tako, da najprej uporabnik posˇlje zahtevo za
transakcijo. Odpre se vticˇnik, v katerem je potrebno dolocˇiti kolicˇino e-goriva, ki ga
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Slika 3.22: Opozorilo, ki napotuje uporabnika da nalozˇi spletni vticˇnik.
zˇelimo nameniti rudarjem (slika 3.23). Opozori nas, da se v primeru premajhne kolicˇine
e-goriva nekatere funkcije ne bodo izvedle do konca in da naj nastavimo ustrezno
kolicˇino. Ko potrdimo transakcijo, je potrebno pocˇakati, da jo rudarji zapiˇsejo v blok
verige.
Slika 3.23: Potrjevanje transakcije in dolocˇitev e-goriva.
Nato dobimo nazaj ali racˇun transakcije, ki vsebuje vse podatke o transakciji, cˇe je
bila ta uspesˇno zapisana v verigo, ali opozorilo da je priˇslo do napake (slika 3.24).
Ker klic funkcij, ki spreminjajo stanje pogodbe, stane nekaj e-goriva, smo s pomocˇjo
funkcij, ki vracˇajo samo podatke zapisane v pogodbi, preprecˇili nekaj nezˇelenih si-
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Slika 3.24: Diagram poteka posamezne transakcije.
tuacij, v katerih nam klici funkcij ne opravijo zˇeljene operacije, ker ne izpolnjujemo
pogojev. Na primer, ko bi recimo zˇeleli spustiti zapornico pa nimamo v tem terminu
rezerviranega parkiriˇscˇa, bi za klic funkcije placˇali e-gorivo, zgodilo pa se ne bi nicˇ.
Tako sproti preverjamo ali se trenutni javni kljucˇ uporabniˇskega racˇuna v MetaMasku
ujema z atributom lastnika rezervacije v strukturi rezervacije v tem terminu. Cˇe pride
do ujemanja, prikazˇemo uporabniku gumb, ki klicˇe funkcijo za spustitev ali dvig za-
pornice, glede na njen trenutni polozˇaj. Tako na nasˇi spletni strani sploh te funkcije
pametne pogodbe ni mozˇno poklicati, v kolikor se ne ujemajo vsi pogoji za uspesˇno
izvedbo operacije in s tem zmanjˇsamo nezˇelene strosˇke uporabnikov. Kar je prednost
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kot v primeru, kjer klicˇemo funkcije pogodbe iz katere druge programske opreme, kot
je na primer Mist.
3.4 Testiranje
Pri testiranju razvite platforme smo najprej vzpostavili pametno pogodbo na Ethereum
omrezˇje. Nato smo izvedli nekaj testov funkcij nasˇe aplikacije, kjer nas je zanimal
predvsem priblizˇni strosˇek izvedbe ter cˇas. Pri strosˇku izvedbe smo zˇeleli uposˇtevati
sˇe primerjavo med testnim in glavnim omrezˇjem, zato smo izrisali sˇe krivuljo, ki nam
sluzˇi za pretvorbo strosˇkov v realne vrednosti.
3.4.1 Vzpostavitev pogodbe na omrezˇje
Vzpostavitev pogodbe na testno omrezˇje Rinkeby se izvede kar v programskem okolju
Remix. Potrebna pa je povezava z Geth vozliˇscˇem na omrezˇje. To storimo tako, da
najprej generiramo izvorni blok in v konzoli pozˇenemo ukaz za zagon vozliˇscˇa.





Ukaz pove katero omrezˇje izbere, kje se nahaja izvorni blok in v kaksˇnem nacˇinu iz-
vaja omrezˇje, podano je tudi vozliˇscˇe, na katerega se najprej povezˇe. Ko je povezava
vzpostavljena in je vozliˇscˇe sinhronizirano z omrezˇjem, lahko nalozˇimo pogodbo na
omrezˇje. Za nalozˇitev pogodbe je prav tako potrebno placˇati e-gorivo rudarjem, ki
pogodbo zapiˇsejo v blok. Pogodba se zapiˇse v enega od naslednjih blokov, cˇas trajanja
je odvisen od kolicˇine ostalih zapisov, ki cˇakajo v vrsti (slika 3.25). Ko je pogodba
zapisana v blok, je potrebna sˇe potrditev bloka v omrezˇje.
Potem, ko je zapis pogodbe v blok koncˇan, dobi pogodba svoj javni naslov preko
katerega lahko opazujemo pogodbo in klicˇemo njene funkcije. Pogodba je tako zˇe
pripravljena za uporabnike in je ni vecˇ mozˇno spreminjati. V kolikor ugotovimo, da
nasˇe funkcije ne delujejo pravilno, je potrebno popraviti programsko kodo pogodbe
in jo ponovno nalozˇiti po opisanem postopku. Nova pogodba dobi nov javni kljucˇ in
deluje povsem neodvisno glede na staro pogodbo.
Potem, ko je pametna pogodba nalozˇena na omrezˇje, deluje kot samostojen sistem in
je zˇe na voljo uporabnikom (slika 3.26). Nasˇa pogodba tako omogocˇa uporabnikom, da
klicˇejo prej omenjene funkcije na razlicˇne nacˇine. Najenostavnejˇsi nacˇin opazovanja in
upravljanja s pogodbami je kar preko programske opreme Mist Ethereum Wallet ali s
podobnimi programi. Funkcije pametnih pogodb lahko klicˇejo uporabniki, lahko pa jih
klicˇejo tudi ostale pogodbe. Tako poznamo pogodbe, ki popolnoma temeljijo na drugi
pogodbi in jo samo deloma nadgradijo.
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Slika 3.25: Cˇakanje na zapis pogodbe v blok [43].
Pametna pogodba:
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Transakcija 1 + podpis 1
Transakcija 2 + podpis 2
Transakcija 3 + podpis 3
Transakcija 1 + podpis 1
Transakcija 2 + podpis 2
Transakcija 3 + podpis 3
Transakcija 1 + podpis 1
Transakcija 2 + podpis 2






















Testirali smo tri funkcije nasˇe aplikacije in sicer funkcijo rezervacije parkirnega mesta,
funkcijo spusta in dviga parkirne zapornice ter funkcijo kreiranja novega parkirnega
mesta v sistemu.
Parametri, ki smo jih zajemali med procesom testiranja, so bili enaki za vsa testiranja
in sicer cˇas izvedbe operacije, kolicˇina enot e-goriva porabljenega s strani rudarjev za
izvedbo funkcije ter uspesˇnost funkcije. Cˇas smo zajemali s pomocˇjo sˇtoparice, kolicˇino
porabljenega e-goriva smo prebirali iz spletne strani Etherscan [43], ki je namenjena
sledenju transakcij in prebiranju zapisov v blokih. Uspesˇnost smo ocenjevali na podlagi
tega, ali je bila funkcija izvedena tako kot je bilo zastavljeno pri razvoju aplikacije.
Glede na teoreticˇni pregled podrocˇja smo pricˇakovali, da bo kolicˇina porabljenega e-
goriva konstantna tudi pri vecˇkratni ponovitvi funkcije, saj rudarji izvedejo vedno enako
kolicˇino programske kode. Prav tako smo pricˇakovali, da bo zajeti cˇas dokaj odvisen od
tega kje v intervalu 15 sekund nastajanja bloka bo nasˇa transakcija oddana v omrezˇje.
Zato se pri zajemu cˇasa ni bilo potrebno posebej truditi za zelo natancˇen zajem, prav
tako pa smo zato naredili zgolj pet ponovitev pri vsakem scenariju. Dobljena vrednost
cˇasa nam bo sluzˇila, da dobimo priblizˇni obcˇutek za nadaljnje delo, predvsem pri
optimizaciji.
3.4.2.1 Test funkcije rezervacije
Najprej smo dolocˇili zacˇetno in koncˇno merno tocˇko za merjenje cˇasa. V tem primeru
je zacˇetna tocˇka bila pritisk gumba za potrditev rezervacije na graficˇnem vmesniku,
koncˇna pa izpis pojavnega sporocˇila o uspesˇnosti na graficˇnem vmesniku (slika 3.27).
Postopek merjenja je bil sledecˇ, ob pritisku na gumb za potrditev rezervacije smo
hkrati sprozˇili sˇtoparico, nato je graficˇni vmesnik obdelal zahtevo ter odprl vticˇnik Me-
taMask, kjer smo morali potrditi transakcijo. Ko smo potrdili zahtevo, je bilo potrebno
pocˇakati, da je bila transakcija oddana v Ethereum omrezˇje ter na njen zapis v blok.
V obeh primerih uspesˇnega oziroma neuspesˇnega zapisa v blok omrezˇje vrne sporocˇilo.
Ko je to sporocˇilo obdelal in izpisal graficˇni vmesnik, smo prekinili z merjenjem cˇasa.
Na podlagi sporocˇila smo ocenili uspesˇnost izvedbe funkcije, na spletni strani Etherscan
pa smo kasneje sˇe preverili kolicˇino porabljenih enot e-goriva za izvedbo funkcije. Glede
na zapisano pogodbo v pametni pogodbi, ima nasˇa funkcija rezervacije sˇtiri scenarije,
po katerih se izvede programska koda. Prva delitev se ustvari glede na vneseni interval
rezervacije kot vhodni parameter funkcije. V kolikor je na tem intervalu, ki ga vnese
uporabnik, zˇe obstojecˇa rezervacija, se izvedba funkcije prekine in proces rezervacije ni
uspesˇen, tj. prvi scenarij. Da smo lahko testirali scenarij, kjer je cˇasovni interval rezer-
vacije neustrezen, smo morali odstraniti funkcijo v uporabniˇskem vmesniku, ki sama
prebira iz pametne pogodbe obstojecˇe rezervacije in zˇe pred izvedbo transakcije pre-
precˇi, da uporabnik vnese neustrezni interval. V primeru vnosa ustreznega cˇasovnega
intervala kot vhodni parameter v funkcijo rezervacije, pa se izvedejo sˇe trije scenariji.
Prvi scenarij je, ko je mapiranje rezervacij prazno, takrat se enostavno zapiˇse rezer-
vacijo v mapiranje in je rezervacija uspesˇna. Drugi scenarij se zgodi v primeru, ko je
mapiranje rezervacij zˇe napolnjeno z nekaj elementi. Takrat se preveri ali je katera
izmed obstojecˇih rezervacij zˇe pretekla. Cˇe so sˇe vse rezervacije aktualne, se novo re-
zervacijo zapiˇse na naslednje mesto za zadnjo zˇe obstojecˇo rezervacijo, to je nasˇ tretji
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scenarij poteka programa. V primeru, da pa obstaja rezervacija, ki je pretekla, na










Slika 3.27: Cˇasovnica poteka procesa rezervacije.
Pri testiranju scenarija, kjer je interval ustrezen in v mapiranju sˇe ni nobene rezervacije,
smo izvedli sˇe test, kjer smo preverjali ali sprememba vrednosti cene e-goriva vpliva na
cˇas izvedbe funkcije na testnem omrezˇju. Zagotovo vpliva na cˇas izvedbe na glavnem
omrezˇju, kjer rudarji izbirajo transakcije glede na ceno e-goriva, na testnem omrezˇju
pa rudarjenje poteka malo drugacˇe. Tako smo pri treh razlicˇnih vrednostih e-goriva
izvedli meritve.
3.4.2.2 Test funkcije spusˇcˇanja in dviganja zapornice
Zacˇetna tocˇka je bila tudi tokrat pritisk gumba za potrditev spusta oziroma dviga
zapornice na graficˇnem vmesniku, koncˇna pa je bila v tem primeru, ko je zapornica










Slika 3.28: Cˇasovnica poteka procesa dviga oziroma spusta zapornice.
Postopek merjenja je bil sledecˇ, ob pritisku na gumb za dvig oziroma spust zapornice,
smo hkrati sprozˇili sˇtoparico, nato je graficˇni vmesnik obdelal zahtevo ter odprl vticˇnik
MetaMask, kjer smo morali potrditi transakcijo. Ko smo potrdili zahtevo, je bilo
potrebno pocˇakati, da je bila transakcija oddana v Ethereum omrezˇje ter na njen zapis
v blok. V kolikor je priˇslo do spremembe stanja spremenljivke v pametni pogodbi, je
krmilnik na zapornici odreagiral in sprozˇil premik zapornice iz ene lege v drugo, ko se
je zapornica zaustavila, smo prenehali z merjenjem cˇasa. Na podlagi izvedbe premika
zapornice smo ocenili uspesˇnost izvedbe funkcije, na spletni strani Etherscan pa smo
kasneje sˇe preverili kolicˇino porabljenih enot e-goriva za izvedbo funkcije. Glede na
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zapisano pogodbo v pametni pogodbi, ima funkcija spusta oziroma dviga zapornice le
dva scenarija poteka programske kode. Funkcija preverja ali ima javni naslov klicatelja
funkcije v danem trenutku aktivno rezervacijo za izbrano parkiriˇscˇe. Cˇe ugotovi, da
uporabnik nima trenutno nobene rezervacije, se izvedba funkcije prekine, v nasprotnem
primeru se spremeni vrednost spremenljivke in se proces dviga oziroma spusta izvede.
3.4.2.3 Test funkcije kreiranja parkirnega mesta
Zacˇetna tocˇka je bila tudi v tem primeru pritisk gumba za tvorjenje novega parkirnega
mesta na graficˇnem vmesniku, koncˇna pa izpis pojavnega sporocˇila o uspesˇnosti na
graficˇnem vmesniku (slika 3.29). Postopek merjenja je bil sledecˇ, ob pritisku na gumb
za kreiranje parkiriˇscˇa smo hkrati sprozˇili sˇtoparico, nato je graficˇni vmesnik obdelal
zahtevo ter odprl vticˇnik MetaMask, kjer smo morali potrditi transakcijo. Ko smo
potrdili zahtevo, je bilo potrebno pocˇakati, da je bila transakcija oddana v Ethereum
omrezˇje ter na njen zapis v blok. V obeh primerih uspesˇnega oziroma neuspesˇnega
zapisa v blok, omrezˇje vrne sporocˇilo. Ko je to sporocˇilo obdelal in izpisal graficˇni
vmesnik, smo prekinili z merjenjem cˇasa. Na podlagi sporocˇila smo ocenili uspesˇnost
izvedbe funkcije, na spletni strani Etherscan pa smo kasneje sˇe preverili kolicˇino po-
rabljenih enot e-goriva za izvedbo funkcije. Glede na zapisano pogodbo v pametni
pogodbi, ima funkcija ustvarjanja novega parkirnega mesta zopet zgolj dva scenarija
poteka programske kode. Cˇe funkciji zagotovimo ustrezne vhodne parametre, se bo
izvedla in v vektor vseh parkiriˇscˇ dodala novo strukturo parkiriˇscˇa, v nasprotnem pri-










Slika 3.29: Cˇasovnica poteka procesa kreiranja novega parkirnega mesta.
3.4.2.4 Izris krivulje za oceno realnih strosˇkov
Iz dobljenih podatkov testiranj o kolicˇini enot e-goriva porabljenih za izvedbo posa-
meznih funkcij smo lahko kasneje preracˇunali strosˇek uporabnikov za klic ene funkcije.
Izracˇun je preprost, saj gre zgolj za zmnozˇek med enotami e-goriva potrebnimi za iz-
vedbo funkcije ter ceno ene enote e-goriva. Vendar pa si uporabniki sami izberejo ceno
e-goriva, ki vpliva na to, kako hitro bodo rudarji zˇeleli izvesti funkcijo. Za to, da si
lazˇje predstavljamo kaksˇno cena e-goriva je trenutno potrebna, da je nasˇa transakcija
zagotovo sprejeta s strani rudarjev in je zapisana v naslednji blok, lahko uporabljamo
razlicˇne spletne strani, ki to belezˇijo, ena izmed teh je tudi EthGasStation [44]. S
pomocˇjo te spletne strani smo izrisali krivuljo, ki nam kazˇe koliksˇna je verjetnost, da
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so rudarji za dolocˇeno ceno e-goriva sprejeli transakcijo in jo zapisali v naslednji blok,
glede na zadnjih 200 blokov (slika 3.30). Ker se ta krivulja vse skozi spreminja, nasˇa
dobljena krivulja velja za dan 19.7.2018, na dan ko smo analizirali rezultate. Ker smo
zˇeleli, da nasˇi uporabniki uporabljajo nasˇe funkcije kar se da hitro brez nepotrebnega
cˇakanja, smo za preracˇun strosˇkov izbrali najmanjˇso vrednost pri kateri je verjetnost
za izbiro bloka s strani rudarjev sto procentna. Dobljena vrednost strosˇkov za klic
funkcije je v enoti Ether, ker smo zˇeleli dobiti vrednost tudi v bolj konvencionalnih
valutah smo to preracˇunali z uporabo pretvorbe iz valute Ether v valuto Evro, ki je na
dan 19.7.2018 ob uri 13:00 znasˇala 1 ETH = 411,49 e [45].
Slika 3.30: Graf odvisnosti delezˇa sprejetosti transakcije med rudarji od cene enote
e-goriva.
Glede na dobljeno krivuljo lahko opazimo, da 100 procentov dosezˇemo pri vrednosti
41 gwei, ki je ekvivalentna vrednosti 41 · 10−9 ETH. To vrednost smo uporabili pri
analizi rezultatov kot ceno enote e-goriva.
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Najprej smo uspesˇno nalozˇili nasˇo pogodbo na testno omrezˇje Rinkeby, kjer je delovalo
vse tako, kot smo predvidevali (slika 4.1). Pri tem smo ugotovili, da so rudarji za
nalozˇitev pogodbe na omrezˇje porabili 1105619 enot e-goriva.
Slika 4.1: Uspesˇen zapis pogodbe v blok [43].
Glede na dobljeno vrednost 41 gwei, ki je potrebna, da rudarji sprejmejo transakcijo
z gotovo verjetnostjo, lahko preracˇunamo, da smo za nalozˇitev pogodbe na omrezˇje
placˇali 45330379 gwei oziroma 0,045330379 ETH, kar glede na zapisano pretvorbo v
prejˇsnjem poglavju v evrih pomeni priblizˇno 18,65 e. Ta cena ni bistvenega pomena,
saj je pogodbo potrebno nalozˇiti na omrezˇje le enkrat in ne predstavlja strosˇka za
uporabnike.
Nato smo izvedli test posameznih funkcij nasˇe aplikacije, najprej smo testirali funkcijo
rezervacije. Ker nas je zanimalo ali sprememba cene e-goriva vpliva na cˇas izvedbe tudi
na testnem omrezˇju Rinkeby, smo poleg meritev vseh sˇtirih potekov izvedbe programske
kode, pri prvem scenariju meritve ponovili sˇe dvakrat. Torej smo najprej izvedli meritve
za scenarij, ko parkiriˇscˇe sˇe nima rezervacij za tri cene e-goriva in sicer za 1 gwei, 0,1
gwei in za 1000 gwei. Pri testnem omrezˇju Rinkeby je potrebno poudariti, da rudarjenje
ne poteka enako kot na glavnem omrezˇju, saj tu velja zagotovilo o avtoriteti. Tako bloke
potrjujejo le uporabniki s posebnim dovoljenjem.
Najprej lahko iz dobljenih rezultatov opazimo, da glede na teorijo velja tudi v praksi,
da se kolicˇina e-goriva ne spreminja pri vecˇkratni izvedbi funkcije. Druga ugotovitev
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Preglednica 4.1: Prikaz rezultatov testiranja funkcije rezervacije za scenarij 1 pri ceni
e-goriva 1 gwei.
Parametri Cˇas [s] Porabljene enote e-goriva Uspesˇnost
Meritev 1 30 106477 DA
Meritev 2 33 106477 DA
Meritev 3 26 106477 DA
Meritev 4 31 106477 DA
Meritev 5 39 106477 DA
Povprecˇna vrednost 32 106477 /
Meritve so bile opravljeni pri vrednosti cene enote e-goriva 1 gwei.
Preglednica 4.2: Prikaz rezultatov testiranja funkcije rezervacije za scenarij 1 pri ceni
e-goriva 0,1 gwei.
Parametri Cˇas [s] Porabljene enote e-goriva Uspesˇnost
Meritev 1 53 106477 DA
Meritev 2 103 106477 DA
Meritev 3 88 106477 DA
Meritev 4 73 106477 DA
Meritev 5 40 106477 DA
Povprecˇna vrednost 71 106477 /
Meritve so bile opravljeni pri vrednosti cene enote e-goriva 0,1 gwei.
je, da se pri izvedbi funkcije z 0,1 gwei, cˇas izvedbe povecˇa za dvakrat v primerjavi z
izvedbo pri ceni 1 gwei, v primeru izvedbe s 1000 gwei pa ni cˇas nicˇ manjˇsi, v bistvu
je povprecˇna vrednost sˇe malo vecˇja. Glede na dobljeno povprecˇno vrednost za ceno
e-goriva 1 gwei, ki je 32 sekund, lahko sklepamo, da je bila nasˇa transakcija vedno
sprejeta pri rudarjih in bila zapisana v prvem naslednjem bloku. Zato smo to ceno e-
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Preglednica 4.3: Prikaz rezultatov testiranja funkcije rezervacije za scenarij 1 pri ceni
e-goriva 1000 gwei.
Parametri Cˇas [s] Porabljene enote e-goriva Uspesˇnost
Meritev 1 44 106477 DA
Meritev 2 32 106477 DA
Meritev 3 28 106477 DA
Meritev 4 38 106477 DA
Meritev 5 34 106477 DA
Povprecˇna vrednost 35 106477 /
Meritve so bile opravljeni pri vrednosti cene enote e-goriva 1000 gwei.
goriva 1 gwei uporabili tudi pri vseh nadaljnjih testiranjih. Naslednje tabele prikazujejo
rezultate sˇe za preostale poteke programske kode izvajanja funkcije rezerviranja pri ceni
e-goriva 1 gwei.
Preglednica 4.4: Prikaz rezultatov testiranja funkcije rezervacije za scenarij 2.
Parametri Cˇas [s] Porabljene enote e-goriva Uspesˇnost
Meritev 1 38 93796 DA
Meritev 2 33 95810 DA
Meritev 3 32 97888 DA
Meritev 4 51 99966 DA
Meritev 5 58 102044 DA
Povprecˇna vrednost 42 97900 /
Meritve so bile opravljeni pri vrednosti cene enote e-goriva 1 gwei.
Cˇe primerjamo dobljene vrednosti lahko opazimo, da so razlike pri vrednostih cˇasa
majhne in najverjetneje posledica zˇe prej opisanega nakljucˇnega dodajanja transakcij
v omrezˇje v 15 sekundni interval. Opazimo lahko tudi razlike v porabljenem e-gorivu
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Preglednica 4.5: Prikaz rezultatov testiranja funkcije rezervacije za scenarij 3.
Parametri Cˇas [s] Porabljene enote e-goriva Uspesˇnost
Meritev 1 37 53973 DA
Meritev 2 48 53973 DA
Meritev 3 38 53973 DA
Meritev 4 47 53973 DA
Meritev 5 35 53973 DA
Povprecˇna vrednost 41 53973 /
Meritve so bile opravljeni pri vrednosti cene enote e-goriva 1 gwei.
Preglednica 4.6: Prikaz rezultatov testiranja funkcije rezervacije za scenarij 4.
Parametri Cˇas [s] Porabljene enote e-goriva Uspesˇnost
Meritev 1 47 24068 NE
Meritev 2 41 24068 NE
Meritev 3 45 24068 NE
Meritev 4 44 24068 NE
Meritev 5 53 24068 NE
Povprecˇna vrednost 46 24068 /
Meritve so bile opravljeni pri vrednosti cene enote e-goriva 1 gwei.
pri drugem scenariju, to je posledica tega, da vsakicˇ, ko dodamo novo rezervacijo, je
potrebno pri naslednjem klicu funkcije izvesti eno iteracijo vecˇ, ki preverja ali je cˇasovni
interval zˇe zaseden. Zato je tudi povecˇevanje kolicˇine porabljenega e-goriva linearna.
Takoj lahko ugotovimo, da je strosˇek rezervacije zelo odvisen od tega, v katerem pri-
meru bo uporabnik izvedel klic funkcije. To nam predstavlja problem, saj bi zˇeleli, da
so strosˇki uporabnika enotni za vsakogar in vsakokrat, in bo v prihodnje ta problem
tudi potrebno odpraviti. Pri cˇetrtem scenariju opazimo razliko v primerjavi z ostalimi
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tudi v uspesˇnosti, kar je tudi logicˇno, saj smo zˇeleli testirati situacijo, ko rezervacija ne
uspe. Bolj pa nas zanimajo strosˇki klica posamezne funkcije za uporabnike. To lahko
izracˇunamo s pomocˇjo porabljenih enot e-goriva za klic funkcije in pretvorbe iz ETH
v EUR.
– Scenarij 1: 106477 · 41 gwei = 0,00436556 ETH → 1,80 e,
– Scenarij 2: 97900 · 41 gwei = 0,00401390 ETH → 1,65 e,
– Scenarij 3: 53973 · 41 gwei = 0,00221289 ETH → 0,91 e,
– Scenarij 4: 24068 · 41 gwei = 0,00098679 ETH → 0,41 e.
Opazimo torej, da je razlika med strosˇki uspesˇnega rezerviranja parkiriˇscˇa tudi do
dvakrat vecˇja in bi verjetno bila sˇe vecˇja, cˇe bi bilo v sistemu vecˇ aktualnih rezervacij, ki
bi v drugem scenariju povecˇevalo sˇtevilo iteracij. O tem problemu neenakosti strosˇkov
za uporabnike, bi bilo mogocˇe v prihodnje razmisliti in ga tudi resˇiti. Zanimiv je
tudi podatek o strosˇku, ko rezervacija ne uspe. Ker smo na uporabniˇskem vmesniku
zagotovili, da uporabnik ne more opraviti transakcije, cˇe izbrani termin ni prost, do
te situacije z uporabo nasˇega vmesnika ne more priti in tako prihranimo ta strosˇek
uporabnikom. Seveda lahko klicˇejo to funkcijo iz drugih vmesnikov in lahko pride do
te situacije v praksi.
V nadaljevanju smo testirali funkcijo spusˇcˇanja in dviganja zapornice. Dobili smo
sledecˇe rezultate.
Preglednica 4.7: Prikaz rezultatov testiranja funkcije spussˇcˇanja zapornice.
Parametri Cˇas [s] Porabljene enote e-goriva Uspesˇnost
Meritev 1 37 14533 DA
Meritev 2 49 14533 DA
Meritev 3 28 14533 DA
Meritev 4 42 14533 DA
Meritev 5 31 14533 DA
Povprecˇna vrednost 37 14533 /
Meritve so bile opravljeni pri vrednosti cene enote e-goriva 1 gwei.
Izmerjen cˇas pri dvigu in spustu se drasticˇno ne razlikuje in je zopet odvisen od tega
kdaj je transakcija oddana v omrezˇje glede na 15 sekundni interval. Opazimo pa
veliko razliko v porabljenih enotah e-goriva za izvedbe funkcije. Porabljeno e-gorivo
pri dvigu zapornice je kar trikrat vecˇje kot pri spustu, kar je presenetljivo glede na
to, da je razlika v programski kodi funkcij le v eni vrstici. Ponovno lahko izracˇunamo
strosˇke klica posamezne funkcije uporabnikov v EUR.
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Preglednica 4.8: Prikaz rezultatov testiranja funkcije dviganja zapornice.
Parametri Cˇas [s] Porabljene enote e-goriva Uspesˇnost
Meritev 1 54 44326 DA
Meritev 2 33 44326 DA
Meritev 3 32 44326 DA
Meritev 4 56 44326 DA
Meritev 5 46 44326 DA
Povprecˇna vrednost 44 44326 /
Meritve so bile opravljeni pri vrednosti cene enote e-goriva 1 gwei.
– Spust: 14533 · 41 gwei = 0,00059585 ETH → 0,25 e,
– Dvig: 44326 · 41 gwei = 0,00181737 ETH → 0,75 e.
Na koncu smo testirali sˇe funkcijo kreiranja parkrinega mesta.
Preglednica 4.9: Prikaz rezultatov testiranja funkcije kreiranja parkirnega mesta.
Parametri Cˇas [s] Porabljene enote e-goriva Uspesˇnost
Meritev 1 54 145634 DA
Meritev 2 48 145634 DA
Meritev 3 42 145634 DA
Meritev 4 59 145634 DA
Meritev 5 52 145634 DA
Povprecˇna vrednost 51 145634 /
Meritve so bile opravljeni pri vrednosti cene enote e-goriva 1 gwei.
Dobljeni povprecˇni cˇas izvedbe funkcije kreiranja parkirnega mesta je malce vecˇji
cˇas glede na prejˇsnje funkcije, prav tako je tudi kolicˇina porabljenega e-goriva vecˇja.
Preracˇunani strosˇek v EUR je:
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– Kreiranje parkiriˇscˇa v sistemu: 145634 · 41 gwei = 0,00597099 ETH → 2,46 e.
Glavna ugotovitev rezultatov je, da vse funkcije nasˇe aplikacije delujejo pravilno in,
da nasˇa platforma deluje skladno z zahtevami, ki smo si jih zastavili na zacˇetku. Iz
preracˇunanih vrednostih lahko ocenimo, da so kljub temu, da skupnost opozarja na
problem mikrotransakcij pri pametnih pogodbah, cene za klic funkcije kar primerljive s
cenami standardnih ponudnikov parkiriˇscˇ. Seveda v nasˇem primeru sˇe ni vsˇteta sama
cena oddajanja parkiriˇscˇa, ki bi jo uporabniku zaracˇunal lastnik. Za to bi bilo potrebno
izdelati temeljit ekonomski model v prihodnje. Zanimiv pa je tudi podatek, da smo
tekom razvijanja in testiranja nasˇe platforme skupno porabili 1,86 ETH na testnem
omrezˇju Rinkeby. Cˇe to preracˇunamo v EUR, pride priblizˇno 756,47 e. Torej je bila
nasˇa odlocˇitev, da za razvoj izberemo testno omrezˇje, upravicˇena.
Socˇasno z razvojem in izvedbo testiranj smo preucˇili tudi varnostne vidike nasˇe plat-
forme. Kar se ticˇe pametne pogodbe, smo zˇe prej ugotovili, da predstavlja zanesljivo
izvedbo transakcij in ne omogocˇa nikakrsˇne mozˇnosti zlonamerne uporabe. Pri tem je
seveda potrebno uposˇtevati dejstvo, da uporabnik pravilno hrani svoj privatni kljucˇ,
saj v primeru malomarnosti lahko napadalec hitro najde privatni kljucˇ in lahko po-
polnoma izprazni uporabnikov transakcijski racˇun. V ta namen je ustvarjenih veliko
varnostnih preprek, ki omogocˇa bolj zanesljivo hranjenje privatnih kljucˇev. Prav tako
vdor v uporabniˇski vmesnik ne prinese napadalcu nobenih prednosti oziroma koristnih
podatkov, s katerimi bi lahko deloval v sˇkodo nasˇih uporabnikov. To lahko utemeljimo
z dejstvom, da ne hranimo v bazi podatkov nikakrsˇnih informacij od uporabnikov apli-
kacije, od lastnikov parkirnih mest pa zgolj njihove naslove elektronske posˇte. Najvecˇjo




Slika 4.2: Prikaz notranjosti ohiˇsja in glavni kriticˇni tocˇki glede varnosti: 1
predstavlja mesto vdora, 2 dostop do krmilnika in upravljanje z zapornico.
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V primeru, da bi vandal posegel v ohiˇsje zapornice, bi lahko dostopal do krmilnika in
vplival na njegovo delovanje. Tako bi lahko uporabljal parkiriˇscˇe brez izvedbe transak-
cije v sˇkodo lastnika. To tezˇavo bi lahko preprecˇili tako, da bi strojni opremi dodali
senzorje, ki bi zaznali vdor v ohiˇsje zapornice. Za normalno vzpostavitev in dostop
lastnika do zapornice, bi bilo potrebno uposˇtevati dolocˇen protokol. V vsakem na-
sprotnem primeru, bi krmilnik onemogocˇil premikanje zapornice in poslal sporocˇilo
lastniku, da je priˇslo do vdora v napravo.
Vsekakor pa je jasno iz prej omenjenih razlogov, da nasˇa aplikacija ne omogocˇa napa-
dalcem nikakrsˇnih dodatnih mozˇnosti za napad na transakcijske racˇune uporabnikov
in na njihova denarna sredstva.
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5 Zakljucˇki
Osrednji rezultat predlozˇenega dela je platforma za vodenje mehatronskih naprav na
osnovi blocˇno-verizˇnih tehnologij. Za demonstracijo njenega delovanja smo razvili apli-
kacijo, ki predstavlja sistem za upravljanje parkiriˇscˇ s pomocˇjo pametnih zapornic.
Po dostopnih podatkih je to prvi primer realnega mehatronskega sistema z vodenjem
na osnovi blocˇno-verizˇnih tehnologij. Najpomembnejˇse ugotovitve lahko strnemo v
naslednjih tocˇkah.
1. Raziskali smo stanje razvoja odprto-kodnih programskih ogrodij na osnovi blocˇno-
verizˇnih tehnologij in na tej osnovi izbrali programska orodja, ki smo jih uporabili
za razvoj platforme. Osrednji gradnik platforme, pametno pogodbo, smo vzpo-
stavili na omrezˇju Ethereum in implementirali v programskem jeziku Solidity.
Za verifikacijo delovanja platforme smo uporabili testno omrezˇje Rinkeby, ki de-
luje na enakem principu kot Ethereum. Strezˇnik uporabniˇskega vmesnika smo
implementirali v okolju Node.js s pomocˇjo ogrodja Sails.
2. Razvita platforma je sestavljena iz treh gradnikov. Pametna pogodba skrbi za
tocˇno, sledljivo in varno izvrsˇevanje transakcij. Uporabniˇski vmesnik na osnovi
spletnega brskalnika omogocˇa upravljavcu in uporabnikom dostop do storitev, ki
jih nudi pametna pogodba. Krmilnik mehatronske naprave omogocˇa dostop do
omrezˇja Ethereum in izvrsˇi odobrene storitve pametne pogodbe.
3. Razvili smo racˇunalniˇsko programje za vse tri gradnike ter dokazali, da plat-
forma omogocˇa vodenje izbrane mehatronske naprave na daljavo preko svetov-
nega spleta, zagotavlja sledljivost transakcij in samodejno izvrsˇevanje pogodb.
Ena izmed funkcij platforme omogocˇa kreiranje objektov z dolocˇenimi lastnostmi
znotraj pametne pogodbe. Vsak objekt in njegove lastnosti lahko preberemo,
cˇe poznamo njegovo identifikacijsko sˇtevilko. Naslednja funkcija omogocˇa rezer-
vacijo objekta, v kolikor v zˇelenem terminu ni obstojecˇe rezervacije. Platforma
omogocˇa tudi, da uporabnik v cˇasu svoje rezervacije upravlja z dolocˇenimi la-
stnostmi objekta.
4. Posamezne funkcije razvite platforme smo testirali in ugotovili, da bi uporab-
nik za klic funkcije kreiranja objekta porabil priblizˇno 150000 enot e-goriva. V
primeru rezervacije bi uporabnik za klic funkcije porabil od 50000 do 100000
enot e-goriva. Upravljanje z lastnostmi objekta pa bi uporabnika stalo priblizˇno
30000 enot e-goriva. Pri trenutni pretvorbi iz valute Ether v valuto Euro ter
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za trenutno ceno enote e-goriva, pri kateri vsi rudarji sprejemejo transakcijo, se
cena klica posamezne funkcije giba med 0,25 e in 3 e. Z optimizacijo program-
ske kode pametne pogodbe in skaliranjem Ethereum omrezˇja, bi lahko zagotovili
uporabnikom stabilno ceno enote e-goriva in manjˇse strosˇke uporabe platforme.
5. Na podlagi razvite platforme smo razvili aplikacijo za upravljanje parkiriˇscˇ s
pomocˇjo pametnih zapornic. Razvita aplikacija predstavlja decentralizirano al-
ternativo obstojecˇim sistemom upravljanja s parkiriˇscˇi in jih presega zlasti po
tem, da omogocˇa rezervacije parkiriˇscˇ. Cˇasovna konstanta izvedbe funkcije na
nasˇi platformi je priblizˇno 44 sekund. Vendar pa se je potrebno zavedati, da ta
velja za testno omrezˇje Rinkeby in bi v primeru delovanja v omrezˇju Etherum
lahko priˇslo do odstopanj.
6. Kot primerno mehatronsko napravo smo izbrali komercialno parkirno zapornico
in jo opremili z razvitim krmilnikom na osnovi mikroracˇunalnika Raspberry Pi.
Na osnovi pregledane literature s podrocˇja razvoja pametnih mest ocenjujemo,
da bo v prihodnosti njena ciljna uporaba potrebovala prednosti, ki jih dajejo
blocˇno-verizˇne tehnologije.
7. Pokazali smo z izracˇuni, da z ustreznim graficˇnim vmesnikom lahko izboljˇsamo
uporabniˇsko izkusˇnjo. S tem ko na strani vmesnika preprecˇimo v dolocˇenih pri-
merih klic funkcij pametne pogodbe, kot je na primer rezervacija v terminu, ki je
zˇe zaseden, preprecˇimo nezˇelene strosˇke uporabnikov.
8. Preucˇili smo varnostne vidike razvite aplikacije in opozorili, da sta njeni glavni po-
tencialni sˇibkosti malomarnost oz. nepoucˇenost uporabnikov, ki bi na nepravilen
nacˇin shranjevali svoje privatne kriptografske kljucˇe, ter premajhna robustnost
ohiˇsja uporabljene zapornice, ki omogocˇa relativno lahek dostop do krmilnika.
Razvita platforma predstavlja temelj za prihodnji razvoj na podrocˇju vodenja meha-
tronskih sistemov na osnovi blocˇno-verizˇnih tehnologij. Predlozˇeno delo pa nakazuje
smernice, po katerih se bo potrebno ravnati ob naslednjih podobnih projektih.
Nadaljnji razvoj platforme bo usmerjen predvsem v optimizacijo programske kode. Z
izboljˇsavami bi lahko zmanjˇsali strosˇek klica posameznih funkcij pametne pogodbe.
Pomembna bi bila tudi zagotovitev neodvisnost strosˇka uporabnika za klic funkcije
od razlicˇnih pogojev v programski kodi. Odpraviti bi morali izracˇunane neenotnosti
strosˇkov v primeru iterativnih zank z drugacˇnim algoritmom za izvedbo funkcije. Plat-
formo pa bi lahko nadgradili sˇe z drugimi funkcionalnostmi in dostopom do drugih
storitev.
Naslednji korak pri razvoju aplikacije za upravljanje s parkiriˇscˇi bi bila postavitev
ucˇinkovitega ekonomskega modela, ki bi vseboval cene rezervacije in najema parkirnega
mesta, kazni v primeru prekoracˇenja rezerviranega termina ... Za odpravo varnostnih
pomanjkljivosti bi bilo potrebno izboljˇsati ohiˇsje zapornice in opremiti krmilnik z za-
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