ABSTRACT
I. INTRODUCTION
Designing a highly accurate control system in the presence of plant uncertainty is classical design problem. The plant parameters are well known and designed our control system accordingly. In practice, the plant parameter are never precisely known and may vary slowly over time. It is desirable to design a control system that performs adequately over a range of plant parameters. A control system is robust when it maintains a satisfactory level of stability and performance over a range of plant parameters and disturbances.
In particular we consider the commonly used proportional plus derivative plus integral (PID) controller. Our feedback control system has the form in fig.1 . Notice that system has a prefilter Gp (s). The role of the prefilter in contributing to optimum performance is discussed [1]. 
Robust PID Controlled Systems
In this paper The PID controller has the form :
(1)
The PID controller is not a rational function (i.e, the degree of numerator polynomial is greater than the degree of the denominator polynomial). You will experience difficulty if you attempt to input PID controller into Matlab in the standar numerator and denominator fashion. The problem can be resolved by utilizing the conv function rather than the series function in your manipulations.
The objective is to choose the parameters K1, K2, and K3 to meet the performance spesifications and have desirable robustness properties. Unfortunately, it is not immediately clear how to choose the parameter in the PID controller to obtain certain robustness characteristic. We will show by an illustrative example that it is possible to choose the parameter iteratively and verify the robustness by simulation. Using Matlab can help this process since the entire design and simulation can be mechanized utilizing scripts and easily executed again and again.
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III. MODELLING AND RESULT
For discussion, model system implementation using Matlab simulation.
Case: Robust control of temperature
Consider the feedback control system in figure 1, where :
And the nominal value of c 0 is , c 0 =1
We will design a compensator based on c0=1 and check robustness by simulations. Our design spesification are as follows :
(i) Settling time Ts = 0.5 second (ii) Optimum ITAE performance for a step input [1] In this design, we will not utilize a prefilter to meet specification (ii) but will instead show that acceptable performance (low overshoot) can be obtained by increasing the system gain.
The closed-loop transfer function is :
The associated characteristic equation is :
Where
Our settling time requirement Ts < ½ leads us choose that roots of s 2 + as + b to the left of the s= - n = -8 line in the s-plane, as shown in figure  2 , to ensure that the locus travels into the required performance region. We have chosen dan b =70 to ensure the locus travels past the s=-8 line.
We select a point on the root locus in the performance region, and using the rlocfind function, we find the associated gain K* and the associated value of  n . For the point we have chosen we find that, K * =118
Figure 2. Root locus for the PID compensated temperature controller
Then, with K*, , and b we can solve for the PID coefficient as follows :
To reach the overshoot performance requirements for a step input we will utilize a cascade gain K that will be chosen by iterative methods using the step function. This is illustrated in figure 3 . The step response corresponding to K=5 has an acceptable overshoot of 2%. With the addition of the gain K=5, the final PID controller is :
We did not used the prefilter as is done in the design [1] . Instead we increased the system gain to obtain satisfactory transient response. Now we can consider the question of robustness to changes in the plant parameter c 0 .
Our investigation into the robustness of our design consist of a step response analysis using the PID controller given in eq.(4) for a range of plant parameter variation of c 0 [0.1, 10]. The result are displayed in figure 4 . The script is written to compute the step response for a given c 0 . It might be a good idea to place the input of c 0 at the command prompt level to make the script more interactive.
The simulation results indicate that the PID design is robust with respect to change in c0. The differences in the step responses for c 0 [0.1, 10] are barely discernible on the plot. If the results showed otherwise, it would be possible to iterate on the design until an acceptable performance was achieved. 
