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Abstract 
The aim of this study is introducing a new method, through combination of patterns and MDA and includes four phases of 
modelling in three different viewpoints. It is considered as a complement to improve and accelerate transformations among Meta 
models of MDA. The offered method also improves the problems relating to "Design Pattern Automation" such as detection, 
composition, documentation and patterns selection. This method has been implemented on a case study and has been evaluated 
qualitatively and quantitatively. 
© 2011 Published by Elsevier Ltd. 
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1. Introduction 
The solution that experts present for a special problem is similar to, is extension and combination of the previous 
solutions. Patterns are documentations which include all the problems and the best solutions for them along with 
intent, motivation, applicability, structure, participants, collaborations and their functions, implementation and 
known uses of that. The patterns have been offered in various categories and different structures [7, 6, 2, 1, and 4]. 
By these patterns, best practices can be presented for all the activities related to software engineering (such as 
analysis, designing, implementation, test…) [5, 2, and 4]. 
In MDA, there are some models such as CIM (Computation Independent Model): is used for describing a 
commercial system, PIM (Platform Independent Model): describes a business supporter software system, PSM 
(Computation Specific Model): PIM is transformed to one or more PSMs that they adapts model to implementation 
structures available for a certain platform, the final step is transforming PSM into code [16]. 
Part 2 includes the methods and solutions presented for the combination. In part 3, a case study which is about 
the implementation of ESB by using proposal method has been introduced. Part 4 includes quantitative and 
qualitative evaluations after which related works and conclusion parts have been written. 
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2. Combination  of patterns and MDA 
In order to do transformations between models, MDA uses: 1.notation (make use of marking and UML profiles to 
develop UML for modelling real world phenomena [10, 3]), 2.transformation of Meta model, 3.merging models and 
4.extra information. 
The most important point in the process of transformation is the changes among the micro-lithic elements of 
source and target languages. For example, an assumed rule related to the transformations between UML and SQL 
i.e. TransAsClassToTable (UML, SQL) describes the transformation of a class (Association) of UML to a table of 
SQL. This study presents a way for facilitating and improvement of small granularity transformations into large 
granularity transformations (i.e. transformation of big piece a model into another model) by using the patterns (part 
2.3) that move software development process to component-based assembly. 
2.1. Partitioning of the problem area 
To fulfill and answer a system‘s functional and nonfunctional   requirements, problem area is divided into a set of 
sub problems. Then we try to recognize the patterns of any of the sub problems and find a solution. 
Fig. 1. Partitioning of problem area and presenting a solution to any partition by using patterns 
Finding an appropriate partitioning to an applied program depends on responding to the important question 
below: The quality of communication of the applied program to the environment, the quality of applied program’s 
organization(layer, service-oriented, data processor,….), the type of alternation classification(organizational, the 
group of applied program), the usefulness of applied program. Therefore, a systematic and appropriate partitioning 
of a system requires assessing the system from different viewpoints and various abstractions. In a systematic 
division of the patterns for the distributed systems, a system is partitioned into thirteen different viewpoints 
(concurrency synchronization, distributing structure…) [2]. 
2.2. A pattern-based partition of problem area 
In this article, abstraction has been used as solutions in order to partition a problem area into several different sub 
problems by using MDA (which partition the development process into different models and in any model, it focus 
the problem and abstraction of that level), and also to use the pattern in different levels of modeling to solve the sub 
problems. There are solutions presented for any sub problem based on the patterns which are related to that very sub 
problem. These solutions are combined to present a final solution for any level of MDA. These solutions are adapted 
to the corresponding solutions in the next level. Finally a code is made. In figure2, this idea will be explained more. 
 
Fig. 2. General Process of pattern-based MDA 
The important points below should be observed in implementation process: 1- In any level of MDA, patterns are 
the only templates in which the exact classes of the software are put. 2- If certain patterns are applied for a sub 
problem, they should be modeled in all levels and with the Meta models of those levels.  
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Problem area: Partitioning problem area consists of analyzing the problem in order to answer the requirements. 
While talking to a customer, the structure is explained to him/her by using high-level patterns (For example, by using 
FCM language [7]). 
Pattern’s filters: Any of the four filters consists of thirteen partitions in different aspects of distributed 
computations. All the filters are as storages of predesigned and examined patterns in different Meta models. These 
filters have two roles: First, they are as components for designing (see 2.4). Second, they cause a model be 
transformed to another model (because the structure and function of the patterns have already been designed so they 
are fixed and changeless and the only work is to make connection between the used patterns in one model of specific 
filter  and the corresponding pattern in a certain filter). 
2.3. Patterns = The fundamental elements of designing in the process of MDA 
The method presented  in part 2.1 and 2.2 makes it possible to partitioning the problems makes us employ the 
experts each skilled in solving  a certain sub problem and use transformations and related meta models in any 
partition. The other important point is the quality of the patterns’ combination and their cooperation. 
 There are two methods for combining the patterns: string combination and overlap combination. 1. String 
combination involves designing software as a result of setting the chosen patterns in strings which will be a weak 
combination of the patterns and not dense and most of the classes will have little and repetitive functionality. 2. 
Overlapping: The classes applied in the patterns overlap each other and cause dense designing. In this case, patterns 
are lost in these classes and finding them will be so difficult. 
Since our purpose is to use all the levels of abstraction and patterns in the process of MDA, we describe below a 
level of vertical abstraction in any level of PSM, PIM, and CIM modeling and even in code which has three 
viewpoints and describe our method for pattern combination: 
Viewpoint1: This viewpoint includes a string combination of the patterns, a combination like a graph which 
vertexes determines what kind of the patterns have been used in any partition of the problem area and that the edges 
indicate the relation between the patterns. Thus, in CIM level, this viewpoint can be used for fulfilling the customer’s 
requirements; it can be used for displaying the structure of the architecture in the level of PIM; in the level of PSM, 
the structure of the architecture for a certain meta model is represented and in the (eve) of code, this view point is an 
indicative of subsystems and their components and the relations among them. 
Viewpoint 2: In any level of modeling, this viewpoint demonstrates the interfaces of the patterns, variables and 
functions in relation to other patterns.  The connections are done through the interfaces of a pattern rather than the 
edges of a graph. Number, type and caller methods and called ones specified. This level gives an opportunity to 
architectures to represent the first viewpoint with more technical details. 
Viewpoint3: It is a real implementation of any level in which the patterns are overlapped and a dense designing of 
software model is made. This viewpoint is suitable for experts and developers of any horizontal level. In figure 3, all 
the steps of designing an ESB through the given method have been introduced but will be explained more in part 3. 
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Fig. 3. Abstractions and viewpoints in pattern- based MDA 
This model solves the problem of documentation. We can present many documents for any level of abstraction, in 
any viewpoint and in any partition. So there will be three horizontal documents based on the viewpoints. Document of 
the first viewpoint: There are four documents, any of which is related to a certain level of abstraction and these 
viewpoints altogether determine exactly and thoroughly the software solution in four levels of modeling. Documents 
of the second viewpoint: There are four documents, any of which is related to a certain level of abstraction and all the 
viewpoints explain the software solution with more details and in the level of components. Documents of the third 
viewpoint: There are four documents, any of which are related to a certain level of abstraction and represents 
implementation viewpoint of that level. For any level of model driven modeling (including CIM, PIM, PSM and 
code), there are also four vertical documents that solve the problems of detection and pattern’s combination. Any part 
of a graph presented in the first viewpoint is determined in the second viewpoint with more details and any 
component of a pattern in the second viewpoint is specified in implementation viewpoint. For any partition of 
solution, there are three viewpoint in vertical level and four models in horizontal level. This kind of documentation 
can solve the detection problem both in vertical and horizontal levels and also in the level of the partitions. This 
model can conform to component–based evolutionary models, Concurrent Development Model and also fourth–
generation techniques. Division of the duties can be based on the patterns and verticals and horizontal levels of 
modeling. 
2.4. Filters 
Efficiency and permanency of a pattern depends on if the pattern is used and implemented continuously and 
instantly. Big software companies tend to use the patterns practically which is called Design Pattern Automation 
(DPA) and this process statically and dynamically. Static automation tools don’t let a pattern’s production code be 
connected to other elements but dynamic automation tools do it [8]. 
Researches indicate that most of the unsuccessful designing of the patterns are as a result of inaccurate 
implementation of the patterns [8]. Designing filters as a framework can solve this problem. We are using “Template” 
or “parameter” to implementation of patterns. The concept “Template” may eliminate the need for manifold pattern 
implementation. 
To solve the problems of DPA, all the classes of the patterns are implemented as template classes. Then all of these 
classes are put in a class with the name of that pattern. For instance, the presented ESB pattern (figure 4) consists of a 
facade pattern and on the basis of the introduced method in part 2-3, its total structure which includes facade and 
subsystem classes are in a certain class named “Facade Pattern". This class can be quantified using a parameter from 
real classes of system for Façade and several classes in a parameter as subsystems. (Figure 4 illustrates this structure 
with the method offered in part 2-3). 
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This pattern helps us to implement service Interface (Integration Facade Service “IFS”) and also service gateways 
(provider Facade “PF”) through ESB and by this way to design the external part of it (ESB). 
IFS help “Front office” application to have a certain service (which has been implemented by the Integration 
service “IS”). PF helps IS to achieve, if needed, a backend system producing service. The connection between IS-IFS 
and IS-PF follows a set of  behavioral contracts which are also in the process of implementation (for example, 
synchronous request for data with requester's time out, synchronous updated with admission/error hint, timeout,…) 
and also, the data interchanged among the components follow a certain Enterprise Canonical Data Format (ECDF). 
This structure is put into a pattern (pattern class) named “ESB” which has three parameters for proportionate “IS”, 
“ISF” and “PF” template classes with real proportions (figure 4). 
Fig. 4. Using Facade Pattern (in filter) to design  ESB Pattern then place  ESB in filter 
The relation of ESB to external applicant and external supplier also follows some behavioral contracts. ESB is 
put in the filter of PIM and in the filters of chosen Meta model for PSM and also chosen language for the 
corresponding code. Then it is applied in this modeling process or the next projects (as library, see part 3). 
3. Case study: Implementation of Enterprise Service Bus(ESB) 
In this part, an implementation of an ESB is presented based on the method introduced in part 3. To do it, there 
are three parts including analysis (which is a part of program development), framework development and program 
development. (It should be noted that the process of the said implementation is explained more in [4] and figure 3 
displays this structure along with the presented method in part 2). 
 
x Analysis: In this part, a problem is divided into several sub problems. The patterns related to the sub problems 
and the first viewpoint is got through the level of CIM. As seen in part 4-3, a three –layer architecture based on 
service is used as a style of architecture. Figure 3, has been depicted in office vision 2003 by diagram block of FCM 
language and the first viewpoint has been made from CIM level"RSA 7"trial version [17]  is used to develop PIM 
and PSM models. It can be said that even in this level, there are many projects which need to have such a Bus. 
Therefore, any investment in MDA will have ROI. Enterprise architecture suggests that a service-based method is 
adopted for the all new developments [4]. High-level architecture adopted for the bus has defined service-based 
principles (Reusability of the services, weak connection, using an ECDF [4]). Bus structure consists of two layers. 
The services of internal layer function only with ECDF and do the process of integration. The services of external 
layer are Facade patterns that are responsible for transforming external formats to ECDF and authentication, 
authorization and all other functions. The second viewpoint of CIM level has been presented in figure 3 by using 
FCM. 
x Framework development: In this part; 1- architectural patterns (the kind of the service, limitations of the 
interfaces, allowable call patterns), the kinds of the services, behavioral contracts and their requirement and 
necessary patterns are supplemented and then tested. 2- Necessary profiles are designed or other available references 
are applied [4, 16], 3- implementation artifacts including activity diagrams for ISF are designed (Figure5), 4- 
transformation APIs are used in implementation. After this step, the program is ready for carrying on the 
implementation process. 
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x Program development: In this part, UML modeling language is used for the level of PIM and then its first, 
second and third viewpoint are implemented (figure3). For PSM level, EJB modeling language and J2EE platform 
are applied and then its first and second viewpoints are implemented (figure2).  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Fig. 5. Activity diagrams for IS and ISF as a result of framework development 
4. Evaluation 
Technical standards make software engineers have a better understanding of the product. Both quantitative and 
qualitative evaluations are explained below in order to evaluate the proposed Methods. 
4.1. Quantitative evaluation 
The metrics represented in this part are Mr. Kim’s proposals [9]. These metrics are divided into four categories: 
Model, Class, Message and Use case. There are 23 kinds of metric. Since the introduced method in part 4-3 has 
applied classes in modeling the patterns, the metrics of the classes have been chosen of 23 metrics, 13 metrics are 
used for evaluating the class among which there are NATC1 ( number of Attributes without weight -weight means 
using it in different access levels), NATC2 ( number of Attributes with certain weight), NOPC1 (number of methods 
without weight), NOPC2 ( number of methods with weight), NASC (number of associations), CBC (connectivity 
between classes), DIT ( depth of inheritance tree), NSUPC ( number of super classes of a class), NSUPC* ( number of 
super classes), NSUBC ( number of subclasses of a class), NSUBC* ( number of subclasses), NSMSC ( number of 
messages sent by the components of a class) and NMRC ( number of messages received by the components of a 
class). The result of applying these standards in the proposed method is written in the table 1 (It should be said that 
the figures written in the parentheses illustrate the early designing which can be ignored). 
By studying table 1, it is revealed that: 
1- NATC1, NATC2, NOPC1 and NOPC2 are zero in this table and increase the reusability and improve the 
process of maintaining the patterns. 
2- NASC is also zero which is the result of accurate designing because the designer does not study the association 
between the classes. 
3- CBC is increased. As a result, the process of maintaining the patterns is improved. 
4- There have been no changes in the standards of inheritance (DIT, NSUPC, NSUPC, NSUBC, and NSUBC) 
and also NMRC in relation to the early forms and as a result, it will have no effect on the rate of designing and the 
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process of implementation. 
Table 1. Current methods as compared to proposed method 
Methods NATC1 NATC2 NOPC1 NOPC2 NASC CBC DIT NSUPC NSUPC* NSUBC NSUBC* NSMSC NMRC 
Current M. 0 0 1 1 1 1 1 1 1 1 1 - - 
Proposed M. 0(2) 0(2) 0(2) 0(1) 0(1) 3(2) 1 1 1 1 1 - - 
4.2. Qualitative evaluation 
The way of partitioning presented in part 1-3 speeds the solution's effects and contributes to the optimum 
application of the patterns. It gives us a general perspective about sub problems and their solutions and makes us 
employ the experts and find solution for any sub problem. 
Applying the patterns as solutions and using the three viewpoints introduced in part 2-3 in any level optimize the 
software process (on the other hand, the proposed method presents many other solutions for the new pattern-based 
processes). This method also solves the problems in documentation and detection processes and makes a dense 
software combination. Designing filters which were explained in part 4-3 will have some privileges like: 
1. The patterns will be reused easily and this reusability will be possible merely by modeling a pattern class. 
2. The problems in the process of designing and implementation will be removed. 
3. The possibility of making mistake and inaccuracy in the process of pattern implementation from a Meta model 
or a certain programming language will be eliminated. 
4. The process of transformation among modeling levels will be done with great granularity which will speed 
bilateral designing and quick and accurate transformation of all models. 
5. Related Works 
In [5], a web service called “VisDP” has been presented for visualizing the designing patterns in UML diagrams 
by using UML profile including stereotypes and new tagged amounts.  
In [6], a new method has been introduced which is on automatically pattern assessment and based on 
reclassification of the patterns. The proposed method is suitable for inverse engineering.  
Reference [9] contains a method for applying the templates in the process of pattern implementation that is 
independent and apart from UML-based methods and wizard-based techniques. 
The main contribution of [10] is supplying platform independent techniques for supporting the reliability of the 
designing process which is one of the basic principles of MDA. 
In [11], a OO MDA for real-time system introduced include four phases: analysis, designing, implementation and 
test to MDA. Any of the phases includes a micro-repetitive process. 
In [12], a transformation language named Mopa(model pattern) is proposed which is different from modeling 
techniques; it presents different transformation methods and has also been combined to Java programming language.  
In [13] offered a framework which facilitates managing complexities due to relations between artifacts.  
 In [15], a case study related to a system-accreting company has been introduced which is surveying the effect of 
MDA. It proposes a practical method for producing more and better in order to fulfill the customer’s requirements.  
6. Conclusion 
The main contribution of this study is applying the patterns as important elements in the process of software 
development on the basis of MDA. In this article a method has been introduced for partitioning problem area and 
presenting solutions based on the patterns. On the other hand, in order to adapt MDA to the patterns and to solve the 
433 Manouchehr ZadahmadJafarlou et al. /  Procedia Technology  1 ( 2012 )  426 – 433 
problems in the process of DPA, a process of MDA with four steps has been presented that any of the phases 
represents three different viewpoints. And a method has been proposed in which filters contribute to the mutual 
transformation of all levels, then it has been evaluated and tested on a case study. The findings show that the 
patterns and model driven architecture are complements to each other. 
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