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Abstract 
This paper surveys recent work concerning reusabil-
ity in software engineering .. The current directions in 
software reusability are discussed, and the two major 
approaches of reusable building blocks and reusable pat-
terns studied. An extensive bibliography, parts of which 
are annotated, is included. 
Introduction 
The purpose of this short survey is to gather informa-
tion in the loosely coupled field of reusability in software 
engineering. This looseness is due to the different view-
points taken as far as software reuse is concerned: many 
new software engineering paradigms include reusability 
in some form as one of the important issues, but not 
necessarily as the major one. Examples of these are 
object-oriented systems, program transformation sys-
tems and rapid prototyping (Horowitz84]. 
The ultimate purpose of software reusability is to 
increase productivity, but also to increase the quality 
of the resulting programs (Freeman83] - there are thus 
strong economic implications involved. A synonym for 
the phrase reusable software might be capital goods as 
suggested by Wegner (Wegner84], since software pro-
duction is a capital-intensive process in which both hu-
man and technical resources can be reused to achieve 
the stated economic goals. 
Although reusability is not a new idea, there have 
been no major breakthroughs within the past sev-
eral years to establish practical, beneficial reusability 
schemes in the software industry [Freeman83]. This is 
due to both the difficulties in implementing true pro-
duction environments for reus.able code that could suc-
cessfully support classifications, storage and retrieval of 
reusable components (Prieto-Diaz85], and in construct-
ing production-quality versions of new software engi-
neering paradigms that support active reusable patterns 
of the production process rather than passive reusable 
building blocks (N eighbors8 0]. 
The basic concepts of software reusability, classifica-
tions of different reuse schemes, and analyses of the pro-
posed paradigms within these schemes will be studied in 
the following sections. To our knowledge there exists a 
short survey in the same field (Sundfor83], another that 
reviews reusable software implementation technologies 
for specific software development needs (Grabow84], 
and the general articles included in this tutorial. The 
goal of this survey is, however, to study some more re-
cently published papers, as well as to provide a concise 
framework for the concepts of reuse in software engi-
neering in general. 
Software reusability 
The phrase reusable software engineering [Free-
man83] emphasizes the reuse of all information gen-
erated during the software development process: the 
questions what and how to reuse in which way that is 
most successful, arise. This concerns both taking the 
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full advantage of reusable information and intentionally 
producing information that can be reused in the future. 
Classifications and directions of software reusability 
Freeman (Freeman83] classifies the reusable forms of 
information related to the process of software engineer-
ing into code fragments, logical structures, functional 
architectures, e~ternal knowledge and environment-level 
knowledge. A code fragment can be a piece of a program 
in a programming language, but also a piece of an exe-
cutable specification. Logical structures form the inter-
nal design of the system, as opposed to external designs 
of functional architectures in the form of functional col-
lections or generic systems (Freeman83]. The external 
knowledge is classified by Freeman into application-area 
and development knowledge, and the environmental-
level information into utilization and technology-transfer 
knowledge. 
Freeman proposes a set of long-term (longer than 5 
years) research directions relevant to effective software 
reuse. These directions are the following (Freeman83]: 
1. Code fragments: Development of advanced com-
ponent technologies including consistent classifi-
cation schemes, packaging and quality assurance 
standards and component delivery mechanisms. 
2. Logical structures: Architecture visualizations ex-
tended to new dimensions from simple graphical 
representations. 
3. Functional architectures: Development of domain 
analysis techniques to enhance identification of 
functional collections, and new system genera-
tion technologies that make it possible to generate 
rapidly similar software systems. 
4. E~ternal knowledge: Formalizations of domains of 
knowledge and integration of different software en-
gineering paradigms to form effective approaches 
as far as reusability is concerned. 
5. Environmental knowledge: Identifications of struc-
tural changes in the software production organi-
zations, as well as understanding of programmers' 
reactions to new paradigms. 
According to Wegner (Wegner84] reusability equates 
to capital-intensive software goods, software production 
tools and other resources, including software engineers. 
Wegner claims this insight to provide real means for 
enhancing productivity and reliability in software tech-
nology. As the expense of hardware is decreasing, the 
productive use of people and software resources is the 
key of effective reuse. Wegner's approach to reusabil-
ity is based on reuse within domains of projects, as he 
thinks there aren't many benefits ofreusability between 
different projects and products. Also, he believes that 
reusability of application-independent tools contribute 
more than reuse of domain-dependent software compo-
nents. 
Reducibility of a problem means that the techniques 
used to solve it can be reused when dealing with another 
problem; reducibility is thus a synonym for reusabil-
ity. Equivalency is two-way reducibility, and one of the 
main purposes of effective automated reusability should 
thus be a goal-directed equivalency-preserving naviga-
tion through the software production process. The con-
trolled use of both abstraction and specialization when 
navigating through these equivalence classes is neces-
sary. 
Wegner also states that as the input-output relation 
realized by a function is an invariant for all programs 
that realize the function, a uniform reusable rule of com-
putation in the function domain for all arguments is ac-
tually defined by an invariant. The notion of invariancy 
. is thus another synonym for reusability. 
Horowitz and Munson (Horowitz84] have studied dif-
ferent forms of the concept of reusable software and 
evaluated them from the viewpoint of the development 
of large software systems. In addition to reusable code 
in the form of subroutine libraries, compilers, shuu-
lations and parameterized systems, the spectrum of 
reusability can be widened, according to them, by in-
cluding more general forms of software component li-
braries, very high level program producing systems that 
support reusable designs, reusable processors, program 
transformations, application generators and prototyp-
ing. Furthermore, such new programming languages as 
Ada have concepts that support reusability, and, for in-
stance, spreadsheet programming may be considered as 
reusing templates. 
Jones (Jones84] classifies reusable software into 
reusable data, reusable architectures, reusable designs, 
common systems, reusable programs and reusable mod-
ules. He claims that reusable code needs major efforts 
in the other reusability areas, before it can become a 
sound basic technology. A related view is shared by 
Ramamoorthy et al. [Ramamoorthy86], who argue that 
although studies have shown the importance of software 
reusability, the areas of the role of managers in promot-
ing reusability, reusability of specifications and designs, 
reusability metrics and the role of AI techniques in en-
hancing reusability haven't received sufficient attention 
so far. 
The management incentive is emphasized also by 
Jones et al. in (Jones85] and Clapp (Clapp84], and the 
role of knowledge-based techniques are emphasized by 
Barbuceanu (Barbuceanu86], Green et al. (Green83], 
Arango [Arango85] and Barra et al. (Barra86]. Bar-
buceanu proposes the use of high-level domain de-
scriptions in terms of structured object descriptions, 
and the fundamental activities of semantic editing, 
application-driven simplification and compilation into 
a conventional programming language to support soft-
ware reusability. Green et al. define as a long-term 
goal in knowledge-based software engineering the de-
velopment of a sophisticated reusability facet or agent 
to coordinate reuse in a knowledge-based software de-
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velopment environment. Arango offers a framework for 
a knowledge-based perspective of the process of soft-
ware construction. His approach is based on concep-
tual analysis and modelling of domain knowledge: do-
mains of interest are organized into networks that sup-
port reusability of domain analysis and domain design. 
Barra et al., on the other hand, propose an approach in 
which a set of knowledge-based to.ols is used in assisting 
the reuse of code fragments. 
Kandt has developed a prototype of a tool called Pe-
gasus that supports the reuse of software designs in a 
simple database retrieval manner (Kandt84]. Bigger-
staff presents a "radical" hypothesis that reusability is 
the essence of design (Biggerstaff84-b]. Doberkat, et al. 
(Doberkat83] have made experiments on the reusability 
of design for complex programs by using an optimizer 
for the SETL language. 
Such different reuse schemes as direct reuse without 
modifications and reuse of abstract modules after refine-
ments, have different implications in software technol-
ogy, as pointed out in (Standish84]. [Lubars86] defines 
the in-house type code reuse without major modifica-
tions to belong in the class of reuse in the small, as 
opposed to reuse in the large that tries to share the 
reusable artifacts within a large community of applica-
tions and users. 
The problem areas of practical reuse paradigms in-
clude information retrieval, software generators, com-
ponent composition approaches, program understand-
ing and reuse benefit analyses [Standish84]. Standish 
emphasizes the importance of realistic expectations as 
far as software reusability is concerned: he thinks that 
it is not likely that useful arts of reuse would emerge 
in any arbitrary and uncultivated software engineering 
subfields. 
Soloway and Ehrlich (Soloway84] have investigated 
the knowledge types used by experienced programmers. 
They claim that expert programmers use two basic 
mental models to enhance reuse, programming plans 
that are generic program fragments of stereotyping ac-
tion sequences and rules of programming discourse that 
govern the composition of plans into programs. 
In the following we are going to use the basic clas-
sification of reusable patterns and reusable building 
blocks when studying more closely the software reusabil-
ity paradigms being recently researched and developed 
(Biggerstaff84]. As suggested by Baltz et al. [Baltz83], 
the building blocks' approach might be seen as the 
short-term goal for effective software reuse, and the 
reusable patterns' approach as the long-term goal that 
relies on such new software development paradigms as 
transformation systems, very high-level languages (VH-
LLs) and knowledge-based techniques. 
Reusable patterns 
A reusable pattern is more an active element used 
to generate the target software system than a passive 
building block used when constructing it from the com-
ponents - it is a matter of manipulation rather than 
execution to reuse these patterns [Biggerstaff84]. The 
patterns may be code inside an application generator-
like system or inside transformation rules in a transfor-
mation system. They are reused when reactivated to 
drive the generation or transformation process. 
Biggerstaff and Perlis [Biggerstaff84] argue that there 
are three basic classes of systems based on reusable 
patterns: language-based systems including both very 
high-level languages and problem-oriented languages 
(POLs), application generators, and transformation sys-
tems. 
Cheng et al. [Cheng84] have studied experimentally 
the use of the VHLL Model (Prywes79], and a program 
generator as tools for developing management system 
software without any involvement of professional pro-
grammers. The statistics from their experiment show 
an increase in productivity over the development of the 
same program manually by professional programmers. 
The reusable patterns in application generators are 
typically encoded knowledge about specific domains of 
interest that can be reused when producing similar sys-
tems in that domain. The Draco system, to be dis-
cussed later, is classified into application generators by 
Biggerstaff and Perlis [Biggerstaff84], although it uses 
also high level domain-dependent languages and a set 
of transformations, and has elsewhere been classified 
into transformation systems [Partsch83]. A recent sur-
vey of application generators is made by Horowitz et 
al. [Horowitz85]: the authors propose a programming 
language to be extended to include application gener-
ator features in order to correct the fact that current 
application generators lack computational flexibility. 
Transformation systems are based on the idea of de-
scribing first the target system in an easy to under-
stand, easy-to-use language and then refining it into 
an executable, efficient target program. As classified by 
Partsch and Steinbriiggen [Partsch83], there is a general 
framework of the subclasses of general transformation 
systems, special purpose systems and general program-
ming environments. Reusable patterns in transforma-
tion systems are most often embedded into the trans-
formation rules, i.e. it is possible to produce similar 
systems by reusing the proper set of transformations. 
Arango et al. have used a transformational reusabil-
ity support system to port the system itself into an-
other target environment - they claim that the approach 
is a very powerful transformation based maintenance 
model that allows an undocumented source program to 
be ported without any modifications into another envi-
ronment, where it can be reused [Arango86]. 
Boyle and Muralidharan [Boyle84] present a system 
transforming pure Lisp programs into Fortran code, 
where the Lisp program is seen as an abstract speci-
fication for the Fortran version. Transformation rules 
include many reusable patterns for Lisp to Fortran 
translations, but no more broadly reusable information 
for the software development process. Cheatham, on 
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the other hand, suggests transformation systems for a 
software engineering paradigm [Cheatham84]: An en-
vironment supporting the methodology that facilitates 
the reuse of abstract programs written in a domain-
dependent language, which is extended from a base lan-
guage, has been developed by his group. The abstract 
programs are transformed into their concrete counter-
parts by using transformation rules. 
The reuse paradigm in Draco 
Draco is a paradigm and a tool to facilitate re-
finements of domain-dependent software specifications 
into other domain-dependent specifications, and reuse 
of both domain analysis results, domain design results 
and refined domain-language code produced by Draco 
[Neighbors80], [Neighbors84], [Freeman86]. 
The main goal in Draco is to support the construction 
of similar software systems from components by refin-
, ing one domain representation to another, ultimately 
to the target programming language. Source-to-source 
translations within domains are used to optimize trans-
formations. 
The reuse of domain analysis is done in Draco when a 
system is specified in the domain language developed for 
the specific domain, and the reuse of domain design is 
done when the domain-dependent components are used 
to refine the specification into another domain. The 
concept of components in Draco defines the semantics 
of the domain language in terms of other domains, i.e. 
they are the reusable patterns. A domain description 
includes definitions for a parser, a prettyprinter, trans-
! ormations and components. 
Draco is based on the separation of domains of in-
terest, i.e. domain languages are different for differ-
ent domains. The idea is to select implementation-
independent universes of discourses that cover numbers 
of similar software systems. Neighbors gives as one 
example of a domain augmented transition networks 
(N eighbors80]. 
The domain-dependency may, however, complicate 
the task of reusing anything from other domains, since 
a completely ~ew set of objects, actions and relation-
ships that form the domain language's constructs must 
then be learned [Horowitz84]. The approach taken by 
some related systems is to use wide-spectrum languages 
that cover the whole spectrum of software development 
from specifications to executable code, as opposed to 
Draco domains where the network of domains (lan-
guages) must be used to transform high-level specifi-
cations into efficient target language programs. 
Reusable building blocks 
The components to be reused in the reusable build-
ing blocks' approach are atomic, passive fragments of 
software such as code skeletons, subroutines, functions, 
programs and Smalltalk-type objects. 
Dennis et al. [Dennis86], for example, define the char-
acteristics to be met by reusable (Ada) components: 
1. The interface is syntactically and semantically 
clear, 
2. The interface is written at an appropriate level, 
3. The component does not interfere with its environ-
ment, 
4. The component is object-oriented, 
5. Actions based on the results of a function type com-
ponent are made at the next level up, 
6. The component incorporates scaffolding, 
7. The component exhibits high cohesion and low cou-
pling, 
8. The component and its interface are readable by 
persons another than the author, 
9. The component is in balance between specificity 
and generality, 
10. The component is documented sufficiently to be 
found, 
11. The component can be used without change or with 
minor modifications, 
12. The component is insulated from its host/target 
dependencies and assumptions, and 
13. The component is standardized in the areas of 
invoking, controlling, terminating, error-handling, 
communication and structure. 
The major issue in the reuse of building blocks may 
consider application component libraries or the compo-
sition principles used to construct programs from their 
building blocks - the two approaches will be studied in 
the next sections. 
Application component libraries 
Lanergan and Grasso claim that significant produc-
tivity gains can be achieved in business software systems 
production by reusing directly code fragments in li-
braries without much emphasis on component specifica-
tion, archiving and retrieving formalisms [Lanergan84]. 
Matsumoto, on the other hand, views the software de-
sign process at requirements, design and program levels 
of abstraction in order to provide a substantial degree 
of component reusability [Matsumoto84]. He proposes 
a requirements definition to be made for each existing 
module at its highest level of abstraction, and a trace-
ability scheme between these presentations and reusable 
program modules to be established to enhance under-
standing and leverage of the components. 
Polster [Polster86) defines the concept of a ·"B-
program" to describe code fragments used in building 
partial systems that contain only subsets of some more 
general existing programs. B-programs include, besides 
the code, the information specifying the set of partial 
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systems for which they are relevant. Polster has de-
veloped a formal model to describe the construction of 
partial systems by using B-programs. 
Ledbetter and Cox propose the message/object pro-
gramming paradigm as the basis of software compo-
nent reuse [Ledbetter85], [Cox84]. They use the phrase 
software-IC to describe a reusable software package, a 
standard binary file that is a compilation of a C source 
program generated by Objective-C, which is claimed to 
combine aspects of subroutine libraries and Unix filter 
programs in a'more efficient way. Dynamic binding is a 
prerequisite of using software-IC components. 
Component organizing and construction techniques 
As . noted by Prieto-Diaz and Freeman [Prieto-
Diaz86], one of the main difficulties in reusing code frag-
ments is the problem of how to locate and retrieve them 
effectively. Prieto-Diaz proposes the use of the classifi-
cation theory as the basis of a classification scheme for 
code fragments to permit their easy location and reuse 
[Prieto-Diaz85]. 
The Unix pipe mechanism can be taken as a mean 
of organizing collections of software pieces into larger 
programs, for instance into a structure of software fil-
ters [Kernighan84]. Litvintchouk and Matsumoto [Litv-
intchouk84] suggest a methodology based on formal al-
gebra for achieving the design and management of or-
ganizations of reusable components in Ada systems. 
Multiple inheritance in object-based systems forms, 
according to (Wegner84], an important mechanism for 
system evolution analogous to inherited capital re-
sources in any industrial technology. This inheri-
tance is usable in the organization of object libraries 
that include knowledge about application domains in 
constructing compositions from the library objects. 
Curry and Ayers (Curry84] introduce the concept of 
a trait in an object-based system that provides a way 
to customize nominally similar objects by multiple-
component subclassing for slightly different applica-
tions. [ Goguen84] proposes new mechanisms in param-
eterized programming, theories, views and module ex-
pressions that can be used to organize module interface 
specifications into inheritance structures. The module 
interconnection languages have traditionally tried to ad-
dress the component interconnection issues by having a 
formal syntax to describe the interfaces, interconnection 
operations and resource flow [Prieto-Diaz86-b]. 
[Wegner86]; classifies component reuse accordingly 
into reusability of interfaces, functions that are abstract 
operations, data abstractions that are abstract variables 
and processes that are abstract "computers" operating 
either concurrently or in a distributed manner. These 
classes consider different capital goods as the primary 
reusable resources. According to Wegner, long-lived dis-
tributed embedded systems should provide (reusable) 
component evolution while being used and executed, 
not only during the development time - this could be 
done by dynamic linking and creation of the abstract 
processes. 
If data abstractions are used, they must be protected 
:C.rom concurrent access by process abstractions - this is 
:xi.ot provided for instance in Ada. Wegner claims that 
:process abstraction is a more powerful paradigm for ef-
:£ecti ve reuse in large evolving programs than data ab-
:stradions. Harandi and Young (Harandi85] describe an 
c:i.pproach based on a library of reusable abstract design 
-templates, with a mechanism to store, retrieve and ma-
:nipulate the templates. A template is an abstract and 
generic problem solution applicable to a large number 
<:>f specific cases. Manipulation of templates consists 
<:>f successive refinements and elaborations of templates 
c:::orresponding collectively to the solution of the given 
c:i.bstract problem statement. Aoyma et al. [Aoyma86] 
describe a related approach in the area of telecommu-
:xiication software, where the templates for service soft-
-,.ivare components are called paradigms. 
Berzins et al. [Berzins86] propose the use of 
c:i.bstractions as a comprehensive software engineer-
ing paradigm, yet embedded into the conventional 
'1\'aterfall-like software development model. 
The use of generic software modules, called generic 
capabilities, in software development tool building is 
:suggested by Kuo et al. in [Kuo84]. Their primi-
tive classification of generic capabilities include generic 
":i,nformation structures, generic functions and generic 
knowledge. The reusability of software tools, in the case 
41Df form-oriented software, is studied also by Wartik and 
Fenedo in [Wartik86]. Genericity, as in Ada, and inher-
itance, as in object-oriented languages, are seen as two 
.,,alternatives to facilitate reusability by Meyers in (Mey-
.ers86]. The statically typed language Eiffel that he has 
developed includes both a limited amount of genericity 
.and multiple inheritance. The limitations are claimed 
to be necessary in order to avoid overly redundant and 
complex concepts in a language that would support full 
:£eatures of both inheritance and genericity. 
Other reusability paradigms 
Adaptable software is sometimes taken as a synonym 
:£or reusable software. However, we would like to differ-
entiate between adaptable and reusable software on the 
basis of the following list of required software adapta-
-t.ions of real-time, embedded systems [Alexandridis86): 
1. Retargetable software for new hardware configura-
tions. 
2. Dynamically adaptable reconfiguration software. 
3. Portable environments. 
4. Reusable software components. 
5. Reusable component abstractions. 
6. Reusable concepts. 
5 
The first three forms of adaptability are not covered 
by the reusability paradigms presented above. Goguen 
[Goguen86], Schwederski and Siegel [Schwederski86), 
and Kartashev and Kartashev [Kartashev86) have dis-
cussed adaptability of mission-critical software systems. 
Roussapoulos and Yeh [Roussapoulos84) describe an 
adaptable "outside-in" methodology for database de-
sign, consisting of four phases that facilitate the adop-
tion of different models and representations as needed. 
The idea of evolutionary software development in-
stead of the successive development and maintenance 
phases is implicitly the key feature in such new software 
engineering paradigms as prototyping, operational spec-
ifications and transformational approach [Agresti86]. 
The role of software reusability in the evolutionary ap-
proach has been discussed for instance by Barbuceanu 
[Barbuceanu86] and Balzer [Balzer84]. Reuse of the 
evolutionary approach, as pointed out by Balzer, is ac-
tually a replay of the software development process, i.e. 
is based on reusable patterns in the development pro-
cess. 
We do not intend to include these new software devel-
opment paradigms in our survey - except transforma-
tion systems mentioned above - as an extensive collec-
tion ofrelated papers and an annotated bibliography·is 
presented recently by Agresti (Agresti86]. Furthermore, 
a good collection of papers describing different aspects 
of the knowledge-based software engineering paradigm 
can be found in [Rich86]. 
Summary 
Reusability in software engineering is a many-sided 
concept that includes more than the purely technical 
aspects of how to implement reusability schemes. Basi-
cally the different approaches that have been proposed 
differ from each other as far as the reused software en-
gineering information is concerned. 
The classification into reusable patterns and reusable 
building blocks is interesting, as it represents at the 
same time also the basic difference between the tra-
ditional waterfall-like software development paradigm 
and the newer paradigms: when understanding of the 
resulting product is captured in early artifacts that do 
not have such a fine granularity as the implementation 
related artifacts, the real efforts can be directed to new 
forms of synthesis, and not to extensive analysis. The 
transformational approach is perhaps the best exam-
ple of this difference, and is strikingly present both in 
the new reusability paradigms and in the new general 
software development paradigms. 
Although many people think that the new paradigms 
are the way we should be going, there is still quite a gap 
between reusability ideas and their efficient and effective 
implementations. 
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for instance spreadsheet programming may be considered as 
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A practical approach in transforming pure Lisp programs 
into Fortran code is introduced. The Lisp program is seen as 
an abstract specification for the Fortran version. Strategic 
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[Cavaliere83 ] Cavaliere, M.J., Archambeault, P.J. Jr., 
"Reusable code at the Hartford Insurance Group", 
Proceedings, ITT Workshop on Reus ability in Pro-
gramming, Stratford, Connecticut: ITT Program-
ming, 1983, p. 273. 
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slightly different applications. The article describes the use 
of traits, and states as experiences that multiple-component 
sub classing is a useful way to increase sharing in software de-
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pp. 513-518. 
The Unix operating system is seen to contain several fa-
cilities enhancing reuse of software, for instance the pipe 
mechanism that supports reuse by the self nature of its op-
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[Kuo84 ] Kuo, H.C., Chow, A.L., and Kishimoto, Z., 
"An Approach to Flexible Software System Design 
Using Generic Capabilities," Proceedings, Comp-
sac84 Conference, Silver Spring, Maryland: IEEE 
Computer Society Press, 1984, p. 294. 
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[Matsumoto84 ] Matsumoto, Y., "Some Experiences 
in Promoting Reusable Software: Presentation in 
Higher Abstract Levels," IEEE Transactions on 
Software Engineering, vol. SE-10, no. 5, May 1984, 
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development process steps can be provided. 
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tions and refined to components in other domains. The 
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domain, and the reuse of doI)J.ain design is done when the 
domain-dependent components are used to refine the specifi-
cation into another domain. A domain description includes 
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