ABSTRACT Information systems are increasingly used to realize and support business processes. Process mining, a technique that discovers process models from data such as event logs generated by enterprise information systems, guides business managers to more accurately and intuitively understand their business processes. In order to solve the problem that the original model cannot correctly describe the system update and change, a technology called model repair is developed in the field of process mining. This paper proposes a new model repair approach based on Petri nets, which can change the transition that can only fire once in the original model to fire it any times by constructing free-loop structures. First, problematic transitions are identified. Then, a repaired Petri net-based model by constructing free-loop structures is obtained. Finally, the correctness and effectiveness of the proposed approach are verified by experiments.
I. INTRODUCTION
Process mining is a new subject based on model-driven approaches and data mining to describe actual business processes for the public or organization [1] . It links actual processes and data, as well as the actual process and process models to guide people who work for Business Intelligence (BI) and Business Process Management (BPM). Process discovery [2] , conformance checking [3] , and enhancement [4] are three main types of process mining techniques. By a process discovery algorithm, a process model can be constructed from event logs which are generated in an information system. Conformance checking compares a discovered model with an event log to verify if the process model conforms to a real-life business process. The aim of enhancement is to improve or extend a priori process model by using some event logs about an actual process.
Model repair, as a type of enhancement, aims at modifying a process model to better express the actual process. Model repair with respect to an event log is proposed in [5] . A previous process model (original model) of a system may not correctly reflect the updated system. One solution is to construct a new process model from the event log generated
The associate editor coordinating the review of this manuscript and approving it for publication was Zhan Bu. by the current system. However, the new process model may be extremely different from the original model, especially an artificial-designed original model [5] , [6] . Model repair plays a key role in solving the above problems as shown in Figure 1 . By a model repair approach, an original model can be repaired to accurately reflect the current system. The repaired model from a new event log is closer to the original model. In addition, model repair is more like an update of a part of the original process models, without rediscovering a full process model.
Topological structures and node attributes of networks are convenient for system modeling [7] , [9] . Petri nets are an intuitive and concise bipartite graph composed of two elements called transitions and places [1] . Petri net has been used to effectively model various systems [10] - [12] for supervisory control, scheduling, fault diagnosis, opacity verification, etc., providing well-founded and efficient analysis [13] - [16] . It is a very suitable process model in process mining [17] .
Fitness [18] , precision [19] , generalization [20] , and simplicity [1] are four most common quality measures used to compare a process model with an event log. Fitness refers to the ability of a process model to replay an event log. For an event log, a process model with perfect fitness is supposed to represent all situations in this event log. Precision indicates that the situations in a process model are contained in an event log. If a process model has many situations that are not represented by event logs, the precision of this process model is not ideal. Generalization means that a process model can express some future situations. Simplification describes that a process model that conforms to an actual process is as simple as possible. Given a process model and an event log, several conformance checking techniques are used to diagnose deviations and quantify, such as token-based replay [21] and alignment [3] , [18] . The former can replay every trace [1] of an event log in a process model and calculate the fitness between the event log and the process model based on the number of tokens. The latter finds low-level deviations (skipped and inserted activities) between an event log and a process model by comparing situations in the event log with situations in the process model [3] . The approach is extended for handling some high-level deviations such as duplicate activities and loop structures [18] .
In recent years, some model repair approaches have been proposed. Fahland and van der Aalst [5] , [6] use alignments to find the deviations between an original model and an event log, and decompose the event log into some sub-logs of non-fitting sub-traces. Their approach mines sub-processes from the sub-logs by a process discovery algorithm, and adds these sub-processes to the original model. Their work is also extended to handle several types of loop structures by adding invisible transitions instead of subprocesses in [6] . It is fair to say that Fahland's approach constitutes the cornerstone of model repair technology, and the repaired model of this approach has an almost perfect fitness value. In [22] , Polyvyanyy et al. focus on the resources consumed by repairing a process model, and propose several approaches that require fewer alignment computations. For instance, the Goldratt approach requires less alignment computations and the repaired model has a high degree of fitness [22] . To repair process models with choice structures, an alignment-based Rcbd approach [23] is proposed, and the repaired model has high fitness and precision values.
In our previous work, we define a structure called freeloop structure [24] , [25] . We propose two methods related to the free-loop structures: one is a conformance checking method [24] , and another is a process discovery algorithm [25] . Transitions in free loop structures can fire any times in a process model [25] . In this paper, we propose a new model repair approach to make the transitions that can only fire once in an original model to fire any times in the repaired model by constructing free-loop structures. The existing model repair approaches obtain repaired models with high fitness, but cannot ensure other quality measures, such as precision and simplicity. By constructing free-loop structures, the repaired model by the proposed approach has good precision and simplicity, and high fitness. This paper has the following contributions: (1) Based on alignments, we find deviations between an original model and event logs. According to these deviations, some methods of identifying transitions which are contained in free-loop structures are proposed. (2) In order to repair process models, we propose a method to convert some structures into free-loop structures and solve some special situations. (3) The model repair approach proposed in this paper is implemented as a plug-in in ProM. The correctness and effectiveness of the proposed approach are verified by experimental analysis using this plug-in. The rest of the paper is organized as follows. Some basic concepts of Petri nets, process model, and free-loop structures are reviewed in Section II. Section III describes the problem of repairing process models by constructing free-loop structures, and proposes some methods for identifying transitions in free-loop structures. In Section IV, a model repair approach is proposed. Experimental verification is given in Section V. Section VI concludes our work and discusses the future work.
II. PRELIMINARIES
This section first recalls some basic concepts and definitions related to Petri nets [26] - [31] , WF-net [32] , [33] and the process mining [34] , [35] , and then introduces the notions of the process model such as structures [36] , [37] and alignments [3] , [18] . In the following content, we denote N as a natural number set, i.e., N = {0, 1, 2, . . . }. For ∀x, y ∈ P ∪ T , • x = {y|(y, x) ∈ F} is called an input set of x and x • = {y|(x, y) ∈ F} is called an output set of x. In this paper, the transitions in a process model are corresponding to the activities in an event log. The transition and its corresponding activity can use the same names.
Definition 5: Let PN = (P, T ; F, m) be a Petri net and A be a set of activities. t ∈ T is an invisible transition if there is no activity corresponding to t in A.
Definition 6: Let PN = (P, T ; F, m) be a Petri net. The transition firing rules of PN are as follows. 
(1) PN = (P, T ; F, m) is a Petri net; (2) There is a unique source place i ∈ P, and • i = Ø; (3) There is a unique sink place o ∈ P, and o • = Ø; and (4) For ∀x ∈ P ∪ T , x lies on a path from i to o.
A WF-net is a Petri net which has a unique source place and sink place.
C. PROCESS MODEL
A block-structured Petri net [2, 36] is a WF-net consisting of four basic structures, i.e., sequential, choice, parallel, and loop structures as shown in Figure 2 . In PN 1 , a sequential structure contains transition t 1 and t 2 . A choice structure has two branches containing transitions t 3 and t 4 respectively. Transitions t 5 -t 8 , and some places and arcs constitute a parallel structure. There is still a loop structure of transitions t 9 and t 10 in PN 1 . ∃t ∈ ρ, and ρ(t) denotes the number of t firing in N s .
D. FREE-LOOP STRUCTURES
In general, a loop structure contains two parts: a loop-forward path and a loop-backward path [2] . For a process model, if there is no choice structure, each transition in a loopforward path can fire at least once, and each transition in the loop-backward path can fire any times [25] . For a loop structure, the number of its transitions is called its length. If the transition number of a loop structure is less than 3, it is called a short loop structure. Conversely, it is called a long loop structure. If a loop structure does not have a loop-forward path, each of its transitions can fire any times. This type of loop structure, which has the same places as the source place and the sink place, respectively, has only a loop-backward path. Figure 3 gives some examples of loop structures. The loop structure without loop-forward path in Figure 3 Figure 3 (b) shows a process model N s2 with a free-loop structure. In this free-loop structure, its source transition is t 2 and its sink transition is t 4 . Moreover, according to Definition 11, a 1-length free-loop structure is considered as a freeloop structure with the same transitions as the source and sink transitions. In this paper, each free-loop structure contains a source transition and a sink transition, and the transitions belong to the source and sink transitions of only one free-loop structure.
E. THE ORDERING RELATIONS
To describe the dependency relations between two activities in event logs, we define the following notations.
Definition 12: Let L ∈ B (A * ) be an event log over A. For 
An exclusive relation contains all pairs of activities that never follow each other directly, such as b # L e. A self-loop relation represents that an activity can be followed directly by itself,
F. ALIGNMENT
In order to find deviations between an event log and a process model, we use an approach called alignment, which is proposed in [18] . 
firing sequence of N s . Example 4: Considering N s3 in Figure 4 , an alignment between a trace σ =< X , A, B, C, D, E, E, F, G, I , J , Y > and N s3 is given as follows.
Compared with the process model N s3 , the trace σ has an additional activity E and skips an activity H . The deviations are reflected in the alignment. In γ , (E, ) is a move on log, ( , H ) is a move on model, and other moves are sync moves. 
III. FREE-LOOP STRUCTURE DEVIATION REPAIR
In this section, we first propose a problem of repairing a process model by constructing free-loop structures. To solve this problem, some methods for finding deviations have been proposed. Finally, we propose some methods for identifying transitions which are contained in free-loop structures. In the following, A denotes a set of activities, N s represents a process model. FL is used to denote a free-loop structure. L indicates an event log.
A. A PROBLEM OF MODEL REPAIR
Model repair is to make an old or wrong process model meet real business processes. In general, there are some deviations between a new event log generated in the system and an original model. Therefore, the main idea of model repair is to repair the original model to conform to the event log.
In an actual business process, some events occur only once. As the business process is updated or changed, these events may not occur or may occur many times. In other words, in a process model, a transition that can only fire once becomes a transition that can fire any times. The original model of the system cannot express the above situation. We can use a new event log generated by the system to repair the original model such that a transition can fire any times in a repaired model. In a process model, if a transition belongs to a choice structure, it may not fire in a process model. For a transition in the loop-forward path of a loop structure, it fires at least once in a process model. Moreover, the transitions in the loop-backward path of a loop structure can fire any times in a process model. Accordingly, a transition of a sequential structure or a parallel structure can only fire once in a process model. In this paper, we do not consider loop structures other than free-loop structures. In addition, for a parallel structure, such as the one in Figure 2 , we consider the transitions t 5 and t 8 as part of this structure. In other words, when repairing the process model in Figure 2 , we only consider repairing the entire parallel structure containing t 5 and t 8 or some structures contained on the branches of the parallel structure. According to Definition 11, if a transition can fire any times in a process model, the transition belongs to a free-loop structure. Thus, we aim at changing some sequential or parallel structures to free-loop structures by using event logs.
If a process model conforms to an event log, they meet the following definition.
Definition 15: Let σ ∈ L be a trace and γ = (a 1 , t 1 ) (a 2 , t 2 ) . . . (a |γ | , t |γ | ) be an alignment between σ and N s . N s conforms to L where for ∀σ ∈ L, ∀(a i , t i ) ∈ γ is a sync move and i ∈ {1, . . . , |γ |}.
B. DEVIATION ACTIVITIES
To solve the above problem, we first find all transitions in structures that need to be changed. In an alignment, if a move (a, t) is a move on log, the activity a in the move corresponds to a transition in a structure that has deviations, i.e., the transition belongs to a free-loop structure. The definition of these activities is given as follows.
Definition 16: Let σ ∈ L be a trace and γ = (a 1 , t 1 ) (a 2 , t 2 ) . . . (a |γ | , t |γ | ) be an alignment between σ and N s . a ∈ A is a deviation activity where a move (a i , t i ) ∈ γ , i ∈ {1, . . . , |γ |}, a i = a and t i = .
Deviation activities correspond to transitions in some structures that need to be changed. These activities correspond to the transitions in some new free-loop structures obtained by repairing a model. In other words, the transitions corresponding to deviation activities can fire any times in a repaired process model. A set called DASet is used to store deviation activities. Then, we propose an algorithm to find deviation activities as follows.
Algorithm 1 works as follows. In Line 3, an alignment between a trace of an event log and a process model is obtained. Then, Lines 4-7 find the deviation activities and store them in DASet. Finally, Line 9 returns a set of all the deviation activities DASet.
Algorithm 1 Find_DASet (L, N s )
Input: An event log L and a process model N s Output: The set of deviation activities DASet 1: DASet ← Ø; 2: for each σ ∈ Ldo 3: γ = Alignment (σ, N s ); // Alignment (σ, N s ) denotes a function to obtain an alignment between σ and N s 4: for each move(a i , t i ) ∈ γ do 5:
if a i = a and t i = and a / ∈ DASet then 6:
DASet ← DASet ∪ {a}; 7: end for 8: end for 9: return DASet.
Example 5: Considering the process model N s3 in Figure 4 , an event log L 3 = {< X , A, B, C, D, E, F, G, H A, A, B, C, B, C, D, E, E, F, G, H , H C, B, C, D, E, F, G, H , I , F, G, I , J , Y >,  < X , D, F, G, I , F, G, H , I , J , Y >, < X , D, E, J , Y >} is used to repair N s3 . By Algorithm 1, we get DASet = {B, C, E, F, G, H , I }, which is the set of all deviation activities in L 3 .
Next, we identify activities corresponding to transitions in free-loop structures with different lengths.
C. FIND TRANSITIONS IN FREE-LOOP STRUCTURES
We use the ordering relations of activities in event logs to identify transitions in the free-loop structures with different lengths. An algorithm for finding ordering relations of activities in an event log is given as follows.
According to Definition 12, Algorithm 2 finds ordering relations of all activities in an event log. The follow relations and filling relations of activities are obtained in Lines 2-10. Then, Lines 11-20 get the casual relations, parallel relations, exclusive relations, and self-loop relations of activities. Finally, a set OR is used to store the ordering relations of all activities.
Algorithm 2 Find_Ordering_Relations (L)
Input: An event log L Output: The set of ordering relations OR 1: OR ← Ø; 2: for each σ ∈ Ldo 3: for each a i ∈ σ and 0 < i < |σ | -1 Figure 4 and the event log L 3 . By Algorithm 2, we find ordering relations of activities in
we use a set OR to store the ordering relations of all activities.
From [25] we know that if an activity satisfies self-loop relations, its corresponding transition belongs to a 1-length free-loop structure in a process model. According to Definition 11, the transition in a 1-length free-loop structure serves as both the source and sink transition of the structure. In addition, if both a L b and b L a are ordering relations between activities a and b, the transitions corresponding to these two activities belong to a same 2-length free-loop structure. We use sets FL1TSet and FL2TSet to store the transitions in 1-length and 2-length free-loop structures, respectively. Furthermore, we will find transitions in each long free-loop structure in next subsection, and currently store these transitions in a set FLLTSet. The following algorithm is used to identify transitions in free-loop structures of different lengths.
Algorithm 3 works as follows. Lines 2-5 obtain transitions in all 1-length free-loop structures. Transitions in each 2-length free-loop structures are found (cf. Lines 6-11). Line 12 gets the transitions in long free-loop structures.
Algorithm 3 Get_Transitions (DASet, OR)
Input: The set of deviation activities DASet and the set of ordering relations OR Output: The set of transitions in 1-length free-loop structures FL1TSet, the set of transitions in 2-length free-loop structures FL2TSet, and the set of transitions in long free-loop structures FLLTSet
FL2TSet←FL2TSet ∪ {a, b}; 10: DASet ←DASet -{a} -{b}; 11: end for 12: FLLTSet ←DASet; 13: return FL1TSet, FL2TSet, and FLLTSet Example 7 (Example 6 Continued): Consider the process model N s3 in Figure 4 and the event log L 3 . By Algorithm 3, FL1TSet = {E, H }, FL2TSet = {{B, C}}, and FLLTSet = {F, G, I } are obtained.
D. FIND TI AND TO OF ALL FREE-LOOP STRUCTURES
To repair the process model by constructing free-loop structures, we get source and sink transitions of each free-loop structure. Obviously, these transitions in a 1-length free-loop structure are the same transition. For the free-loop structures with other lengths, we obtain source and sink transitions by considering where their corresponding activities first appear in traces of an event log.
Definition 17: For ∀a ∈ A, ∃σ ∈ L and a ∈ σ . FirstPos(σ, a) indicates the position where a first appears in σ .
According to the Definition 17, the source and sink transitions of a 2-length free-loop structure can be found.
Theorem 1: Let FL= (P , T ; F , i , o , ti, to) be a free-loop structure of N s and |T | > 1. N s conforms to an event log L. If σ ∈ L and ti, to ∈ σ , then FirstPos(σ , ti) < FirstPos(σ , to).
Proof: By Definition 11, for a free-loop structure FL with |T | > 1, ti ∈ i • and to ∈ • o , we have a complete firing sequence of N s ρ =<. . . , ti, . . . ., to, . . . > and ρ(ti) = ρ(to). By Definitions 14 and 15, for an event log L, if N s conforms to L, σ ∈ L, ti, to ∈ σ , then FirstPos(σ , ti) < FirstPos(σ , to).
We suppose that an event log has some traces which contain activities corresponding to the source and sink transitions of VOLUME 7, 2019 a free-loop structure. Theorem 1 shows that the position of an activity corresponding to the source transition is prior to an activity corresponding to the sink transition when these activities first appear in the traces.
Theorem 2: Let FL= (P , T ; F , i , o , ti, to) be a free-loop structure of N s and |T | > 2. N s conforms to an event log FirstPos(σ, a) <  FirstPos(σ, b) , and b → L a, then ti = a and to = b.
Proof: For an event log L, if σ ∈ L, a ∈ σ, b ∈ σ , and FirstPos(σ, a) 
Thus, ti = a and to = b. We assume that two activities corresponding to transitions in a free-loop structure are contained in some traces of an event log. For the two activities, when they first appear in a trace, we use a to denote the activity at the front position, and use b to denote another one. Theorem 2 indicates that if there is a causal relation between b and a, then a and b correspond to the source and sink transitions in a free-loop structure, respectively.
According to Theorems 1 and 2, we propose the following algorithm to obtain the source and sink transitions of all free-loop structures and store all pairs of transitions in a set FLtitoSet.
Algorithm 4 finds the source and sink transitions of all freeloop structures. Lines 2-4 obtain the source and sink transitions of all 1-length free-loop structures. Then, the source and sink transitions of all 2-length free-loop structures are obtained (cf. Lines 5-12). In addition, Lines 13-18 obtain the source and sink transitions of each long free-loop structure. Finally, all pair of the source and sink transitions of free-loop structures are stored in a set FLtitoSet.
Example 8 (Example 7 Continued): Consider the process model N s3 in Figure 4 and the event log L 3 . FLtitoSet is a set of sequences consisting of source and sink transitions of all free-loop structures. {B, C} is an element in FL2TSet. Transitions B and C belong to a same 2-length free-loop structure. For each trace σ of L 3 , if B, C ∈ σ , we have FirstPos(σ, B) < FirstPos(σ, C). According to Theorem 1, B and C are the source and sink transitions in a same free-loop structure, respectively. For F, I ∈ FLLTSet, in each trace σ of L 3 , if F, I ∈ σ , we have FirstPos(σ, F) < FirstPos(σ, I ) and I → L F ∈ OR. According to Theorem 2, F and I are the source and sink transitions in a same free-loop structure, respectively. Thus, by Algorithm 4, we get FLtitoSet = {< E, E >, < H , H >, < B, C >, < F, I >}.
IV. MODEL REPAIR
This section describes how to use an event log to repair a process model by constructing free-loop structures. First we propose an approach for combining places. Then some methods are given in order to solve some special cases. According to Algorithm 4, we obtain the source and sink transitions of all free-loop structures. Next we use these transitions to repair an original model.
In Figure 5 (a), N s4 is an original model, and transitions A and B can fire only once in N s4 . An event log L is used to repair the original model. We analyze the event log L by Algorithms 1, 2, 3, and 4. If A and B are the source and sink transitions of a free-loop structure, respectively, by combining the places p 1 and p 4 , the original model N s4 will be repaired to the process model N s5 containing a freeloop structure, as shown in Figure 5(b) .
There are some special cases. We assume that two structures in a sequential structure in an original model are respectively changed into two free-loop structures. Clearly, in a sequential structure of the original model, these two structures are ordered. However, by combining the places, these two structures will be connected to a same place. In other words, the two free-loop structures lose their order after combining the places. Therefore, to ensure order between the structures in the repaired model, an additional place is required before combining places. Furthermore, in the repaired model, an additional invisible transition between the two free-loop structures is required to connect these two structures. In Figure 6(a), N s6 is an original model. By analyzing an event log, transitions A and B belong to different structures that need to be changed into two 1-length free-loop structures. A repair result by combining the places is shown in Figure 6 (b). These two free-loop structures containing transitions A and B respectively should be contained in a sequential structure, rather than connected to a same place in the repair result. Obviously, this repair result lacks some transitions, places, and arcs. Therefore, before combining places, we add an invisible transition between two structures in a sequential structure. For example, we add an invisible transition between transitions A and B in N s6 in advance to obtain N s6 in Figure 6 (c). Then, by combining places, we repair the original model N s6 to a process model N s7 as shown in Figure 6(d) .N s7 is a correct repaired model with free-loop structures because it can describe the order between different structures. In addition, we assume that a free-loop structure FL 1 already exists in the original model. If there is a free-loop structure FL 2 needs to be constructed and belongs to a sequential structure with FL 1 , then we need to add some invisible transitions, places, and arcs between FL 1 and FL 2 . In Figure 7 (a), a process model N s8 containing a 1-length free-loop structure is an original model. By analyzing an event log, transition D belongs to a structure that should be changed into a 1-length free-loop structure. The repair result obtained by combining the places which connect transition D is shown in Figure 7(b) . This repair result does not reflect the order between two free-loop structures consisting of C and D, respectively. By adding an invisible transition, a place, and some arcs, we get a process model N s8 as shown in Figure 7(c) . Then, by combining places, we repair the original model N s8 to get a process model N s9 that correctly reflects the order of structures. Figure 7(d) shows the repaired model N s9 .
According to Definition 11, we know that if a transition belongs to a free-loop structure, this transition can fire any number of times in a process model. In an event log used to repair a process model, if an activity does not occur in one trace and occurs multiple times in another trace, the transition corresponding to the activity belongs to a free-loop structure. These activities include deviation activities and the activities corresponding to the transitions of free-loop structures in the original model. To solve the special case in Figure 7 , we define the activities corresponding to the transitions of free-loop structures in the original model as follows.
Definition 18: Let σ 1 , σ 2 ∈ L be two traces and DASet ∈ A be a set of deviation activities. a ∈ A is called an old-FL activity where a ∈ σ 1 , σ 1 (a) > 1, a / ∈ σ 2 , and a / ∈DASet. The old-FL activities are stored in a set O-FLASet. With these activities, we can determine where to add invisible transitions to the original model. For example, given the transition C in Figure 7 (a), its corresponding activity is an old-FL activity. Before a free-loop structure containing transition D is constructed, an invisible transition is added between C and D, as shown in Figure 7(c) . Then, we propose the following algorithm to illustrate the specific process of repairing an original model. Algorithm 5 works as follows. By Algorithms 1 and 2, Lines 2-3 get DASet and the ordering relations of activities in an event log L. In Line 4, transitions in free-loop structures with different lengths are distinguished by Algorithm 3. Line 5 finds the source and sink transitions of all free-loop structures. Lines 6-38 add an invisible transition between two free-loop structures in a sequential structure. For each structure that needs to be changed to a free-loop structure, a place in the input set of its source transition and a place in the output set of its sink transition are combined (cf. Lines 39-44). Finally, a repaired model with free-loop structures is obtained in Line 45.
Example 9 (Example 8 Continued): Consider the process model N s3 in Figure 4 and the event log L 3 . By Algorithm 5, we use the event log L 3 to repair the original model N s3 . A repaired model N s3 is shown in Figure 8 . Comparing the repaired model N s3 with the original model N s3 , some structures are changed to free-loop structures. In other words, some transitions that fire only once in N s3 can fire any times in N s3 .
V. EXPERIMENTAL EVALUATION
This section presents an experimental evaluation of the proposed approach. The experiment is performed on a computer
Input: An original model N s , and an event log L Output: A repaired model with free-loop structures N s 1: 
A. IMPLEMENTATION IN PROM
The approach in this paper has been implemented as a plug-in in the process mining framework ProM [38] and is publicly available. The plug-in is called Model Repair-FL and can be accessible at: https://github.com/ZhaoyangHe/ModelRepair-FL. This plugin takes an event log in XES format and a Petri net in PNML format as input, and outputs a Petri net in PNML format.
B. EXPERIMENT DATA
A cerebral infarction treatment process is used to conduct the experiment. Figure 9 shows a process model of cerebral infarction treatment with reference to a business process in a hospital in Qingdao. This process model is used as the original model for model repair because it may be deviated from the actual situations of cerebral infarction treatment. In the original model, each transition can only fire once, and there is no free-loop structure. In the following, we will briefly describe some actual situations of cerebral infarction treatment.
A patient with a cerebral infarction needs a routine examination and nursing care at the beginning of the hospitalization. After receiving nursing care, on the one hand, the patient is monitored for blood pressure. If the blood pressure is normal, he/she does not need blood pressure lowering; otherwise, he/she may need to lower his blood pressure several times if necessary. On the other hand, the doctor will choose drugs for the patient. In general, the drugs of antiplatelet therapy and anticoagular therapy are essential. Some patients need to receive thrombolytic therapy several times, while others are not allowed to receive thrombolytic therapy. After taking drugs, the patient receives rehabilitation on bed. Next, the doctor will perform an accessory examination on the patient, such as blood routine and X-ray. In a period after taking medication and rehabilitation care, if necessary, the patient needs to be re-examined for those abnormal indexes one or more times. If they are normal, the patient may not be re-examined. During the treatment, if the patient has a complication, the difficulty of treatment will greatly increase. For a patient with cerebral infarction, the most common complication is cerebral edema. As a result, patients may have intracranial hypertension several times, or may not have intracranial hypertension. By continuing to take hormone drugs for a few days, the patient's cerebral edema and intracranial hypertension may be relieved. Some patients cannot take hormone drugs due to their condition. Of course, the most important treatment for this complication is operation. A patient may have complications several times or may not have complications. After a patient's complications are cured, the patient continues to take the medication and receive rehabilitation training. Finally, the doctor will perform a National Institute of Health stroke scale (NIHSS) scoring on the patient. The patient can be discharged with the medication after evaluation.
In actual situations of cerebral infarction treatment, blood pressure lowering, thrombolytic therapy, abnormal index re-examination, intracranial hypertension, hormone therapy and complications treatment are some events that may not occur or may occur multiple times. The original model cannot describe the above situations. In order to repair the original model to meet the actual situations of cerebral infarction treatment, we generate 10 sets of event logs from the original model, and manually modified the event logs to meet these situations. Table 1 presents the information of the event logs.
C. COMPARISON OF MODEL REPAIR RESULTS BY DIFFERENT APPROACHES
We compare the proposed approach with the existing model repair approaches that can handle loop structures, i.e., Fahland's model repair approach [6] and the Goldratt model repair approach [22] , and mainly analyze the correctness, fitness, precision, and simplicity of the repaired models by different approaches. The repaired model by Fahland's approach is generated from the toolkit ProM lite1.2, and the repaired model by Goldratt approach is derived from a tool for (impact-based) process model repair in [22] .
We consider that if a repaired model meets actual situations of cerebral infarction treatment, this model is correct. Figure 10 shows the repaired model by the proposed approach. In this process model, all the actual situations of cerebral infarction treatment have been met. For example, for blood pressure lowering, thrombolytic therapy, abnormal index re-examination, intracranial hypertension, hormone therapy, these transitions that contained in some sequential or parallel structures are changed to transitions in some free-loop structures. In other words, transitions that can only fire once in the original model are changed to transitions that can fire any times. In addition, in the repaired model, complication treatment is represented by a free-loop structure rather than a sequential structure in the original model, which is more realistic. Thus, the repaired model by the proposed approach is correct.
In Figure 11 , for some transitions that can only fire once in the original model, Fahland's approach makes these transitions fire any times in the repaired model by adding invisible transition. For example, by adding two invisible transitions for skipping and returning, the transition thrombolytic therapy can fire any times in the repaired model by Fahland's approach. In this paper, we believe that a structure, which is skipped and returned by adding invisible transitions, can express the same situation as a free-loop structure. In Figure 12 , Goldratt approach changes transitions that can only fire once in the original model to the transitions that can fire any times in a repaired model by adding some invisible transitions and 1-length free-loop structures. Therefore, both repaired models by Fahland's approach and Goldratt approach can also satisfy all the actual situations of cerebral infarction treatment.
1) FITNESS
We use a plug-in named ''Replay a Log on Petri Net for Conformance Analysis'' [18] in ProM to measure the fitness values between event logs and the repaired models. For each repaired model, we use the plug-in to get fitness values between the process model and each set of event logs.
The fitness values between different repaired models and event logs are shown in Figure 13 . The fitness values between all the event logs and the repaired model by each approach are 1. For repaired models by these three approaches, each trace in the 10 sets of event logs can be replayed in these models.
2) PRECISION
A plug-in named ''Check Precision based on AlignETConformance'' [39] in ProM is used to measure the precision values between event logs and repaired models. For each repaired model, precision values between the model and each set of event logs are obtained by using the plug-in. It is well known that if there are some loop structures in a process model, this model has an infinite number of complete firing sequences. Therefore, the precision of a process model with some loop structures is not ideal. Figure 14 gives the precision values between different repaired models and event logs. Obviously, for each set of event logs, precision value of the repaired model by the proposed approach is higher than those by the other two.
3) SIMPLICITY
In this paper, we aim to get a simpler repaired model that can describe the actual business process. If a repaired model adds fewer elements to the original model, such as places, transitions, and arcs, this process model is considered to have higher degree of simplicity.
Comparing to the original model in Figure 9 , the number of added places, transitions, and arcs in the repaired models by three approaches are shown in Table 2 . From Table 2 , the repaired model by the proposed approach has an added transition and two added arcs. According to the actual situation of cerebral infarction treatment, transitions intracranial hypertension and hormone therapy in a sequential structure are changed to two different 1-length free-loop structures. In order to keep these free-loop structures in order, an invisible transition and some arcs are added to the repaired model. To allow some transitions to fire any times, Fahland's approach adds some invisible transitions, arcs, and places to the original model. The repaired model by Goldratt approach also has some added transitions and arcs. By comparing three repaired models, the repaired model by our proposed approach adds the least number of elements, so it has a higher degree of simplification among the three.
Regarding the computational complexity [40] , the performance of the proposed approach is similar to that of Fahland's approach and Goldratt approach. For many real networks [41] , the size of the process model is much larger than the process model in the experiment. At present, applying the proposed approach to large scale real networks is a challenge because of the high computational complex. Fortunately, Algorithms 1-4 can be pre-processed, and the proposed approach does not take too much time when there are few deviations [42] between the process model and the event log.
VI. CONCLUSION
In this paper, a model repair approach by constructing freeloop structures is proposed. We aim at making transitions that can only fire once in an original model to fire any times in the repaired model. The correctness of the proposed approach is verified by experimental analysis, and the repaired model performs well in terms of fitness, precision, and simplicity. Note that, for any information system that can generate event logs, its business process can be modeled and its original model can be repaired by the proposed approach. In addition, the proposed approach is still insufficient. For example, a large number of invisible transitions are added when a sequential structure contains many free-loop structures. In future work, we consider reducing the computational complexity of the proposed approach to deal with some large scale real networks. Furthermore, we will focus on repairing process models with more types of structures and with greater precision and simplicity.
