Abstract: Smart grids are becoming increasingly popular thanks to their ability to operate with higher precision and smaller margins. Dynamic operation control in smart grids can be achieved with phasor measurement unit (PMU) based wide area monitoring and control systems. The data communication requirements for the PMU based applications are well addressed in the IEEE C37.118.2 and IEC 61850-90-5 standards. Due to the higher probability of cyberattacks and the scale of their impact, data security is a critical requirement in PMU communication networks. The IEC 61850-90-5 communication standard addresses this security concern and proposes the HMAC (hash based message authentication code) with key distribution center (KDC) scheme for achieving information authentication and integrity. However, these IEC 61850-90-5 security recommendations do not consider the mechanism for attacks such as man-in-the-middle (MITM) attacks during KDC key exchanges. MITM attacks can be easily implemented and may have a large impact on the grid operation. This paper proposed an explicit certificate-based authentication mechanism to mitigate MITM attacks in PMU communication networks. The proposed certificate-based authentication mechanisms were implemented in real-time using Python-based terminals to observe their performance with different signature algorithms.
Introduction
State estimation, monitoring, controlling, and protection of smart grids can be accomplished by phasor measurement unit (PMU) based wide area monitoring and control systems. The PMU is an intelligent electronic device (IED) in a smart grid that periodically records data pertaining to the power system dynamics. It then sends them along with the GPS synchronized time stamp data to phasor data concentrators (PDCs) with a high sampling rate (6-60 samples/s) [1] . The recorded data include voltage and current phasors (amplitude and angle), frequency and rate-of-change-of-frequency (ROCOF) as well as other parameters [2] . The time stamped measurements are called synchrophasors.
Synchrophasor measurements were first standardized with IEEE 1344 in 1995 [3] . Later in 2005, IEEE 1344 was replaced with the IEEE C37.118 standard [4] . In 2011, the IEEE C37.118 standard was split into IEEE C37.118.1 and IEEE C37.118.2 standards [5, 6] . The former deals with how to measure synchrophasor values while the latter deals with the data transfer requirements of recorded synchrophasor measurements. The split enables the harmonization of IEEE Std C37.118-2005 with IEC 61850. IEC 61850-90-5 was developed in 2012 to specify data communication requirements between PMUs, PDCs, wide area monitoring, protection, and control applications, and control centers 
IEEE C37.118.2 and IEC 61850-90-5
Having evolved from IEEE 1344, IEEE C37.118 is considered to be the improved synchrophasor communication standard. The present standard defines the format of the messages to be exchanged, methods of evaluating synchrophasor measurements, and timing values.
The purpose of the standard is to facilitate synchronized phasor measurement data exchange between the PMUs and PDCs. The standard does not stipulate the implementation details such as mode of communication, physical medium, transport protocol, and leaves them to the user. IEEE C37.118.2 defines four types of messages such as data, configuration, header, and command. Data messages are used to send PMU's phasor and frequency measurements. Configuration messages consist of calibration factors and other information to properly decode the data messages in machine readable format. Configuration (CFG) messages come in three types: CFG1, CFG2, and CFG3. CFG1 represents the type of data and reporting capability of the PMU. CFG2 gives information about the synchrophasor values to be sent. CFG3 is similar to CFG2 and has additional information about the PMU's characteristics and measurements. Header messages contain descriptive information normally specified by the user. Command messages are sent to the data source to control its operation and transmission of data, header, and configuration messages. Example command messages are "data_on" and "data_off".
The sequence of messages exchanged between the PMU and PDC is illustrated in Figure 2 . PDC, first, sends a command message to the PMU to get the configuration information. The format of the command message consists of the CMD field, which is used by the PMU to recognize the type of configuration information. After reading the command message, PMU sends its configuration message. Then, PDC sends another command message requesting the PMU sends data frames. Data frames contain synchrophasor measurements. After receiving the command message, the PMU continuously sends data frames until another command is sent by the PDC to stop transmission of the data frames.
IEEE C37.118 has many limitations. It lacks standard data names which enable auto-discovery and self-description without configuration messages. Devices may have different features, which leads to a lack of interoperability and integration support. Finally, the standard does not have any security mechanisms. The IEC 61850 gives self-description and object auto discovery capability with its structured meta-data. The main objective of IEC 61850 is to achieve interoperability among different components from different vendors [23] . The standard specifies a reliability mechanism which performs re-transmission, in the case of data loss. However, it lacks cyber-security mechanisms and is restricted to local networks. IEC 61850-90-5 is derived from IEC 61850 and deals 
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3. Cyber-Security Vulnerability of PMU Networks Operating with IEC 61850-90-5 GDOI 3.1. IEC 61850-90-5 Cyber Security Considerations IEC 61850-90-5 specifies the security model where information authentication and integrity are of paramount importance. Furthermore, the data flow from the PMU to PDC should not be interrupted due to the specified security model. Therefore, a KDC mechanism is recommended to manage the required symmetric key exchanges between the KDC and PMUs/PDCs. The KDC can be implemented as a stand-alone function (centralized) or as an entity (distributed) in the network, that is either in the PMU or PDC. Figure 4 shows the default packet formats of IEC 61850-9-2 and IEEE C37.118.2. It also shows how KDC and KDC based on GDOI mechanisms are implemented in the session layer of the open systems interconnect (OSI) reference model for the IEC 61850-90-5 packet format. The GDOI security mechanism is a group key management protocol that supports common security and keying policy for secure group and multicast applications [24] . In this communication model, participants are the group controller and key server (GCKS) as well as a group member (GM). GCKS can be a device that defines group policy and distributes the keys. GCKS can also be called KDC as it manages the secure communication among the group members by distributing the keys. It can be the PDC or regional PDC or any other third-party entity within the PMU communication network. The GM is an authorized member of the group which can communicate with other GMs. It can be a PMU or PDC in the communication network.
As depicted in Figure 5 , the GDOI key distribution model, also referred to as the GDOI-KDC security mechanism, consists of two major phases called the GROUPPULL and GROUPPUSH phases. In the GROUPPULL phase, participating entities register with KDC with authentication. Here, mutual authentication is performed using key pairs. In the GROUPPUSH phase, KDC pushes the keying material such as key encryption key (KEK) and traffic encryption key (TEK) to GMs via an authenticated and encrypted session. The security policies and keying material used are not fixed for communication between PMU and PDC, but instead, are replaced periodically for secure transmission of data. The pairwise key also the protects the GROUPKEY PULL exchange used to acquire KEK and TEK from KDC. The goal of the GROUPKEY PULL exchange is to establish and secure phase GROUPPUSH communication. For example, the KEK protects GROUPKEY PUSH exchanges whereas the TEK protects communication among GMs. The security mechanism has three key features: (i) authentication, (ii) freshness, and (iii) secrecy. Authentication ensures that only allowed GMs such as PMU or PDC can send and receive packets securely. Freshness ensures the periodic update of key credentials to protect from cryptanalysis. The GDOI-KDC security mechanism ensures perfect forward secrecy to protect the In this communication model, participants are the group controller and key server (GCKS) as well as a group member (GM). GCKS can be a device that defines group policy and distributes the keys. GCKS can also be called KDC as it manages the secure communication among the group members by distributing the keys. It can be the PDC or regional PDC or any other third-party entity within the PMU communication network. The GM is an authorized member of the group which can communicate with other GMs. It can be a PMU or PDC in the communication network.
As depicted in Figure 5 , the GDOI key distribution model, also referred to as the GDOI-KDC security mechanism, consists of two major phases called the GROUPPULL and GROUPPUSH phases. In the GROUPPULL phase, participating entities register with KDC with authentication. Here, mutual authentication is performed using key pairs. In the GROUPPUSH phase, KDC pushes the keying material such as key encryption key (KEK) and traffic encryption key (TEK) to GMs via an authenticated and encrypted session. The security policies and keying material used are not fixed for communication between PMU and PDC, but instead, are replaced periodically for secure transmission of data. The pairwise key also the protects the GROUPKEY PULL exchange used to acquire KEK and TEK from KDC. The goal of the GROUPKEY PULL exchange is to establish and secure phase GROUPPUSH communication. For example, the KEK protects GROUPKEY PUSH exchanges whereas the TEK protects communication among GMs.
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In the literature, functional specifications for GROUPPUSH are elaborated in detail [18] . GROUPPULL is a crucial phase of authentication. Security breaches of this phase may result in the full compromise of GM's communication during GROUPPUSH.
RFC 6407 [23] does not specify any authentication technique between GM and GCKS, and the choice is up to the developer. The Diffie-Hellman public key cryptography technique, shown in Figure 6 , is widely implemented for encryption [18] . It assumes that neither of the devices has prior knowledge of the secret key. It can be understood from the figure that both parties, i.e., GM (such as PMU or PDC) and KDC, agree on prime p and generator g. They pick respective private keys a and b, then, using modular division, calculate public keys A and B mathematically. The public keys can take any value between 1 and p − 1. Devices exchange their public keys and derive a common pairwise key which will be used to generate KEK and TEK in the GDOI security mechanism. In Figure 6 , generated pairwise key is k. However, this Diffie-Hellman authentication scheme can be compromised using MITM attack, as explained below.
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Man-in-the-Middle (MITM) Attack
MITM is one of the major threats that can be used to gain access to data communicated between the PMU and PDC. It has been treated as a high-risk attack in PMU communication which hampers authentication and may lead to severe damage to the critical infrastructure. Figure 7 demonstrates a possible MITM attack that can happen between the PMU and KDC. An intruder PMU can impersonate a real PMU and communicate with the KDC. In this case, it is assumed that the system uses the Diffie-Hellmann key exchange authentication. An MITM attack is launched in the authentication process as explained below.
Suppose an intruder wants to impersonate a real PMU, it will send its own computed public key A' as if it is requesting the KDC to generate a pairwise key. The KDC assumes that some device wants to become a GM and generates a public key B and sends it to the intruder. Both the KDC and intruder PMU generate a pairwise secret key k through the modular mathematical model shown in Figure 7 . When a real PMU communicates with the KDC and wants to become a GM, it will compute its public key A and send it to the KDC. However, the intruder device impersonates the KDC and sends its computed public key A' to the real PMU. The real PMU generates a pairwise key k with KDC. Here, the intruder PMU has both pair-wise keys for communication between the GM and KDC. The intruder PMU communicates with the KDC as if it is an authorized GM and communicates with the real PMU as if it is the KDC. The real PMU sends its data to the intruder, thinking that the data is sent to the KDC. The KDC receives data from the intruder PMU devices as if it is received from an authorized GM. Here, the problem is that the intruder acts in the middle, causing a security breach called the MITM attack. This stems from the fact that the KDC does not have any mechanism to find the identity of the requesting device and the same applies to the real PMU. 
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Implementing Certificate Based Authentication Mechanism with IEC 61850-90-5
The problem in the above attack is that the KDC and PMU do not have any mechanism to mutually identify each other and whether the public key belongs to these respective devices. The developed certificate mechanism solves this problem. A certificate signed by a trusted authority ensures that a device claiming its public key has its corresponding private key. If a PMU wants to register with the KDC entity; first, both devices are mutually authenticated with the certificate mechanism explained in this section. If an intruder PMU sends its own certificate to the KDC for authentication, then the KDC verifies the intruder PMU's certificate with the CA. If the certificate is not valid, then the request of the intruder PMU will be discarded.
A certificate is similar to binding a PMU's identity such as its name and serial number to its public key value. A certificate has a format defined by X.509 [25] . A certificate is issued by a trusted central authority called the CA. The format of the certificate consists of the version, serial number, subject name, certificate issuer information, validity, public key of PMU, and signature. A PMU keeps its corresponding private key inside its memory and generates a public key certificate with the CA. Figure 8 illustrates the certificate request and signing process. A PMU or PDC sends a certificate request which includes all of the necessary information according to the X.509 format. The CA generates a signature using a message digest algorithm (MDA). The outcome of the MDA is the digest MD1, which is further encrypted with the CA's private key. The encryption digest (ED) is the signature to be placed in the certificate format.
Once a PMU receives a signed certificate from the CA, the PMU sends its signed certificate to the KDC for authentication. Once the KDC receives a certificate of a PMU, it verifies the received certificate with the CA. The CA verifies the certificate of the PMU under discussion and sends a verified message as either "Accept" or "Reject" depending on the verification outcome. Figure 9 depicts the certificate verification mechanism. The CA maintains the database of issued certificates as well as a revocation list. The certificate is said to be revoked if the validity of the certificate expires. This database is useful in verifying the legitimacy of certificates. If the certificate is valid, then the CA picks the signature ED from the certificate field and decrypts it to obtain the MD1. 
Once a PMU receives a signed certificate from the CA, the PMU sends its signed certificate to the KDC for authentication. Once the KDC receives a certificate of a PMU, it verifies the received certificate with the CA. The CA verifies the certificate of the PMU under discussion and sends a verified message as either "Accept" or "Reject" depending on the verification outcome. Figure 9 depicts the certificate verification mechanism. The CA maintains the database of issued certificates as well as a revocation Figure 9 . Certificate verification by CA.
The implementation of the above mechanism requires specific algorithms to generate, sign, and verify the certificates. The authentication mechanism proposed in this paper implements the three distinct algorithms developed below.
Algorithm 1 is developed for certificate request generation (CSR) by the PMU. Initially, the PMU generates public-private key pairs. Furthermore, the PMU constructs a certificate following the X.509 format. The X.509 certificate fields such as name, issuer_name, serial number, validity period, public key and other credentials are filled. Finally, CSRX509Cert is a request message generated to be endorsed by the CA. The input of the Algorithm 1 is X509Cert and its output is CSR, CSRX509Cert.
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X509Cert.issuer_name  'CA_NAME' The implementation of the above mechanism requires specific algorithms to generate, sign, and verify the certificates. The authentication mechanism proposed in this paper implements the three distinct algorithms developed below.
Algorithm 1 is developed for certificate request generation (CSR) by the PMU. Initially, the PMU generates public-private key pairs. Furthermore, the PMU constructs a certificate following the X.509 format. The X.509 certificate fields such as name, issuer_name, serial number, validity period, public key and other credentials are filled. Finally, CSRX509Cert is a request message generated to be endorsed by the CA. The input of the Algorithm 1 is X509Cert and its output is CSR, CSRX509Cert. 1: (PMU_PUB_KEY, PMU_PR_KEY) ← Keygen() 2: X509Cert.name ← 'PMU_NAME' 3: X509Cert.issuer_name ← 'CA_NAME' 4: X509Cert.Srlno ← rand (). 5: X509Cert.validity ← 'VALID_DATE ()' 6: X509Cert.Pubkey ← 'PMU_PUB_KEY' 7: return CSRX509Cert
Algorithm 2 is developed for the certificate signing process in the CA. After the certificate (X509Cert) is received at the CA, it generates a hash value (h1) for the part that corresponds to the PMU identity (PMUID). The PMUID includes the credentials of the PMU such as its name, issuer name, serial number, validity, etc. The hash value, h1, is generated by a signing function SIGk(). The signing function is a message digest generation algorithm. Next, the digest is encrypted by an encryption algorithm (ENCk (h1)) with the CA's private key. The encrypted message is copied to the signature field of the certificate.
Algorithm 3 is developed for the certificate verification mechanism in the CA. The sent, signed certificate SX509Cert is verified by its signature. The CA generates the message digest h2 of the received certificate credentials. The signature x of the received certificate is decrypted with the CA's public key to obtain h1. Furthermore, the decrypted value h1 is compared with h2. If both match, then the PMU is authenticated, otherwise the certificate is rejected. 
Python-Based Implementations and Results
The proposed explicit certificate authentication mechanism was implemented using Python client and server programs. The Python-based implementation was done for the authentication phase of the GDOI security mechanism discussed in Section 3.1. In the implementation, first, a pair of public and private keys for PMU and CA are generated. Next, a certificate with the X.509 format is generated with the required credentials and is sent to the CA for signing. Using the secure hash algorithm (SHA256) with a 256-bit key, a hash value is generated. The hash value is further encrypted using Rivest-Shamir-Adleman (RSA) and Elliptic Curve Digital Signature Algorithm (ECDSA) public key cryptographic algorithms. Here, RSA algorithms with different key sizes and various elliptic cures defined by the National Institute of Standards and Technology (NIST) for ECDSA are considered. Table 1 shows the sizes of the CSR and certificates generated by the RSA algorithms with different key sizes and by ECDSA with various curves. Once the signing process is completed, the signed certificate is sent to the PMU. Upon receiving the signed certificate from the PMU, the KDC verifies it with the CA for authenticity. Table 1 gives the computational time required for verifying these certificates. An intruder PMU tries to authenticate itself by either changing the signature in the certificate or generating a self-signed certificate. In Figure 10 , an intruder PMU intercepts the signature of the certificate and replaces it with its own signature to authenticate itself. However, thanks to the certificate verification process explained in Section 3.3, the CA based certificate mechanism identifies this fake certificate since the signature is a mismatch. In Figure 11 , an intruder PMU sends its own certificate for authentication. When the PMU sends its signed certificate to the KDC for authentication, it encrypts the entire certificate with its own private key. If an intruder PMU intercepts the encrypted certificate and replaces it with its own encrypted certificate, then the KDC tries to decrypt the received file with the public key of the original PMU. This results in a corrupted file, indicating that the certificate is invalid for the authentication. Thus, the certificate mechanism effectively eliminates MITM attack in PMU communication networks. In Figure 11 , an intruder PMU sends its own certificate for authentication. When the PMU sends its signed certificate to the KDC for authentication, it encrypts the entire certificate with its own private key. If an intruder PMU intercepts the encrypted certificate and replaces it with its own encrypted certificate, then the KDC tries to decrypt the received file with the public key of the original PMU. This results in a corrupted file, indicating that the certificate is invalid for the authentication. Thus, the certificate mechanism effectively eliminates MITM attack in PMU communication networks. Figure 11 . Intruder PMU sending its own certificate for authentication. Figure 12 shows the results of the successful signature verification of a legitimate PMU by the CA. Figure 13 shows the detection of an intruder PMU certificate during verification with the message: "unable to get local issuer certificate". This error message is displayed when the signed certificate cannot be verified. Hence, this concludes that this PMU is not legitimate and not signed by the CA. 
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Conclusions
Real time monitoring, protection, and control in smart grids is of paramount importance. These capabilities highly depend on PMU measurements and their secure transmission over wide area PMU communication networks. With the increased connectivity and intelligence introduced to smart grids, cyber-security in PMU communication networks is a real concern. Authentication of devices in the communication network should be ensured to avoid cyber-attacks. Of the two existing PMU communication standards, IEEE C37.118 does not touch on cyber-security issues while IEC 61850-90-5 only recommends different security schemes without specific details of the implementation.
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Addressing this knowledge gap, this paper developed a certificate-based node authentication method for the PMU networks. The benefit of using this particular method is that it mitigates MITM attacks during key exchanges in PMU networks. The developed solution was implemented with a Python programmed server and clients. The results showed that the proposed certificate-based mechanism could effectively mitigate MITM attacks during key exchanges and ensure the safe operation of PMU networks based on IEC 61850-90-5.
As future work, it is possible to extend this solution by adding encryption and integrity check mechanisms such as AES-256 and HMAC, respectively. These will make use of the symmetric key exchanged during the certificate based mechanism developed in this paper. These two mechanisms will ensure the confidentiality and integrity of PMU measurements. In this fashion, other attacks such as SQL injection, Spoofing, and DoS attacks can also be mitigated. 
