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Resum 
 
L’aigua és el recurs per viure més important del planeta Terra, cobrint més del 
70% de la seva superfície. Concretament, els oceans representen més del 
97% de l’aigua total del planeta i és on concentra el 99,5% del conjunt d’éssers 
vius. Un gran nombre d’ecosistemes depenen de l'estat dels oceans i fan 
necessària la seva protecció. Aquests són un gran indicador de l’estat del 
planeta i la seva observació pot ajudar a comprendre i preveure alguns dels 
fenòmens climatològics d’abast mundial. Ja ha quedat demostrada en diferents 
estudis la relació dels oceans i els seus corrents amb el canvi climàtic i altres 
fenòmens. Per aquest motiu, i des de fa anys, es realitzen nombrosos 
projectes arreu del món per tal de monitoritzar els oceans a través de 
l’adquisició de dades pel seu posterior processat i estudi. 
 
Com a exemple, el desenvolupament dels darrers sensors òptics d’alta 
resolució espectral (hiperespectrals) ha permès realitzar mesures de color i 
temperatura de les capes superficials dels oceans. Aquestes mesures 
serveixen entre altres coses com a indicadors importants de la concentració de 
clorofil·la, pigment del fitoplàncton. Aquest paràmetre ens proporciona una 
estimació de la distribució de la biomassa als oceans i juga un paper molt 
important en l'anàlisi dels cicles biogeoquímics a escala planetària. 
 
Dins d’aquest àmbit de recerca, localitzem l’objectiu principal d’aquest 
projecte, el qual consisteix en el disseny i desenvolupament d'una eina 
software basada en llenguatge Python pel processament de dades obtingues 
per sensors òptics hiperespectrals integrats en una sonda d'observació 
oceanogràfica. El projecte neix en col·laboració amb la Unitat de Tecnologia 
Marina (UTM) del Centre Mediterrani d’Investigacions Marines i Ambientals 
(CMIMA–CSIC) i s'engloba dins les activitats d’aquest grup, dedicades al 
desenvolupament d'una sonda oceanogràfica per a la monitorització de la 
columna d'aigua a través d’instrumentació òptica d'elevada resolució espectral 
i altres tipus de sensors. 
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Overview 
 
Water is the most important substance for life on Earth. More than two thirds of 
the Earth's surface are covered with water. Specifically, the oceans represent 
more than 97% of the total water on the planet and concentrate 99,5% of the 
total living fauna. Many ecosystems depend on the state of the oceans and 
they are a great indicator of the state of the whole planet. Its observation may 
be very helpful to understand and prevent some phenomena related to the 
global climate change, as it has been demonstrated an existing relationship 
between ocean currents, climate change and other phenomena. With this aim, 
many studies have been conducted for many years around the world to monitor 
the oceans through the data acquisition and further processing and analysis.  
 
The recent development of optical sensors with a very high spectral resolution 
(hyperspectral sensors) have contributed to improve the monitoring of the 
oceans. Color and temperature measurements of the upper layers of the 
oceans are used for example as an important indicator of the chlorophyll 
concentration , main phytoplankton pigment. These chlorophyll maps provide 
an estimation of the biomass distribution in the oceans, which play an 
important role in the analysis of the biogeochemical cycles on a planetary 
scale.  
 
The main objective of this project has been developed within this framework. 
The project consists of the design and development of a software tool based 
on Python programming language to process hyperspectral data acquired by 
sensors which are integrated in an oceanographic sonde. The project was born 
as a collaboration with the Marine Technology Unit that belongs to the 
Mediterranean Center for Marine and Environmental Research (UTM-CMIMA-
CSIC). Within the activities of this group, it can be pointed out the development 
of new instrumentation for monitoring the water column through the use of 
optical and other high resolution instrumentation. 
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INTRODUCCIÓ 
 
La major part de la superfície terrestre està coberta d’aigua, un 70% 
aproximadament. Tenint en compte aquesta dada, és lògic pensar que l’estat 
dels oceans i les seves possibles alteracions estan estretament lligats als 
fenòmens que tenen lloc arreu del planeta, com ja ha quedat demostrat en els 
estudis realitzats sobre el canvi climàtic i l’efecte hivernacle. Degut a la 
importància de l’estudi dels oceans, han estat molts els projectes que s’han 
desenvolupat i que actualment es segueixen desenvolupant amb l’objectiu de 
monitoritzar els processos que hi tenen lloc. Molts d’aquests projectes han estat 
possibles gràcies a l’avenç tecnològic de les darreres dècades en els camps de 
la instrumentació, la computació, el processat de dades i les comunicacions, 
que han permès disposar d’eines i dispositius avançats per realitzar aquest 
tipus de tasques. Concretament, cal destacar el progrés que ha experimentat la 
tecnologia òptica [1].  
 
La instrumentació òptica utilitzada actualment en estudis dels oceans es pot 
classificar en dos grans grups: els sistemes d’adquisició remota o teledetecció i 
els sistemes d’adquisició in situ. La teledetecció, com el seu propi nom indica, 
consisteix en l’adquisició de dades d’una superfície sense que la instrumentació 
hi entri en contacte i a una gran distància. En conseqüència es tracta d'una 
tècnica molt útil per a entorns inaccessibles. Concretament, la teledetecció 
òptica permet obtenir informació de la composició de l’entorn estudiat a través 
de l’adquisició de dades de radiació solar reflexada i/o dispersada. Aquests 
sistemes poden ser integrats en satèl·lits o en avions i s’utilitza un cas o un 
altre segons les dimensions de l’àrea a estudiar i la resolució espacial 
desitjada. Aquestes tècniques però, degut a l’efecte d'atenuació en l’aigua 
sobre les senyals electromagnètiques (radiació solar), només permeten l’estudi 
de les capes oceàniques més superficials, el que suposa una gran limitació en 
l’estudi del fons marí. 
 
 
 
 
Figura 1.1. Àrea de cobertura de diferents sistemes de teledetecció òptica: satèl·lit i 
aerotransportació 
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Una altre grup de tècniques molt utilitzades en la caracterització dels oceans,  
complementari a les mesures de teledetecció, són els sistemes de detecció in 
situ. Aquests sistemes permeten caracteritzar la columna d’aigua a través de 
l’adquisició de mostres i mesures en temps real mitjançant l’acoblament 
d’instrumentació òptica en vaixells, sondes i vehicles subaquàtics. Actualment 
ja s’utilitza instrumentació in situ i no invasiva com per exemple fluoròmetres, 
radiòmetres, mesuradors d’atenuació o transmissòmetres. 
 
 
 
 
Figura 1.2. Sistemes de detecció amb instrumentació òptica: in situ i teledetecció 
 
 
Entre els centres d’investigació que realitzen estudis utilitzant aquest tipus 
d’instrumentació òptica per a l'estudi de la columna d'aigua trobem la Unitat de 
Tecnologia Marina (UTM). La UTM és una unitat adscrita al Centre Mediterrani 
d’Investigacions Marines i Ambientals (CMIMA) i pertany a l’àrea de Recursos 
Naturals del Consell Superior d’Investigacions Científiques (CSIC). Entre les 
activitats realitzades per aquesta Unitat hi trobem les de suport logístic i tècnic 
a les bases polars i vaixells de recerca oceanogràfica espanyols, així com 
d’altres relacionades amb activitats de recerca, desenvolupament i innovació en 
el camp de les ciències marines. Cal remarcar també l’interès institucional de la 
UTM per la necessitat de promoure el desenvolupament tecnològic en el camp 
de la investigació marina, tal i com marca la recentment implantada línia 
d'investigació titulada: Desenvolupament de sensors automàtics per a 
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l’observació dels oceans, inclosa dins el Pla Estratègic de l’àrea de Recursos 
Naturals del CSIC. 
 
Dins d’aquesta línia de recerca, concretament en la que pretén desenvolupar 
una sonda oceanogràfica que incorpori sensors òptics d’elevada resolució 
espectral (hiperespectrals), s'emmarca aquest projecte. L’objectiu principal del 
projecte consisteix en el disseny i implementació d'una eina software per al 
processat i visualització de dades obtingudes pels sensors òptics 
hiperespectrals que s'estan integrant en la instrumentació desenvolupada a la 
UTM. Aquesta eina serà desenvolupada integrament amb programari lliure i 
serà lliurada seguint alguna de les llicencies lliures que podem trobar en la 
actualitat. 
 
L’estructura del document es divideix en quatre capítols on es descriuen alguns 
conceptes previs, l’entorn de desenvolupament, el disseny de l’aplicació i les 
conclusions, respectivament. El primer capítol tracta tots aquells conceptes 
necessaris per tal de posar en situació al lector i ajudar a entendre millor els 
objectius del projecte. El segon capítol està dedicat a la presentació dels 
sensors hiperespectrals i tot el programari necessari per poder realitzar el 
projecte, deixant exclusivament la part de disseny del software englobada en el 
tercer capítol. Finalment, en les conclusions s’exposa el resultat al qual s’ha 
arribat i les seves possibles millores. 
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CAPÍTOL 1 CONCEPTES PREVIS I DEFINICIÓ DEL 
PROJECTE 
 
Aquest capítol té com a finalitat introduir tots aquells conceptes previs 
necessaris per comprendre el què, com i perquè d'aquest projecte. En concret, 
es dona una breu descripció sobre la tecnologia espectral aplicada a 
l'oceanografia, les tècniques espectromètriques i els diferents espectròmetres 
miniatura amb els que es treballa actualment a la UTM. Finalment, es 
defineixen els objectius del projecte i el seu interès científic. 
 
 
1.1 Conceptes previs 
 
1.1.1 Tecnologia espectral en oceanografia 
 
Un sensor òptic multiespectral recull dades en una desena d’amples de banda 
o canals prefixats. Un exemple és el sensor òptic instal·lat en el satèl·lit per a 
aplicacions oceanogràfiques a color SeaWiFS (Sea-viewing Wide-Field-of-view 
Sensor), que mesura vuit canals entre 402 nm i 885 nm (amples de banda per 
canal entre 20 i 40 nm, centrats al voltant de 412, 443, 490, 510, 555, 670, 765 
i 865 nm). Els oceanògrafs porten utilitzant sensors multiespectrals des de 
1980 amb un gran èxit. 
 
En canvi, els sensors hiperespectrals poden recollir dades en centenars de 
bandes de forma continua cobrint amples de banda més grans (almenys en 
longituds d’ona visibles, i preferiblement des de l’ultraviolada fins la infraroja), 
amb una resolució millor als deu nanòmetres. La utilitat de les mesures 
hiperespectrals ha estat reconeguda en camps tan diversos com la geologia i 
l’astronomia.  
 
La instrumentació hiperespectral també ha estat emprada en la recerca 
oceanogràfica des de fa una trentena d’anys. Encara que, la major part de tota 
aquesta instrumentació hiperespectral ha estat utilitzada en laboratoris com a 
equipament no mòbil. És a dir, mitjançant l'ús d'espectrofotòmetres i 
radiòmetres que mesuren l’absorció o la irradiància en longituds d’ona des de la 
ultraviolat fins la infraroig de forma continua amb una resolució menor de deu 
nanòmetres. Inicialment, per tal de maximitzar la relació senyal/soroll, el temps 
d’adquisició d’aquests instruments era molt elevat, de l’ordre de minuts. Només 
fa una dècada, les limitacions computacionals i les dificultats per desar gran 
quantitat de dades hiperespectrals feien inviable aquesta tecnologia. En els 
darrers cinc anys però, s’han desenvolupat sensors amb altes velocitats de 
mostreig in situ (inferiors al segon). Aquests dispositius més optimitzats han 
estat emprats per diversos estudis per a entorns costaners i aigües obertes. Els 
avenços en tecnologia computacional de la darrera dècada han permès millorar 
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els temps de processat de les dades hiperespectrals i la capacitat 
d’emmagatzemar i arxivar grans quantitats de dades. 
 
La tecnologia hiperespectral s’ha expandit des de radiòmetres de mà fins a 
sensors submergits per a la mesura in situ de les diferents propietats òptiques.  
Per una banda, propietats òptiques inherents (IOPs -  absorció, dispersió) que 
depenen solament de les característiques de l'aigua i dels elements òpticament 
significatius presents en el medi (matèria orgànica particulada, minerals, etc.). I 
per altra banda, propietats òptiques aparents (AOPs – irradiància, reflectància, 
etc.) que depenen del medi així com també de les condicions de llum 
ambientals. 
 
Darrerament, la millora dels sensors hiperespectrals també ha permès als 
sistemes aerotransportats fer mesures de gran resolució espectral i espacial de 
resplendor i reflexió als oceans. Tot i que els sensors multiespectrals tinguin 
una relació senyal/soroll millor per a la mateixa qualitat de components òptics, 
la bona qualitat de les dades dels sensors hiperespectrals fan que cada cop 
siguin més utilitzats i que els costos estiguin minvant.  
 
En definitiva, actualment s'està produint una progressiva migració de sistemes 
multiespectrals a sistemes d'elevada resolució espectral: hiperespectrals. La 
seva integració en sistemes de teledetecció i sistemes de mesura in situ, obre 
una nova porta per a la oceanografia òptica i tots els camps relacionats. 
 
 
1.1.2 Espectrometria en oceanografia 
 
Una de les tècniques òptiques in situ utilitzada en els centres d’investigació 
marina és l’espectrometria. L’espectrometria és un tècnica que permet l’estudi 
de la composició d’un cos o medi a través de les característiques del seu 
espectre d'absorció o reflexió a les diferents longituds d'ona que componen la 
llum incident. 
 
En aquest sentit, cal definir el concepte de signatura espectral. La signatura 
espectral és la representació gràfica de la relació de longituds d’ona més o 
menys absorbides i/o reflexades per un cos o medi tenint com a referència la 
llum incident sobre ell, la qual prové d’una llum artificial en el cas d’adquisicions 
realitzades a gran profunditat. Aquesta relació de valors a les diferents 
longituds d’ona és característica de cada compost i permet obtenir informació 
sobre les substàncies dissoltes en l’aigua marina de forma quasi immediata i 
sense necessitat de realitzar un anàlisis químic més laboriós en un laboratori. 
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Figura 1.1. Exemple de signatura espectral: cas de clorofil•la 
 
 
En el cas dels estudis marins, aquesta tècnica s’utilitza en la detecció dels 
diferents compostos presents a l’aigua. Això permet detectar contaminants i 
concentracions d’organismes perjudicials per l’explotació pesquera d’una 
manera senzilla i gens invasiva pel medi. Un exemple seria la monitorització de 
la proliferació d’algues tòxiques que afecta a la producció de musclos a la zona 
del Delta de l’Ebre. 
 
 
 
 
Figura 1.2. Reflexió i refracció de la llum solar en el medi marí 
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1.1.3 Espectròmetres miniatura per a estudis en oceanografia 
 
Els sensors utilitzats en l’espectrometria per tal de quantificar les 
característiques òptiques del medi d’interès són, naturalment, els 
espectròmetres. Amb l'actual miniaturització d’aquests dispositius,  
l’espectrometria ha començat a aplicar-se de manera més estesa i en nous 
camps, gràcies a les noves avantatges que suposa la seva portabilitat. La 
possibilitat de comptar amb espectròmetres de petites dimensions permet la 
seva integració en sondes oceanogràfiques entre d’altres aparells utilitzats en 
les introspeccions marines, afegint informació a les mesures típiques de 
caracterització in situ: pressió, temperatura i salinitat, entre d’altres. 
 
L’estructura bàsica dels espectròmetres miniatura està formada per una 
entrada òptica on la llum incident queda concentrada, un conjunt d'elements 
òptics que la descomponen en les diferents longituds d’ona i un vector de 
fotodíodes. En cada fotodíode es mesura la intensitat del senyal en un rang 
determinat de longitud d’ona. A la sortida de cada fotodíode s’obté un voltatge 
proporcional a la intensitat de senyal captada en cada rang. 
 
El nombre de fotodíodes, les característiques òptiques dels materials utilitzats i 
les característiques dels elements elèctrics en determinen la sensibilitat, el rang 
de longituds d’ona mesurables i el temps de resposta (relacionat amb la 
freqüència mínima de mostreig) i per tant, els possibles escenaris d’aplicació. 
 
 
 
 
Figura 1.3. Estructura bàsica d’un espectròmetre en miniatura 
 
 
Basats en aquesta estructura trobem espectròmetres de diferents tipus. Els 
espectròmetres més senzills necessiten d’altres elements (microcontrolador, 
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filtres, A/D, ports de comunicació, etc.) per ser controlats i poder obtenir les 
dades en format útil. Per altra banda, existeixen espectròmetres en que tota 
aquesta electrònica ja ve encapsulada i ja estan preparats per la escriptura i/o 
lectura de dades a través de ports RS232 i/o USB. Tot i la diferència de preu 
entre aquests dos tipus de dispositius (d’un ordre de magnitud, 
aproximadament), aquests últims són fàcilment integrables i els més indicats si 
es volen obtenir resultats ràpids sense necessitat de realitzar desenvolupament 
electrònic. 
 
 
1.2 Característiques i objectius del projecte 
 
Tal i com s'ha indicat en la introducció, en els darrers anys, la UTM ha 
desenvolupat diferents projectes enfocats al disseny de sistemes d’obtenció de 
dades espectromètriques utilitzant part de la gran varietat de dispositius 
disponibles en el mercat. Recentment, ha adquirit diversos espectròmetres 
miniatura per tal d’incorporar-los a una sonda oceanogràfica. És en aquesta 
línia de recerca en la que s’emmarca el projecte. 
 
L’objectiu principal d'aquest projecte es centra en el disseny i desenvolupament 
d’una eina software per tal de processar les dades capturades amb diferents 
espectròmetres. Es tracta de desenvolupar una eina que permeti processar les 
dades capturades pels sensors d'alta resolució espectral (hiperespectrals) 
integrats a la sonda oceanogràfica que s'està dissenyant a la UTM. Les dades 
capturades pels diferents sensors es bolquen a un ordinador personal i sempre 
cal que siguin processades per al seu posterior anàlisi. Aquest processat off-
line que pot consistir en l'extracció de soroll de foscor, promitjat de diferents 
adquisicions, etc. serà realitzat mitjançant aquesta aplicació. 
 
L’eina haurà de complir els següents requisits: 
 
• Interfície gràfica amigable, fàcil i intuïtiva. Qualsevol persona sense 
coneixements en programació i sense conèixer l’aplicació, hauria de ser 
capaç de fer-la funcionar. 
 
• Suport per als sensors hiperespectrals que formen part de la sonda 
oceanogràfica que està desenvolupant la UTM: 
o Ocean Optics USB4000. 
o Ocean Optics S2000. 
o UV/VIS Microspectrometer microParts. 
 
• Suport per diferents tècniques de processat de dades provinents dels 
sensors esmentats anteriorment: 
 
o Promitjat de diferents adquisicions espectrals. 
 
o Truncat de l'interval de longituds d'ona de treball. 
 
o Interpolat de dades espectrals. 
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o Extracció del corrent de foscor (o dark current) quan sigui 
necessari. 
 
• Representació gràfica de les dades. 
 
• Sistema de plugins per tal de facilitar el desenvolupament de noves 
tècniques de processat o suport de sensors. 
 
• Codi modular per facilitar el seu manteniment i posterior 
desenvolupament o ampliació. 
 
• Haurà de córrer sota sistemes GNU/Linux, actualment és el sistema 
operatiu utilitzat pel departament. A més, la filosofia entorn el codi lliure 
és la més adient en un entorn científic, on tenir accés al codi i poder 
modificar-lo és un tret molt important. 
 
• S’utilitzarà el llenguatge de programació Python. Es tracta d'un 
llenguatge de programació de codi obert. 
 
 
1.3 Interès científic de l’aplicació 
 
Tot projecte relacionat amb l’estudi del medi marí i la monitorització del seu 
estat és, ara més que mai, de gran interès científic. També la introducció 
d’espectròmetres en sondes i vehicles oceanogràfics obre noves possibilitats 
en l’estudi del fons marí (entre d’altres àmbits) i alguns grups d’investigació ja 
estan desenvolupant aplicacions al respecte arreu del món. Aquest nou interés 
per les mesures espectromètriques in situ queda palès amb la introducció al 
mercat de nous models d’una forma ininterrompuda ens els últims anys, tot i 
ser un mercat encara molt reduït i especialitzat. 
 
Aquest tipus d’aplicacions permeten obtenir informació de la composició de 
l’aigua a diferents profunditats a temps real i de forma no invasiva. Encara que 
després hagi de ser processada al laboratori, fins no fa gaire, aquest tipus 
d’informació només podia ser obtinguda a través de l’estudi en laboratoris de 
l’aigua recollida en les campanyes i per tant, eren necessaris molts més 
recursos i sobretot temps. Així doncs, els espectròmetres miniaturitzats 
permeten l’adquisició de dades in situ a la columna d'aigua i faciliten que les 
dades recollides no hagin pogut ser alterades (dades més reals), obtenint 
resultats d’una manera més ràpida. 
 
El desenvolupament per part de la Unitat de Tecnologia Marina d’una sonda 
oceanogràfica amb sensors hiperespectrals fa indispensable el 
desenvolupament d'una eina específica pel tractament de les dades que 
aquesta sonda reculli. Aquesta eina ha d’acceptar les dades de diferents 
models de sensors hiperespectrals que formaran part de la sonda i oferir un 
processament de dades flexible i complet. 
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L’eina desenvolupada ha de ser extensible, per tal de facilitar la incorporació de 
nous tipus de processat de dades, en els quals es troba treballant el grup de 
recerca de la UTM. Alguns exemples d'aquest tipus de tècniques són: 
tècniques d'extracció de soroll (denoising), de classificació automàtica 
(clustering), de guardat de dades en format NetCDF, etc. 
 
 
1.4 Antecedents 
 
La col·laboració de la UTM amb estudiants de la Universitat Politècnica de 
Catalunya no és cap novetat d’aquest projecte. De fet ja porta realitzats 
diversos projectes d’investigació amb la finalitat de desenvolupar eines de 
control per a dispositius òptics i sistemes de mesures espectromètriques. Tots 
ells han estat duts a terme en el marc de diferents projectes finals de carrera de 
les titulacions tècniques i de segon cicle que s’imparteixen a la Escola 
Politècnica Superior de Castelldefels dins la branca de Telecomunicacions. 
 
El present projecte segueix en la mateixa línia de recerca de tots aquests 
projectes previs. A continuació fem un breu recull dels desenvolupaments més 
rellevants: 
 
• Disseny d’un sistema de mesures espectròmetriques (TFC). 
Autors: Manel Merchan i Sergi Pons (setembre 2003 – gener 2004). 
 
• Disseny d’un espectroradiòmetre (TFC). 
Autores: Maribel Pérez i Nuria Pujol (febrer 2005 – setembre 2005). 
 
• Espectroradiòmetre intel·ligent basat en dsPIC (PFC).  
Autor: Sergi Pons (setembre 2005 – febrer 2006). 
 
• Desenvolupament d'una eina software per al control 
 d'espectròmetres a través de dispositius PDA (PFC).  
Autora: Núria Pujol (gener 2008 – juny 2008). 
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CAPÍTOL 2 ENTORN DE DESENVOLUPAMENT 
 
En aquest capítol es descriu l’entorn de desenvolupament del projecte per 
facilitar la posada en situació del projecte al lector. Es descriuran breument els 
sensors hiperespectrals involucrats en el projecte, el processament de senyals 
aplicat a aquest tipus de dades espectrals, el concepte i filosofia del software 
lliure i les diferents eines software involucrades en el desenvolupament de 
l’aplicació. 
 
 
2.1 Característiques del sensors 
 
Per al desenvolupament de l'eina software de processat de dades 
espectromètriques, objectiu principal d’aquest projecte, s'han considerat els tres 
sensors hiperspectrals amb els que està treballant la UTM en els seus 
projectes. A continuació es fa una breu descripció de les seves 
característiques, ja que els seus paràmetres de funcionament han estat  
necessaris a l’hora de desenvolupar l’aplicació. Els tres espectròmetres 
miniatura d'alta resolució espectral utilitzats són: 
 
• Ocean Optics USB4000. 
• Ocean Optics S2000. 
• UV/VIS Microspectrometer microParts. 
 
 
2.1.1 Ocean Optics USB4000 
 
El USB4000 és un dels espectròmetres estrella del fabricant Ocean Optics. Es 
tracta d’un espectròmetre integrat format per un vector de fotodíodes CCD de 
3648 elements o canals, un conversor analògic-digital de 16 bits, un connector 
de 22 pins per a vuit GPIOs (General Purpose Input Output) programables per 
l’usuari i dues interfícies (USB, RS232) per connexió al PC. Aquest dispositiu 
incorpora també quatre modes de triggering i un mecanisme de correcció del 
corrent d’obscuritat d’acord a les variacions de temperatura. 
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Figura 2.1. Ocean Optics USB4000 
 
 
 
 
Figura 2.2. Esquema interior de l’espectròmetre Ocean Optics USB4000 
 
 
El rang de captura del USB4000 va des dels 200nm fins als 1100nm, amb una 
resolució òptica (FWHM, Full Width at Half Maximum) que pot anar dels 0,3nm 
fins als 10nm. Té una relació senyal-soroll de 300:1 i la seva resolució de píxel 
(espectral) es troba al voltant dels 0,24nm/canal [2]. 
 
L’USB4000 és compatible amb sistemes operatius Linux, MacOS X i Windows. 
Les captures són desades en format text a l’hora de passar-les al PC, facilitant 
la seva comprensió i inclouen una capçalera amb informació bàsica sobre la 
captura.  
 
Aquest seria un exemple de captura: 
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Figura 2.3. Format de dades de sortida del espectròmetre USB4000 
 
 
Com veiem, a la capçalera es guarden els detalls de la captura (data, número 
de serie de l’espectròmetre, temps d'integració i altres paràmetres de la captura 
com: correcció del corrent d’obscuritat, temperatura, si es va aplicar algun tipus 
de suavitzat a les dades (smoothing), entre d’altres). Seguidament veiem dues 
columnes de dades que són la informació de la captura espectral: la primera 
columna ens indica la longitud d’ona en nanòmetres i la segona conté els 
nivells de radiació corresponents a cada longitud d'ona. Aquestes dues 
columnes són les que ens interessen. 
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2.1.2 Ocean Optics S2000 
 
L'espectròmetre S2000 d’Ocean Optics ja no es troba disponible al mercat, tot i 
que encara s’utilitza en alguns projectes de la UTM. L’S2000 no integra tota 
l’electrònica necessària per a la captura de dades, i fa necessari l'ús d'un mòdul 
de conversió A/D extern. El fet de tenir unes dimensions majors i pitjors 
prestacions va fer que fos substituït per l'USB4000 descrit anteriorment. 
 
Les seves característiques en quant a captura òptica són molt semblants a les 
de l'USB4000. Consta d’un vector de fotodíodes CCD de 2048 canals, amb un 
rang de captura des dels 200nm fins als 1100nm i una resolució òptica (FWHM) 
de 0,3nm fins a 10nm. La seva resolució de píxel es troba al voltant dels 
0,44nm/canal [3]. 
 
En el muntatge del sensor utilitzat a la UTM, els fitxers de captura de dades són 
arxius binaris que només contenen el nivell de radiació, sense la seva longitud 
d’ona corresponent que s’haurà de calcular a l’hora de realitzar el processat del 
senyal. 
 
 
 
 
Figura 2.4. Ocean Optics S2000 
 
 
2.1.3 UV/VIS Microspectrometer microParts 
 
El UV/VIS Microspectrometer microParts de la casa Boehringer Ingelheim 
microParts GmbH, té com a principals característiques la seva reduïda mida i el 
seu baix consum, així com un cost més econòmic. La principal diferència amb 
els anteriors espectròmetres és que si aquells utilitzaven sensors basats en 
tecnologia CCD en aquest, l’element encarregat de la captura es basa en 
tecnologia CMOS, amb un vector de 256 canals. 
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Figura 2.5. UV/VIS Microspectrometer microParts 
 
 
El seu rang de captura va des dels 300nm fins als 1050nm, amb una resolució 
òptica (FWHM) al voltant dels 10nm i una resolució de píxel entorn els 
3nm/canal [4]. 
 
Com en el cas del S2000, els fitxers de captura són arxius binaris que només 
contenen la informació espectral. A diferencia però dels dos espectròmetres 
anteriors, on un sol fitxer representava una captura espectral, en el cas del 
UV/VIS Microspectrometer microParts ens podem trobar vàries captures dins el 
mateix arxiu. 
 
 
2.1.4 Comparativa de valors teòrics vs. valors reals 
 
A mode de resum la següent taula recull la informació bàsica dels 
espectròmetres d'alta resolució espectral considerats per tal de fer més fàcil la 
comparativa. Aquests valors es corresponen amb els que donen els fabricants 
a les especificacions tècniques: 
 
 
Taula 2.1. Taula de valors teòrics 
 
Espectròmetre λ min. (nm) 
λ màx. 
(nm) Canals
Res. 
òptica 
(nm) 
Res. 
de píxel 
(nm/canal) 
Consum
USB4000 200 1100 3648 0,3 – 10 0,24 
250 mA 
@ 5 
VDC 
S2000 200 1100 2048 0,3 – 10 0,44 
110 mA 
@ 5 
VDC 
microParts 300 1050 256 10 3 - 
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Més important que els valors teòrics però, és saber els valors reals amb que els 
treballen aquests espectròmetres, donada la configuració seleccionada. Per 
aquest motiu la UTM els ha testejat abans d'integrar-los a la sonda en 
desenvolupament i a continuació es mostren els valors obtinguts: 
 
 
Taula 2.2. Taula de valors reals 
 
Espectròmetre λ min. (nm) 
λ màx. 
(nm) Canals 
Res. 
de píxel 
(nm/canal) 
USB4000 178,72 888,19 3648 0,19 
S2000 177,12 880,68 2048 0,34 
microParts 307,96 1100,39 256 3,1 
 
 
2.2 Processament de senyals 
 
Totes les dades recollides pels sensors descrits en l'apartat anterior han de ser 
processades per poder ser presentades d’una forma útil i per poder-les tractar i 
extreure'n valors significatius. 
 
Tal i com s'ha descrit a l'apartat d'objectius del projecte, aquest projecte té com 
a principal finalitat desenvolupar una eina software de processat de dades 
espectromètriques. Aquesta aplicació ha estat centrada en la implementació 
d'una seria de rutines necessàries per a la part del pre-processat de les dades. 
És a dir, de les rutines per a preparar les dades (o “netejar-les”) i deixar-les en 
un estat òptim per poder aplicar després algorismes de més complexitat com 
per exemple: tècniques d'extracció de soroll (smoothing), d'anàlisi derivatiu, 
d'anàlisi multiresolució (wavelets), de classificació automàtica (clustering), etc. 
 
Entre les tècniques de pre-processat implementades trobem: 
 
• Promitjat: Ens permet calcular el valor mig de diferents espectres 
adquirits per treballar amb l'espectre promig de totes les adquisicions i 
millorar la relació senyal-soroll de la mesura. 
 
• Truncat: Ens permet seleccionar un interval de longituds d’ona per 
limitar els marges espectrals en un o més espectres. Les dades fora 
d’aquest interval queden descartades. 
 
• Interpolat: Ens permet realitzar un interpolat lineal en un o més 
espectres simultàniament. 
 
• Dark current: Ens permet eliminar la radiació deguda al corrent 
d’obscuritat en un o més espectres simultàniament. Ens referim com a 
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corrent d’obscuritat a la lectura que fa el sensor quan hi ha condicions 
d’obscuritat total. 
 
 
2.3 Software lliure 
 
2.3.1 Què és el software lliure? 
 
El programari o software lliure (free software en anglès) és la denominació que 
rep el software que dona la llibertat als usuaris sobre el producte per a usar-lo, 
copiar-lo, estudiar-ne el codi, modificar-lo i redistribuir-lo altre cop lliurement. No 
s’ha de confondre amb el software gratuït (també free software en anglès), 
doncs el software lliure pot ser gratuït o de pagament. 
 
 
2.3.2 Historia del software lliure 
 
La corrent del software lliure va ser iniciada pel guru Richard Stallman, als anys 
vuitanta, a partir dels problemes que tenien al laboratori amb una impressora 
nova. Richard Stallman va demanar el codi del controlador de la impressora al 
fabricant per tractar d’arreglar-ho sense demanar res a canvi, però el fabricant 
es va negar. En aquell mateix moment, es va començar a gestar el software 
lliure. 
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Figura 2.6. El guru del software lliure Richard Stallman 
 
 
El 1984 Stallman va començar el projecte GNU (GNU is Not Unix) per 
implementar un sistema operatiu lliure i un any més tard va fundar la Free 
Software Foundation (FSF), que vetlla pel codi lliure i la correcta aplicació de 
les llicències lliures. Per la FSF el software és lliure si garanteix les següents 
llibertats: 
 
• Llibertat 0: llibertat d’usar el software, amb qualsevol propòsit. 
 
• Llibertat 1: llibertat d’estudiar com funciona el software i adaptar-lo a les 
teves necessitats. 
 
• Llibertat 2: llibertat de redistribuir còpies. 
 
• Llibertat 3: llibertat per millorar un programa, i distribuir les modificacions, 
per tal de que es beneficiï la comunitat. 
 
 
 
 
Figura 2.7. Mascota del projecte GNU 
 
 
Les llibertats 1 i 3 requereixen accés al codi, ja que sense accés al codi no es 
poden exercir aquestes llibertats. 
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2.3.3 Llicències lliures 
 
Normalment el software lliure té associada un tipus de llicència (o contracte 
amb l’usuari) on es defineixen els terminis i condicions a l’hora d’usar i 
modificar el software. Entre les llicències més esteses trobem: 
 
• GNU GPL: És una llicència de software lliure i de tipus copyleft. Les 
llicències copyleft no permeten a un tercer afegir requisits addicionals. 
Es considerada la llicència per excel·lència del software lliure. 
 
• GNU LGPL: És una llicència com l’anterior però sense copyleft. 
 
 
• BSD: Llicència compatible amb la GPL i sense copyleft. És considerada 
la clàusula més lliure que existeix i es remunta als temps dels primers 
sistemes UNIX. 
 
• Llicència Apache: Llicència no compatible amb la GPL. Es va crear per 
al projecte Apache de servidors web. 
 
• Llicència Mozilla: Llicència no compatible amb la GPL. És l’utilitzada per 
la fundació Mozilla, creadora de software lliure com el navegador Firefox. 
 
Les llicències no compatibles entre si no es poden utilitzar en un mateix 
projecte, és a dir, no es poden incloure en un mateix programari llibreries que 
funcionen sota GPL amb altres que ho fan sota una llicència Apache, ja que 
estaríem violant les llicències. Cal dir que aquestes llicències lliures ja han estat 
posades a proba davant de tribunals i han reconegut la seva validesa. 
 
 
2.3.4 Software lliure i ciència 
 
El món científic funciona d’una forma semblant al món del software lliure en el 
sentit que els nous coneixements s’exposen a la comunitat i es comparteixen. 
Aquesta manera de funcionar permet avançar més ràpidament en la recerca de 
noves solucions als diferents problemes que es van plantejant dia a dia els 
diferents grups d'investigació. 
 
És amb aquesta filosofia que l'eina resultant d’aquest projecte ha estat 
dissenyada i implementada. Concretament, l'eina software desenvolupada es 
lliurarà a la comunitat científica de la Unitat de Tecnologia Marina - UTM (i a 
qualsevol altre que vulgui utilitzar aquests coneixements) amb una llicència 
lliure. Això implica que es podrà utilitzar el codi, estudiar-lo, modificar-lo d’acord 
a les noves necessitats que es vagin generant, millorar-lo o si es vol lliurar-lo a 
altres grups d’investigació interessats. 
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2.4 Python 
 
2.4.1 Què és Python? 
 
Python és un llenguatge de programació dinàmic orientat a objectes, encara 
que es poden utilitzar diferents tipus de paradigmes a l’hora de programar. Es 
tracta d’un llenguatge interpretat que no cal compilar i això fa que la producció 
de codi sigui més àgil i ràpida. 
 
El principal avantatge que presenta el llenguatge Python és la capacitat per 
dividir el codi en mòduls reutilitzables en altres programes fets en Python. 
També ofereix un gran integració amb altres llenguatges de programació i eines 
com per exemple el mòdul PyGTK (descrit més endavant) per dissenyar 
interfícies gràfiques. Python integra un gran nombre de mòduls estàndard que 
poden ser utilitzats com a base per als nostres programes i es tracta d'un 
llenguatge amb un rápida curva d’aprenentatge. 
 
Molts programadors de Python comenten una millora substancial en la 
productivitat a l'utilitzar aquest llenguatge ja que fomenta el desenvolupament 
d’un codi de millor qualitat, elegant i de més fàcil manteniment que altres 
llenguatges semblants. 
 
 
Taula 2.3. Exemple “Hello world”, amb Java i Python 
 
Java Python 
public class HelloWorld 
{ 
    public static void main (String[] 
args) 
    { 
        System.out.println("Hello, 
world!"); 
    } 
} 
 
print "Hello, world!" 
 
 
 
Python va ser creat al 1990 per Guido van Rossum a Holanda [5, 6]. Van 
Rossum n'és el principal autor i el seu continu rol central en decidir la direcció 
de Python fa que se'l reconegui com a Dictador Benvolent Vitalici. Python es 
desenvolupa com a un projecte de codi obert, administrat per la Python 
Software Foundation (PSF).  
 
La darrera versió estable és la 3.0, publicada el 03 de desembre de 2008. 
 
Com a exemples d’aplicacions Python utilitzades dia a dia podem destacar les 
eines internes de Google, les eines de configuració de la distribució Fedora de 
Linux i altres, el processat de renders que fa Industrial Light & Magic per a 
efectes gràfics per a películes, el motor de scripting que utilitza Firaxis Games 
(creadors de Civilization IV), etc. 
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2.4.2 Filosofia Python 
 
El codi Python segueix els principis de llegibilitat i transparència (codi pythonic) 
i es mostra contrari al codi ofuscat. Els principis del codi pythonic van ser 
descrits pel programador Tim Peters en El Zen de Python: 
 
1. Maco és millor que lleig. 
 
2. Explícit és millor que implícit. 
 
3. Simple és millor que complex. 
 
4. Complex és millor que complicat. 
 
5. Pla és millor que agrupat. 
 
6. Clar és millor que dens. 
 
7. La llegibilitat compta. 
 
8. Els casos especials no són tan especials com per a trencar les regles.  
• Encara que el pràctic guanya a la puresa. 
 
9. Els errors mai haurien de deixar-se passar silenciosament.  
• Si no és que han estat silenciats explícitament. 
 
10. Davant l’ambigüitat, rebutja la temptació d’endevinar. 
 
11. Hauria d’haver una –i preferiblement només una- forma obvia de fer-lo.  
• Encara que aquesta manera pot ser no tan obvia al començament 
si vostè no és holandès. 
 
12. Ara millor que mai.  
• Encara que mai acostuma a ser millor que ja. 
 
13. Sí la implementació és difícil d’explicar, és que és una mala idea. 
 
14. Sí la implementació és fàcil d’explicar, pot ser una bona idea. 
 
15. Els espais de noms (namespaces) són una bona idea, fem més 
d’aquestes coses! 
 
 
2.5 GTK+, PyGTK i Glade 
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2.5.1 Què és GTK+? 
 
GTK+ (Gimp ToolKit) és un conjunt d’aplicacions software per a la creació 
d’interfícies gràfiques multi-plataforma i amb una API molt fàcil d’utilitzar. 
Encara que GTK+ està escrit en C hi ha llibreries per poder-lo utilitzar des 
d’altres llenguatges com Python i C# entre d’altres.  
 
GTK+ està llicenciat sota la llicència LGPL. La darrera versió estable és la 
2.14.5 
 
L’escriptori per GNU/Linux GNOME i el programació d’edició fotogràfica GIMP 
han estat creats amb GTK+. 
 
 
2.5.2 Què és PyGTK? 
 
PyGTK són els mòduls per Python que permeten utilitzar les llibreries GTK+ per 
programació d’interfícies gràfiques [7]. 
 
 
2.5.3 Què és Glade? 
 
Glade és una aplicació software pel disseny d’interfícies gràfiques GTK+. 
Mitjançant accions d'arrossegar i deixar (drag’n drop) i quadres de diàleg 
podem donar forma i definir el comportament de tots els elements de la 
interfície gràfica. 
 
Els dissenys generats amb Glade són desats en format XML i mitjançant el 
mòdul per Python python-glade podem aplicar el disseny a la nostra aplicació 
d’una forma molt senzilla. 
 
El gran avantatge de treballar amb aquest tipus d'aplicacions és que mitjançant 
l’ús de Glade podem tenir separats el codi de l’aplicació del codi de 
presentació. És a dir, el codi principal queda totalment separat del codi del 
disseny de la interfície gràfica. Aquest fet permet fer canvis al disseny de forma 
més senzilla i sense interferir en el codi de l'aplicació. 
 
A més de donar suport a Python, Glade suporta altres llenguatges com C, C++, 
Java, C#, ... 
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Figura 2.8. Interfície de disseny de Glade 
 
 
2.5.4 Matplotlib 
 
Matplotlib és una llibreria per a la representació de gràfics en 2D d’alta qualitat 
[8]. Pot ser utilitzat en aplicacions Python, Python en mode interactiu, servidors 
d’aplicacions web i integrat amb toolkits gràfics com GTK+. 
 
 
 
 
Figura 2.9. Exemple de gràfic obtingut mitjançant la llibreria Matplotlib 
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Python en mode interactiu juntament amb Matplotlib estan guanyant molts 
adeptes en el món acadèmic. Degut al baix cost, potencia i flexibilitat de 
Python, juntament amb la qualitat dels gràfics i la compatibilitat amb Matlab de 
Matplotlib s'estan definint com la combinació òptima per a substituir el Matlab. 
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CAPÍTOL 3 DISSENY DEL SOFTWARE 
 
3.1 Descripció general de l’aplicació 
 
Tal i com s'ha indicat en els anteriors capítols, l'objectiu principal d'aquest 
projecte és desenvolupar una aplicació software en llenguatge Python per al 
processament de dades hiperespectrals obtingudes amb diferents 
espectròmetres. Concretament, en aquest capítol s'introduiran els aspectes 
relacionats amb el disseny d'aquest software i de com ha estat realitzada la 
seva implementació. Farem un repàs dels objectius a assolir i la seva 
consecució. 
 
 
 
 
Figura 3.1. Marc de treball del projecte 
 
 
Abans de començar a parlar del disseny de l’aplicació i de la seva 
implementació farem un petit recordatori de les característiques del software i 
dels objectius a assolir: 
 
• Interfície gràfica amigable, fàcil i intuïtiva. 
 
• Suport per a diferents sensors hiperespectrals: 
o Ocean Optics USB4000. 
o Ocean Optics S2000. 
o UV/VIS Microspectrometer microParts 
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• Processat de les dades capturades pels sensors: 
o Promitjat. 
o Truncat. 
o Interpolat. 
o Extracció del corrent de foscor (o dark current) quan sigui 
necessari. 
 
• Representació gràfica de les dades. 
 
• Sistema de plugins. 
 
• Codi modular. 
 
Per poder dur a terme els objectius exposats farem ús de les següents eines, 
tot detallant el per què d’aquesta elecció: 
 
• Python com a llenguatge de programació. És un llenguatge de fàcil 
aprenentatge, molt potent i flexible. La capacitat d'obtenció d'un codi de 
qualitat va ser el motiu principal que ens va fer decidir aquest llenguatge. 
 
• GTK com a llibreria gràfica. L’existència del software Glade pel disseny 
de la interfície gràfica i dels mòduls python-glade per afegir el disseny al 
nostre codi, separant el codi de la interfície del codi del nucli de 
l’aplicació, va ser el que ens va fer decidir per aquesta llibreria gràfica. 
 
• PyGTK com a mòduls de Python per a poder utilitzar les llibreries GTK. 
No hi ha cap altra opció en aquest camp. Té una API molt ben 
documentada i gran quantitat de documentació. 
 
• Matplotlib com a llibreria de representació gràfica de dades. Existeix un 
nombrós grup de llibreries per representar dades en el món del software 
lliure, però poques de la qualitat i potència de Matplotlib. Per altra banda, 
el fet de que sigui una llibreria utilitzada juntament amb Python per un 
creixent nombre de grups de recerca i universitats va ser un factor molt 
important a l’hora d’escollir aquesta llibreria. 
 
L’aplicació s’entrega en un arxiu zip i no és necessari realitzar cap instal·lació. 
Al descomprimir l’arxiu es crea tota l’estructura de directoris necessària per fer 
funcionar el programa. La següent figura mostra aquesta estructura: 
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Figura 3.2. Estructura de directoris de l'aplicació 
 
 
El directori arrel on es descomprimeix tot el contingut és la carpeta /pypse. 
D’aquest directori pengen els directoris /input_data, on es poden guardar els 
espectres d’entrada; /output_data, que podem utilitzar per desar les dades 
processades; i el més important /src que és on resideix el codi principal de 
l’aplicació. Dins el directori /src trobem els següents subdirectoris: 
 
• /doc: Conté informació sobre l’aplicació. 
 
• /gui: Conté els arxius .glade de definició de la interfície gràfica. 
 
• /log: Conté els logs que es creen al fer funcionar l’aplicació. 
 
• /plugins: Conté els diferents plugins i arxius de suports dels mateixos. És 
aquí on han de residir els plugins perquè l’aplicació els reconegui. 
 
Al difondre l’aplicació en un arxiu zip i no es duu a terme cap tipus d’instal·lació 
ni comprovació de les dependències que necessitem, caldrà que tinguem 
instal·lats els següents paquets en la nostra distribució per al correcte 
funcionament de l'aplicació (la resta del paquets necessaris es troben instal·lats 
per defecte): 
 
• python-matplotlib 
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• python-scipy 
• python-glade 
• glade-3 
 
Cal tenir en compte que els noms que es donen són per la distribució Ubuntu 
8.04, aquests noms poden ser diferents en una altra distribució. 
 
 
3.2 Disseny de l’aplicació 
 
Analitzant els objectius a assolir s'ha decidit des de l’inici del projecte fer una 
primera divisió del disseny de l’aplicació en tres parts: 
 
1. Interfície gràfica. 
2. Suport als diferents tipus dels sensors. 
3. Processat de dades provinents dels sensors. 
 
Donat que l'objectiu sempre ha estat permetre que l’aplicació tingui unes 
capacitats de processat de dades ampliables, és a dir, que sigui fàcil afegir 
noves rutines de processat i, que també sigui capaç de donar suport a diferents 
tipus de sensors, s'ha decidit crear i treballar amb un sistema de plugins. 
 
D'aquesta manera, en la nostra aplicació tot el que no és gestió de la interfície 
gràfica és un plugin. Els diferents mòduls per processar dades i els de suport 
dels diferents sensors són plugins. Aquesta estratègia de treball fa que la 
nostra aplicació quedi finalment dividida en quatre parts: 
 
1. Interfície gràfica. 
2. Motor de plugins. 
3. Plugins de suport per a sensors. 
4. Plugins de processament de dades. 
 
Com que el llenguatge de programació Python suporta programació orientada a 
objectes, cadascuna d’aquestes parts definides queda representada per una 
classe o conjunts de classes en el nostre codi. A continuació presentem una 
representació esquemàtica de les classes que formen el codi de la nostra 
aplicació: 
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Figura 3.3. Estructura de classes de l’aplicació 
 
 
En l’anterior figura no es mostren en detall altres arxius i funcions de suport a 
cadascuna de les parts que formen part de l’aplicació (per exemple l'arxiu de 
definició de la interfície gràfica, els arxius de configuració, ...). El que si queda 
representat en diferents colors són les classes encarregades de cadascuna de 
les parts en les que havíem dividit el nostre codi, les quals queden repartides 
de la següent manera: 
 
1. Interfície gràfica. 
• SimpleGladeApp 
• Pypse 
 
2. Motor de plugins. 
• Plugin 
 
3. Plugins de suport per a sensors. 
• MP 
• S2000 
• USB4000 
 
4. Plugins de processament de dades. 
• Interpolate 
• Mean 
• Plot 
• Save2Txt 
• Truncate 
• Undark 
 
Trobem altres classes com Spectrum i Project que contenen les dades del 
espectres que carreguem i de la sessió en la que estem treballant, 
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respectivament. La classe object és una classe genèrica de pròpia Python que 
s’utilitza com a base per definir objectes. 
 
 
3.2.1 Interfície gràfica 
 
Un dels requisits del projecte era que la interfície gràfica fos amigable, fàcil i 
intuïtiva. Per a aconseguir-ho, aquesta va ser definida mitjançant l’aplicació 
Glade. Tot seguit es mostra un exemple del disseny final: 
 
 
 
 
Figura 3.4. Interfície gràfica de l'aplicació 
 
 
En la figura podem observar diferents parts en la interfície gràfica, que passem 
a descriure a continuació: 
 
• Folder configuration: Mitjançant els dos botons seleccionem els 
directoris d’entrada i de sortida de dades. L’aplicació llegirà tots els 
arxius existents al directori que especifiquem com d’entrada, i desarà 
tots els resultats al de sortida. 
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• Sensor selector: Al desplegable podrem seleccionar quin és el tipus de 
sensor que utilitzarem en la sessió. També trobem un selector de tipus 
de dades: 
 
o txt: Si la informació a llegir es troba en format txt provinent de 
sessions anteriors. 
 
o raw: Si la informació a llegir es troba en el format que per defecte 
utilitzen els sensors al exportar les dades capturades a la 
computadora. 
 
• Processing: Per gestionar les tècniques de processat disponibles: 
 
o Available: Mostra totes les tècniques de processat de dades que 
l’aplicació ha detectat. Aquesta llista es crea de forma automàtica 
a l’hora d’arrencar l’aplicació. 
 
o Selected: Mostra les tècniques de processat seleccionades per 
que s’apliquin a les dades. 
 
o Afegir i eliminar: Mitjançant aquests dos botons podem afegir i 
eliminar tècniques de processat a la llista Selected. 
 
• Options: Conjuntament amb l’opció Save per defecte, s’han afegit dues 
opcions més per poder activar o desactivar en relació al guardat de 
dades processades: 
 
o Save log: Si l’activem es crea un arxiu on es van guardant totes 
les passes que es realitzen a la sessió de processat. Així podem 
veure quins són els processos que es va realitzar en un sessió 
determinada, un cop estiguem estudiant les dades processades. 
 
o Save intermediate results: Si es troba activa, es guardaran els 
resultats dels processats parcials, a més del resultat final. 
 
A cada element de la interfície se li poden associar una o més accions que 
seran executades com resposta a esdeveniments a l’hora d’interaccionar amb 
la interfície. Un exemple seria que s’obri el quadre de diàleg per seleccionar el 
directori d’entrada al seleccionar el botó d'obrir. Ha de quedar clar que en la 
interfície només s’indica el tipus d’acció a executar, tot i que la totalitat de 
l’acció haurà de ser desenvolupada més tard en el codi. 
 
La interfície gràfica es troba definida a l'arxiu pypse.glade, dins el directori /gui 
on es distribueix l’aplicació. Aquest arxiu serà importat a la nostra aplicació per 
les classes encarregades de gestionar la interfície, les classes Pypse i 
SimpleGladeApp. 
 
A continuació es descriu el funcionament de les classes encarregades de 
gestionar la interfície, juntament amb les classes encarregades de recollir la 
informació de la interfície i de contenir les dades dels espectres a processar: 
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3.2.1.1 SimpleGladeApp 
 
SimpleGladeApp (veure figura 3.3, color blau) és una classe que ens 
proporciona una capa d’abstracció per aplicacions basades en PyGTK y Glade, 
facilitant-ne el seu ús. Va ser creada per Sandino Flores Moreno i lliurada sota 
una llicencia LGPL [9]. 
 
Aquesta classe base s’encarrega d’importar l’arxiu de descripció de la interfície 
gràfica, i crear tots els callbacks (crides a funcions com resposta a un 
esdeveniment) entre les accions que s'han definit a la interfície i les que hem 
creat al nostre codi per gestionar la nostra interfície. 
 
 
3.2.1.2 Pypse 
 
Pypse (veure figura 3.3, color gris-blau) és la classe encarregada de gestionar 
la interfície gràfica i està basada en la classe SimpleGladeApp. Aquesta classe 
és l’aplicació pròpiament dita, ja que és en ella on definim totes les accions que 
s’executaran com a resposta a un esdeveniment en la nostra interfície. És a dir, 
és la que inicialitza tot el sistema de plugins, la que recull les dades de la 
sessió de processament i la que conté el bucle principal d’execució. Per tal 
d’executar l’aplicació com a tal, cal escriure la següent línia de comanda des 
del directori /src: python pypse.py. 
 
La classe Pypse està formada per les següents propietats: 
 
• prj: És una instància a una classe Project per tal de guardar tota la 
informació de la sessió. 
 
• pypse_logger, pypse_hdlr i pypse_formatter: Variables de 
configuració per al sistema de logs de l’aplicació. 
 
Com hem comentat en l'apartat del disseny de la interfície, mitjançant l’aplicació 
Glade només indicàvem quina era l'acció a executar com a resposta a un 
esdeveniment i és aquí on donem forma a aquesta acció. A continuació 
mostrem totes les accions possibles que es poden produir com resposta a una 
interacció: 
 
• on_pypse_destroy: Tanca l’aplicació i totes les instàncies del servei de 
logs. Es crida al tancar la finestra mitjançant la creueta de la barra de 
títol. 
 
• on_btn_output_folder_clicked: Obre el diàleg de selecció del directori 
de sortida, on es guardaran tots els espectres processats i en guarda el 
seu valor. Es crida al prémer el botó obrir de la línia de text de directori 
de sortida. 
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• on_btn_input_folder_clicked: Obre el diàleg de selecció del directori 
d’entrada, on es troben tots els espectres a processar i en guarda el seu 
valor. Es crida al prémer el botó obrir de la línia de text de directori 
d’entrada. 
 
• on_combo_sensors_changed: Selecciona el sensor de la llista 
disponible. Es crida al desplegar la llista de sensors. 
 
• on_radio_txt_toggled: S’activa o desactiva si és selecciona el format 
‘txt’ per als espectres d’entrada i en guarda la informació. Es crida al 
prémer a sobre del selector. 
 
• on_radio_raw_toggled: S’activa o desactiva si és selecciona el format 
‘raw’ per als espectres d’entrada i en guarda la informació. Es crida al 
prémer a sobre del selector. 
 
• on_btn_add_procs_clicked: Afegeix el processat seleccionat a la llista 
de processats seleccionats del projecte. Es crida al prémer el botó 
‘Afegir’ de la secció de processament. 
 
• on_btn_remove_procs_clicked: Esborra el processat de la llista de 
processats seleccionats del projecte. Es crida al prémer el botó 
‘Esborrar’ de la secció de processament. 
 
• on_check_log_toggled: Activa o desactiva la creació de logs per a la 
sessió de processament. Es crida al prémer el checkbox de log. 
 
• on_check_save_parcial_toggled: Activa o desactiva el guardat de 
resultats parcials per al projecte. Es crida al prémer el checkbox de 
resultats parcials. 
 
• on_btn_execute_clicked: Llença el processament de dades. Es crida al 
prémer el botó d’execució. 
 
• on_btn_quit_clicked: Surt de l’aplicació. Es crida al prémer el botó de 
sortida. 
 
Quan cridem l’aplicació es crea una instància d’aquesta classe. El flux 
d’inicialització de l’aplicació és el següent: 
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1. Carrega l’arxiu de definició de la interfície i es creen tots el callbacks a 
les accions definides. 
 
2. S’inicialitza el sistema de logs de l’aplicació. 
 
3. Es fa un descobriment de tots els plugins existents a la carpeta /plugins. 
 
4. S’inicialitza el sistema de plugins. 
 
5. S’inicialitzen els diferents elements de la interfície gràfica dependents 
dels plugins, és a dir, el selector de sensors i les llistes amb els tipus de 
processament de dades. 
 
6. L’aplicació queda a l’espera d’esdeveniments. 
 
 
3.2.1.3 Project 
 
La classe Project (figura 3.3, color verd) conté tota la informació que recull la 
interfície gràfica per dur a terme el processament de les dades. A més és la 
classe encarregada d’executar el processament de les dades, cridant als 
plugins que s’hagin configurat per la sessió. 
Disseny del software  35 
 
La classe Project està formada per les següents propietats: 
 
• input_folder: Es tracta d’un vector de caràcters o string on es guarda el 
directori que conté tots els arxius a processar. 
 
• output_folder: Es tracta d’un string on es guarda el directori on es 
desaran els resultats obtinguts. 
 
• selected_sensor:  String amb el nom del sensor seleccionat. 
 
• file_ext: Pren el valor ‘txt’ o ‘raw’ depenent de la configuració del sensor 
que haguem seleccionat. 
 
• selected_procs: Es tracta d’un vector de strings amb el nom de totes 
les tècniques de processament seleccionades per a la sessió. 
 
• log: És un paràmetre booleà per indicar si s’ha activat el guardat d'un log 
de sessió o no. 
 
• save_partial: És un paràmetre booleà per indicar si s’ha activat el desat 
de resultats parcials o no. 
 
• spectrum_array: Es tracta d’un vector on es guarden tots els espectres 
carregats del directori d’entrada. Aquest vector és un vector d’objectes 
Spectrum. 
 
• prj_logger, prj_hdlr i prj_formatter: Variables de configuració del 
sistema de logs per la sessió. 
 
A més, aquesta classe proporciona les següents funcions: 
 
• execute: Executa el processament de dades a partir de la configuració 
proporcionada per la interfície. El seu flux de funcionament és el 
següent: 
1. Si s’ha seleccionat log de sessió, l’inicialitza. 
2. Obté el sensor seleccionat i el tipus d’entrada a seleccionar. 
3. Carrega les dades dels espectres al vector d’espectres d’acord al 
resultat del punt anterior. 
4. Executa un a un els processos definits al vector de processament 
al vector d’espectres. 
 
• check_input_data: Comprova el format dels espectres carregats. 
 
 
3.2.1.4 Spectrum 
 
La classe Spectrum (figura 3.3, color verd) conté tota la informació referent a un 
espectre de dades. No crea un objecte pròpiament dit, ja que no té cap funció 
36                                                      Desenvolupament d'una eina de processat de senyal per a dades d’espectroscòpia 
associada, però ens permet tenir la informació dels espectres agrupada i 
accedir-hi fàcilment. Els seus atributs són: 
 
• sensor: Nom del sensor amb el qual es va capturar aquest espectre. 
 
• file_name: Nom de l’arxiu on està desat l’espectre. 
 
• wl_min: Longitud d’ona mínima present a l'espectre. 
 
• wl_max: Longitud d’ona màxima present a l'espectre. 
 
• samples: Número de mostres/canals/adquisicions presents a l’espectre. 
 
• wl: Vector que conté totes les longituds d’ona on s’ha fet la captura de 
dades. 
 
• data: Vector que conté totes les dades capturades. Cada element 
d’aquest vector s’associa amb la seva longitud d’ona corresponent i 
indicat en el vector de longituds d’ona (wl). 
 
 
3.2.2 Sistema de plugins 
 
El sistema de plugins es basa en la classe Plugins i un conjunt de funcions 
auxiliars per al descobriment i la inicialització del sistema. 
 
 
3.2.2.1 Plugin 
 
La classe Plugin (figura 3.3, color groc suau) és una classe derivada de 
l’objecte que incorpora per defecte Python. Aquesta classe és la que serveix 
com a base per desenvolupar els nostres plugins i està formada per els 
següents atributs: 
 
• name: On s’especifica el nom del plugin. 
 
• capabilities: Un vector on indiquem les capacitats del plugin. En el 
nostre cas aquest camp pot prendre els valors ‘processing’ o ‘sensor’. 
 
I per la següent funció interna: 
 
• __repr__: Ens torna el nom del plugin i les seves capacitats. Depenent 
de si es tracta d’un plugin per processar dades o d’un que doni suport a 
un tipus de sensor, serà diferent.  
 
El sistema de plugins fa ús d’unes funcions específiques per tal de poder 
descobrir els plugins de forma automàtica, inicialitzar el sistema i obtenir els 
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plugins en temps d’execució. A continuació passem a enumerar aquestes 
funcions: 
 
• plugin_discovery: Obté un llistat de tots els plugins presents al 
direcotori /plugins de l’aplicació. Aquest llistat és necessari per poder 
inicialitzar el sistema de plugins. 
 
• init_plugin_system i load_plugins: Inicialitza el sistema de plugins, 
afegeix el directori de plugins a la variable de directoris del sistema 
(PATH) i crea les instancies. 
 
• find_plugins: Retorna totes les classes que siguin plugins. 
 
• get_plugin_list_by_capability: Obté una llista de plugins a partir d’una 
capacitat (atribut capabilities) especificada. 
 
• get_plugin_by_name: Obté una instància a un plugin a partir del nom 
(atribut name). Aquesta funció és la més utilitzada, ja que és la que ens 
permet cridar als plugins de forma dinàmica dins la nostra aplicació. 
 
• get_plugins_by_capability: Semblant a la funció anterior. Retorna un 
vector d’instàncies a plugins. 
 
A continuació mostrem els dos tipus base de plugins que hem desenvolupat per 
la nostra aplicació: 
 
 
3.2.2.2 Plugins de suport per a sensors 
 
En els plugins per donar suport a sensors (figura 3.3, color groc) hem 
d’incorporar les capacitats per poder llegir els formats de dades provinents dels 
sensors, tant en format ‘raw’, tal qual surten del sensor; com en format ‘txt’, 
arxius que exporta la nostra aplicació. 
 
Cada plugin de suport a sensors té associat un arxiu de configuració del 
sensor, per no haver de tocar el codi si es vol canviar algun paràmetre del 
sensor. A continuació es mostra un exemple del contingut de l'arxiu de 
configuració per al sensor Ocean Optics S2000: 
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Figura 3.5. Exemple de fitxer de configuració per al plugin d'un sensor 
 
 
A més de l’arxiu de configuració del sensor, també ha d’existir l’arxiu utilitzat 
per corregir els corrents d’obscuritat. Aquest arxiu de correcció no és més que 
un arxiu de captura de sensor en plena obscuritat a un temps d'integració 
determinat. Tant l’arxiu de configuració com el de corrent d’obscuritat han 
d’estar a la carpeta de plugins. 
 
Tots els plugins de suport de sensors segueixen la mateixa estructura bàsica 
que consta dels següents elements: 
 
• Atributs del sensor: 
 
o name: És una cadena de caràcters on es guarda el model de 
sensor. Aquest atribut és heretat de la classe Plugin. 
 
o capabilities: És un vector de cadenes de caràcters on indiquem 
les capacitats del plugin. Aquest atribut és heretat de la classe 
Plugin. 
 
o wl_min: Valor en coma flotant que conté la longitud d’ona mínima 
que és capaç de captar el sensor. El valor ve donat en 
nanòmetres. 
 
o wl_max: Valor en coma flotant que conté la longitud dóna màxima 
que és capaç de captar el sensor. El valor ve donat en 
nanòmetres. 
 
o pixels: Valor enter que conté el número de mostres / canals / 
adquisicions que realitza el sensor. 
 
o file_ext: Cadena de caràcters indicant l’extensió dels arxius raw 
que guarden els sensors al PC. S’ha d’indicar el punt. 
 
o dark_current_file: Cadena de caràcters amb la direcció relativa 
de l'arxiu que conté el corrent d’obscuritat del sensor. 
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o dark_current_data: Aquí desarem l’espectre del corrent 
d’obscuritat del sensor quan l’importem. Aquest espectre és 
específic per a cada sensor. 
 
• Funcions d’importació de dades: 
 
o __init__: És la funció d’inicialització del sensor. Es crida 
automàticament quan es crea una instància del sensor i realitza 
les següents funcions: 
 
? Inicialitzar els atributs del sensor, llegint de l'arxiu de 
configuració associat al sensor. Aquest arxiu de 
configuració és específic per a cada sensor. 
 
? Importar l’espectre del corrent d’obscuritat del sensor i 
carregar-ho en memòria. 
 
o load_raw_data: Importa un arxiu d’espectres en format ‘raw’ i el 
guarda a memòria, dins de l’estructura Spectrum. No s’utilitza 
directament si no que és cridat a través de la funció d’importació 
de directoris. 
 
o load_txt_data: La seva funció és la mateixa que la de la funció 
anterior però per als arxius ‘txt’. 
 
o load_raw_folder: Cerca tots els arxius compatibles al directori 
d’entrada i els importa un a un. Per al format ‘raw’ del sensor. 
 
o load_txt_folder: Realitza la mateixa tasca que la funció anterior 
però pels arxius ‘txt’. 
 
o load_dark_current: Importa l'espectre de corrent d’obscuritat del 
sensor. 
 
Tractant tots els sensors de la mateixa forma i utilitzant l’estructura de la classe 
Spectrum comentada anteriorment, ens assegurem que tots els espectres 
tenen el mateix format de dades. Aquest fet permet facilitar el desenvolupament 
dels plugins per al processament de dades, independentment del sensor amb 
el qual hagin estat capturats els espectres. 
 
 
3.2.2.3 Plugins de processament de dades 
 
En els plugins per a processament de dades (figura 3.3, color taronja) el que 
fem és desenvolupar els algorismes per processar les dades contingudes al 
vector d’espectres de l’aplicació. Com tots els espectres ja tenen un format 
comú, només ens hem de preocupar que el algorisme faci la seva funció. 
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Els plugins per al processament de dades poden ser tan senzills com guardar 
en un arxiu de text la informació dels espectres importats, o tan complexes que 
tinguin una interfície gràfica pròpia com és el cas del plugin de truncat que 
acompanya a la nostra aplicació. Tot i això tots el plugins d’aquesta categoria 
segueixen la mateixa estructura bàsica: 
 
• Atributs: 
 
o name: És una cadena de caràcters on es guarda el model de 
sensor. Aquest atribut és heretat de la classe Plugin. 
 
o capabilities: És un vector de cadenes de caràcters on indiquem 
les capacitats del plugin. Aquest atribut és heretat de la classe 
Plugin. 
 
• Funcions: 
 
o run: Aquesta és la única funció obligatòria per als plugins de 
processament de dades, ja que és la funció que es crida quan 
s’està executant la sessió de processament. 
 
Com a exemple posem el codi del plugin de representació gràfica (Plot) per 
veure’n l’estructura i detalls. 
 
 
 
 
Figura 3.6. Exemple de codi d'un plugin de representació gràfica de dades 
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CAPÍTOL 4 CONCLUSIONS 
 
La valoració global del projecte és positiva. Al començament es va haver de 
aprendre el llenguagte Python i fer recerca de llibreries per al desenvolupament 
de l’aplicació (PyGTK, Matplotlib,...). Quan ja es va decidir quines llibreries 
utilitzar per al projecte i es van fer proves per familiaritzar-se amb el seu ús, per 
finalment començar amb el disseny definitiu. Al finalitzar el període de 
desenvolupament del projecte, podem dir que s’ha assolit la totalitat dels 
objectius establerts inicialment, dels quals fem un repàs  a continuació: 
 
• Desenvolupament d’una interfície gràfica amigable, fàcil i intuïtiva. 
Qualsevol persona sense coneixements previs de l’aplicació hauria de 
ser capaç de fer-la funcionar. 
 
• Desenvolupament d’una eina capaç de donar suport als sensors 
hiperespectrals que formen part de la sonda oceanogràfica que està 
desenvolupant la UTM: 
o Ocean Optics USB4000. 
o Ocean Optics S2000. 
o UV/VIS Microspectrometer microParts. 
 
• Desenvolupament d’una aplicació que inclogui diferents tècniques de 
processat de dades provinents dels sensors esmentats anteriorment: 
o Promitjat de diferents adquisicions espectrals. 
o Truncat de l'interval de longituds d'ona de treball. 
o Interpolat de dades espectrals. 
o Extracció del corrent de foscor (o dark current) quan sigui 
necessari. 
 
• Desenvolupament d’una eina amb capacitat de representació gràfica de 
les dades. 
 
• Desenvolupament d’un sistema de plugins per tal de facilitar el 
desenvolupament de noves tècniques de processat o suport de nous 
sensors. 
 
• Utilització d’una estructura de codi modular per facilitar el seu 
manteniment i posterior desenvolupament o ampliació. 
 
• Funcionament de l’aplicació en sistemes GNU/Linux, ja que és el 
sistema operatiu utilitzat pel departament. 
 
• Desenvolupament d'un software basat en el llenguatge de programació 
de codi obert Python. 
 
En resum, l’aplicació implementada ens permet processar mesures 
espectromètriques provinents dels diferents tipus de sensors d'elevada 
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resolució espectral (hiperespectrals) que es poden trobar a la sonda 
oceanogràfica que està desenvolupant la Unitat de Tecnologia Marina (UTM). 
El seu funcionament és mitjançant una interfície gràfica senzilla i permet afegir 
suport per a nous tipus de sensors i per a nous tipus de processats. Cal 
destacar que desenvolupant els plugins adients de lectura, es pot utilitzar 
l’aplicació per qualsevol tipus de dades espectrals i en qualsevol àmbit, no 
només per les dades provinenents d’una sonda oceanogràfica. 
 
El principal punt d’interès de l’aplicació era el de crear una eina base, fàcilment 
extensible a les necessitats de la UTM dins la seva línia de recerca: 
desenvolupament d’una sonda oceanogràfica. Gràcies al sistema de plugins 
creat per a l’aplicació i al fet de que es tracti d’una aplicació de codi lliure, és 
possible afegir suport per a altres sensors que es necessitin i afegir tots els 
tipus d'algorismes de processat de dades que es creguin adients per a la labor 
d’investigació que duu a terme la UTM. 
 
Tot el desenvolupament s’ha realitzat utilitzant eines de software lliure. 
Aquestes eines tenen l’avantatge de poder-ne treure el màxim profit gràcies a 
que l'accés al seu codi és lliure, que existeix una comunitat d’usuaris i 
programadors molt involucrada i a l'existència de molt bona documentació 
disponible. Tots aquests avantatges permeten fer-ne ús sense haver de pagar 
diners a una empresa privada, fet que suposo una gran diferència comparat 
amb d’altres d’eines encara utilitzades per la UTM com és Matlab. Degut a que 
l’aplicació es pensa distribuir sota llicència GPL, permet que aquesta quedi 
oberta a futures modificacions i es pugui distribuir a tota persona o entitat que 
estigui interessada en fer-ne ús o modificar-la. 
 
Així doncs, com a conclusió principal d'aquest projecte es pot afirmar que 
actualment l’eina desenvolupada és totalment utilitzable i permet fer un primer 
processat i visualització de les captures espectrals existents. D'aquesta 
manera, l'aplicació representa la primera versió d'una eina de processat de 
dades hiperespectrals de la UTM, que en un futur pot ser completada amb 
l'addició de noves funcionalitats. 
 
 
4.1 Treball futur 
 
Com a eina de base, i més formant part d’un projecte més gran dins la UTM 
com és el desenvolupament d’una sonda oceanogràfica, es lògic pensar (i 
esperem) que el desenvolupament d’aquesta eina no es doni per finalitzat i vagi 
millorant amb el temps. Com a eina de partida el que es pretén és que s'hi 
puguin anar afegint més plugins i polint detalls de l’aplicació. A continuació 
donem algunes idees per a treball futur: 
 
• Suport multilingüe. Actualment l’aplicació es troba en anglès, seria 
interessant que l’aplicació detectés automàticament el llenguatge del 
sistema i fes ús d’aquest. 
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• Suport per al format de dades NetCDF tant en lectura com en escriptura. 
NetCDF és un format d’arxiu estàndard autodescriptiu per al guardat de 
dades científiques,  independent del software i del hardware. 
 
• Incrementar el nombre de plugins de processament de dades. Els 
plugins actuals són interessants per a un primer nivell del processat de 
dades, però seria interessant afegir noves rutines de processament com 
poden ser: tècniques d'extracció de soroll (smoothing), d'anàlisi derivatiu, 
d'anàlisi multiresolució (wavelets), de classificació automàtica 
(clustering) i totes les que amb el temps vagin apareixent. 
 
• Millorar la interactivitat amb les dades representades gràficament. 
 
• Implementar un sistema de control de projectes de processament de 
dades. Actualment no es poden guardar (ni llegir) les configuracions de 
les sessions de processament, fent necessari que es configurin cada 
cop. 
 
• Millorar la gestió d’errors en temps d’execució. Mostrar alertes i controlar 
el flux de dades. 
 
• Detecció automàtica del format d’arxiu que s’està important. Així no faria 
falta configurar el sensor que s’utilitzarà a la sessió i el tipus de dades 
que utilitzarà. 
 
• Sessions de processat de dades multisensor. Actualment les dades de 
diferents sensors s’han de processar per separat. Seria molt útil poder 
fer una sessió a dades de diferents sensors a l’hora. 
 
Aquestes són algunes idees de possibles millores que es poden aplicar i que 
farien una aplicació més útil i completa. 
 
 
4.2 Impacte mediambiental 
 
Pel que fa al impacte mediambiental de l’aplicació remarcar que l’aplicació no 
produeix cap efecte advers en el medi ni s’han generat cap mena de residus en 
el seu desenvolupament, ja que tot el desenvolupament a estat a nivell 
software. A més a més de tractar-se d’un sistema de mesures gens invasiu pel 
medi, es tracta d’una eina que pot ser utilitzada per detectar i/o preveure 
possibles desastres ecològics a través de la detecció de contaminants o 
proliferacions anormals de microorganismes, com algues tòxiques, així com 
també per a contribuir en l’estudi de la salut dels oceans en general. 
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ANNEX A. SOFTWARE DESENVOLUPAT 
 
pypse.py 
 
""" Pypse main app & GUI controller """ 
 
import os 
import sys 
 
try: 
    import pygtk 
    pygtk.require("2.0") 
except: 
    print "Requires pyGTK 2.6 or newer..." 
    sys.exit(1) 
try: 
    import gtk 
    import gtk.glade 
except: 
    sys.exit(1) 
 
import logging 
 
from SimpleGladeApp import SimpleGladeApp 
from SimpleGladeApp import bindtextdomain 
from plugin import init_plugin_system 
from plugin import get_plugin_list_by_capability 
from plugin import plugin_discovery 
from project import Project 
 
app_name = "pypse" 
app_version = "0.0.1" 
 
GLADE_DIR = "gui/" 
LOCALE_DIR = "" 
 
PLUGIN_FOLDER ="plugins/" 
 
bindtextdomain(app_name, LOCALE_DIR) 
 
 
class Pypse(SimpleGladeApp): 
    """ Pypse class. Controls the GUI """ 
    prj = Project() 
    pypse_logger = None 
    pypse_hdlr = None 
    pypse_formatter = None 
 
    def __init__(self, path="pypse.glade",  
                 root="pypse",  
                 domain=app_name, **kwargs): 
        path = os.path.join(GLADE_DIR, path) 
        SimpleGladeApp.__init__(self, path, root, domain, **kwargs) 
 
    def new(self): 
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        self.pypse_logger = logging.getLogger('pypse') 
        self.pypse_hdlr = logging.FileHandler('log/pypse.log') 
        self.pypse_formatter = logging.Formatter('%(asctime)s 
%(levelname)s %(message)s') 
        self.pypse_hdlr.setFormatter(self.pypse_formatter) 
        self.pypse_logger.addHandler(self.pypse_hdlr) 
        self.pypse_logger.setLevel(logging.INFO) 
        self.pypse_logger.info('Initializing pypse ...') 
     
        #- START: Plugin system initialization -----------------------
--------- 
        #--- Discover the plugins 
        plugin_list = plugin_discovery(PLUGIN_FOLDER) 
         
        #--- Initialize the plugins 
        init_plugin_system({'plugin_path': PLUGIN_FOLDER, 'plugins': \ 
                            plugin_list}) 
         
        self.pypse_logger.info('Init Plugin System: ' + 
str(len(plugin_list)) + \ 
                     ' plugins discovered') 
         
        for plugin in plugin_list: 
            self.pypse_logger.info('>>> ' + str(plugin)) 
        #- END: Plugin system initialization 
         
        #- START: GUI initialization ---------------------------------
--------- 
        self.pypse_logger.info('Initializing GUI elements') 
        #--- Initialize combobox sensor 
        widget = self.get_widget('combo_sensors') 
        store = gtk.ListStore(str) 
        cell = gtk.CellRendererText() 
        widget.set_model(store) 
        store.append(['Select a sensor...']) 
         
        sensor_list = get_plugin_list_by_capability('sensor') 
        for item in sensor_list: 
            store.append([item]) 
         
        widget.pack_start(cell) 
        widget.add_attribute(cell, "text", 0) 
        widget.set_active(0) 
         
        #--- Initializa available procs 
        widget = self.get_widget('tree_available_procs') 
        store = gtk.ListStore(str) 
        cell = gtk.CellRendererText() 
        column = gtk.TreeViewColumn(None, cell, text=0) 
        widget.set_model(store) 
         
        processor_list = get_plugin_list_by_capability('processing') 
        for item in processor_list: 
            store.append([item]) 
         
        column.set_sort_column_id(0) 
        widget.append_column(column) 
         
        #--- Initializa selected procs 
        widget = self.get_widget('tree_selected_procs') 
        store = gtk.ListStore(str) 
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        cell = gtk.CellRendererText() 
        column = gtk.TreeViewColumn(None, cell, text=0) 
         
        widget.set_model(store) 
        column.set_sort_column_id(0) 
        widget.append_column(column)         
        #- END: GUI initialization 
     
    def on_pypse_destroy(self, widget, *args): 
        """ Actions on window destroy: 
            - Closes the log system 
            - Closes the applicacion 
        """ 
        self.pypse_logger.info('Shutting down pypse') 
        logging.shutdown() 
        self.gtk_main_quit() 
 
    def on_btn_output_folder_clicked(self, widget, *args): 
        """ Actions on button output folder clicked: 
            - Opens a folder select dialog. 
            - Gathers the correct data. 
        """ 
        dialog = gtk.FileChooserDialog("Select output folder...", \ 
                               None, \ 
                               gtk.FILE_CHOOSER_ACTION_SELECT_FOLDER, 
\ 
                               (gtk.STOCK_CANCEL, gtk.RESPONSE_CANCEL, 
\ 
                                gtk.STOCK_OPEN, gtk.RESPONSE_OK)) 
                                 
        dialog.set_default_response(gtk.RESPONSE_OK) 
        response = dialog.run() 
 
        if response == gtk.RESPONSE_OK: 
            output_folder = dialog.get_current_folder() + "/" 
            self.txt_output_folder.set_text(output_folder) 
            self.prj.output_folder = output_folder 
            dialog.destroy() 
 
        elif response == gtk.RESPONSE_CANCEL: 
            dialog.destroy() 
 
    def on_btn_input_folder_clicked(self, widget, *args): 
        """ Actions on button input folder clicked: 
            - Opens a folder select dialog. 
            - Gathers the correct data. 
        """ 
        dialog = gtk.FileChooserDialog("Select input folder...", 
                               None, 
                               gtk.FILE_CHOOSER_ACTION_SELECT_FOLDER, 
                               (gtk.STOCK_CANCEL, gtk.RESPONSE_CANCEL, 
                                gtk.STOCK_OPEN, gtk.RESPONSE_OK)) 
         
        dialog.set_default_response(gtk.RESPONSE_OK) 
        response = dialog.run() 
 
        if response == gtk.RESPONSE_OK: 
            input_folder = dialog.get_current_folder() + "/" 
            self.txt_input_folder.set_text(input_folder) 
            self.prj.input_folder = input_folder 
            dialog.destroy() 
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        elif response == gtk.RESPONSE_CANCEL: 
            dialog.destroy() 
 
    def on_combo_sensors_changed(self, widget, *args): 
        """ Actions on combobox sensor changed: 
            - Selects the correct sensor 
        """ 
        self.prj.selected_sensor = 
str(self.combo_sensors.get_active_text()) 
 
    def on_radio_txt_toggled(self, widget, *args): 
        """ Actions on radiobutton txt: 
            - Selects the correct input data mode 
        """ 
        if widget.get_active(): 
            self.prj.file_ext = 'txt' 
 
    def on_radio_raw_toggled(self, widget, *args): 
        """ Actions on radiobutton raw: 
            - Selects the correct input data mode 
        """ 
        if widget.get_active(): 
            self.prj.file_ext = 'raw' 
 
    def on_btn_add_procs_clicked(self, widget, *args): 
        """ Actions on button add process clicked: 
            - Adds the selected process at the selected process list 
        """ 
        tree_available = self.get_widget('tree_available_procs') 
        tree_selected = self.get_widget('tree_selected_procs') 
         
        selection = tree_available.get_selection() 
        store_available, iter = selection.get_selected() 
         
        if iter: 
            item = store_available.get_value(iter, 0) 
            self.prj.selected_procs.append(item) 
            store_selected = tree_selected.get_model() 
            store_selected.append([item]) 
 
    def on_btn_remove_procs_clicked(self, widget, *args): 
        """ Actions on button remove process clicked: 
            - Remove the selected process from the selected process 
list 
        """ 
        tree_selected = self.get_widget('tree_selected_procs') 
         
        selection = tree_selected.get_selection() 
        store_selected, iter = selection.get_selected() 
         
        if iter: 
            item = store_selected.get_value(iter, 0) 
            self.prj.selected_procs.remove(item) 
            store_selected = tree_selected.get_model() 
            store_selected.remove(iter) 
 
    def on_check_log_toggled(self, widget, *args): 
        """ Enable/Disable log """ 
        if widget.get_active(): 
            self.prj.log = True 
Software desenvolupat  5 
        else: 
            self.prj.log = False 
 
    def on_check_save_parcial_toggled(self, widget, *args): 
        """ Enable/Disable save parcial """ 
        if widget.get_active(): 
            self.prj.save_partial = True 
        else: 
            self.prj.save_partial = False 
 
    def on_btn_execute_clicked(self, widget, *args): 
        self.prj.execute() 
 
    def on_btn_quit_clicked(self, widget, *args): 
        """ Actions on quit button click: 
            - Closes the log system 
            - Closes the applicacion 
        """ 
        self.pypse_logger.info('Shutting down pypse') 
        logging.shutdown() 
        self.gtk_main_quit() 
 
def main(): 
    pypse = Pypse() 
    pypse.run() 
 
if __name__ == "__main__": 
    main() 
 
 
plugin.py 
 
""" Plugin Class & auxiliary functions """ 
 
import sys 
import os 
 
class Plugin(object): 
    """ Plugin class """ 
    name = '' 
    capabilities = [] 
 
    def __repr__(self): 
        return '<%s %r>' % (self.__class__.__name__, 
self.capabilities) 
         
 
# _instances contains all the plugins instances 
_instances = {} 
 
 
def get_plugins_by_capability(capability): 
    """ Returns a list of plugins' instances by capability """ 
    result = [] 
     
    for plugin in Plugin.__subclasses__(): 
        if capability in plugin.capabilities: 
            if not plugin in _instances: 
                _instances[plugin] = plugin() 
            result.append(_instances[plugin]) 
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    return result 
 
 
def get_plugin_by_name(name): 
    """ Returns a instance of a plugin """ 
    result = None 
     
    for plugin in Plugin.__subclasses__(): 
        if name in plugin.name: 
            result = plugin() 
         
    return result 
 
 
def get_plugin_list_by_capability(capability): 
    """ Returns a list of plugins. No instances, only the names """ 
    result = [] 
     
    for plugin in Plugin.__subclasses__(): 
        if capability in plugin.capabilities: 
            result.append(plugin.name) 
     
    return result 
 
 
def load_plugins(plugins): 
    """ Load the plugins. It's called by init_plugin_system """ 
    for plugin in plugins: 
        __import__(plugin, None, None, ['']) 
 
 
def init_plugin_system(cfg): 
    """ Initializes the plugin system. 
        Puts the plugin folder at the system path and loads all the 
plugins """ 
    if not cfg['plugin_path'] in sys.path: 
        sys.path.insert(0, cfg['plugin_path']) 
     
    load_plugins(cfg['plugins']) 
     
 
def find_plugins(): 
    """ Returns all the plugin classes """ 
    return Plugin.__subclasses__() 
 
 
def plugin_discovery(folder): 
    """ Returns a list of the plugins. Pass in folder to scan """ 
    plugin_list = [] 
     
    if os.path.isdir(folder): 
        if not folder in sys.path: 
            # Insert the plugin path in syspath 
            sys.path.insert(0, folder) 
 
        for item in os.listdir(os.path.abspath(folder)):        
            # Handles no-extension files, etc 
            module_name, ext = os.path.splitext(item) 
            # Important, ignore .pyc/other files 
            if ext == '.py': 
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                plugin_list.append(module_name) 
             
    else: 
        print '%s is not a directory!' % (folder) 
             
    return plugin_list 
 
 
project.py 
 
""" Project class """ 
 
import time 
import logging 
 
from plugin import get_plugin_by_name 
 
class Project(object): 
    """Defines the project""" 
    input_folder = '' 
    output_folder = '' 
    selected_sensor = '' 
    file_ext = 'raw' 
    selected_procs = [] 
    log = False 
    save_partial = False 
    spectrum_array = [] 
     
    prj_logger = None 
    prj_hdlr = None 
    prj_formatter = None 
     
     
    def __init__(self): 
        self.input_folder = '' 
        self.output_folder = '' 
        self.selected_sensor = '' 
        self.file_ext = 'raw' 
        self.selected_procs = [] 
        self.log = False 
        self.save_partial = False 
        self.spectrum_array = [] 
 
    
    def execute(self): 
        """ Executes the project. 
            Recopiles all the data and executes all the processess. 
""" 
        if self.output_folder == '': 
            # If not output folder is defined uses the same as input 
folder 
            self.output_folder = self.input_folder 
             
        if self.log is True: 
            # Setup the project log if it's enabled 
            self.prj_logger = logging.getLogger('project') 
            self.prj_hdlr = logging.FileHandler(self.output_folder + \ 
                                                str(time.time()) + 
'.log') 
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            self.prj_formatter = logging.Formatter('%(asctime)s 
%(levelname)s \ 
                                                    %(message)s') 
            self.prj_hdlr.setFormatter(self.prj_formatter) 
            self.prj_logger.addHandler(self.prj_hdlr) 
            self.prj_logger.setLevel(logging.INFO) 
 
        # Get the sensor 
        sensor = get_plugin_by_name(self.selected_sensor) 
        if sensor is None: 
            self.prj_logger.info('Sensor not found') 
 
        else: 
            if self.file_ext == 'txt': 
                # Use txt format 
                sensor.load_txt_folder(self) 
                if self.log is True: 
                    self.prj_logger.info('Using txt input data') 
             
            elif self.file_ext == 'raw': 
                # Use raw data 
                sensor.load_raw_folder(self) 
                if self.log is True: 
                    self.prj_logger.info('Using raw input data') 
             
            # Runs the processes 
            for process in self.selected_procs: 
                proc = get_plugin_by_name(process) 
                if self.log is True: 
                    self.prj_logger.info('Running ' + proc.name) 
                 
                proc.run(self) 
 
     
    def check_input_data(self): 
        """ Checks if all the spectrums match: 
            1 = OK 
            0 = ERROR 
        """ 
         
        wl_min = self.spectrum_array[0].wl_min 
        wl_max = self.spectrum_array[0].wl_max 
        samples = self.spectrum_array[0].samples 
        result = 1 
         
        for spectrum in self.spectrum_array: 
            if spectrum.wl_min != wl_min or spectrum.wl_max != wl_max 
or \ 
                spectrum.samples != samples: 
                result = 0 
                return result 
             
        return result 
     
    def clean(self): 
        """ Cleans project data """ 
        Pass 
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spectrum.py 
 
""" Spectrum class & auxiliary functions """ 
 
 
class Spectrum(object): 
    """Defines the spectrum data format""" 
    sensor = '' 
    file_name = '' 
    wl_min = 0 
    wl_max = 0 
    samples = 0 
    wl = [] 
    data = [] 
 
 
    def __init__ (self): 
        self.sensor = "" 
        self.file_name = "" 
        self.wl_min = 0 
        self.wl_max = 0 
        self.samples = 0 
        self.wl = [] 
        self.data = [] 
         
 
 
plugin: interpolate.py 
 
""" Interpolate plugin """ 
 
import os 
import sys 
import logging 
 
from plugin import Plugin 
from configobj import ConfigObj 
from spectrum import Spectrum 
 
 
class Interpolate(Plugin): 
    """ Interpolate Class """ 
    name = 'interpolate' 
    capabilities = ['processing'] 
 
     
    def run(self, prj): 
        """ Linear interpolation """ 
        for spectrum in prj.spectrum_array: 
            if prj.log is True: 
                prj.prj_logger.info('Interpolating file: ' + 
spectrum.file_name) 
                 
            new_wl = [] 
            new_data = [] 
            x_array = [] 
            y_array = [] 
             
            for key in range(0, spectrum.samples - 1): 
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                x0 = spectrum.wl[key] 
                y0 = spectrum.data[key] 
                x1 = spectrum.wl[key + 1] 
                y1 = spectrum.data[key + 1] 
                x = (x1 + x0)/2 
                y = y0 + ((x - x0) * ((y1-y0)/(x1-x0))) 
                x_array.append(x) 
                y_array.append(y) 
         
            for key in range(0, spectrum.samples - 1): 
                new_wl.append(spectrum.wl[key]) 
                new_data.append(spectrum.data[key]) 
                new_wl.append(x_array[key]) 
                new_data.append(y_array[key]) 
 
            new_wl.append(spectrum.wl[spectrum.samples - 1]) 
            new_data.append(spectrum.data[spectrum.samples - 1]) 
 
            spectrum.wl = new_wl 
            spectrum.data = new_data 
            spectrum.samples = len(new_data) 
            spectrum.wl_min = min(new_wl) 
            spectrum.wl_max = max(new_wl) 
             
        if prj.save_partial is True: 
            if not os.path.exists(prj.output_folder + self.name + 
'/'): 
                os.mkdir(prj.output_folder + self.name + '/') 
                 
            for spectrum in prj.spectrum_array: 
                f = open(prj.output_folder + self.name + '/' + 
spectrum.file_name + '.txt', 'w') 
                f.write('File name: %s\n' %spectrum.file_name) 
                f.write('Sensor: %s\n' %spectrum.sensor) 
                f.write('Samples: %i\n' %spectrum.samples) 
                f.write('Wl min: %.2f\n' %spectrum.wl_min) 
                f.write('Wl max: %.2f\n' %spectrum.wl_max) 
                f.write('----------START----------\n') 
             
                for counter in range(0,spectrum.samples): 
                    f.write('%.2f %.3f\n' % (spectrum.wl[counter], 
spectrum.data[counter])) 
                 
                f.write('-----------END-----------\n') 
                f.close 
 
 
plugin: mean.py 
 
""" Mean plugin """ 
 
import os 
import sys 
import logging 
 
from plugin import Plugin 
from configobj import ConfigObj 
from spectrum import Spectrum 
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class Mean(Plugin): 
    """ Mean Class """ 
    name = 'mean' 
    capabilities = ['processing'] 
     
    def run(self, prj): 
        """ Calculates the mean of all the spectrums. 
            Returns a mean spectrum """ 
        # All spectrums must have the same number of samples 
        if prj.check_input_data(): 
            mean = [] 
            result = [] 
             
            for key in range(0, prj.spectrum_array[0].samples): 
                mean.append(0.000) 
             
            for spectrum in prj.spectrum_array: 
                if prj.log is True: 
                    prj.prj_logger.info('Mean file: ' + 
spectrum.file_name) 
                 
                key = 0 
                for data in spectrum.data: 
                    mean[key] += data 
                    key += 1 
             
            total_spectrum = len(prj.spectrum_array) 
            for data in mean: 
                x = data/total_spectrum 
                result.append(x) 
     
            spectrum = Spectrum() 
            spectrum.data = result 
            spectrum.wl_max = prj.spectrum_array[0].wl_max 
            spectrum.wl_min = prj.spectrum_array[0].wl_min 
            spectrum.wl = prj.spectrum_array[0].wl 
            spectrum.samples = len(spectrum.data) 
            spectrum.sensor = prj.spectrum_array[0].sensor 
            spectrum.file_name = 'mp_means' 
            prj.spectrum_array = [] 
            prj.spectrum_array.append(spectrum) 
             
            if prj.save_partial is True: 
                if not os.path.exists(prj.output_folder + self.name + 
'/'): 
                    os.mkdir(prj.output_folder + self.name + '/') 
                 
                for spectrum in prj.spectrum_array: 
                    f = open(prj.output_folder + self.name + '/' + 
spectrum.file_name + '.txt', 'w') 
                    f.write('File name: %s\n' %spectrum.file_name) 
                    f.write('Sensor: %s\n' %spectrum.sensor) 
                    f.write('Samples: %i\n' %spectrum.samples) 
                    f.write('Wl min: %.2f\n' %spectrum.wl_min) 
                    f.write('Wl max: %.2f\n' %spectrum.wl_max) 
                    f.write('----------START----------\n') 
                 
                    for counter in range(0, spectrum.samples): 
                        f.write('%.2f %.3f\n' % (spectrum.wl[counter], 
spectrum.data[counter])) 
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                    f.write('-----------END-----------\n') 
                    f.close 
             
        else: 
            if prj.log is True: 
                prj.prj_logger.info("Mean: Couldn't be performed. 
Spectrums doesn't match.") 
 
 
plugin: mp.py 
 
#!/usr/bin/env python 
# -*- coding: UTF8 -*- 
 
""" Jah! """ 
 
import os 
import sys 
import cPickle 
import logging 
 
from plugin import Plugin 
from configobj import ConfigObj 
from spectrum import Spectrum 
 
 
class MP(Plugin): 
    """ MP Class """ 
    name = 'mp' 
    capabilities = ['sensor'] 
    wl_min = 0 
    wl_max = 0 
    pixels = 0 
    file_ext = '' 
    darkcurrent_file = '' 
    straylight_file = '' 
    darkcurrent_data = None 
 
     
    def __init__(self): 
        logging.info(self.name + ' init') 
        self.read_config() 
        self.load_dark_current() 
 
 
    def read_config(self): 
        """ Reads configuration file """ 
        config = ConfigObj('plugins/mp.conf') 
         
        self.wl_min = config['wl_min'] 
        self.wl_max = config['wl_max'] 
        self.pixels = config['pixels'] 
        self.file_ext = config['file_ext'] 
        self.darkcurrent_file = config['darkcurrent_file'] 
        self.straylight_file = config['straylight_file'] 
 
 
    def load_raw_data(self, file): 
        """ Loads raw data file """ 
        spectrum_array = [] 
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        data_file = cPickle.load(file) 
         
        if len(data_file) == int(self.pixels): 
            spectrum = Spectrum() 
            for item_data in data_file: 
                spectrum.data.append(float(item_data)) 
         
            item_samples = len(spectrum.data) 
            item_wl = range(1, item_samples+1) 
            item_wl = [(304.757+3.201*x+0.00352*(x**2)-(1.517e-
5)*(x**3)) 
                      for x in item_wl] 
             
            spectrum.wl = item_wl 
            spectrum.samples = item_samples 
            spectrum.wl_min = min(spectrum.wl) 
            spectrum.wl_max = max(spectrum.wl) 
            spectrum.sensor = self.name 
             
            spectrum_array.append(spectrum) 
         
        else: 
             
            for item in data_file: 
                spectrum = Spectrum() 
     
                for item_data in item: 
                    spectrum.data.append(float(item_data)) 
     
                item_samples = len(item) 
                item_wl = range(1, item_samples+1) 
                item_wl = [(304.757+3.201*x+0.00352*(x**2)-(1.517e-
5)*(x**3)) 
                      for x in item_wl] 
                 
                spectrum.wl = item_wl 
                spectrum.samples = item_samples 
                spectrum.wl_min = min(spectrum.wl) 
                spectrum.wl_max = max(spectrum.wl) 
                spectrum.sensor = self.name 
                 
                spectrum_array.append(spectrum) 
 
         
        return spectrum_array 
     
    def load_txt_data(self, file): 
        """ Loads txt data file """ 
        spectrum = Spectrum() 
         
        for line in file.readlines(): 
            if line[0].isdigit(): 
                wl, data = line.split()                 
                spectrum.wl.append(float(wl)) 
                spectrum.data.append(float(data)) 
            else: 
                if line[:11] == 'File name: ': 
                    spectrum.file_name = str(line[11:-1]) 
                elif line[:8] == 'Sensor: ': 
                    spectrum.sensor = str(line[8:-1]) 
                elif line[:9] == 'Samples: ': 
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                    spectrum.samples = int(line[9:]) 
                elif line[:8] == 'Wl max: ': 
                    spectrum.wl_max = float(line[8:]) 
                elif line[:8] == 'Wl min: ': 
                    spectrum.wl_min = float(line[8:]) 
                     
        return spectrum 
 
 
    def load_raw_folder(self, prj): 
        """ Loads folder data. raw format """ 
        folder = [] 
     
        if os.path.isdir(prj.input_folder): 
            if not prj.input_folder in sys.path: 
                # Insert the folder path in syspath 
                sys.path.insert(0, prj.input_folder) 
 
            for item in os.listdir(os.path.abspath(prj.input_folder)):        
                # Handles no-extension files, etc 
                file, ext = os.path.splitext(item) 
                # Important, ignore .pyc/other files 
                print file, ext, self.file_ext 
                if ext == self.file_ext: 
                    folder.append(file + ext) 
         
        if prj.log is True: 
            prj.prj_logger.info('MP: Opening folder: %s' 
%prj.input_folder) 
         
        for file in folder: 
            if prj.log is True: 
                prj.prj_logger.info('>>> Importing raw file: %s' 
%file) 
 
            f = open(prj.input_folder + file) 
            spectrum_array = self.load_raw_data(f) 
            f.close() 
             
            key = 1 
            for spectrum in spectrum_array: 
                spectrum.file_name = '%s_%i' % (file, key) 
                prj.spectrum_array.append(spectrum) 
                key += 1 
            f.close() 
             
             
    def load_txt_folder(self, prj): 
        """ Loads folder data. txt format """ 
        folder = [] 
     
        if os.path.isdir(prj.input_folder): 
            if not prj.input_folder in sys.path: 
                # Insert the folder path in syspath 
                sys.path.insert(0, prj.input_folder) 
 
            for item in os.listdir(os.path.abspath(prj.input_folder)):        
                # Handles no-extension files, etc 
                file, ext = os.path.splitext(item) 
                # Important, ignore .pyc/other files 
                print file, ext, self.file_ext 
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                if ext == '.txt': 
                    folder.append(file + ext) 
         
        if prj.log is True: 
            prj.prj_logger.info('MP: Opening folder: %s' 
%prj.input_folder) 
             
        for file in folder: 
            if prj.log is True: 
                prj.prj_logger.info('>>> Importing txt file: %s' 
%file) 
                 
            f = open(prj.input_folder + file) 
            spectrum = self.load_txt_data(f) 
            f.close() 
            spectrum.file_name = file 
            # Add to the project 
            prj.spectrum_array.append(spectrum) 
             
    def load_dark_current(self): 
        """ Loads darkcurrent file """ 
        if self.darkcurrent_file.endswith('.dat'): 
            f = open(self.darkcurrent_file) 
            spectrum_array = self.load_raw_data(f) 
            f.close() 
            for spectrum in spectrum_array: 
                spectrum.file_name = self.darkcurrent_file 
                self.darkcurrent_data = spectrum 
             
             
        elif self.darkcurrent_file.endswith('.txt'): 
            f = open(self.darkcurrent_file) 
            self.darkcurrent_data = self.load_txt_data(f) 
            f.close() 
            self.darkcurrent_data.file_name = self.darkcurrent_file 
 
 
mp.conf 
 
wl_min = 307.96 
wl_max = 1098.36 
pixels = 256 
file_ext = '.dat' 
darkcurrent_file = 'plugins/mp_dark.dat' 
straylight_file = '' 
 
 
plugin: plot.py 
 
""" Plot plugin """ 
 
import logging 
import pylab 
from plugin import Plugin 
 
 
class Plot(Plugin): 
    """ PrintData Class """ 
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    name = 'plot' 
    capabilities = ['processing'] 
     
    def run(self, prj): 
        """ Creates a plot """ 
        lines = [] 
     
        for spectrum in prj.spectrum_array: 
            if prj.log is True: 
                prj.prj_logger.info('Plot: plotting file %s' \ 
                                    %spectrum.file_name) 
                 
            lines.append(pylab.plot(spectrum.wl, spectrum.data)) 
            pylab.xlim(spectrum.wl_min, spectrum.wl_max) 
         
        pylab.xlabel("Wavelength (nm)") 
        pylab.ylabel("Concentration") 
        pylab.show() 
 
 
plugin: save2txt.py 
 
#!/usr/bin/env python 
# -*- coding: UTF8 -*- 
 
import os 
import sys 
import logging 
 
from plugin import Plugin 
from configobj import ConfigObj 
from spectrum import Spectrum 
 
class Save2Txt(Plugin): 
    """ Save2Txt Class """ 
    name = 'save2txt' 
    capabilities = ['processing'] 
     
     
    def run(self, prj): 
        """Converts the input data into a human readable txt""" 
        for spectrum in prj.spectrum_array: 
            if prj.log is True: 
                prj.prj_logger.info('Save2Txt: saving file %s' 
%spectrum.file_name) 
             
            f = open(prj.output_folder + spectrum.file_name + '.txt', 
'w') 
            f.write('File name: %s\n' %spectrum.file_name) 
            f.write('Sensor: %s\n' %spectrum.sensor) 
            f.write('Samples: %i\n' %spectrum.samples) 
            f.write('Wl min: %.2f\n' %spectrum.wl_min) 
            f.write('Wl max: %.2f\n' %spectrum.wl_max) 
            f.write('----------START----------\n') 
             
            for y in range(0,spectrum.samples): 
                f.write('%.2f %.3f\n' % (spectrum.wl[y], 
spectrum.data[y])) 
                 
            f.write('-----------END-----------\n') 
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            f.close 
 
 
plugin: s2000.py 
 
""" S2000 sensor """ 
 
import os 
import sys 
import cPickle 
import logging 
 
from plugin import Plugin 
from configobj import ConfigObj 
from spectrum import Spectrum 
 
 
class S2000(Plugin): 
    """ S2000 Class """ 
    name = 's2000' 
    capabilities = ['sensor'] 
    wl_min = 0 
    wl_max = 0 
    pixels = 0 
    file_ext = '' 
    darkcurrent_file = '' 
    straylight_file = '' 
    darkcurrent_data = None 
 
     
    def __init__(self): 
        logging.info(self.name + ' init') 
        self.read_config() 
        self.load_dark_current() 
 
 
    def read_config(self): 
        """ Reads configuration file """ 
        config = ConfigObj('plugins/s2000.conf') 
         
        self.wl_min = config['wl_min'] 
        self.wl_max = config['wl_max'] 
        self.pixels = config['pixels'] 
        self.file_ext = config['file_ext'] 
        self.darkcurrent_file = config['darkcurrent_file'] 
        self.straylight_file = config['straylight_file'] 
 
 
    def load_raw_data(self, file): 
        """ Loads raw data file """ 
        spectrum = Spectrum() 
         
        data_file = cPickle.load(file) 
         
        for item_data in data_file: 
            spectrum.data.append(float(item_data)) 
         
        item_samples = len(spectrum.data) 
        item_wl = range(1, item_samples+1) 
        item_wl = [(176.7335873+0.387004381*x-(2.10611e-5)*(x**2)) 
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                   for x in item_wl] 
         
        spectrum.wl = item_wl 
        spectrum.samples = item_samples 
        spectrum.wl_min = min(spectrum.wl) 
        spectrum.wl_max = max(spectrum.wl) 
        spectrum.sensor = self.name 
         
        return spectrum 
     
    def load_txt_data(self, file): 
        """ Loads txt data file """ 
        spectrum = Spectrum() 
         
        for line in file.readlines(): 
            if line[0].isdigit(): 
                wl, data = line.split()                 
                spectrum.wl.append(float(wl)) 
                spectrum.data.append(float(data)) 
            else: 
                if line[:11] == 'File name: ': 
                    spectrum.file_name = str(line[11:-1]) 
                elif line[:8] == 'Sensor: ': 
                    spectrum.sensor = str(line[8:-1]) 
                elif line[:9] == 'Samples: ': 
                    spectrum.samples = int(line[9:]) 
                elif line[:8] == 'Wl max: ': 
                    spectrum.wl_max = float(line[8:]) 
                elif line[:8] == 'Wl min: ': 
                    spectrum.wl_min = float(line[8:]) 
                     
        return spectrum 
 
 
    def load_raw_folder(self, prj): 
        """ Loads folder data. raw format """ 
        folder = [] 
     
        if os.path.isdir(prj.input_folder): 
            if not prj.input_folder in sys.path: 
                # Insert the folder path in syspath 
                sys.path.insert(0, prj.input_folder) 
 
            for item in os.listdir(os.path.abspath(prj.input_folder)):        
                # Handles no-extension files, etc 
                file, ext = os.path.splitext(item) 
                # Important, ignore .pyc/other files 
                print file, ext, self.file_ext 
                if ext == self.file_ext: 
                    folder.append(file + ext) 
         
        if prj.log is True: 
            prj.prj_logger.info('S2000: Opening folder: %s' 
%prj.input_folder) 
         
        for file in folder: 
            if not os.path.isdir(file): 
                if prj.log is True: 
                    prj.prj_logger.info('>>> Importing raw file: %s' 
%file) 
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                f = open(prj.input_folder + file) 
                spectrum = self.load_raw_data(f) 
                f.close() 
                spectrum.file_name = file 
                 
                 
                #Add to the project 
                prj.spectrum_array.append(spectrum) 
             
    def load_txt_folder(self, prj): 
        """ Loads folder data. txt format """ 
        folder = [] 
     
        if os.path.isdir(prj.input_folder): 
            if not prj.input_folder in sys.path: 
                # Insert the folder path in syspath 
                sys.path.insert(0, prj.input_folder) 
 
            for item in os.listdir(os.path.abspath(prj.input_folder)):        
                # Handles no-extension files, etc 
                file, ext = os.path.splitext(item) 
                # Important, ignore .pyc/other files 
                print file, ext, self.file_ext 
                if ext == '.txt': 
                    folder.append(file + ext) 
         
        if prj.log is True: 
            prj.prj_logger.info('S2000: Opening folder: %s' 
%prj.input_folder) 
         
        for file in folder: 
            if not os.path.isdir(file): 
                if prj.log is True: 
                    prj.prj_logger.info('>>> Importing txt file: %s' 
%file) 
                f = open(prj.input_folder + file) 
                spectrum = self.load_txt_data(f) 
                f.close() 
                spectrum.file_name = file 
                 
                 
                # Add to the project 
                prj.spectrum_array.append(spectrum) 
             
    def load_dark_current(self): 
        """ Loads darkcurrent file """ 
        if self.darkcurrent_file.endswith('.dat'): 
            f = open(self.darkcurrent_file) 
            self.darkcurrent_data = self.load_raw_data(f) 
            f.close() 
            self.darkcurrent_data.file_name = self.darkcurrent_file 
             
        elif self.darkcurrent_file.endswith('.txt'): 
            f = open(self.darkcurrent_file) 
            self.darkcurrent_data = self.load_txt_data(f) 
            f.close() 
            self.darkcurrent_data.file_name = self.darkcurrent_file 
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s2000.conf 
 
wl_min = 177.12 
wl_max = 880.68 
pixels = 2048 
file_ext = '.dat' 
darkcurrent_file = 'plugins/s2000_dark.dat' 
straylight_file = '' 
 
 
plugin: truncate.py 
 
#!/usr/bin/env python 
# -*- coding: UTF8 -*- 
 
import os 
import sys 
import logging 
import pylab 
 
import gtk 
 
from matplotlib.figure import Figure 
from matplotlib.axes import Subplot 
from matplotlib.backends.backend_gtk import FigureCanvasGTK, 
NavigationToolbar    
 
from plugin import Plugin 
from configobj import ConfigObj 
from spectrum import Spectrum 
 
 
class Truncate(Plugin): 
    """ InteractivePlot Class """ 
    name = 'truncate' 
    capabilities = ['processing'] 
 
    def run(self, prj): 
        if prj.check_input_data(): 
         
            interactive_plot_dlg = TruncateGui() 
            response, wl_min, wl_max = interactive_plot_dlg.run(prj) 
            print wl_min, wl_max 
                 
            for spectrum in prj.spectrum_array: 
                if prj.log is True: 
                    prj.prj_logger.info('Truncate: truncating file %s' 
%spectrum.file_name) 
                     
                index_min = spectrum.wl.index(wl_min) 
                index_max = spectrum.wl.index(wl_max) + 1 
                 
                new_wl = spectrum.wl[index_min:index_max] 
                new_data = spectrum.data[index_min:index_max] 
                 
                spectrum.wl = new_wl 
                spectrum.data = new_data 
                spectrum.wl_min = wl_min 
                spectrum.wl_max = wl_max 
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                spectrum.samples = (index_max - index_min) 
                 
            if prj.save_partial is True: 
                if not os.path.exists(prj.output_folder + self.name ): 
                    os.mkdir(prj.output_folder + self.name + '/') 
                         
                for spectrum in prj.spectrum_array: 
                    f = open(prj.output_folder + self.name + '/' + 
spectrum.file_name + '.txt', 'w') 
                    f.write('File name: %s\n' %spectrum.file_name) 
                    f.write('Sensor: %s\n' %spectrum.sensor) 
                    f.write('Samples: %i\n' %spectrum.samples) 
                    f.write('Wl min: %.2f\n' %spectrum.wl_min) 
                    f.write('Wl max: %.2f\n' %spectrum.wl_max) 
                    f.write('----------START----------\n') 
                 
                    for counter in range(0,spectrum.samples): 
                        f.write('%.2f %.3f\n' % (spectrum.wl[counter], 
spectrum.data[counter])) 
                     
                    f.write('-----------END-----------\n') 
                    f.close 
                 
        else: 
            if prj.log is True: 
                prj.prj_logger.info("Truncate: couldn't be performed. 
Spectrums doesn't match.") 
         
class TruncateGui(object): 
    """ TruncateGui Class """ 
    def __init__(self): 
        # Setup the glade file 
        self.gladefile = "gui/truncate.glade" 
        # Load the dialog from the glade file       
        self.wTree = gtk.glade.XML(self.gladefile, 'dlg_truncate') 
        # Create our dictionay and connect it 
        dic = { "on_txt_wl_min_changed" : self.on_txt_wl_min_changed, 
               "on_txt_wl_max_changed" : self.on_txt_wl_max_changed } 
        self.wTree.signal_autoconnect(dic)  
         
        # Get the actual dialog widget 
        self.dlg = self.wTree.get_widget('dlg_truncate') 
        self.en_wl_min = self.wTree.get_widget('txt_wl_min') 
        self.en_wl_max = self.wTree.get_widget('txt_wl_max') 
 
        # setup matplotlib stuff on first notebook page (empty graph)    
#        self.figure = Figure(figsize=(6, 4), dpi=72) 
        self.figure = Figure()    
        self.axis = self.figure.add_subplot(111) 
        self.axis.set_xlabel('Wavelength (nm)')    
        self.axis.set_ylabel('Concentration') 
         
        # Setup the gtk.DrawingArea 
        self.canvas = FigureCanvasGTK(self.figure)    
        self.canvas.show()    
        self.graphview = self.wTree.get_widget('dialog-vbox1')    
        self.graphview.pack_start(self.canvas, True, True) 
     
    def on_txt_wl_min_changed(self, widget, *args): 
        value = float(self.en_wl_min.get_text()) 
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        if value >= self.wl_min and value <= self.wl_max: 
            fix_value = find_value(value, self.wl) 
            self.en_wl_min.set_text(str(fix_value)) 
            self.axis.set_xlim(xmin=fix_value) 
            self.canvas.draw() 
         
        if value < self.wl_min: 
            self.axis.set_xlim(xmin=self.wl_min) 
            self.canvas.draw() 
         
        if value > self.wl_max: 
            self.axis.set_xlim(xmin=self.wl_max) 
            self.canvas.draw() 
     
    def on_txt_wl_max_changed(self, widget, *args): 
        value = float(self.en_wl_max.get_text()) 
         
        if value >= self.wl_min and value <= self.wl_max: 
            print 'Value in range' 
            find_value(value, self.wl) 
            fix_value = find_value(value, self.wl) 
            self.en_wl_max.set_text(str(fix_value)) 
            self.axis.set_xlim(xmax=fix_value) 
            self.canvas.draw() 
         
        elif value < self.wl_min: 
            self.canvas.set_xlim(xmax=self.wl_min) 
            self.canvas.draw() 
         
        elif value > self.wl_max: 
            self.axis.set_xlim(xmax=self.wl_max) 
            self.canvas.draw() 
             
    def run(self, prj): 
        """ Run the gui """ 
        # Draw the plots 
        for spectrum in prj.spectrum_array: 
            self.axis.plot(spectrum.wl, spectrum.data) 
             
        self.wl_min = prj.spectrum_array[0].wl_min 
        self.wl_max = prj.spectrum_array[0].wl_max 
        self.wl = prj.spectrum_array[0].wl 
        self.en_wl_min.set_text(str(self.wl_min)) 
        self.en_wl_max.set_text(str(self.wl_max)) 
        self.axis.set_xlim(self.wl_min, self.wl_max) 
        self.canvas.draw() 
         
        # Get the results 
        result = self.dlg.run() 
        wl_min = float(self.en_wl_min.get_text()) 
        wl_max = float(self.en_wl_max.get_text()) 
         
        if wl_min < self.wl_min: 
            wl_min = self.wl_min 
        elif wl_min > self.wl_max: 
            wl_min = self.wl_max 
             
        if wl_max < self.wl_min: 
            wl_max = self.wl_min 
        elif wl_max > self.wl_max: 
            wl_max = self.wl_max 
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        self.dlg.destroy() 
         
        return result, wl_min, wl_max 
 
 
def find_value(value, wl): 
    for key in wl: 
        if key >= value: 
            return key 
     
    return -1 
 
 
plugin: usb4000.py 
 
""" USB4000 Sensor """ 
 
import os 
import sys 
import logging 
 
from plugin import Plugin 
from configobj import ConfigObj 
from spectrum import Spectrum 
 
 
class USB4000(Plugin): 
    """ USB4000 Class """ 
    name = 'usb4000' 
    capabilities = ['sensor'] 
    wl_min = 0 
    wl_max = 0 
    pixels = 0 
    file_ext = '' 
    darkcurrent_file = '' 
    straylight_file = '' 
    darkcurrent = None 
 
     
    def __init__(self): 
        logging.info(self.name + ' init') 
        self.read_config() 
        self.load_dark_current() 
 
 
    def read_config(self): 
        """ Reads configuration file """ 
        config = ConfigObj('plugins/usb4000.conf') 
         
        self.wl_min = config['wl_min'] 
        self.wl_max = config['wl_max'] 
        self.pixels = config['pixels'] 
        self.file_ext = config['file_ext'] 
        self.darkcurrent_file = config['darkcurrent_file'] 
        self.straylight_file = config['straylight_file'] 
 
 
    def load_raw_data(self, file): 
        """ Loads raw data file """ 
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        spectrum = Spectrum() 
         
        for line in file.readlines(): 
            if line[0].isdigit(): 
                spectrum.wl.append(float(line[:6])) 
                spectrum.data.append(float(line[7:])) 
                 
        spectrum.samples = len(spectrum.data) 
        spectrum.wl_min = min(spectrum.wl) 
        spectrum.wl_max = max(spectrum.wl) 
        spectrum.sensor = self.name 
         
        return spectrum 
     
    def load_txt_data(self, file): 
        """ Loads txt data file """ 
        spectrum = Spectrum() 
         
        for line in file.readlines(): 
            if line[0].isdigit(): 
                wl, data = line.split() 
                spectrum.wl.append(float(wl)) 
                spectrum.data.append(float(data)) 
            else: 
                if line[:11] == 'File name: ': 
                    spectrum.file_name = str(line[11:-1]) 
                elif line[:8] == 'Sensor: ': 
                    spectrum.sensor = str(line[8:-1]) 
                elif line[:9] == 'Samples: ': 
                    spectrum.samples = int(line[9:]) 
                elif line[:8] == 'Wl max: ': 
                    spectrum.wl_max = float(line[8:]) 
                elif line[:8] == 'Wl min: ': 
                    spectrum.wl_min = float(line[8:]) 
                     
        return spectrum 
 
 
    def load_raw_folder(self, prj): 
        """ Loads folder data. raw format """ 
        folder = [] 
     
        if os.path.isdir(prj.input_folder): 
            if not prj.input_folder in sys.path: 
                # Insert the folder path in syspath 
                sys.path.insert(0, prj.input_folder) 
 
            for item in os.listdir(os.path.abspath(prj.input_folder)):        
                # Handles no-extension files, etc 
                file, ext = os.path.splitext(item) 
                # Important, ignore .pyc/other files 
                print file, ext, self.file_ext 
                if ext == self.file_ext: 
                    folder.append(file + ext) 
         
        if prj.log is True: 
            prj.prj_logger.info('USB4000: Opening folder: %s' 
%prj.input_folder) 
         
        for file in folder: 
            if not os.path.isdir(file): 
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                if prj.log is True: 
                    prj.prj_logger.info('>>> Importing raw file: %s' 
%file) 
                f = open(prj.input_folder + file) 
                spectrum = self.load_raw_data(f) 
                f.close() 
                spectrum.file_name = file 
                 
                 
                #Add to the project 
                prj.spectrum_array.append(spectrum) 
             
    def load_txt_folder(self, prj): 
        """ Loads folder data. txt format """ 
        folder = [] 
     
        if os.path.isdir(prj.input_folder): 
            if not prj.input_folder in sys.path: 
                # Insert the folder path in syspath 
                sys.path.insert(0, prj.input_folder) 
 
            for item in os.listdir(os.path.abspath(prj.input_folder)):        
                # Handles no-extension files, etc 
                file, ext = os.path.splitext(item) 
                # Important, ignore .pyc/other files 
                print file, ext, self.file_ext 
                if ext == '.txt': 
                    folder.append(file + ext) 
         
        if prj.log is True: 
            prj.prj_logger.info('USB4000: Opening folder: %s' 
%prj.input_folder) 
         
        for file in folder: 
            if not os.path.isdir(file): 
                if prj.log is True: 
                    prj.prj_logger.info('>>> Importing txt file: %s' 
%file) 
                f = open(prj.input_folder + file) 
                spectrum = self.load_txt_data(f) 
                f.close() 
                spectrum.file_name = file 
                 
                 
                # Add to the project 
                prj.spectrum_array.append(spectrum) 
             
    def load_dark_current(self): 
        """ Loads darkcurrent file """ 
        if self.darkcurrent_file.endswith('.Sample'): 
            f = open(self.darkcurrent_file) 
            self.darkcurrent_data = self.load_raw_data(f) 
            f.close() 
            self.darkcurrent_data.file_name = self.darkcurrent_file 
             
        elif self.darkcurrent_file.endswith('.txt'): 
            f = open(self.darkcurrent_file) 
            self.darkcurrent_data = self.load_txt_data(f) 
            f.close() 
            self.darkcurrent_data.file_name = self.darkcurrent_file 
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usb4000.conf 
 
wl_min = 178.72 
wl_max = 888.19 
pixels = 3648 
file_ext = '.Sample' 
darkcurrent_file = 'plugins/usb4000_dark.Master.Sample' 
straylight_file = '' 
 
 
plugin: undark.py 
 
""" Undark plugin """ 
 
import os 
import sys 
import logging 
 
from plugin import Plugin 
from configobj import ConfigObj 
from spectrum import Spectrum 
 
from plugin import get_plugin_by_name 
 
 
class Undark(Plugin): 
    """ Undark Class """ 
    name = 'undark' 
    capabilities = ['processing'] 
     
    def run(self, prj): 
        """ Removes dark current """ 
        for spectrum in prj.spectrum_array: 
            if prj.log is True: 
                prj.prj_logger.info('Undark: processing file %s' 
%spectrum.file_name) 
            result = [] 
            sensor = get_plugin_by_name(prj.selected_sensor) 
            if sensor is None: 
                if prj.log is True: 
                    prj.prj_logger.info("Undark: Sensor not found.") 
            else: 
                for key in range(0, spectrum.samples): 
                    result.append(spectrum.data[key] - 
sensor.darkcurrent_data.data[key]) 
                 
                spectrum.data = result 
                 
        if prj.save_partial is True: 
            if not os.path.exists(prj.output_folder + self.name + 
'/'): 
                os.mkdir(prj.output_folder + self.name + '/') 
                 
            for spectrum in prj.spectrum_array: 
                f = open(prj.output_folder + self.name + '/' + 
spectrum.file_name + '.txt', 'w') 
                f.write('File name: %s\n' %spectrum.file_name) 
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                f.write('Sensor: %s\n' %spectrum.sensor) 
                f.write('Samples: %i\n' %spectrum.samples) 
                f.write('Wl min: %.2f\n' %spectrum.wl_min) 
                f.write('Wl max: %.2f\n' %spectrum.wl_max) 
                f.write('----------START----------\n') 
             
                for counter in range(0,spectrum.samples): 
                    f.write('%.2f %.3f\n' % (spectrum.wl[counter], 
spectrum.data[counter])) 
                 
                f.write('-----------END-----------\n') 
                f.close 
 
 
gui: pypse.glade 
 
<?xml version="1.0" encoding="UTF-8" standalone="no"?> 
<!DOCTYPE glade-interface SYSTEM "glade-2.0.dtd"> 
<!--Generated with glade3 3.4.5 on Wed Dec 24 19:53:16 2008 --> 
<glade-interface> 
  <widget class="GtkWindow" id="pypse"> 
    <property name="visible">True</property> 
    <property name="window_position">GTK_WIN_POS_CENTER</property> 
    <signal name="destroy" handler="on_pypse_destroy"/> 
    <child> 
      <widget class="GtkVBox" id="vbox1"> 
        <property name="visible">True</property> 
        <child> 
          <placeholder/> 
        </child> 
        <child> 
          <widget class="GtkFrame" id="folders"> 
            <property name="visible">True</property> 
            <property name="label_xalign">0</property> 
            <property name="shadow_type">GTK_SHADOW_IN</property> 
            <child> 
              <widget class="GtkAlignment" id="alignment1"> 
                <property name="visible">True</property> 
                <property name="left_padding">12</property> 
                <child> 
                  <widget class="GtkTable" id="table1"> 
                    <property name="visible">True</property> 
                    <property name="n_rows">2</property> 
                    <property name="n_columns">2</property> 
                    <child> 
                      <widget class="GtkEntry" id="txt_output_folder"> 
                        <property name="visible">True</property> 
                        <property name="can_focus">True</property> 
                        <property name="editable">False</property> 
                        <property name="text" 
translatable="yes">Select output folder...</property> 
                      </widget> 
                      <packing> 
                        <property name="left_attach">1</property> 
                        <property name="right_attach">2</property> 
                        <property name="top_attach">1</property> 
                        <property name="bottom_attach">2</property> 
                      </packing> 
                    </child> 
                    <child> 
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                      <widget class="GtkEntry" id="txt_input_folder"> 
                        <property name="visible">True</property> 
                        <property name="can_focus">True</property> 
                        <property name="editable">False</property> 
                        <property name="text" 
translatable="yes">Select input folder...</property> 
                      </widget> 
                      <packing> 
                        <property name="left_attach">1</property> 
                        <property name="right_attach">2</property> 
                      </packing> 
                    </child> 
                    <child> 
                      <widget class="GtkButton" 
id="btn_output_folder"> 
                        <property name="visible">True</property> 
                        <property name="can_focus">True</property> 
                        <property 
name="receives_default">True</property> 
                        <property name="label" translatable="yes">Open 
Output Folder</property> 
                        <property name="response_id">0</property> 
                        <signal name="clicked" 
handler="on_btn_output_folder_clicked"/> 
                      </widget> 
                      <packing> 
                        <property name="top_attach">1</property> 
                        <property name="bottom_attach">2</property> 
                      </packing> 
                    </child> 
                    <child> 
                      <widget class="GtkButton" id="btn_input_folder"> 
                        <property name="visible">True</property> 
                        <property name="can_focus">True</property> 
                        <property 
name="receives_default">True</property> 
                        <property name="label" translatable="yes">Open 
Input Folder</property> 
                        <property name="response_id">0</property> 
                        <signal name="clicked" 
handler="on_btn_input_folder_clicked"/> 
                      </widget> 
                    </child> 
                  </widget> 
                </child> 
              </widget> 
            </child> 
            <child> 
              <widget class="GtkLabel" id="label4"> 
                <property name="visible">True</property> 
                <property name="label" 
translatable="yes">&lt;b&gt;Folder configuration&lt;/b&gt;</property> 
                <property name="use_markup">True</property> 
              </widget> 
              <packing> 
                <property name="type">label_item</property> 
              </packing> 
            </child> 
          </widget> 
          <packing> 
            <property name="position">1</property> 
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          </packing> 
        </child> 
        <child> 
          <widget class="GtkFrame" id="sensor_selector"> 
            <property name="visible">True</property> 
            <property name="label_xalign">0</property> 
            <property name="shadow_type">GTK_SHADOW_IN</property> 
            <child> 
              <widget class="GtkAlignment" id="alignment2"> 
                <property name="visible">True</property> 
                <property name="left_padding">12</property> 
                <child> 
                  <widget class="GtkVBox" id="vbox2"> 
                    <property name="visible">True</property> 
                    <child> 
                      <widget class="GtkComboBox" id="combo_sensors"> 
                        <property name="visible">True</property> 
                        <signal name="changed" 
handler="on_combo_sensors_changed"/> 
                      </widget> 
                    </child> 
                    <child> 
                      <widget class="GtkHButtonBox" id="hbuttonbox1"> 
                        <property name="visible">True</property> 
                        <property 
name="layout_style">GTK_BUTTONBOX_SPREAD</property> 
                        <child> 
                          <widget class="GtkRadioButton" 
id="radio_txt"> 
                            <property name="visible">True</property> 
                            <property name="can_focus">True</property> 
                            <property name="label" 
translatable="yes">txt</property> 
                            <property name="response_id">0</property> 
                            <property name="active">True</property> 
                            <property 
name="draw_indicator">True</property> 
                            <property 
name="group">radio_raw</property> 
                            <signal name="toggled" 
handler="on_radio_txt_toggled"/> 
                          </widget> 
                        </child> 
                        <child> 
                          <widget class="GtkRadioButton" 
id="radio_raw"> 
                            <property name="visible">True</property> 
                            <property name="can_focus">True</property> 
                            <property name="label" 
translatable="yes">raw</property> 
                            <property name="response_id">0</property> 
                            <property name="active">True</property> 
                            <property 
name="draw_indicator">True</property> 
                            <signal name="toggled" 
handler="on_radio_raw_toggled"/> 
                          </widget> 
                          <packing> 
                            <property name="position">1</property> 
                          </packing> 
                        </child> 
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                      </widget> 
                      <packing> 
                        <property name="position">1</property> 
                      </packing> 
                    </child> 
                  </widget> 
                </child> 
              </widget> 
            </child> 
            <child> 
              <widget class="GtkLabel" id="label5"> 
                <property name="visible">True</property> 
                <property name="label" 
translatable="yes">&lt;b&gt;Sensor selector&lt;/b&gt;</property> 
                <property name="use_markup">True</property> 
              </widget> 
              <packing> 
                <property name="type">label_item</property> 
              </packing> 
            </child> 
          </widget> 
          <packing> 
            <property name="position">2</property> 
          </packing> 
        </child> 
        <child> 
          <widget class="GtkFrame" id="processing"> 
            <property name="visible">True</property> 
            <property name="label_xalign">0</property> 
            <property name="shadow_type">GTK_SHADOW_IN</property> 
            <child> 
              <widget class="GtkAlignment" id="alignment3"> 
                <property name="visible">True</property> 
                <property name="left_padding">12</property> 
                <child> 
                  <widget class="GtkVBox" id="vbox3"> 
                    <property name="visible">True</property> 
                    <child> 
                      <widget class="GtkFrame" id="frame1"> 
                        <property name="visible">True</property> 
                        <property name="label_xalign">0</property> 
                        <property 
name="shadow_type">GTK_SHADOW_NONE</property> 
                        <child> 
                          <widget class="GtkTreeView" 
id="tree_available_procs"> 
                            <property name="visible">True</property> 
                            <property name="can_focus">True</property> 
                            <property name="border_width">1</property> 
                            <property 
name="headers_visible">False</property> 
                            <property 
name="show_expanders">False</property> 
                          </widget> 
                        </child> 
                        <child> 
                          <widget class="GtkLabel" id="label1"> 
                            <property name="visible">True</property> 
                            <property name="label" 
translatable="yes">&lt;b&gt;Available&lt;/b&gt;</property> 
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                            <property 
name="use_markup">True</property> 
                          </widget> 
                          <packing> 
                            <property 
name="type">label_item</property> 
                          </packing> 
                        </child> 
                      </widget> 
                    </child> 
                    <child> 
                      <widget class="GtkHButtonBox" id="hbuttonbox2"> 
                        <property name="visible">True</property> 
                        <property 
name="layout_style">GTK_BUTTONBOX_SPREAD</property> 
                        <child> 
                          <widget class="GtkButton" 
id="btn_add_procs"> 
                            <property name="visible">True</property> 
                            <property name="can_focus">True</property> 
                            <property 
name="receives_default">True</property> 
                            <property name="label" 
translatable="yes">Add</property> 
                            <property name="response_id">0</property> 
                            <signal name="clicked" 
handler="on_btn_add_procs_clicked"/> 
                          </widget> 
                        </child> 
                        <child> 
                          <widget class="GtkButton" 
id="btn_remove_procs"> 
                            <property name="visible">True</property> 
                            <property name="can_focus">True</property> 
                            <property 
name="receives_default">True</property> 
                            <property name="label" 
translatable="yes">Remove</property> 
                            <property name="response_id">0</property> 
                            <signal name="clicked" 
handler="on_btn_remove_procs_clicked"/> 
                          </widget> 
                          <packing> 
                            <property name="position">1</property> 
                          </packing> 
                        </child> 
                      </widget> 
                      <packing> 
                        <property name="position">1</property> 
                      </packing> 
                    </child> 
                    <child> 
                      <widget class="GtkFrame" id="frame2"> 
                        <property name="visible">True</property> 
                        <property name="label_xalign">0</property> 
                        <property 
name="shadow_type">GTK_SHADOW_NONE</property> 
                        <child> 
                          <widget class="GtkTreeView" 
id="tree_selected_procs"> 
                            <property name="visible">True</property> 
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                            <property name="can_focus">True</property> 
                            <property name="border_width">1</property> 
                            <property 
name="headers_visible">False</property> 
                            <property 
name="show_expanders">False</property> 
                          </widget> 
                        </child> 
                        <child> 
                          <widget class="GtkLabel" id="label2"> 
                            <property name="visible">True</property> 
                            <property name="label" 
translatable="yes">&lt;b&gt;Selected&lt;/b&gt;</property> 
                            <property 
name="use_markup">True</property> 
                          </widget> 
                          <packing> 
                            <property 
name="type">label_item</property> 
                          </packing> 
                        </child> 
                      </widget> 
                      <packing> 
                        <property name="position">2</property> 
                      </packing> 
                    </child> 
                  </widget> 
                </child> 
              </widget> 
            </child> 
            <child> 
              <widget class="GtkLabel" id="label6"> 
                <property name="visible">True</property> 
                <property name="label" 
translatable="yes">&lt;b&gt;Processing&lt;/b&gt;</property> 
                <property name="use_markup">True</property> 
              </widget> 
              <packing> 
                <property name="type">label_item</property> 
              </packing> 
            </child> 
          </widget> 
          <packing> 
            <property name="position">3</property> 
          </packing> 
        </child> 
        <child> 
          <widget class="GtkFrame" id="options"> 
            <property name="visible">True</property> 
            <property name="label_xalign">0</property> 
            <property name="shadow_type">GTK_SHADOW_IN</property> 
            <child> 
              <widget class="GtkAlignment" id="alignment4"> 
                <property name="visible">True</property> 
                <property name="left_padding">12</property> 
                <child> 
                  <widget class="GtkHButtonBox" id="hbuttonbox3"> 
                    <property name="visible">True</property> 
                    <property 
name="layout_style">GTK_BUTTONBOX_SPREAD</property> 
                    <child> 
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                      <widget class="GtkCheckButton" id="check_log"> 
                        <property name="visible">True</property> 
                        <property name="can_focus">True</property> 
                        <property name="label" translatable="yes">Save 
log</property> 
                        <property name="response_id">0</property> 
                        <property 
name="draw_indicator">True</property> 
                        <signal name="toggled" 
handler="on_check_log_toggled"/> 
                      </widget> 
                    </child> 
                    <child> 
                      <widget class="GtkCheckButton" 
id="check_save_parcial"> 
                        <property name="visible">True</property> 
                        <property name="can_focus">True</property> 
                        <property name="label" translatable="yes">Save 
intermediate results</property> 
                        <property name="response_id">0</property> 
                        <property 
name="draw_indicator">True</property> 
                        <signal name="toggled" 
handler="on_check_save_parcial_toggled"/> 
                      </widget> 
                      <packing> 
                        <property name="position">1</property> 
                      </packing> 
                    </child> 
                  </widget> 
                </child> 
              </widget> 
            </child> 
            <child> 
              <widget class="GtkLabel" id="label7"> 
                <property name="visible">True</property> 
                <property name="label" 
translatable="yes">&lt;b&gt;Options&lt;/b&gt;</property> 
                <property name="use_markup">True</property> 
              </widget> 
              <packing> 
                <property name="type">label_item</property> 
              </packing> 
            </child> 
          </widget> 
          <packing> 
            <property name="position">4</property> 
          </packing> 
        </child> 
        <child> 
          <widget class="GtkHButtonBox" id="hbuttonbox4"> 
            <property name="visible">True</property> 
            <property 
name="layout_style">GTK_BUTTONBOX_SPREAD</property> 
            <child> 
              <widget class="GtkButton" id="btn_execute"> 
                <property name="visible">True</property> 
                <property name="can_focus">True</property> 
                <property name="receives_default">True</property> 
                <property name="label" 
translatable="yes">Run</property> 
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                <property name="response_id">0</property> 
                <signal name="clicked" 
handler="on_btn_execute_clicked"/> 
              </widget> 
            </child> 
            <child> 
              <widget class="GtkButton" id="btn_quit"> 
                <property name="visible">True</property> 
                <property name="can_focus">True</property> 
                <property name="receives_default">True</property> 
                <property name="label" 
translatable="yes">Exit</property> 
                <property name="response_id">0</property> 
                <signal name="clicked" handler="on_btn_quit_clicked"/> 
              </widget> 
              <packing> 
                <property name="position">1</property> 
              </packing> 
            </child> 
          </widget> 
          <packing> 
            <property name="position">5</property> 
          </packing> 
        </child> 
      </widget> 
    </child> 
  </widget> 
</glade-interface> 
 
 
gui: truncate.glade 
 
<?xml version="1.0" encoding="UTF-8" standalone="no"?> 
<!DOCTYPE glade-interface SYSTEM "glade-2.0.dtd"> 
<!--Generated with glade3 3.4.5 on Sat Sep 27 18:09:57 2008 --> 
<glade-interface> 
  <widget class="GtkDialog" id="dlg_truncate"> 
    <property name="border_width">5</property> 
    <property name="modal">True</property> 
    <property name="window_position">GTK_WIN_POS_CENTER</property> 
    <property name="type_hint">GDK_WINDOW_TYPE_HINT_DIALOG</property> 
    <property name="has_separator">False</property> 
    <child internal-child="vbox"> 
      <widget class="GtkVBox" id="dialog-vbox1"> 
        <property name="visible">True</property> 
        <property name="spacing">2</property> 
        <child> 
          <widget class="GtkTable" id="table1"> 
            <property name="visible">True</property> 
            <property name="n_rows">2</property> 
            <property name="n_columns">2</property> 
            <child> 
              <widget class="GtkEntry" id="txt_wl_max"> 
                <property name="visible">True</property> 
                <property name="can_focus">True</property> 
                <signal name="changed" 
handler="on_txt_wl_max_changed"/> 
                <signal name="insert_text" 
handler="on_txt_wl_max_insert_text"/> 
              </widget> 
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              <packing> 
                <property name="left_attach">1</property> 
                <property name="right_attach">2</property> 
                <property name="top_attach">1</property> 
                <property name="bottom_attach">2</property> 
              </packing> 
            </child> 
            <child> 
              <widget class="GtkEntry" id="txt_wl_min"> 
                <property name="visible">True</property> 
                <property name="can_focus">True</property> 
                <signal name="changed" 
handler="on_txt_wl_min_changed"/> 
                <signal name="insert_text" 
handler="on_txt_wl_min_insert_text"/> 
              </widget> 
              <packing> 
                <property name="left_attach">1</property> 
                <property name="right_attach">2</property> 
              </packing> 
            </child> 
            <child> 
              <widget class="GtkLabel" id="label1"> 
                <property name="visible">True</property> 
                <property name="label" translatable="yes">Wl 
min:</property> 
              </widget> 
            </child> 
            <child> 
              <widget class="GtkLabel" id="label2"> 
                <property name="visible">True</property> 
                <property name="label" translatable="yes">Wl 
max:</property> 
              </widget> 
              <packing> 
                <property name="top_attach">1</property> 
                <property name="bottom_attach">2</property> 
              </packing> 
            </child> 
          </widget> 
          <packing> 
            <property name="position">1</property> 
          </packing> 
        </child> 
        <child internal-child="action_area"> 
          <widget class="GtkHButtonBox" id="dialog-action_area1"> 
            <property name="visible">True</property> 
            <property name="layout_style">GTK_BUTTONBOX_END</property> 
            <child> 
              <widget class="GtkButton" id="btn_cancel"> 
                <property name="visible">True</property> 
                <property name="can_focus">True</property> 
                <property name="receives_default">True</property> 
                <property name="label" translatable="yes">gtk-
cancel</property> 
                <property name="use_stock">True</property> 
                <property name="response_id">0</property> 
                <signal name="clicked" 
handler="on_btn_cancel_clicked"/> 
              </widget> 
            </child> 
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            <child> 
              <widget class="GtkButton" id="btn_ok"> 
                <property name="visible">True</property> 
                <property name="can_focus">True</property> 
                <property name="receives_default">True</property> 
                <property name="label" translatable="yes">gtk-
ok</property> 
                <property name="use_stock">True</property> 
                <property name="response_id">0</property> 
                <signal name="clicked" handler="on_btn_ok_clicked"/> 
              </widget> 
              <packing> 
                <property name="position">1</property> 
              </packing> 
            </child> 
          </widget> 
          <packing> 
            <property name="expand">False</property> 
            <property name="pack_type">GTK_PACK_END</property> 
          </packing> 
        </child> 
      </widget> 
    </child> 
  </widget> 
</glade-interface> 
 
 
 
