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Abstract— Halstead Complexity Measures is a software 
metrics introducted by Maurice Howard Halstead in 1977. This 
metrics used to identify measurable properties of the code and 
relation between them. Several measures can be calculated with 
this method are program vocabulary, program length, volume, 
difficulty and effort. In learning process, the final result obtained 
by students should be linear with the results obtained each time 
the students doing their exercises. This study aims to see the 
pattern similarity relationship between coding that students do 
on each exercise in term of difficulty, programming effort and 
programming time with the final value that they obtained. The 
experiment was done by giving the students three sets of exercise 
questions which were derived from the final problem, then each 
set of exercise code done by each students measured using 
halstead method and compare with the final grade obtained by 
each student.   
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I.  INTRODUCTION 
The Halstead complexity metrics were developed to 
determine the size of the complexity of a program code 
quantitatively by performing direct measurements on the 
operators and operands present in program code, this method 
developed by Maurice Howard Halstead in 1977. Halstead 
complexity metrics used in private system in industry 
[1],[2],[3],[4],[5],[6] and private system in academic/student 
research [7],[8],[9]. 
According to Fenton [10] measurement generally has two 
uses, the first use is to monitor the achievement of software 
development progress and the second use is to evaluate the 
product or process. In both cases, software metrics can provide 
quantitative data to support decision making or conclusions. In 
order to make sure the measurement results is accurate, we 
must identify the entities and attributes to be used before 
measuring process conducted, this step is very important 
because the attributes and entities will clearly define what we 
measure. 
According to Fenton [10] Entities that should to be 
considered in software measurement are: 1) Process: process 
is any activity related to software development. 2) Product: the 
product is the artifact produced during the software developed. 
3) Resources: the resources can be person, hardware, or 
software required during the software development process. 
While the attributes of the entity can be both, internal or 
external. The internal attributes of an entity can only be 
measured by that entity, therefore the action is direct. The 
external attributes of an entity can only be measured with 
respect to how the entity is connected to the environment and 
therefore external attributes can only be measured indirectly. 
 
II. HALSTEAD METHOD 
A. Halstead Method Assumtion and Definition 
The Halstead method is built on the assumption that a 
program actually consists only of operators and operands, so 
that if the number of operators and operands present in a 
program and how many times the operators and operands are 
used in a program can be known then it is sufficient to use as a 
basis for determining some of the software attributes such as: 
program length, volume, difficulty level and programming 
effort. It should be remembered that the equation generated by 
this method gives only an approximation of the actual 
condition and is not a statistical calculation. 
There are several terms and definitions used in the 
Halstead method, the terms and definitions are: 
x Operand: any variables or constants that exist in the 
software. 
x Operator: any symbol or combination of symbols 
affecting the value or command operand. 
x Signs, arithmetic symbols (such as +, -, * and /), 
keywords (if, for, do, etc.), special symbols (such as: 
=, “ “, (), ==,! =) and names functions included in the 
operator. 
Some attributes are considered as fundamental attributes and 
used to obtain other attributes of the model, such attributes 
are: 
η1 number of different operators 
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η2 number of different operands 
N1 how many times the operator appears in the program 
N2 how many times the operands appear in this program 
η2 * number of input / output operands that are 
conceptually different (a function that takes multiple inputs 
and produces multiple values as outputs) 
B. Halstead Method Equations 
The length (N) of a program code is the total number of 
symbols in the program and can be calculated by the equation:  
N = N1 + N2 
The long calculation (N) of this program code can only be 
done after the program has finished, therefore Halstead 
introduces the way how long N can be predicted, the predicted 
length can be calculated using the equation: 
N = η1log2η1 + η2log2η2 
This prediction is useful because η1 and η2 can be determined 
at the beginning of the coding phase. According to 
experimental observations comparing the length of the 
software and its estimators, the more the Value is actually 
close to the approximate value, the better the quality of the 
program. 
 Halstead also calculates the volume of a program, Volume 
(V) is defined as the number of bits required to represent the 
program. If we define the vocabulary of a program as 
η = η1 + η2 
then the number of bits required to represent each element is 
log2η, therefore to represent the whole program we have 
V = N log2η 
on the calculation Volume potential V * the number of 
operands given by η2 * and the operator is 2, ie the name of 
the prescribed procedure and the operator to separate the 
argument, so that the calculation of the potential volume can 
be calculated by equation 
V * = (η2 * + 2) log2 (η2 * + 2) 
 Using V and V *, the Halstead method can be used to 
define the indicator (L) of the program, by the equation: 
L = V * / V 
 
Halstead also gives an estimate calculation (L <) for L that 
does not contain η2 *, the estimator is calculated by the 
equation: 
L <= 2η2 / (η1N2) 
 From the calculation of the difficulty level of a program, 
the Halstead method then calculates the effort required to 
write a program, The effort required is defined as the amount 
of mental discrimination used in writing the program code. 
Calculated by the equation: 
E = V / L = V2 / V * 
III. RESEARCH METHODOLOGY 
This research begins by making practice questions derived 
from the main problem, the main problem will be tested at the 
end and the result will be used as the final value. While the 
answers to the exercises done by students are measured using 
Halstead. The results of the two were then compared to see if 
there was a correlation between Halstead's difficulty levels 
compared with the student's final grade. This experiment was 
conducted within 6 days with the number of respondents as 
many as 17 undergraduate students. 
The result of halstead calculation on exercise problem 
shows the attributes of f-Distinct Operator (n1), No Distinct 
Operand (n2), Total No Operator (N1), Total No of Operand 
(N2), Program Length (PL), Program Vocabulary (PV) , 
Estimated Length (EL), Purity Ratio (PR), Volume (V), 
Difficulty (D), Effort Program (PE) and Programming Time 
(PT). The results of attributes n1, n2, N1 and N2 for each 
student in first exercise can be seen in table 1.  
TABLE I.  F-DISTINCT OPERATOR, NO DISTINCT OPERAND, TOTAL NO 
OPERATOR AND TOTAL NO OF OPERAND ATTRIBUTES 
Respondent Distinct Operator 
Distinct 
Operand 
Total No 
Operator 
Toral No 
Operand 
R1 46.00 106.00 10.00 22.00 
R2 42.00 80.00 16.00 21.00 
R3 39.00 97.00 13.00 23.00 
R4 39.00 97.00 10.00 24.00 
R5 38.00 79.00 12.00 20.00 
R6 42.00 80.00 16.00 21.00 
R7 40.00 86.00 12.00 20.00 
R8 62.00 127.00 13.00 27.00 
R9 51.00 105.00 15.00 23.00 
R10 63.00 148.00 13.00 32.00 
R11 67.00 151.00 12.00 33.00 
R12 80.00 174.00 17.00 27.00 
R13 53.00 137.00 13.00 28.00 
R14 80.00 168.00 18.00 32.00 
R15 69.00 140.00 18.00 31.00 
R16 65.00 128.00 16.00 27.00 
R17 38.00 77.00 12.00 20.00 
 
The results of attributes of Program Length (PL), Program 
Vocabulary (PV) , Estimated Length (EL), Purity Ratio (PR) 
for each student in first exercise can be seen in table 2. 
 
TABLE II.  PROGRAM LENGTH, PROGRAM VOCABULARY, ESTIMATED 
LENGTH AND PURITY RATIO ATTRIBUTES  
Respondent Program Length 
Program 
Vocabulary
Estimated 
Length 
Purity 
Ratio 
R1 32.00 152.00 967.24 30.23 
R2 37.00 122.00 732.23 19.79 
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Respondent Program Length 
Program 
Vocabulary
Estimated 
Length 
Purity 
Ratio 
R3 36.00 136.00 846.32 23.51 
R4 34.00 136.00 846.32 24.89 
R5 32.00 117.00 697.42 21.79 
R6 37.00 122.00 732.23 19.79 
R7 32.00 126.00 765.54 23.92 
R8 40.00 189.00 1,256.72 31.42 
R9 38.00 156.00 994.29 26.17 
R10 45.00 211.00 1,443.57 32.08 
R11 45.00 218.00 1,499.43 33.32 
R12 44.00 254.00 1,800.83 40.93 
R13 41.00 190.00 1,276.01 31.12 
R14 50.00 248.00 1,747.66 34.95 
R15 49.00 209.00 1,419.59 28.97 
R16 43.00 193.00 1,287.45 29.94 
R17 32.00 115.00 681.96 21.31 
 
The attribute results Volume (V), Difficulty (D), Effort 
Program (PE) and Programming Time (PT) for each student in 
first exercise can be seen in table 3.  
 
TABLE III.  VOLUME, DIFFICULTY, EFFORT PROGRAM AND 
PROGRAMMING TIME ATTRIBUTES  
Respondent Volume Difficulty Effort Program 
Programming 
Time 
R1 160.00 4.77 763.77 42.43 
R2 192.75 5.51 1,062.53 59.03 
R3 186.12 4.62 860.55 47.81 
R4 172.97 4.82 834.55 46.36 
R5 160.00 4.81 769.62 42.76 
R6 192.75 5.51 1,062.53 59.03 
R7 160.00 4.65 744.19 41.34 
R8 212.88 6.59 1,402.98 77.94 
R9 199.42 5.59 1,113.91 61.88 
R10 247.13 6.81 1,683.18 93.51 
R11 247.13 7.32 1,809.31 100.52 
R12 240.21 6.21 1,490.99 82.83 
R13 219.66 5.42 1,189.69 66.09 
R14 282.19 7.62 2,150.04 119.45 
R15 275.12 7.64 2,101.73 116.76 
R16 233.33 6.86 1,599.58 88.87 
R17 160.00 4.94 789.61 43.87 
 
The result of halstead calculation on the final problem also 
shows the same attribute with halstead calculation result on 
the exercise problem, to know the comparison of difficulty 
level between the exercise problem and the final problem then 
the comparison of attribute Difficulty (D), Programming 
Effort (PE) and Programming Time (PT) for each practice is 
presented in table 4. 
TABLE IV.  DIFFICULTY, EFFORT PROGRAM AND PROGRAMMING TIME 
ATTRIBUTES COMPARISON  
Res
pon
den
t 
1st Practice 2nd Practice 3rd Practice 
D PE PT D PE PT D PE PT 
R1 4.77 763.77 
42.4
3 8.85 
3,931
.73 
218.4
3 
8.7
3 
3,2
22.
18 
179
.01 
R2 5.51 1,062.53 
59.0
3 7.33 
2,652
.34 
147.3
5 
8.2
6 
2,7
47.
14 
152
.62 
R3 4.62 860.55 
47.8
1 7.68 
3,007
.51 
167.0
8 
6.9
0 
1,8
48.
72 
102
.71 
R4 4.82 834.55 
46.3
6 7.38 
2,669
.55 
148.3
1 
8.5
3 
2,5
29.
10 
140
.51 
R5 4.81 769.62 
42.7
6 7.63 
2,873
.54 
159.6
4 
10.
35 
3,7
42.
63 
207
.92 
R6 5.51 1,062.53 
59.0
3 8.58 
4,006
.89 
222.6
0 
8.7
5 
2,8
43.
98 
158
.00 
R7 4.65 744.19 
41.3
4 7.95 
3,169
.88 
176.1
0 
8.6
9 
2,7
63.
09 
153
.51 
R8 6.59 1,402.98 
77.9
4 7.49 
2,930
.91 
162.8
3 
6.7
0 
1,9
38.
91 
107
.72 
R9 5.59 1,113.91 
61.8
8 7.50 
3,048
.21 
169.3
4 
10.
90 
4,0
24.
97 
223
.61 
R10 6.81 1,683.18 
93.5
1 6.98 
2,472
.93 
137.3
8 
7.5
0 
2,0
63.
41 
114
.63 
R11 7.32 1,809.31 
100.
52 6.91 
1,613
.25 89.63 
7.3
8 
2,1
36.
13 
118
.67 
R12 6.21 1,490.99 
82.8
3 6.91 
1,613
.25 89.63 
8.8
8 
2,8
22.
89 
156
.83 
R13 5.42 1,189.69 
66.0
9 6.49 
1,380
.57 76.70 
9.2
3 
3,0
69.
62 
170
.53 
R14 7.62 2,150.04 
119.
45 7.11 
1,757
.39 97.63 
9.6
2 
3,2
00.
07 
177
.78 
R15 7.64 2,101.73 
116.
76 6.77 
1,532
.50 85.14 
10.
65 
3,9
29.
77 
218
.32 
R16 6.86 1,599.58 
88.8
7 6.68 
1,467
.73 81.54 
11.
65 
4,7
35.
53 
263
.08 
R17 4.94 789.61 
43.8
7 7.68 
2,166
.42 
120.3
6 
9.6
2 
3,2
00.
07 
177
.78 
 
The difficulty level of program in the first, second exercise 
and the third exercise then will be analyzed for each case 
before, after this step the data then will be compared with the 
difficulty level of the program on the final problem. The same 
method is also done for the time required by students to 
complete the program. We tend to do this comparison is not to 
compare the value for each attribute, but to see the pattern of 
the respondents as a whole. 
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IV. RESULT AND DISCUSSION 
A. Relationship between Difficulty and Programming Time 
Fig1 shows the relationship between the difficulty level of 
programming and the time spent on the program in Exercise 1, 
Exercise 2 and Exercise 3 
 
 
FIGURE 1 RELATIONSHIP BETWEEN DIFFICULTY AND PROGRAMMING TIME 
From the graph it can be seen that the difficulty level 
between Exercise 1, Exercise 2 and Exercise 3 tends to be the 
same for every student, it means students who have difficulty 
in the first practice will experience the same in the second and 
third exercises, as well as vice versa. 
Nevertheless, the time needs by students to finish the 
program is very volatile for a student either on the first 
excercise, second exercise or the third exercise. As an example 
for the 11th respondents: with similar difficulty levels on the 
first and third excercise, the time need to finish the program is 
quite different. Another example is the 1st respondent, the 
difficulty level in first exercise is more easy rather than second 
exercise, according to the difficulty value for the first 
excercise is a half of second exercise but the time required to 
work on the second excercise more than twice the time 
required to do the first excercise. 
B. Relationship between Difficulty, Programming Effort and 
Programming Time 
Figure 2 shows the relationship between the difficulty 
level of the program, the effort taken to complete the program 
and the time required to complete the program at the 2nd 
excercise. 
 
FIGURE 2 RELATIONSHIP BETWEEN DIFFICULTY, PROGRAMMING EFFORT AND 
PROGRAMMING TIME IN 2ND EXCERCISE 
In figure 2 the data used is the second exercise data, from 
the graph it can be seen that the level of difficulty and time 
required to complete the program (programming time) tend to 
have the similar pattern, it means that all respondents will 
require longer programming time if the difficulty level of the 
problem is high enough. 
Nevertheless, the efforts made by the students to complete 
the program (programming effort) have an anomaly pattern 
when compared with the pattern of difficulty level and time 
required to complete the program. For example is the data on 
the 3rd respondent and the 5th respondent, both of these 
respondents have difficulty level and programming time which 
is almost similar, but the programming effort done by the 3rd 
respondent and the 5th respondent has a significant difference. 
C. Relationship Between The Exercise and Final Problem 
Figure 3 shows the pattern of difficulty in the first 
exercise, the second exercise, the third exercise and the final 
question. 
 
FIGURE 3 DIFFICULTY PATTERNS ON 1ST,2ND,3RD AND FINAL EXCERCISES 
From the pattern it can be seen the consistency of the 
pattern on the level of difficulty both in the first exercise, 
second exercise, third exercise and the final problem. This 
means that every respondent who has difficulty to working in 
the first exercise problem, will meet the similar things in the 
next stage, and vice versa. It also shows that each exercise 
problems given to the students describes the degree of 
difficulty of problem given in the final excercise. 
 
FIGURE 4 PROGRAMMING TIME PATTERNS ON 1ST,2ND,3RD AND FINAL 
EXCERCISES 
Figure 4 shows the pattern of time required by the student 
to work on the problem in the first exercise, second exercise, 
third exercise and the final question. 
From the graph shown in figure 4 it can be seen that the 
pattern of time required to completed the program in the first 
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exercise, the second exercise, the third exercise and while 
working on the final question has a similar pattern. This shows 
the consistent pattern with the difficulty level data. Anomaly 
occurs only to the 11th respondent when working on the final 
problem, the time of the problem is soaring compared to the 
same time the same respondents work on the exercise 
questions before. 
D. Discussion 
Halstead method tries to create simple equations to explain 
about complex code attributes. The Code Length, Volume and 
Potential Volume of a program code are a usable measure, 
though Halstead's method is criticized for the way the 
discovery of the solution is considered unscientific because it 
is based on assumptions without empirical verification, eg: the 
code length estimator is calculated based on qualitative 
arguments.  
The equation of effort is also based on the assumption that 
the selected algorithm has binary search complexity but no 
empirical or theoretical evidence can be used as a basis. 
Researchers who studied this method also do not have an 
agreement as a standard to calculate the number of operators 
and operands such as brackets open and close “()” whether to 
be counted one or two. So in fact the value of the 
measurement of the length of the code obtained from the 
Halstead method rarely corresponds to the measurement of the 
length of code performed empirically. 
The effort required to complete the program is also an 
ambiguous element of the matrix, we cannot see whether this 
effort is directly proportional or inversely proportional to the 
degree of difficulty or time of work required to complete the 
program. The data used in this study is very limited to be able 
to be concluded thoroughly, for the development in the future, 
the similar research needs to do with the great number of 
respondents but still more controlled some variables of the 
research variables such as problems used and how conduct the 
experiment. 
Apart from the existing problems Halstead method is 
widely used to measure a program's code because this method 
is the first method that can be used to determine software 
metrics, even this method is used as a comparison for new 
metrics that appear after this method. 
Although it is too early to draw a conclusion, this study 
shows that with all its disadvantages, Halstead method can be 
used as a tools to measure whether students will be able to 
work on problems (or not) after they have been given 
exercises that fit the problem they must solve. To find out the 
sound foundations of this conclusion, it is necessary to do 
another experiment with various problems that are not related 
to the final problem and see whether the results have a similar 
pattern or vice versa. 
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