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Actualmente existen diferentes frameworks de desarrollo multiplataforma
para dispositivos mo´viles, que tratan de acelerar el proceso de creacio´n de
aplicaciones y facilitar la publicacio´n simulta´nea en dispositivos con difer-
ente sistema operativo.
Pero todos tienen el mimso inconveniente, y es que si se quieren obtener
resultados semejantes a los que se esperan de una app nativa, o la curva de
aprendizaje es alta, y por tanto dif´ıcil de encontrar personal cualificado para
realizar el desarrollo, o los resultados no son buenos. Esto ocurre con los
frameworks basados en HTML5, donde una persona familiarizada con el de-
sarrollo web podr´ıa afrontar el proyecto, pero los resultados que se obtienen
se acercan ma´s a una aplicacio´n web que a una app nativa para smartphones.
En este contexto nace la idea de crear xAPP, XML Application Platform,
del ingle´s: Plataforma de Aplicaciones en XML. Un framework de desarrollo
mo´vil multiplataforma que permite obtener aplicaciones nativas a partir de
un modelo de aplicacio´n sencillo definido en XML, en el que se puede de-
sarrollar desde la nube, sin requerir entornos de desarrollo como Xcode
o Eclipse, y que adema´s permite desplegar en dispositivos de diferentes
plataformas usando un sistema over-the-air (OTA).
Este Proyecto de Fin de Carrera detalla:
• La definicio´n del lenguaje intermedio basado en un sistema de mar-
cado XML y Javascript con el que se implementan las aplicaciones (en
adelante xApps),
• La construccio´n de las librer´ıas en Objective-C para la creacio´n de
aplicaciones para dispositivos con sistema operativo iOS, y
• La arquitectura cliente-servidor para la programacio´n y distrubucio´n
de las xApps desde la nube.
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En este cap´ıtulo se explicara´n los motivos por los que he decidido llevar a cabo este
Proyecto de Fin de Carrera, los objetivos del mismo y la estructura que se ha seguido




En 2007, con la aparicio´n del primer iPhone, se inicio´ un cambio radical en el modo
en el que las empresas y usuarios hacen uso del tele´fono mo´vil; se paso´ de llevar un
aparato en el bolsillo con el que realizar llamadas, a tener un dispositivo con el que
podemos hacer de todo; desde consultar el correo, reservar habitacio´n en un hotel, ver
que´ restaurantes hay cerca y reservar mesa, o hacer una foto desde el propio terminal
y compartirla con tus amigos a trave´s de las redes sociales.
Muchas de estas posibilidades ya las ofrec´ıan anteriormente las llamadas PDAs (Per-
sonal Digital Assistant), pero su uso estaba muy ligado al empresario y persona de
negocios, no al usuario medio. Con la aparicio´n de los smartphones el uso de las
PDAs se fue reduciendo hasta desaparecer, al igual que la barrera que separa el tipo de
dispositivo que usa una persona ligada al mundo de los negocios y un usuario de la calle.
Durante los u´ltimos an˜os el uso de smartphones se ha extendido exponencialmente,
pasando de ser algo exclusivo y caro a estar masificado, especialmente en nuestro pa´ıs.
Tanto es as´ı que en Europa Espan˜a ostenta el primer puesto en cuanto a utilizacio´n
de smartphones, con un 55,2%1 del total de propietarios de mo´viles usando este tipo
de dispositivos. Este creciemiento del mercado mo´vil sigue en alza, eso es algo que
las grandes empresas saben y cada vez buscan tener mayor presencia en este tipo de
dispositivos.
La aparicio´n de nuevos dispositivos y la gran variedad de oferta ha ocasionado una
gran fragmentacio´n en el campo del desarrollo mo´vil. A d´ıa de hoy existen 4 Sistemas
Operativos mo´viles diferentes: iOS de Apple, Android de Google, WindowsPhone de
Microsoft y BlacBerry de RIM. Esto es algo genial para el usuario, ya que a mayor com-
petencia mejores precios, mayor rivalidad y por tanto ma´s ra´pido aparece tecnolog´ıa
nueva y puntera. Pero desde el punto de vista de las grandes empresas, el hecho de que
existan 4 plataformas diferentes y tan diferenciadas provoca que los costes de desarrollo
de aplicaciones sea muy caro, y ma´s, si se quiere tener presencia en todas ellas.
Es en este punto donde cobra sentido la aparicio´n de Frameworks de desarrollo que
permitan crear aplicaciones mo´viles multiplataforma, sin la necesidad de disponer de
diferentes equipos de desarrollo encargados de programar una misma aplicacio´n para
cada uno de los sistemas operativos mo´viles disponibles. Reduciendo de esta manera
los tiempos y costes de desarrollo de una aplicacio´n mo´vil.





xAPP, XML Application Platform, es una estructura de soporte definida, en la cual
un proyecto de software para dispositivos mo´viles puede ser organizado y desarrollado
directamente desde la nube.
xAPP pretende ser una herramienta para desarrollar aplicaciones para dispositivos
mo´viles de una manera ra´pida y sencilla, de forma que un u´nico desarrollo pueda ser
ejecutado en mu´ltiples plataformas. Adema´s, pretende que este desarrollo no sea de-
pendiente de la plataforma en la que se esta´ desarrollando; es decir, que se pueda
programar desde: Windows, Mac, Linux o incluso una tableta independientemente del
sistema operativo.
El Proyecto esta´ dividido en tres partes:
• El nu´cleo del Framework, que sera´ lo que compartan las librerias de todas las
plataformas; esto es: la gra´matica del co´digo XML con el que se desarrollan las
aplicaciones y su parseo, los generadores de modelos de datos, vistas y el interprete
de co´digo javascript. Y adema´s, las interfaces de comunicacio´n entre las librer´ıas
cliente y el servidor. Todo esto, aunque portado al lenguaje de cada plataforma
(Objective-C en iOS, Java en Android...) sera´ comu´n.
• Los elementos de las aplicaciones (co´mo botones, vistas...) que servira´n para rep-
resentar en cada plataforma los elementos definidos de forma u´nica en el XML.
Aunque el resultado final, por ejemplo, que se vea un boto´n en el centro de la pan-
talla, sera´ el mismo en todas sus plataformas la implementacio´n sera´ radicalemnte
diferente para cada una de ellas.
• El portal web, desde do´nde se crean y editan las aplicaciones (xApps) y se mues-
tran los logs de esta´s.
A lo largo del documento se hara´ referencia a los dos primeros puntos co´mo ’librer´ıa
nativa’, ya que es co´digo que corre en el cliente, los smartphones, y es dependiente de
cada plataforma. Por motivos de tiempo para este Proyecto de Fin de Carrera solo se
ha desarrollado la librer´ıa nativa para la plataforma iOS.
1.2.1 Capacidades generales
• xAPP permite registrar usuarios desde un portal web
(actualmente en http://jberlana.es/xapp).
• Desde este portal el usuario puede crear y editar sus aplicaciones mo´viles.
• Una aplicacio´n de xAPP, en adelante xApp, tiene tres partes: vistas, modelo de
datos y co´digo, los tres pueden ser editados de la web.
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• xAPP cuenta con la capacidad de notificar mediante PUSH a todos los dispos-
itivos que tengan instalada una determinada aplicacio´n cuando esta sea modifi-
cada.
• Desde el dispositivo es posible descargar todas las aplicaciones que han sido de-
sarrolladas en xAPP.
• Una vez cargada una xApp en un dispositivo mo´vil esta puede enviar logs a trave´s
de internet para que el desarrollador tenga constancia del estado de la misma,
pudiendo solucionar errores en caso de darse.
• xAPP permite manejar aplicaciones complejas con un modelo de datos complejo.
• xAPP tiene un interprete de co´digo Javascript que permite a las xApps realizar
operaciones complejas.
• La versio´n actual del framework permite crear aplicaciones completamente fun-
cionales con muchas menos l´ıneas de co´digo de las que requerir´ıa hacerlo de forma
nativa.
1.2.2 Restricciones generales
• Actualmente solo existe librer´ıa nativa para iOS, por lo que el Framework no se
puede utilizar en otras plataformas.
• La funcionalidad de las aplicaciones que se desarrollen con xAPP dependen del
nu´mero y calidad de elementos de los que disponga el framework. En la versio´n
actual son: botones, vistas, labels, campos de texto, tablas, mapas, ima´genes y
WebViews.
• Es necesario actualizar el Framework y an˜adir elementos nuevos cada vez que
un sistema operativo mo´vil se actualiza para poder aprovechar nuevas funcional-
idades.
• xAPP requiere de conexio´n a internet en el momento del login y para actualizar
las aplicaciones instaladas.
1.3 Estructura de la memoria
Esta memoria ha sido dividida en 6 cap´ıtulos diferentes, los primeros enfocados a las
fases de desarrollo de la plataforma y, los u´ltimos, a plasmar las tareas de gestio´n
realizadas para construir este proyecto y las conclusiones que se pueden extraer del
mismo.
• Introduccio´n: Cap´ıtulo que termina con esta seccio´n y en el que se ha tratado de
exponer por que´ y para que´ se ha creado xAPP.
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• Ana´lisis: En esta fase se analizara´n los principales competidores; se expondra´n
las tecnolog´ıas utilizadas y el catalogo de requisitos del Framework.
• Disen˜o: Se mostrara´ la arquitectura y los componentes que forman el sistema.
• Implementacio´n: Co´mo y por que´ se han desarrollado cada uno de los mo´dulos del
Framework junto a algunas aplicaciones de ejemplo desarrolladas con el mismo.
• Gestio´n: Planificaciones y costes.
• Conclusio´n y lineas futuras.




En este cap´ıtulo se realizara´ un estudio de los diferentes Frameworks de desarrollo mul-
tiplataforma que se encuentran al d´ıa de hoy en el mercado, comparando sus ventajas
e inconvenientes y estudiando co´mo xAPP puede mejorarlos.
Posteriormente se analizara´n las herramientas, lenguajes, frameworks y librerias que se
utilizara´n en las etapas de desarrollo de xAPP.
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2.1 Estado del arte
A d´ıa de hoy existen diferentes frameworks de desarrollo que permiten programar en un
u´nico lenguaje obteniendo apps que pueden ser ejecutadas en dispositivos con sistemas
operativos diferentes. En todos los casos la solucio´n pasa por realizar el desarrollo de es-
tas aplicaciones utilizando o basandose en tecnolog´ıas web. A estas herramientas se les
conoce co´mo “write once, run everywhere”, escribe una vez, ejecu´talo en cualquier sitio.
El resultado obtenido al realizar el desarrollo de e´sta manera, nunca sera´ equipara-
ble al desarrollo de una app nativa para cada una de las plataformas, ya que lo que
esteremos haciendo es construir una web que haciendo uso de avanzados frameworks
Javascript, HTML5 y hojas de estilo CSS3, de el aspecto de´ aplicacio´n nativa.
Haciendo uso de estos frameworks en un proyecto que requiera realizar una aplicacio´n
explotable desde mu´ltiples plataformas mo´viles que en el caso ma´s comu´n ser´ıan: iPhone
(ObjectiveC), Android (Java) y BlackBerry (Java), el desarrollo se limitara´ a realizar
una app web adaptada a pantallas pequen˜as, en lugar de mantener tres entornos de
desarrollo diferentes para cada una de las plataformas, en caso contrario ser´ıa necesario
el trabajo de varios equipos de desarrollo cada uno experto en una tecnolog´ıa, dado
que en iOS y Android el desarrollo de una aplicacio´n es completamente diferente.
Las principales desventajas son:
• No hay acceso completo a todas las APIs nativas del mo´vil.
• Es lento: renderizar HTML e interpretar Javascript es sin duda ma´s costoso que
ejecutar una aplicacio´n nativa, cada peticio´n que hagamos en nuestra aplicacio´n
implicara´ una recarga de la pa´gina o un acceso, en mayor o menor medida, contra
nuestro servidor. Aunque esto se podr´ıa suplir embebiendo los contenidos web en
la propia aplicacio´n en lugar de conectar con un servidor, de manera que al igual
que una aplicacio´n nativa, tenga todos los recursos y procesos guardados en local,
y solo accediendo al servidor para obtener o enviar datos si es que los necesita.
Las dos plataformas ma´s usadas actualmente a la hora de desarrollar una aplicacio´n
crossplatform son Appcelerator y PhoneGap, ambas basadas en el uso de tecnolog´ıas
web.
Antes de describir cada una de estas haremos un pequen˜o repaso a los entornos de
desarrollo de iOS y Android para porder entender mejor las diferencias entre el desar-
rollo nativo y el desarrollo crossplatform:
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2.1.1 Entornos de desarrollo nativo
2.1.1.1 iOS
El lenguaje oficial para IOS es ObjectiveC. Hay distintas versiones de iOS pero todas
ellas se programan usando ObjectiveC, y la misma herramienta, Xcode.
Xcode es el entorno de desarrollo oficial de Apple. Con e´l podemos crear aplicaciones
de escritorio para Mac y para iOS. La mayor´ıa de alternativas para crear aplicaciones
en iPhone (Appcelerator, Phonegap, Corona) se apoyan siempre en esta herramienta
para hacer el build final, aunque no todas (Flex no lo necesita).
El u´nico “problema” que tiene es que solo existe para Mac, por lo que para crear
aplicaciones iOS es necesario disponer de un ordenador de Apple.
Requisito importante: para distribuir aplicaciones en el App Store y para poder probar
las aplicaciones desarrolladas en un dispositivo f´ısico, es necesario adquirir una licencia
de desarrollador que cuesta 80eal ano.
2.1.1.2 Android
En el caso de Android existen menos limitaciones, el lenguaje que se utiliza para de-
sarrollar es Java junto a un SDK multiplataforma que funciona en Windows, Linux y
Mac. Se puede dasarrollar con un IDE haciendo uso del plugin ADT para Eclipse, que
incluye un simulador. Es multiplataforma, libre y gratuito.
Para publicar en el Market de Google debemos pagar una licencia de 5epero, a difer-
encia de la licencia de Apple, e´sta es una licencia de por vida.
2.1.2 Otros frameworks de desarrollo mo´vil
2.1.2.1 Appcelerator
Con Appcelerator1 es posible crear aplicaciones para Android y iPhone usando exclu-
sivamente Javascript (el soporte para Blackberry esta´ en fase beta). Para programar
proporciona Titanium Studio, un IDE basado en Eclipse con el que crear y manejar
los proyectos. Experimentalmente permite usar Php, Ruby y Python, pero siempre
transformando posteriormente el co´digo a Javascript con los frameworks Phpjs, Skulpt
o Ruby.js.
Las aplicaciones se programan integramente con Javascript, creando y colocando “a
mano” todos los controles. Para ello se hace uso de una librer´ıa interna de Titanium
que hace de envoltorio entre nuestra aplicacio´n Javascript y los controles del sistema.
1Appcelerator: http://www.appcelerator.com/
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Esto significa que las ventanas y dema´s controles visuales (botones, listas, menus, etc)
son nativos; cuando se an˜ade un boto´n esta librer´ıa crea un boto´n del sistema y lo an˜ade
a la vista, por lo que renderiza ma´s ra´pido y la respuesta del usuario es tambie´n mejor
que la de una webApp. A diferencia de PhoneGap, en Appcelerator no hay DOM,
por lo que no se pueden usar librer´ıas como jQuery ya que el contexto de ejecucio´n es
Javascript puro, no dentro de un documento HTML.
Una de las caracter´ısticas ma´s interesantes de Appcelerator (y que ma´s confusio´n pro-
duce, debido a que se vende como un generador de aplicaciones nativas), es que al
empaquetar la aplicacio´n, el co´digo Javascript es transformado y compilado, pero no
a Objective-C si no a un lengual intermedio que despue´s, cuando se arranca la apli-
cacio´n en el mo´vil, sera´ ejecutado dentro de un engine Javascript. JavaScriptCore en
iOS (el inte´rprete de Webkit, el motor de Safari y Chrome) y Mozilla Rhino en An-
droid/Blackberry. Si fuera compilado y ejecutado exclusivamente en Objective-C, como
mucha gente piensa erro´neamente, no ser´ıa posible utilizar las capacidades dina´micas
que tiene el lenguaje Javascript en tiempo de ejecucio´n.
El hecho de que el co´digo Javascript este´ compilado y que los controles creados sean na-
tivos, le hace tener el mejor rendimiento posible (teniendo en cuenta que es Javascript,
claro) en comparacio´n con PhoneGap o Adobe Air.
Con Appcelerator es complicado maquetar, pues no existe un HTML inicial donde
an˜adir los controles, sino que hay que crear las ventanas y componentes con Javascript
utilizando el API de Titanium. Tambie´n es posible crear un u´nico componente Webkit
a pantalla completa, y trabajar de manera parecida a como lo hace PhoneGap, expli-
cado en la seccion 2.1.2.4. Por otro lado, puede que algo que se desarrolle para iPhone
no funcione para Android, y viceversa. Los desarrollos de las librer´ıas Javascript evolu-
cionan por separado y hay que mirar bien que´ se puede hacer y co´mo. A diferencia de
PhoneGap, que solo tiene una librer´ıa Javascript para acceder a las caracter´ısticas es-
peciales del sistema, Appcelerator necesita adema´s librer´ıas para manejar los controles
nativos y su disposicio´n en la pantalla, por lo que el desarrollo en general es ma´s costoso.
Sobre el soporte para iPhone/iPad, es necesario tener Mac con Xcode 4 instalado.
Lo que hace Titanium Studio es generar un IPA utilizando comandos de Xcode para
compilar desde terminal, este IPA contiene todo el Javascript transformado junto con
las librer´ıas necesarias. Despue´s es posible lanzar el simulador con la aplicacio´n sin
salir de Titanium Studio.
Sobre el soporte Android, tanto para probar en el simulador como para empaquetar la
aplicacio´n, solo hay que tener el SDK de Android instalado.
Ventajas:
• Multiplataforma mo´vil y tambie´n de escritorio.
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• Aspecto y controles nativos. El mejor rendimiento.
• Gratis, soporte de pago. Licencia Apache.
Desventajas:
• Requiere Mac y Xcode para empaquetar aplicaciones iOS.
• Definicio´n de componentes visuales y controles “a mano” (PhoneGap es HTML
y Flex es MXML)
• Mucha documentacio´n pero poco actualizada y descolocada, tutoriales desfasados,
poco profesional.
2.1.2.2 Frameworks HTML 5
A la hora de desarrollar en HTML 5 tenemos varios frameworks que facilitan y aceleran
el desarrollo, adema´s aplican un estilo a la pa´gina que le da el aspecto de app nativa.
Este documento se centrara´ en jQuery Mobile y Sencha Touch.
Tanto JQuery Mobile1 co´mo Sencha2 son frameworks Javascript que tratan de mover
al ecosistema mo´vil la labor que desempen˜an sus “hermanos mayores”, jQuery y ExtJs,
en el entorno de las aplicaciones web.
A la vista de los ejemplos de cada una de las webs (http://jquerymobile.com/demos/1.0/
frente a http://www.sencha.com/products/touch/demos/) y la toma de contacto que
se ha realizado con cada una de las plataformas, se podr´ıa decir que haciendo uso de
Sencha Touch se obtienen mejores resultados, aplicaciones que dan un aspecto ma´s
similar al que podr´ıa tener una aplicacio´n desarrollada de manera nativa, cosa que no
ofrece una app desarrollada haciendo con jQuery Mobile. Por contrapartida programar
usando Sencha requiere ser experto en el Framework ExtJS, framework que se carac-
teriza por tener una gran robustez y estabilidad.
Los puntos ma´s destacables de cada uno de e´stos Frameworks son los siguientes:
Sencha Touch
• Su forma de uso es muy similar a ExtJS. En caso de conocer y haber trabajado
con ExtJS sera´ sencillo hacerlo con Sencha Touch. En caso contrario no es un
sistema fa´cil.
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Figura 2.1: Sencha Touch -
• Tiene un API muy completo as´ı como buena documentacio´n.
• Manejo y uso de Ajax directamente controlado por el framework.
• Basado en HTML 5
jQuery Mobile
• No requiere escribir mucha cantidad de co´digo JavaScript para lograr aplicaciones
mo´viles. Al escribirse menos se logran resultados realmente ra´pidos.
• En lugar de orientarse a la programacio´n JavaScript, jQuery mobile se centra en
usar etiquetas HTML con atributos definidos por el framework y al momento de
mostrar la pa´gina en el cliente obtiene estas informaciones y crea lo necesario
para mostrar los componentes.
• Al igual que Sencha Touch, contiene temas para el disen˜o de la interfaz muy
vistosos y de simple configuracio´n.
• Manejo y uso de Ajax directamente controlado por el framework.
• Basado en HTML 5
2.1.2.3 Flex, Adobe Air mobile
Adobe Air mobile funciona con Flex 4 y soporta las plataformas iOS, Android y Black-
Berry Tablet.
Flex 4 utiliza el lenguaje de programacio´n ActionScript, que es (por hacer una com-
paracio´n) un Javascript compilado, de fuerte tipado y orientado a objetos con el que
11
2.1 Estado del arte
Figura 2.2: jQuery Mobile -
poder hacer complejos desarrollos. El IDE oficial, Flash Builder 4.5, es un IDE muy
potente, pero de pago. Es posible compilar y empaquetar las aplicaciones con Flex
SDK, opensource y gratuito (basado en Java), aunque con Flash Builder es mucho ma´s
fa´cil e inmediato, ya que proporciona una gran cantidad de wizards y editores.
Los controles visuales usados durante el desarrollo y ejecucio´n no son los originales
de cada plataforma, sino que son espec´ıficos de Flex 4. Esto tiene su lado bueno y su
lado malo: en su ejecucio´n los elementos no van tan “suaves” como si fueran nativos,
pero nos garantiza que todas las aplicaciones tendra´n exactamente el mismo aspecto y
comportamiento.
Una de las peculiaridades es que es la u´nica herramienta que no requiere ni Android
SDK ni Xcode para Mac para ejecutar y crear las aplicaciones.
Ventajas:
• Multiplataforma mo´vil y tambie´n de escritorio.
• ActionScript es un lenguaje muy potente que permite el uso de patrones y estruc-
turas complejas en los desarrollos.
• Desarrollo y definicio´n de las vistas “a golpe de rato´n” con el editor visual de
MXML con Flash Builder. En general, el IDE y Flex 4 esta´n muy avanzados y
son muy potentes.
• La documentacio´n es bastante completa y fa´cil de comprender.
• Flash Builder 4.5 no requiere el uso de Xcode ni Mac.
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Desventajas:
• El precio de Flash Builder 4.5 ($699). Aunque hay otras herramientas y se puede
usar el SDK gratuito.
• No funciona en todos los Android, solo en los de gama alta que tengan arquitectura
Arm7.
• Rendimiento regular, renderizacio´n de componentes no muy suave en iOS.
• Aspecto no nativo (aunque homoge´neo entre todas las plataformas).
2.1.2.4 Phonegap
PhoneGap es un sistema para crear aplicaciones usando exclusivamente HTML5, CSS3
y Javascript, que son ejecutadas dentro en un componente WebKit. Provee una se-
rie de librer´ıas Javascript desarrolladas en el lenguaje espec´ıfico de cada plataforma
(Objetctive-C para iOS, Java para Android, etc) que nos permiten acceder a las carac-
ter´ısticas del mo´vil como GPS, acelero´metro, ca´mara, contactos, base de datos, filesys-
tem, etc. Al ser una pa´gina web, tenemos acceso al DOM y podemos usar frameworks
web como jQuery o cualquier otro.
Requiere disen˜ar tu aplicacio´n web con los componentes visuales t´ıpicos de HTML
o usar un framework web mobile como jQuery Mobile o Sencha Touch para darle una
apariencia nativa. Tiene la ventaja de que puedes definir la navegacio´n inicial de la
aplicacio´n usando Chrome o Firefox de tu ordenador, sin tener que ejecutarla en el
simulador.
En resumen, podemos ver una aplicacio´n PhoneGap como una serie de pa´ginas web
que esta´n almacenadas y empaquetadas dentro de una aplicacio´n mo´vil por medio de
un navegador web, pero que nos permite acceder a la mayor´ıa de Apis del mo´vil, lo
cual lo convierte en una alternativa muy sencilla para crear aplicaciones con gran fun-
cionalidad.
Para trabajar con cada plataforma hay que usar un sistema distinto: para iPhone/iPad
es necesario usar Xcode y una plantilla de proyecto que proporciona PhoneGap. Para
Android se debe usar Eclipse con su respectiva plantilla de proyecto. Y para Blackberry
no hay entorno: solo Java SDK, BlackBerry SDK y Apache Ant.
En la figura 2.3 se puede ver cuales son las APIs soportadas por PhoneGap en cada
tipo de dispositivo:
Ventajas:
• Es la solucio´n que ma´s plataformas mo´viles soporta, pues corre dentro de un
navegador web. Adema´s de iPhone/iPad y Android, funciona tambie´n en Palm,
13
2.1 Estado del arte
Figura 2.3: Tabla de funcionalidad - La figura muestra las APIs disponibles con Phonegap
dependiendo de la plataforma. Esta tabla ha sido extraida de la documentacio´n oficial de Phonegap
en http://phonegap.com/
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Symbian, WebOS, W7 y BlackBerry,
• Es muy fa´cil de desarrollar y proporciona una gran libertad a los que tienen
conocimientos de HTML y Javascript.
• Hay buena documentacio´n y bastantes ejemplos.
• Es gratis, soporte de pago. Licencia BSD.
Inconvenientes:
• La aplicacio´n no es ma´s que una pa´gina web, por lo que el aspecto dependera´
del framework web utilizado. Necesitaremos el uso de frameworks HTML mo´viles
como Sencha Touch, jQuery mobile, Jo, Sproutcore, XUI o jQTouch entre otros
si queremos que parezca una aplicacio´n nativa.
• No llega al rendimiento de una aplicacio´n nativa, pues el HTML, CSS y Javascript
debe ser le´ıdo e interpretado por el engine del navegador cada vez que arranca.
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2.2 Ana´lisis de las tecnolog´ıas utilizadas
En esta seccio´n se describen las tecnolog´ıas utilizadas para llevar a cabo cada uno de
los mo´dulos de los que se compone el Proyecto.
2.2.1 XML
XML, siglas en ingle´s de eXtensible Markup Language (’lenguaje de marcas extensi-
ble’). Ha sido el lenguaje utilizado para la descripcio´n tanto de las vistas, co´mo del
modelo de datos de las xApps.
El motivo del uso de esta tecnolog´ıa es que, a diferencia de otros lenguajes, XML
da soporte a bases de datos, siendo u´til cuando varias aplicacio´nes se deben comu-
nicar entre s´ı o integrar informacio´n; adema´s, se propone como un esta´ndar para el
intercambio de informacio´n estructurada entre diferentes plataformas. Se puede usar
en bases de datos, editores de texto, hojas de ca´lculo y casi cualquier cosa imaginable
ajusta´ndose perfectamente a los requisitos de xAPP y solucionando uno de los primeros
retos: La representacio´n de la estructura gra´fica de una xApp, de manera que distintas
plataformas la puedan interpretar.
2.2.2 JSON
JSON es la tecnolog´ıa elegida en la capa de comunicacio´n de las xApps con el servidor.
El motivo de elegir JSON, en lugar de XML, para este cometido es que XML es com-
plejo y esta´ bastante sobrecargado, lo que hace que a la hora de transmitir mensajes
estos sean ma´s pesados, ocupando mayor ancho de banda y provocando transmisiones
ma´s lentas.
JSON, al tratarse de un lenguaje ma´s simple, dina´mico, compacto y permisivo que
XML lo hace mejor candidato para la transmisio´n de mensajes; adema´s, al contrario
que XML los mensajes no necesitan ser validados, lo que le da puntos frente a XML a
la hora de transmitir datos, pero se los quita en el caso de la estructuracio´n de infor-
macio´n y es por eso por lo que no ha sido elegido para la descripcio´n de vistas y modelo
de datos de las xApps.
Adema´s, existen numerosas herramientas para parsear ficheros JSON muy potentes
y eficientes; en el caso de iOS, desde iOS 5, el SDK cuenta con un parser de JSON
nativo, para versiones anteriores se usan librer´ıas co´mo JSONKIT 1
2.2.3 SQLite y MySQL
Estos han sido los sistemas gestores de bases de datos utilizados, SQLite co´mo sistema
de persistencia de datos en la librer´ıa cliente y MySQL en el servidor.
1Web de JSONKit: https://github.com/johnezang/JSONKit
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Figura 2.4: Rendimiento de JSONKIT - La figura muestra el rendimiento de
JSONKit frente a otras libre´ıas para procesar JSON en Objective-C. Datos extraidos de
http://www.bonto.ch/blog/2011/12/08/json-libraries-for-ios-comparison-updated/
A la hora de elegir una tecnolog´ıa de persistencia para el desarrollo de la librer´ıa
nativa para iOS podemos hacerlo entre dos opcio´nes, usar CoreData o SQLite, Core-
Data ofrece multitud de ventajas frente a SQLite, en lo que a rendimiento se refiere;
adema´s desde la aparicio´n de iCloud con iOS 5 tenemos la posibilidad de mantener
todos nuestro esquema de persistencia en la nube.
Pero CoreData se encuentra u´nicamente disponible en iOS, y xAPP pretende ser un
Framework de desarrollo multiplataforma. Por lo que para poder compartir la mayor
parte del co´digo posible en el desarrollo de librer´ıas nativas he optado por elegir SQLite,
que se encuentra disponible en Android y Windows Phone.
2.2.4 PHP
PHP ha sido el lenguaje de programacio´n utilizado para la creacio´n del sitio web del
framework, se trata de un lenguaje de programacio´n interpretado disen˜ado para la
creacio´n de pa´ginas web dina´micas.
Se usa tanto para la interpretacio´n del lado del servidor (server-side scripting) a la
hora de generar las pa´ginas dina´micas que se le muestran al usuario, co´mo en el API,
para recibir las llamadas que llegan desde los dispositivos mo´viles y proporcionar re-
spuestas en JSON.
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2.2.5 AFNetworking
AFNetworking1 ha sido la librer´ıa usada para la comunicacio´n entre la librer´ıa iOS y
el servidor. Se trata de una librer´ıa de red para iOS y Mac OS X construida sobre
NSURLConnection, NSOperation y otras tecnolog´ıas Fundation.
Tiene una arquitectura modular con buen disen˜o, lo que lo hace especialmente po-
tente y fa´cil de integrar con aplicacio´nes iOS. La alternativa a usar AFNetworking era
ASIHTTPRequest2, una librer´ıa similar pero que recientemente ha sido descontinuada
por el autor.
2.2.6 Codemirror
CodeMirror3 es un componente JavaScript utilizado en la web de xAPP para poder
proporcionar un editor de co´digo en el navegador.
Es compatible con un gran nu´mero de lenguajes, en el caso de xAPP basta con XML
y Javascript, pero incluye muchos ma´s. Permite el resaltado de co´digo y funciones de
autoindentado lo que ayudara´ a los usuarios a la hora de crear sus aplicaciones.
Dispone de una API amplia y bien documentado lo que ha ayudado a adaptarlo para
que cumpla con los requisitos de usuario.
1Web de AFNetworking: https://github.com/AFNetworking/AFNetworking
2Web de ASIHTTPRequest: http://allseeing-i.com/ASIHTTPRequest
3Web de Codemirror: http://codemirror.net/
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En este apartado se detallara´ la especificacio´n de los requisitos software, tanto fun-
cionales como no funcionales, que deber´ıa cumplir el sistema a desarrollar.
Por cada uno de los requisitos se especifican los siguientes campos:
• Identificador: El identificador determina de forma un´ıvoca cada uno de los req-
uisitos.
• Descripcio´n: Breve descripcio´n de la funcionalidad o restriccio´n que dicho requi-
sito engloba.
• Necesidad: Indica si el requisito tiene que ser implementado de forma obligatoria
u opcional. Los valores que puede tomar este campo son:
– Esencial: El requisito debe ser implementado.
– Deseable: Es importante implementar el requisito pero no obligatorio.
– Opcional: Es irrelevante la implementacio´n del requisito. Se podra´ imple-
mentar pero no es obligatorio.
• Prioridad: Indica la importancia del requisito en el proceso de disen˜oo e imple-
mentacio´n. Los valores que puede tomar este campo son:
– Alta: El requisito debe ser an˜adido al sistema en primer lugar.
– Media: El requisito debe ser an˜adido al sistema tras haber acabado con los
requisitos de prioridad alta.
– Baja: El requisito debe ser an˜adido al sistema tras haber acabado con los
requisitos de prioridad media.
2.3.1 Caracter´ısticas de los usuarios
En xAPP podemos encontrar tres tipos de usuarios.
• Colaboradores. El personal que altruistamente decida colaborar en el desar-
rollo y evolucio´n de xAPP, en caso de que se decida abrir el proyecto y venderlo
como open source colaborativo. Estos usuarios creara´n nuevos mo´dulos y por-
tara´n mo´dulos existentes para que las aplicaciones se puedan ejecutar en otras
plataformas.
• Desarrolladores. Son usuarios te´cnicos que desarrollara´n aplicaciones mo´viles
usando xAPP; e´stos sera´n los usuarios directos de xAPP.
• Usuarios finales. Los usuarios que utilizara´n las aplicaciones desarrolladas ha-
ciendo uso de xAPP.
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2.3.2 Restricciones
Las resticciones de xAPP vendra´n dadas por las limitaciones de cada plataforma y las
librer´ıas nativas desarrolladas para estas.
Las restricciones vendra´n dadas por los lenguajes de programacio´n de cada una de
las plataformas para las que se programe la libreria nativa que permitan utilizar xAPP.
En este sentido, Objective-C el lenguaje requerido en iOS, Java en Android, C# en
Windows Phone.
No existen restricciones de Hardware.
2.3.3 Requisitos de Software
General de xAPP
Identificador RSW-1 Prioridad Baja
Necesidad Esencial
Descripcio´n
xAPP, a trave´s de su librer´ıa nativa, debe ser capaz de interpretar el co´digo escrito
en XML para mostrar la aplicacio´n independientemente de la plataforma mo´vil que
se este´ utilizando.
Tabla 2.1: Requisito de software 1.
General de xAPP
Identificador RSW-2 Prioridad Alta
Necesidad Esencial
Descripcio´n
El framework a desarrollar debe ser capaz de generar aplicaciones ejecutables en iOS
Tabla 2.2: Requisito de software 2.
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General de xAPP
Identificador RSW-3 Prioridad Alta
Necesidad Esencial
Descripcio´n
xAPP debe permitir incluir co´digo javascript en las aplicaciones, de manera que se
puedan realizar tareas complejas.
Tabla 2.3: Requisito de software 3.
General de xAPP
Identificador RSW-4 Prioridad Media
Necesidad Esencial
Descripcio´n
El framework debe permitir a un desarrollador distribuir sus aplicaciones en multi-
lples positivos, incluso de diferentes plataformas. Esta distribucio´n podra´ hacerse
over-the-air, sin necesidad de requerir contacto directo con el usuario final.
Tabla 2.4: Requisito de software 4.
General de xAPP
Identificador RSW-5 Prioridad Media
Necesidad Opcional
Descripcio´n
Las aplicaciones construidas con el framework deben mostrar un aspecto similar o
ide´ntico al de otras aplicaciones nativas de la plataforma.
Tabla 2.5: Requisito de software 5.
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General de xAPP
Identificador RSW-6 Prioridad Baja
Necesidad Esencial
Descripcio´n
Las aplicaciones creadas con el framework deben poder explotar las cara´cter´ısticas
del dispositivo mo´vil donde corran.
Tabla 2.6: Requisito de software 6.
General de xAPP
Identificador RSW-7 Prioridad Alta
Necesidad Opcional
Descripcio´n
El framework debe ser modulable permitiendo a otros desarrolladores an˜adir nuevos
elementos a xAPP.
Tabla 2.7: Requisito de software 7.
General de xAPP
Identificador RSW-8 Prioridad Alta
Necesidad Esencial
Descripcio´n
An˜adir elementos en el framework no debe afectar a aplicaciones ya desarrolladas.
Tabla 2.8: Requisito de software 8.
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General de xAPP
Identificador RSW-9 Prioridad Media
Necesidad Esencial
Descripcio´n
Los elementos desarrollados deben compartir funcionalidad y aspecto entre platafor-
mas.
Tabla 2.9: Requisito de software 9.
General de xAPP
Identificador RSW-10 Prioridad Media
Necesidad Esencial
Descripcio´n
Las aplicaciones instaladas deben poder ser eliminadas.
Tabla 2.10: Requisito de software 10.
General de xAPP
Identificador RSW-11 Prioridad Alta
Necesidad Esencial
Descripcio´n
El framework debe permitir que las aplicaciones tengan distintas ventanas, y con-
trolar la navegacio´n entre ellas.
Tabla 2.11: Requisito de software 11.
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General de xAPP
Identificador RSW-12 Prioridad Media
Necesidad Opcional
Descripcio´n
El framework debe permitir personalizar el color de fondo de las pa´ginas.
Tabla 2.12: Requisito de software 12.
General de xAPP
Identificador RSW-13 Prioridad Baja
Necesidad Opcional
Descripcio´n
El framework debe permitir utilizar degradados como fondo para las pa´ginas.
Tabla 2.13: Requisito de software 13.
General de xAPP
Identificador RSW-14 Prioridad Alta
Necesidad Esencial
Descripcio´n
El framework debe permitir an˜adir un t´ıtulo a las pa´ginas.
Tabla 2.14: Requisito de software 14.
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General de xAPP
Identificador RSW-15 Prioridad Media
Necesidad Esencial
Descripcio´n
El framework debe permitir distribuir libremente los elementos en pantalla.
Tabla 2.15: Requisito de software 15.
General de xAPP
Identificador RSW-16 Prioridad Alta
Necesidad Esencial
Descripcio´n
El framework debe permitir la definicio´n de toda la estructura de vistas en XML.
Tabla 2.16: Requisito de software 16.
General de xAPP
Identificador RSW-17 Prioridad Alta
Necesidad Esencial
Descripcio´n
El framework debe permitir la definicio´n del modelo de datos de las aplicaciones.
Tabla 2.17: Requisito de software 17.
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General de xAPP
Identificador RSW-18 Prioridad Media
Necesidad Opciona
Descripcio´n
El framework debe permitir definir objetos por pa´gina asociados a tablas del modelo
de datos, editables por otros elementos o controladores.
Tabla 2.18: Requisito de software 18.
General de xAPP
Identificador RSW-19 Prioridad Alta
Necesidad Esencial
Descripcio´n
El framework debe permitir el desarrollo de las aplicaciones a trave´s de un portal
web.
Tabla 2.19: Requisito de software 19.
Del portal web de xAPP
Identificador RSW-20 Prioridad Alta
Necesidad Esencial
Descripcio´n
El portal web debe permitir registrar nuevos usuarios.
Tabla 2.20: Requisito de software 20.
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Del portal web de xAPP
Identificador RSW-21 Prioridad Alta
Necesidad Esencial
Descripcio´n
El portal web debe permitir logarse a los usuarios.
Tabla 2.21: Requisito de software 21.
Del portal web de xAPP
Identificador RSW-22 Prioridad Alta
Necesidad Esencial
Descripcio´n
El portal web debe controlar que un usuario no pueda acceder a las aplicaciones
desarrolladas por otro.
Tabla 2.22: Requisito de software 22.
Del portal web de xAPP
Identificador RSW-23 Prioridad Alta
Necesidad Esencial
Descripcio´n
El portal web debe permitir la creacio´n de aplicaciones.
Tabla 2.23: Requisito de software 23.
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Del portal web de xAPP
Identificador RSW-24 Prioridad Media
Necesidad Opciona
Descripcio´n
El portal web debe permitir la visualizacio´n de los logs generados por las aplicaciones.
Tabla 2.24: Requisito de software 24.
Del portal web de xAPP
Identificador RSW-25 Prioridad Alta
Necesidad Esencial
Descripcio´n
El portal web debe permitir editar la arquitectura de vistas de las aplicaciones.
Tabla 2.25: Requisito de software 25.
Del portal web de xAPP
Identificador RSW-26 Prioridad Alta
Necesidad Esencial
Descripcio´n
El portal web debe permitir editar el modelo de datos de las aplicaciones.
Tabla 2.26: Requisito de software 26.
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Del portal web de xAPP
Identificador RSW-27 Prioridad Alta
Necesidad Esencial
Descripcio´n
El portal web debe permitir editar el co´digo de las aplicaciones.
Tabla 2.27: Requisito de software 27.
Del portal web de xAPP
Identificador RSW-28 Prioridad Baja
Necesidad Opcional
Descripcio´n
El editor de co´digo del portal web deber permitir el resaltado y coloreado de co´digo.
Tabla 2.28: Requisito de software 28.
Del portal web de xAPP
Identificador RSW-29 Prioridad Media
Necesidad Opcional
Descripcio´n
El editor de co´digo del portal web debe permitir deshacer los cambios realizados,
hasta un ma´ximo de 40.
Tabla 2.29: Requisito de software 29.
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Del portal web de xAPP
Identificador RSW-30 Prioridad Media
Necesidad Opcionl
Descripcio´n
El editor de co´digo del portal web deber permitir rehacer los cambios deshechos.
Tabla 2.30: Requisito de software 30.
Del portal web de xAPP
Identificador RSW-31 Prioridad Alta
Necesidad Esencial
Descripcio´n
El editor de co´digo del portal web permitir guardar los cambios realizados.
Tabla 2.31: Requisito de software 31.
Del portal web de xAPP
Identificador RSW-32 Prioridad Media
Necesidad Esencial
Descripcio´n
El framework debe notificar a los dispositivos cuando se han realizado cambios en
alguna de las aplicaciones instaladas.
Tabla 2.32: Requisito de software 32.
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Del portal web de xAPP
Identificador RSW-33 Prioridad Baja
Necesidad Esencial
Descripcio´n
El framework debe permitir a un usuario eliminar sus aplicaciones.
Tabla 2.33: Requisito de software 33.
De la librer´ıa especifica de cada plataforma
Identificador RSW-34 Prioridad Alta
Necesidad Esencial
Descripcio´n
La librer´ıa nativa debe permitir hacer login a los usuarios registrados en la web.
Tabla 2.34: Requisito de software 34.
De la librer´ıa especifica de cada plataforma
Identificador RSW-35 Prioridad c
Necesidad d
Descripcio´n
La librer´ıa nativa debe mantener las credenciales de un usuario una vez a hecho
login, de manera que no tenga que volver a logarse.
Tabla 2.35: Requisito de software 35.
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De la librer´ıa especifica de cada plataforma
Identificador RSW-36 Prioridad Alta
Necesidad Esencial
Descripcio´n
La librer´ıa nativa debe permitir a un usuario descargar todas sus aplicaciones creadas
en la web una vez a hecho login.
Tabla 2.36: Requisito de software 36.
De la librer´ıa especifica de cada plataforma
Identificador RSW-37 Prioridad Alta
Necesidad Esencial
Descripcio´n
La librer´ıa nativa debe permitir ejecutar las aplicaciones creadas por el usuario.
Tabla 2.37: Requisito de software 37.
De la librer´ıa especifica de cada plataforma
Identificador RSW-38 Prioridad Media
Necesidad Opciona
Descripcio´n
La librer´ıa nativa debe poder enviar al servidor los logs que produzcan las aplica-
ciones, si el dispositivo se encuentra conectado a internet.
Tabla 2.38: Requisito de software 38.
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De la librer´ıa especifica de cada plataforma
Identificador RSW-39 Prioridad Media
Necesidad Opcional
Descripcio´n
La librer´ıa nativa debe ofrecer una capa de geolocalizacio´n a las aplicaciones desar-
rolladas.
Tabla 2.39: Requisito de software 39.
De la librer´ıa especifica de cada plataforma
Identificador RSW-40 Prioridad Media
Necesidad Opcional
Descripcio´n
La librer´ıa nativa debe mostrar avisos si se recibe una notificacio´n de actualizacio´n.
Tabla 2.40: Requisito de software 40.
De la librer´ıa especifica de cada plataforma
Identificador RSW-41 Prioridad Media
Necesidad Esencial
Descripcio´n
La librer´ıa nativa debe poder actualizar las aplicaciones instaladas sin necesidad de
reiniciar.
Tabla 2.41: Requisito de software 41.
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De la librer´ıa especifica de cada plataforma
Identificador RSW-42 Prioridad Alta
Necesidad Esencial
Descripcio´n
El framework debe permitir almacenar datos en los dispositivos de manera que e´stos
datos sean persistentes entre usos de la aplicacio´n.
Tabla 2.42: Requisito de software 42.
De la librer´ıa especifica de cada plataforma
Identificador RSW-43 Prioridad Alta
Necesidad Esencial
Descripcio´n
El framework debe permitir al desarrollador an˜adir botones a la aplicacio´n.
Tabla 2.43: Requisito de software 43.
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De la librer´ıa especifica de cada plataforma
Identificador RSW-44 Prioridad Alta
Necesidad Esencial
Descripcio´n
El framework debe permitir al desarrollador cambiar el t´ıtlo de los botones.
Tabla 2.44: Requisito de software 44.
De la librer´ıa especifica de cada plataforma
Identificador RSW-45 Prioridad Media
Necesidad Opcional
Descripcio´n
El framework debe permitir al desarrollador editar el color de los botones.
Tabla 2.45: Requisito de software 45.
De la librer´ıa especifica de cada plataforma
Identificador RSW-46 Prioridad Alta
Necesidad Esencial
Descripcio´n
El framework debe permitir al desarrollador an˜adir acciones a los botones.
Tabla 2.46: Requisito de software 46.
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De la librer´ıa especifica de cada plataforma
Identificador RSW-47 Prioridad Media
Necesidad Esencial
Descripcio´n
El framework debe permitir al desarrollador modificar el taman˜o de los botones.
Tabla 2.47: Requisito de software 47.
De la librer´ıa especifica de cada plataforma
Identificador RSW-48 Prioridad Alta
Necesidad Esencial
Descripcio´n
El framework debe permitir an˜adir cadenas de texto(Labels) a las vistas.
Tabla 2.48: Requisito de software 48.
De la librer´ıa especifica de cada plataforma
Identificador RSW-49 Prioridad Baja
Necesidad Esencial
Descripcio´n
El framework debe permitir al desarrollador modificar la fuente de los labels.
Tabla 2.49: Requisito de software 49.
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De la librer´ıa especifica de cada plataforma
Identificador RSW-50 Prioridad Baja
Necesidad Opcional
Descripcio´n
El framework debe permitir al desarrollador modificar el color de los labels.
Tabla 2.50: Requisito de software 50.
De la librer´ıa especifica de cada plataforma
Identificador RSW-51 Prioridad Media
Necesidad Opcional
Descripcio´n
El framework debe permitir al desarrollador modificar la alineacio´n de los labels.
Tabla 2.51: Requisito de software 51.
De la librer´ıa especifica de cada plataforma
Identificador RSW-52 Prioridad Alta
Necesidad Esencial
Descripcio´n
El framework debe permitir que otros elementos puedan editar las propiedades de
un label.
Tabla 2.52: Requisito de software 52.
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De la librer´ıa especifica de cada plataforma
Identificador RSW-53 Prioridad Alta
Necesidad Esencial
Descripcio´n
El framework debe permitir an˜adir campos de texto a las aplicaciones.
Tabla 2.53: Requisito de software 53.
De la librer´ıa especifica de cada plataforma
Identificador RSW-54 Prioridad Alta
Necesidad Esencial
Descripcio´n
El framework debe permitir que el texto de estos campos sea editable por el usuario
final.
Tabla 2.54: Requisito de software 54.
De la librer´ıa especifica de cada plataforma
Identificador RSW-55 Prioridad Media
Necesidad Esencial
Descripcio´n
El framework debe permitir al programador editar el texto por defecto de e´stos
campos.
Tabla 2.55: Requisito de software 55.
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De la librer´ıa especifica de cada plataforma
Identificador RSW-56 Prioridad Media
Necesidad Opcional
Descripcio´n
El framework debe permitir al programador editar la alineacio´n del texto dentro de
los textfields.
Tabla 2.56: Requisito de software 56.
De la librer´ıa especifica de cada plataforma
Identificador RSW-57 Prioridad Alta
Necesidad Esencial
Descripcio´n
El framework debe poder mapear el contenido de un campo de texto con con un
objeto de la pa´gina y con una tabla del modelo de datos.
Tabla 2.57: Requisito de software 57.
De la librer´ıa especifica de cada plataforma
Identificador RSW-58 Prioridad Alta
Necesidad Esencial
Descripcio´n
El framework debe permitir al desarrollador an˜adir ima´genes a sus aplicaciones.
Tabla 2.58: Requisito de software 58.
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De la librer´ıa especifica de cada plataforma
Identificador RSW-59 Prioridad Alta
Necesidad Esencial
Descripcio´n
El framework debe permitir cargar imagenes desde una URL de intenet.
Tabla 2.59: Requisito de software 59.
De la librer´ıa especifica de cada plataforma
Identificador RSW-60 Prioridad Alta
Necesidad Esencial
Descripcio´n
El framework debe permitir al desarrollador editar el taman˜o de las ima´genes.
Tabla 2.60: Requisito de software 60.
De la librer´ıa especifica de cada plataforma
Identificador RSW-61 Prioridad Media
Necesidad Opcional
Descripcio´n
El framework debe permitir al desarrollador editar la posicio´n de las imagenes en
pantalla.
Tabla 2.61: Requisito de software 61.
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De la librer´ıa especifica de cada plataforma
Identificador RSW-62 Prioridad Alta
Necesidad Esencial
Descripcio´n
El framework debe permitir al desarrollador colocar mapas en las aplicaciones.
Tabla 2.62: Requisito de software 62.
De la librer´ıa especifica de cada plataforma
Identificador RSW-63 Prioridad Alta
Necesidad Esencial
Descripcio´n
Los mapas deben poder geoposicionar al usuario de la aplicacio´n.
Tabla 2.63: Requisito de software 63.
De la librer´ıa especifica de cada plataforma
Identificador RSW-64 Prioridad Alta
Necesidad Esencial
Descripcio´n
El framework debe permitir convertir una direccio´n en coordenadas (georeferenciar).
Tabla 2.64: Requisito de software 64.
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De la librer´ıa especifica de cada plataforma
Identificador RSW-65 Prioridad Alta
Necesidad Esencial
Descripcio´n
El framework debe permitir calcular la ruta entre dos puntos.
Tabla 2.65: Requisito de software 65.
De la librer´ıa especifica de cada plataforma
Identificador RSW-66 Prioridad Alta
Necesidad Esencial
Descripcio´n
El framework debe permitir al desarrollador an˜adir vistas web a sus aplicaciones,
para cargar directamente una pa´gina web.
Tabla 2.66: Requisito de software 66.
De la librer´ıa especifica de cada plataforma
Identificador RSW-67 Prioridad Alta
Necesidad Esencial
Descripcio´n
Las vistas webs deben permitir navegar hacia atra´s.
Tabla 2.67: Requisito de software 67.
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De la librer´ıa especifica de cada plataforma
Identificador RSW-68 Prioridad Media
Necesidad Opcional
Descripcio´n
Las vistas webs deben permitir navegar hacia adelante cuando se haya ido hacia
atra´s.
Tabla 2.68: Requisito de software 68.
De la librer´ıa especifica de cada plataforma
Identificador RSW-69 Prioridad Alta
Necesidad Esencial
Descripcio´n
Las vistas webs deben permitir al desarrollador cargar una URL por defecto.
Tabla 2.69: Requisito de software 69.
De la librer´ıa especifica de cada plataforma
Identificador RSW-70 Prioridad Alta
Necesidad Esencial
Descripcio´n
Las vistas web deben ofrecer un API al desarrollador para que otros elementos de
la aplicacio´n puedan editar la URL cargada, o disparar eventos, como ir a la pa´gina
anterior.




Este capitulo trata de explicar co´mo se ha disen˜ado xAPP justificando cada una de las
decisiones tomadas en e´sta etapa de desarrollo de la plataforma.
Se comenzara´ detallando los patrones utilizados en el disen˜o de la arquitectura; poste-
riormente se pasara´ al disen˜o de la plataforma en la nube y se terminara´ enumerando
los componentes con los que cuenta xAPP en la versio´n actual.
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3.1 Arquitectura del sistema
3.1.0.1 Modelo Vista Controlador (MVC)
Modelo Vista Controlador es un patro´n o modelo de abstraccio´n de desarrollo de soft-
ware que separa los datos de una aplicacio´n, la interfaz de usuario, y la lo´gica de negocio
en tres componentes distintos.
• Modelo: Esta es la representacio´n espec´ıfica de la informacio´n con la cual el
sistema opera. En resumen, el modelo se limita a lo relativo de la vista y su
controlador facilitando las presentaciones visuales complejas. El sistema tambie´n
puede operar con ma´s datos no relativos a la presentacio´n, haciendo uso integrado
de otras lo´gicas de negocio y de datos afines con el sistema modelado.
• Vista: Este presenta el modelo en un formato adecuado para interactuar, usual-
mente la interfaz de usuario.
• Controlador: Este responde a eventos, usualmente acciones del usuario, e invoca
peticiones al modelo y, probablemente, a la vista.
Es importante prestar especial atencio´n a este patron de disn˜o ya que en el se
fundamenta todo el disen˜o del Framework.
• MVC entre los dispositivos y el servidor, el controlador la librer´ıa nativa instalada
en el dispositivo que transforma el XML en la aplicacio´n resultante, que sera´ la
vista, y el modelo ser´ıa el co´digo XML generado en el servidor.
• MVC en la propia definicio´n de las xApps en XML do´nde nos encontramos clara-
mente con el co´digo de las vistas, el modelo de datos que define objetos y tipos y
el controlador en forma de co´digo javascript.
Figura 3.1: Modelo Vista Controlador, imagen de la documentacio´n oficial de Apple. -
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3.1.1 Los componentes del sistema
En esta seccio´n se describira´n los componentes que componen cada una de los elementos
del Framework; e´stos componentes se han dividido en tres partes;
• Co´mo se ha disen˜ado la librer´ıa nativa para iOS y cada uno de los mo´dulos que
la componen.
• El IDE de desarrollo en la nube, desde do´nde se programan las aplicaciones.
• Y por u´ltimo. co´mo esta´ disen˜ada una xApp y las secciones de las que se compone.
Cada plataforma mo´vil necesitara´ implementar una versio´n de esta librer´ıa que
inicialmente he desarrollado para iOS; su cometido es leer el co´digo XML que define
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Figura 3.2: Arquitectura de la librer´ıa nativa -
Co´mo se puede observar en la figura 3.2 el parser es uno de los elementos principales
de la arquitectura, se encargara´ de leer el XML que define la aplicacio´n y de generar dos
estructuras de datos independientes: una con el a´rbol de vistas subvistas y elementos
que compondra´n cada una de las pa´ginas de la aplicacio´n y otra con el modelo de datos
que posteriormente sera´ transformado por el motor SQL en una base de datos SQLite.
Este servicio ba´sico de lectura y interpretacio´n de xApps es adema´s apoyado por el
mo´dulo encargado de manejar la comunicacio´n con el servidor, a trave´s de las APIs
expuestas, y el motor Javascript encargado de ejecutar el co´digo de cada una de las
xApps.
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3.1.1.1 Parser XML
El parser XML es un parser de tipo SAX, las siglas de ”Simple API for XML”, origi-
nalmente, una API u´nicamente para el lenguaje de programacio´n Java, que despue´s se
convirtio´ en la API esta´ndar de facto para usar XML en JAVA.
Para entender co´mo funciona el parser, y posteriormente como esta´ estructurado el
co´digo de una xApp, conviene repasar co´mo esta´ estructurado un documento XML.
Por definicio´n, un documento XML es una cadena de caracteres. Casi todos los carac-
teres Unicode legal puede aparecer en un documento XML.
Los caracteres que componen un documento XML se dividen en marcas y contenido,
los cuales se pueden distinguir por simples reglas sinta´cticas. En general, las cadenas
que constituyen marcas o bien empezar por el cara´cter < y terminan con a >, o que
comienzan con el cara´cter & y terminan con un;. El resto de cadenas de caracteres que
no son marcas se denomina contenido.
En el grupo de las marcas nos encontramos con las etiquetas, una construccio´n de
marcado que comienza con < y termina con >. Y pueden ser de tres tipos diferentes:
• Etiquetas iniciales, por ejemplo: <content>
• Etiquetas de fin, por ejemplo: </ content>
• Etiquetas vac´ıas o de elemento, por ejemplo: <line-break />
3.1.1.2 SQL Core y Generador de modelos de datos
Este mo´dulo se encarga, una vez parseado el XML de la aplicacio´n, de crear un script
SQL de creacio´n para generar la base de datos de la aplicacio´n. La base de datos es
creada u´nicamente si no e´xiste, pero si se detectan cambios en el modelo de datos de
la xApp el generador de modelos es capaz de alterar el esquema definido en la creacio´n
de la base de datos.
La base de datos recibira´ el nombre de la xApp, por tanto, y dado que el nombre
de una xApp es identificador u´nico, podremos tener tantas bases de datos co´mo xApps
haya instaladas en el dispositivo.
Una vez la base de datos se crea, se rellena con los datos definidos en el modelo,
para ello se generan scripts de creacio´n en tiempo de ejecucio´n haciendo totalmente
dina´mico el acceso a la base de datos.
3.1.1.3 Generador de vistas
La Generador de Vistas es el elemento ma´s importante de xAPP, ya que es el encargado
de transformar la estructura XML que define la aplicacio´n en una arquitectura de vistas
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va´lida en la plataforma que ejecuta la xApp.
Este mo´dulo, junto a los controladores y elementos, es el que hace de xAPP un Frame-
work multiplataforma ya que modificando la forma en la que se generan todas las vistas
y se an˜aden a e´stas los diferentes elementos y controladores de manera aplicada a cada
una de las plataformas bastar´ıa para tener al app corriendo en diferentes dispositivos
con un u´nico co´digo base.
El Generador de vistas funciona de manera recursiva para poder leer y generar las
vistas de asociadas a un a´rbol co´mo el que se muestra en la figura 3.10
El Generador de vistas, no so´lo se encarga de pintar las vistas de la aplicacio´n, si
no que tambie´n respondera´ a los eventos producidos por cada uno de controladores y
elementos que se encuentren en su pa´gina, haciendo de manager entre ellos y propor-
ciona´ndoles un contexto para que puedan interactuar con el resto de elementos de la
aplicacio´n y con el modelo de datos.
En el diagrama de flujo de la figura 3.3 podemos observar cada una de las clases que
entran en juego a la hora de cargar una xApp. En las siguientes secciones entraremos
en detalle a definir que´ se espera de cada una de ellas y cua´l es su labor.
Actor




















Figura 3.3: Diagrama de flujo de carga de una xApp -
Con el fin de poder an˜adir nuevos elementos y controladores al Framework sin que
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sea necesario tocar las clases del nu´cleo del mismo, se hadisen˜ado un sistema deonde to-
das los nuevos elementos debera´n extender de una clase base e implementar los me´todos
de su interfaz; haciendo esto podremos an˜adir elementos a nuestras xApps indicando en
el tipo de los elementos incluidos en el XML el nombre que le hemos dado a las clases
que estamos creando. Por ejemplo, si hemos creado MyNewController.m crearemos un
elemento de este tipo con
<element id=10 type=MyNewController>
La figura 3.4 muestra como todos los componentes incluidos en el sistema extienden de














Figura 3.4: Diagrama de clases - Mo´dulo de componentes
3.1.1.4 Nu´cleo Javascript
Este modulo se encargara´ de ejecutar el javascript de la aplicacio´n y devolver la re-
spuesta, se comunicara´ directamente con el delegado de la aplicacio´n que quien se
encargara´ de sincronizar las llamadas entre componentes.
En la figura 3.5 se observa un diagrama de clases con el disen˜o de los componentes.
Por motivos de brevedad no se incluyen todas las clases ni las relaciones entre estas.
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Figura 3.5: Diagrama de clases del nu´cleo de xAPP -
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3.1.2 En la nube
Uno de los componentes ma´s importantes e innovadores que incluye xAPP, es la posi-
bilidad de desarrollar desde la nube. Para ello se ha desarrollado este elemento SaaS,
software as a service que se estuctura en tres mo´dulos, el IDE web desde el que de-
sarrollar, crear y editar las aplicaciones; los webservices expuestos que permiten la
comunicacio´n desde los mo´dulos en la nube y los dispositivos mo´viles y el sistema de
notificaciones Push. Todo esto esta soportado por un gestor de bases de datos MySql.
En la figura 3.6 se puede observar co´mo esta´n estructurados estos mo´dulos.
Login
Registro










Figura 3.6: Arquitectura en la nube -
Por motivos econo´micos, y dado que la xAPP no se encuentra en produccio´n, el servi-
dor es un servidor no seguro, pero por motivos de seguridad es necesario disponer de
un servidor https con certificados SSL para mantener un canal de comunicacio´n seguro
entre cliente y servidor.
3.1.2.1 Editor de co´digo
xAPP permite crear y editar las xApps directamente desde la interfaz web, para ello
utiliza una de las librerias Javascript ma´s utilizadas en internet para realizar esta tarea,
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Codemirror.
La interfaz web nos permite crear aplicaciones (xApps) da´ndoles un nombre y de-
scripcio´n, y posteriormente editarlas, modificando desde las vistas al modelo de datos
pasando por el co´digo Javascript que necesitasen para funcionar.
Alguna de las caracter´ısticas que tiene el editor es la posibilidad de utilizar una pila
para poder hacer y deshacer durante la edicio´n, adema´s cuenta con resaltado de sintaxis
para xml y javascript.
Como veremos posteriormente xAPP cuenta con un sistema para notificar e insta-
lar las aplicaciones directamente en los dispositivos mo´viles sin la necesidad de requerir
cables o cuentas de desarrollador.
3.1.2.2 Control de errores
Dado que en xAPP se desarrolla desde la nube, no se cuentan con los mecanismos
cla´sicos de debug con los que puede contar un IDE de desarrollo desde escritorio. Es
por esto necesario aportar los mecanismos adecuado para mostrar al usuario por que
la aplicacio´n se ha cerrado inesperadamente o no arranca.
Para ello la librer´ıa nativa cuenta con un sistema de control de excepciones que env´ıa
trazas al servidor cuando se produce un error, bien al realizar el parseo del co´digo XML
de la xApp, o posteriormente durante su ejecucio´n.
El servidor guarda la informacio´n ba´sica de la excepcio´n: traza, hora, xApp en la
que se ha producido... Pero adema´s guardara´ informacio´n estad´ıstica co´mo: usuario
que ha lanzado la excepcio´n, plataforma desde la que se ha producido, versio´n del SO
mo´vil...
3.1.2.3 Servicio de notificaciones
xAPP implementa un servicio de notificaciones PUSH para notificar a un dispositivo
mo´vil cua´ndo se han producido cambios en alguna de las aplicaciones que tiene instal-
adas.
El servicio de notificaciones que implementa xAPP esta´ basado en la tecnolog´ıa Push,
o servidor push, la cual describe un estilo de comunicaciones sobre Internet donde la
peticio´n de una transaccio´n se origina en el servidor, al contrario de la tecnolog´ıa Pull,
donde la peticio´n es originada en el cliente. De esta manera se consigue mandar el aviso
incluso en casos donde el cliente este´ cerrado co´mo se puede observar en la figura A.3.
Ma´s adelante, en el cap´ıtulo Implementacio´n, se mostrara´ como se ha desarrollado
el servicio de mensajes Push para el caso de la librer´ıa nativa para iOS.
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Figura 3.7: Interfaz de inspeccio´n de logs -
53









Registra el Token Push
iOS Push Daemon











su token en xAPP
Figura 3.8: Arquitectura de servicios Push -
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Figura 3.9: Aviso de actualizacio´n push -
3.1.2.4 API
Los servicios web de xAPP son servicios RESTful; es decir, cada mensaje HTTP con-
tiene toda la informacio´n necesaria para comprender la peticio´n. Como resultado, ni
el cliente ni el servidor necesitan recordar ningu´n estado de las comunicaciones entre
mensajes. De e´sta forma el cliente se autentica con el server sin la necesidad de requerir
de mecanismos para mantener el estado de la sesio´n.
xAPP expone tres llamadas:
• Login: Utilizada para que los clientes instalados en los servicios web se logeen
contra el servidor.
• Log: El cliente mo´vil env´ıa una traza al server cuando se produzca un error, esto
permite realizar un debug ba´sico de las aplicaciones en remoto.
• Get xApps: Una vez el usuario ha hecho login con e´sta llamada, podra´ descargarse
todas las xApps creadas por e´l en del servidor.
Ma´s adelante, en el apartado ’Implementacio´n del entorno web’,seccio´n 4.2, se ex-
plicara´ con detenimiento los para´metros que reciben, las respuestas que producen y el
funcionamiento interno de estos me´todos.
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3.1.3 Estructura de una app en xAPP
La estructura de un xApp viene definida por un esquema XML que es auto-validado a
la hora de realizar el parseo. Se trata de una estructura simple pero eficaz para definir
el a´rbol de vistas de la aplicacio´n, el modelo de datos y el co´digo.
Co´mo se observa en el fragmento de co´digo C.1, que define el esqueleto ba´sico de
una xApp, nos encontramos con un elemento principal app que puede contener en su
interior de 1 a n page, la pa´gina raiz de la xApp siempre debe ser nombrada home y
cada una de estas pa´ginas definira´n cada una de las vistas de la aplicacio´n; adema´s, la
app podra´ tener un elemento datamodel y code ambos opcionales, los cuales definira´n
el modelo de datos y el co´digo interno de la xApp respectivamente.
Listing 3.1: Esqueleto de una xApp
1 <?xml version="1.0" encoding="utf-8" standalone="no"?>
2 <app>
3 <page id=’home’ cached=’YES’>
4 ...
5 </page>












Las vistas de la xApp vienen definidas por elementos page contiene tres elementos
principales que a su vez pueden contener sub-elementos:
• objects Declara objetos que se utilizara´n dentro de la pa´gina.
• header que define el estilo y contenido de la barra de navegacio´n. El header
puede incluir una serie de propiedades para definir colores y fuentes, as´ı como
botones que se situara´n en la parte derecha del navigatio´n bar. Se explicara´ con
mayor profundidad cada uno de los elementos y propiedades que puede incluir
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en el ape´ndice MANUAL DE PROGRAMACIO´N DE XAPPS. La figura 3.10
muestra la arquitectura de una pa´gina en xAPP.
• content que define el contenido de la pa´gina, puede tener infinitos elementos y a
que generador de vistas maneja la posibilidad de scroll en caso de que el contenido
supere el alto de la pantalla.
El content de una xAPP esta´ formado por layout, sec y element estos son
layouts, secciones y elementos. Un layout define la forma en la que se alinean las
vistas en su interior; por defecto, XAPP alineara´ todos los elementos en sucesio´n
uno debajo del otro, haciendo uso de <layout type=’horizontal’> conseguire-
mos que esta alineacio´n se realice horizontalmente. Un layout, adema´s, puede
subdividirse en secciones que a su vez pueden contener otros layouts o elementos.
• footer elemento opcional, al igual que el header que define contenido fijo en la
parte baja de la pantalla.
En el fragmento de co´digo C.2 se puede ver co´mo se estructuran estos elementos
dentro de la pa´gina. Tanto content co´mo header pueden incluir propiedades que
definen el aspecto de los mismos, como puede ser un color de fondo o degradados.
Listing 3.2: Esqueleto de una pa´gina
1 <page id="home" cached="NO">
2 <objects>


























El content incluye, adema´s, la sucesio´n de elementos de los que se componga la
pa´gina, estos elementos dependen de la versio´n que se este´ utilizando del framework.
Cada uno de estos elementos define vistas de diferentes tipos, controladores, botones,
labels de texto... El estado actual de los elementos disponibles y sus propiedades sera´
detallado posteriormente en el cap´ıtulo Implementacio´n, en la seccio´n que define todos
los componentes de la librer´ıa nativa.
La arquitectura general de un elemento se muestra en el fragmento de co´digo C.3.
Todo elemento tiene dos atributos obligatorios:
• id: Identificado u´nico del elemento, podemos verlo co´mo el nombre que se le da
al objeto del tipo Element, y sera´ el nombre con el que se le referencie desde otros
objetos.
• type: Determina el tipo de elemento que estamos creando, viene dado por el nom-
bre del mo´dulo del elemento en xAPP; por ejemplo, SimpleButton, SimpleLabel
o SimpleTextField. Dependiendo del tipo tendra´ unas propiedades disponibles u
otras.
Listing 3.3: Definicio´n de un elemento








Todo elemento tendra´ de 1 a n property, y el contenido de una property puede
ser de tres tipos diferentes.
• Descriptivas ba´sicas: Definen propiedades del elemento con constantes, en el ejem-
plo <property type=’title’>0</property>
• Descriptivas complejas: Definen propiedades del elemento con datos variables o
dependientes de otro elemento de la xApp.
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Las tenemos de dos tipos, las que cogen el valor de un objeto de la xApp:
{object:book.title}. Donde object indica que el valor se encuentra en el
modelo de datos y book.title que se trata de la columna de title de la tabla
book.
Las que toman el valor de otro elemento de la xAPP por ejemplo:
{var:home.current.text} Donde var indica que el valor sera´ tomado de otro
elemento y home.current.text la sucesio´n: id de pa´gina, id de elemento y
propiedad del elemento.
• El u´ltimo tipo corresponde a las propiedades de tipo action, estas propiedades se
pueden dar en botones o elementos que quieran lanzar una determinada accio´n
cuando se produzca un determinado evento.
La estructura de las acciones es la siguiente:
[id de la pa´gina]<id del elemento>:<nombre del me´todo>([para´metros]);
Los para´metros vienen definidos por la estructura vista en las propiedades de-
scriptivas complejas del punto anterior.
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Figura 3.10: A´rbol de elementos de una pa´gina -
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3.1.3.2 El modelo de datos
Aquellas xApps que requieran de persistencia de datos o necesiten prepoblar una serie
de pa´ginas iguales con diferentes datos sin duplicar la vista, es decir hacer uso del patro´n
Modelo-Vista-Controlador, utilizando una estructura maestro-detalle pueden hacer uso
de esta caracter´ıstica.
Un ejemplo de data model es el siguiente, que se muestra en el fragmento de co´digo C.4














El datamodel sirve tanto para definir el esquema del modelo de datos, como para
poblarlo; si u´nicamente se quiere definir el esquema basta con crear las tablas con los
elementos vac´ıos, si queremos poblarlos crearemos tantos elementos como filas quer-
amos insertar en nuestra tabla. En el ejemplo del fragmento de co´digo C.4 se ha creado
la tabla book que tiene las columnas id y title y se han insertado dos filas de libros
diferentes.
xAPP permite mantener n tablas con m columnas por xAPP, siendo el u´nico requisito
que todas las tablas con el mismo nombre mantangan el mismo nu´mero de columnas con
mismo nombre, es decir mantengan un esquema coherente. En otro caso se producira´
un error.
3.1.3.3 El co´digo
En cualquier programa informa´tico la informacio´n se recupera, se almacena y se trans-
forma. Hemos visto co´mo obtenerla a trave´s de servicios web, co´mo almacenarla ha-
ciendo uso del modelo de datos, y ahora veremos co´mo podemos transformar esta
informacio´n mediante co´digo Javascript.
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El co´digo se incluye en la seccio´n code de la xApp, el co´digo permitido son funciones
Javascript, como la del siguiente ejemplo:
Listing 3.5: Ejemplo de co´digo
1 <code>
2
3 function getResult(temp, opp, current){





En el ejemplo se define una funcio´n en javascript que recibe tres valores por para´metro
y devuelve un resultado por medio de la funcio´n interna to xapp(). Para llamar a e´sta
funcio´n desde un elemento action de la xApp se utiliza la nomenclatura:
app:<nombre del me´todo>([para´metros]);
Por ejemplo, en el caso del co´digo definido en C.5 la llamada se realizara´ de la siguiente
forma:
app:getResult(4,’+’,3);
En el apartado para co´digo de la xAPP podemos definir variables locales, funciones
recursivas, en definitiva, cualquier co´digo javascript va´lido. Como hemos visto en la
seccio´n 4.1.4 JS Core, xAPP corren una instancia del interprete de Javascript del naveg-
ador nativo de la plataforma que se esta´ utilizando, y ejecuta en e´l el co´digo introducido.
Siendo el punto de entrada la llamada por medio de app:<me´todo>(); y la salida la
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En este cap´ıtulo se detalla co´mo se ha implementado cada una de las parte de las que
se compone el Framework, se empezara´ describiendo que´ y co´mo se han desarrollado
cada uno de los componentes de los que se compone el Framework, pasando a mostrar
algunas aplicaciones de los mismos para desarrollar ejempos funcionales.
El cap´ıtulo termina describiendo la implementacio´n de los servicios en la nube y de
co´mo se ha desarrollado el API web para acceder a esta funcionalidad desde la libreria
de xAPP para iOS.
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4.1.1 Parser de XML
Siguiendo lo descrito en el disen˜o el parser implementado es un parser de tipo SAX,
que lee el documento XML secuencialmente de principio a fin. Implementa el protocolo
definido por NSXMLParserDelegate este protocolo genera los 3 eventos cla´sicos de un
parser SAX:
• Al inicio de un elemento.
• Por cada caracter dentro del elemento.
• Al finalizar el elemento.
Todo documento XML comienza con una etiqueta de inicio y termina con una eti-
queta final a juego, o consta solo de una etiqueta de elemento vac´ıo. Los caracteres
entre el inicio y final de las tags, si los hay, son el contenido del elemento, y puede
contener marcas, incluyendo otros elementos, que se llaman elementos secundarios. Un
ejemplo de un elemento es <property type=’height’>10</property>.
Las etiquetas pueden contener atributos, los atributos van dentro los s´ımbolos < y >; en
el ejemplo anterior <property type=’height’>10</property> type ser´ıa el atributo
asociado a la etiqueta property y 10 el valor del elemento.
En el fragmento de co´digo 4.1 se muestran los objetos que mantiene en memoria el
parser durante el proceso de lectura del XML.
Listing 4.1: Atributos del parser
1 @property (nonatomic, retain) NSMutableString *currentString;
2 @property (nonatomic) BOOL storingCharacters;
3
4 @property (nonatomic, retain) PageContainer *currentPage;
5 @property (nonatomic, retain) Layout *currentlayout;
6 @property (nonatomic, retain) Section *currentSection;
7 @property (nonatomic, retain) Element *currentElement;
8
9 @property (nonatomic, retain) NSMutableDictionary *pages;
10 @property (nonatomic, retain) NSMutableArray *nestedLayoutsHeap;
11 @property (nonatomic, retain) NSMutableArray *sectionsHistoryHeap;
12 @property (nonatomic, retain) NSString *currentProperty;
13 @property (nonatomic, retain) NSString *code;
14
15 @property (nonatomic, retain) NSMutableArray *dataModelHeap;
16 @property (nonatomic, retain) NSMutableArray *dataModelNodesHeap;
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17 @property (nonatomic, retain) NSMutableDictionary *currentDataModel;
18 @property (nonatomic, retain) NSString *currentRoot;
4.1.2 SQL Core y Generador de modelos de datos
El siguiente fragmento de co´digo muestra las cabeceras de la clase SqlCore que es la
encargada de manejar la persistecia de datos en los dipositivos.
Una vez termina el parser de leer el modelo de datos, el generador de vistas recor-
rera´ la estructura de datos generada creando un script de creacio´n SQL, si la base de
datos no estuviese creada. Una vez se crea la vase de datos se generan las sentencias
de insercio´n correpondientes para poblarlas con los datos recibidos del co´digo XML.




4 @interface SqlCore : NSObject
5
6 @property (nonatomic, retain) FMDatabase *db;
7 @property (nonatomic, retain) NSDictionary *schema;
8
9 - (BOOL)setDBwithPath:(NSString *)name;
10 - (BOOL)createDbFromDataModel:(NSDictionary *) models;
11 - (BOOL)populateDbWith:(NSDictionary *)models;
12
13 - (BOOL)syncDBwith:(NSDictionary *)dict;
14 - (BOOL)storeInDbObject:(NSDictionary *)dict;
15
16 - (NSArray *)selectRowsFor:(NSDictionary *)params withName:(NSString *)
tableName;
17 - (NSDictionary *)getSchemaOfTable:(NSString *)tableName;
18 - (NSDictionary *)selectRowId:(NSString *)rowId withName:(NSString *)tableName
;
19 - (NSDictionary *)selectRow:(NSString *)theQuery withName:(NSString *)
tableName;
20 - (NSString *)selectValue:(NSString *)value For:(NSDictionary *)params
withName:(NSString *)tableName;
21 - (NSString *)selectValue:(NSString *)value withQuery:(NSString *)theQuery
withName:(NSString *)tableName;
22 - (void)deleteRowInTable:(NSString *)tableName withID:(int)xappid;
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Como se puede ver, e´sta clase expone los me´todos necesarios para obtener e insertar
datos en la base de datos desde cualquier punto de ejecucio´n de la aplicacio´n.
4.1.3 Comunicacio´n con webservices
Este mo´dulo se encarga de enlazar el cliente nativo con los componentes de xAPP en
la nube.
En la librer´ıa para iOS, este mo´dulo consta de un cliente de AFNetworking, XappServerClient.m,
que maneja los datos de acceso del usuario, controlando datos coomo el user id o el
fingerprint utilizado para acreditar a los usuarios y gestionar sus credenciales. Esta
clase es un Singleton, manteniendo de esta manera una u´nica instancia de si mismo
durante la ejecucio´n del cliente nativo.
Son varias las clases que interactuan con este mo´dulo:
• User.m: Para hacer login y controlar las credenciales de acceso del usuario.
• XAPP.m: Para descargar una determinada xApp, o todas las del usuario.
• ServerLogs.m: Para mandar logs al servidor en caso de qeu se produzcan errores
en la carga de las xApps.
4.1.4 JS Core
Este mo´dulo es el encargado de correr el co´digo de cada una de las xApps. Para ello
se crea una instancia de UIWebView en la clase Singleton JSManager.m. Creando una
instancia de un WebView y corriendo en este nuestro script conseguimos utilizar el
interprete Javascript de Safari, javaScriptCore, consiguiendo el mejor performance
posible en la ejecucio´n de co´digo javascript.
Esta clase llamada desde PageViewController.m cuando alguno de sus elementos nece-
siten ejecutar alguna funcio´n propia de la xApp, se llamara´ a la funcio´n y se devolvera´
el resultado.
Estas llamadas se realizan de la siguiente manera:
1
2 // JSManager.m
3 - (void) callFunction:(NSString *)query
66






9 - (void)webView:(UIWebView *)webView runJavaScriptAlertPanelWithMessage:(
NSString *)message initiatedByFrame:(id)frame
10 {










21 int a = [response rangeOfString:@"."].location;
22 int b = [response rangeOfString:@":"].location;
23 int c = [response rangeOfString:@"("].location;
24
25 NSString *pageId = [response substringToIndex:a];
26
27 NSRange rango = NSMakeRange(a+1, b-a-1);
28 NSString *elementId = [response substringWithRange:rango];
29
30 rango = NSMakeRange(b+1, c-b-1);
31 NSString *action = [response substringWithRange:rango];
32
33 rango = NSMakeRange(c+1, response.length-c-2);
34 NSArray *args = [[response substringWithRange:rango]
componentsSeparatedByString:@","];
35
36 PageViewController *viewController = [self.pagesCached objectForKey:pageId
];
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44 [element performSelector:selector withObject:args];
45 }
46 @catch (NSException *exception) {














Figura 4.1: Diagrama de flujo de carga de javascript -
En la figura 4.1 se observa la sucesio´n de llamadas que se realizan desde que es lan-
zado el evento hasta que se obtiene la respuesta del JSManager. Todas las operaciones
se realizan en segundo plano, con el fin de no bloquear la interaccio´n del usuario con
la aplicacio´n.
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4.1.5 Componentes
xAPP es un Framework pensado para ser modular y fa´cilmente extensible. Con esto
pretendo que cualquier persona sea capaz de disen˜ar elementos y controladores y pueda
an˜adirlos al Framework sin necesidad de tocar ninguna otra clase. Es decir, basta con
crear una clase (.m y .h en caso de la librer´ıa para iOS) e insertarla en la carpeta
Elements del proyecto.
Para ello todos los elementos nuevos deben extender de ElementView e implemen-
tar el protocolo ElementProtocol; haciendo esto podremos an˜adir elementos a nues-
tras xApps indicando en el tipo de los elementos incluidos en el XML el nombre
que le hemos dado a las clases que estamos creando. Por ejemplo, si hemos creado
MyNewController.m crearemos un elemento de este tipo con
<element id=10 type=MyNewController>
1 - (id)initWithProperties:(NSDictionary *)theProperties
2 andParent:(PageViewController *)theParent
3 andFrame:(CGRect)theFrame
Todos los controladores deben implementar el constructor definido en el padre, quien
recibe las propiedades del elemento adema´s del frame asignado por su PageViewController.
Al tener todo elemento una referencia a PageViewController conseguimos tener un
contexto de manera que se pueda acceder a propiedades o valores de otros elementos
con los que comparte pa´gina.
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4.1.5.1 Boto´n
Elemento ba´sico de cualquier aplicacio´n mo´vil, ya que es uno de los elementos con el
que el usuario puede interactuar para desencadenar una determinada accio´n.
xAPP permite crear botones con un estilo personalizado en muy pocas l´ıneas, dando
Figura 4.2: Ejemplo de boto´n -
resultados ra´pidos y mucho ma´s visuales que los botones nativos, pudiendo aplicar col-
ores por co´digo RGB para personalizar su color, opcio´n que no esta´ disponible en el
SDK nativo.
En iOS el boto´n de xAPP utiliza internamente un UISegmentedControl con un u´nico
item, y la propiedad momentary activada. De e´sta manera se consigue un efecto glass, o
cristal, sobre el boto´n que con UIButton no se podr´ıa conseguir, a menos que utilicemos
ima´genes como fondo para el boto´n.
Las propiedades que admite un boto´n son las siguientes:
• title: Define el texto que aparecera´ en el boto´n.
• color: Define el color del boto´n, debe ser un co´digo RGB.
• margin: Pixeles en blanco que dejara´ el boto´n a la derecha e izquierda.
• height: Altura del boto´n.
• action: Accio´n que se realizara´ cuando el boto´n reciba un evento de tipo tap inside.
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Listing 4.3: Co´digo para un boto´n
1 <element id="button1" type="SimpleButton">
2 <property type="margin">20</property>
3 <property type="height">40</property>






El boto´n incluido en xAPP adema´s permite realizar tareas como mandar un email
o twitear, simplemente con definir la accio´n del tipo:
• tweet(): Para lanzar un Tweet.
• mail(): Para mandar un email.
Ambas reciben por para´metro el texto que se quiere enviar.
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4.1.5.2 Label
Un label es un texto corto, en xAPP de menos de una linea, comu´nmente usado para
describir otro elemento o mostrar informacio´n en pantalla. Las Labels de xAPP uti-
lizan, en el caso de la librer´ıa nativa para iOS, el elemento del sistema UILabel.
Las propiedades que admite un boto´n son las siguientes:
• text: Define el texto que aparecera´ en el label.
• color: Define el color del label, debe ser un co´digo RGB.
• alignment: Alineacio´n del label en la pa´gina, (center, left o right).
• font: Tipo de fuente que se utilizara´.
• size: Taman˜o de la fuente.
• alpha: De 0 a 1, define la opacidad del label
Este control adicionalmente puede recibir como property cualquier atributo va´lido
del elemento UILabel de iOS. Esto es as´ı por el modo en el que ha sido implementado
el set de los properties no normalizados. Observese el fragmento de co´digo 4.7.
Listing 4.4: Propiedades dina´micas
1 for (uint i=0; i<super.properties.count; i++)
2 {
3 NSString *key = [super.properties.allKeys objectAtIndex:i];
4 NSString *val = [super.properties objectForKey:key];
5 SEL setter = NSSelectorFromString([NSString stringWithFormat:@"set%@:", [key
capitalizedString]]);
6 [self performSelector:setter withObject:val];
7 }
Lo que hace es recorrer las propiedades definidas que no han sido ya utilizadas
creando un @selector1 con cada una de ellas que es lanzado usando como target la
propia label.
Listing 4.5: Co´digo para label
1En Objective-C, un selector tiene dos significados. Puede ser utilizado para referirse simplemente
a el nombre de un me´todo cuando se utiliza en un mensaje a un objeto. Pero tambie´n se refiere al
identificador u´nico que reemplaza el nombre cuando el co´digo fuente se compila. Selectores compilados
son de tipo SEL. Todos los me´todos con el mismo nombre tienen el mismo selector. Puede utilizar un
selector para llamar a un me´todo en un objeto, lo que proporciona la base para la implementacio´n del
patro´n de disen˜o de action target en Cocoa.
72
4.1 Librer´ıa nativa para iOS
1 <element id="myLabel" type="SimpleLabel">






Figura 4.3: Ejemplo de label -
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4.1.5.3 Campo de texto
Los campos de texto son muy utilizados en las aplicacio´nes mo´viles y uno de los con-
troles que no pod´ıa faltar en esta primera versio´n de xAPP. Es el elemento que utilizara´
el usuario para introducir informacio´n en la aplicacio´n en forma de texto.
La librer´ıa de xAPP para iOS utiliza internamente el componente UITextField y admite
todas las propiedades nativas del componente, co´mo son:
• text: Define el texto que aparecera´ en el TextField.
• textalignment: Alineacio´n del texto en el TextField, (center, left o right).
• font: Tipo de fuente que se utilizara´.
• size: Taman˜o de la fuente.
• mapping: Permite mapear el textfield con un objeto de la pa´gina.
Figura 4.4: Ejemplo de textfield -
Es importante destacar la propiedad mapping, que nos permite mapear un TextField
a un objeto definido en la pa´gina, de manera que si e´ste objeto pertenece al modelo de
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datos y esta´ marcado como persistente, nos permitira´ modificar su valor el la DB una
vez el usuario termine de escribir.
Listing 4.6: Co´digo para SimpleTextField
1 <element id="text2" type="SimpleTextField">






En el fragmento de co´digo anterior se mapea el valor del SimpleTextField con el
atributo author del objeto book definido en esa misma pa´gina. Esto se consigue gracias
una de las caracter´ısticas de Objective-C los selectores, en el siguiente fragmento de
co´digo se muestra co´mo:
Listing 4.7: Propiedades dina´micas
1 -(void) setMapping:(NSString *)property
2 {
3 if ([property hasPrefix:@"{object:"])
4 {
5 NSString *query = [property substringFromIndex: [property rangeOfString
:@":"].location+1];
6 query = [query substringToIndex:query.length-1];
7 NSArray *tokens = [query componentsSeparatedByString:@"."];
8 self.mapedValue = tokens;
9 }
10






16 if (self.theTextField.text.length > 0)
17 {
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El primer me´todo es llamado cuando el View Drawer se encuentra con una propiedad
del tipo mapping parseando en el objeto, almacena el objeto y la propiedad parseada, en
la linea 11 establece la accio´n updateObject para el evento UIControlEventEditingDidEnd.
De esta manera, cuando el usuario termine de introducir texto en el campo se lanzara´
el segundo me´todo, el cual se encargara´ de cambiar el valor del atributo con el texto
introducido.
Tambie´n es importante destacar que el SimpleTextField es capaz de recibir acciones; es
decir, puede ser invocado por otros elemento con el fin de modificar su estado. Estas
acciones son:
• concatText: Concatena texto al final del texto actual.
• setText: Cambia el texto completo en el textfield.
Por ejemplo:
Listing 4.8: Co´digo para SimpleTextField










En este fragmento de co´digo tenemos un boto´n B que al ser pulsado concatena un
0 al final del texto en A.
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4.1.5.4 Ima´genes
Las ima´genes son un elemento ba´sico de cualquier aplicacio´n mo´vil que no pod´ıan faltar
en xAPP; actualmente el entorno web no permite la subida de ficheros por lo que las
ima´genes se cargan desde URLS de internet.
Internamente en iOS se utiliza el componente UIImageView para pintar la imagen
que se obtiene de la URL en pantalla. El uso es muy sencillo, simplemente basta
con rellenar los atributos de la siguiente lista, aunque tambie´n se pueden incluir otrar
propiedades que acepte UIImageView.
• image: Para indicar la URL de la ima´gen a cargar.
• width: Ancho de la imagen.
• height: Alto de la imagen.
• align: Alineacio´n de la imagen en la pa´gina, (center, left o right).
Figura 4.5: Ejemplo de imagen en una xApp -
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4.1.5.5 Mapas
Elemento usado para geoposicionar al usuario o mostrar un punto de intere´s, inter-
namente hace uso de los mapas de Google, a trave´s del componente MKMapView. Las
propiedades que admite son las siguientes:
• height: Altura que ocupara´ el mapa en la pa´gina actual.
• border: YES o NO si queremos que el mapa se muestre con borde.
Pero adema´s puede recibir dos tipos de acciones:
• goTo([destino],[origen]): Mostrara la ruta entre los dos puntos.
• lookFor([direccio´n]): Realizara´ una bu´squeda de la direccio´n escrita y mostrara´
en el mapa la primera posicio´n devuelta por GOOGLE.
Figura 4.6: Ejemplo de mapView -
xAPP simplifica notablemente el uso de mapas en una aplicacio´n mo´vil, en pocas
lineas conseguimos lo que en desarrollo nativo llevar´ıa unos miles de lineas y el uso
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de numerosas clases y librer´ıas. iOS, por defecto, no ofrece la posibilidad de hacer
bu´squedas ni pintar rutas sobre los mapas por lo que esta funcionalidad ha sido desar-
rollada desde cero.
Para poder hacer bu´squedas se ha desarrollado un modulo geocoder haciendo uso
de las APIs sobre geolocalizacio´n que ofrece Google Maps; e´ste modulo basicamente
crea un request en JSON que env´ıa al API de geocoding de Google Maps, recibe la
respuesta JSON, la parsea y posiciona un pin en el lugar indicado por Google Maps,








devuelve latitud y longitud
xAPP
Figura 4.7: Diagrama de secuencia del geocoder -
De manera similar funciona el ca´lculo de rutas, se env´ıa a Google Maps el punto de
origen y destino y se recibe un JSON con cada uno de los puntos de la ruta. Haciendo
uso de CoreGraphics se crea un poliline que se coloca sobre el mapa en forma de
capa indicando al usuario la direccio´n que tendra´ que recorrer.
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4.1.5.6 Webview
SimpleWebView es el mo´dulo incluido en xAPP que se encarga de colocar una vista
web directamente dentro de tus xApps, esta´ basado en el controlador UIWebView que
ofrece el UIKit de APPLE.
Figura 4.8: Ejemplo de textfield -
Los para´metros que acepta este componente son los siguientes:
• url: La URL de la web a cargar.
• height: Altura que ocupara´ el mapa en la pa´gina actual.
• border: YES o NO si queremos que el mapa se muestre con borde.
Y adema´s puede recibir los siguientes tipos de acciones:
• goTo([url]): Cargara´ la pa´gina indicada en el webView.
• goBack(): T´ıpica accio´n atra´s de un navegador web.
• goForward(): Volvera´ hacia la pagina cargada antes de pulsar atra´s.
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4.1.5.7 Tablas
En toda aplicacio´n mo´vil es necesario mostrar un listado de elementos, por lo que en
xAPP no pod´ıa faltar e´sta funcionalidad.
Al contrario del resto de elementos en xAPP, que anteriormente hemos visto que
extendian de ElementView, las tablas extienden de UITableViewController aunque
como el resto de elementos implementa el protocolo ElementProtocol para exponer
sus propiedades y poder acceder a las del resto de elementos.
SimpleTableView necesita de un modelo de datos definido en la xApp para poder fun-
cionar ya que lo utilizara´ co´mo datasource. El siguiente fragmento de co´digo muestra
co´mo se define un tableview.
Listing 4.9: Co´digo para tablas








Los para´metros que puede recibir son los siguientes:
• height: Porcentaje de altura que ocupara´ en la tabla en la pantalla.
• width: Porcentaje de anchura que ocupara´ en la tabla en la pantalla.
• table: Nombre del tabla del modelo de datos que se utilizara´ para rellenar la
tabla, en el ejemplo podemos ver como se utilizara´ la tabla llamada book.
• title: Nombre del atributo de la tabla seleccionada que se utilizara´ co´mo titulo
principal para celda, en el caso del ejemplo corresponde a title.
• subtitle: Nombre del atributo de la tabla seleccionada que se utilizara´ co´mo
subtitulo para celda, en el caso del ejemplo corresponde a author.
• action: Accio´n que se lanzara´ cuando el usuario haga tap sobre una determinada
celda. Adema´s la tabla pasara´ como para´metro el objeto sobre el que se ha hecho
tab, que la siguiente pa´gina recibira´ con:
1 <objects>
2 book : {prev.book};
3 </objects>
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• delete: True en caso de que queramos que el usuario pueda eliminar celdas de la
tabla. Al eliminarse una celda se eliminara´ tambie´n la fila relacionada el modelo
de datos.




xAPP tiene un fuerte componente web, ya que toda la gestio´n y creacio´n de xApps se







   delete_xapp.php
   save_xapp.php
   Mysql.php
   Sessions.php
class/
   logs.php
   push.php
   users.php







Figura 4.10: Arquitectura web -
Todo el desarrollo ha sido realizado en PHP 5 con orientacio´n a objetos, HTML 5
para el frontend web, de manera que la web sea accesible desde cualquier dispositivo
mo´vil, permitiendo edicio´n y ejecucio´n sin necesidad de un PC. En la figura 4.10 se
pueden ver cada unos de los ficheros y clases de las que hace uso xAPP. Para la gestion
de las bases de datos se utiliza MySQL.
La figura 4.11 muestra el modelo relacional bajo el que se ha construido la base de
datos que soporta todo el Framework. Es un modelo muy sencillo que permite man-
tener mu´ltiples xApps por usuario, instalaciones de xApps aunque el usuario no sea el
creador (introduciendo xApps pu´blicas, aunque no implementado) y almacenamiento
de logs. Todas las consultas a la base de datos han sido realizadas usando te´cnicas
seguras de acceso a DB para evitar ataques de SQL Injection.
4.2.1 Registro y login de usuarios
Permite al usuario crear una cuenta en xAPP y hacer login. Para el registro el usuario
u´nicamente necesita introducir su email y una contrasen˜a; posteriormente, cuando haga
login en el mo´vil el sistema enlazara´ el identificador u´nico de dispositivo con la cuenta




User(user_id, email, pass, push_token, UDID, last_access)
Installed(xapp_id, push)
Logs(logif, xappid, udid, date, log)
User_Xapp(xappid, userid, name, description, open, date_creation, date_modification)
App(xappid, app) Data(xappid, data)Code(xappid, code)
Figura 4.11: Modelo Relacional de la BBDD -
El sistema no almacena contrasen˜as en claro del usuario, sino un hash Sha1 de la
contrasen˜a, de manera que en caso de verse vulnerada la seguridad del servidor la pri-
vacidad de los usuarios no se vea afectada.
Una vez el usuario ha hecho login las credenciales se mantienen haciendo uso de sesiones,
en la sesio´n se almacenara´ por un lado el user id del usuario y por otro un fingerprint.
Este fingerprint es utilizado para evitar el robo de sesiones o que un usuario pueda
acceder a las xApps de otro; se trata de un hash md5 con salt de la el user id, la IP y
el useragent del usuario.
En cada cambio de pa´gina se comprueba que la sesio´n y el fingerprint sean va´lidos,
evitando de esta manera posibles ataques de seguridad.
4.2.2 Visualizacio´n de logs
Desde la pa´gina principal, una vez el usuario ha realizado login satisfactoriamente, se
muestra al usuario una vista con los logs que se han producido en cada una de sus
xApps ordenados por fecha y agrupados por aplicacio´n.
Los logs se reciben mediante el API de logs, que se comentara´ ma´s adelante, y en
esta vista son extraidos de la base de datos con simples consultas sql.
La figura 4.13 muestra el listado de logs junto a la lista de aplicaciones del usuario.
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Figura 4.12: Pantalla de login -
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Figura 4.13: xApps del usuario y logs -
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4.2.3 Creacio´n y edicio´n de xAPPs
El usuario puede editar sus xApps desde la web, como se puede observar en la figura
4.14, para poder tener soporte de coloreado de co´digo xAPP hace uso de la librer´ıa
Codemirror escrita en javascript.
Al usuario se le muestran 3 pestan˜as: app, datamodel y co´digo, correspondientes a
toda la estructura de vistas de la aplicacio´n, al modelo de datos y a las funciones
javascript de las que hace uso la xAPP respectivamente.
El co´digo de cada una de estas secciones se extrae de la base de datos mediante con-
sultas SQL a las tablas app, data y code respectivamente.
Una vez el usuario pulsa en guardar, si se han producido cambios en la aplicacio´n,
se enviara´ una notificacio´n PUSH a todos los dispositivos que tengan instalada la xApp
modificada para que puedan actualizarse.




Los web services permiten comunicar a los dispositivos mo´viles con el sistema de back-
end en la nube, donde se almacena el co´digo de las xApps y las credenciales de los
usuarios.
Los servicios web que se han construido para e´sta versio´n de xAPP son los cuatro
que se comentan a continuacio´n. Han sido desarrollado haciendo uso de la tecnolog´ıa
RESTful y todas las respuestas son en JSON aligerando el taman˜o de los datos trans-
feridos en un 30% con respecto al XML.
4.3.1 Servicios Push
En xAPP se ha implementado un sistema de notificaciones Push como sistema de aviso
de actualizaciones, de forma que siempre que se edite el co´digo de una xApp todos los
dispositivos que tengan esa xAPP instalada reciban una notificacio´n Push para poder
actualizarse.
En la figura 3.8 se muestra la arquitectura del sistema de notificaiones Push. El
dispositivo registra a trave´s de los web services su token push al realizar el login,
posteriormente cuando una xApp sea editada se utilizara´ este token para manda una
peticio´n de notificacio´n al servicio APNS de Apple, que sera´ el encargado de notificar
a los dispositivos implicados.
4.3.2 Login
Es el servicio encargado de validar las credenciales de un usuario de xAPP desde un
terminal mo´vil.
/api/login.php recibe por para´metro los siguientes datos:
• email: El email del usuario que esta´ haciendo login, dato introducido por pan-
talla.
• password: La contrasen˜a del usuario en claro (cifrada en el canal HTTPS), dato
introducido por pantalla.
• udid: Identificado u´nico del dispositivo, se obtiene por medio de funciones del
API de iOS.
• push: Token Push proporcionado por Apple para este dispositivo, se obtiene por
medio de funciones del API de iOS.
Dado que se usa un servicio RESTful, una vez sean validadas las credenciales del
usuario hay que proporcionar un sistema para autenticar el resto de llamadas al servicio
web, ya que se carece de sesiones.
88
4.3 Webservices
Para ello con el resto de peticiones al servicio web se enviara´ el user id del usuario




4.3.3 Descarga de xAPPs
Servicio disponible en la URL api/getXapps.php que permite obtener todas las xApps
del usuario o solamente una xApp en caso de que se env´ıe el identificador de la xApp.
Recibe los siguientes para´metros:
• userid (Obligatorio): Identificador del usuario.
• fingerprint (Obligatorio): Token generado al realizar el login.
• push (Obligatorio): Token Push del usuario.
• xappid (Opcional): En caso de enviar este id solo se recibira´ el co´digo de la xApp
solicitada, en caso contrario el co´digo de todas las xApps del usuario.
4.3.4 Envio de logs
Servicio disponible en la URL api/log.php que permite guardar en la base de datos
logs que se produzcan en el cliente.
Recibe los siguientes para´metros:
• xappid: Identificador de la xApp que ha producido el log.
• udid: UDID del dispositivo donde se ha producido el log.
• log: Mensaje que se quiere enviar al servidor.
El sistema esta´ desarrollado de manera que, haciendo uso de Macros de C, cada vez que
se realice un log con el me´todo NSLog de Objective-C, se estara´ mandando toda esta




En este cap´ıtulo se detalla la Gestio´n del Proyecto, mostrando la planificacio´n inicial
y final establecida a lo largo del proyecto y un prespuesto de los costes estimados del
desarrollo del mismo. Se concluira´ con algunas ideas o planes para la monetizacio´n de
la plataforma.
90
5.1 Planificacio´n del proyecto
5.1 Planificacio´n del proyecto
Se ha realizado una planificacio´n detallada del tiempo necesario para la realizacio´n del
producto final. Inicialmente se mostrara´ una planificacio´n por fases del proyecto, con
una estimacio´n de tiempo necesario para la realizacio´n de cada una de ellas. En el
punto final se muestra la planificacio´n final resultante.
5.1.1 Planificacio´n inicial
• Fase Inicial: Esta primera fase, ten´ıa como finalidad comenzar a sentar las bases
del proyecto, desarrollar una idea gene´rica sobre el proyecto y su envergadura,
adema´s de establecer una planificacio´n, para intentar cumplirla. La estimacio´n
en horas de esta primera fase fue de 60.
• Estudio General del sistema: En esta fase, se pretend´ıa extraer los posibles
casos de uso y requisitos de usuario. Estimacio´n de 30 horas.
• Disen˜o: En esta fase se pretend´ıa realizar el disen˜o y arquitectura de la plataforma,
as´ı como definir el lenguaje intermedio y el modo de comunicacio´n entre cliente
y servidor. Estimacio´n 120 horas.
• Implementacio´n: Esta fase abarca toda la implementacio´n del sistema.
– Libre´ıa base:
∗ Parser XML y definicio´n del modelo de datos de la librer´ıa. 40 horas.
∗ Core Javascript, 30 horas.
∗ Sistema de creacio´n de tablas dina´micas con SQLite dependiendo del
modelo de datos de la xApp, 40 horas.
∗ Sistema para an˜adir crear vistas a partir de la estructura de datos creada
por el parser, 120 horas.
– Componentes ba´sicos:
∗ Botones, 20 horas.
∗ Label, 10 horas.
∗ Campos de texto, 20 horas.
∗ Ima´genes, 7 horas.
∗ Mapas, 26 horas.
∗ WebViews, 12 horas.
∗ Tablas, 26 horas.
– Aplicacio´n web:
∗ Sistema de sesiones con las credenciales del usuario, 6 horas.
∗ Clases de acceso a la base de datos, 12 horas.
∗ Preparacio´n del editor de texto, 12 horas.
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∗ Maquetacio´n, 10 horas.
∗ Sistema de notificaciones push, 5 horas.
• Testeo del sistema: En esta fase se probar´ıa el funcionamiento del sistema,
comprobando su correcto funcionamiento. Se estiman 20 horas.
• Manual de Usuario: En esta fase se incid´ıa en la creacio´n del manual de usuario,
para el proyecto desarrollado. Se estiman 10 horas.
• Documentacio´n: En esta fase se pretend´ıa terminar de redactar el documento
actual. Estimacio´n 120 horas.
• Preparacio´n de la presentacio´n: Tiempo de dicado a preparar la demo y
presentacio´n de este proyecto. Se estman 12 horas.
En la figura 5.1 se puede ver el diagrama de Gant del desarrollo del proyecto.
Aunque esta fue la planificacio´n inicial ha sido imposible seguirla, durante la realizacio´n
del proyecto he compaginado trabajo a jornada completa con las u´ltimas asignaturas
de la carreara, por lo que era terriblemente dif´ıcil encontra huecos para avanzar el
Proyecto. La desviacio´n ha sido de casi dos meses.
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En este punto se analizara´ el coste del proyecto orientativo que se penso´ antes de
iniciarse el proyecto.
5.2.1 Costes de personal
Los costes de personal o recursos humanos (RRHH) se componen u´nicamente de los hon-
orarios del Ingeniero Informa´tico encargado del desarrollo del proyecto. Los honorarios
correspondientes a un Ingeniero Informa´tico se pueden ver en las bases de cotizacio´n
de contingencias comunes, fijadas por el Ministerio de Trabajo e Inmigracio´n espan˜ol.
Concepto Horas Honorarios Costes RRHH
Ingeniero Infrorma´tico 770 horas 45 e/hora 34.650 e
Tabla 5.1: Presuspuesto de RRHH
5.2.2 Costes de hardware
A continuacio´n se especificara´ un listado del hardware utilizado durante la realizacio´n
del proyecto junto con su precio para poder estimar el coste que supone el hardware en
el mismo.
Notar que so´lo se procedera´ a facturar el hardware que ha sido estrictamente nece-
sario para la realizacio´n del proyecto.
Concepto Unidades Precio unitario Periodo de amortizacio´n Coste
MacBook Air 1 1800 e 36 meses 350 e
iPhone 4S 1 600 e 24 meses 175 e
Pantalla 22” 1 300 e 48 meses 43,75 e
TOTAL 568,75 e
Tabla 5.2: Presuspuesto de hardware
5.2.3 Costes de sofware y derivados
En este apartado se muestran los costes asociados a los equipos informa´ticos necesarios
para el desarrollo del proyecto y de los recursos software que se han necesitado. El
calculo se puede observar en la tabla 5.3.
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Concepto Precio unitario Periodo amortizacio´n Coste
Omniplan 121 e 12 meses 70 e
Omnigraffle 80 e 12 meses 46,7 e
Creative Suite CS5 999 e 24 meses 287 e
Licencia de desarrollo 80 e 12 meses 46,62 e
Hosting web 12 e 12 meses 7 e
TOTAL 457,32 e
Tabla 5.3: Presuspuesto de sofware y derivados
5.2.4 Presupuesto final del Proyecto






Tabla 5.4: Presuspuesto final
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5.3 Modelo de monetizacio´n
En esta seccio´n se popondra´n alguans ideas de como monetizar este proyecto, al ser
un producto sin terminar no se podra´ seleccionar ninguna, ya que se tienen datos de uso.
Vender el framework. Consistir´ıa en vender la plataforma a un cliente final. El
cliente ser´ıa una empresa o similar interesada en desarrollar sus aplicaciones propias
para mu´ltiples dispositivos. Aplicaciones para uso interno de la empresa y no para uso
particular. Con xAPP esta empresa podr´ıa instalar las librerias nativas en cada uno
de sus dispositivos de empresa y sincronizarlas con las aplicaciones de un determinado
usuario. De esta forma conseguir´ıa que todos sus empleados tengan la aplicacio´n coor-
porativa en sus dispositivos y aporvechar´ıa todas las caracter´ısticas de xAPP. Al ser
una venta ad-hoc se podr´ıa paquetizar de manera que mostrase los estilos y logos de la
empresa compradora.
Cobrar por registro. Cobrando al desarrollador que se registra en xAPP, despue´s
este podr´ıa publicar tantas aplicaciones como quisiese, y distribuirlas cobrando o gra-
tuitamente a sus clientes. Ser´ıa una versio´n de la venta a empresas ma´s enfocada al
pequen˜o comercio donde no se tiene control del dispositivo final.
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Cap´ıtulo 6
Conclusio´n y l´ıneas futuras
En e´ste cap´ıtulo se detallan las conclusiones del Proyecto y las distintas l´ıneas de futuro




Empece´ este Proyecto hace ya casi un an˜o, y me ha llevado bastante ma´s tiempo del
que esperaba, mucho ma´s... Y es que, se hace duro tener que compaginar trabajo y
Proyecto, y ma´s cuando lo compaginas con dos trabajos.
Durante el transcurso del an˜o comence´ a desarrollar aplicacio´nes para mo´viles con
unos compan˜eros, y despue´s del e´xito de algunas de las aplicacio´nes acabamos fun-
dando nuestra propia empresa, Sweetbits S.L. De esto es algo de lo que que me siento
muy orgulloso, pero ha hecho que en numerosas ocasiones me plantease abandonar este
Proyecto de Fin de Carrera para poder centrarme en nuestros proyectos. No se´ si habre´
acertado o no eligiendo terminar la carrera, espero que s´ı. Y espero poder reengan-
charme al equipo de Sweetbits ahora, y ver si llegamos a Navidad con una gran apuesta
en la que ya llevamos trabajando ma´s de un an˜o.
He aprendido mucho durante el desarrollo de e´ste Proyecto, sobre todo en lo rela-
tivo a como funciona Objective-C a bajo nivel, cosas que no se aprenden con libros de
iniciacio´n a la programacio´n para iPhone, por lo que estoy muy satisfecho.
6.2 Objetivos cumplidos
Creo que he conseguido implentar el grueso de la idea inicial, tengo un Framework
completamente funcional con el que se pueden desarrollar aplicaciones con muy pocas
l´ıneas de co´digo.
La idea de poder desarrollar desde la nube me parece novedosa, se le puede dar una
vuelta de tuerca para conseguir aplicacio´nes autocontenidas, e incluso poder embeber-
las en un IPA; realizar e´sto en esta fase alargar´ıa mucho el Proyecto.
Creo que haber realizado e´ste Proyecto me va a ayudar en el futuro a saber dimen-
sionar desarrollos largos; saber co´mo modular la funcionalidad para poder repartirla en
el tiempo e incluso poder dividirla para repartirla entre diferentes equipos de trabajo.
6.3 Lineas futuras
Queda mucho trabajo por delante, una de las caracter´ısticas que hacen a xAPP un
framework diferente a la competencia es la posibilidad de programar mo´dulos comple-
jos que luego puedan ser usados de manera muy sencilla; por este camino se podr´ıan
an˜adir mo´dulos para leer co´digos de barras, hacer fotos...
Otro punto a tratar es co´mo crear aplicaciones autocontenidas, es decir un u´nico eje-
cutable con una u´nica aplicacio´n desarrollada con xAPP.
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Tambie´n he pensado en el modo en el que distribuir xApps sin tener que pasar por
los Markets, y es construyendo un cata´logo propio de aplicaciones, un espacio donde
poder listar todas las aplicaciones pu´blicas desarrolladas con xApp de manera que otro
usuarios las puedan descargar e instalarlas directamente.
Otro modo de distribuir las plicaciones ser´ıa mediante URL o mediante co´digos QR.
Por ejemplo, un dentista crea una xApp muy sencilla para pedir consulta, entonces
cuelga un QR en la puerta de su consulta que al ser leido con la app de xAPP permite
a otros usuarios usar esta aplicacio´n.
Por delante queda portar la librer´ıa creada para iOS al resto de plataformas, de manera
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Manual de usuario iOS
Este manual es una simple guia de uso de la aplicacio´n para iOS. Su uso no tiene
complicacio´n posible pero aqu´ı queda una pequen˜a resen˜a de su uso.
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A.1 Instalacio´n de la app
A.1 Instalacio´n de la app
En este momento la u´nica forma de instalar la app es descargando el IPA del portal
de xAPP, este es un IPA para distibcio´n Enterprise por lo que no es necesario que este´
publicado en el AppleStore, aunque se estudia la forma de abrir esa linea de negocio.
A.2 Instrucciones de uso
Una vez instalada la aplicacio´n aparecera´ el icono de la misma en el springboard de
nuestro dispositivo. Al abrirla s enos pedira´ que hagamos login con nuestra cuenta de
xAPP.
Figura A.1: Pantalla de login -
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Tra´s realizar el login correctamente aparecera la pantalla de aplicaciones con las
aplicaciones que hemos creado en el portal web. Podemos abrir cualquiera de ellas
haciendo tap sobre su t´ıtulo o actualizar las aplicaciones pulsando en el boto´n de la
esquina superior derecha.
Figura A.2: Listado de xApps -
Una vez entremos en una xApp para volver al menu´ inicial debemos agitar el tele´fono
que nos devolvera´ a la pantalla de seleccio´n de aplicaciones.
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Cuando se produzca alguna modificacio´n de una de las xApps que tenemos instal-
adas en el portal web, nos llegara´ una notificacio´n indicando esto.
Figura A.3: Notificacio´n push -
104
Anexo B
Manual de usuario de la Web
Esta es una guia que detalla las opciones y el modo de uso de la pa´gina web de xAPP,
desde donde el desarrollador puede gestionar y editar sus aplicaciones.
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B.1 Registro y login
La figura B.1 es la primera pantalla que se muestra tras acceder a la pa´gina web. Desde
el usuairo puede hacer login o registrarse si no tiene una cuenta ya creada.
Los u´nicos datos necesarios para registrarse sun un email y una contrasen˜a.
Figura B.1: Pa´gina de login -
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B.2 Listado de xApps y logs
Esta es la pantalla principal del portal web. Se muestra tras logearse correctamente
desde la pantalla anterior y desde ella el usuario puede crear, editar y eliminar sus
xApps, adema´s de ver los logs que e´stas esta´n prodiciendo en los dispositivos do´nde ya
esta´n instaladas.
En la figura B.2 se puede ver la funcionalidad de cada uno de los elementos de la
web.
Figura B.2: Pa´gina principal del portal web -
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B.3 Creacio´n y edicio´n de xApps
La figura B.3 muestra la pantalla de edicio´n de co´digo. Esta pantalla muestra tres
pestan˜as ’XAPP’, ’DATA’ y ’CODE’ cada una de ellas sirve para editar las vistas de
la xAPP, el modelo de datos o el co´digo. Adema´s se muestran otros cuatro botones,
para guardar el proyecto, cerrarlo y deshacer y rehacer acciones.
Figura B.3: Editor de co´digo -
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Anexo C
Gu´ıa de desarrollo de xAPPs
Este manual pretende servir de gu´ıa para el desarrollador que haga uso de xAPP par
acrear sus aplicacionesd mo´viles.
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C.1 Estructura de una app en xAPP
La estructura de un xApp viene definida por un esquema XML, ver fragmento de co´digo
C.1, que define el esqueleto ba´sico de una xApp, nos encontramos con un elemento
principal app que puede contener en su interior de 1 a n page, la pa´gina raiz de la
xApp siempre debe ser nombrada home y cada una de estas pa´ginas definira´n cada
una de las vistas de la aplicacio´n, adema´s la app podra´ tener un elemento datamodel
y code ambos opcionales, los cuales definira´n el modelo de datos y el co´digo interno de
la xApp respectivamente.
Listing C.1: Esqueleto de una xApp
1 <?xml version="1.0" encoding="utf-8" standalone="no"?>
2 <app>
3 <page id=’home’ cached=’YES’>
4 ...
5 </page>












Las vistas de la xApp vienen definidas por elementos page contiene tres elementos
principales que a su vez pueden contener sub-elementos:
• objects Declara objetos que se utilizara´n dentro de la pa´gina.
• header que define el estilo y contenido de la barra de navegacio´n. El header puede
incluir una serie de propiedades para definir colores y fuentes, as´ı como boto´nes
que se situara´n en la parte derecha del navigatio´n bar. La figura 3.10 muestra la
arquitectura de una pa´gina en xAPP.
• content que define el contenido de la pa´gina.
El content de una xAPP esta´ formado por layout, sec y element estos son
layouts, secciones y elementos. Un layout define la forma en la que se alinean las
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vistas en su interior, por defecto XAPP alineara´ todos los elementos en sucesio´n
uno debajo del otro, haciendo uso de <layout type=’horizontal’> conseguire-
mos que esta alineacio´n se realice horizontalmente. Una layout adema´s puede
subdividirse en secciones que a su vez pueden contener otros layouts o elementos.
• footer elemento opcional, al igual que el header que define contenido fijo en la
parte baja de la pantalla.
En el fragmento de co´digo C.2 se puede ver co´mo se estructuran estos elementos
dentro de la pa´gina. Tanto content co´mo header pueden incluir propiedades que
definen el aspecto de los mismos, co´mo puede ser un color de fondo o degradados.
Listing C.2: Esqueleto de una pa´gina
1 <page id="home" cached="NO">
2 <objects>
























El content incluye, adema´s, la sucesio´n de elementos de los que se componga la
pa´gina, estos elementos dependen de la versio´n que se este´ utilizando del framework.
Cada uno de estos elementos define vistas de diferentes tipos, controladores, botones,
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labels de texto...
La arquitectura general de un elemento se muestra en el fragmento de co´digo C.3.
Todo elemento tiene dos atributos obligatorios:
• id: Identificado u´nico del elemento, podemos verlo co´mo el nombre que se le da
al objeto del tipo Element, y sera´ el nombre con el que se le referencie desde otros
objetos.
• type: Determina el tipo de elemento que estamos creando, viene dado por el nom-
bre del mo´dulo del elemento en xAPP, por ejemplo, SimpleButton, SimpleLabel
o SimpleTextField. Dependiendo del tipo tendra´ unas propiedades disponibles u
otras.
Listing C.3: Definicio´n de un elemento








Todo elemento tendra´ de 1 a n property, y el contenido de una property puede
ser de tres tipos diferentes.
• Descriptivas ba´sicas: Definen propiedades del elemento con constantes, en el ejem-
plo <property type=’title’>0</property>
• Descriptivas complejas: Definen propiedades del elemento con datos variables o
dependientes de otro elemento de la xApp.
Las tenemos de dos tipos, las que cogen el valor de un objeto de la xApp:
{object:book.title}. Donde object indica que el valor se encuentra en el
modelo de datos y book.title que se trata de la columna de title de la tabla
book.
Las que toman el valor de otro elemento de la xAPP por ejemplo:
{var:home.current.text} Do´nde var indica que el valor sera´ tomado de otro
elemento y home.current.text la sucesio´n: id de pa´gina, id de elemento y
propiedad del elemento.
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• El u´ltimo tipo corresponde a las propiedades de tipo action, estas propiedades se
pueden dar en botones o elementos que quieran lanzar una determinada accio´n
cuando se produzca un determinado evento.
La estructura de las acciones es la siguiente:
[id de la pa´gina]<id del elemento>:<nombre del me´todo>([para´metros]);
Los para´metros vienen definidos por la estructura vista en las propiedades de-
scriptivas complejas del punto anterior.
C.1.2 El modelo de datos
Aquellas xApps que requieran de persistencia de datos o necesiten prepoblar una ser´ıe
de pa´ginas iguales con diferentes datos sin duplicar la vista, es decir hacer uso del patro´n
Modelo-Vista-Controlador, utilizando una estructura maestro-detalle pueden hacer uso
de esta caracter´ıstica.
Un ejemplo de data model es el siguiente que se muestra en el fragmento de co´digo
C.4














El datamodel sirve tanto para definir el esquema del modelo de datos, como para
poblarlo, si u´nicamente se quiere definir el esquema basta con crear las tablas con los
elementos vac´ıos, si queremos poblarlos crearemos tantos elementos como filas queramos
insertar en nuestra tabla. En el ejemplo del fragmento de co´digo C.4 se ha creado la





El co´digo se incluye en la seccio´n code de la xApp, el co´digo permitido son funciones
Javascript, co´mo la del siguiente ejemplo:
Listing C.5: Ejemplo de co´digo
1 <code>
2
3 function getResult(temp, opp, current){





En el ejemplo se define una funcio´n en javascript que recibe tres valores por para´metro
y devuelve un resultado por medio de la funcio´n interna to xapp(). Para llamar a esta
funcio´n desde un elemento action de la xApp se utiliza la nomenclatura:
app:<nombre del me´todo>([para´metros]);
Por ejemplo, en el caso del co´digo definido en C.5 la llamada se realizara´ de la siguiente
forma:
app:getResult(4,’+’,3);
En el apartado para co´digo de la xAPP podemos definir variables locales, funciones
recursivas, en definitiva, cualquier co´digo javascript va´lido. Como hemos visto en la
seccio´n 4.1.4 JS Core, xAPP corren una instancia del interprete de Javascript del naveg-
ador nativo de la plataforma que se esta´ utilizando, y ejecuta en e´l el co´digo introducido.
Siendo el punto de entrada la llamada por medio de app:<me´todo>(); y la salida la
ejecutada en la funcio´n to xapp().
C.2 Componentes
Ahora se detallaran los componentes que admite xAPP en la versio´n actual, y las




Elementos con el que el usuario puede interactuar para desencadenar una determinada
accio´n.
xAPP permite crear botones con un estilo personalizado en muy pocas lieneas, dando
Figura C.1: Ejemplo de boto´n -
resultados ra´pidos y mucho ma´s visuales que los botones nativos. Pudiendo aplicar
colores por co´digo RGB para personalizar su color, opcio´n que no esta´ disponible en el
SDK nativo.
Las propiedades que admite un boto´n son las siguientes:
• title: Define el texto que aparecera´ en el boto´n.
• color: Define el color del boto´n, debe ser un co´digo RGB.
• margin: Pixeles en blanco que dejara´ el boto´n a la derecha e izquierda.
• height: Altura del boto´n.
• action: Accio´n que se realizara´ cuando el boto´n reciba un evento de tipo tap inside.
Listing C.6: Co´digo para un boto´n











El boto´n incluido en xAPP adema´s permite realizar tareas co´mo mandar un email
o twitear simplemente con definir la accio´n del tipo:
• tweet(): Para lanzar un Tweet.
• mail(): Para mandar un email.




Un label es un texto corto, en xAPP de menos de una linea, comu´nmente usado para
describir otro elemento o mostrar informacio´n en pantalla.
Las propiedades que admite un boto´n son las siguientes:
• text: Define el texto que aparecera´ en el label.
• color: Define el color del label, debe ser un co´digo RGB.
• alignment: Alineacio´n del label en la pa´gina, (center, left o right).
• font: Tipo de fuente que se utilizara´.
• size: Taman˜o de la fuente.
• alpha: De 0 a 1, define la opacidad del label
Este control adicionalmente puede recibir co´mo property cualquier atributo va´lido
del elemento UILabel de iOS. Esto es as´ı por el modo en el que ha sido implementado
el set de los properties no normalizados. Observese el fragmento de co´digo 4.7.
Listing C.7: Co´digo para label
1 <element id="myLabel" type="SimpleLabel">








Figura C.2: Ejemplo de label -
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C.2.2.1 Campo de texto
Es el elemento que utilizara´ el usuario para introducir informacio´n en la aplicacio´n en
forma de texto.
• text: Define el texto que aparecera´ en el TextField.
• textalignment: Alineacio´n del texto en el TextField, (center, left o right).
• font: Tipo de fuente que se utilizara´.
• size: Taman˜o de la fuente.
• mapping: Permite mapear el textfield con un objeto de la pa´gina.
Figura C.3: Ejemplo de textfield -
Es importante destacar la propiedad mapping, que nos permite mapear un TextField
a un objeto definido en la pa´gina, de manera que si este objeto pertenece al modelo de
datos y esta´ marcado como persistente, nos permitira´ modificar su valor el la DB una
vez el usuario termine de escribir.
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Listing C.8: Co´digo para SimpleTextField
1 <element id="text2" type="SimpleTextField">






En el fragmento de co´digo anterior se mapea el valor del SimpleTextField con el
atributo author del objeto book definido en esa misma pa´gina.
Es importante destacar que SimpleTextField es capaza de recibir acciones, esto sig-
nifivca que puede ser invocado por otros elemento con el fin de modificar su estado.
Estas acciones son:
• concatText: Concatena texto al final del texto actual.
• setText: Cambia el texto completo en el textfield.
Por ejemplo:
Listing C.9: Co´digo para SimpleTextField










En este fragmento de co´digo tenemos un boto´n B que al ser pulsado concatena un




Las ima´genes son un elemento ba´sico de cualquier aplicacio´n mo´vil que no pod´ıan faltar
en xAPP, actualmente el entorno web no permite la subida de ficheros por lo que las
ima´genes se cargan desde URLS de internet.
Las propiedades son:
• image: Para indicar la URL de la ima´gen a cargar.
• width: Ancho de la imagen.
• height: Alto de la imagen.
• align: Alineacio´n de la imagen en la pa´gina, (center, left o right).




Elemento usado para geoposicionar al usuario o mostrar un punto de intere´s, inter-
namente hace uso de los mapas de Google, atrave´s del componente MKMapView. Las
propiedades que admite son las siguientes:
• height: Altura que ocupara´ el mapa en la pa´gina actual.
• border: YES o NO si queremos que el mapa se muestre con borde.
Pero adema´s puede recibir dos tipos de acciones:
• goTo([destino],[origen]): Mostrara la ruta entre los dos puntos.
• lookFor([direccio´n]): Realizara´ una bu´squeda de la direccio´n escrita y mostrara´
en el mapa la primera posicio´n devuelta por GOOGLE.
Figura C.5: Ejemplo de mapView -
xAPP simplifica notablemente el uso de mapas en una aplicacio´n mo´vil, en pocas
lineas conseguimos lo que en desarrollo nativo llevar´ıa unos miles de lineas y el uso de
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numerosas clases y librer´ıas. iOS por defecto no ofrece la posibilidad de hacer bu´squedas
ni pintar rutas sobre los mapas por lo que esta funcionalidad ha sido desarrollada desde
cero.
C.2.5 Webview
SimpleWebView es el mo´dulo incluido en xAPP que se encarga de colocar una vista
web directamente dentro de tus xApps.
Figura C.6: Ejemplo de textfield -
Los para´metros que acepta este componente son los siguientes:
• url: La URL de la web a cargar.
• height: Altura que ocupara´ el mapa en la pa´gina actual.
• border: YES o NO si queremos que el mapa se muestre con borde.
Y adema´s puede recibir los siguientes tipos de acciones:
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• goTo([url]): Cargara´ la pa´gian indicada en el webView.
• goBack(): T´ıpica accio´n atra´s de un navegador web.
• goForward(): Volvera´ hacia la pagina cargada antes de pulsar atra´s.
C.2.6 Tablas
En toda aplicacio´n mo´vil es necesario mostrar un listado de elementos, por lo que en
xAPP no pod´ıa faltar esta funcionalidad.
SimpleTableView necesita de un modelo de datos definido en la xApp para poder fun-
cionar ya que lo utilizara´ co´mo datasource. El siguiente fragmento de co´digo muestra
co´mo se define una tabla de datos:
Listing C.10: Co´digo para tablas








Los para´metros que puede recibir son los siguientes:
• height: Porcentaje de altura que ocupara´ en la tabla en la pantalla.
• width: Porcentaje de anchura que ocupara´ en la tabla en la pantalla.
• table: Nombre del tabla del modelo de datos que se utilizara´ para rellenar la
tabla, en el ejemplo podemos ver como se utilizara´ la tabla llamada book.
• title: Nombre del atributo de la tabla seleccionada que se utilizara´ co´mo titulo
principal para celda, en el caso del ejemplo corresponde a title.
• subtitle: Nombre del atributo de la tabla seleccionada que se utilizara´ co´mo
subtitulo para celda, en el caso del ejemplo corresponde a author.
• action: Accio´n que se lanzara´ cuando el usuario haga tap sobre una determinada
celda. Adema´s la tabla pasara co´mo para´metro el objeto sobre el que se ha hecho
tab, que la siguiente pa´gina recibira´ con:
1 <objects>




• delete: True en caso de que queramos que el usuario pueda eliminar celdas de
la tabla. Al eliminarse una celda se eliminara´ tambie´n la fila relacionada el el
modelo de datos.





Esta xApp muestra como haciendo uso de layouts, botones, co´digo javascript y un
textField podemos construir una calculadora.
1 <?xml version="1.0" encoding="utf-8" standalone="no"?>
2
3 <app>































































































































































































Esta xApp muestra como haciendo uso del modelo de datos, las vistas de tablas podemos
construir una xApp que almacena datos de intere´s del usuario completamente editables.






















































53 <page id="detail" cached="NO">
54 <objects>



































88 <page id="edit" cached="NO">
89 <objects>









99 <element id="editAuthor" type="SimpleTextField">




104 <element id="editTitle" type="SimpleTextField">









114 <element id="-" type="SimpleButton">














127 <page id="new" cached="NO">
128 <objects>









138 <element id="newAuthor" type="SimpleTextField">




143 <element id="newTitle" type="SimpleTextField">














158 <element id="-" type="SimpleButton">




















En esta xApp tenemos un GPS con buscador de direcciones y calculador de rutas en
unas 50 lineas.
1 <?xml version="1.0" encoding="utf-8" standalone="no"?>
2
3 <app>



























30 <element id="button2" type="SimpleButton">
31 <property type="margin">10</property>









38 <element id="map" type="SimpleMap">
39 <property type="height">320</property>
40 <property type="border">YES</property>














Esta xApp hace uso de botones, layouts, un webView y un textFiled conectado a las
acciones de los botones para crear un navegador web completamente funcional en tan
solo 44 lineas de co´digo.
1 <?xml version="1.0" encoding="utf-8" standalone="no"?>
2
3 <app>




















24 <element id="url" type="SimpleTextField">
























Figura D.4: xApp Web Browser -
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D.5 Publicar en Twitter
Esta xApp muestra como editar los colores de botones y fondo para recrear el estilo de
Twitter, adema´s hace uso de un TextField y un boto´n con la accio´n preparada para
enviar un Tweet.




5 <page id="home" cached="YES">
6
7 <header>












20 <element id="tweetField" type="SimpleTextField">
21 <property type="margin">20</property>
22 <property type="placeholder">Write something</property>
23 </element>
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29 <element id="button" type="SimpleButton">
30 <property type="margin">20</property>
















Figura D.5: xApp Enviar Tweets -
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