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In recent years, the popularity of both online card games and blockchain 
technology have grown exponentially. While combining these two does not 
immediately seem like an obvious idea, they in fact complement each other 
nicely. Blockchain allows for players to actually own their cards, in a way that 
was unheard of in the digital format just a few years ago. It also gives them the 
freedom to use them in any way they like, just like in real life. In this thesis we 
will look into how viable this idea really is. We use the Ethereum virtual 
machine to simulate a publicly available blockchain that implements this 
concept and evaluate the results. This thesis should show that further work 
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The users of a blockchain. A node can also be a group of users all pooling their 
resources together. 
 




A blockchain where users compete in computational power, either through 
GPUs or CPUs. This is the most common blockchain. 
 











A hash function is a function that allows for data to be condensed into a fixed 












A number added to the data in a blockchain before hashing to try to fulfill some 
parameter. 
 




























The price for performing calculations on the Ethereum blockchain. This price is 
paid in Ether, Ethereum’s cryptocurrency. 








The beginning of blockchain goes back all the way to 1991. Stuart Haber 
and W. Scott Stornetta laid out the idea of using a hash function to timestamp 
data in a way that is not changeable without it being obvious. [1] A hash 
function is a function that allows for data to be condensed into a fixed size 
value. This is often used to make data storage or data look up easier. Haber and 
Stornetta realized that by hashing data and then sending it to a trusted third 
party who adds the timestamp and hashes it again they could create a secure 
file. This creates a line of hashes that individuals can look up to see if a 
document has been tampered with. This is lined out in their US patent. [2] All 
of these concepts would be used almost two decades later in the first publicly 
used blockchain. 
 
Satoshi Nakamoto’s paper, Bitcoin: A Peer-to-Peer Electronic Cash 
System [3] laid the groundwork for how a new technology, Blockchain. This 
technology could be used to create a decentralized electronic currency. It was 
revolutionary, as it was the first digital currency to overcome the double 
spending problem. This is the issue where the same digital currency could be 
used to make two different payments. Physical currencies obviously do not 





Nakamoto proposed a digital append only ledger that used peer-to-peer 
consensus to check that everything was legitimate. On January 3rd, 2009 he 
launched Bitcoin, proving that his idea was in fact functional. [3] 
 




A blockchain is a peer-to-peer, decentralized, append only, ledger. 
Traditionally, a ledger is a book used to record financial transactions. One is 
used to keep track of money received and money given out. Although the first 
blockchains were designed to be used for financial purposes, they have been 
successfully used for other projects now. Blockchains are not limited to just 
currencies though. Some blockchains have been used to track both digital and 
physical assets. Append only ledger means that all that can be done is to add to 
the end of the ledger. Users are unable to edit any part of the ledger, once it has 
been published, it is permanent. 
 
Saying that a blockchain is decentralized means that there is no central 
body ruling over it. A blockchain exists on every node within its network, 
meaning that every node holds a copy of the blockchain. Since there is no 
ruling body any changes made to a blockchain must be reviewed and accepted 





A peer-to-peer network is a network in which information is shared from 
one user to another without the use of a central server. Each user in a 
blockchain network contacts some number of other users to update either 
themselves or to let others know that they are making an update to the 
blockchain. This information will then propagate through the blockchain until 
every node has the same information. 
 
Blockchains have an interesting way to propagate data throughout their 
users. As there is no central server or point for each node to synchronize with, 
each node must come up with a way to make sure that every node has the same 
data. To do this, each node is connected to some number of other nodes. When 
a node attempts to update, it passes this information to the nodes that it is 
connected to. These nodes then check the data and if it is correct they passes 
the data to the nodes that it is connected to. Through this, the data is passed to 
each node within the blockchain.[4] 
 




A blockchain is made up of blocks in a structure as shown in figure 1.1. 
There is a line of blocks that contain data. Blocks with the same number are 
considered the same block, but are not chosen to be used in the main chain. 
This is explained in more detail later. When users wish to perform actions on 





users. These transactions are then grouped together to form a block. Other data 
that is also stored in the block. This data is the hash of the last block, the 
timestamp that tells when the block was created, and a nonce. The hash is the 
data in the previous block, passed through a hashing function to condense it.  
All of this data is collected and then published in the next block, as shown in 
Figure 1.2. Looking at what is going into Block 11 it shows that Tx0, 
transaction 0, goes through a hashing algorithm and becomes Hash0. Then Tx1, 
transaction1, goes through a hashing algorithm and becomes Hash1. These two 
are combined to make Hash01. This is then combined with Hash23 to collect  
all the transaction data in a block. All of this and the rest of what goes into a 
block is discussed in more detail later. For a simpler way to think about a 




















Peer-to-peer propagation normally causes some major issues when it 
comes to consensus. In a large blockchain it is possible, and expected, that two 
or more users will create a viable block at effectively the same time. In most 
systems there are two commonly accepted ways to deal with this. They are 
known as Random consensus and Eventual consensus. [4] 
 
In random consensus decisions are made, as the name would suggest, 
randomly. When a question arises, each node decides what the answer should 
be through some form of chance. For a blockchain example, imagine that two 
nodes each created the next block in a blockchain at the same time. These 
nodes would then send out their new block to their peers to be checked. Sooner 





blocks are valid. In random consensus the node would choose one at random, 
using some method like flipping a coin. It would then discard the other block 
and send out what it believes to be the correct block to its peers. This process 
can be slow, because after each node randomly decides which block it thinks is 
correct it tells it’s peers and if those peers do not agree they would randomly 
choose and tell their peers. In this process, some nodes will change back and 
forth between the two options repeatedly. [4] 
 
Eventual consensus works faster than random consensus, but has its own 
inherent weaknesses. The process works similarly to random consensus, but 
after checking to see if a new block is valid, each node then decides that each 
block received is the correct block, storing a copy of it for every new block sent 
to it. The chain works on the first block received until data arrives that informs 
the node that a different block is the correct one. Eventually the node will 
receive a blockchain that is longer than all of the others stored in its memory. 
After confirming that the last block is valid, it deletes all of the other 
blockchains it has in memory and accepts that this is the correct blockchain. As 
shown in Figure 1.3, the main blockchain is the blocks in black, while the 
blocks in purple are the other blocks received that the node has not decided on 
yet. The node will continue working on the black blocks while storing these 





is proven to be correct the node then begins working on this new chain and 
sends it out to its peers. In this way, work does not need to be restarted unless a 
longer blockchain is found, allowing for very little down time. The problem 
here is that if a blockchain network is very large, it could take a long time for 
the new block to make its way through the entire blockchain network. This 
means that there could be several legitimate blockchains living within the 
network at one time, and it will take some time before all of the nodes agree on 
which is the correct one. Another issue is that it requires more memory, as each 
node may be holding multiple copies of the blockchain as it waits for one to 
become the longest blockchain. Despite all of the issues, this is the system that 












In a traditional blockchain, a Proof of Work (PoW) algorithm is used to 
decide which node gets to add the next block to the blockchain. Nodes compete 





blockchain. This process is known as mining. To do this, nodes take all the new 
transaction data that is to be put into the next block, the hash of the previous 
block, and adds a number known as a nonce. They then encrypt all of this data 
and pass it through a hash function. This hash needs to meet some parameters  
to be accepted as the next block. These parameters vary from blockchain to 
blockchain. The nonce is simply a number that the node chooses each time that 
they attempt to create a hash that meets these parameters. Each time that a node 
fails to find the correct hash to meet the parameters the node changes the nonce 
and tries again. Often times nodes start with a nonce of zero and increases it by 
one each time. 
 
To understand this process it helps to look at the Bitcoin PoW algorithm. 
The hash parameters for Bitcoin are that the value returned by the hash function 
needs some number of leading zeros. So a node takes all of the data listed  
above and passes it into the hash function, if the hash that is returned has the 
leading number of zeros in it then it has found the correct nonce and will  
inform its peers. It then moves on to working on the next block. If the hash  
does not meet the criteria, then the node increments the nonce and tries again. 
The hash function that Bitcoin uses is the Sha-256 hashing algorithm. This 
function is currently impossible to guess what the outcome will be with any 





hash. Because if this, the function it is effectively a guess and check algorithm. 
The first node that finds a nonce that creates the correct hash will be rewarded 
in some manner determined by the blockchain once it adds the new block to the 
blockchain. In the Bitcoin blockchain, this rewards is some number of Bitcoins. 
 
The Bitcoin blockchain wants the time for each block to be created to 
take around ten minutes, so it adjusts the difficulty according to the time it took 
for the previous block to be created. If it takes too long the blockchain will 
remove one of the leading zeros from the hash requirement. This makes it  
easier to find a hash that meets the requirements for a valid block. If it is too 
quick to create a new block then it will add another zero to the hash 
requirement, thus making it more difficult. In this way, the blockchain can 
compensate for advances in technology as well as times when many nodes go 
offline. 
 
Another form of choosing which node is selected to add the next block  
in a blockchain is called Proof of Stake (PoS). This style is less well defined 
and varies wildly from one implementation to another. These use some form of 
game theory to decide which node wins the rights to add the next block to the 
blockchain. One way to do this is to look at which node has the most of 
whatever cryptocurrency that the blockchain is using and gives the reward to 





to win again for a set amount of time. Another way to choose a winner is done 
through random choice. Either they choose completely randomly or they weigh 
the random choice based upon how much of the cryptocurrency each user has. 
An example of weighted randomness, Bill has three cryptocoins, Gus has two 
cryptocoins, and Sammy has six cryptocoins. When it is time to generate the 
next block Sammy has six chances to win, Bill has three, and Gus has two. In 
this example, Sammy is the most likely to receive the next block, as she has the 
most cryptocoins. Bill and Gus still have a chance to win it, but it’s less likely. 
This rewards those who have done the most work, but in a sense, this also 
penalizes those who have just started. 
 
The vast majority of blockchains are PoW, but there are PoS blockchains 
out there, though they are not as popular. The best known ones are PeerCoin, 
Cardano, and EOS. Ethereum has begun work to move from PoW to PoS, but 
does not expect for it to be fully moved over by the end of 2020. Until then, 
Ethereum will continue to remain a PoW blockchain. 
 
Peercoin is the first blockchain that used PoS instead of PoW. In it’s 
blockchain, it uses what is called coin age to determine which node will next 
create a block. This uses a simple formula of the number of peercoins the node 
has, multiplied by the number of days that the node has had those coins. So if a 





hundred coin days. The blockchain chooses the node with the largest coin age 
to create the next block. After mining the new block, the node pays itself all of 
its coins. This removes the number of days that the node has had the coins and 
returns the coin age to zero, making it so that the node cannot win for some 
time. 
 
There are pros and cons to both systems. PoW costs a lot of money, both 
for the cost of equipment to run these computations and the electricity needed 
to run this equipment. PoW has been making news about its energy 
consumption since it was introduced. According to the University of 
Cambridge, as of July of 2019 the energy consumption of Bitcoin had 
surpassed that of the entirety of Switzerland. [6] And the energy consumption 
keeps going up, as of writing this that energy consumption has risen to be more 
than Venezuela and is nearing that of Chile. See Figure 1.4 bellow. This 
consumption is expected to rival Austria in the near future. [7] 
 
 





PoS is not free of issues either. Since it rewards those with a larger stake, 
new users wishing to get into mining the crypto currency need to pay for a  
large stake. It also encourages people to hoard their crypto currencies and not 
spend them, as their currencies are what allow them to get more. This isn’t 
great for a currency, as keeping it circulating is what makes it useful. If most of 
a currency is locked up and not being used then it is not going to be a popular 
choice for the general public to adopt. 
 




Blockchains work with their own programs used to execute tasks. These 
programs go by different names, such as smart contracts in the Ethereum 
blockchain. For the most part these are just if-then statements used to express 
triggers, conditions, and business logic. An example, if Bob gives Jill three 
dollars then Jill gives Bob two apples. Once this smart contract is agreed to by 
both Bob and Jill, they will both sign it with their private keys. Then the 
contract will be deployed to the blockchain, where it will wait until Bob gives 
Jill the three dollars via the blockchain. Once this has been done, then Jill will 
give Bob the two apples he paid for. 
 
This obviously limits what a blockchain is capable of. Largely smart 
contracts take the form of financial transactions. With a little bit of creative 





Some have used this to trade in electricity, create contracts for athletes, or even 
design games [8] [9] [10]. 
 




On top of PoW vs PoS, there is another major division in blockchains. 
The two major types of blockchains are public and private. Public blockchains 
are the more popular, Bitcoin and every other popular cryptocurrency is 
designed on a public blockchain. But recently private blockchains have been 
gaining traction. Everything that has been discussed so far is in reference to a 
public blockchain. A private blockchain is similar, but it has someone or some 
company controlling who can use the blockchain and how they can use it. 
Instead of nodes competing to create blocks, this controlling body simply tells 
which node they feel should create the next block. This increases security 
within the blockchain, as the owner trusts all of those involved, and can make 
changes to the blockchain to remedy problems that crop up. But many within 
the blockchain community see this as counter to what blockchains were 
designed to do. Blockchains were originally created as a way to step away from 
this central controlling body. If an update is to be made to a private blockchain, 
this controlling body has all the say. If an update needs to be made in a public 
blockchain a consensus needs to be reached by a majority of nodes within the 

























































































The two largest selling points for blockchains are security and 
anonymity. With every node holding their own copy of the blockchain, there 
might be a worry that blockchains are susceptible to being edited by unsavory 
users but this is not the case. Each block within the blockchain has the hash of 
the previous block stored in it. If a user changes anything within a block, the 
value that is returned by the hashing function is different. This makes it so that 
the block right after the one that was edited no longer has the correct previous 
hash in its header. If at this point that node attempted to send out their 
blockchain to their peers, they would quickly notice that the hashes do not 
match up and would disregard that blockchain. It is extremely evident if a 
malicious party is attempting to change a blockchain. The only way a node 
could get away with this is if the node edited the block and then remind every 
block after it. In theory this should be extremely hard to pull off, as that node 
would need to create blocks at a fast enough pace to catch up to and overtake 
where the blockchain is, while that node’s peers are moving the goal further 
and further away. The exception to this is if that node had a majority of the 
computing power, then that node could reject other users blocks until it had 
caught up and then submit their own blockchain as the new one. Doing so 





spending and other malicious behaviors. This scenario is called a 51% attack 
and is covered in more detail later. 
 
In the examples above, figures 1.5 and 1.6, show that changing the data 
in a block changes the hash. Example 1.5 shows the blockchain Peer A has. It 
displays the data, nonce, previous block’s hash, and the current block’s hash. 
Example 1.5 is the blockchain that Peer B has. This shows that if the data is 
changed that the hash is now different. If this was in an actual blockchain, the 
blockchains network would have to decide which of the two is the correct chain 
and only one of them is actually valid. [5] 
 
The other key selling feature for blockchain is anonymity. Users of a 
blockchain do not need to reveal their identity, only their public key. This is a 
form of identification that does not actually tell the world who any user is, only 
that they exist. To many who enjoy the fact that they do not need to tell the 
internet who exactly they are, this is a great feature. It also allows for money to 
be exchanged online without the risk of identity theft. The user’s public key is 
represented as a large hexadecimal number that should look something like the 








Everything on a blockchain has a unique address. That means that each 
node, program, and transaction will have their own hexadecimal number 
associated with them. This is useful as users can use these addresses to look up 
what a node has been doing, what the code is inside of a program, or what 
transactions were performed. It is worth pointing out that anyone can see how 
much crypto currency is exchanged in these blocks and the addresses of the 
parties involved, but users can’t see who they actually are. So users can know 
that this address gives this other address crypto currency often, but users don’t 






One final bit to talk about are tokens. Tokens come in two forms, 
fungible tokens (FT) and non-fungible tokens (NFT). FTs have been around for 
as long as blockchains have existed. NFTs are newer, and only really grew to 
prominence in 2017. 
 
A FT is a token that exists in a blockchain. A Bitcoin is a fungible token, 
as is an Ether. Pretty much any cryptocurrency is a FT. Each FT has the same 
value as another FT. They may be sold at a different price but at any given 
moment they are worth the same amount. A way for companies that are using 
cryptocurrencies to raise startup capital is to do an Initial Coin Offering, or 





Once the company begins operating these tokens can then be either exchanged 
with the company for some service or they can be saved in the hopes that the 
coin will be popular and they can make a large income from their investment. 
 
A Non-Fungible Token, or NFT, is similar to a fungible token, but with a 
few key differences. The major difference is that NFTs are not valued the same 
as another and can be different. They may have different names, data attached 
to them, or have differing levels of rarities, which makes some worth more 
money than others. The first NFT to rise to prominence was CryptoKitties [11]. 
These are NFTs that represent digital cats on the Ethereum blockchain. Each  
cat is unique, with different physical attributes that can be seen on the 
CryptoKitties website. Some of these digital cats have sold for more than 




Name Ether Price in USD Sale Date Description 
Dragon 600.0000 $172.625.79 9/4/2018 A Dragon Cat 
Genesis 246.9255 $114,481.59 12/3/2017 First Cat Minted 
Founder Cat 253.3368 $110,707.16 12/7/2017 Eighteenth Cat 
Fluffy Founder 247.0000 $107,816.49 12/7/2017 Fourth Cat 
 
Fig 1.8 
Note that the price is at the time of sale, not current Ether prices [12]. 
 
In December of 2017, just one month after launching CryptoKitties, 





traffic on the Ethereum network. This started to create a backlog of transactions 
that were not getting processed in a timely manner. Only so much data can be 
put into each block and Ethereum’s block creation time is set for ten to twenty 
second per block, this means that more data was being added to the queue in  
ten seconds than could be stored in one block. When CyrptoKitties launched, 
there were roughly 1,700 unpublished transactions on the Ethereum blockchain, 
and this number would dip down to a few hundred at times. But as of  
December third 2017, one month after it’s launch, this number had climbed to 
almost 12,000 unpublished transactions. This was largely due to the popularity 








Source [13] and Etherscan. 
 
Clearly, digital collectables are desirable. So why not combine this with 
another highly popular gaming concept, trading cards. In recent years online 
gaming has seen the popularity of games such as Hearthstone and Magic the 
Gathering Arena soar. This was the impetus for my thesis as blockchain has 
some features that lend itself to a trading card game. 
 








No random number can be created on a blockchain for a variety of 
reasons. Any random number would not be able to be verified by other nodes 





blockchain’s calculations it uses the previous block’s hash value. But an 
unscrupulous user could try to game the system. Knowing this, they can  
attempt to only perform actions on blocks that the hash value will benefit them. 
This is problematic as random numbers are incredibly useful for games. If there 
are no random numbers then there are no dice, no shuffling cards, and no 
random actions. Though this makes creating a game harder, there are ways 
around it, or a developer can decide that it is a risk worth accepting. 
 




When using Ethereum, a developer does not need to think about block 
creation time. It’s set to be between ten and twenty seconds. For this project’s 
simulations, Ganache was set to mine blocks every fifteen seconds to be right  
in the middle. This really drove home how slow running a game on Ethereum 
would be. Any interesting action was followed by a fifteen second delay. As an 
example, when testing some very basic game mechanics, getting the simulation 
set up took fifteen seconds, spawning six cards which took fifteen seconds per 
card, and then running some number of test runs of different game mechanics 
which each would take fifteen seconds. So just to get the blockchain to the 
point of testing it would take one minute and forty five seconds. That is a long 
time to wait for a game just to be set up, and then after that, each test ran was at 





running out of gas, a simulation would take anywhere from fifteen seconds to 
two minutes. After that the error message would be read, a few changes would 
be made, and then the process would begin again. While this is frustrating, it 
could be worse, and when things got really bad the mining time on Ganache 






Another thing that adds to this, which is completely impossible to 
account for, is how loaded the Ethereum network is. If the network has a lot of 
transactions going on it, it takes longer for transactions to get accepted, as they 
go to the end of the queue. An example of this is back when CyrptoKitties 
overloaded the network.[13] There is usually a backlog of transactions waiting 
to be run on the blockchain, but when that number climbs to be close to twelve 
thousand transactions, that is a long time to wait for transactions execute. The 





[14], which means that Ethereum can handle around two hundred twenty five 
transactions a block. At that rate it would take fifty three blocks to clear that 
backlog or around eight hundred seconds, roughly thirteen minutes. Having to 
wait that long for each transaction is a bit unbearable. 
 
It is worth pointing out that this was an extreme case and that the 
Ethereum network is usually not this busy. Looking at the number of 
transactions from before CryptoKitties took over, around two thousand 
transactions, the transactions are only about nine blocks out. If that’s the case, 
that transaction is only one hundred and thirty five seconds from being 
executed, or just over two minutes. Two minutes is a bit obnoxious, but in 






A soft fork happens when two nodes create a new block at roughly the 
same time. When a block is created, it begins to propagate through the 
blockchain. During this time, another node that has not received this new block 
can create a valid block, not knowing that another node has already done so. 
Effectively, this creates two blockchains that have different last blocks. Each 
time nodes contact each other they verify what blockchain they each are 
working on. [4] So in the example above, the first blockchain can be called 





because it was created first, but nodes that have not seen A and receive 
blockchain B will think that B is the correct blockchain until blockchain A 
makes its way to them. At this point the node will check the timestamps and 
choose the one that was created first, but until this time nodes will begin 
working as though blockchain B is the correct one. If the timestamps are the 
same, the node will default to eventual consensus. The reason that this happens 
is because there is no central server that every node synchronizes with. It’s a 
trade off. As seen in Figure. 2.2, it may look very cluttered and unorganized but 






Hard forks are the terror of blockchains. A hard fork is when something 
massively goes wrong, and the blockchain needs to be put into a specific state 
to remedy it. For example, if a blockchain changes the amount of data that can 
be in each block, as Bitcoin did, or to rollback a hacking attempt that stole 
money from users, as Ethereum did. The blockchain needs to be stopped, 





on what the last block is. If there are soft forks, and there will be, then this can 
take some time as each node decides which soft fork to go with. 
 
As with the examples stated above, sometimes this needs to be done. 
Bitcoin had a hard fork to increase the block size. This was done to facilitate 
more transactions per block, helping to alleviate the backlog of transactions. 
But this is not always something that the community can agree on. The 
infamous DOA Hack[15] saw a malicious actor steal 3.6 million Ether, at the 
time this was around 72 million USD. This was reverted by a hard fork, but the 
community did not completely support it. So the hard fork created two 
blockchains, Ethereum and Ethereum classic. They share the same history, but 
they split at some point and run on as two completely different blockchains 













In a standard PoW blockchain a 51% attack is when an individual, or 
group of individuals working together, amass a majority of the computing 
power on a blockchain, aka 51% of the power. If they did this, they could 
change the rules of the blockchain or perform any malicious attack that they 
want. For example, if a group took over 51% of the Bitcoin blockchain, as was 
seen in July 2014, [16] they could accept faulty blocks into the blockchain. 
Usually what a group will do is double spend crypto currencies. When this 
happens, users are able to spend a cryptocurrency repeatedly and then claim 
that they still own it, thus the name double spending. It would be a bit like a 
nickel with a string through it. Someone could put it in a vending machine and 
then pull it back out, spending the coin multiple times without ever actually 
spending it. This scenario has actually happened on the Bitcoin blockchain. 
Fortunately for Bitcoin, when the mining pool ghash.io took 51% control, they 
quickly limited their power and did not perform any malicious activities. 
Another cryptocurrency blockchain, Bitcoin Gold, was not as lucky. A group 
took majority control in May of 2018 and managed to keep control for several 










A large problem that comes up with a blockchain is that it needs outside 
data feeds to work properly. A blockchain cannot actually check if the triggers 
for an if-then statement has been met. It must rely on some outside source that 
tells it that the trigger has been satisfied, then the smart contract can be 
activated. So in the above example with Bob, Jill, and the apples; the 
blockchain does not know if Bob gave Jill the three dollars or not. The 
blockchain must believe what it is told. A corrupt data input will corrupt the 
blockchain. 
 
Something else to remember is that a system is only as good as the 
people using it. A common application that people like to talk about is using a 
blockchain to create a safe and secure online voting system. This has upsides 
and downsides. First, it can be made very secure. Each individual would have 
their own personal key that allows them to place one vote on the blockchain. 
Without the help of quantum computing, other people cannot hack this key, so 
the only way someone could place a vote for someone else would be if that 
person gave them their personal key. The data stored on this blockchain is 
effectively incorruptible as well, as hacking a blockchain is just as hard as 
hacking a private key. But the problem comes from counting the votes. A 





something needs to count up those votes after the voting has ended. This is still 
corruptible, as people can lie or systems can be written with biases in them. In 







Blockchains are not fast. Because each block needs to be verified by 
each other node in the blockchain, it takes a while for that to happen. And the 
more users, the longer it takes. This is not to say that a blockchain can not be 
fast. They can, but in doing so they give up some certainty and there are far 
more forks in the blockchain. In the end it will all work out, but there is always 
a chance that it does not. If the data gets screwed up enough then a hard fork 







Another issue that comes up is that because a blockchain is an append 
only ledger, if it is discovered that something is wrong, developers cannot 
directly fix it. An obvious example is a corrupt data feed, but a smart contracts 
could have a bug. This can be very problematic if it has already run. If it has 





finish, a developer can fix this by updating the smart contract code, canceling 
the original smart contract, and then creating a new smart contract with the 
updated code. 
 




Even with all of the security within a blockchain, there are still security 
issues. While they may not be very likely to happen, they still are an issue if 
someone is purposefully trying to mess up a system. These issues are specific 
to the Ethereum blockchain, as that is the blockchain that that was used in this 
project. These mostly come from the paper, Making Smart Contracts Smarter. 
[18] 
 
The first of these is known as Transaction-Ordering Dependence. What 
this means is that the order in which transactions are ordered can make a large 
difference in how the transactions actually play out. In this scenario, a 
developer has created a puzzle on the Ethereum network and the developer  
pays users who solve this puzzle for them. If the developer is malicious, they 
could listen on the Ethereum blockchain for a user to submit a solution to the 
puzzle. As soon as a solution is submitted this developer could submit a change 
to their payment for the puzzle, lowering it. If this change in payment makes it 
into the same block as the solution, there is a chance that it is also written to the 





puzzle solution would be paid less than they thought they would get for solving 
the puzzle, maybe even not being paid at all. Since Ethereum makes a new 
block roughly every twelve seconds, the malicious developer has a window 
where they can theoretically achieve this. 
 
Timestamp dependence is another issue that can affect different 
contracts on Ethereum. This allows a user to change the timestamp on their 
newly mined block by about 900 seconds. As was stated before, generating a 
random number on a blockchain is not easy. In reality it is not possible, so 
some form of pseudorandom number generation must be used. A common way 
to do this is to use the timestamp of the computer that is to mine the block. If 
the owner of this computer is unscrupulous, they can read through the code to 
generate this random number and try to influence it so that benefits the miner. 
An example of the pseudorandom number generator is below in figure 2.4. It 
has been simplified from the original. [19] Though it is not straightforward, a 








Mishandled exceptions can cause headaches. There is a real example of a 
contract that has ceased operation on the Ethereum blockchain because of bad 
exception handling. Below, in figure 2.5, is a simplified version of the King of 








How this contract works is that a user may pay an amount of Ether to 
become the new King of the Ether Throne. This amount is subtracted from the 
price that the current king paid, and the difference it paid to the current king. 
Then the new king is put on the throne, where they remain until someone pays 
to become the next king. On line 15, the code attempts to send some amount of 
Ether to another contract to perform a task. The reason that this contract is no 
longer in use is that there is no exception handling. So it sent an amount of 





for the task to be completed. The other contract sent back an error message, but 
because this was not handled, the current king was removed without being paid. 
 
When this happened it was not malicious, but there is a way for an 
attacker to purposefully cause the send function to throw an exception. 
Ethereum limits the call stack depth to 1024 frames. So if an attacker where to 
cause the send function in line 15 to call itself 1023 time and then send a 
transaction it would crash every time. Ethereum thinks that a transaction was 
sent because one was attempted on the last call, but the contract itself sends an 
error message. 
 
The final vulnerability that should be discussed is Reentrancy 
Vulnerability. The easiest way to think about a reentrancy vulnerability is to 
consider a state machine like the one below in figure 2.6. This is a state 
machine for a turnstile. Let us say that a user put a coin into this turnstile, 
unlocking it, then pushed it but stopped pushing it before it locked. If that user 
could interact with this turnstile in a malicious fashion while in this state, it 











Such an exploit was used in the infamous, TheDoa hack. There is a lot 
that happened in this, but the discussion will be limited to just the vulnerability. 
For more detail, read the article in the references [15]. The English is rather 
broken but it does a good job of going over everything that happened and has 
the sources to back it up. 
 
TheDoa was an investment group running on the Ethereum blockchain. 
They would allow users to invest Ether into TheDoa, and then use this 
investment to vote on different projects that users put forward. TheDoa would 
then go on to fund the projects that got the most votes. They added a function 
that would allow a user to remove their funds from the current investment if the 
user was opposed to it. But when they did this, they wrote the code to first 
transfer the funds and then to update their balance. An attacker noticed this and 





call itself recursively before their balance was updated. In doing this the 
attacker was able to take 3.6 million Ether, which at the time was more than 
42.5 million US dollars. This money was later returned, but not without a lot of 
discussion and arguing about how to go about it, or even if it should be done. 
While this discussion is very interesting, and plays on the fundamental ideas of 
blockchain, it is not a part of my research. [15] 
 
Blockchains also run into a problem of scale. Since there is no central 
server to hold all of the growing data, each individual node needs to hold a 
copy of the blockchain. Thankfully this is not the entire blockchain, but one  
that has been compressed down using some form of compression. Each 
blockchain uses a different method. Some aim for maximum compression  
while others try to be fast. But no matter what, the amount of data in a 
blockchain will continue to grow. In the beginning, this is not a big deal, as it is 
small, but they grow over time. As of September 10, 2019, the Bitcoin 
blockchain is 239 gigabytes. Put another way, this is roughly one hundred sixty 
full length movies. So every miner needs to download this 239.445 gigabyte 
blockchain before they can begin mining themselves. Individuals can get 
around this by joining mining pools, so that the load is split between each 













Initially, there were two choices for blockchains that could be used in 
this project. One could be created from the ground up or use one that is already 
set up online and adapt it to the needs of the project. There are many reasons to 
choose either one. If one was to be created, it could made so that it did 
everything required. But it would need to be started from the very beginning. 
On the other hand, if a system that was already set up was chosen, such as 
Ethereum or Hyperledger, it would have the baseline already take care of, 
though the language specific to the blockchain would need to be learned. 
 
In the end, Ethereum was chosen. Ethereum is an online platform for 
running blockchain applications. It is open-source and it is effectively free to 
run on their test servers. It’s effectively free because every time a smart 
contract is triggered it costs some amount of their digital cryptocurrency, 
known as Ether. Thankfully, if a blockchain is running on the test servers, the 
users can request free ether be sent to them for testing purposes. This was a big 
draw as tests could be preformed without losing a lot of money. A misjudged 
smart contract can cost thousands of dollars, either for the developer or for the 





Although Ethereum is set up to allow either a public or a private 
blockchain, a public blockchain was chosen for a few reasons. Firstly, it allows 
anyone to join. As the main idea behind this project was to test the viability of 
using a blockchain to track NFTs, it was important to allow anyone to access 
my project. Because it is only running on a personal computer and not the 
Ethereum network, it runs much like a private blockchain, but in theory it could 
be transferred over to the Ethereum network. Second, having to verify every 
address each time tests were run would have slowed this process down even 
further. Everything could have been made private to allow only specific users  
to test the code, but that defeats the purpose of it being a public blockchain. 
Since it is only running on a personal computer, it can be assumed that every 






There are a few different places to write and test code, such as 
Ethereum’s Remix, but the Truffle suite of tools was chosen instead. Remix 
allows a user to easily transfer their code to a working test network, but Remix 
does not allow for multiple users to interact with a contract. Truffle is a 
development framework, allowing users to compile code as well as run a 





messier things, such as linking libraries. It also allows for JavaScript tests to be 
used to make sure that everything is working as intended. 
 
To optimally test code, developers need more than just one Ethereum 
account. So instead of making multiple accounts and having to switch between 
them every time another account was needed, a program called Ganache was 
used. It is another piece of the Truffle suite. Ganache is a tool that allows a 
developer to have access to multiple dummy user accounts for an Ethereum 
blockchain. This is very handy as each user has access to one hundred fake 
Ether. This face Ether allows the user to perform many actions on my 
blockchain. Seeing as most actions on the blockchain cost around 0.02 Ether, 
each account can perform an incredible number of actions without being in 
danger or running out of Ether. These accounts also refill all of their Ether each 
time the program is restarted, so if an infinite loop accidently drains an account 
it can just be restarted to have access to this account’s funds again. 
 
Ganache also allows a user to set the block mining time. By default it is 
set to automining, this means that every time something is pushed to the 
blockchain, a new block is created. While this is very fast, it’s also unrealistic. 
Each blockchain has a different block creation time that they aim for. They 
work hard to try to keep these times to be as consistent as they can, so a user 





simulated. For Ethereum their block creation time is set to around fifteen 
seconds. So for realistic testing the block mining time could set it up to fifteen 
seconds. 
 




To start, the NFT tutorial from Dapp University was used [21]. This 
walks participants through how to create a basic NFT that holds a color to 
distinguish them from each other. It sets it up with a simple mint function and 
gives the user the ERC-721 token contract that openZepplin has created for use 
on the Ethereum blockchain. The ERC-721 token contract gives developers the 
backbone of a NFT that users can build from. [22] This was a good starting 
point as it gives a solid bedrock to work up from. 
 
The next step was to convert this blockchain into one that could hold and 
track NFTs with more interesting data. By creating a struct that represents a 
card the blockchain keeps track of a multitude of statistics such as cards, their 
rarity, strength, age, the owner’s address, the total number of cards, and how 
many wins each card has. 
 
There are three rarity values, rare, uncommon, and common. The odds of 
a card being common are roughly 57.1%, of being uncommon are roughly 





card’s strength. Common cards have a strength of 1, uncommons are 3, and 
rares are 6. These values will be explained more in the next section. Each card 
is originally owned by the default node that begins the blockchain, but they can 
be transferred to any other node. 
 
Card age is almost exactly like what was discussed earlier in regards to 
coin age, but with a small change to fit the needs of this project. Each time the 
game is played, each card gains one age. This value is multiplied by the card’s 
strength, and this is the cards new total strength value. This total strength is the 
value that is used in the games listed below. Each time a card wins, the card’s 
age gets reset to zero. This makes it so that a card cannot win two games in a 
row, as any number multiplied by zero gives a zero. 
 
There are also features to allow users to sell and trade their cards. The 
trade functions works by allowing users to input their addresses and the card ID 
of the card they wish to trade. The card ID is simply the number assigned to it 
when it is created. Once this has been input into the blockchain it switches the 
owners, giving each user the other users card. There are two ways to do card 
sales. The first is to call the sale function. The users enter their addresses, the 
card ID for the card that is up for sale, and the price that the buyer is willing to 
pay for the card. The first ID is the one selling the card and the second is the 





does not actually handle any money, because that would require an outside 
datafeed. The other option for selling cards is an auction. First, a user enters the 
card they wish to auction, a value that they wish to use as the starter bid, and  
the length of time that they want the auction to go on for in blocks. Since this is 
designed to run on the Ethereum Blockchain it can be assumed that a block is 
created every fifteen seconds, so every four blocks listed for the auction time is 
a minute. Once this first function has been called the auction is started and  
users can bid on it. Any user who wishes to bid on the card calls the bid 
function, and passes it the amount they wish to bid and their address. If this 
amount is larger than the previous bid it is accepted and the user is stored as 
having the largest bid. Each time this bid function is called it checks to make 
sure that the auction has not exceeded the length of time set for the auction. If it 
has, it ignores the bid and calls the auction end. The blockchain then makes  
sure that the owner of the card was not the one who placed the last bid. If they 
aren’t then it transfers ownership to the user who placed the highest bid. This 
again is not actually connected to any real money, it simply simulates an 
auction. 
 




The games do a good job of showing both the positives and negatives of 





PoS blockchain works and to prove that there is a viable way to do random 
numbers on a blockchain, a game was developed represent a card game based 
off of the principles of PoS and a final game to show off that a blockchain can 
handle more complex game concepts. 
 
First there is a pseudo random game that picks card winners by chance. 
True random is hard to replicate on a computer and almost impossible to 
replicate on a blockchain, so a slightly more round about way of achieving a 
random number is needed. Since it’s not truly random, it is called a pseudo 
random number. To generate the pseudo random number the first thing that 
needs to be done is to take the previous block’s hash value and modulates that 
by the total strength of all of the blocks added together. This new value is 
compared to the total strength of the first card. If this card has a higher strength 
than the modulated number, then that card wins. If not, the total strength of the 
next card is added to the value of the first card and compared to the modulated 
number. This continues until a value is found to be above the modulated hash. 
The cards with higher strength should have more chances to win, as each time 
they age they add their strength to their total. So a rare card’s strength goes up 
by six for each game it doesn’t win, while a common card’s strength only goes 
up by one for each game it doesn’t win. This means that the rarer cards are 





The second game has no random elements to it but it follows a similar 
concept. The total strength of each card is calculated and the card with the 
greatest strength wins. This should show that the rarer cards win more, but over 
time the weaker cards will win a few games. If there is a tie the card with the 
lower card number wins, giving the first cards created an advantage over newer 
cards. 
 
Finally, the third game is more complicated. It is Rock Paper Scissors. 
To begin the game a user needs to put in the address of the two players 
involved. Then the first player calls a function to take their turn. They choose a 
card and submit it. Then the second player does the same. At this point, the 
cards are compared. Uncommon cards beat common cards, rare cards beat 
uncommon cards, and common cards beat rare cards. If both players submit the 







Below the results of the simulations show the results as well as some 
other tests. For each of the games, test runs made up of one hundred games, 
with seven cards of varying rarities were run. For each set, ten games were run 
and then the number of wins were recorded. Over the course of one hundred 





The odds of each card to win the random games are based on the number 
of cards. In the test seven cards were used, four common cards, two uncommon 
cards, and one rare card. These cards have different odds of winning, common 
cards have one chance, uncommon cards have two, and the rare card has three. 
Adding these together gives a better understanding of the probabilities for each 
card type in the psuedo random game. For the tests this total is eleven, so the 
odds of the rare winning is three out of eleven, a uncommon is two out of 
eleven, and a common is one out of eleven. But looking at the odds of each 
rarity over the entire set is slightly different. The rare is does not change as 
there is only one rare card. The uncommon cards have four out of eleven 
chances since they both have a probability of two. The commons also have a 
four out of eleven chance, as four cards with one chance to win added together 
gives four. 
 




The deterministic game works as intended as shown in figure 4.1. Since 
this game will not change from run to run only one set of one hundred games 
was run. As can be seen in figure 4.1, each rarity of card stick together. The 
rare card wins the most games, the common cards are at the bottom, and the 





like rarity peers. This was used as the baseline, the runs that was used to 









10 20 30 40 50 60 70 80 90 100 
Common 1 1 2 3 3 4 5 6 6 7 8 
Common 2 1 2 2 3 4 5 5 6 7 8 
Common 3 0 1 2 3 4 4 5 6 7 7 
Common 4 0 1 2 3 3 4 5 6 6 7 
Uncommon 1 3 4 6 8 10 12 14 16 18 20 
Uncommon 2 2 4 6 8 10 12 13 15 17 19 
Rare 1 3 6 9 12 15 18 22 25 28 31 
 





The results for the pseudo random game are exactly what was wanted, as 
shown in figure 4.2, 4.3, and 4.4. Over the three sets it can be seen that cards 
usually stay with the other cards of their rarity, but this is not always the case. 
In the first set of one hundred games, the results are vaguely similar to that of 
the deterministic results. There is a clear distinction between each card rarity 
and like rarity cards are grouped together. The second set is a lot more random 
with the cards ending up roughly around each other. The rare card is still at the 
top of the pile, but there is a lot less range between the lowest uncommon and 
highest common. It’s the third run that is the most interesting run though. The 
strongest uncommon card manages to keep up with the rare card for sixty 
games and even takes a lead by one game at the twenty games point. In the end 
the rare does come out on top, but both of the uncommons are close. One is 
within two wins and the other is four away. This is closer than what is seen in 












10 20 30 40 50 60 70 80 90 100 
Common 1 1 2 3 4 5 6 8 9 10 11 
Common 2 2 3 3 4 6 7 8 9 10 11 
Common 3 1 2 3 3 4 5 6 7 8 9 
Common 4 1 2 3 4 5 6 7 9 10 10 
Uncommon 1 1 3 6 8 9 11 13 15 17 18 
Uncommon 2 2 4 5 8 9 10 12 12 14 17 
Rare 1 2 4 7 9 12 15 16 19 21 24 
 












10 20 30 40 50 60 70 80 90 100 
Common 1 1 2 2 3 4 6 7 8 9 9 
Common 2 2 2 4 4 5 7 7 9 9 11 
Common 3 2 3 4 5 6 6 7 9 11 12 
Common 4 1 3 4 5 6 7 9 10 12 13 
Uncommon 1 1 3 4 6 9 10 12 13 15 17 
Uncommon 2 1 2 5 7 9 10 12 13 14 15 
Rare 1 2 5 7 10 11 14 16 18 20 23 
 












10 20 30 40 50 60 70 80 90 100 
Common 1 1 2 4 5 6 7 8 9 11 11 
Common 2 1 2 3 4 6 7 8 9 11 12 
Common 3 2 3 4 5 6 7 8 10 11 12 
Common 4 1 3 3 4 4 6 7 8 9 11 
Uncommon 1 1 3 4 6 8 9 12 13 15 16 
Uncommon 2 2 4 6 8 10 12 13 15 16 18 
Rare 1 2 3 6 8 10 12 14 16 17 20 
 




Looking at the results in chart 4.2, 4.3, and 4.4 the other all results can 
be compared to those of the expected results. From the probabilities discussed 





of 100. The rare card won 24, 23, and 20 games in the sample sets. This is a 
little lower than the probabilities that were expected. The uncommon cards 
should win roughly 36 games out of 100. In the sample sets the uncommons 
won 35, 32, and 34 games. This is close to what was expected. The common 
cards have the same probability of winning as the uncommons, they should win 
36 games out of 100. They won 42, 45, and 46. This is much higher than was to 
be expected. The variation in rares coming out below expected and commons 
coming out higher than expected can be put down to the age mechanic. This 
will benefit the commons more as there are more of them and will not help the 
rare much as it wins often. 
 
As can see from looking at the results across all of the games, the 
stronger cards win more often even in the random games. In the deterministic 
game the cards keep roughly the same slope throughout the game, while the 
random games see much less standard win rates. For a game, the pseudo- 
random one is probably the better option. Stronger cards win more but there is 
still a chance that weaker cards can get more wins than in the deterministic 
game. 
 




Trading, buying, and auctions all work as intended. Seeing as roughly 





number of sales and trades can go on at any given time. One major issue is that 
there is no console in Ethereum, so it cannot be seen when an auction ends. The 
only way to see if the auction is over is to either check the boolean that records 
if an auction is currently running, or to see if the owner of the card being 
auctioned has a new owner. Bids can still be entered after the auction is over  
but they are discarded. 
 








Using Ethereum for this project has been both a blessing and a curse. 
Learning Solidity was relatively simple, but troubleshooting issues has been 
less straightforward. As stated before, there really isn’t a console and 
sometimes errors come up that don’t appear in the error log. Another issue is 
that the language is still being worked on. So with the constant changes to the 
language the project has had to be restarted from scratch a few times. But not 
having to design my own system was still a huge benefit and saved a lot of 
time. 
 
Two big features for the Ethereum blockchain are the development tools 





blockchain. After starting to work on Etherium more features became important 
to the project. 
 
Firstly, the development tools. Ethereum is the most popular platform for 
designing Decentralized Applications, or dApps. This means that there is a host 
of tools, tutorials, projects, and help out there for those that need it. Almost 
every problem that arrose was something that someone else had also run into 
before. Tools like Ganache and Truffle were also a huge help, and designed to 
be used with the Ethereum Blockchain. 
 




Nothing is perfect though, and Ethereum is no different. There is a 
charge for every calculation that is performed as well as every write to their 
blockchain. This cost is called gas, and is paid for using Ethereum’s own 
proprietary cryptocurrency, Ether. The price is calculated based on the 
complexity of the operation being performed. Most of these transactions do not 
cost much, but if there is an error it can grow to be a price that no one will pay. 
One way to lower this cost is to allow more time for each transaction. This is an 
interesting feature of Etherereum, in that a node can pay more to get their data 
added to their blockchain sooner, or save money by letting it happen when the 
next block has free space to add the data. The three speeds are fast, two minutes 





games, the Deterministic game costs roughly 120,000 gas per run, which is 
right around twelve cents per run. The Pseudo Random game costs a bit more, 
roughly 140,000 gas which works out to being close to 14 cents per run. Sales 
and trades cost around 30,000 gas, which is close to three cents. Auctions are a 
bit more complicated as they cost as amount for each step in the process. 
Starting an auction costs 113,000 gas or 11 cents, a bid costs 50,000 gas or five 
cents, and ending an auction costs 30,000 gas or three cents. 
 
Another issue is the speed at which Solidity is changing. As an emerging 
technology it makes sense that things would change at a rapid rate, but this also 
means that tutorials, help from message boards and forums, and anything else 
from as recent as three months ago sometimes is no longer relevant. During my 
time working with Solidity they have changed a lot, including how to declare a 
struct. This change alone set the project back almost a week as many things 
needed to be, such as how to declare, create, and work with structs. 
 








CryptoKitties is the original NFT [11]. A CryptoKitty is nothing more 
than a collection of digital cat. Each cat has unique attributes that make it 





the Ethereum world by storm and were quickly the most popular thing on the 
Ethereum blockchain. Within a month of the launch there were more 
transactions for buying, selling, and trading these digital cats than for any other 
use on the Ethereum blockchain. [13] 
 




When this research was started, the concept of how to design a game 
around NFTs was only just coming to be understood. CryptoKitties had only 
just started wreaking havoc on the Ethereum blockchain and the idea of what a 
NFT could mean for gaming was only a theory. But two years later, there is a 
much different landscape. There are multiple games that use NFTs in some way 
for their games. One in particular stands out. Gods Unchained came out in 
October of 2019 [23]. This is effectively the product that this thesis set out to 
design. Gods Unchained has gone further into the game design side of things 
than this thesis did, but the fundamentals are the same. Firstly, they have  
created Non-Fungible Tokens that represent cards. These can be purchased by 
players in card packs, similar to booster packs in a traditional trading card  
game. These cards are owned by the player and can be traded or sold for Ether, 
the Ethereum cryptocurrency, which in turn can be exchanged for whatever 





Finding the code for this game is rather obnoxious. Many projects 
running on Ethereum have made their code open to the public on Github. But 
Immutable, the company behind Gods Unchained, has not done that. So to find 
the code, one must watch the Ethereum blockchain and use Etherscan to find  
the contracts that the game and it’s players are referencing. From this it was 
discovered that Immutable only use the blockchain for storage, though that is 
not a bad thing. The blockchain allows them to enable trading and selling cards, 






Cryptogs is a very simple game but it is an important one. It is an 
implementation of pogs on the Ethereum blockchain [24]. Players have a 
collection of digital pogs that they can wager on each game. Two players put 
five pogs forward as a wager to begin the game. These pogs are randomly 
shuffled and stacked into a pile. Then the players take turns throwing a 
“slammer” at the stack, trying to flip over pogs and claim them for themselves. 
In reality what is going on is that they wait for the blockchain to randomly 
decide if they flip over any pogs and if so, how many. All of these calculations 
are performed on the blockchain, even the random number generation. This 










Because of the issues listed about the cost of using Ethereum, this 
project has gone about as far as it feasibly can. More work can be done though. 
Based on Gods Unchained, it is possible but it will not be as easy and 
straightforward as this project. One reason Gods Unchained is doing so well is 
that it does not run on the blockchain, it only uses it for data storage. This 
allows the game to run quickly and smoothly while people are playing it, but 
has everything stored in a robust and very secure system on the backend. 
 
Having said all of this, there are ways to change the speed issue. One 
idea that would be interesting moving forward would be to create a completely 
asynchronous game on a blockchain. In this, a player would take an entire turn 
without the other player being able to interrupt them. This is not a common 
concept in trading card games, but it is in board games. Chess is a prime 
example. In chess, a player takes a turn and the other player does not have any 
way to interact with their opponent during their turn. But looking at a 
traditional trading card game, such as Magic the Gathering, there are a host of 
actions that both players can take during a turn. Removing this would slow the 
game down a lot, but that is what is needed, a slower game to match the slower 
base system. By giving players multiple options to perform in a turn it should 





There are a few games that already run completely on a blockchain. An 
example of one of these games is Cryptogs. So it can be done. By adding more 
choices per turn, a developer can in theory make a much more interesting and 
fun game. 
 
Another issue with a project like this is the cost. As mentioned earlier, 
Ethereum charges a small amount of money for both calculations and when 
data is written to the blockchain. While this makes sense from a business 
perspective for them and for a publicly used blockchain platform used by many 
different types of projects, it made deploying my game on a live blockchain 
unfeasible. During the heavy testing time, as five Ether a day was being 
consumed. At that time that would have cost $750 USD. Now of course this is 
in testing, but the fact remains that the costs can add up. 
 
Now of course there is a way to fix this right in front of us all. If this 
project were to continue it would be taken off of the Ethereum blockchain and 
would be designed from the ground up. The costs associated with block 
transactions are paid to the node that mines the block that the transactions are 
in, thus paying them for their work. Instead, the system can be set up so that 
when a node mines a block they get new, freshly minted cards. This would 
make it so that trades and sales can go on without needing to charge money for 





complete sense that Ethereum would charge for these services, this is how they 
motivate people to spend their computing power to keep the blockchain safe, 
but since the blockchain isn’t dealing with money for the most part then instead 
the blockchain can incentivise users with cards instead. 
 
Since no central server is required to hold all of the data, start up costs 
would be relatively low. Once the first block has been mined, others can simply 
connect to my blockchain, download it from other users, and begin mining as 
well. A website would still be required, as new players would need a place to 
get information about the game. This site could also help to host an auction 
house for selling cards or card packs. Ethereum has some nice libraries for 
setting up auctions, so these would need to be replicated as well. So it is not  
like it would be free of startup costs. 
 
A final change would be to make this new blockchain Proof of Stake 
instead of Proof of Work. The idea is that the crypto currency mined is 
payment for the energy spent to mine the block, but that is not necessary. By 
moving to Proof of Stake, the project would no longer need to have a way to 
offset the energy costs of mining, as most nodes could sit idle, only spending 
the electricity they usually would while being left on throughout the day. To get 
around the hoarding problem that was mentioned before, it could be that users 





problem as make the problem a feature and not really a problem anymore. Most 
players in collectible card games use only a few common cards anyway, as  
rarer cards tend to be much more useful. In Magic the Gathering Online these 
cards cannot be sold, so it is common to give these cards to automated bots that 
were designed for the sole purpose of helping players to declutter their 
collections. By making them what user’s stake, it makes use of something that 
usually gets hoarded anyway. This takes care of both issues neatly and cleanly. 
 
This system could be modeled off of the Ethereum proof of stake 
algorithm, known as Casper. Users would stake cards in groups of three, so for 
every three cards they receive one stake. Using a combination of Stake age and 
pseudo-random chance to choose which node gets to propose the next node. 
This would be similar to the pseudo random game that was used in the testing  
of this project. From here on this node shall be referred to as the proposer. Then 
some number of validators are choses in the same manner as the proposer. The 
proposer chooses the transactions to be in the next block and then sends this 
block to the validators. If the block is acceptable then the validators send this 
block out to the rest of the nodes in the chain and the process begins again. The 
proposer and validators are rewarded with a card pack each and their stake age 
is set back to zero, making them unlikely to be chosen as a proposer or  





will be chosen more often, but also allows those with smaller stakes to still gain 
free cards, enriching the ecosystem. 
 
But what if someone is not trustworthy in this process? If a majority of 
validators flag a block as incorrect or a validator votes against the other 
validators, then this node would be penalized. One card from their stake would 
be removed and permanently destroyed. A stake does not completely go away 
until all three cards are destroyed though. So if an honest mistake is made, a 
node gets a small slap on the wrist, but does not immediately lose all of their 
stake, allowing them to learn from their mistakes. Those with a stake on the 
chain also will be punished for being offline for an extended period of time, as 
having more possible validators online helps to keep the chain protected. 
 
Of course, this system is susceptible to attacks from a group that gets 
together to try to turn the chain towards themselves. A lot of the concepts that 
were discussed here are based off of Ethereum 2.0’s PoS concept, CASPER. 
Many of the more technical concepts in CASPER are not yet available to the 






Through this thesis it has been that a blockchain can be used for a digital 





buying, selling, trading, and playing games can all be done on this system. 
Using the Ethereum blockchain a proof of concept has been designed that is a 
good baseline for someone to build up from. The cost of running something 
like this on the Ethereum blockchain or any other blockchain not designed 
specifically for the purpose of just the game would probably not be worth it, 
but someone may prove this to be wrong. There is more work to be done here 
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