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Tato diplomová práce se zabývá analýzou, návrhem a implementací informačního systému
pro podporu studia a procvičování vybraných postupů dle Information Technology In-
frastructure Library (ITIL) se zaměřením na návrh a provoz služeb (service design and
operation). V podobě webové aplikace představuje netradiční přístup k řešení výukového
software s využitím rozšíření standardní výukové části o herní prvky a interaktivní scénáře.
Vytvořený systém umožňuje uživatelům definovat služby a úkoly, jako jsou incidenty a pro-
blémy vzniklé jejich provozem, a hodnotit reakce odpovědných uživatelů. Aplikaci mohou
využít IT správci nebo vedoucí Service Desku pro zaškolování nových techniků nebo obsluhy
Service Desku.
Abstract
This master‘s thesis presents analysis, design and implementation of an information system
for supporting studying and practicing of selected methods described by Information Tech-
nology Infrastructure Library (ITIL) with focus on service design and service operation. In
the form of a web application the thesis presents an uncommon approach to e-learning sys-
tem development by extending the standard lecture part by game elements and interactive
scenarios. Developed system allows creators to define services and tasks, such as incidents
and problems caused by their operation, and evaluate reactions of responsible users. The
application can be used by IT administrators or Service Desk managers to train new IT
engineers or Service Desk operators.
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Se stále rostoucím využitím internetu v běžném životě se rozrůstá jeho využití i ve vzdělá-
vání. Řada organizací z komerční i neziskové sféry dnes nabízí výukové kurzy nejen formou
prezentací, dokumentů nebo videí, ale i přímé komunikace s lektorem a virtuálními spo-
lužáky. Tato interaktivita se neustále vyvíjí a dynamický vývoj mobilních zařízení přináší
další možnosti, jak lze výukový software prezentovat.
Tato diplomová práce se zabývá analýzou, návrhem a implementací webového infor-
mačního systému pro podporu studia a procvičování vybraných postupů dle Information
Technology Infrastructure Library (ITIL) se zaměřením na návrh a provoz služeb (service
design and operation). Klade si za cíl být interaktivním trenažérem, který svým uživatelům
umožní vytvářet a absolvovat různé postupy při správě služeb, incidentů a problémů.
Stručný úvod do problematiky je popsán v kapitole 2. Představuje ITIL a jeho části
správy událostí, incidentů a problémů, na které se práce zaměřuje. Specifikace požadavků
kladených na výsledný systém je popsána v kapitole 3. Tato kapitola představuje celkový
cíl této práce, požadované vlastnosti návrhu služeb a provozu služeb a souhrn funkčních
a nefunkčních požadavků. Kapitola diskutuje požadovanou strukturu výcviků a možnosti
definice individuálního chování jednotlivých konfiguračních položek a workflow aktivit. Toto
chování dává tvůrcům, kteří připravují výcviky, možnosti přizpůsobit chování služeb dle
jejich potřeb.
Analýzu a návrh systému popisuje kapitola 4. Stručně představuje podobná existující
řešení a zaměřuje se na tvorbu případů užití a konceptuálního modelu a logického schématu
databáze. Představuje také prototyp aplikace, který byl vytvořen v prvotní fázi projektu.
Zvolené technologie, architekturu systému, jeho bezpečnost a testování prezentuje ka-
pitola 5. Popisuje způsob volby technologií a jejich využití v projektu, strukturu aplikace
a napojení na databázi. Zmiňuje se také o problémech práce s reálným časem v systému
s možností návratu do historie a představuje interpret workflow, který byl v rámci projektu
realizován. Kapitola o bezpečnosti pak uvádí typy útoků, vůči kterým je aplikace odolná,
a kapitola o testování stručně charakterizuje jak uživatelské, tak automatizované testy, které
byly prováděny.
Zhodnocení celého projektu a náměty na budoucí rozšiřování lze nalézt v kapitole po-
slední (kapitola 6).
Součástí práce je i několik příloh. Příloha A zobrazuje ukázky snímků obrazovek vy-
tvořeného prototypu. Příloha B uvádí příklady vybraných případů užití a příloha C několik




Infrastructure Library – ITIL
Soukromé (proprietární) frameworky a standardy často spontánně vznikají v rámci orga-
nizace jako snaha o zvýšení efektivity prováděných činností. Jejich vývoj bývá postupný
a nestabilní, reagující na úspěchy či neúspěchy zaváděných procesů a pravidel. Takovéto
standardy jsou silně začleněné do organizací, ve kterých vznikají, a je složité je zobecnit
a předávat dalším, dosud nezainteresovaným uživatelům. Mnoho jejich principů nebývá do-
statečně zdokumentováno a existuje pouze v podobě zkušeností odpovědných pracovníků.
A pokud se přece jenom ucelené podoby dosáhnout podaří a standard je k využití na-
bídnut i dalším organizacím, mohou být licenční podmínky takového standardu vzhledem
k vynaloženým vysokým investicím jeho tvůrce nepřijatelné.
Naproti tomu veřejně dostupné frameworky a standardy bývají ověřené aplikací v nej-
různějších oborech, prostředích a situacích a bývají podporovány dalšími dodavatelskými
a partnerskými organizacemi. Díky svému širšímu rozšíření většinou nabízí i lepší možnosti
uplatnění například v podobě certifikací a lepší dostupnost kvalifikovaných pracovníků. In-
formation Technology Infrastructure Library (ITIL) takový veřejně dostupný framework
představuje. [14]
2.1 Představení ITIL
Jedná se o sadu osvědčených postupů a přístupů ke správě služeb v IT, propojených
se standardem ISO/IEC 20000, prvního mezinárodního standardu pro IT správu služeb.
Nejčastějšími a hlavními přínosy implementace těchto postupů bývá zvýšená spokojenost
uživatelů IT služeb, lepší dostupnost těchto služeb a tím i vyšší zisky z jejich poskytování
nebo snížení nákladů na jejich správu. V neposlední řadě jsou důležitým výstupem také
kvalitní podklady pro rozhodování a optimalizaci [9].
Stejně jako každý standard i ITIL se časem vyvíjí. V současné době se nachází ve verzi
ITILv3, která byla publikována v roce 2007. V roce 2011 došlo k její aktualizaci, která bývá
označována jako ITIL 2011 edition1.
Službou ITIL rozumí
”
prostředek poskytování hodnoty zákazníkovi prostřednictvím vý-
stupů, kterých zákazník chce dosáhnout bez vlastnictví specifických nákladů a rizik“ [3].
Součástí služeb jsou konfigurační položky, což jsou
”
jakékoliv komponenty nebo jiné aktiva
služby, které by měly být spravovány za účelem dodávky služby IT“ [3].
1http://www.itil-officialsite.com/
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Obrázek 2.1: Životní cyklus služby dle ITIL (převzato z [9])
Životní cyklus každé služby se dle definice ITIL sestává z pěti fází – počáteční definice
a analýza požadavků byznysu ve Strategii služeb (Service Strategy), návrh služby v Ná-
vrhu služeb (Service Design), její zavedení v Přechodu služeb (Service Transition), provoz
služby v rámci Provozu služeb (Service Operation) doplněné o Neustálé zlepšování služeb
(Continual Service Improvement).
2.2 Správa událostí – Event Management
Událost je dle slovníku ITIL definována jako
”
změna stavu, která je významná z hlediska ří-
zení konfigurační položky nebo služby IT. Pojem je také používán ve významu výstrahy nebo
upozornění pocházejících od služby IT, konfigurační položky nebo monitorovacího nástroje.
Události obvykle vyžadují, aby pracovník provozu IT provedl nějakou činnost, a často vedou
k registraci incidentu“ [3].
Události mohou informovat o výsledcích běžně prováděných operacích. Mohou ovšem
také signalizovat problémy, které se při provozu služby objevily. Analýzou takových událostí
lze problémy identifikovat již v počátcích a rychleji na ně reagovat.
Vlastní správa událostí (Event Management) je pak
”
proces odpovědný za správu udá-
lostí během jejich životního cyklu. Správa událostí je jednou z hlavních činností provozu IT“
[3].
Detekovaná událost může být pouze zaznamenána, může ale také vést k vytvoření inci-
dentu, problému nebo žádosti o změnu služby (Request for Change).
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2.3 Správa incidentů – Incident Management
Incident je dle ITIL definován jako
”
neplánované přerušení služby IT nebo omezení kva-
lity služby IT. Incidentem je rovněž porucha konfigurační položky, která dosud neovlivnila
službu“ [3].
Účelem správy incidentů (Incident Management) je navrátit službu zpět do bezproblé-
mového provozu, a to co nejrychleji. Jedná se o
”
proces, který odpovídá za správu životního
cyklu všech incidentů. Správa incidentů zajišťuje, aby normální provoz služby byl obnoven
tak rychle, jak je to možné, a aby byl minimalizován dopad na byznys”[3].
Ke každému incidentu vzniká odpovídající záznam (Incident Record), který obsahuje
detaily popisující incident a zachycující jeho životní cyklus, včetně způsobů jeho vyřešení.
Záznamy o jednotlivých incidentech lze nejčastěji nalézt v Service Desku (kapitola 2.5).
2.4 Správa problémů – Problem management
Problém je dle ITIL definován jako
”
příčina jednoho nebo více incidentů. Příčina obvykle
není známa v čase vytvoření záznamu o problému a proces správy problémů je odpovědný
za jeho další zkoumání“ [3].
Správa problémů (Problem Management) zahrnuje diagnostiku jejich příčin, stanovuje
jejich řešení a dohlíží, že je toto řešení realizováno,
”
odpovídá za správu všech problémů po
dobu jejich celého životního cyklu. Správa problémů proaktivně zamezuje výskytu incidentů
a minimalizuje dopad incidentů, kterým nemohlo být zabráněno“ [3].
Každý problém je evidován v samostatném záznamu (Problem Record), jenž obsahuje
veškeré detaily a dokumentuje celý životní cyklus daného problému.
2.5 Service Desk
Service Desk představuje jediné kontaktní místo mezi poskytovatelem služeb a uživateli.
Mezi jeho nejčastější funkce patří správa životního cyklu incidentů a požadavků na služby,
zejména jejich zaznamenání, prvotní analýza, kategorizace a určení priority, řešení nebo
eskalace na vyšší úroveň a uzavírání v případě úspěšného vyřešení. V neposlední řadě musí
umožňovat průběžnou komunikaci s dotčenými uživateli o aktuálním průběhu a způsobu
řešení daného incidentu nebo požadavku.
Při řešení požadavků je třeba brát v úvahu jejich složitost. Organizační struktura za-
jišťující podporu v organizaci může mít několik úrovní, dle zkušeností a kompetencí pra-
covníků. Nejnižší úroveň zajišťuje vyřizování nejčastějších a nejjednodušších úkolů, které
ke svému vyřešení nevyžadují vysokou odbornost nebo jejichž řešení je známé a dostatečně
zdokumentované. Pokud příchozí požadavek nelze vyřešit na této úrovni, je povinností pra-
covníků nebo automatizovaného nástroje ho eskalovat na úroveň vyšší, kde jeho řešení





Před započetím návrhu systému byla vytvořena specifikace požadavků, které by měl vý-
sledný systém splňovat. Součástí této kapitoly je popis cíle práce diskutující možnosti návrhu
a provozu služeb, jakožto i jednotlivých funkčních a nefunkčních požadavků.
3.1 Cíl práce
Cílem tohoto projektu je navrhnout, implementovat a na vhodné skupině uživatelů otes-
tovat informační systém, který uživatelům poslouží k výuce a procvičení vybraných po-
stupů dle jejich definice v ITIL. Aplikace umožní kombinovat teoretický výklad problému
s praktickými úkoly, které uživatel musí splnit a za které je, v závislosti na předvedeném
výkonu, ohodnocen. Nebude se tedy jednat o běžné e-learningové řešení, které známe z ji-
ných systémů1, ale spíše o kombinaci výuky s herními prvky, které můžeme najít zejména
ve strategicky zaměřených hrách.
ITIL představuje komplexní rámec pro řízení služeb a vytvořený systém by se měl
zaměřit pouze na jeho vybrané části, a to konkrétně na návrh a provoz služeb, zejména
pak na správu událostí, incidentů a problémů (Event, Incident a Problem management,
kapitola 2). Na tyto dvě oblasti je třeba nahlížet ze dvou pohledů – z pohledu tvůrce, který
připravuje scénáře a úkoly, a z pohledu uživatele, který má možnost připravené scénáře
v omezené míře modifikovat a především vypracovává připravené úkoly. Za svou aktivitu je
následně ohodnocován dle pravidel stanovených tvůrcem.
3.2 Service Design
Návrh služby sám o sobě představuje poměrně složitý úkol, který od svého autora vyžaduje
vynaložit určité úsilí a kreativitu k jeho zdárnému a efektivnímu splnění. Je třeba návrh
provést tak, aby výstupy služby odpovídaly výstupům požadovaných byznysem. Je nutné
uvažovat nad budoucí podporou služby, její bezpečností, infrastrukturou a způsobem měření
kvality. Jednotlivé služby mohou být principiálně velmi odlišné a je zodpovědností manažera
návrhu služeb (Service Design Manager), aby dílčí kroky prováděné při návrhu služby dobře
zkoordinoval [16]. Primárním cílem této práce není poskytnout nástroj pro návrh služeb,




Tvůrce výcviku musí být v rámci výcviku schopen definovat několik služeb a jejich para-
metrů. Na seznam definovaných služeb můžeme tedy nahlížet jako na zjednodušený katalog
služeb (Service Catalog). V rámci definice služby je možné stanovit její základní atributy,
jako je název nebo vlastník. Dále je možné z globálního adresáře přiřadit zákazníky, kteří
službu využívají, a určit strukturu služby v podobě konfiguračních položek (Configuration
Item) a definic jejich vstupů a výstupů. Aby bylo možné uživatelům procházejících vý-
cvikem znázornit danou službu i vizuálně, může tvůrce definovat i vzhled jednotlivých
konfiguračních položek pomocí k tomu určených pravidel.
Dostupnost služby, která v praxi bývá definována ve smlouvě o úrovni služeb (Service
Level Agreement, SLA) individuálně pro každého uživatele služby, může být v našem pří-
padě pro zjednodušení situace uvedena přímo v definici služby. Její parametry jsou tedy pro
všechny zákazníky totožné. Součástí dostupnosti jsou i nejvýše přípustné doby na reakci
a na vyřešení incidentu, které jsou stejné pro všechny kategorie i priority incidentů.
Některé atributy služeb mohou uživatelé při návrhu služby měnit. Této funkčnosti lze
využít pro trénování základních principů návrhu služeb, jako je například vytvoření služby
uživatelem na základě definovaného zadání a seznamu dostupných konfiguračních položek,
jejich vstupů a výstupů. Ve finální verzi aplikace se nicméně neuvažuje možnost, že uživa-
telem modifikovaná služba bude uvedena do provozu.
3.2.2 Definice chování
Jelikož služby a jednotlivé konfigurační položky mohou vyžadovat individuální přizpůsobení
svého chování, které pouhými statickými vlastnostmi nelze zajistit, je nutné mít možnost
toto chování definovat. Tímto chováním se rozumí zejména možnost reagovat na příchozí
vstup u konfigurační položky nebo událost v případě provozované služby.
Konfigurační položky
Konfigurační položka během svého provozu produkuje nějaký výstup. Tento výstup mohou
vyžadovat další konfigurační položky jako vstup pro další zpracování a vyprodukování od-
vozených výstupů. Je tedy třeba mít možnost tyto vstupy a výstupy definovat. Současně se
chování jednotlivých položek při přijetí vstupu může lišit – některé dokáží odvozený výstup
vygenerovat okamžitě, jiným jeho zpracování nějakou dobu trvá nebo čekají na doručení
dalších vstupů. Toto chování by mělo být možné definovat. Konfigurační položka také může
vykonávat nějakou opakovanou činnost, a to v pravidelných i nepravidelných intervalech.
Workflow
Ke každému výcviku se kromě vlastních služeb vztahuje i sada úkolů, které má uživatel
plnit. Na každý úkol lze nahlížet jako na posloupnost dílčích aktivit, které uživatel musí
absolvovat. Existuje přitom více možných řešení daného úkolu, které lze charakterizovat ně-
kolika různými posloupnostmi (toky) a jejich kombinacemi. Dílčí aktivitou při plnění úkolu
může být například zobrazení informativní zprávy, která uživateli představí řešený problém
a prezentuje mu zadání daného úkol. Další akcí může být vytvoření incidentu nebo problému
a sledování, jak na něj uživatel bude reagovat. Následně lze dle zvolené reakce uživateli při-
dělit kladný, ale i záporný počet bodů a zobrazit další informativní zprávu vysvětlující
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přidělené bodové hodnocení. Jednotlivé aktivity jsou vzájemně propojené a u každého pro-
pojení lze nastavit pravidla, při jejichž splnění bude aktivován následující krok. Na celý
problém tak lze nahlížet jako na problém workflow.
Workflow aktivity
Dostupné aktivity jsou předem definované a tvůrce pouze provádí jejich kombinaci do toku.
Vybrané typy aktivit umožňují nastavit hodnoty svých atributů, jež se následně použijí při
vykonání dané aktivity. Základním typem aktivit jsou Zpráva, Incident, Problém, Ohodno-
cení, Vlastní aktivita a Konec. Zpráva umožňuje definovat text zprávy, která bude uživateli
zobrazena. Může být využita k představení problému nebo zobrazení zadání úkolu. Inci-
dent slouží k vytvoření nového incidentu a nastavení jeho atributů. Podobným způsobem
Problém lze využít k vytvoření nového problému. Provedení aktivity Ohodnocení přidá
uživateli odpovídající počet bodů nebo peněžních prostředků. Vlastní aktivita umožňuje
tvůrcům definovat vlastní chování. Při provedení aktivity Konec je tok ukončen a daný
úkol je považován za dokončený. Dále existuje možnost směrovat tok na základě uživatelem
definovaných podmínek, vytvářet paralelní toky a slučovat je zpět.
Workflow aktivity mají možnost ovlivňovat stav konfiguračních položek, například před
vyvoláním incidentu mohou porušit SLA vybrané konfigurační položky. Tato vazba je pouze
jednosměrná, konfigurační položky nemají možnost do workflow zasahovat.
3.3 Service Operation
Pro řešení záležitostí týkajících se Event, Incident a Problem managementu má uživatel
k dispozici rozhraní Service Desk, které mu umožňuje na vzniklé situace odpovídajícím
způsobem reagovat. Také má k dispozici databázi známých chyb a jejich řešení (Known
Error Database), ve kterých může na základě klíčových slov vyhledávat možná řešení vy-
braných incidentů. Obsah databáze definuje tvůrce při vytváření výcviku.
3.3.1 Metriky pro hodnocení
Uživateli jsou během absolvování výcviku přidělovány body za jednotlivé úkoly tak, jak je
definuje tvůrce při návrhu služeb. Celkově získaný počet bodů je uživateli prezentován po
celou dobu plnění úkolů.
Kromě bodového hodnocení pracuje uživatel i s finančním rozpočtem. Tvůrce může
určit dostupný rozpočet při zahájení daného scénáře a stanovit cenu za instalaci a provoz
jednotlivých služeb a jejich komponent. K těmto službám a komponentám lze také stanovit
vlastní atributy, jejich výchozí a požadované hraniční hodnoty (které bývají definované
v SLA). Dodržovat SLA je přitom nezbytné pro získávání příjmů z provozu dané služby –
v závislosti na míře neplnění SLA jsou příjmy snižovány, a to až na nulovou hodnotu.
Náklady vynaložené na provoz služeb zůstávají stejné a jsou účtovány i v případě neplnění
SLA.
Uživatel má možnost nespolehlivé komponenty služeb vyměnit, a to za cenu stanovenou
tvůrcem. Platí přitom, že uživatel by se měl snažit vyřešit problém co nejdříve, aby obnovil
dostupnost všech služeb a tím i výši příjmů z jejich provozu. Určitý finanční obnos si může
vyžádat i řešení jednotlivých incidentů, a je tak na uživateli, aby z možných řešení vybral
to ekonomicky nejvýhodnější. Snahou uživatele by mělo být ukončit výcvik s co nejvyšším
bodovým i finančním zůstatkem.
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3.3.2 Event management
Lze očekávat, že služby a jejich konfigurační položky mohou generovat velké množství udá-
lostí, z nichž většina bude pouze informačního charakteru (např. že nějaká operace byla
zahájena a následně úspěšně ukončena). Kromě těchto událostí mohou ovšem generovat
i upozornění nebo kritické chyby, které mohou signalizovat problém se službou, a uživa-
tel jim musí věnovat odpovídající pozornost. Rozhraní Event managementu by tedy mělo
umožňovat nastavit pravidla, které pomohou vybrané příchozí události filtrovat.
3.3.3 Incident management
Pravidla vytváření záznamů o incidentech (Incident Record) jsou součástí scénáře výcviku
navrženého tvůrcem. Uživatel má možnost tyto záznamy prohlížet a řešit, přičemž možným
přímým řešením incidentu je eskalace na vyšší úroveň nebo aplikování známého postupu
z databáze známých chyb v podobě dočasného (workaround) nebo trvalého řešení. Důležité
je také informovat dotčené zákazníky o přijetí incidentu v rámci reakční doby uvedené
v SLA.
3.3.4 Problem management
Součástí scénáře výcviku jsou i pravidla pro vytváření záznamů o problémech (Problem
Record) a jejich provázání na existující incidenty. Uživatel může tyto záznamy prohlížet
a využít k analýze nového incidentu. Výstupem analýzy problému může být požadavek na
změnu (Request for Change), který existuje pouze jako dokument a uživatel jej již nijak
nerealizuje, nebo žádost o vytvoření nového záznamu v databázi známých chyb.
3.4 Funkční požadavky
Funkční požadavky lze rozdělit do tří skupin. Koncept návrhu a provozu služeb se prolíná
přes skupiny Správa výcviků a Absolvování výcviku. Skupina Správa systému pak předsta-
vuje pouze činnosti nutné k úspěšnému provozu a konfiguraci aplikace.
3.4.1 Správa systému
F1 Správa uživatelů a jejich rolí. Administrátor má možnost provádět nad uživateli v sys-
tému CRUD operace (Create, Read, Update, Delete). Ke každému uživateli lze přiřa-
dit přístupovou roli, která omezuje jeho přístup k systému. Mezi základní role patří
Administrátor, Tvůrce a Uživatel.
F2 Nastavení systému. Systém má předdefinovaná nastavení ovlivňující jeho chování. Toto
nastavení má administrátor možnost přizpůsobit dle požadavků své organizace.
3.4.2 Správa výcviků
F3 Vytvoření nového výcviku. Tvůrce vytváří výcviky, definuje v nich existující služby
a scénáře. S jednotlivými výcviky lze provádět CRUD operace a určit, zda je výcvik
publikovaný a zda je dostupný pouze pro registrované nebo i neregistrované uživatele.
F4 Vytvoření scénáře. Na základě existujících služeb může tvůrce definovat posloupnost
aktivit (workflow), ze kterých scénář sestává, jak je uvedeno v 3.2.2 Definice chování.
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F5 Definice služby. Při návrhu služby je možné definovat kromě základních informací i jed-
notlivé konfigurační položky, ze kterých se služba skládá. U každé konfigurační položky
lze definovat její vstupy a výstupy a chování, viz 3.2.2 Definice chování.
F6 Prohlížení výsledků a aktivit uživatelů. Aby mohl tvůrce hodnotit úspěšnost ním vy-
tvořeného výcviku, má k dispozici přehled absolvovaných sezení jednotlivých uživa-
telů, jejich výsledek a souhrn o jejich průběhu.
3.4.3 Absolvování výcviku
F7 Zobrazení výcviků. Uživatel aplikace má možnost zobrazit seznam veřejně dostupných
výcviků. Nepřihlášený uživatel může nahlížet pouze do výcviků, které jsou publiko-
vané a dostupné pro neregistrované uživatele. Přihlášený uživatel může nahlížet do
všech publikovaných výcviků.
F8 Zahájení výcviku. Z dostupných výcviků může uživatel zvolit jeden, který chce absol-
vovat, a tento výcvik je zahájen.
F9 Event Management. Během provádění výcviku může uživatel přijímat, číst a archivo-
vat záznamy událostí (Event) generovaných konfiguračními položkami jednotlivých
služeb.
F10 Incident Management. Při provádění výcviku může uživatel přijímat, číst a řešit zá-
znamy incidentů (Incident Record) vytvořených společně se vznikem incidentu. Na
vznik každého nového incidentu je uživatel upozorněn a je mu umožněno daný inci-
dent vyřešit jedním ze způsobů uvedených v 3.3.3.
F11 Problem Management. Během provádění výcviku může uživatel přijímat, číst a řešit
záznamy problémů (Problem Record) vytvořených společně se vznikem problému. Na
vznik každého nového problému je uživatel upozorněn a je mu umožněno daný problém
uzavřít jedním ze způsobů uvedených v 3.3.4.
F12 Implementace služby. Pokud tvůrce označil scénář jako návrh služby, je uživatel vyzván
k dokončení návrhu této služby z dostupných konfiguračních položek.
F13 Návrat do předchozího kroku. Během provádění scénáře provozu služby je průběžně
zaznamenávána a ukládána uživatelova aktivita. Uživatel má k dispozici seznam ně-
kolika posledních stavů výcviku a má možnost návratu do vybraného stavu. Z tohoto
stavu může dále pokračovat v řešení scénáře libovolným dostupným způsobem.
F14 Vyhodnocování aktivity. Uživatel je informován o přiděleném bodovém hodnocení
(nebo penalizaci) a vidí svůj bodový i finanční zůstatek, viz 3.3.1.
Neformálně lze funkční (a podstatné nefunkční) požadavky znázornit v podobě myšlen-
kové mapy (mind map) zobrazené na obrázku 3.1
3.5 Nefunkční požadavky
NF1 Systém je implementován jako webová aplikace. Požadavek stanovený zadáním. Umožní
snadný přístup k aplikaci pomocí HTTP protokolu a internetového prohlížeče a zá-
roveň usnadní aktualizaci aplikace a odstraní problémy s její distribucí. Předpokládá
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Obrázek 3.1: Zjednodušená specifikace ve formě myšlenkové mapy
NF2 Systém je víceuživatelský. V jeden okamžik může se systémem pracovat více uživa-
telů různých rolí, přičemž sezení jednotlivých uživatelů se neovlivňují (neuvažujeme-li
změny konfigurace systému). Aplikace nicméně nepředpokládá týmovou spolupráci na
řešení úkolů, každý uživatel bude pracovat s vlastní instancí daného výcviku.
NF3 Záznam o aktivitách uživatele nelze dodatečně měnit. Aktivita uživatele a jeho reakce
na předkládané úkoly musí být zaznamenávány postupně, a to i v případě, jsou-
li nesprávné. Uživatel nesmí být schopen svoji aktivitu dodatečně modifikovat na
základě objevení správného řešení.
NF4 Používání systému je pro uživatele intuitivní a snadno použitelné. Tento požada-
vek nelze objektivně vyhodnocovat, nicméně systém bude dodržovat zažité konvence
v uživatelských rozhraních a jeho grafická podoba bude spíše jednoduchá a přehledná.
Také bude otestován ve spolupráci s vhodnou skupinou uživatelů.
NF5 Vícejazyčnost uživatelského rozhraní. Vytvořené uživatelské rozhraní systému bude
dostupné v češtině a angličtině a musí umožnit snadný překlad do dalších jazyků.
Samotná aplikace bude provozována vždy pouze v jednom jazyce, jehož volbu provádí
administrátor v nastavení.
NF6 Kvalitní dokumentace. Součástí výstupu projektu bude kromě technické dokumentace
popisující implementační detaily i uživatelská příručka, která bude určena jak pro




Na základě analýzy specifikace byl vytvořen diagram případů užití a konceptuální model
domény s využitím notace UML1. Součástí kapitoly je i návrh logického schématu databáze
a stručný přehled o existujících řešeních zabývajících se výukou a simulací postupů dle
rámce ITIL.
4.1 Existující řešení
Na trhu lze nalézt poměrně velké množství školení a seminářů zaměřujících se na vý-
uku ITIL, většina z nich je ovšem dle prezentovaných osnov standardní on-site nebo e-
learningovou přípravou na jednu z dostupných certifikačních zkoušek2 bez možností prak-
tického nácviku3.
Další nabízenou variantou, kterou lze nalézt u zahraničních společností, je simulace
řešení vybraných problémů v týmu s podporou specializovaného software. Tato možnost
je svou věrností nejblíže reálnému světu, nicméně vyžaduje přítomnost zkušeného mentora
a především všech týmových členů4. Jiné nástroje, které se prezentují jako simulace, jsou
pak formou klasického e-learningu obohaceného např. o multimediální obsah5.
Čistě programovou simulaci prezentuje na svém webu IBM pod názvem Actionable He-
roes – A Smarter Planet game6. Jedná se o sadu her zaměřených na IT Service Management
především z byznysu pohledu, a přestože se jedná o složitější aplikace využívající 3D gra-
fiku, herní možnosti jsou velmi omezené a jedná se v podstatě vždy pouze o plnění jednoho
připraveného úkolu s předem jasně očekávaným postupem.
K dispozici je i řada systémů plnících úkoly Service Desku, zejména v podobě Help
1Unified Modeling Language, http://www.uml.org/
2http://www.itil-officialsite.com/Qualifications/ITILQualificationScheme.aspx
3podobné školení nabízí v ČR např. Gopas, a.s. (http://www.gopas.cz/Kurzy/Katalog-kurzu/
Manazerske-dovednosti/Procesni-rizeni/ITIL-Foundation-V3-ITILFV3.aspx) nebo Telefónica Czech
Republic, a.s. (http://www.o2.cz/pa/191747-pecujeme_o_vas/80139-OptSkoleni.html) s ukázkovým on-
line testem http://test.omnicom.cz/
4 např. ITIL R© Foundation PoleStar Simulation od Global Knowledge (http://www.globalknowledge.
com/training/videodetail.asp?pageid=2222&vid=6), Apollo 13 a další hry od GamingWorks BV
(http://www.gamingworks.nl/business-simulations/apollo13-ism/), případně BSM Airport Simulation
Training od Materna (http://www.materna.com/EN/Pages/Training/ITIL/Details/BSM_Airport_a.html,
http://www.youtube.com/watch?v=67iq0MggOyg)
5např. Educa Simula, http://www.itil.net/
6http://www-01.ibm.com/software/tivoli/resource-center/ism-simulator/
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Obrázek 4.1: IBM Service Management
Mission
Obrázek 4.2: BSM Airport Simulation
Training [4]
Desk systémů7 nebo v kombinaci s CRM8 systémy, které jsou ovšem určené pro produkční
nasazení a možnosti simulace nenabízí.
4.2 Případy užití a aktéři
Z analýzy specifikace uvedené v kapitole 3 vyplývá, že se systémem pracují čtyři typy
uživatelů:
• Administrátor
spravuje uživatele a nastavení systému
• Tvůrce
připravuje nové výcviky a jejich obsah
• Registrovaný uživatel
absolvuje veškeré dostupné výcviky
• Neregistrovaný uživatel
absolvuje veřejně dostupné výcviky
Tyto typy zároveň odpovídají i přístupovým rolím, které budou v rámci implementace
využity a které opravňují uživatele k přístupu k odpovídající funkcionalitě systému. Uživa-
telé prvních tří zmíněných rolí (administrátor, tvůrce, registrovaný uživatel) se musí před
použitím systému autentizovat.
Při identifikaci jednotlivých případů užití lze vycházet ze strukturované podoby funkč-
ních požadavků (kapitola 3.4). Souhrnný diagram užití je znázorněn na obrázku 4.3 a popis
vybraných případů lze nalézt v příloze B.
4.3 Persony
Před návrhem systému byly vytvořeny profily čtyř typických uživatelů systému, kteří re-
prezentují cílovou skupinu výsledné aplikace9. Tyto profily (označované také jako persony)
7např. http://hornbill.com/
8Customer relationship management, např. http://www.zendesk.com/
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Obrázek 4.3: Diagram případů užití
mají zachovat konzistentní pohled k návrhu a vývoji aplikace po celý vývojový cyklus s
ohledem na potřeby a motivace jejich budoucích uživatelů[18].
Tomáš, 30 let
• Tomáš je Application Manager v organizaci, která aplikaci provozuje.
• Jedná se o pokročilého IT uživatele, který se orientuje v současných technologiích
i programovacích jazycích. V rámci organizace zajišťuje instalaci a údržbu software
a občas poskytuje podporu běžným uživatelům.
• Jelikož je zodpovědný za hodně aplikací, potřebuje mít k dispozici dobrou dokumen-
taci.
• Od aplikací vyžaduje, aby nebyly náročné na údržbu.
Jitka, 35 let
• Jitka pracuje jako Service Desk Manager a má zkušenosti i z návrhu služeb.
• Jedná se o mírně pokročilého uživatele, který zvládá běžnou kancelářskou práci ve vy-
braných aplikacích.
15
• Potřebuje aplikaci, která jí umožní v začátcích zaškolovat a trénovat nové členy jejího
týmu v oblasti správy událostí, incidentů a problémů. Je nezbytné, aby si mohla sama
vytvářet nové služby a definovat činnosti, které mají uživatelé plnit.
• Chce mít k dispozici záznamy o výkonech jednotlivých členů pro další rozhodování.
Filip, 41 let
• Filip je Technical Manager a velmi dobře zná strukturu služeb i situace, které mohou
nastat.
• Je to expert, který zná technické i byznys pozadí jednotlivých služeb.
• Jeho cílem je zvýšit efektivitu Service Desku tím, že bude schopen lépe reagovat
na příchozí události a vytvořené incidenty. Potřebuje tedy nástroj, který mu umožní
simulovat chování jednotlivých služeb a generovat události a incidenty o kterých ví, že
mohou nastat. Tento nástroj pak hodlá využít k zaškolení pracovníků Service Desku
a tím i zvýšení jejich efektivity.
Ludmila, 24 let
• Ludmila je nováčkem v týmu Service Desku a uvítala by nástroj, který jí umožní
zvýšit svou kvalifikaci a tím jí pomůže se rychleji začlenit do kolektivu.
• Jedná se o běžného uživatele, který zvládá základní práci s kancelářskými aplikacemi
a webovým prohlížečem.
4.4 Návrh struktury
Každý výcvik by měl umožnit realizaci několika nezávislých scénářů, například scénáře
Návrh služby a scénáře Provoz služby. Každý takový scénář pak pracuje s několika službami,
přičemž v rámci jednoho výcviku lze službu sdílet mezi více scénáři. Pro každý scénář lze














Obrázek 4.4: Struktura výcviku
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4.5 Prototyp aplikace
Na základě specifikace požadavků na systém byl vytvořen prototyp aplikace, který zachycuje
některé podstatné požadované vlastnosti výsledného systému. Tento prototyp byl vytvořen
jako webová stránka s interaktivními prvky simulující vybrané chování systému a byl použit
jako pomůcka ke specifikaci a ujasnění zadání projektu.
Ukázka prototypu ve formě snímku obrazovky je zobrazena na obrázku 4.5 a další ukázky
lze nalézt v příloze A. Vlastní prototyp je pak součástí přiloženého CD.
Součástí prototypu byl i návrh definice chování workflow aktivit a konfiguračních po-
ložek. Navržené řešení předpokládá využití zápisu podobného syntaxi JavaScriptu, případně
přímo využití JavaScriptu a jeho interpretaci na serveru.
Obrázek 4.5: Ukázka prototypu aplikace: Aplikace z pohledu uživatele – vizuální
reprezentace definované služby, Service Desk a průběžné hodnocení.
4.6 Konceptuální model systému
Problém výcvikového trenažeru tak, jak byl definován v rámci požadavků 3.4, lze rozčlenit
do čtyř hlavních oblastí:
• Objekty výcviku zahrnující vlastní strukturu výcviku a zúčastněných aktérů,
• Workflow postihující obsah scénářů v podobě posloupnosti akcí,
17
• Činnosti provozu vznikající během simulace na základě požadavků jiných objektů a
• Sezení poskytující podporu pro víceuživatelský systém se zaznamenáváním historie.
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Obrázek 4.7: Balíček Výcvik
První oblastí je vlastní organizace výcviku, tvorba scénářů a služeb, správa uživatelů.
Balíček odpovídající této oblasti je nazván Výcvik a jeho konceptuální schéma je znázorněno
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Obrázek 4.8: Balíček Workflow
Každý Výcvik sestává ze Scénářů, které mohou být Návrh služby nebo Provoz služby.
V případě Návrhu služby se navrhuje jedna konkrétní Služba, uživatel má nicméně k dispozici
i konfigurační položky jiných Služeb (můžeme je označit jako kandidátní služby). Chování
Provozu služeb je definováno pomocí Workflow a provozovaných Služeb. Každá služba je
složena ze skupiny Konfiguračních položek, které jsou navzájem provázané definovanými
Vstupy a Výstupy, a je využívána skupinou Zákazníků. Konkrétní stav Služby i Konfigurační
položky určuje Specifikace služby, resp. Specifikace konfigurační položky.
Druhou oblastí je definování obecného konceptu Workflow, tedy kroků scénáře, slože-
ného z workflow aktivit, jak zobrazuje obrázek 4.8. Workflow je definováno v rámci kon-
krétního Scénáře a vyskytují se v něm Aktivity různých typů s různými atributy. Všechny
Aktivity mají ve své Specifikaci definovaný stav, přičemž těchto stavů může být několik
a mění se Krokem v scénáři.
Další oblastí jsou události vznikající během provozu služby, tedy zejména artefakty
správy událostí, incidentů a problémů. Tento balíček je označen jako Činnosti provozu a jeho
schéma zachycuje obrázek 4.9. V každém Kroku scénáře může vzniknout nebo může být
změněno několik Činností provozu služeb, a to Událostí, Incidentů nebo Problémů. Události
jsou generované konfiguračními položkami dle definice jejich chování. Incidenty a Problémy
vznikají na základě workflow aktivit v definovaném scénáři. Jednotlivé Incidenty a Problémy
mohou mít vazbu na nějakou existující Známou chybu v Databázi známých chyb.
Poslední oblastí je správa Sezení uživatelů, tedy konkrétní stav zahájeného Výcviku
















 čas na odpověď
 čas na vyřešení
 je významný incident
















 náklady dočasného řešení



















Visual Paradigm for UML Standard Edition(Brno University of Technology)
Obrázek 4.9: Balíček Činnosti provozu
konkrétní Výcvik vytvořením Sezení, během něhož může absolvovat několik Scénářů do-
stupných v rámci daného Výcviku (každý Scénář představuje jeden Krok výcviku). Vlastní
absolvování Scénáře pak sestává z řady Kroků scénáře, během nichž uživatel plní konkrétní
aktivity daného Scénáře. Krokem ve scénáři se mění Specifikace konfiguračních položek,
Specifikace služeb, Specifikace workflow aktivit a stav jednotlivých Činností provozu.
4.7 Návrh schématu databáze
Při realizaci projektu se předpokládá využití relační databáze. Její logické schéma reflektu-
jící požadavky aplikace rozdělené na jednotlivé balíčky je zobrazeno na obrázcích 4.11 až
4.14 a vychází z konceptuálního modelu prezentovaného v části 4.6.
Jelikož má aplikace uživateli umožňovat návrat na některý z předchozích stavů (napří-
klad při špatně zvoleném postupu), je třeba uchovávat časově omezené záznamy pro všechny
typy, jejichž stav se s časem (nebo zásahem uživatele) může měnit. Proto se v databázi bu-
dou vyskytovat tabulky, které tato temporální data budou obsahovat a které by bez této
funkcionality nebyly nutné. Vzhledem k předpokládanému využití automatického přidělo-
vání primárních klíčů (auto increment), není použit složený primární klíč (ID, platnost
od, platnost do), ale primárním klíčem je pouze jedinečný identifikátor a vazba na první
výskyt daného objektu se realizuje pomocí klíče originalId. V diagramu jsou zachyceny
i vazby mezi tabulkami včetně cizích klíčů (foreign keys), které zajišťují referenční integritu.
Jednotlivé tabulky odpovídají entitám z konceptuálního modelu, vztahy M:N byly na-
hrazeny vazební tabulkou. Při převodu generalizace byly využity tři přístupy:
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Obrázek 4.10: Balíček Sezení
který typ určuje.
2. U Činností provozu (obr. 4.13) byla navržena samostatná tabulka pro jednotlivé
typy – pro události (operation events), incidenty (operation incidents) a pro-
blémy (operation problems).
3. Typ uživatelů (tvůrce, uživatel) byl převeden na podobu role, což v systému poskytuje
lepší možnosti práce s přístupovými oprávněními.
Popis chování konfiguračních položek a workflow aktivit je uložen jako program (po-
sloupnost příkazů) v textové podobě v atributech pojmenovaných dle názvu události (např.
onEvent). Některé typy obsahují i systémové údaje (např. metadata nebo data u workflow
aktivit), které uchovávají serializovanou podobu některých pomocných interních objektů,
jako je např. pozice aktivity ve workflow editoru10.
Způsob uchovávání historie stavů objektů je navržen dvojím způsobem:
1. U workflow aktivit, služeb a konfiguračních položek se v případě změny specifikace
vytváří její kopie, ukládá se do databáze a přidává se vazba na tuto kopii k aktuálnímu
kroku scénáře. Pokud ke změně specifikace nedošlo, není třeba kopii vytvářet a stačí
ke kroku scénáře přiřadit specifikaci již existující.
2. U činností provozu (události, incidenty, problémy) je přímo vyznačena jejich platnost
v podobě vazby na počáteční a koncový krok scénáře, ve kterém je záznam platný
(platné od kroku – do kroku). V případě jejich změny dochází k ukončení platnosti
původního záznamu a vytvoření záznamu nového.
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Obrázek 4.11: Schéma relační databáze – balíček Výcvik
Atribut isUndid udává, zda je daný záznam platný nebo zda na něj byl aplikován
návrat k předchozímu stavu. Hodnocení uživatele se eviduje u jednotlivých kroků scénáře
(scenario steps) i kroků výcviku (training steps). Celkové hodnocení výcviku by sice
mohlo být odvozeno od hodnocení jednotlivých scénářů, nicméně jeho výpočet není úplně
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Tato kapitola popisuje volbu technologií použitých pro implementaci výsledného systému,
jeho architekturu a podstatné vlastnosti. Zaměřuje se také na problém bezpečnosti výsledné
implementace a práci s daty.
5.1 Volba technologií
Před zahájením implementace bylo rozhodnuto o využití objektově orientovaného přístupu.
S ohledem k této skutečnosti byly voleny konkrétní technologie a nástroje, jak pro servero-
vou, tak pro klientskou část aplikace.
5.1.1 Serverová část
Jak zmiňuje ve specifikaci uvedený nefunkční požadavek NF1, výsledný systém má mít
podobu webové aplikace. Vzhledem k tomuto faktu byly zvažovány technologie, které se
pro tvorbu těchto aplikací používají nejčastěji.
Dostupné jazyky
Rozmach webových technologií v posledních letech dal vznik několika programovacím ja-
zykům a jejich nástavbám, které tvorbu těchto aplikací umožňují. Mezi na webu nejpouží-
vanější imperativní open source jazyky patří PHP, Ruby, Python nebo například Perl[1].
Všechny tyto jazyky umožňují použití objektově-orientovaného přístupu, nicméně v základu
neposkytují pro tvorbu kvalitních webových aplikací žádnou výraznou podporu. S výhodou
lze ovšem využít některého z existujících frameworků, které tuto podporu nabízí, jako je na-
příklad Rails pro Ruby1, Django pro Python2 nebo Nette Framework3 či Zend Framework4
pro PHP. Použití frameworku nepřináší pouze usnadnění a zefektivní vývoje, ale v řadě
případů i vyšší bezpečnost a lepší organizaci projektu.
S ohledem k dřívějším zkušenostem byla pro implementaci trenažéru zvolena kombinace







Pro persistenci objektů systému byla zvolena relační databáze MySQL5 v kombinaci s kni-
hovnou pro objektově-relační mapování (object-relational mapping, ORM) Doctrine 26.
Toto řešení přináší kromě možnosti zachování vazeb mezi objekty také využití dobře
známého jazyka SQL (Structured Query Language) i abstrakci konkrétní databázové im-
plementace. V případě potřeby tedy lze nahradit databázi MySQL za libovolnou jinou
s podporovaným ovladačem, například PostgreSQL. Dalšími výhodami jsou integrovaná
bezpečnostní pravidla, cachování nebo lazy-loading. Nevýhodou mohou být vyšší paměťové
a výpočetní nároky, tuto nevýhodu ale použití cache částečně odstraňuje.
Nevýhody PHP
Protokol HTTP je typu dotaz-odpověď (request-response) a v případě běžných webových
prohlížečů je klientem vyvolané spojení se serverem po přijetí odpovědi ukončeno. Tento
dotazovací (pull) model není pro interaktivní webovou stránku ovšem příliš dostačující, jeli-
kož server musí vyčkávat na žádost klienta a sám nemá možnost zasílat aktualizovaná data
a měnit obsah stránky. V případě navrženého trenažéru se jedná například o situaci, kdy
konfigurační položky služby generují na serveru události a tyto události je třeba zobrazovat
uživateli. S každým požadavkem je také spjata nemalá režie nejen v souvislosti s navazo-
váním TCP spojení, ale i s přenášením kompletních HTTP hlaviček dotazu i odpovědi.
Jelikož je protokol HTTP bezstavový, je také nutné při každém požadavku obnovovat celý
kontext aplikace.
Specifikace HTML5 přichází s konceptem WebSocket API7, který umožňuje mít se ser-
verem stálé aktivní spojení a průběžně přijímat (resp. i odesílat, jedná se o full-duplex
stream) data (označováno také jako HTTP server push). Všechny zmíněné programovací
jazyky zde ovšem naráží na výkonnostní problémy, jelikož pro zpracování každého poža-
davku vytváří samostatné vlákno (thread), které pak musí existovat i pro každé trvale
otevřené spojení. A jelikož vytvoření každého takové vlákna vyžaduje vyhrazení paměťo-
vého prostoru, dochází k vysokým paměťovým nárokům a snížení využitelné výkonnosti
serveru.
Poměrně novou a velmi zajímavou platformou, která tento nedostatek odstraňuje prin-
cipem výhradně neblokujících vstupně-výstupních (IO) operací, je Node.js8. Dostupné ná-
stroje pro tuto platformu zatím nicméně, dle mého názoru, nedosahují kvalit a komfortu,
které nabízí Nette Framework, a proto nebyla použita.
5.1.2 Klientská část
Vzhledem k webové povaze aplikace je hlavním jazykem použitým na klientské části zna-
čkovací jazyk HTML (HyperText Markup Language), konkrétně jeho připravovaná verze
HTML59. Nette Framework obsahuje šablonovací systém Latte10, který je ke generování
HTML kódu použitý. Grafické provedení uživatelského rozhraní je realizováno s využitím








CSS311. Vzhledem k použití nejnovějších návrhů specifikací, které se stále vyvíjejí a ještě
neprošly standardizací, je nutné pro práci s aplikací využít internetový prohlížeč, který tyto
specifikace podporuje12.
Dynamičnost a interaktivitu prvků uživatelského rozhraní zajišťuje sada skriptů v jazyce
JavaScript, který je vykonáván v prostředí webového prohlížeče. Moduly v JavaScriptu vyu-
žívají prvků specifikace ECMAScript 5, jejíž podpora mezi prohlížeči je dobrá13, a knihovny
jQuery14, která také podporuje všechny nejnovější prohlížeče15. Pro komunikaci se serve-
rem využívá rozhraní ve velké míře asynchronních požadavků, zejména v JSON (JavaScript
Object Notation) formátu (AJAX16).
5.2 Architektura systému
Rozdělení systému do několika modulů je pro kvalitní návrh software nezbytností. Každý
modul by měl tvořit celek s vysokou kohezí a nízkou vazbou na jiné moduly, současně by
měl respektovat princip nejmenší znalosti (Law of Demeter)[15]. Celý systém je pak vhodné
rozdělit do několika vrstev, které jasně rozdělují pravomoci jednotlivých částí systému.
5.2.1 Třívrstvá architektura
Architektura systému vychází z třívrstvé architektury Nette Framework, a to vrstvy da-
tové (doménové), prezentační a řídící. Jedná se o variantu návrhového vzoru Model-View-
Presenter (MVP), alternativu k všeobecně známému modelu Model-View-Controller (MVC).
Existují různé pohledy na tyto koncepty17, oba nicméně vychází z podobných principů a liší
se zejména odpovědností jednotlivých částí a způsobem vzájemné komunikace.
V obou návrhových vzorech reprezentuje vrstva modelu informace o modelované do-
méně. Jedná se tedy o objekt obsahující všechna data, pravidla a operace modelované
domény, které přímo nesouvisí s uživatelským rozhraním a řízením aplikace. Pohled (view)
pak představuje uživatelské rozhraní (UI), které je zobrazeno uživateli. Rozdíl mezi MVC
a MVP je způsob aktualizace modelu z uživatelského rozhraní. V případě MVC je model ak-
tualizován přímo z pohledu a o jeho změně jsou ostatní komponenty informovány s využitím
návrhového vzoru Observer, u MVP pohled komunikuje výhradně nepřímo přes presenter,
který přijímá akce uživatele (zastupuje tedy roli Controlleru) a zajišťuje aktualizaci mo-
delu i pohledu. Jedná se tedy o tzv. pasivní pohled (Passive view)[12]. Důležitým principem
zastoupeným v obou přístupech je nezávislost modelu na vrstvě prezentační i řídící.
5.2.2 Princip Dependency Injection
Nette Framework verze 2 klade velký důraz na izolovanost jednotlivých tříd a pracuje se
vzorem Dependecy Injection (DI)18. Cílem tohoto přístupu je omezit globální stav aplikace
(včetně statických proměnných) a závislosti na jiných objektech uvádět explicitně v dekla-
raci jednotlivých metod v podobě jejich argumentů[8]. Objekty, které mají mít během běhu
11http://www.w3.org/Style/CSS/current-work.en.html














MVC MVP (Passive View)
Obrázek 5.1: Závislosti vrstev v MVC vs. MVP – Passive View (převzato z [12] a [10])
aplikace pouze jednu instanci, lze inicializovat automaticky s využitím DI kontejneru, který
je součástí Nette Framework a který dokáže s využitím reflexe jazyka vygenerovat odpo-
vídající továrny (Factory) a služby automaticky vložit (injektovat) do presenterů a dalších
registrovaných tříd19.
Dodržování tohoto přístupu v kombinaci s nízkou vazbou také usnadňuje jednotkové
testování systému (unit testing), jelikož je snadné jednotlivé argumenty inicializovat a tes-
tované metodě předat (případně vytvořit fiktivní mock objekty20). S ohledem na tuto sku-
tečnost lze například návrhový vzor Jedináček (Singleton) využívající statickou metodu pro
získání instance považovat za anti-pattern[13].
5.2.3 Doménová vrstva
Pro realizaci vrstvy modelu byl použit koncept Domain Model[12], který představuje ob-
jektovou reprezentaci domény zahrnující data i chování. Tento přístup bylo možné použít
i díky volbě knihovny Doctrine, která zajišťuje transformaci relačních dat z databáze na
objekty a naopak (Data Mapper)[5]. Díky tomu lze mezi objekty zachovat i složité vazby
nebo dědičnost. Doctrine verze 2 je touto svojí architekturou odlišná od Doctrine verze 1,
která využívala vzoru Active Record a jednotlivé objekty (entity) měly přímou vazbu na
databázi21. Architektura Doctrine verze 2 tuto vazbu odstraňuje a zavádí koncept persis-
tentních entit a Entity Manageru známý například z Javy EE22. Jednotlivé entity jsou pak
běžné třídy, kde každá instance této třídy představuje jeden konkrétní doménový objekt
zapouzdřující data i chování. Vyhneme se tak problému anemické domény uvedený v [11],
kdy objekty ztrácí výhody OO přístupu a degradují na obyčejné datové struktury.
Mezi vlastní entitou a mapováním na databázi (Data Mapper) existuje ještě vrstva
úložišť (Repository), která vystupuje jako kolekce entit daného typu[12]. Nad touto kolekcí
lze provádět vlastní operace – typicky přidat do kolekce novou entitu, odebrat existující
nebo získat podmnožinu entit vyhovující nějaké podmínce. V našem případě lze této vrstvy
s výhodou využít pro získávání temporálních dat, kdy lze připravit sadu vlastní dotazů
načítajících pouze aktuálně platné záznamy.
Pro zjednodušení a ustálení rozhraní (API) pro práci s entitami a repozitáři existuje ještě






Na tuto vrstvu lze pohlížet jako na Fasádu, která zapouzdřuje byznys operace a deleguje
akce na jednotlivé entity a repozitáře. Vyčlenění této vrstvy umožní provádět tytéž operace
z více modulů v rámci celé aplikace. Této skutečnosti lze využít opět v případě temporál-
ních záznamů, kdy pro každý objekt s omezenou platností si služba vynucuje uvedení této
jeho platnosti a automaticky ji předává dále do nižší vrstvy repozitářů. Repozitáře pak
automaticky deaktivují záznamy, kterým danou operací platnost vypršela, a tím udržují
databázi v konzistentním stavu. Ke každé službě existuje pouze jedna instance, která je







Obrázek 5.2: Architektura modelu – Doctrine zajišťuje mapování objektů na databázi
a plní roli Data Source Layer. Domain Model obsahuje jednotlivé entity a repozitáře, nad
nimiž operuje Service Layer (převzato z [12])
Transakce
Další výhodou Doctrine je využití vzoru Unit of Work[12] v kombinaci s databázovými
transakcemi. Požadavky měnící stav entit jsou shromažďovány během celého požadavku
pouze v paměti a do databáze odeslány najednou až po explicitní žádosti (commit), a to
v rámci jedné transakce. Pokud tedy některý dotaz z dávky selže, stav aplikace zůstane
zachován v konzistentním stavu.
Ve vytvořeném trenažéru se tato žádost odesílá po ukončení zpracovávání požadavku
a před zahájením vykreslování šablony (v Nette Framework se jedná o událost beforeRender
životního cyklu presenteru). Výjimku tvoří operace vytváření nových záznamů v tvůrčí zóně
trenažéru, jejichž výsledkem je přesměrování uživatele na detail nově vytvořeného objektu.
K tomu je ovšem nutné znát přidělené ID záznamu v databázi, proto je třeba před zahá-




Jelikož systém sestává ze dvou výrazných částí – pro vytvoření výcviku a pro jeho absolvo-
vání – tvoří tyto části dva samostatné moduly. V rámci obou modulů se vyskytuje stejná
struktura obsahující presentery i pohledy daného modulu. Tato struktura vychází z Nette
Framework a podrobnější popis lze nalézt v dokumentaci23. Všechny požadavky zaslané na
aplikaci směřují na vstupní bod systému (soubor bootstrap.php, vystupující jako Front
Controller), který je dle směrovacích pravidel předává na konkrétní presenter. Vlastní pre-
senter pak zajišťuje vyhodnocení požadavku, aktualizaci modelu s využitím vrstvy služeb
a naplnění odpovídajícího pohledu daty. Presenter také ověřuje, zda je uživatel autentizován
a ověřuje jeho autorizaci k požadované operaci (založeno na rolích).
5.2.5 Prezentační vrstva
Prezentační vrstva je tvořena sadou šablon v šablonovacím systému Latte, který je součástí
Nette Framework. Struktura šablon odpovídá struktuře presenterů a jednotlivých akcí, které
jsou v nich dostupné. Kromě toho se zde nachází i určitá hierarchie, kdy existuje hlavní
šablona (layout, masterpage), která určuje celkový vzhled webu, a jednotlivé individuální
šablony pak pouze definují bloky, které se do této hlavní šablony vkládají na definovaná
místa.
Součástí prezentační vrstvy je i sada CSS stylů a obrázků, které definují vzhled aplikace.
Barevné schéma výsledné aplikace je zobrazeno na obrázku 5.3 a bylo použito při tvorbě
výsledného grafického návrhu aplikace. Grafické provedení uživatelského rozhraní se snaží
o co největší přehlednost a využívá k tomu mimo jiné i výraznou typografii s využitím písma
Open Sans24 a sady ikon z grafického studia Brankic1979 25. Celkový náhled výsledného
vzhledu lze spatřit na obrázku 5.4 a v příloze C.
Obrázek 5.3: Barevné schéma aplikace
Dynamičnost uživatelského rozhraní zajišťuje několik modulů v jazyce JavaScript vyu-
žívajících frameworku jQuery a několika vybraných pluginů. Kompletní přehled použitých
knihoven včetně jejich popisu lze nalézt v dokumentaci. Implementace vlastních knihoven
v JavaScriptu je vytvořena ve formě navzájem nezávislých modulů, které jsou pro okolí do-
stupné pouze svým veřejným rozhraním a jejich interní implementace je skryta (návrhový
vzor Module [17]).
Využití asynchronních požadavků (AJAX) v kombinaci s JavaScriptem zrychluje práci
s aplikací a zachovává aktuální stav dokumentu. Použití tohoto přístupu je nezbytné, jelikož
řada operací, které uživatel může provádět, se týká pouze vybrané komponenty a nemá vliv
na ostatní komponenty na HTML stránce. V případě nevyužití JavaScriptu by k zacho-
vání stavu všech komponent i po opětovném načtení stránky bylo nutné v každém HTTP
23http://doc.nette.org/cs/presenters
24písmo od Steva Mattesona, http://www.google.com/fonts/specimen/Open+Sans
25350 Pixel Perfect Icons, http://www.brankic1979.com/icons/
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Obrázek 5.4: Ukázka vzhledu aplikace – detail výcviku s jednotlivými scénáři
požadavku přenášet kompletní stav celého rozhraní, což by nejen zpomalilo práci s aplikací,
ale zvýšilo i nároky na serverovou část. Jako odpověď na tyto asynchronní požadavky se
prohlížeči vrací vždy pouze ta část stránky (v Nette Framework označená jako snippet),
jejíž stav se provedením požadavku změnil. Tím se velikost dat přenášených mezi klientem
a serverem výrazně snižuje.
5.2.6 Správa událostí
U provozu služeb spoléhá aplikace z velké míry na akce uživatele, jednotlivých konfigura-
čních položek nebo běžících služeb. Jedná se tedy o několik potenciálních vstupních bodů,
na které může chtít zareagovat kterákoli část systému. Příkladem takové situace může být
workflow aktivita vyžadující vyřešení incidentu u služby. Tato aktivita musí vyčkat, do-
kud uživatel daný incident nezačně řešit. A jakmile uživatel nějaké řešení použije, chce
být o této skutečnosti informována, aby jeho řešení mohla vyhodnotit a případně obnovit
původní stav dané služby a incident uzavřít. Je tedy třeba zajistit vzájemnou komunikaci
mezi těmito komponentami, a proto byl implementován systém zasílání událostí26.
Byla vytvořena třída EventManager27, která umožňuje libovolnému objektu se zaregis-
trovat k příjmu událostí určitého předdefinovaného typu a současně tyto události genero-
vat. Přijatou zprávu pak tento EventManager distribuuje všem objektům, které se k jejímu
odběru zaregistrovaly. Typy dostupných událostí jsou v systému předdefinované ve formě
výčtu (enumeration), jednotlivé události pak musí být typu Event nebo odvozeného a ob-
sahují alespoň základní informace o události, jako je její zdroj a argument. Toto řešení zcela
skrývá implementační detaily jednotlivých odesílatelů i příjemců a do budoucna umožňuje
snadné rozšíření o další typy zpráv. Zjednodušenou ukázku zasílání zpráv mezi EventMa-
nagerem a ostatními objekty znázorňuje obrázek 5.5.
26princip lze nalézt např. na http://soapatterns.org/design_patterns/event_driven_messaging
27Pozn: nijak nesouvisí s Event managementem z pohledu ITIL diskutovaným v kapitole 2.2
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4.1: IncEvent = createIncEvent()
Visual Paradigm for UML Standard Edition(Brno University of Technology)
Obrázek 5.5: Sekvenční diagram zachycující princip šíření událostí přes EventManager
Jelikož je instance EventManageru třeba ve všech dotčených komponentách, realizuje
se často s využitím návrhového vzoru Singleton. Nicméně v rámci dodržování Dependency
Injection (více viz 5.2.2) je v našem případě jeho instance jednotlivým komponentám pře-
dávána přímo. Pro přihlášení k odběru událostí musí sdělit příjemce události zpětné volání
(callback funkci), kterou EventManager při přijetí dané události vykoná. V případě použi-
tého PHP 5.3 lze s elegancí využít předání anonymní funkce28.
Komunikační kanály
Události v EventManageru proudí přes dva komunikační kanály:
1. Event channel : Události vyvolané workflow nebo uživatelem
2. IO channel : Události vyvolané konfigurační položkou
Události vyvolané workflow aktivitami jsou distribuovány všem přihlášeným odběra-
telům, přičemž jedním z těchto odběratelů je i uživatelské rozhraní, které v případě něk-
terých aktivit zobrazuje odpovídající prvky UI. Dalším zdrojem událostí je vrstva služeb
(Service Layer), která generuje události po provedení vybraných změn modelu (např. eska-
lace incidentu).
V případě konfiguračních položek se pomocí událostí předávají výstupy vygenerované
danou konfigurační položkou dalším konfiguračním položkám, které tento výstup očekávají
28http://php.net/manual/en/functions.anonymous.php
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na svém vstupu. Jelikož tato akce probíhá nezávisle na workflow29 a konfigurační položky
jako takové nemají možnost stav workflow měnit a ani na reakce uživatele přímo nijak
reagovat, putují tyto generované události výstupu samostatným kanálem a nejsou ostatním
komponentám dostupné.
5.2.7 Sezení, temporální data a interní čas
Aby uživatel mohl nějaký výcvik spustit, musí nejdříve vzniknout sezení (Session). Toto
sezení představuje absolvování jednoho konkrétního výcviku, jak je znázorněno v logickém
schématu databáze 4.14, a sestává z jednotlivých kroků výcviku (Training steps), které
představují absolvování scénářů v rámci daného výcviku. Každý krok výcviku pak obsahuje
kroky scénáře (Scenario steps), což jsou již konkrétní stavy scénářů.
Pokud během zpracovávání HTTP požadavku dojde ke změně stavu jedné nebo více
konfiguračních položek nebo workflow aktivit, je jejich nový stav zaznamenán do databáze
a současně je vytvořen nový krok scénáře, který tento změněný stav reflektuje. To uživa-
telům umožňuje vrátit se do kteréhokoli z těchto uložených kroků, například při nevhodně
zvoleném postupu řešení zadaného úkolu, a obnovit stav scénáře k danému okamžiku.
Možnost obnovení předchozího stavu znemožňuje pracovat v rámci scénáře s reálným
časem. Proto je zaveden tzv. interní čas, který zachycuje délku hraní scénáře v sekun-
dách a počítá se od okamžiku spuštění scénáře. Návrat v historii pak obnovuje interní čas
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návrat zpět k předchozímu stavu 
uloženému v čase 12:21:10
Obrázek 5.6: Reálný versus interní čas při návratu k předchozímu kroku
Interní čas je uživateli skryt a není nijak viditelně prezentován. V rámci systému ho lze
nicméně využít pro plánování aktivit nebo sledování dostupného času k vyřešení incidentu
(dle nastaveného SLA). Je třeba opět zdůraznit, že časování není vzhledem k použití HTTP
pull modelu zcela přesné a tvůrci scénářů s tím musí počítat. Vyčleněním interního času
lze uvažovat i nad rozšířením systému o volbu vlastní rychlosti vykonávání scénáře.
Jednotlivé činnosti provozu (události, incidenty, problémy) mají uvedený čas platnosti
vzhledem ke krokům scénáře, ve kterých jejich platnost začíná, resp. končí. Pokud dojde ke
změně stavu těchto objektů, vzniká v databázi jejich kopie se změněným stavem a novou
29jak bylo uvedeno v kapitole 3.2.2
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platností. Naproti tomu workflow aktivity a konfigurační položky mají samostatně uložené
konstantní a proměnné hodnoty (jádro a specifikace) a v jejich případě jsou časově omezené
pouze hodnoty proměnné. Blíže je tato struktura popsána v kapitole 5.2.9 Struktura aktivit.
Vzhledem k tomuto rozdělení je třeba podotknout, že se změnou struktury workflow u již
rozehraných scénářů systém nepočítá a že změna specifikace aktivit nebo konfiguračních
položek se u takových scénářů nemusí uživatelům projevit nebo může způsobit chyby ve
scénáři (uživatelé mohou mít již uloženou vlastní, upravenou specifikaci).
5.2.8 Pravidelná aktualizace UI
Při simulaci reálných zařízení v podobě konfiguračních položek jednotlivých služeb narážíme
na problém změny jejich stavu. V reálném světě by tyto položky žily vlastním životem
a generovaly události (event, dle významu ITIL) dle potřeby, aniž by je o to někdo musel
žádat. V našem případě ovšem konfigurační položky
”
pracují“ pouze po krátkou dobu během
zpracovávání HTTP požadavku a pouze v tento okamžik můžeme získat jejich aktuální stav
i vygenerované události a předat je do uživatelského rozhraní. Tento problém byl částečně
diskutován již v kapitole 5.1.1.
Abychom dosáhli co nejčastější aktualizace UI, jakožto i stavu konfiguračních položek,
je nezbytné provádět HTTP dotazy na server v co pokud možno nejkratším intervalu. Tento
požadavek můžeme přirovnat k ICMP30 Echo request (ping), kdy z prostředí webového
prohlížeče (klienta) informujeme server o naší stálé přítomnosti a žádáme jej o zaslání
aktuálních dat jednotlivých konfiguračních položek. Obsluha tohoto požadavku na serveru
současně zajistí spuštění všech položek a aktualizaci jejich stavu.
Pravidelnost aktualizací závisí především na rychlosti odpovědi serveru a v testovací




Jak je uvedeno ve funkčních požadavcích (zejména F4 Vytvoření scénáře a F5 Definice
služby), chování jednotlivých scénářů výcviku (tj. služeb a úkolů pro uživatele) je tvořené
posloupností aktivit v podobě workflow. Byl proto vytvořen jednoduchý nástroj pro definici
workflow a interpret pro jeho vykonávání. Tento modul umožňuje pouze základní práci pro
modelování a neobsahuje funkce, které lze nalézt ve specializovaných standardech pro mo-
delování procesů (jako například BPMN31). Nicméně nejedná se o primární účel této práce
a současné řešení je pro aktuální verzi aplikace dostačující. Ukázka editoru pro sestavení
workflow se nachází na obrázku 5.7.
Struktura aktivit
Vzhledem k tomu, že v rámci průchodu scénářem je možné se vracet k jeho předchozím
stavům32, je třeba uchovávat a archivovat stav jednotlivých aktivit při každé jeho změně
(jak je uvedeno v 5.2.7). Některé atributy aktivit jsou ale konstantní a je zbytečné je stále
znovu duplikovat. Proto je definice každé aktivity rozdělena do dvou částí:
30Internet Control Message Protocol
31http://www.bpmn.org/
32viz funkční požadavek F13
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Obrázek 5.7: Ukázka editoru workflow s definovanou posloupností aktivit různých typů
(podmínky přechodu nejsou vyobrazeny)
1. Jádro aktivity (obsahuje konstantní atributy, WorkflowActivity)
2. Specifikace aktivity (obsahuje proměnné atributy, WorkflowActivitySpecification)
Specifikace aktivit tedy představují temporální data, jejichž historii je třeba ukládat.
Aby bylo možné během vykonávání workflow spojit konkrétní aktivitu s její aktuální spe-
cifikací a detekovat, zda se tato její specifikace nějak změnila (a zda je tedy třeba ukončit
platnost aktuální specifikace a vytvořit specifikaci novou), je vazba mezi aktivitou a aktuální
specifikací uložena v přepravce ActiveWorkflowActivity.
Součástí specifikace aktivity je i datová kolekce, do které lze (pomocí definice chování
aktivity) ukládat vlastní obsah a tím definovat složitější chování. Ukázku lze nalézt v příloze
D.
Stejná situace je použita i u konfiguračních položek, kde jádro konfigurační položky
využívá třídu ConfigurationItem a její specifikace ConfigurationItemSpecification.
Vazba mezi konfigurační položkou a její použitou specifikací je uložena v přepravce Active-
ConfigurationItem.
Typy aktivit
V rámci workflow lze pracovat s aktivitami různých typů, mezi předdefinované a povinné
typy pro každé workflow patří právě jedna aktivita typu Start a alespoň jedna aktivita typu
Konec (Finish), přičemž, jak lze usuzovat, workflow je aktivitou Start spuštěno a aktivitou
Konec ukončeno. Mezi další typy patří:
• IncidentActivity (vytvoření incidentu)
• ProblemActivity (vytvoření problému)
• EvaluationActivity (ohodnocení uživatele)
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• MesssageActivity (informační zpráva zobrazená uživateli)
• FlowActivity (reprezentuje přechod)
Vazby mezi aktivitami jsou obecně M:N, tj. v jedné aktivitě lze tok rozvětvit do více
toků a následně zase sloučit. O jaký typ rozdělení toku se jedná, určuje tvůrce výcviku, který
má možnost k jednotlivým přechodům nastavit vlastní podmínky. Standardní chování je
typu Multi-Choice (OR-split), kdy se tok rozdělí do všech větví splňujících jim přiřazenou
podmínku[6]. Při slučování toku se pak jedná o typ Simple Merge (XOR-join), kdy se
vstupní aktivita spustí opakovaně při každém vstupu a nedochází k synchronizaci vstupních
větví[6]. Změnit vstupní aktivitu na AND-join typ a čekat na dokončení všech předchozích
aktivit lze definicí vlastního chování.
5.2.10 Přizpůsobení chování
Tvůrci scénáře mají k dispozici možnost ovlivnit standardní chování jednotlivých konfigu-
račních položek i workflow aktivit a více se tak přiblížit reálnému světu. Tímto způsobem je
možné vytvářet bohatší scénáře se vzájemným provázáním úkolů a služeb, s individuálním
chováním jednotlivých konfiguračních položek nebo se změnami v scénáři v závislosti na
akcích uživatele.
Definice vlastního chování
Chování jednotlivých konfiguračních položek a workflow aktivit definuje při vytváření scé-
náře jeho tvůrce. Pro tento účel má k dispozici jednoduchý editor se základní funkcí au-
tomatického doplňování (autocomplete)33, které nabízí dostupné vlastnosti v závislosti na
typu popisovaného chování a dostupném kontextu.
Obrázek 5.8: Ukázka editoru chování s automatickým doplňováním
Pro popis chování lze využít předdefinovanou množinu příkazů zapsaných v syntaxi
vycházející ze standardu ECMAScript. Ukázku zápisu a seznam dostupných jazykových
konstrukcí a vlastností lze nalézt v příloze D.
Vyhodnocování chování
Pro vyhodnocení zapsaného chování bylo původně zvažováno využití JavaScript interpretu,
nicméně v době realizace nebyl známý žádný dostatečně kvalitní interpret, který by bylo
možné použít. O interpretaci JavaScriptu v PHP se pokouší například the PHP/JavaScript
33Použitý editor je knihovna CodeMirror (http://codemirror.net/) s upraveným JavaScript autocom-
plete pluginem
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interpreter34 nebo J4P5 35. Oba projekty však nejsou již řadu let udržované a jejich mož-
nosti, zejména v podobě vzájemné komunikace mezi PHP kontextem a JavaScript kódem,
jsou značně omezené.
Proto byl zvolen jiný přístup ve formě využití lexikálního a syntaktického analyzátoru
k načtení vstupního zápisu a následné vlastní transformaci vzniklého abstraktního syntak-
tického stromu (Abstract syntax tree, AST) do PHP zápisu a jeho pozdější vykonání přímo
PHP intepretem. Pro tuto operaci byla využita knihovna jParser a jTokenizer36. Použitím
tohoto přístupu bylo zároveň možné omezit povolené jazykové konstrukce, což je klíčové
pro bezpečnost celého řešení. Jelikož PHP neumožňuje za běhu zkontrolovat syntaktickou
správnost vygenerovaného kódu (jakékoli syntaktické chyby způsobují okamžité ukončení
intepretace a nelze je zaznamenat[2]), je nutné pro toto ověření spustit nový PHP proces,
transformovaný kód mu předat k otestování a ověřit jeho návratovou hodnotu37. Potenci-
álním problémem tak zůstávají sémantické chyby, které se projevují až během vykonávání
kódu a jejichž proaktivní detekce jde nad rámec této práce. Nicméně tyto chyby lze za běhu
detekovat a problematický kód ukončit, aniž by ovlivnil aplikaci jako takovou.
Vykonávání tohoto kódu probíhá v anonymní funkci vytvořené pomocí PHP funkce
create function. Vytvoření uzávěru (closure) izoluje uživatelský kód od ostatního kódu
aplikace a přes návrhový vzor fasáda (Facade) zpřístupňuje pouze vybrané proměnné a me-
tody, které se liší v závislosti na typu chování. K dispozici je i systém pomocných objektů
(helper), kterými lze poskytnout podporu pro obecné knihovny. V současné době to jsou
objekty Math a Date, jejichž vlastnosti jsou podobné objektům stejného jména známých
z JavaScriptu38. Vzhledem k tomuto modulárnímu provedení lze v budoucnu bez potíží
provést rozšíření o další moduly.
Tvůrci scénáře mohou u workflow aktivit i konfiguračních položek využít vyhrazeného
asociativního pole (dostupného přes vlastnost data), do kterého mohou ukládat vlastní
hodnoty, a tak si zaznamenávat stav aktivity. Toho lze využít například pro simulaci AND
spojení toku u workflow nebo časové prodlevy (timeout).
Konfigurační položky
Jednotlivé konfigurační položky přijímají v pravidelných intervalech událost ping (která
byla popsána v 5.2.8), na kterou mohou reagovat. Celkem jsou k dispozici čtyři takové
události:
• onPing – vyvoláno pravidelnou ping událostí
• onInputReceived – vyvoláno příjmem nějakého ze svých vstupů
• onRestart – vyvoláno restartem konfigurační položky (akce uživatele)
• onReplace – vyvoláno výměnou konfigurační položky (akce uživatele)
OnPing Příchod pravidelné ping události. Případem reakce na tuto událost může být vyge-
nerování výstupu nebo změna atributů dané konfigurační položky, například postupné








OnInputReceived Pokud konfigurační položka vyprodukuje některý ze svých výstupů, je
tento výstup automaticky předán jako vstup dalším konfiguračním položkám, které jej
přijímají. Toto přijetí způsobí vyvolání onInputReceived události a přijímací položka
na něj může dále reagovat.
OnRestart Uživatel má možnost konfigurační položku restartovat. Jaký bude následek
této operace, musí určit tvůrce scénáře. Tato operace se standardně nijak neprojevuje
na hodnocení uživatele.
OnReplace Uživatel má možnost konfigurační položky obměnit (vyřadit starou a pořídit
totožnou novou). Výměna položky způsobí obnovení výchozího nastavení položky a je-
jích atributů. Tato operace odečítá z aktuálního finančního zůstatku hráče náklady
vynaložené na pořízení této položky (pořizovací cenu opět určuje tvůrce scénáře).
Workflow aktivity
Během průchodu workflow se každá aktivita může nacházet v jednom ze čtyř dostupných
stavů:




I aktivity mohou mít vlastní chování, které bylo uvedeno v části 5.2.10. Toto chování je
reprezentováno několika částmi, které můžeme označit za životní cyklus aktivity:
• onStart – reakce na zahájení aktivity
• onRestore – reakce na obnovení kontextu workflow; pouze pro běžící aktivity
• onEvent – reakce na událost (viz 5.2.6); pouze pro běžící aktivity
• onFlow – reakce na příchozí tok do aktivity
• onCancel – reakce na zrušení běžící aktivity
• onFinish – reakce na ukončení běžící aktivity
OnStart Akce onStart je vyvolána při vstupu toku workflow do dané aktivity. V závislosti
na typu aktivity může být tato aktivita implicitně ihned ukončena a tok workflow
pokračuje dále, pokud tvůrce scénáře nedefinoval jinak. Toto implicitní ukončování se
netýká pouze aktivity MessageActivity, kdy se aktivita ukončí až potvrzením zprávy
od uživatele.
OnRestore Při každém obnovení kontextu (tj. při každém požadavku na server) je třeba
znovu načíst a zrekonstruovat celé workflow. Běžící aktivity mají možnost na tuto
skutečnost zareagovat a provést nějakou akci. Například v případě informačních zpráv
je to znovu-zobrazení dané zprávy uživateli, což je nezbytné pro případ, kdyby uživatel
aktualizoval celou stránku (standardně se aktualizace provádí asynchronně s využitím
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AJAX). Dialogové okno se zprávou je totiž vytvořené při vstupu toku do aktivity
(onStart akce), který nastane pouze jednou. Po obnovení stránky se zpráva musí
zobrazit znovu, jinak by uživatel neviděl zadání úkolu a workflow by stále čekalo na
jeho potvrzení o přečtení zprávy.
OnEvent Akce nastává při přijetí události z EventManageru. Přijatá událost je předána
aktivitě a ta na základě jejích atributů může vykonat další akce (např. se ukončit a tím
znovu spustit daný tok ve workflow). Všechny aktivity jsou automaticky přihlášené
k odběru všech událostí zaslaných přes Event channel EventManageru (kapitola 5.2.6).
OnFlow Akce nastává při příchodu toku do aktivity. Je vyvolána současně s onStart
událostí a poté vždy při příchodu toku některou větví vstupující do aktivity.
OnCancel Pokud z jedné aktivity vede více přechodů, které jsou ukončením této akti-
vity zaktivovány a které obsahují nějakou podmínku přechodu (tj. neukončí se, ale
čekají na příchod nějaké události), pak příchod první události, která splní libovolnou
z těchto podmínek přechodu, způsobí ukončení čekání všech přechodů, jejichž pod-
mínka dosud splněna nebyla. Jedné příchozí události může samozřejmě vyhovovat více
čekajících přechodů (nebo i všechny), pak tok pokračuje všemi splněnými přechody.
Ostatní přechody (které příchodem dané události splněné nebyly a stále vyčkávají)
jsou zrušené.
OnFinish Akce vykonaná při úspěšném dokončení aktivity.
Poznámka: Chování interpretu není definováno v případě, kdy z jedné aktivity vedou
přechody jak s podmínkou, tak bez ní. Přechody bez podmínky jsou vykonány v každém
případě, přechody s podmínkou mohou být zrušeny (viz OnCancel), ale nemusí, a pak stále
vyčkávají.
Poznámka: Provést ve workflow opakování (v podobě návratu do již dokončené aktivity)
je možné, nicméně interpret nijak nedetekuje nekonečné cyklení ani uváznutí. Je tedy třeba
dobře zvážit podmínky, které k návratu vedou.
5.3 Bezpečnost
Aplikace byla vytvářena s ohledem na odolnost vůči vybraným nejznámějším útokům, které
prezentuje komunita OWASP ve své zprávě OWASP Top 10 for 2010 39.
5.3.1 Vstupní body
Aplikace využívá HTTP metody GET a POST, přičemž formuláře jsou odesílány výhradně
metodou POST a metodou GET se předávají parametry měnící stav aplikace. Vstupní hodnoty
jsou v případě ukládání do databáze ukládány s využitím Doctrine a parametrizovaných
SQL dotazů, čímž je zabráněno útokům typu SQL injection. Bezpečný výstup zajišťuje
šablonovací systém Latte, který výstup automaticky filtruje a potenciálně škodlivé znaky
převádí na bezpečné, čímž efektivně brání Cross Site Scripting (XSS) útoku. Aplikace také
posílá HTTP hlavičku X-Frame-Options: SAMEORIGIN, čímž se snaží bránit útoku Clic-
kjacking. Přestože Nette Framework standardně nabízí v případě formulářů ochranu proti
39https://www.owasp.org/index.php/Category:OWASP_Top_Ten_Project
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Cross-Site Request Forgery (CSRF), není tato ochrana aktivována. Je to zejména z dů-
vodu, že většina operací měnící stav aplikace se realizuje metodou GET, a pouhá ochrana
formulářů tak nepřináší žádné významné zlepšení. Zabezpečit aplikaci proti tomuto útoku
by bylo možné pomocí jedinečného parametru v URL přidaného do všech odkazů, což je sa-
mozřejmě možné, nicméně snižuje komfort práce s aplikací, a proto v současné verzi nebylo
toto řešení realizováno.
U každého požadavku kontroluje systém přístupová oprávnění přihlášeného uživatele
k požadovanému objektu a v případě, že uživatel oprávnění nemá, vrací HTTP odpověď
se stavovým kódem 404 (Page Not Found). V případě výcviku se stejně tak ověřuje, zda
požadovaný výcvik je publikovaný. Autor výcviku má přístup i ke svým nepublikovaným
výcvikům a může jejich funkčnost vyzkoušet před zveřejněním studentům.
5.3.2 Uživatelské účty
Pro práci se systémem je nezbytné zahájit sezení (session). Sezení mohou zahájit regis-
trovaní uživatelé přihlášením, čímž se jim obnoví předchozí sezení a mohou pokračovat ve
svém výcviku, nebo neregistrovaní uživatelé tím, že si zvolí svoji přezdívku. Neregistrova-
ným uživatelům se vytváří vždy nové sezení a nemají možnost se ke svému dřívějšímu sezení
nijak vrátit. Jejich práva v systému jsou navíc omezená a mají přístup pouze k výcvikům,
které jejich tvůrci označili jako Veřejné. Výcviky označené jako Soukromé (výchozí stav)
jsou dostupné pouze registrovaným uživatelům po přihlášení.
Každá kvalitní aplikace by měla chránit skutečná hesla svých uživatelů, aby v případě
úniku dat nebylo snadné uživatelské účty zneužít. Proto nejsou do databáze ukládána sku-
tečná hesla, ale pouze jejich hash (SHA-1) doplněný o náhodný salt vygenerovaný pro
každého uživatele. V produkčním prostředí by bylo vhodné provozovat celou aplikaci (nebo
alespoň stránku s přihlášením) pod protokolem HTTPS, aby se přihlašovací údaje přenášely
v zašifrované podobě.
Nette Framework se snaží omezovat možné útoky na aktivní sezení, jako jsou session
hijacking a session fixation, a to obnovením identifikátoru sezení (session ID) po každém
přihlášení, poté v pravidelných intervalech a zasíláním cookies s příznakem HTTPONLY. Po-
kud by tyto útoky představovaly výraznější hrozbu, lze do budoucna doplnit kontrolu IP
adresy uživatele. OWASP také doporučuje zakázat na webovém serveru HTTP metodu
TRACE, aby se zabránilo prozrazení session ID případným útokem XST (Cross Site Trac-
king)40. Vzhledem k odolnosti aplikace vůči Cross-site Scripting (XSS) je ovšem riziko
tohoto útoku malé.
Do budoucna by bylo možné rozšířit ochranu uživatelských účtů o omezený počet pokusů
chybně zadaného hesla, čímž by se zabránilo útokům hrubou silou (brute-force).
Unikátním identifikátorem uživatele je jeho e-mailová adresa. Pokud anonymní uživatelé
při vytváření sezení svoji e-mailovou adresu neuvedou, je jim přidělena adresa náhodně
vygenerovaná (neexistující).
5.3.3 Zabezpečení editoru chování
Bezpečnost vykonávání kódu zadaného tvůrci scénářů byla již částečně diskutována v ka-
pitole 5.2.10. Do spustitelného PHP kódu jsou ze zápisu v ECMAScript transformovány
pouze vybrané řídící jazykové konstrukce (typu if nebo while), výrazy a přístup k vlast-
nostem objektů. Volání standardních funkcí ani deklarace vlastních funkcí není povolena
40https://www.owasp.org/index.php/Cross_Site_Tracing
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a k dispozici jsou pouze metody vybraných objektů zveřejněné v dokumentaci, které jsou
explicitně povolené (white-list). Zakázán je i přístup do globálního paměťového prostoru
(superglobální proměnné $ GET, $ POST atd.).
5.4 Testování
Výsledná aplikace byla z hlediska použitelnosti otestována ve skupince reálných uživatelů
a z hlediska implementace i pomocí automatizovaných testů.
5.4.1 Uživatelské testování
Již na začátku vývoje byl s využitím prototypu (viz kapitola 4.5) demonstrován předpo-
kládaný rozsah a funkčnost výsledného produktu. To pomohlo k ujasnění celkového pojetí
a směru vývoje. Přesto se při závěrečném uživatelském testování objevilo několik problémů,
které bude třeba do příští verze trenažéru změnit.
Testování probíhalo s uživateli znajícími principy ITIL i s uživateli bez znalosti ITIL.
Každá skupina čítala tři uživatele a na základě výsledku testů lze identifikovat některé pro-
blémy. U skupiny bez znalosti ITIL bylo před zahájením testu provedeno stručné seznámení
s problematikou, na kterou se aplikace zaměřuje.
Obrázek 5.9: Původní návrhář služby pro
hráče – dostupné konfigurační položky
vlevo, zadání vpravo
Obrázek 5.10: Upravený návrhář – zadání
a dostupné konfigurační položky vlevo,
jejich podrobný popis vpravo
Obrázek 5.11: Ukázka očekávaného řešení návrhu
služby
Nejvýraznějším problémem byl úkol Návrh služeb z pohledu uživatele, ve kterém je úko-
lem uživatele na základě popisu služby identifikovat použitelné konfigurační položky a za-
pojit je do schématu (propojit odpovídající vstupy a výstupy). Přestože popis požadované
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služby byl u testovacího úkolu uvedený, nebyl uživatelům očekávaný postup srozumitelný
a nevěděli, jak úkol vyřešit. Po objevení tohoto problému u prvních uživatelů bylo rozhraní
pro návrh služeb mírně upraveno, aby jasněji prezentovalo konfigurační položky a jejich
vstupy a výstupy. Nicméně jak se při dalších testech ukázalo, ani tato změna není dosta-
tečná a bude nutné ještě celé rozhraní návrhu služeb přehodnotit. Původní a upravený
návrh je zobrazen na obrázku 5.9 a 5.10.
U rozhraní provozu služeb podobné problémy nebyly a uživatelé se v něm dokázali
většinou rychle zorientovat. Objevily se pouze drobné problémy v podobě nejednoznačně
pojmenovaných polí, které bylo možné snadno odstranit jejich přejmenováním nebo pře-
místěním.
Uživatelé dále předpokládali, že do scénáře s provozem služby se promítne jimi navržená
služba. Tak nicméně aplikace navržena nebyla (3.2.1) a jednotlivé scénáře nejsou mezi sebou
nijak propojené. Zcela jistě se jedná o zajímavý námět pro budoucí rozšíření, nicméně je
třeba zvážit, do jaké míry lze simulovat chování služby sestavené samotným uživatelem
s ohledem na možnosti vyhodnocovat jeho akce při pozdějším provozu této služby.
Po vysvětlení výše zmíněných problematických prvků uživatelského rozhraní hodnotili
uživatelé práci s aplikací většinou pozitivně a objevilo se i několik návrhů k budoucímu
rozšiřování (viz 6.1).
5.4.2 Automatizované testování
Pro otestování jednotlivých modulů byla vytvořena sada jednotkových testů (unit testy)
využívající framework PHPUnit41, které testují reálné chování objektů vůči definovaným
předpokladům (assert). Díky využití principu Dependency Injection lze třídy testovat v izo-
laci, nezávisle na jejich standardním prostředí. Tento přístup také zjednodušuje tvorbu
jednotkových testů a snižuje jejich složitost.
Integrační testování zahrnuje testování vrstvy služeb a napojení na databázi. Využívá
přitom testovací databázi a inicializační SQL skript, který tuto testovací databázi před
každými testy inicializuje.
Akceptační testování bylo prováděno ručně a s využitím nástroje Codeception42, který
rozšiřuje možnosti PHPUnit a v kombinaci s využitím platformy Selenium43 umožňuje
simulovat chování webového prohlížeče. Ukázky těchto testů lze nalézt na přiloženém CD.
5.4.3 Podporované prohlížeče
Vzhledem ke skutečnosti, že aplikace využívá některé návrhy specifikací, které dosud nepro-
šli standardizací (viz. 5.1.2), funguje nejlépe v internetových prohlížečích, které na vývoji
těchto standardů aktivně spolupracují. Jedná se zejména o Google Chrome, nicméně i v po-
sledních verzích Firefoxu (verze 20) nebo Opery (verze 12.15) je aplikace bez problémů








Informační systém představený v této práci představuje jeden možný pohled na návrh a im-
plementaci softwarové podpory pro demonstraci a výuku vybraných oblastí Information
Technology Infrastructure Library (ITIL). Snaží se rozšířit výukovou část o herní prvky
a tím přinést netradiční přístup k řešení zadaného problému, nad rámec standardních e-
learningových řešení. Současně dává svým uživatelům k dispozici nástroje k definici vlast-
ních scénářů a služeb, čímž vytváří dynamické prostředí pro vznik potenciálně velkého
množství rozdílných výcviků. Výsledná aplikace tedy rozhodně nepředstavuje nějaké uza-
vřené, neměnné řešení, ale naopak vybízí ke kreativitě uživatelů a tvorbě výcviků dle indi-
viduálních potřeb jednotlivých organizací.
Jednotlivé funkční požadavky, tak jak byly prezentovány v kapitole 3.4, výsledný systém
splňuje a umožňuje svým uživatelům vytvářet vlastní a absolvovat existující výcviky. Nefun-
kční požadavky lze také považovat za naplněné, byť uživatelské testování nějaké nedostatky
objevilo a uživatelské rozhraní by v některých případech bylo možné ještě vylepšit.
Podíváme-li se na výsledný systém z pohledu person, které byly stanovené na začátku
vývoje (kapitola 4.3), lze v systému nalézt možnosti uplatnění každé z nich.
6.1 Návrhy na budoucí rozšíření
Ve fázi specifikace, analýzy a návrhu (kapitoly 3 a 4) bylo diskutováno několik málo vlast-
ností, které do výsledného řešení nakonec zařazené nebyly. Jedná se například o adresář
zákazníků a jejich vazbu na jednotlivé služby, případně incidenty. V současném systému by
se jednalo pouze o statický atribut, který se neprojeví jinak než prostým výpisem. Přidání
této informace by ale mohlo umožňovat mnohem více, například automatické generování
incidentů od více zákazníků využívajících nedostupnou službu, upřednostňování zákazníků
dle individuálních SLA nebo měření spokojenosti jednotlivých zákazníků. Zejména poslední
zmíněná spokojenost zákazníků může do systému přinést další herní prvek, který by k exis-
tujícímu bodovému a finančnímu ohodnocení přidal ještě třetí ukazatel. Navíc nelze také
popřít fakt, že v reálných společnostech pracuje s konkrétními finančními rozpočty pouze
omezená skupina osob na řídících pozicích a ostatní zaměstnanci se řídí především spoko-
jeností jim svěřených zákazníků.
V kapitole 5.4.1 Uživatelské testování také bylo zmíněno, že implementovaný návrhář
služeb není pro hráče absolvující výcvik zcela srozumitelný, takže dalším možným vývojem
je návrh a realizace jeho upravené verze. Pro usnadnění zápisu vlastního chování (kapitola
5.2.10) se také nabízí vytvořit zjednodušený editor, který bude mít předdefinované nejpou-
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žívanější jazykové konstrukce a usnadní technicky méně zaměřeným uživatelům generovat
popis chování pomocí speciálního uživatelského rozhraní.
Zajímavou myšlenkou, která se objevila během uživatelského testování, je možnost nasa-
zení systému do reálného prostředí firmy, s fiktivními incidenty odehrávajícími se v reálném
čase během celé pracovní doby. Simulace by tedy běžela na pozadí a informace o vznikajících
incidentech nebo problémových službách rozesílala vybraným uživatelům pomocí e-mailu
nebo SMS zpráv. Variantou k tomuto přístupu lze uvažovat propojení systému s existují-
cími Service Desk systémy a zakládání incidentů v nich. V takovém případě je ovšem nutné
zvážit možnosti vyhodnocování činností uživatele. Během testování se také objevil požada-
vek na uvedení uživatelem navržené služby do provozu, tak i realizaci této varianty lze do
budoucna zvážit.
Z technického hlediska lze zanalyzovat možnosti využití stálého spojení přes WebSockets
v rámci PHP, jak bylo diskutováno v kapitole 5.1.1.
Systém zcela jistě nabízí i řadu dalších možností rozšíření nebo vylepšení a bude skvělé,
pokud se některé z nich podaří v budoucnu realizovat.
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Obrázek A.1: Aplikace z pohledu Tvůrce – tvorba výcviku, služeb a úkolů (workflow)
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Obrázek A.2: Aplikace z pohledu tvůrce – definice úkolu (workflow)
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Příloha B
Popis vybraných případů užití
Případ užití: Správa uživatelů
ID: UC01
Popis: Administrátor má možnost provádět CRUD operace s uživateli v systému
Účastníci: Administrátor
Hlavní tok událostí:
1. Administrátor v Tvůrčí zóně zvolí možnost Uživatelé
2. Systém zobrazí všechny dostupné uživatele v systému
3. Administrátor má možnost volby operace
3.1. Když zvolí uživatele, kterého chce upravit:
3.1.1. Systém zobrazí formulář pro editaci uživatele
3.1.2. Administrátor data upraví a formulář potvrdí
3.1.3. Systém uloží změny do databáze
3.2. Když zvolí uživatele, kterého chce odstranit:
3.2.1. Systém zobrazí okno vyžadující potvrzení operace smazání
3.2.2. Pokud administrátor smazání potvrdí, systém uživatele odstraní ze
systému
3.3. Když zvolí možnost vytvoření nového uživatele:
3.3.1. Systém zobrazí formulář pro založení nového uživatele
3.3.2. Po odeslání formuláře je nový uživatel uložen do databáze
Alternativní tok událostí: DuplicitníEmail
Frekvence: občas
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Případ užití: Správa uživatelů: DuplicitníEmail
ID: UC01.1
Popis: Zvolený e-mail uživatele již v systému existuje u jiného uživatele
Vstupní podmínky: Administrátor odeslal formulář s údaji o uživateli
Účastníci: Administrátor
Alternativní tok událostí:
1. Alternativní tok může být spuštěn v kroku 3.1.2 nebo 3.3.2
2. Uživatel (administrátor) je informován o skutečnosti, že zadaný e-mail používá
již jiný uživatel a má možnost e-mailovou adresu změnit.
Výstupní podmínka: V databázi nejsou uživatelé s duplicitní e-mailovou adresou
Frekvence: zřídka
Případ užití: Incident management
ID: UC02
Popis: Správa incidentů vzniklých během provozu služeb
Vstupní podmínky: Uživatel se nachází v aktivním scénáři provozu služeb
Účastníci: Uživatel
Hlavní tok událostí:
1. Systém zobrazuje uživateli incidenty generované workflow aktivitami
2. Uživatel může u každého incidentu zobrazit jeho záznam (Incident Record)
3. Pokud má incident omezený čas na reakci nebo na vyřešení, je uživatel infor-
mován zobrazením zbývajícího času (odpočtu)
(a) Reakcí na incident se považuje potvrzení přijetí incidentu
(b) Vyřešením incidentu se považuje změna stavu incidentu na Vyřešeno
nebo Uzavřeno
4. S každým incidentem může uživatel provést jednu z dostupných operací. Sys-
tém každou provedenou operaci zaznamená do historie daného záznamu
(a) Uživatel může incident eskalovat, pokud dosud eskalován nebyl a má
eskalaci povolenou
(b) Systém nabízí možnost vyřešit incident použitím řešení z databáze zná-
mých chyb
i. Uživatel může zvolit mezi použitím trvalého a dočasného řešení
ii. Použití obou řešení může být zpoplatněno
(c) Pokud je incident již vyřešen, může jej uživatel uzavřít
Frekvence: často
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Případ užití: Definice konfiguračních položek
ID: UC03
Popis: Tvůrce může definovat konfigurační položky
Účastníci: Tvůrce
Hlavní tok událostí:
1. Tvůrce zvolí existující výcvik
2. Systém zobrazí seznam existujících služeb v daném výcviku a Tvůrce vybere
konkrétní službu
3. Systém zobrazí její detail se seznamem přiřazených konfiguračních položek
4. Tvůrce může vytvořit novou konfigurační položku
(a) Tvůrce vyplní informace o konfigurační položce, včetně definice vlastních
atributů a chování, a určí, zda se jedná o položku globální nebo nikoliv
(b) Tvůrce odešle formulář a Systém zkontroluje zadané údaje a ověří správ-
nost zápisu vlastního chování
i. Pokud je vše v pořádku, systém vytvoří novou konfigurační položku
a přiřadí ji do vybrané služby
ii. V případě chyb ve formuláři je zobrazeno chybové hlášení a uživatel
musí chybné údaje opravit
5. Tvůrce může ke službě přiřadit existující globální položku
(a) Systém nabídne existující globální konfigurační položky a Tvůrce vybere
jednu z nabízených
(b) Systém přiřadí vybranou položku k aktuální službě
6. Tvůrce může odstranit existující konfigurační položku
(a) Systém se dotáže na potvrzení smazání
i. Pokud uživatel potvrzení zamítne, případ užití končí
(b) Systém odstraní konfigurační položku
i. Pokud konfigurační položka byla přiřazena pouze k vybrané službě
(a žádné jiné), je ze systému vymazána.
ii. Pokud je konfigurační položka přiřazena ještě i k dalším službá, sys-
tém je pouze odebere z aktuální služby a u ostatních služeb zachová.
7. Tvůrce může upravit existující konfigurační položku
(a) Tvůrce vybere existující položku, kterou chce upravit
(b) Systém zobrazí formulář předvyplněný aktuálně zadanými údaji
(c) Případ užití dále pokračuje krokem 4a






Obrázek C.1: Aplikace z pohledu tvůrce – definice výcviku
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Ukázky popisu vlastního chování
V této příloze lze nalézt vybrané ukázky popisu chování konfiguarčních položek a workflow
aktivit. Kompletní přehled dostupných příkazů je uveden v dokumentaci na přiloženém CD.
Syntaxe zápisu vychází ze syntaxe jazyka ECMAScript.
// reakce na příchozí vstup konfigurační položky 
if (inputCode == 'PRINT_DOCUMENT') { 
  // přijali jsme požadavek na tisk dokumentu 
  // vygenerujeme náhodný počet listů k tisku 
  papers = Math.random() % 30 + 1; 
  // ověříme počet dostupných listů v zásobníku 
  availablePapers = this.getAttribute('PAPERS');  
  if (availablePapers - papers < 0) { 
    // nedostatek listů, vygenerujeme událost (event) 
    this.createEvent('NO PAPER', 'Nedostatek volných listů, tisk přerušen.'); 
   
  } else { 
    // tisk, snížení počtu dostupných listů 
    this.setAttribute('PAPERS', availablePapers - papers); 
    // událost informující o dokončeí tisku 
    this.createEvent('PRINT', 'Tisk dokončen, vytisknuto ' + papers 
         + ' listů. Nový stav ' + this.getAttribute('PAPERS') + ' listů'); 
  } 
} 
 
Obrázek D.1: Konfigurační položka, která má jako jeden ze svých atributů uvedený počet
listů a reaguje na onInputReceived událost
54
// naplánované čekání a generování výstupu konfigurační položky 
// proměnná this.waitTil obsahuje čas příštího spuštění,  
// Date je systémový objekt 
if (this.waitTil < Date.internalTime) { 
  // čas uplynul, vygenerujeme náhodnou událost 
  // a naplánujeme další spuštění 
  this.generateOutput('REPORT'); 
  this.waitTil = Date.internalTime + Math.random() % 20; 
} 
 
Obrázek D.2: Konfigurační položka – naplánovaná úloha (např. onPing událost)
// příchozí událost (onEvent) workflow aktivity 
// pokud je událostí eskalace incidentu, ověříme, zda se  
// jedná o sledovaný incident (INCIDENT_ID), a pokud ano, 
// aktivitu dokončíme, čímž se tok workflow opět spustí 
if (event.type == eventTypeEnum.INCIDENT_ESCALATED  
        && event.source == 'INCIDENT_ID') { 
    this.finish(); 
} 
 
Obrázek D.3: Workflow aktivita – čekání na eskalaci incidentu a následné ukončení
aktivity (onEvent událost)
// onStart – inicializace počtu přijatých větví na 0 
this.acceptedConnections = 0; 
  
// onFlow – s každým dalším sloučením dochází k inkrementaci 
// čítače, při dosažení očekávaného počtu dokončení aktivity 
// a pokračování sloučeného toku workflow dále 
this.acceptedConnections++; 
if (this.acceptedConnections == 3) { 
  this.finish(); 
} 
 
Obrázek D.4: Workflow aktivita – příklad sloučení větví workflow se synchronizací
(onStart v kombinaci s onFlow událostí)
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