The transition from high-level to low-level design is a labour-intensive and time-consuming activity since it involves many iterations over design models to obtain a well-designed system. Moreover, it requires the knowledge and expertise of experienced developers. Design patterns provide proven design knowledge by capturing successful solutions to recurring problems which arise when building software systems. To transfer this design knowledge into detailed design, methodological support is needed. We provide such support with patternbased re®nement schemas.
Introduction
Software development raises the need for traceability, i.e. the ability to control the consistency between software artefacts produced at different stages of the software life-cycle. Traceability is a desirable property of a software development process, since its potential bene®ts are clearer documentation, increased ease of system understanding, and more precise impact analysis of proposed changes. However, traceability cannot be obtained without a systematic transformational approach to software development.
A transformational approach has two major steps. First, a formal speci®cation is derived from user requirements. Then, a set of transformations is applied to these formal speci®cations to obtain an implemented system. This approach has many advantages [1, 25] . It relieves developers from labour-intensive and knowledge-poor tasks. It eases the documentation of design choices. Finally, it ensures correctness of the resulting software in respect to its speci®cation. Nevertheless, existing transformational approaches have been criticised because they are dif®cult to use and for the high cost of obtaining formal speci®cations of large systems. In fact, formal languages such as Z [34] or VDM-SL [5] are far more dif®cult to use than the objectoriented Modelling techniques, such as the Uni®ed Modelling Language (UML) [31] that provides a well-known and easy to use graphical diagrams for modelling. Consequently, there have been some attempts to support round trip engineering between these object-oriented techniques and formal speci®cations. In the IFAD VDM11 (an object-oriented extension of VDM-SL) toolbox [15] , for instance, the UML is used to provide the structural, diagrammatic overview of a model while VDM11 is used to provide the detailed functional behaviour of a model. However, these approaches lack the automatic support for transitions between high-level and low-level design.
Design patterns [4, 12] have become a popular means to encapsulate object-oriented design knowledge. They capture successful solutions to recurring problems that arise when building software systems. They add the reuse dimension to software development since they offer a way to use repeatedly the experience of the best designers and programmers in structuring systems.
In this paper, we propose a new approach to the correct stepwise re®nement of UML design models as a basis of design knowledge transfer. It is based on re®nement schemas that are proven to be correct. Each re®nement schema uses one design pattern to transform an abstract design model (structural and behavioural views) to a more detailed design. To prove the correctness of our re®nements, we use the formalism for UML proposed by Lano and Bicarregui [23] as the UML semantic description [35] is not suf®cient for our needs. We also present a number of smaller transformations, called micro-re®nements. These transformations can be composed to produce re®nement schemas for many design patterns.
The incorporation of our approach in CASE tools will allow the traceability of the artefacts produced at different stages of the design life-cycle. Furthermore, these tools can easily record design choices provided by different transformations performed over software design from high-level to low-level. Finally, the automation of the design process can be partially supported.
Section 2 of this paper introduces the notion of design patterns. Also, a mini case study is introduced which will serve as a running example throughout the paper. Section 3 ®rst details our approach and then illustrates it with the re®nement schema for the Observer pattern and its decomposition into a sequence of micro-re®nements. Section 4 presents our strategy for managing re®nement schemas. Section 5 reviews related work, and in Section 6, we discuss some important aspects of the approach. Finally, Section 7 provides some concluding remarks.
Design patterns
Design patterns encapsulate the design knowledge of skilled software engineers [4, 12] . They capture existing well-proven experiences and help to promote good design practise. Every pattern deals with a speci®c and recurring problem in the design of a software system. In general, a pattern has four essential elements:
1. The pattern name which is used to describe a design problem, its solutions, and consequences in one word or two. 2. The problem describes when to apply the pattern. It explains the problem and its context. 3. The solution presents the elements that make up the design, their relationships, responsibilities, and collaborations. 4. The consequences are the results and trade-offs resulting from the pattern application.
For example, the Observer pattern de®nes a one to many dependency between objects so that when one object changes its states, all its dependants are noti®ed and updated automatically [12] . It can be used in any of the following situations:
² When an abstraction has dependent aspects. If we separate these aspects in separate objects we can vary and reuse them independently. ² When a change to one object requires changing others, and the number of objects that need to be changed is unknown. ² When an object should be able to notify other objects without having to know the identity of these objects. ConcreteObserver. An object of the Subject class has arbitrary numbers of Observer objects and provides an interface for attaching and detaching Observer objects. The Observer class de®nes an updating interface for objects that should be noti®ed whenever a change occurs in a subject. An object of the ConcreteSubject class stores the state that is relevant to ConcreteObserver objects and sends a noti®cation to its observers when its state changes. An object of the ConcreteObserver class maintains a reference to a ConcreteSubject object, stores the state that is pertinent for its subject, and implements the Observer updating interface to keep its state consistent with its subject. Fig. 2 describes a typical example of collaborations between the objects of the Observer pattern. The object aConcreteSubject noti®es its observers whenever a change occurs that may make its observers' state inconsistent with its own state. After being informed of a change in the concrete subject, a ConcreteObserver object could query the subject for information in order to keep the consistency of its state with that of the subject.
For example Figs. 3 and 4 present the design of part of a gas station system. The purpose of the system is to control the dispensing of gasoline, to handle customer payments, and to monitor tank levels. Fig. 3 shows two classes, Pump and Screen, of the class diagram (ClassD) of the system. The class Pump is designed to control the dispensing of gasoline, and the Screen class to show a volume of the gasoline delivered. Fig. 4 describes dynamic model (statechart diagrams (StateDs)) of these classes.
The development of this system requires, among other things, a way to implement the constraints between the classes Pump and Screen. In the next section, we demonstrate how the Observer pattern gives a good solution for this problem.
Description of approach

Overview of approach
The objective of our approach is to provide an automatic support to the transition from high-level to low-level design as a basis of design knowledge transfer. This transition is carried out by stepwise re®nement where each step is a transformation that is proven to be correct. Each re®nement step is based on the application of a design pattern. In each transformation step (see Fig. 5 ), the designer begins by analysing the design model in order to select an appropriate pattern-based re®nement schema. The design model is presented as a ClassD, a StateD (statechart diagram) or a CollD. Then, he or she speci®es model elements of the ClassD to be re®ned. Finally, the re®ne-ment schema is automatically applied on the different diagrams representing the system. Consequently, we allow for traceability between design models. Moreover, a tool supporting our approach can record easily design choices because of transformations performed over software design from high-level to detailed level. Explicitly, the tool can keep track of model elements and the design pattern used in each re®nement.
A re®nement is described graphically by a schema called re®nement schema. A re®nement schema is parameterised by model elements to be speci®ed by the designer, and is composed of two compartments. The ®rst compartment describes the abstract model of the design while the second compartment shows its corresponding detailed model after application of a design pattern. Fig. 6 shows the re®nement schema that we have de®ned for the Observer Pattern.
A re®nement schema is composed of a sequence of small re®nements that we call micro-re®nements. For instance, the Observer re®nement schema can be composed by a sequence of four such micro-re®nements (see Section 3.2). A micro-re®nement is also described by a scheme. A re®ne-ment schema is speci®c to one design pattern, whereas a micro-re®nement is more general and can therefore be reused by many re®nement schemas. For a re®nement schema to be correct, the correctness of its constituent micro-re®nements must be proven. A micro-re®nement plays a role similar to the role of a function in a library. However, note that not only can its code be reused, but also its proof of correctness [19, 20] . For example Figs. 7 and 8 describe how the high-level design of the gas station system is transformed into a detailed design by application of the Observer re®nement schema. This transformation is applied to implement the constraint between the class Pump and the class Screen.
We have de®ned the re®nement schemes for other design patterns including Mediator, Proxy, Fac Ëade, and Forwarder± Receiver [20] . They have been selected from the catalogues of Gamma et al. [12] and Buschmann et al. [4] . These patterns give useful solutions to some problems of object communication. Therefore, encapsulating this design knowledge into re®nement schemas is an effective means to transferring this knowledge into detailed designs.
For example, the Forwarder±Receiver is an interesting pattern since it provides transparent interprocess communication with a peer to peer interaction model [4] . Let Class 1 and Class 2 be the two classes that interact with each other. If these classes have to be distributed on a network, the re®nement pattern we have de®ned for Forwarder±Receiver will allow the automatic update of the design model by introducing the two classes Forwarder and Receiver to decouple Class1 and Class 2 from the underlying communication mechanisms.
The re®nement schemas for Proxy, Mediator and Fac Ëade [20] update also collaboration diagrams (CollDs) of the high-level design. The reason is that these patterns work with more than two objects, and have an impact on how these objects cooperate with each other. The new StateDs of the objects involved in affected CollDs are automatically obtained through an algorithm that we describe in Refs. [8, 18, 21] . For example, in the Mediator re®nement schema (a Mediator pattern de®nes an object that coordinates the interaction between a set of objects), each CollD, which speci®es interactions between objects of a set of highly interconnected classes, is automatically transformed in a way that the Mediator object, newly introduced, centralises the control of interactions. Therefore, we obtain a new design with low coupling between these objects.
Micro-re®nements used by Observer pattern
The Observer re®nement schema is composed of a sequence of four micro-re®nements. Firstly, its abstract model is transformed using twice the micro-re®nement inheritance (see Fig. 9 ). This re®nement adds a new class (Subject and Observer, respectively) that becomes a super class for one class (Class1 and Class2, respectively). The StateD of Class1 (Class2, respectively) is extended by adding the behaviour of Subject (and Observer, respectively).
Secondly, the micro-re®nement adding an action to transition is applied twice to the StateD of Class2 (see Fig. 10 ). This StateD is updated by adding an action for the transition t i and another for the transition t k . Thirdly, the binary association kClass1, Class2l is replaced by two unidirectional associations kSubject, Observerl and kClass2, Class1l (see Fig. 11 ).
Finally, the constraints on the two associations are replaced by an automatic noti®cation to Class 2 to update its attribute as soon as its corresponding attribute of Class 1 has changed (see Fig. 12 ). In fact, the instruction notify( ) is added at the end of the operation setstate 1 of Class 1, in order to notify all observers (and therefore objects of Class 2) to update their attributes. Then the StateD of Class 1 is modi®ed in order to accept the event getstate 1 at any instant. The transition t2 of Class 1 StateD states that when an object, at any substate S of S1, receives the event getstate1, t2 is triggered and the object remains in the same substate.
Management of re®nement schemas
As a proof-of-concept, we have de®ned ®ve re®nement schemas which are Observer, Mediator, Proxy, Fac Ëade and Forwarder±Receiver. We have also de®ned twelve microre®nements (see Fig. 13 ). The objective of these microre®nements is to be used as a design knowledge pool for creating new re®nement schemas. In fact, a tool that supports our approach can store these re®nements in a repository and provide services for creating new re®nement schemas and adapting existing ones.
The process of the de®nition of new re®nement schemas is described as an activity diagram in Fig. 14 . Initially, the designer selects a design pattern that will be used as the basis of a re®nement. Then he or she de®nes its re®nement schema. This is achieved by ®rst de®ning the abstract model of the schema and then designing the detailed model by applying the selected design pattern. Finally, the designer has to decompose the re®nement schema into small re®ne-ments by reusing as much as possible the micro-re®nements stored in the repository. If all the required micro-re®ne-ments are in the repository, the designer has only to de®ne the re®nement schema as a composition of these microre®nements. Otherwise, the designer has to develop the missing micro-re®nements and ®gure out the proof of their correctness.
The informality of the description of design patterns in the catalogues proposed in [4] and [12] allows many variations of a single design pattern, especially at the implementation level. For example, Kim and Benner have identi®ed 12 implementations of the Observer pattern [22] . Fortunately, as we work at the design level, the number of these variations is smaller. Thus, it is a reasonable approach to view these variants as additional patterns. Nevertheless, as these variants usually have only minor differences between them, the designer will usually need the re®nement schema for one variant and can adapt that schema to other variants if necessary. 
Related work
In the seventies, many transformational systems have been proposed [2, 9, 14, 30, 36] . For example, the project SAFE/TI headed by R. Balzer was organised into two sub-projects: the ®rst, SAFE (Speci®cation Acquisition From Experts) [2] , deals with the synthesis of formal speci®cations from informal ones; and the second, TI (Transformational Implementation) [36] , concentrates on the derivation of ef®cient programs from formal speci®cations by means of transformations. Nevertheless, most of these systems failed for two important reasons. The ®rst reason is that these systems use ad hoc languages that are dif®cult to use. The second reason is that these systems were unable to cope with large systems.
The work of Lano et al. is highly related to ours. In [24] , they use design patterns for reverse engineering. Reverse engineering is achieved by formally proved re®nement transformations of VDM11 speci®cations using a version of Object Calculus [10] . In contrast to our schema's source, which is at the design level, the source and the target of their transformations are both at a more detailed level. They focus on very speci®c anti-patterns and their transformations and thus offer an approach that is less general than ours. The authors provide also a number of smaller transformations. Two of these smaller transformations, abstraction and indirection, have been adopted in our work as micro-re®nements MR2 and MR5 (see Fig. 13 ), providing correctness proofs and applying them to forward development. Note that in their work, the authors do not consider dynamic aspects of design.
In Ref. [23] , Lano et al. present a mathematical semantic representation of UML called Real-time Action Logic (RAL), the formalism we use in our present work. They provide also a set of re®nements on ClassDs and StateDs. Examples of re®nements are: how to eliminate optional associations in ClassDs and how to strengthen transition guards in StateDs. These transformations are very useful since they are general and applicable in any UML design models; but they have to be composed to produce high-level re®nements, which are more interesting for designers. In this way, these transformations assume the role of microre®nements as introduced in our approach.
O'Cinne Âide and Nixon present a methodology for the automated application of design patterns in reverse-engineering [27] . As with the Opdyke's work on C11 refactorings [28] , they de®ne the pre-and post-condition of a transformation in order to prove its behaviour preservation. Their transformations are decomposed into mini-transformations, which are de®ned in terms of low-level refactorings. According to their paper, it seems that up to now they have applied their approach only on one pattern (Factory Fig. 11 . The result of the third micro-re®nement`adding an action in a transition' used by Observer. Fig. 12 . The result of the fourth micro-re®nement`automated noti®cation' used by Observer.
pattern [12] ). As we have noted with the work of Lano et al., the hypothesis about the initial point of a transformation will limit the applicability of the work of Cinne Âide and Nixon.
In traditional procedural approaches, there are many works that tackle the problem of the preservation of functional correctness or architecture correctness (e.g. [13, 26] ). Some of these works also recognise the importance of the notion of schematic transformation in stepwise re®nement. For example Moriconi et al. [26] provide schema transformations that preserve architectural correctness. Different architecture styles are investigated in this work such as dataow, pipe-®lter and shared-memory styles. Architectures are described schematically and textually. They use ®rst-order theories for correctness proofs. Moriconi et al. also de®ne a syntactic form of correct composition for individual re®nements. However, these works cannot be easily applied to object-oriented software development.
Shlaer and Mellor [33] de®ne a method for design by transformation for object-oriented systems. The system to be built is ®rst partitioned into domains, each of which will be analysed separately from the others. A domain is an abstract world inhabited by a distinct set of objects that behave according to rules and policies characteristic of the domain. Examples of domains are an application domain, a user interface domain or a software architecture domain. Domains are hierarchically classi®ed from abstract to detailed level. Then a transformation engine is constructed to translate elements of one domain into corresponding elements of the next lower domain, according to rules de®ned by the system designer. Shlaer and Mellor give only a framework for transformations but do not give examples of transformation engines that can be reused in the design of systems.
There are some works that are interested in automating the application of design patterns at the implementation level (e.g. [3, 6, 7, 11] ). For example Budinsky et al. [3] provide a tool that supports the application of design patterns by generating code according to speci®cations described in an ad hoc scripting language called COGENT. Florijn et al.
[11] present a prototype tool that performs reverse engineering by attaching roles to classes and relations. Eden et al. [6] use metaprogramming techniques to automate the application of design patterns. They de®ne also in [7] a catalogue of micro-patterns that can be composed for the application of design patterns at the implementation level.
Discussion of approach
Below we discuss our approach in respect to the aspects: decomposition/composition and correctness of re®nement schemas, relevance of approach in object-oriented methods and CASE tools, intelligent CASE tools, and validation of approach.
Decomposition/composition and correctness of re®nement schemas
We have seen that re®nement schemas of design patterns can be decomposed into correct small re®nements. An important facet of this approach is that we not only allow the reuse of code re®nements, but also guarantee their correctness. These micro-re®nements can be composed to produce other correct re®nement schemas. In fact, we have used the formalism for UML proposed by Lano and Bicarregui [23] in order to prove the correctness of our micro-re®nements [19, 20] . This formalism is called Realtime Action Logic (RAL) which is a synthesis of real time logic [16] with linear temporal logic [29] and the object calculus formalism of [10] . Fig. 13 presents the micro-re®nements used in the re®ne-ment schemas of the studied design patterns. The two columns in grey colour show that three re®nement schemas reuse two micro-re®nements.
Moreover, these micro-re®nements can also be used alone since they provide solutions to some development tasks. For example, the micro-re®nement inheritance (MR2), which uses the micro-re®nement adding a concurrent behaviour (MR3), synthesizes a new StateD of a class that has a new super-class. The new StateD becomes a composite state, which contains two concurrent substates: the old StateD and the StateD of the super-class. Note that this solution is not general (to our knowledge, it is impossible to get a general solution) but it is suf®cient to many problems, as we have demonstrated with the Observer re®nement schema.
Relevance of approach in object-oriented methods
Object-oriented development methods typically follow an iterative process for software development composed of ®ve phases: analysis, high-level design, detailed design, implementation, and testing. During the high-level design phase, a high-level strategy is developed for solving the problem captured in the model of the real-world (the result of the analysis phase). This includes organising a system into subsystems, allocating subsystems to processors, choosing an approach for management of data stores, etc. In the detailed design, the full de®nitions of the classes, interfaces, associations, and operations are developed.
With our approach, the design phases become a stepwise re®nement of the model of the real-world. Indeed, design patterns give good solutions to many problems that we can encounter during these phases. For example, the Observer pattern introduced previously gives a solution for implementing a constraint that may be appeared between two objects of the real-world.
Relevance of approach in CASE tools
Current object-oriented CASE tools support various graphical notations for modelling a system from different views, but lack the possibility of automatic transformations and traceability between models. In fact, coherence support between software artefacts of the software life-cycle is not ensured. The incorporation of our work into such CASE tools will allow this traceability. Moreover, tools can easily record design choices due to transformations performed over software design from high-level to detailed level.
Our approach, before being incorporated into a CASE tool, needs to be populated with a large catalogue of patterns. We are aware that a set of micro-re®nements cannot be complete without a deeper investigation of many other patterns. Thus, we plan to study other patterns in order to extract other micro-re®nements and enrich our catalogue of supported design patterns. Especially, we are investigating patterns that will help in the development of an intelligent CASE tool (see below) such as the Blackboard architectural pattern [4] which is useful for problems for which no deterministic solution strategies are known.
Intelligent CASE tools
Our ultimate objective is to have a fully automatic approach for the re®nement of design models. We are working in two directions. First, we are investigating techniques that use knowledge-based reasoning in order to automate the selection of design patterns for the re®nement of an abstract design model. For instance, for the development of the gas station system presented in Section 2, an intelligent tool would automatically select the Observer pattern for implementing the constraint between the classes Pump and Screen provided that the tool has learnt that this pattern is the right solution for this kind of problems.
Second, we are working on the possibility to automate the process of the de®nition of a new re®nement schema. This means that given a de®nition of the structure of a design pattern and an abstract model of its future re®nement schema, the de®nition tool can automatically generate the appropriate detailed model and identify the microre®nements that compose the re®nement schema. These micro-re®nements can be those which were previously identi®ed and stored in the repository or those which are newly synthesised by the tool.
Validation of approach
Our approach has been successfully applied (manually) to several examples including an extended version of the gas station system presented in this paper and an ATM (Automatic Teller Machine) system [32] . In the near future, we plan to implement our approach as a tool of the SPOOL environment [17] . Furthermore, in a joint project between Iwate University and University Montreal, we want to validate our pattern-based approach at a large scale, by applying it to the design of software agents.
Conclusions
We have described a new approach to stepwise re®ne-ment for transferring design knowledge and integrating UML high-level and low-level design with re®nement schemas based on design patterns. These re®nement schemas are proven to be correct. Our pattern-based transformational approach supports documentation and traceability, enhances evolvability, and ultimately leads to better object-oriented designs. The main contribution of our work can be summarised in two points. The ®rst point is that we have demonstrated how re®nement schemas can be composed from correct micro-re®nements. Not only can the code of these smaller transformations be reused, but also the proofs of their correctness. The second point is that different views of design (ClassDs, StateDs and CollDs) have been taken into account by our approach, and that their consistency has been ensured.
The approach as presented and the ongoing and future work described in the discussion section will allow for the construction of intelligent CASE tools that provide automatic support for the selection, management, and application of design patterns for the re®nement of design models. Such tool support will enable effective design knowledge transfer.
