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Ohjelmoinnin ja ohjelmoinnillisen ajattelun nähdään kansainvälisesti lukeutuvan osaksi tule-
vaisuuden taitoja. Digitalisoituva yhteiskunta ja sen tarpeet ovat lähtökohtana näiden taitojen 
tärkeydelle. Ohjelmoinnin opetus sisällytettiin osaksi Perusopetuksen opetussuunnitelmien pe-
rusteita vuonna 2014. Tämä ei ole vielä kuitenkaan tarjonnut riittävän yhtenäisiä lähtökohtia 
ohjelmoinnin opetukselle kansallisella tasolla suomalaisissa peruskouluissa. Tässä pro gradu -
tutkielmassa teoreettisen viitekehyksen muodostavat ohjelmointi, ohjelmoinnillinen ajattelu 
sekä näiden välinen yhteys. 
Tutkielman tavoitteena oli selvittää, millaisin eri tavoin ohjelmointia opetetaan suomalaisissa 
peruskouluissa ja määritellä, mitä ohjelmoinnin opetus pitää sisällään. Ohjelmoinnin opetusta 
lähestyttiin ohjelmoinnillisen ajattelun kehityksen kautta, ja tutkielman päämääränä oli selvit-
tää, minkälaisia käsitteitä, käytänteitä ja päämääriä opetus sisältää. Tutkielma toteutettiin laa-
dullisena tapaustutkimuksena, jota analysoitiin teoriaohjaavan sisällönanalyysin keinoin. Tut-
kielman aineisto koostui 42 kyselytutkimukseen osallistuneen opettajan tai muun kasvatusalan 
ammattilaisen vastauksista. 
Tutkielman tuloksissa selvisi, että suomalaisissa peruskouluissa tapahtuvassa ohjelmoinnin 
opetuksessa korostuvat keskeiset ohjelmoinnin käsitteet tukevat ja toisaalta tukeutuvat aiem-
missa tutkimuksissa ja julkaisuissa mainittuihin keskeisiin ohjelmoinnin käsitteisiin. Tulokset 
myös osoittivat, että ohjelmointia opetetaan suomalaisissa peruskouluissa hyödyntäen useita eri 
ohjelmoinnin opetukselle teoriankin mukaan ominaisia työtapoja, toimintamalleja ja tehtävä-
tyyppejä. Tulosten mukaan ohjelmoinnin opetuksen päämäärät suomalaisissa peruskouluissa 
niin ikään kulkevat käsikkäin teorian kanssa, jonka mukaan ohjelmoinnin opettamisen päämää-
rien tulisi sijaita itsensä ohjelmointitaidon ulkopuolisten, laaja-alaisempien tavoitteiden, kuten 
monilukutaidon, ajatteluntaitojen sekä työ- ja elinkeinoelämän tarpeiden ja vaateiden luona. 
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Ohjelmoinnin opettaminen liitettiin osaksi perusopetusta vuonna 2016 käyttöönotetuissa Perus-
opetuksen opetussuunnitelman perusteissa. Se sisällytettiin osaksi matematiikan ja käsitöiden 
sisältöjä ja tavoitteita, sekä laaja-alaisten osaamistavoitteiden tieto- ja viestintäteknologista 
osaamista (L5). (Opetushallitus [OPH], 2014.) Ohjelmointi ja ohjelmoinnillinen ajattelu luetaan 
kansainvälisesti osaksi tulevaisuuden taitoja (eng. 21st century skills) (esim. International So-
ciety for Technology in Education [ISTE], 2021, Tsai, Wang & Hsu 2019, McClelland & Grata, 
2018, Bocconi, Chioccariello, Dettori, Ferrari & Engelhardt, 2016). Digitalisoituva maailma ja 
siitä johtuva työmarkkinoiden muutos ovat lähtökohtina näiden taitojen tärkeydelle (Bocconi 
ym., 2016; McCormack, 2014). Koska tarve ohjelmoinnilliseen ajatteluun on lisääntynyt yh-
teiskunnallisella tasolla, on ohjelmoinnin opetuksen nykytilan ja sen tulevaisuuden tarkastelu 
tärkeää (Yadav, Good, Voogt & Fisser, 2017). Perusopetuksen opetussuunnitelman perusteiden 
2014 sisältämä velvoite ohjelmoinnin opettamiseen ei ole vielä kuitenkaan tarjonnut riittäviä 
lähtökohtia yhtenäiselle ohjelmointiopetukselle maanlaajuisesti (OPH, 2021). Tästä syystä 
Opetus- ja kulttuuriministeriö on lanseerannut Uudet lukutaidot¹ -kehittämisohjelman osana 
laajempaa Oikeus oppia -kehittämisohjelmaa. Uudet lukutaidot -kehittämisohjelman voidaan 
nähdä laajentavan ja sanallistavan Opetushallituksen (2014) Perusopetuksen opetussuunnitel-
man sisältämiä sisältöjä ja tavoitteita ohjelmoinnista ja algoritmisesta ajattelusta. 
Tutkielman kannalta keskeisiä aihepiirejä ovat ohjelmointi ja ohjelmoinnillinen ajattelu sekä 
niiden väliset yhteydet. Yksinkertaisimmillaan ohjelmoinnilla tarkoitetaan toimintaohjeiden 
antamista ennalta määrätyn toimenpiteen suorittamista varten (Hyvönen, Lappalainen & Laka-
nen, 2012). Mykkäsen ja Liukkaan (2014) kirjoittaman ohjelmoinnin oppaan Koodi 2016 mu-
kaan ohjelmointi on ohjeiden antamista ihmiseltä tietokoneelle. He näkevät ohjelmoinnin luo-
vana ongelmanratkaisuna, jossa ongelma muutetaan pala palalta tietokoneelle ymmärrettävään 
muotoon. Ohjelmoinnillisella ajattelulla tarkoitetaan yleisesti erilaisia ajattelun taitoja ja -käy-
tänteitä, joita käytetään erilaisissa ongelmanratkaisua vaativissa tehtävissä hyödyntäen erilaisia 
tietojenkäsittelytieteille ominaisia perusperiaatteita (esim. Denning & Tedre, 2019, 2016; Mo-
haghegh & McCauley, 2016; Curzon, Black, Meagher & McOwan, 2009; Wing, 2006). Ohjel-
moinnin on nähty olevan yhteydessä ohjelmoinnillisen ajattelun ja sen osa-alueiden kehityk-






Kert, Erkoç & Yeni, 2020; Lye & Koh, 2014). Ohjelmoinnillisen ajattelun on esitetty jakautu-
van ohjelmoinnin yhteydessä kolmeen eri ulottuvuuteen, jotka ovat käsitteet (eng. concepts), 
käytänteet (eng. practices) ja päämäärät (eng. perspectives) (Brennan & Resnick, 2012). Tut-
kielmassa ohjelmoinnin opetusta tarkastellaan näiden kolmen ulottuvuuden näkökulmista. 
Perusopetuksen opetussuunnitelman perusteissa (OPH, 2014) ohjelmoimiseen tai ohjelmoin-
nillisen ajattelun kehittymisen sisällöt ja tavoitteet ovat melko vaikeasti tulkittavissa. Perusope-
tuksen opetussuunnitelman perusteiden (OPH, 2014) mukaan alakoulusta lähtien oppilaita tulisi 
perehdyttää ohjelmointiin. Vuorisen (2019) mukaan tällöin ohjelmoinnin opettaminen jää opet-
tajille, joilla ei välttämättä ole sen opettamiseen riittävää motivaatiota ja edellytyksiä. Myös 
Taina (2015) esittää huolensa artikkelissaan Matematiikkalehti Solmussa seuraavasti: 
”Opettajalla on suurin rooli opetuksen onnistumisessa. Mitä tapahtuu, kun opettaja saa opetet-
tavaksi uuden alueen, jota hän ei hallitse, joka ei kiinnosta häntä ja jossa osa oppilaista tietää 
selvästi häntä enemmän? Opettaja ahdistuu ja oppilaat turhautuvat. Ahdistunut opettaja ei jaksa 
innostua oppilaiden oppimisesta, ja turhautunut oppilas viettää mieluummin aikaa pelaamalla 
tai sosiaalisessa mediassa kuin seuraamassa hänelle triviaalia opetusta. Pahimmassa tapauk-
sessa ohjelmoinnin opetuksesta tulee välttämätön paha, joka ei hyödytä ketään ja vain vie tunteja 
muilta aineilta.” (Taina, 2015) 
Omat intressimme tutkielman aihepiiriä kohtaan ovat heränneet erinäisten koulutuksellisten ja 
työelämään liittyvien asioiden johdosta. Pedagogisen näkemyksemme mukaan lapsia tulee kou-
lussa kasvattaa aktiivisiksi, mutta kriittisiksi toimijoiksi tulevaisuutta silmällä pitäen. Koemme 
ohjelmointitaidon ja ohjelmoinnillisen ajattelun taitojen lukeutuvan vahvasti tulevaisuuden tai-
doiksi, joten ohjelmoinnin opetuksen tutkiminen peruskoulukontekstissa tuntuu tärkeältä ja sitä 
kautta mielekkäältä. Tarve saada lisätietoa ja lisätä omaa ymmärrystä ohjelmoinnin opetuksen 
menneisyydestä, nykytilasta ja tulevaisuudesta peruskouluissa sai meidät tarttumaan ja pereh-
tymään ohjelmoinnin opetukseen. 
Tämän tutkielman päällimmäisenä tavoitteena on selvittää, millaisin eri tavoin ohjelmointia 
opetetaan suomalaisissa peruskouluissa. Tutkielmaa voidaan kuvata tapaustutkimukseksi, jossa 
on viitteitä monimenetelmällisyydestä. Tutkielman aineisto kerätään jakamalla linkki sähköi-
seen kyselylomakkeeseen. Tutkielman aineistoa analysoidaan teoriaohjaavan sisällönanalyysin 
keinoin. Tapaustutkimuksessa tutkimuksen kohde on usein jokin kohde tai ilmiö, minkä avulla 






2007). Monimenetelmällisyydellä (eng. mixed methods) luodaan parempaa kuvaa tutkimuson-
gelmiin hyödyntäen sekä laadullista että määrällistä aineistoa (Tuomi & Sarajärvi, 2018). 
Luvussa kaksi esitellään tutkimuksen tavoite ja tutkimuskysymykset. Tutkielman teoreettinen 
viitekehys esitellään luvussa kolme.  Ohjelmoinnin opetuksen teoriaa suomalaisen peruskoulun 
kontekstissa esitellään aikaisemman tutkimustiedon perusteella luvussa neljä. Luku viisi sisäl-
tää kuvauksen tutkielman toteutuksesta, jossa kerrotaan tutkimuksen taustoista, vastaajajou-
kosta, aineiston keruusta ja analyysistä. Kuudennessa luvussa esitellään tutkimuksen tulokset 






2. Tutkimuksen tavoite ja tutkimuskysymykset 
Ohjelmoinnin opettamista ei ole aiemmin tutkittu Suomessa vastaavalla tavalla tarkastellen oh-
jelmoinnin opetuksen käsitteitä, käytänteitä ja päämääriä, joten tutkimukselle on olemassa sel-
keä tarve ja sen tekeminen koettiin aiheelliseksi. Tutkielmassa selvitetään, millaisin eri tavoin 
ohjelmointia opetetaan peruskouluissa käytännön tasolla. Alla esiteltyihin tutkimuskysymyk-
siin etsitään vastauksia avoimia kysymyksiä sisältävällä kyselomakkeella. Tutkielmamme ta-
voitteena on selvittää, millaisin eri tavoin ohjelmointia opetetaan suomalaisissa peruskouluissa. 
Tutkielmamme avulla halutaan selvittää ja määritellä, mitä ohjelmoinnin opetus pitää sisällään 
– minkälaisia käsitteitä, käytänteitä ja päämääriä opetus sisältää. 
Tutkimuskysymyksemme ovat: 
1. Mitkä ohjelmointiin liittyvät käsitteet korostuvat ohjelmoinnin opetuksessa? 
2. Millaisten tehtävien ja työtapojen avulla ohjelmointia opetetaan? 
3. Millaisia näkemyksiä opettajilla on ohjelmoinnin opetuksen keskeisistä tavoitteista ja vaiku-








3. Ohjelmointi ja ohjelmoinnillinen ajattelu 
Ohjelmointi (eng. programming) ja ohjelmoinnillinen ajattelu (eng. computational thinking) 
muistuttavat suomen kielessä toisiaan, mutta niiden merkitykset ovat erilaisia. Ohjelmoinnilli-
nen ajattelu yhdistetään usein ohjelmointiin ohjelmoinnin toimiessa yhtenä ohjelmoinnillisen 
ajattelun oppimisen keinona ja käsitteiden konkretisoijana. Yleinen konsensus kuitenkin on, 
että ohjelmoinnillinen ajattelu on käsitteenä paljon laajempi, kuin pelkkä ohjelmointi. (Bocconi 
ym., 2016.) Useimmiten peruskouluissa ohjelmointi nähdään koodauksena ja ohjelmoinnillisen 
ajattelun olevan ”enemmän kuin koodausta” (Lye & Koh 2014; Wing 2006).  Tässä luvussa 
käsitellään ohjelmoinnin ja ohjelmoinnillisen ajattelun käsitteitä peruskoulukontekstissa, miten 
ne tässä tutkielmassa määritellään. Ensimmäisessä alaluvussa käsitellään ohjelmoinnin määri-
telmää peruskoulukontekstissa, toisessa alaluvussa käsitellään ohjelmoinnillisen ajattelun mää-
ritelmää ja kolmannessa alaluvussa käsitellään näiden välistä yhteyttä. 
3.1 Ohjelmointi peruskoulukontekstissa 
Ohjelmoinnin määrittely suomalaisen peruskoulun kontekstissa on melko hankalaa, sillä nykyi-
sellään käytössä olevassa perusopetuksen opetussuunnitelmassa (2014) ohjelmoinnin opetuk-
sesta puhutaan yleisellä tasolla ”ohjelmointina”.  Tässä luvussa ohjelmointi määritellään lyhy-
esti kasvatuksellisista näkökulmista siten, miten se myös suomalaisissa peruskouluissa, ja tässä 
tutkielmassa, nähdään. Tämän tutkielman teoreettisessa viitekehyksessä ei käsitellä ohjelmoin-
nin historiallista kehitystä, vaan nykytilannetta – sitä miten ohjelmointi suomalaisissa perus-
kouluissa määritellään osana tulevaisuuden taitoja (eng. 21th century skills). Ohjelmoimisella 
ja koodaamisella (eng. programming and coding) tarkoitetaan useimmiten samoja toimintoja, 
jossa tietokoneelle annetaan ohjeita jonkin tehtävän suorittamiseksi (Balanskat & Engelhardt, 
2015). Tässä tutkielmassa käytämme käsitettä ohjelmoiminen, joka kattaa myös koodaamisen 
käsitteen. 
Ohjelmointia tai ohjelmoinnin kaltaista toimintaa esiintyy jokaisen ihmisen arkielämässä lähes 
päivittäin. Yksinkertaisimmillaan ohjelmointi on toimintaohjeiden antamista ennalta määrätyn 
toimenpiteen suorittamista varten. Alkeellista ohjelmointia on esimerkiksi mikroaaltouunin 






nen ym. 2012.)  Mykkäsen ja Liukkaan (2014) mukaan lyhyesti määriteltynä ohjel-
mointi on ohjeiden antamista ihmiseltä tietokoneelle. Heidän mukaansa nykyaikainen ohjel-
mointi nähdään luovana ongelmanratkaisuna, jossa ohjelmoijan tehtävä on ratkaista on-
gelma muuttamalla se ”pala palalta muotoon, jonka tietokone ymmärtää”. Myös Majaranta 
(2002) näkee ohjelmoinnin lähtökohdan olevan ongelmalähtöinen – tarve saada haluttu teh-
tävä suoritettua. 
Peruskoulukontekstissa ohjelmointia ja koodien luomista ei pidä nähdä päämääränä tai itsetar-
koituksena, vaan pikemminkin välineenä, jonka avulla voidaan oppia uusia ajattelun ta-
poja (Kangas & Vartiainen 2019). Ohjelmointi on tärkeä osa tieto- ja viestintäteknologiaa, sillä 
ohjelmointikielen osaaminen antaa mahdollisuuden ilmaista itseään tai ajatuksiaan tietotekno-
logisessa ympäristössä (Resnick ym. 2009). Kangas ja Vartiainen (2019) toteavat teokses-
saan Ohjelmoinnin ABC varhaiskasvatuksessa ohjelmoinnin oppimisen kehittävän myös eri-
laisia ajattelun taitoja, kuten matemaatis-loogista ajattelua, luovaa ajattelua, ongelmanratkai-
sutaitokeskeistä ajattelua sekä leikillistä ajattelua. Majaranta (2002) toteaa ohjelmoinnin kehit-
tävän ajattelun taitojen lisäksi myös analysoinnin taitoja. 
Ohjelmointiin ja sen opettamiseen liittyy paljon erilaisia ohjelmointikieliä ja -alustoja. Kuten 
jokaisella kielellä, myös ohjelmointikielillä on omat sanastonsa ja kielioppisääntönsä, joita 
noudattamalla kieltä pystytään ymmärtämään ja käyttämään (Mykkänen & Liukas 2014). Oh-
jelmointikielet ovat tarkasti määriteltyjä, ja niiden toiminta perustuu syvästi logiikkaan, eikä 
niissä voi käyttää itse keksittyjä komentoja (Majaranta 2002).  Tietyissä tapauksissa oppilas voi 
kuitenkin ohjelmoida eli syöttää komentoja laitteeseen myös ilman teoreettista tietoa ohjel-
mointikielistä (Otterborn, Schönborn & Hultén, 2019). 
Ohjelmointiin liittyy paljon käsitteitä, jotka ovat yleisiä monilla ohjelmointikielillä. Ohjelmoin-
nin oppimisen käsitteitä on tutkittu vain vähän (ks. Moilanen 2018), mistä syystä näiden käsit-
teiden määritteleminen yksiselitteisesti on vaikeaa. Linda Liukas ja Juhani Mykkänen (2014) 
kirjoittivat Koodi 2016 -oppaan, joka kirjottajien omien sanojen mukaan on ensiapupakkaus 
ohjelmoinnista kiinnostuneille. Tämä opas sisältää konkreettisten ohjeiden lisäksi myös lyhyen 
tietopankin ohjelmoinnista ja sen opettamisesta. Keskeisimpänä ohjelmointisanastona esimer-
kiksi tässä oppaassa oli nostettu esiin käsitteet tietokone, muuttuja, algoritmi, funktiot, lista, 






Ohjelmointi ja sen opettaminen vaatii myös valitun ohjelmointikielen lisäksi sille sopivan oh-
jelmointiympäristön. Jokaiselle ohjelmointikielelle voidaan ajatella olevan oma ohjelmoin-
tiympäristönsä, vaikka näiden ympäristöjen elementit muistuttavatkin toisiaan.  Yksinkertai-
simmillaan ohjelmointiympäristössä on vain tekstieditori, johon lähdekoodia kirjoitetaan (ks. 
kuvio 1). Koodi 2016 -oppaan mukaan alakoulussa ohjelmoinnin työkaluna ei käytetä varsi-
naista ohjelmointikieltä vaan visuaalista ohjelmointiympäristöä, jossa ohjelmoidaan hiiren 
avulla kirjoittamisen sijaan. Peruskoulun opetussuunnitelman (2014) mukaan kuudennen luo-
kan lopussa hyvän osaamisen tason mukaan oppilas osaa ohjelmoida toimivan ohjelman graa-
fisessa ohjelmointiympäristössä. Graafisella tai visuaalisella ohjelmointiympäristöllä tarkoite-
taan ympäristöä, joka hyödyntää ohjelmoimisen apuna graafisia ja visuaalisia elementtejä kuten 
tekstiä, symboleita tai kuvia (ks. kuvio 2) (esim. Resnick ym., 2009). Ohjelmointiympäristö ei 
itsessään eroa merkittävästi muistakaan oppimisympäristöistä. Hyvä ohjelmointiympäristö, ku-
ten muutkin oppimisympäristöt, tukee ja jäsentää oppijan oppimisprosesseja yksilöllisellä ta-
solla (Jalkanen, Järvenoja & Litola, 2012). 
 
KUVIO 1. Arduino C -ohjelmointiympäristössä kirjoitettua koodia 
Ohjelmoinnin opetuksen onnistumisen kannalta, ja sen, että edesauttaisi oppijan ymmärryksen 
kehitystä, täytyy sen lähtökohtana olla ohjelmoinnilliseen ajatteluun opettaminen (Ala-Mutka, 
2004). Koska tekstipohjaisten ohjelmointikielien suurimmaksi ongelmaksi oppilaiden kohdalla 
on havaittu koodien järjestelemisen hahmottaminen (Özmen & Altun, 2014), on tätä ongelmaa 
pyritty lähestymään kehittämällä visuaalisia ohjelmointikieliä ja -ympäristöjä, jotka helpottavat 






että visuaaliset ohjelmointiympäristöt kiihdyttävät oppijan ymmärryksen syntymistä (Naharro-
Berrocal, Pareja-Flores, Urquiza-Fuentes & Velazques-Iturbide, 2002) sekä lisäävät oppilaiden 
motivaatiota ja halukkuutta oppimiseen (Sáez-López, Gonzáles & Cano, 2016). 
 
KUVIO 2. Microsoft MakeCode lohko-ohjelmointiympäristössä tuotettua koodia 
Visuaalisissa ohjelmointiympäristöissä ja -kielissä käytetään koodilohkoja (ks. kuvio 3), joiden 
tarkoitus on sekä helpottaa itse koodin rakentamista että ymmärryksen syntyä (Wilson & Mef-
fat, 2010). Suosittuja alkeisohjelmoinnin opetuksessa käytettyjä visuaalisia ohjelmointiympä-
ristöjä ja -kieliä ovat esimerkiksi Scratch (Malan & Leitner, 2007; Wu, Chang & He, 2010), 
Kodu (Stolee & Fristoe, 2011) ja StarLogo (Klopfer & Yoon, 2005). Mainitut visuaaliset oh-
jelmointiympäristöt tarjoavat ohjelmoinnin yhteydessä välittömän visuaalisen vastikkeen oh-
jelmoidulle koodille. Suomen Perusopetuksen opetussuunnitelman perusteiden (OPH, 2014) 








KUVIO 3. Scratch -ohjelmointiympäristössä tuotettua koodia koodilohkojen avulla 
3.2 Ohjelmoinnillinen ajattelu 
Termistä ohjelmoinnillinen ajattelu (eng. computational thinking) on muotoutunut viime vuo-
sien aikana eräänlainen muotisana, jolla on useita toisistaan hieman eriäviä määritelmiä ja jopa 
poissulkevia määritelmiä. (Denning & Tedre, 2019; Mohaghegh & McCauley, 2016) Osittain 
tämän voidaan nähdä johtuvan termin havainnoidun historian varhaisesta vaiheesta, joka alkoi 
vuonna 2006 Jeannette Wingin julkaiseman artikkelin Computational Thinking myötävaikutuk-
sesta. (Mohaghegh & McCauley, 2016; Wing, 2006) Yleisesti ottaen sillä tarkoitetaan kuitenkin 
kokoelmaa erilaisia ajattelun taitoja ja -käytänteitä, joita hyödynnetään erilaisiin ongelmanrat-
kaisua vaativiin tehtäviin hyödyntäen erilaisia tietojenkäsittelytieteille ominaisia perusperiaat-
teita (esim. Denning & Tedre, 2019, 2016; Mohaghegh & McCauley, 2016; Curzon, Black, 
Meagher & McOwan, 2009; Wing, 2006). Se koostuu erilaisista ajattelun prosesseista, kuten 
loogisesta- ja algoritmisesta ajattelusta ja järjestelmien ymmärtämisestä (Tsai, Wang & Hsu 






myös termejä laskennallinen ajattelu, automatisointiajattelu tai algoritminen ajattelu (Kekä-
läinen, 2015) ja esimerkiksi nykyisessä Perusopetuksen opetussuunnitelman perusteissa (OPH, 
2014) siitä käytetään jälkimmäisenä mainittua termiä algoritminen ajattelu. Ohjelmoinnillisen 
ajattelun voidaan kuitenkin nähdä sisältävän algoritmista ajattelua laajemman käsityksen sa-
masta aihepiiristä ja algoritmisen ajattelun lukeutuvan useissa tulkinnoissa yhdeksi ohjelmoin-
nillisen ajattelun osa-alueeksi (Mohaghegh & McCauley, 2016; Bocconi ym., 2016). Lisäksi 
Uudet lukutaidot -kehittämisohjelman (OPH, 2021) osaamisen kuvauksissa ohjelmointiosaa-
misen kohdalla puhutaan algoritmisen ajattelun sijaan jo ohjelmoinnillisesta ajattelusta. Tässä 
tutkielmassa computational thinking termin suomalaiseksi käännökseksi on siis näillä perustein 
valittu termi ohjelmoinnillinen ajattelu. 
Ohjelmoinnillisessa ajattelussa ajattelun taitoja ja -käytänteitä hyödyntäen voidaan luoda kom-
putaatioita, eli laskelmia, joita esimerkiksi tietokone osaisi tulkita suorittaakseen erilaisia teh-
täviä, sekä kykyä selittää ja tulkita maailmaa monimutkaisina tietoprosesseina. (Denning & 
Tedre, 2019; Bocconi ym., 2016) Komputaatioita hyödynnetään maailmassa lähes kaikkialla 
erilaisten tehtävien suorittamiseen, kuten simulointiin siitä, miten lentokoneen siivet tulisi muo-
toilla liidon mahdollistamiseksi, miltä huomisen sää näyttää tai ketkä kaksi ihmistä muodostai-
sivat hyvän parin keskenään (Denning & Tedre, 2019). Komputaatiot voidaan ymmärtää myös 
data-analytiikkana tai dataan kohdistuvina laskelmina (National Research Council, 2013). 
Ohjelmoinnillisen ajattelun nähdään lukeutuvan tulevaisuuden taitoihin (esim. ISTE, 2021; 
McClelland & Grata, 2018; Mohaghegh & McCauley 2016). Ohjelmoinnillisen ajattelun taitoa 
pidetäänkin joskus yhtä tärkeänä taitona, kuin esimerkiksi luku-, kirjoitus- ja laskutaitoa. (Tsai, 
Wang & Hsu 2019; Bocconi ym., 2016; Wing 2006) Myös kykyä ohjelmoida pidetään tärkeänä 
2000-luvun taitona (Bocconi ym., 2016) ja sitä onkin verrattu kykyyn kirjoittaa; ”People do not 
only program for solving problems,but also program for learning. Programming is like writing, 
and consequently,not only computer scientists should learn to program, just like not only nove-
lists should learn to write” (Segredo, Miranda, León & Santos, 2016, s. 11). Näiden taitojen 
tärkeyttä 2000-luvun maailmassa perustellaan muun muassa digitalisoituvalla maailmalla ja 
tästä johtuvalla työmarkkinoiden digitalisoitumisella. (Bocconi ym., 2016; McCormack, 2014) 
Useissa maissa kyky ohjelmoinnilliseen ajatteluun nähdään tärkeänä vaikuttajana yksilön mah-
dollisuuksiin toimia, osallistua ja innovoida digitalisoituvassa yhteiskunnassa (Bocconi ym., 






3.3 Ohjelmoinnin ja ohjelmoinnillisen ajattelun yhteys 
Ohjelmoinnilla ja koodaamisella on havaittu olevan yhteyksiä ohjelmoinnillisen ajattelun ja sen 
osa-alueiden kehitykseen. (esim. Wei, Lin, Meng, Tan, Kong & Kinshuk, 2021; Fidai, Capraro 
& Capraro, 2020; Kert, Erkoç & Yeni, 2020; Lye & Koh, 2014; Wing, 2006) Ohjelmointitaidon 
harjoittelu pelkän koodaamisen harjoittelun avulla on kuitenkin nähty riittämättömäksi, sillä 
pelkästä koodaustaidosta on vaikea päätellä, mitä oppija on oppinut, eikä koodaustaito sellai-
senaan ole siirrettävissä muihin aihepiireihin (Kafai & Burke, 2013). 
Koodauksen voidaan ajatella perustuvan taitoon ohjelmoinnista, joka koostuu algoritmeista ja 
niiden ymmärryksestä. Näiden taitojen kokonaisvaltainen hallinta vaatii ongelmanratkaisutai-
toja, jotka ovat oppijan kannalta tärkeitä elämän perustaitoja ja jotka lukeutuvat osaksi ohjel-
moinnillisen ajattelun taitoja. (Yucel, Karahoca & Karahoca, 2016; Trilling & Fadel, 2009.) 
Ohjelmointi tarjoaa kuitenkin kontekstin ohjelmoinnillisen ajattelun taitojen harjoittelulle 
(esim. Grover, Jackiw & Lundh, 2019; Brennan & Resnick, 2012). Ohjelmoinnillinen ajattelu 
puolestaan sisältää erilaisia ohjelmoinnissa ja koodaamisessa tarvittavia ajattelun taitoja ja käy-
tänteitä, joita ovat aihepiiriä käsittelevän kirjallisuuden ja tieteellisten julkaisujen perusteella 
abstrahointi, algoritminen ajattelu, automaatio, hajottaminen tai erittely, virheiden jäljitys ja 
korjaaminen sekä kaavojen tunnistaminen (Bocconi ym., 2016). 
Ohjelmoinnillisen ajattelun käyttö korostuu erityisesti tietokoneohjelmoinnin saralla – kuinka 
saada tietotekninen laite suorittamaan haluttu tehtävä halutulla tavalla. Ohjelmoinnillisen ajat-
telun avulla pyritään siis luomaan ja määrittämään sopivat algoritmit, joiden avulla voidaan 
yksityiskohtaisesti kertoa tietokoneelle, kuinka sen halutaan menettelevän halutun tehtävän 
suorittamiseksi. Laajemmalti tarkasteltuna ohjelmoinnillisen ajattelun avulla pyritään kuitenkin 
ymmärtämään myös ympäröivää maailmaa, jossa tietokoneohjelmat toimivat eräänlaisena sil-
tana ympäröivän maailman ja ihmiselle syntyvän ymmärryksen välillä. Tietokoneohjelmien 
luomiseksi niiden tekijän täytyy ymmärtää itse tietokoneen toiminnan lisäksi myös tietoko-
neohjelman käyttäjiä ja sitä, miten tai mihin tarkoitukseen käyttäjä käyttää tai haluaisi käyttää 
tietokoneohjelmaa. (Denning & Tedre, 2019.) 
Tietokoneohjelmat koostuvat algoritmeista, jotka on määritelty tiettyä tarkoitusta varten, ja ne 
tuottavat tietoa tai auttavat tulkitsemaan niihin syötettyä dataa. Esimerkiksi erilaiset tietokoneen 






mahdotonta ilman tietokoneesta saatavaa laskentatehoa. Ohjelmoinnillinen ajattelu auttaa myös 
ymmärtämään tietokoneiden laskennallisia rajoituksia – ymmärrys mahdottomista algorit-
meista, puutteellisesta datasta tai laskentatehon riittämättömyydestä auttavat välttämään tieto-
koneen käyttämistä sellaisiin asioihin, joihin se ei sovellu. (Denning & Tedre, 2019.) 
Ohjelmoinnillisen ajattelun on esitetty jakautuvan ohjelmoinnin yhteydessä kolmeen eri ulot-
tuvuuteen, jotka ovat käsitteet (eng. concepts), käytänteet (eng. practices) ja näkökulmat (eng. 
perspectives) (Brennan & Resnick, 2012). Ajatuksen ohjelmoinnillisen ajattelun jakamisesta 
kolmeen ulottuvuuteen esittelivät Brennan & Resnick (2012) tutkiessaan lasten ohjelmointiop-
pimisen vaikutuksia ohjelmoinnillisen ajattelun kehitykseen visuaalisen ohjelmointiympäristö 
Scratchin käytön yhteydessä. 
Ulottuvuusjaon on esitetty auttavan ohjelmoinnillisen ajattelun rakentumisen ymmärtämisessä 
ja sen kehityksen arvioinnissa ja havainnoinnissa (Brennan & Resnick, 2012), vaikkakin sen on 
myönnetty myös sisältävän omat haasteensa esimerkiksi sen suhteen, miten näiden kehitystä 
käytännössä voidaan mitata (Falloon, 2015; Brennan & Resnick, 2012). Osa-aluejaon on kui-
tenkin nähty avaavan peruskouluikäisten oppilaiden lähestymistapoja ohjelmointiin sekä käsi-
tyksiä ohjelmoinnista ja täten mahdollistavan niiden tulkintaa (Segredo, Miranda, León & San-
tos, 2016; Lye & Koh, 2014; Brennan & Resnick, 2012). Lisäksi sitä on käytetty aikaisemmis-
sakin ohjelmoinnillisen ajattelun kehittymistä tutkivissa tutkimuksissa onnistuneesti tuloksia 
antavia mittareita käyttäen (esim. Mouza, Pan, Yang, & Pollock, 2020; Lye & Koh, 2014). 
Ohjelmoinnillisilla käsitteillä tarkoitetaan käsitteitä, jotka ohjelmoija oppii ja käyttää ohjel-
moidessaan (Lye & Koh, 2014; Brennan & Resnick, 2012). Tutkimuksessaan Brennan ja Res-
nick (2012) huomasivat muutamien ohjelmointiin liittyvien käsitteiden korostuvan lasten oh-
jelmointitehtävissä ja niiden olevan yleishyödyllisiä useassa eri Scratch-projektissa sekä muissa 
ohjelmointiin liittyvissä konteksteissa. Näitä käsitteitä olivat järjestys (eng. sequences), toistot 
(eng. loops), rinnakkaisuus tai yhtäaikaisuus (eng. parallelism), tapahtumat (eng. events), ehdot 
(eng. conditionals), operaattorit (eng. operators) ja data tai tieto (eng. data). 
Ohjelmoinnillisilla käytänteillä tarkoitetaan ohjelmoijien tapoja työstää omia projektejaan. Kun 
käsitteiden tarkastelu ohjelmoinnillisen ajattelun kehityksessä antoi vastauksia siihen, mitä op-






Nämä käytänteet ovat erilaisia ongelmanratkaisun työtapoja, jotka ilmenevät ohjelmointipro-
sessin aikana (Lye & Koh, 2014). Lasten keskuudessa esiintyviksi ohjelmoinnin käytänteiksi 
Brennan ja Resnick (2012) havainnoivat esimeriksi kokeilemisen ja iteroinnin (eng. experimen-
ting and iterating), testaamisen ja virheiden korjaamisen (eng. testing and debugging), uudel-
leenkäytön ja uudelleenversioinnin (eng. reusing and remixing) sekä abstrahoinnin ja modu-
loinnin (eng. abstracting and modularizing). Tutkimuksessaan Brennan ja Resnick (2012) te-
kivät huomiot pohjautuen lasten kanssa käytyihin keskusteluihin, joissa lapset kuvasivat ym-
märrystään omasta kehityksestään. 
Ohjelmoinnillisilla näkökulmilla tarkoitetaan ohjelmoijan näkemyksiä omasta toimijuudestaan 
ja yhteydestään ympäröivään maailmaan ja muihin toimijoihin, eli sitä, miksi tai millä tarkoi-
tusperillä ohjelmoi. Tällaisiksi ohjelmoinnin oppimisen näkökulmiksi esitetään itseilmaisu 
(eng. expressing), yhteisöllisyys (eng. connecting) sekä kyseenalaistaminen (eng. questioning). 
(Brennan & Resnick, 2012.) Tässä pro gradu -tutkielmassa ohjelmoinnillisista näkökulmista 
puhutaan tulevaisuuslähtöisesti ohjelmoinnillisina päämäärinä. 
Tätä ohjelmoinnillisen ajattelun jakoa kolmeen ulottuvuuteen hyödynnetään myös tämän tutki-
muksen aineistonkeruussa. Vaikka Perusopetuksen opetussuunnitelmien perusteissa (OPH, 
2014) ohjelmoinnillisesta ajattelusta puhutaankin termillä algoritminen ajattelu, voidaan sen 
nähdä viittaavan silti suurempaan kokonaisuuteen. Ulottuvuusjaon hyödyntäminen aineiston-
keruussa on perusteltua suomen peruskouluissa tapahtuvan ohjelmoinnin opetuksen pääpaino-
pisteen ollessa ajattelun taitojen kehityksessä, (OPH, 2014) ja tutkielman pyrkiessä löytämään 
vastauksia siihen, millä tavoin suomalaisissa peruskouluissa opetetaan ohjelmointia. Aihepiiriä 






4. Ohjelmoinnin ja ohjelmoinnillisen ajattelun opettaminen 
Tässä luvussa tarkastellaan ohjelmoinnin opetuksen teoriaa ja ilmentymistä suomalaisissa pe-
ruskouluissa. Ensimmäisessä alaluvussa käsitellään ohjelmoinnin opetusta Perusopetuksen 
opetussuunnitelman perusteiden (OPH, 2014) näkökulmasta. Toisessa alaluvussa käsitellään 
ohjelmoinnin opetuksen nykytilaa ja suuntia suomalaisissa peruskouluissa. Viimeisessä alalu-
vussa käsitellään ohjelmoinnin opetuksessa ilmeneviä haasteita. 
4.1 Ohjelmoinnin opetus opetussuunnitelmassa 
Ohjelmoinnin opetus koulumaailmassa sai alkunsa 1960-luvulla Logo-ohjelmointikielen kehi-
tyksen myötä (Kalelioglu & Gülbahar, 2014). Ohjelmoinnin opetuksen liittämisestä opetus-
suunnitelmiin on esitetty maailmalla ehdotuksia ja suosituksia niin ikään 1960-luvulta alkaen 
esimerkiksi ACM:n (Association for Computing Machinery) ja IEEE (Institute of Electrical and 
Electronics Engineers) Computer Societyn toimesta (Impagliazzo, Campbell-Kelly, Davies, 
Lee & Williams, 1998). Suomessa ohjelmointi sisällytettiin osaksi perusopetuksen opetussuun-
nitelmaa (OPH, 2014) vuonna 2016. Ennen tätä ohjelmoinnin opetus suomalaisissa peruskou-
luissa on ollut hyvin koulukohtaista, ja se on saattanut lukeutua esimerkiksi osaksi ATK-ope-
tusta tai sitten sitä ei ole opetettu lainkaan (Saarikoski, 2006). 
Suomen perusopetuksen valtakunnallisessa opetussuunnitelmassa ohjelmointi on sisällytetty 
osaksi laaja-alaisten osaamistavoitteiden tieto- ja viestintäteknologista osaamista (L5), sekä 
matematiikan ja käsitöiden sisältöjä ja tavoitteita (ks. taulukko 1). Algoritminen ajattelu – tässä 
tutkielmassa laajemmin ohjelmoinnillinen ajattelu – on sisällytetty osaksi vuosiluokkien 7.–9. 
matematiikan sisältöjä ja tavoitteita. Ohjelmoinnillisen ajattelun käsitepiiriin tulkittavia il-
mauksia kuitenkin löytyy Perusopetuksen opetussuunnitelman perusteista (OPH, 2014) jo 
aiemmiltakin vuosiluokilta. Esimerkiksi vuosiluokkien 1.–2. matematiikan sisällöissä kohdassa 
S1 Ajattelun taidot todetaan ohjelmoinnin alkeiden alkavan vaiheittaisten toimintaohjeiden laa-
timisesta, joka voidaan tulkita algoritmisen – tai ohjelmoinnillisen ajattelun – harjoitteluksi. 
Ohjelmoinnin opetus aloitetaan perusopetuksessa jo alkuopetuksen vuosiluokilta 1.–2. Ohjel-
mointia lähestytään matematiikan alkuopetuksen keinoin, eli konkretian, toiminnallisuuden, 






antamalla (ks. taulukko 1). Myös pelillisyyttä käytetään oppimisen edistäjänä ohjelmoinnin yh-
teydessä. Vuosiluokkien 3.–6. aikana ohjelmointia lähestytään innostamisen, kokeilemisen, ko-
kemuksellisuuden sekä kokonaisten ohjelmointiprojektien kautta, ja sitä harjoitellaan graafi-
sissa ohjelmointiympäristöissä sekä robotiikkaa hyödyntäen. 
Perusopetuksen opetussuunnitelman perusteissa (OPH, 2014) käsityön sisällöissä ohjelmoinnin 
yhteydessä puhutaan myös kokeilemisesta ja kehittämisestä. Tämä voidaan lukea yhdeksi oh-
jelmoinnillisen ajattelun harjoittamisen ilmenemäksi ohjelmoinnin yhteydessä (ks. Brennan & 
Resnick, 2012). Vuosiluokilla 7.–9. ohjelmointia harjoitellaan osana eri oppiaineiden opintoja, 
painottuen kuitenkin matematiikan opetukseen. Matematiikan sisällöissä ohjelmoinnin yhtey-
dessä mainitaan sen käytöstä ongelmanratkaisuun, hyvien ohjelmointikäytäntöjen harjoittelu 
sekä ohjelmointi ja sen soveltaminen itsetehtyihin tai valmiisiin tietokoneohjelmiin. Näillä vuo-
siluokilla myös kehitetään, harjoitellaan ja sovelletaan ohjelmoinnillista ajattelua. Käsitöissä 
ohjelmointia sovelletaan sulautettujen järjestelmien suunnitelmiin ja valmiisiin tuotteisiin. 
(OPH, 2014.) Perusopetuksen opetussuunnitelman perusteissa ohjelmointiin liittyvät ilmaukset 
on esitetty taulukossa 1. 
TAULUKKO 1. Perusopetuksen opetussuunnitelman perusteista löytyvät maininnat ohjel-




















jeen mukaan toimiminen. 
(L5) Oppilaat saavat ja jaka-
vat keskenään kokemuksia 
















(L5) Oppilaat oppivat käyt-
tämään erilaisia laitteita, oh-













käyttö- ja toimintalogiikkaa. 
Ohjelmointia kokeillessaan 
oppilaat saavat kokemuksia 
siitä, miten teknologian toi-
minta riippuu ihmisen teke-
mistä ratkaisuista. 
 Käsityö  (S3) Harjoitellaan ohjelmoi-
malla aikaan saatuja toimin-
toja, joista esimerkkinä ro-
botiikka ja automaatio. Ko-
keilujen pohjalta tuotetta tai 









(S1) Ohjelmoidaan ja sa-
malla harjoitellaan hyviä 
ohjelmointikäytäntöjä. So-




(T20) Ohjata oppilasta ke-
hittämään algoritmista ajat-
teluaan sekä taitojaan sovel-




laan osana eri oppiaineiden 
opintoja. 
 Käsityö  (S3) Käytetään sulautettuja 











Myös muualla maailmassa ohjelmointi on sisällytetty osaksi opetusta ja virallisia opetussuun-
nitelmia viimeisten vuosien aikana. Ennen Suomea ohjelmointi on otettu mukaan kansalliseen 
opetussuunnitelmaan esimerkiksi Englannissa, Australiassa sekä Virossa. Joissain maissa oh-
jelmointi on saavuttanut aseman omana oppiaineenaan, joskin oppiaineen toteutus vaihtelee 
ohjelmoinnin, tietojenkäsittelytieteen ja ohjelmoinnillisen ajattelun kehityksen välillä. Useissa 
maissa, kuten Suomessa, ohjelmointi on integroitu osaksi muiden oppiaineiden sisältöjä. (Ba-
lanskat & Engelhardt, 2015.) Yhteneväistä eri maiden välillä on kuitenkin ohjelmoinnin tai oh-
jelmoinnillisen ajattelun viimeaikainen lisääntynyt ilmenevyys kansallisissa opetussuunnitel-
missa. Useissa Euroopan maissa ohjelmoinnin opetuksen lisäämisellä osaksi opetussuunnitel-
mia pyritään lisäämään oppilaiden kykyä loogiseen ajatteluun ja ongelmanratkaisuun ohjel-
moinnillisen ajattelun kehityksen kautta. (Bocconi ym., 2016.) 
Perusteita ohjelmoinnin integroimiselle peruskoulujen opetussuunnitelmiin on esitetty useita. 
Pääpaino integroinnin perusteissa tuntuu löytyvän kuitenkin oppilaiden ajattelun taitojen kehi-
tyksestä sekä työelämän tarpeiden piiristä, (Vuorikari, Punie, Carretero & Van den Brande, 
2016; Balanskat & Engelhardt, 2015) ja erityisesti ohjelmoinnillisen ajattelun kehittyminen on 
nähty olennaisena tekijänä (Bocconi ym., 2016). Esimerkiksi Euroopan komission (Vuorikari 
ym., 2016) julkaisema The Digital Competence Framework for Citizens sisältää näkemyksiä 
digitaalisten taitojen – joihin myös ohjelmointi lukeutuu – tärkeydestä ihmisten osallisuuden ja 
toimijuuden vahvistamiseksi digitalisoituvassa yhteiskunnassa. 
Digitaalisista taidoista puhutaankin joskus nimellä digitaalinen lukutaito, joka terminä pitää 
sisällään sekä ohjelmoinnin ja ohjelmoinnillisen ajattelun (Madigan & Martin, 2006). Samaa 
näkemystä on jaettu myös kansallisella tasolla esimerkiksi Opetus- ja kulttuuriministeriön 
(2013) toimesta. Digitaalisten taitojen tärkeyttä on perusteltu sekä yksilön ajattelun taitojen ja 
toimijuuden vahvistamisen näkökulmista että myös tulevaisuuden työelämän tarpeiden kautta 
(Vuorikari ym., 2016). Ohjelmointiosaamisella ja ohjelmoinnin opetuksella onkin nähty olevan 
vahvoja yhteyksiä näiden tavoitteiden saavuttamiseen, sillä ohjelmointiosaamisen nähdään li-
säävän yksilön mahdollisuuksia hallita ja luoda teknologisia sisältöjä ja näin kukoistaa yksilönä 
ja yhteiskunnallisena toimijana. Ohjelmoinnin opetusta onkin liitetty eri maiden opetussuunni-






4.2 Ohjelmoinnin opetuksen nykytila suomalaisissa peruskouluissa 
Vuonna 2016 käyttöön otettujen Perusopetuksen opetussuunnitelman perusteiden (OPH, 2014) 
sisällyttää velvoitteen ohjelmoinnin opettamisesta. Tämä ei ole vielä kuitenkaan tarjonnut riit-
täviä lähtökohtia yhtenäiselle ohjelmointiopetukselle maanlaajuisesti (OPH, 2021). Osana Ope-
tushallituksen (2021) Oikeus oppia -kehittämisohjelmaa (2020–2022) laaditun Uudet lukutai-
dot -kehittämisohjelman avulla ohjelmoinnin ja digitaalisten taitojen opetusta pyritään yhden-
vertaistamaan maanlaajuisesti. Sen tavoitteena on vahvistaa lasten ja nuorten medialukutaitoja, 
tieto- ja viestintäteknologisia taitoja sekä ohjelmoinnin osaamista. 
Kokonaisuudessaan Uudet lukutaidot- kehittämisohjelma voidaan nähdä laajentavan ja sanal-
listavan Opetushallituksen (2014) Perusopetuksen opetussuunnitelman perusteiden sisältämiä 
kohtia ohjelmoinnista ja algoritmisesta ajattelusta. Kehittämisohjelmaa on tuottamassa alueel-
listen asiantuntijoiden lisäksi kasvatuksen ja opetuksen järjestäjiä ja toteuttajia. Ohjelmointi-
osaamisen suhteen kuvaukset on jaettu kolmeen pääalueeseen: 1) ohjelmoinnillinen ajattelu, 2) 
tutkiva työskentely ja tuottaminen sekä 3) ohjelmoidut ympäristöt ja niissä toimiminen (ks. tau-
lukko 2). Näiden kuvausten sanotaan muodostavan kehittyvän osaamisen polun varhaiskasva-
tuksesta perusopetuksen loppuun saakka. Uudet lukutaidot -kehittämisohjelma sisältää ”hyvän 
ohjelmointiosaamisen kuvauksia”, jotka on jaoteltu vuosiluokka-asteille erikseen. (OPH, 2021.) 
Tällaisen kehittämisohjelmahankkeen voidaan nähdä esittävän kattavan kuvan siitä, mihin 
suuntaan tässä tapauksessa ohjelmoinnin opettamista halutaan Opetushallituksen taholta suun-
nata. Uudet lukutaidot -kehittämisohjelman mukaiset kuvaukset ohjelmointiosaamisesta perus-
opetuksen luokka-asteilla 1–9 on esitelty mukaillen taulukossa 2. 
TAULUKKO 2. Uudet lukutaidot -kehittämisohjelman kuvauksia ohjelmointiosaamisesta 
(OPH, 2021) 
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Perusopetuksessa tapahtuvaa ohjelmoinnin opetusta on käsitelty viime vuosina myös useissa 
opinnäytetöissä. Ne ovat kuitenkin pääasiassa painottuneet tutkimaan opettajien valmiuksia 
(Ihanainen, 2020; Raivonen, 2018), opetuksen kynnyskäsitteitä (Moilanen, 2018) tai käsityksiä 
ja mielikuvia (Kurkinen, 2018; Makkonen & Pyykönen, 2018) ohjelmoinnin opetuksesta, tä-
män tutkielman syventäen näkökulmia esimerkiksi ohjelmoinnin opetuksen käytännön kei-
noista ja päämääristä. 
Ohjelmoinnin opettaminen ei kuitenkaan kehity itsekseen, vaan se vaatii opettajilta riittävää 
osaamista tieto- ja viestintäteknologisten (TVT) taitojen osalta (Mason & Rich, 2019). Opetta-
jien käsityksiä tieto- ja viestintäteknologisista taidoista on tutkittu ja tulosten mukaan Suomessa 
opettajien käsitykset heidän omista TVT-taidoistaan ovat matalammalla tasolla verrattuna ver-
rokkiopettajiin Kiinassa, Singaporessa, Taiwanissa ja Etelä-Koreassa. Opettajien käsitykset 
myös TVT-taitojen hyödyllisyydestä ja koulun tarjoamasta tuesta siihen ovat myönteisemmät 
muualla edellä mainituista maista kuin Suomessa. Tutkimuksen mukaan niin ohjelmoinnin kuin 
TVT-taitojenkin osaamisen suhteen on myös sukupuolten välillä eroja. Yleisesti ottaen mies-
opettajat arvioivat oman osaamisensa korkeammaksi, kuin naisopettajat. (Wu, Looi, Multisilta, 
How, Choi, Hsu & Tuomi, 2019.) 
Myös Digiajan peruskoulu II -hankkeen (2020) mukaan tulos on samansuuntainen sen suhteen, 
että miehet kokevat olevansa TVT:n asiantuntijoita, kuin suurempi osa naisista kokee olevansa 
pikemminkin perustasolla. Digiajan peruskoulu II -hankkeen (2020) tavoitteena oli luoda pe-






miten digitalisaatio on edennyt koulun kehittämisen toimintojen eri osa-alueilla. Saman hank-
keen (2020) mukaan ohjelmoinnin opettaminen ei vielä ole sisällöltään sillä tasolla, mitä Ope-
tushallituksen (2014) kirjaamat Perusopetuksen opetussuunnitelman perusteet sille ovat asetta-
neet. Hankkeen tuloksista selviää, että ohjelmoinnin opetus ei ole vielä saanut vakiintuneita 
muotoja kouluissa, vaan ohjelmoinnillista ajattelua harjoitetaan osana kaikkea opetusta – kui-
tenkin suunnitelmallisemmin alakoulussa verrattuna yläkouluun. Perusopetuksen opetussuun-
nitelman perusteissa (2014) useasti mainittu tavoite ”ohjelmoidaan graafisessa ohjelmointiym-
päristössä” ei hankkeen tulosten mukaan toteudu, sillä vain puolet tutkimukseen osallistuneista 
viidennen vuosiluokan oppilaista ovat käyttäneet graafista ohjelmointiympäristöä oppitun-
neilla. (Tanhua-Piiroinen, Kaarakainen, Kaarakainen, Viteli, Syvänen & Kivinen 2020.) 
Hankkeen tulosten mukaan opettajista kaksi kolmasosaa jäi kokonaan ilman pisteitä heille an-
netuissa alkeisohjelmoinnin tehtävissä, jotka edellyttivät lähinnä päättelykykyä, selkokielisten 
komentojen antamista ja yksinkertaisten laskutoimitusten ratkaisemista. Samasta tehtävästä pe-
räti 89 prosenttia yhdeksännen vuosiluokan oppilaista eivät saaneet yhtäkään pistettä. Tuloksiin 
vaikuttanee se, että tutkimuksen kymmenestä haastatellusta koulusta peräti neljässä ei ohjel-
moinnin opetus toteutunut vielä millään tavalla johtuen opettajien puutteellisesta osaamisesta 
sen suhteen. Hankkeen aineistohaastatteluista saatujen tulosten perusteella opettajien nähdään 
kärsivän niin sanotusta ”digiähkystä”, jossa uusien ohjelmien ja sovellusten käyttöön ottaminen 
koetaan lamaannuttavana. (Tanhua-Piiroinen ym., 2020.) 
Suomalaisen koulun ohjelmoinnin opettamisesta puhuttaessa esiin nousee usein myös keskus-
telut STEAM-koulutuksesta. STEAM koostuu englanninkielisistä sanoista science (suom. 
tiede), technology (suom. teknologia), engineering (suom. insinööritaidot), arts (suom. taiteet) 
ja mathematics (suom. matematiikka). Ohjelmointitaitoa voidaankin pitää perustavanlaatuisena 
taitona erityisesti STEAM-agendaa tukevissa koulutuksissa ja koulutusmenetelmissä (Wu ym., 
2019).  STEAM-agendan nähdään kehittämään oppilaiden tietoja ja taitoja, jotka ovat merki-
tyksellisiä ja hyödyllisiä tulevaisuuden työpaikkojen kannalta. STEAM-pohjaisessa opetuk-
sessa korostuu ongelmanratkaisukeskeisyys, jonka avulla pyritään ratkaisemaan maailman kii-
reellisiä kysymyksiä liittyen innovaatioon. luovuuteen, kriittiseen ajatteluun, tehokkaaseen 
viestintään, yhteistyöhön ja uuteen tietoon. STEAM-pohjaista opetusta voidaan kuvata moni-
tieteelliseksi opetukseksi, joka nähdään hyvänä lähestymistapana tulevaisuuden taitojen omak-






4.3 Ohjelmoinnin opetukseen liittyvät haasteet 
Ohjelmointiin peruskoulun kontekstissa liittyy myös erinäisiä haasteita, joita avataan tarkem-
min tässä luvussa. Haasteita esiintyy niin opettajien valmiuksien kuin materiaalien ja työ- ja 
elinkeinoelämän vaikutusten suhteen.  
Ohjelmoinnin opettaminen vaatii opettajan, joka ymmärtää ohjelmoimisesta ja sen hyödylli-
syydestä. Opettajat tarvitsevat tukea valmiuksien kohottamiseen ja eteen tulevien haasteitten 
käsittelyyn (Wu ym., 2019). Masonin ja Richin (2019) kirjallisuuskatsauksessa tarkasteltiin 
alakoulun opettajien valmiuksia ohjelmointiin liittyvien asioiden opettamisessa. Heidän tutki-
muksensa aineiston mukaan huonommat teknologisen osaamisen taidot omaavat opettajat käyt-
tivät teknologiaa harvemmin opetuksessaan, kuin teknologian käytön suhteen itsevarmat opet-
tajat. Kirjallisuuskatsaus osoitti myös, että mikäli opettajalla olisi valmiudet ohjelmoinnin opet-
tamiseen, mutta kokemus ohjelmoinnin opetuksesta turhana, ei hän tällöin todennäköisesti 
opeta sitä. Sama lopputulema on myös tapauksessa, jossa opettaja kokee ohjelmoinnin opetta-
misen hyödyllisenä, mutta ei omaa riittäviä valmiuksia sen opettamiseen. Kirjallisuuskatsauk-
sen mukaan koulutuksen puutteen vuoksi opettajat kohtaavat tunnesidonnaisia ja tiedonpuut-
teeseen liittyviä esteitä.  
Myös Iso-Britanniassa toteutetun tutkimuksen mukaan opettajien suurimpina haasteina opetuk-
sessa mainittiin oman tietämyksen puute. Lisäksi haasteita koettiin eriyttämisessä, lähestymis-
tapojen ja arviointimenetelmien valitsemisessa sekä opetukseen liittyvässä tuessa. Myös resurs-
sipulat liittyen laitteistoon ja ohjelmistoihin mainittiin haastavana. Opiskelijoiden suhteen haas-
teita olivat aiheen ymmärtämisen vaikeuksien lisäksi ongelmanratkaisutaitojen ja matemaattis-
ten taitojen puuttuminen. (Sentace & Czizmadia, 2016.) 
Mertalan, Palsan ja Dufvan (2020) artikkelin mukaan ohjelmoinnin opettamisesta puhuttaessa 
on tärkeää pohtia, kenen ehdoilla ja millaisia päämääriä varten sitä opetetaan. Artikkelissa poh-
ditaan ja pyritään laajentamaan nykyisen ohjelmoinnin opetuksen funktionaalista näkökulmaa 
ottamalla huomioon myös yhteiskunnalliset ja muut ulottuvuudet. Toisin sanoen artikkeli su-
keltaa ohjelmoinnin opettamisen lähtökohtiin melko syvällisellä tasolla. Kirjoittajien mukaan 
laajentamalla ohjelmoinnin opetuksen määritelmää päästään pois niin sanotusta koulu hoitaa -
diskurssista, jossa kaikkien sekä yhteiskunnallisten että yksityisten epäkohtien korjaamisen aja-






Palsa & Dufva, 2020) nostaa esiin ohjelmoinnin opettamiseen liittyviä eri lähestymistapoja: 
funktionaalinen ja emansipatorinen ohjelmointikäsitys. Näistä ensimmäisellä tarkoitetaan käsi-
tystä, jossa koodi nähdään vain tietokoneelle annettuina peräkkäisinä ohjeina, jotka tietokone 
käsittelee. Jälkimmäisessä, emansipatorisessa käsityksessä ohjelmoinnin opettamisessa otetaan 
huomioon ympäristön valtavaikutussuhteet ja niiden esiintyminen koodissa. Emansipatorisessa 
ohjelmointikäsityksessä tuleekin pohtia, lisääkö vai rajoittaako koodi vapautta sekä yksilön että 
yhteiskunnan tasolla. (Dufva & Dufva, 2016.) Monilukutaito koodin purkajana -artikkelissa 
kuitenkin painotetaan, että molempia ohjelmointikäsityksiä tarvitaan, sillä ne nähdään välttä-
mättöminä toisiaan täydentävinä tulokulmina, joita ei tule käsitellä erikseen. (Mertala ym. 
2020.) 
Ohjelmoinnin opetusta ja sen merkitystä on tarkasteltu kriittisesti myös 2015 julkaistussa artik-
kelissa, jossa esitetään ohjelmoinnillisen ajattelun kehittymisen tukemisen pahimmassa tapauk-
sessa vaarantavan tulevan sukupolven syrjäyttämällä muita avaintaitoja, kuten luku- ja kirjoi-
tustaitoja. Artikkelin mukaan tarvitaan enemmän teoreettista ja käytännön tutkimusta ohjel-
moinnillisen ajattelun kehittymisestä, jotta se voidaan perustellusti sisällyttää opetussuunnitel-
miin. Ohjelmoinnin myönnetään rikastuttavan koulutusta, mutta sen opetukselle tulee olla tar-
kat perustellut, miksi sille tulisi antaa painoarvoa tulevaisuutta ajatellen. (Bresnihan, Millwood, 
Oldham, Strong & Wilson 2015.) 
Tutkimusten mukaan suunta koulun kehittymiselle löytyy usein koulun ja kasvatustieteen ul-
kopuolelta – markkinoilta ja työelinkeinoelämästä. Näin ollen näiden vaikutukset koululaitosta 
kohtaan voidaan nähdä haasteina, jotka liittyvät esimerkiksi materiaalien tuottamiseen tai saa-
miseen koulun opetukseen. Koulujen tiedetään hyödyntävän paljon yritysten materiaaleja, jotka 
osaltaan vaikuttavat esimerkiksi koulujen opetussuunnitelmiin ja niiden sisältöihin. (Bresnihan 
ym., 2015.) Mertalan, Palsan ja Dufvan (2020) artikkelissa pohditaankin esimerkiksi eri yritys-
ten osallisuutta ohjelmoinnin koulutustarjonnan suhteen – muokkaavatko yksityistä täydennys-







5. Tutkimuksen toteutus 
Tässä luvussa esitellään tutkielman toteutus. Ensimmäisessä alaluvussa käsitellään tutkimus-
kohdetta ja lähestymistapaa. Tutkimuksen vastaajajoukkoa käsitellään ja kuvaillaan toisessa 
alaluvussa. Kolmannessa alaluvussa kerrotaan tutkimuksen aineistonkeruusta ja viimeisessä eli 
neljännessä alaluvussa käsitellään aineiston analyysimenetelmiä ja sen eri vaiheita tässä tutkiel-
massa. 
5.1 Laadullinen tapaustutkimus 
Tutkielmassa tutkittiin ohjelmoinnin opettamista peruskoulukontekstissa. Tutkielman tavoit-
teena oli selvittää ja määritellä, millaista ohjelmoinnin opetus on suomalaisissa peruskouluissa. 
Tutkimuskysymyksiin pyrittiin vastaamaa analysoimalla aineistoa, jota kerättiin sähköisen ky-
selylomakkeen avulla. Aineistoa analysoitiin ja käsiteltiin teoriaohjaavan sisällönanalyysin kei-
noin. Tutkielmaa voidaan kuvailla monimenetelmälliseksi tapaustutkimukseksi painottuen kva-
litatiiviseen tutkimukseen, jonka aineistoa käsiteltiin sekä laadullisia että määrällisiä analyysi-
menetelmiä hyödyntäen. 
Tutkielma on pääpiirteissään laadullinen eli kvalitatiivinen tutkimus. Tutkielman analyysissä 
hyödynnettiin kuitenkin myös määrällisiä, eli kvantitatiivisia analyysin keinoja. Kvalitatiivi-
selle tutkimukselle on tyypillistä ihmiskeskeinen asetelma. Laadullisella tutkimuksella pyritään 
tutkimaan ihmistä, hänen näkemyksiään ja kokemuksiaan sekä hänen elämäänsä hyödyntäen 
erilaisia traditioita, lähestymistapoja sekä aineistonkeruu- ja analyysimenetelmiä. Laadullinen 
tutkimus pyritään toteuttamaan ilman hypoteeseja ja asettamatta tutkittavia erilaisiin kokeelli-
siin asetelmiin. Tällä tavoin tutkimuksessa pyritään naturalismiin. (Puusa & Juuti, 2020.) Tut-
kimuksen aineisto ja analyysi eivät ilmene numeraalisina, vaan tekstinä. Tämä ei kuitenkaan 
poissulje niiden määrällistä analysointia. Kvalitatiivisella tutkimuksella tarkoitetaan laadullista 
tutkimusta, jonka tavoitteena on ymmärtää ja kuvata tiettyä ilmiötä (Kiviniemi, 2007). 
Tutkielman viitekehys ja lähestymistapa huomioiden tutkielma on tapaustutkimus, jossa on 
piirteitä monimenetelmällisyydestä. Tapaustutkimuksessa tutkimuksen kohde on usein jokin 
tapahtumakulku tai ilmiö. Sille on ominaista tarkastella pientä joukkoa tapauksia tai vain yhtä 






kuvaus tutkittavasta ilmiöstä. Sitä voidaan luonnehtia myös hyvin kokonaisvaltaiseksi tutki-
mukseksi, sillä siihen sisältyy usein erilaisten aineistojen ja menetelmien käyttämistä yhdistäen 
niitä aikeisempiin tutkimuksiin. Yksi keskeisistä päämääristä tapaustutkimukselle on lisätä ym-
märrystä tutkittavasta tapauksesta vastaamalla ilmiöön liittyviin kysymyksiin: miten ja miksi. 
(Laine ym., 2007.) 
Tapaustutkimuksessa usein hyödynnetään sekä laadullista että määrällistä aineistoa, joka johtaa 
myös erilaisiin analyysitapoihin. Tästä syystä tapaustutkimuksen voidaan ajatella olevan lähei-
sessä suhteessa monimenetelmälliseen tutkimukseen (eng. mixed methods research). Tapaus-
tutkimus edustaa laadullista osaa tässä tutkielmassa, mutta tutkielmassa hyödynnetään myös 
monimenetelmällistä tutkimusotetta. Taitavasti toteutettuna monimenetelmällisessä tutkimus-
otteessa laadulliset ja määrälliset menetelmät täydentävät toisiaan paikkaamalla mahdollisia 
ongelmakohtia, joita syntyisi käytettäessä vain toista menetelmää. (Eriksson & Koistinen, 2014; 
Tuomi & Sarajärvi, 2018). Monimenetelmällisyydellä (eng. mixed methods) pyritään luomaan 
parempaa ymmärrystä tutkimusongelmiin (Tuomi & Sarajärvi, 2018).Tässä tutkielmassa mo-
nimenetelmällisyyden kvantitatiivinen puoli ilmenee lähinnä tulosten analyysissä frekvenssi-
analyysin keinoin. 
Puusan ja Juutin (2020) mukaan laadullisen tutkimuksen alueelta on tunnistettavissa vain vähän 
standardoituja tapoja analysoida aineistoa. Eri analyysitavat eivät sinällään ole toisiaan parem-
pia, ja lähestymistavan valintaan tulisikin vaikuttaa sen tarkoituksenmukaisuus. Tutkija itses-
sään toimii tutkimusinstrumenttina. Tutkimuksessa on hyödytöntä pyrkiä täysin arvovapaaseen 
laadulliseen tutkimukseen, vaan ennemminkin tulisi tunnistaa oma esiymmärrys ja erottaa se 
aineistosta. Aineistoa käsitellään jatkuvasti tutkimuksen alusta loppuun ja tutkija pyrkii siitä 
saamiensa vihjeiden avulla aineiston ryhmittelemiseen eri teemoihin, luokkiin ja kategorioihin. 
(Puusa & Juuti, 2020.) 
Ohjelmoinnin opetusta ja sen merkitystä on tarkasteltu kriittisesti myös 2015 julkaistussa artik-
kelissa, jossa esitetään ohjelmoinnillisen ajattelun kehittymisen tukemisen pahimmassa tapauk-
sessa vaarantavan tulevan sukupolven syrjäyttämällä muita avaintaitoja, kuten luku- ja kirjoi-
tustaitoja. Artikkelin mukaan tarvitaan enemmän teoreettista ja käytännön tutkimusta ohjel-






miin. Ohjelmoinnin myönnetään rikastuttavan koulutusta, mutta sen opetukselle tulee olla tar-
kat perustellut, miksi sille tulisi antaa painoarvoa tulevaisuutta ajatellen. (Bresnihan ym., 2015.) 
Aineiston purkamisen jälkeen edessä häämöttää tutkimuksen tekemisen ”jyrkin mäki” eli ana-
lyysivaihe. Miten aineistosta edetään kelvolliseen analyysiin ja sitä kautta tieteelliseen eli tut-
kimukseen kelpaavaan? Analyysivaiheen jälkeen kuitenkin seuraa pitkä ja loiva alamäki, jol-
loin aineistoa hiotaan, tarkistetaan ja editoidaan osana työn valmistumista. Eskolan (2018) mu-
kaan aineistosta ei nouse esiin yhtäkään tulosta ilman tutkijan aktiivista työstämistä aineiston 
analyysin ja tulkinnan kanssa. Laadullista aineistoa tutkiva joutuu tekemään paljon erilaisia 
valintoja myös analyysin suhteen tutkimuksen edetessä – jotkin isompia ja jotkin pienempiä. 
Osa valinnoista tulee tehdä ennen aineiston keräämistä, kuten se, miten aineistoa analysoidaan. 
Näiden valintojen tekemisen keskiössä olennaista on se, että tutkija perustelee ja pohtii niitä 
myös raportissaan. Tärkeintä on tutkijan ymmärrys siitä mitä tekee. Laadullisen tutkimuksen 
ongelma voi kummuta teorian ja empirian välisestä kuilusta, sillä laadullisesta aineistosta har-
vemmin on nostettavissa sellaisia tuloksia, jotka voidaan esitellä selkeinä tuloksina ilman viit-
tauksia teoriaan ja aiempiin tutkimuksiin. Tutkimusten tulee aina käydä keskustelua aiempien 
kirjoittajien ja tutkijoiden kanssa, eikä vain perustua uusien tulosten esittämiseen. (Eskola 
2018.) 
Tämän pro gradu -tutkielman laadullisen analyysin menetelmäksi valittiin teoriaohjaava sisäl-
lönanalyysi, joka koettiin toimivimmaksi analyysimenetelmäksi tässä tutkielmassa. Tutkielman 
analyysin toteutus teoriaohjaavana sisällönanalyysinä auttoi löytämään vastukset asetettuihin 
tutkimuskysymyksiin. Analyysiä ja sen eri vaiheita kuvataan tarkemmin aineiston analyysin 
luvussa. Sisällönanalyysille ei ole olemassa olemissa yleismaallisia tai aina päteviä sääntöjä, 
vaan analyysissä on tutkijan käytettävää omaa kekseliäisyyttään ja tuotettava itse oman analyy-
sinsä viisaus. Ongelmaksi tästä muodostuu aineiston analyysin kannalta siis tutkijan aseman 
vaikeus. Tutkijan on oltava aineistolle ja siitä löydettävissä oleville tuloksille herkkä, oivaltava 
ja terävä sekä osittain myös onnekas. (Tuomi & Sarajärvi 2018.) 
5.2 Tutkimukseen osallistujat 
Tutkimuksessa käytettyyn tutkimuskyselyyn vastasi 43 vastaajaa, joista 42 toimi opettajana ja 
yksi pedagogisena asiantuntijana. Osa vastaajista kertoi tekevänsä myös muita, kuin opettajan 






asteella ja 24 aineenopettajana. Kyselyyn vastanneet aineenopettajat kertoivat opettavansa ma-
tematiikkaa (16), fysiikkaa (9), käsityötä (8), tieto- ja viestintätekniikkaa (7) sekä suomen kieltä 
ja kirjallisuutta (1). Yksi vastaajista toimi erityisluokanopettajana, yksin ammattikoulun aineen-
opettajana, yksi digitaalisen liiketoiminnan johtajana ja yksi pedagogisena asiantuntijana. 
Kaikki vastaajista olivat työskennelleet opetusalalla pidempään kuin vuoden, ja nykyisessä teh-
tävässään suurin osa vastasi toimineensa myös pitempään kuin vuoden. Yksi kyselyyn vastan-
neista ilmoitti kysyttäessä ”millaisia työtapoja olet käyttänyt opettaessasi ohjelmointia?” ettei 
ole opettanut ohjelmointia. Hänen vastauksensa poistettiin lopulta aineistosta, ja otannan kooksi 
jäi lopulta 42 vastaajaa. 
Vastaajien iän keskiarvo oli 40,7 (Md=40), nuorimman vastaajan ollessa iältään 26 ja vanhim-
man 64 (ks. kuvio 4). Vastaajia kyselyyn saatiin kahdestatoista maakunnasta. Vastaajat kokivat 
oman kykynsä opettaa ohjelmointia peruskoulutasolla asteikolla 0–10 olevan keskimäärin 7,3 
(Md=8). Minimiarvoksi kokemukselle omasta osaamisesta opettaa ohjelmointia annettiin 2 ja 
maksimiarvoksi 10. Vastaajat kokivat oman koulunsa muiden opettajien kyvyn opettaa ohjel-
mointia peruskoulutasolla asteikolla 0–10 olevan keskimäärin 4,9 (Md=5), minimiarvon ollessa 
0 ja maksimiarvon ollessa 8. (ks. taulukko 3.) Vastaajista (n=43) 32:lla oli taustallaan jotain 
ohjelmoinnin opetukseen hyödyksi katsottavia erityisopintoja. Hyödyksi katsottavia opintoja 
vastaajilla oli korkeakoulujen opintokokonaisuuksista, erilaisista täydennyskoulutuksista ja ly-
hyistä ohjelmointikursseista. 
TAULUKKO 3. Vastaajien demografinen kuvaus 
 1.–2. 3.–6. 7.–9. Muu Yht. 
Ikä      
alle 30  1 2 1 4 
31–40 4 5 10  19 
41–50  3 7 1 11 
yli 50  3 5  8 
Yht. 4 12 24 2 42 
Hyödyksi katsottavat 
erityisopinnot 









8,3 7,5 7,4 10,0 7,3 
Kokemus oman kou-
lun muiden opettajien 
kyvystä opettaa ohjel-
mointia (ka) 
5,8 4,2 5,1 8,0 4,9 
 
Kyselyyn vastaajien voidaan ajatella olevan todennäköisesti keskimääräistä opettajaa kiinnos-
tuneempia ohjelmoinnin opetuksesta sen vuoksi, että vastaajat ovat tulleet tarkasti valikoitujen 
jakokanavien kautta. Vastaajat muodostavat melko edustavan otoksen opettajista, jotka ovat 
varmasti opettaneet ohjelmointia käytännössä. 
5.3 Aineiston keruu kyselylomakkeella 
Tutkimuksen aineisto kerättiin maalis-huhtikuussa 2021, ja sen kohderyhmään kuuluivat työssä 
olevat perusopetuksen opettajat. Aineiston keruuseen käytettiin sähköistä kyselylomaketta, 
Webropolia, sen saavuttavuuden ja taloudellisuuden vuoksi (Hirsjärvi, Remes & Sajavaara, 
2010). Kyselyyn oli mahdollista vastata anonyymisti, mutta sen lopussa tarjottiin mahdollisuus 
osallistua mahdolliseen haastatteluna toteutettavaan jatkotutkimukseen jättämällä yhteystie-
doiksi nimi ja sähköpostiosoite. Jatkotutkimusta ei lopulta järjestetty saadun riittävän otannan 
vuoksi (n = 42). Kyselyn sähköistä linkkiä jaettiin neljään Facebookin ryhmään. Ryhmät ja 
niiden jäsenmäärät olivat 26. maaliskuuta 2021 tarkasteltuna Koodausta kouluun (798), Tekni-
sen työn opetus (1291), STEAM Oulu (144) sekä Tieto- ja viestintätekniikka opetuksessa/ICT 
in Education (20795). Lisäksi kyselyn sähköistä linkkiä jaettiin Innokas-verkoston Pohjois-
Pohjanmaan aluekoordinaattorin toimesta Innokas-verkoston kouluttajille (49), Teknoluokka-
verkostolle (33) sekä Steam in Oulu -verkostolle (74). Kyselyn saavuttavuus oli siis yli 23000. 
Kyselylomakkeen linkki jaettiin ryhmiin ja verkostoihin kaksi kertaa. Ensimmäisen jaon jäl-
keen vastaajia saatiin 21, ja toisen jaon jälkeen vastaajia oli lopulta 43. Kyselyn jaon yhteyteen 
liitettiin lyhyt esittelyteksti kyselyn tarkoituksesta sekä aihepiiriin liittyvä meemi. Kyselyn al-






sosiaalisen media ryhmät ja muut verkostot valikoitiin ehkäisemään kyselytutkimuksissa esiin-
tyvää ongelmaa, jossa vastaajat eivät ole perehtyneet aihepiiriin (Hirsjärvi ym., 2010). Edellä 
mainittujen ryhmien ja verkostojen jäsenten voitiin olettaa kuuluvan tutkimuksen kohderyh-
mään ja olevan perehtyneitä ja kiinnostuneita ohjelmoinnin opetuksen aihepiiristä. 
Kyselytutkimus mahdollistaa vastaajan mahdollisuuden pohtia ja tarkistaa vastauksiaan, joka 
katsotaan eduksi kyselyn avointen kysymysten vaatiessa vastaajalta ajatustyötä ja melko laajaa 
vastausta. Kyselytutkimusten haittapuolia ovat muun muassa vastaajien mahdollisen perehty-
mättömyyden aihepiiriin, vastaajien sitoutuneisuuden puutteen kyselyyn vastaamiseen, väärin-
ymmärrysten syntymisen, avointen kysymysten mahdolliset puutteelliset vastaukset sekä mah-
dollisen vastausten puutteen. (Hirsjärvi ym., 2010) Aihepiiriin perehtymättömyyden ongelma-
kohtaan tutkimuksessa pyritään vaikuttamaan jakamalla kyselylinkki valikoituihin sosiaalisen 
median- sekä muihin verkostoihin, joiden jäsenten voidaan olettaa kuuluvan tutkimuksemme 
kohderyhmään. Vastaajien sitoutumiseen kyselyyn vastaamiseen huolellisesti pyritään vaikut-
tamaan kyselyn jaon yhteyteen liitettävällä motivointikirjeellä. Väärinymmärrysten syntyyn ja 
avointen kysymysten suppeisiin vastauksiin pyritään vaikuttamaan lisäämällä avointen kysy-
mysten alapuolelle kysymyksiä selkeyttävä, sekä ohjeita vastaamiseen kuvaava, aputeksti. Ky-
selylomaketta pilotoitiin kahteen kertaan tutkimuskurssin aikana. Pilottien aikana kysymykset 
ja niiden tukitekstit kokivat muutoksia. 
Kyselylomake koostuu kahdesta osiosta. Kyselyn ensimmäisellä osiolla kartoitetaan vastaajien 
taustoja, ja toinen osio koostuu viidestä avoimesta kysymyksestä, joilla pyritään löytämään vas-
taukset tutkimuskysymyksiin. Vastaajien taustoista kartoitettiin vastaajien työ- ja koulutushis-
toria, ikä ja toimialue sekä tuntemus omasta kompetenssistaan ohjelmoinnin opettajana. Kyse-
lyn viisi avointa kysymystä olivat kaikki teorian pohjalta määriteltyjä, ja niiden avulla pyrittiin 
tarkastelemaan ilmiötä ja löytämään vastauksia asetettuihin tutkimuskysymyksiin. Koska lo-
makehaastatteluissa ei voida kysyä kysymyksiä sen perusteella, mitä olisi mukavaa tai hyödyl-
listä tietää, olivat kysymykset tarkoituksenmukaisia ja ongelmanasettelun kannalta merkityk-
sellisiä eli perusteltuja (Tuomi & Sarajärvi 2018). 
Kyselylomakkeen viisi avointa kysymystä, niiden tukena olleet tekstit ja mihin tutkimuskysy-
mykseen sen avulla pyritään löytämään vastausta, on esitelty taulukossa 4. Kyselylomake sel-






TAULUKKO 4. Kyselytutkimuksen avoimet kysymykset ja tutkimuskysymykset 
Kyselylomakkeen avoin kysymys Vastattava tutkimuskysymys 
Mitä ohjelmointiin liittyviä käsitteitä pidät tärkeimpinä 
ohjelmoinnin opetuksessa? 
1. Mitkä ohjelmointiin liittyvät käsitteet koros-
tuvat ohjelmoinnin opetuksessa? 
Millaisten tehtävien avulla olet opettanut ohjelmointia? 2. Millaisten tehtävien ja työtapojen avulla oh-
jelmointia opetetaan? 
Millaisia työtapoja olet käyttänyt opettaessasi ohjelmoin-
tia? 
2. Millaisten tehtävien ja työtapojen avulla oh-
jelmointia opetetaan? 
 
Mitkä ovat mielestäsi keskeiset tavoitteet, joiden vuoksi 
ohjelmoinnin opettaminen peruskouluissa on tärkeää? 
3. Millaisia näkemyksiä opettajilla on ohjel-
moinnin opetuksen keskeisistä tavoitteista ja 
vaikutuksista oppilaiden tulevaisuudelle? 
Mitä vaikutuksia ohjelmointiosaamisella on oppilaiden 
tulevaisuudelle? 
3. Millaisia näkemyksiä opettajilla on ohjel-
moinnin opetuksen keskeisistä tavoitteista ja 






5.4 Aineiston analyysi teoriaohjaavan sisällönanalyysin keinoin 
Tutkielma on pääasiassa laadullinen, joten sitä tulee analysoida laadullisen aineiston analyysin 
keinoin. Laadulliselle aineistolle ei kuitenkaan ole yksiselitteistä analyysitapaa, vaan tutkija 
joutuu itse tekemään päätöksiä – mitkä asiat aineistosta hän ottaa mukaan tutkimukseen. Laa-
dullisen aineiston analyysi voidaan kuitenkin joidenkin mallien mukaan jakaa pääpiirteittäin eri 
vaiheisiin, jotka sisältävät eri työvaiheita. Eskolan (2018) esimerkin mukaan ensimmäinen 
vaihe on järjestää aineisto teemoittain. Tämän jälkeen siirrytään tekemään varsinainen analyysi, 
jossa tutkija nostaa huomioita näistä teemoista erikseen. Huomioiden jälkeen tutkija poimii ai-
neistosta tutkimukselleen tärkeimmät ja mielenkiintoisimmat kohdat ja jäsentelee niitä omin 
sanoin. Seuraavassa vaiheessa näihin kohtiin liitetään mukaan teoriaa ja aiempia tutkimuksia. 
Laadullisen aineiston analyysin loppuvaihe keskittyykin pitkälti tekstin hiomiseen ja sen edi-
toimiseen lopulliseen muotoonsa. Eskola (2018) korostaa, että työtä kannattaa hioa ensin kar-
keimmasta kohdasta ja sitten edetä pienempiin ongelmakohtiin. Jossain vaiheessa tutkijan kui-
tenkin tulee lopettaa aineistonsa pyörittely ja laittaa työlleen piste. 
Myös Tuomi ja Sarajärvi (2018) esittelevät oman, tutkija Timo Laineen esittämästä laadullisen 
tutkimuksen analyysin etenemisrungosta mukaillun versionsa. 
1. Päätös aineiston tärkeimmästä sisällöstä. 
2. Aineistosta niiden asioiden suodattaminen ja erilleen ottaminen, jotka kuuluvat tärkeim-
män sisällön piiriin, samalla kaiken muun pois jättäminen. 
3. Jäljelle jääneen aineiston luokittelu, teemoittelu ja tyypittely. 
4. Yhteenveto. 
Tämän monimenetelmällisen tapaustutkimuksen analyysissä hyödynnettiin pääasiassa teoria-
ohjaavan sisällönanalyysin keinoja. Aineistoa analysoitiin kuitenkin myös jonkin verran mää-
rällisen analyysin keinoin, erityisesti ohjelmoinnin opetuksen käsitteitä analysoidessa. Sähköi-
senä kyselynä toteutettu aineistonkeruu oli pakottanut tutkijat asettamaan tutkittavat kohteet jo 
valmiiksi yläkategorioihin ja teemoihin, jotka olivat ohjelmoinnin opetukseen liittyvät käsitteet, 
käytänteet ja päämäärät. Päätös aineiston tärkeimmästä sisällöstä oli siis jo osittain tehty etu-
käteen. Aineiston analyysistä kuitenkin jätettiin pois kaikki sinne kuulumaton, jotka nähtiin 






Teoriaohjaavaan sisällönanalyysiin kuuluvia työvaiheita itse aineistolle ovat: 1) redusointi, 2) 
klusterointi ja 3) abstrahointi (Tuomi & Sarajärvi 2018). Näitä työvaiheita hyödyntäen tämän 
tutkimuksen aineistoa käsiteltiin pelkistäen, ryhmitellen ja teoreettisia käsitteitä luoden siten, 
että jäljelle jäävästä materiasta oli mahdollista tehdä loogisia päätelmiä jonkin sopivan päätte-
lytavan mukaisesti. Tämän tutkimuksen teoriaohjaavalle sisällönanalyysille tuntui sopivim-
malta valita induktiivinen päättely. Tavoitteena oli siis muodostaa rajatusta havaintojoukosta ja 
sen vastauksista yleistys, jota voidaan sitten lopulta verrata teoriaan. 
Aineistoon tutustumisen jälkeen aloitettiin analysoimaan aineistosta kyselytutkimuksen kysy-
myksiä yksi kerrallaan pyrkien löytämään vastauksia tutkimuskysymykseen, joka oli kuhunkin 
kysymykseen liitetty. Ensimmäisenä analysoitiin ohjelmoinnin opetuksen käsitteet, sen jälkeen 
ohjelmoinnin opetuksen tehtävät ja työtavat ja viimeisenä ohjelmoinnin opetuksen päämäärät 
ja vaikutukset. Analyysissä käytettiin hyödyksi kvalitatiivisen tutkimuksen työstöohjelmisto 
Nvivoa, joka koettiin hyvin hyödyllisenä työkaluna laadullisen aineiston analysointiin.  
Kysymyskohtainen analysointi aloitettiin lukemalla kysymyksellä saatu aineisto läpikotaisin, 
ja tutustumalla siellä mainittuihin sivustoihin, sovelluksiin, laitteisiin ja muihin selvennystä 
vaativiin asioihin. Aineistossa oli siis havaittavissa tutkijoille tuntemattomia sovelluksia ja si-
vustoja, joihin tutkijoiden tuli tutustua ennen analyysin jatkamista. Tämän vaiheen jälkeen ai-
neistosta voitiin siis muodostaa laaja yleiskuva. Tässä vaiheessa vastaajat myös numeroitiin, 
jotta vastaajien mainintoja ei sekoiteta analyysin eri vaiheissa. Seuraavaksi aineisto lähdettiin 
redusoimaan eli pelkistämään. Tämän avulla aineistosta löydettiin siellä toistuvia sisältöjä, 
jotka nähtiin kuvaavan vastauksia, joilla voidaan vastata asetettuhiin tutkimuskysymyksiin. 
Tässä vaiheessa myös yhdisteltiin selkeästi samaa tarkoittavat sisällöt. Esimerkiksi käsitteen 
ehto alle luettiin myös käsitteet ehtolause, ehtorakenne ja if-lause. Pelkistämisen jälkeen tois-
tuvat sisällöt klusteroitiin eri ryhmiteltiin kuvaaviin alaluokkiin, jotka muodostuivat osittain 
teorian ja osittain aineiston sisällön pohjalta. 
Esimerkki teorian pohjalta muodostuneesta klusterista: 
Aineistosta tehtiin havainto, että opettajat kertoivat millaisia työtapoja ovat käyt-






yhteydessä. Nämä työtavat jakautuivat teoriasta löytyviin testaamiseen ja vir-
heenkorjaamiseen, kokeilemiseen ja iterointiin sekä uudelleenkäyttöön ja uudel-
leenversiointiin. 
Esimerkki sisällön pohjalta muodostuneesta klusterista: 
Aineistosta tehtiin havainto, että opettajat kertoivat työtapoja kysyttäessä sen, 
millaisissa ohjelmointiympäristöissä he ovat opettaneet ohjelmointia. Nämä oh-
jelmointiympäristöt jaettiin koneettomiin ohjelmointiympäristöihin ja tietoko-
neohjelmointiympäristöihin. Tietokoneohjelmointiympäristö jakautui vielä pie-
nempiin luokkiin, joita olivat näytöllä tapahtuva ohjelmointi, robotiikka ja mik-
rokontrollerit. Nämä voitiin jakaa vielä sovelluksen tai käytetyn laitteen mukaan. 
Pelkistettyä ja ryhmiteltyä aineistoa analysoitiin ja niiden avulla voitiin muodostaa lopulta ylä-
luokat. Tätä vaihetta kutsutaan abstrahoinniksi (Tuomi & Sarajärvi, 2018). Nämä yläluokat ja-
oteltiin teorian mukaisiin ohjelmoinnin opetuksen sisältöihin, jotka olivat ohjelmoinnin opetuk-
sen käsitteet, ohjelmoinnin opetuksen käytänteet ja ohjelmoinnin opetuksen päämäärät. Ylä-
luokiksi muodostuivat ohjelmoinnin opetuksen käsitteiden kohdalla ohjelmointikielten ja -ym-
päristöjen käsitteet sekä ohjelmoinnin käsitteet. 
Ohjelmoinnin opetuksen käytänteiden kohdalla yläluokiksi muodostuivat ohjelmointitehtävien 
lähestyminen opettajan toimesta, ohjelmoinnin opetuksen työskentelymuodot, tehtävätyypit 
ohjelmoinnin opetuksessa ja oppilaan ohjelmoinnin oppimisen strategiat. Oppilaan ohjelmoin-
nin strategiat jaettiin teorian (ks. Brennan & Resnick, 2012) mukaan testaamiseen ja virheen-
korjaamiseen, muokkaamiseen ja uudelleenkäyttämiseen ja kolmantena kokeilemiseen ja ite-
rointiin. Vastaukset sisälsivät mainintoja eri sovelluksista ja laitteista, joita oli käytetty osana 
ohjelmoinnin opetusta. Nämä jaoteltiin koneettomaan ohjelmointiin ja tietokoneohjelmointiin 
sen mukaan, missä tai millä laitteilla ohjelmoitiin. Tietokoneohjelmointi jaettiin neljään tee-
maan, jotka olivat näytöllä tapahtuva ohjelmointi, robotiikka, mikrokontrollerit ja lisättyyn to-
dellisuuteen (eng. augmented reality). Tietokoneohjelmoinnin neljä teemaa ja niiden sisällöt on 
esitelty taulukossa 7. Lisäksi tehtävätyypit jaoteltiin kolmeen kategoriaan, jotka olivat valmiit 






Ohjelmoinnin opetuksen päämäärien kohdalla yläluokiksi muodostuivat monilukutaito, ajatte-
lun taidot, työ- ja elinkeinoelämä, elämänhallintataidot sekä ohjelmointitaito.  Näiden edellä 
mainittujen analyysivaiheiden lopuksi aineistoa tarkasteltiin apukysymysten avulla, jonka jäl-
keen voitiin muodostaa tutkimuksen tulokset. Tutkimuksen tuloksiin liitettiin suoria lainauksia 
aineistosta kuvaamaan saatuja tuloksia. Lopuksi tutkimuksen tuloksista voitiin muodostaa joh-
topäätökset. Taulukossa 5 on esitelty aineistosta löydetyt ohjelmoinnin opetuksen yläluokat. 
TAULUKKO 5. Analyysin avulla muodostetut yläluokat luokiteltuna teorian pohjautuviin ylä-
luokkiin 



















6. Tutkimuksen tulokset 
Tässä luvussa esitellään tutkimuksen analyysin tulokset. Tulokset jaetaan kolmeen alalukuun 
tutkimuskysymysten mukaan, joista ensimmäisessä alaluvussa tarkastellaan ohjelmoinnin ope-
tuksessa korostuvia käsitteitä. Toisessa alaluvussa tarkastellaan ohjelmoinnin opetuksen käy-
tänteitä eli siinä esiintyviä tehtäviä ja työtapoja. Kolmannessa alaluvussa tarkastellaan ohjel-
moinnin opetuksen päämääriä eli opetuksen tavoitteita ja ohjelmointiosaamisen vaikutuksia op-
pilaan tulevaisuudelle. Tuloksilla pyritään vastaamaan pääkysymykseen, millaista ohjelmoin-
nin opetus on suomalaisissa peruskouluissa? 
6.1 Mitkä ohjelmointiin liittyvät käsitteet korostuvat ohjelmoinnin opetuksessa? 
Vastaajilta kysyttiin ”mitä ohjelmointiin liittyviä käsitteitä pidät tärkeimpinä ohjelmoinnin ope-
tuksessa?”. Tarkentavaksi ohjeeksi annettiin mainita enintään viisi omasta mielestä tärkeintä 
käsitettä. Vastauksissa (n=42) kolme eniten mainintoja saanutta käsitettä olivat ehto (25), toisto 
(25) ja muuttuja (23). Muita tilastollisesti merkittäviä käsitteitä vastausten perusteella olivat 
algoritmi (19) ja komento (12).  taitoihin liittyviä käsitteitä sisältäneitä vastauksia antoi yhdek-
sän vastaajaa, eli noin joka viides vastaajista. Algoritmi -käsitteen alle sidottiin yhteen käsitteet 
algoritmi (9), koodi (6) sekä funktio (5). Vähäisiä mainintoja (n=2–7) saivat myös käsitteet 
liittyen koodin suorittamiseen, ohjelmointiin, ohjelmaan, syötteeseen, ohjelmointikieleen, kom-
mentteihin, projekteihin sekä tieto- ja viestintätekniikkaan. 
 






TAULUKKO 6. Ohjelmoinnin opetuksen käsitteiden jakautuminen luokka-asteen mukaan 
Käsite 1.–2. 3.–6. 7.–9. Muu Yht. 
Ehto 1 5 17 2 25 
Toisto  6 17 2 25 
Muuttuja 1 4 16 2 23 
Algoritmi 3 4 10 2 19 
Komento 4 7 1  12 
Ajattelun taidot 1 3 5  9 
Koodin suorittaminen 1 1 4 1 7 
Ohjelmointi 2 3 1  6 
Ohjelma 1 2 2  5 
Syöte   5  5 
Ohjelmointikieli 1 3   4 
Kommentit   2  2 
Projekti  1 1  2 
TVT  1 1  2 
 
Taulukon 6 avulla voidaan havaita kokonaistuloksissa eniten mainintoja saaneiden käsitteiden 
ehto, toisto ja muuttuja olevan tärkeässä roolissa erityisesti luokka-asteiden 7.–9. opetuksessa, 
ja tulleen usein mainituksi jo 3.–6. luokka-asteen opetuksessa. Luokka-asteilla 1.–2. kyseiset 
käsitteet eivät saavuta vastaavaa merkittävyyttä. Koska vastaajista kuitenkin vain neljä ilmoitti 
opettavansa 1.–2. luokka-astetta (ks. taulukko 3), ei tuloksia tämän ja muiden luokka-asteiden 







KUVIO 5. Ohjelmoinnin opetuksen käsitteitä ja termejä ennen klusterointia Nvivo-analyysi-
sovelluksen muodostamana sanapilvenä. Keskellä punaisella eniten mainintoja saaneita käsit-
teitä ja termejä. 
6.2 Millaisten tehtävien ja työtapojen avulla ohjelmointia opetetaan? 
Vastaajilta kysyttiin kysymykset ”millaisten tehtävien avulla olet opettanut ohjelmointia?” ja 
”millaisia työtapoja olet käyttänyt opettaessasi ohjelmointia?”. Kummallakin kysymyksellä 
pyrittiin löytämään vastauksia samaan tutkimuskysymykseen, joten kysymyksiin saadut vas-
taukset yhdistettiin aineiston analyysissä. Saaduista vastauksista muodostetut yläkäsitteet ovat 
ohjelmointitehtävien lähestyminen opettajan toimesta, ohjelmoinnin opetuksen työskentely-
muodot, tehtävätyypit ohjelmoinnin opetuksessa ja oppilaan ohjelmoinnin oppimisen strategiat. 
6.2.1 Ohjelmointitehtävien lähestyminen opettajan toimesta 
Opettajien rooli tehtäviä lähestyttäessä oli vaihdellut esimerkin antamisen, ongelmalähtöisen 






lillä. Ohjelmointiopetuksen sisältöjä ja tehtäviä oli lähestytty oppilaiden kanssa yhteisesti eri-
laisten esimerkkien kautta. Vastaajat olivat antaneet oppilaille mallikoodeja tai tehtävien mal-
lipohjia, joista oppilaat etenisivät itsenäisiin tai soveltaviin tehtäviin. Vastaajat kertoivat myös 
näyttäneensä opettajajohtoisesti esimerkkejä koodien rakentamisesta, laitteen tai ympäristön 
perustoiminnoista sekä tulevista tehtävistä. Esimerkkien avulla tutustuttiin sekä keskeisiin että 
uusiin käsitteisiin. Syiksi esimerkkien käyttöön vastaajat mainitsivat rajallisen ajan sekä alkuun 
pääsemisen helpottamisen. Vastaajat 35 ja 41 kuvasivat toimintaansa ohjelmointitehtävien lä-
hestymisessä seuraavilla tavoilla: 
”Esimerkkejä ja sanallisia tehtävänantoja. Rajallisen ajan vuoksi alkuun valmiita esi-
merkkejä, joista sitten jatketaan.” (Vastaaja 35, aineenopettaja) 
”Opettajajohtoinen esittely tai johdatus aiheeseen, jossa opitaan pari uutta käsitettä tai 
merkintää” (Vastaaja 41, aineenopettaja) 
Osa vastaajista kertoi lähestyneensä ohjelmointitehtäviä ongelmalähtöisen tehtävänasettelun 
kautta. Oppilaat johdatettiin ohjelmointitehtäviin erilaisten haasteiden, projektien tai tutkimus-
tehtävien avulla. Esimerkkeinä vastaajat mainitsivat annetuista ongelmalähtöisistä tehtävän-
asetteluista esimerkiksi robotin, jonka täytyi suorittaa jokin annettu haaste. Yksi vastaaja kertoi 
näyttäneensä myös videon robotin toiminnasta, ja oppilaan tehtävänä olisi ohjelmoida oma ro-
bottinsa toistamaan esimerkkivideon robotin toiminta. Lähtökohtana tehtävänannoissa oli siis 
ratkaista jokin haaste, ongelma tai pulma. Ongelmalähtöisiä tehtävänantoja kuvailtiin esimer-
kiksi tällä tavoin: 
”Ongelmanratkaisu, tutkimustehtävät ja projektit. Pyrin antamaan oppilaille tutkimi-
seen ja kokeiluun perustuvia tehtäviä, jolloin he pääsevät tekemään itse oppimisen kan-
nalta olennaisia johtopäätöksiä.” (Vastaaja 19, pedagoginen asiantuntija) 
”Mallivideo robotin toiminnasta, tehtävänä rakentaa koodi, joka mahdollistaa toimin-
nan” (Vastaaja 33, luokanopettaja) 
Ohjelmoinnin opetuksessa oli käytetty myös valmista materiaalia. Osa valmiista materiaalista 






Osa valmiista materiaalista antoi palautetta itsenäisesti, ja vapautti opettajalle näin aikaa esi-
merkiksi auttaa niitä oppilaita, jotka kaipasivat enemmän tukea. Valmiissa materiaaleissa oli 
mukana erilaisia vihjeitä tehtäviin ja esimerkkikoodeja. 
”…valmiit alustat, joissa palaute tulee omaan tahtiin ilman open työpanosta” (V7, ai-
neenopettaja) 
”Itsenäinen eteneminen tekemäni materiaalin mukaan, jolloin opettajalla aikaa auttaa 
kädestä pitäen heikoimpia” (Vastaaja 18, aineenopettaja) 
Jotkut vastaajista lähestyivät ohjelmoinnin opetusta suunnitelmallisuuden kautta. Apuna käy-
tettiin pseudokoodin kirjoittamista tai vuokaavioiden piirtämistä, joilla hahmotettiin ohjelman 
algoritmeja ja toimintalogiikkaa sekä kartoitettiin erilaisia vaihtoehtoja. 
”Vuokaavio: opitaan ensin suunnitelmallisuutta, loogisuutta ja kaikkien vaihtoehtojen 
kartottamista” (Vastaaja 20, aineenopettaja) 
 ”Först skriva pseudokod, sen programmera” (Vastaaja 38, aineenopettaja) 
6.2.2 Ohjelmoinnin opetuksen työskentelymuodot 
Kysyttäessä ohjelmoinnin opetuksen työtapoja, yli puolet vastaajista (n=25) vastaajista mainit-
sivat yksilö- (n=19) tai pari- ja ryhmätyöskentelyn (n=15). Osa vastaajista (ks. kuvio 6) mai-
nitsi kaikki edellä mainitut työskentelymuodot (n=9). 
 













Yksilötyöskentelyn maininneet kokivat sen mahdollistavan tehokkaamman osallistumisen ja 
motivoivan niitä oppilaita, jotka pitävät itsenäisestä työskentelystä. Lisäksi yksilötyöskentelyn 
koettiin mahdollistavan tehokkaamman eriyttämisen, kun oppilaat saavat edetä valmiiden ma-
teriaalien ja tutoriaalien avulla itsenäisesti, jolloin myös opettajalle jää enemmän aikaa auttaa 
apua tarvitsevia oppilaita. Yksilötyöskentelyä kuvattiin ja perusteltiin vastaajien 28 ja 32 toi-
mesta: 
”Opetan suurta ja heterogeenistä luokkaa, jossa on myös erityisoppilaita. Olen tehnyt 
opetusvideoita scratchistä. Jokainen etenee omaa vauhtiaan; jokaisella kone ja kuulok-
keet. Tunti alkaa yhteisellä (helpolla) opetusosuudella, sen jälkeen kukin etenee opetus-
videoiden avulla omaa vauhtiaan ja minulla on aikaa auttaa ongelmissa ja debuggaa-
misessa” (Vastaaja 28, luokanopettaja) 
”Jotkut tykkäävät tosi paljon, kun saavat itsekseen pähkäillä koodausjuttuja” (Vastaaja 
32, luokanopettaja) 
Pari- tai ryhmätyöskentelyn maininneet kokivat sen tasoittavan oppilaiden tasoeroja. Sen näh-
tiin tarjoavan keinot yhteis- ja vertaisoppimiselle, jolloin oppilaat pääsivät jakamaan ajatuksi-
aan ja ratkomaan ongelmia yhdessä kaverin kanssa. Yhteistyön koettiin tuovan voimavaroja, 
joiden nähtiin edesauttavan ohjelmoinnin oppimista, esimerkiksi käsitteiden osalta. Osana pari- 
ja ryhmätyöskentelyä opeteltiin myös lähdekoodin kommentointia, jonka nähtiin olevan yhtey-
dessä hyviin ohjelmointikäytäntöihin. Parityöskentelyn nähtiin olevan myös ehtona toisen op-
pilaan ohjelmointiin koneettoman ohjelmoinnin harjoituksissa. Pari- ja ryhmätyöskentelyn yh-
teydessä mainittiin myös tehostettu kisällioppiminen osana ohjelmoinnin opetusta. 
”Pari- ja ryhmätyötä tukevat käsitteiden oppimista, koska tehdään yhteistyötä. Suu-
rempi työ voidaan myös jakaa osiin. Kaikkien taidot saadaan käyttöön. Toisen oppilaan 
vahvuus voi olla koodaus, toisen esim. kuvankäsittely. Ryhmätyössä kaikkien heikotkin 
ominaisuudet voivat vahvistua” (Vastaaja 14, aineenopettaja) 
”Toinen malli on ollut se, jossa oppilaat luovat itse koodeja esim. kirjoittamalla ne vih-
koon ja sitten toinen oppilas toimii koodin mukana. Tämä on hyvin havainnollistava, 
helppo ja yksinkertainen tapa opettaa koodausta ja se sopii nuorille oppilaille hyvin” 






6.2.3 Tehtävätyypit ohjelmoinnin opetuksessa 
Kysyttäessä ohjelmoinnin opetuksessa vastaajien käyttämistä tehtävistä, vastaajat mainitsivat 
useita eri sovelluksia ja laitteita, joita olivat käyttäneet osana ohjelmoinnin opetusta. Vastaukset 
voitiin jaotella koneettomaan ohjelmointiin ja tietokoneohjelmointiin. 
Vastaajat kertoivat käyttäneensä koneetonta ohjelmointia esimerkiksi ohjelmoinnin peruskäsit-
teiden opettamiseen. Koneettomissa ohjelmointiharjoituksissa oppilaat muodostivat tarkkoja 
toimintaohjeita arkisiin toimenpiteisiin, kuten leipomiseen tai aamutoimiin. Oppilaat ohjelmoi-
vat myös toisiaan laatimalla kirjallisia toimintaohjeita toistensa suoritettaviksi. Tällaiset harjoi-
tukset koettiin havainnollistaviksi ja ymmärrystä lisääviksi. Koneetonta ohjelmointia harjoitel-
tiin myös erilaisten konkreettisten leikkien ja piirtotehtävien avulla, joista vastaajat antoivat 
muun muassa seuraavanlaisia esimerkkejä: 
”Keksitään tarkkoja ohjeita erilaisiin tilanteisiin (esim. leipominen tms.)” (Vastaaja 4, 
luokanopettaja) 
”Oppilaat ovat luoneet komentoketjuja, joita he testaavat toisilla oppilailla käytän-
nössä. Tämä on hyvin havainnollistavaa ja saa heidät ymmärtämään, mitä koodaus käy-
tännössä merkitsee” (Vastaaja 21, erityisluokanopettaja) 
”Kynällä ja paperilla ruudukolla esim. aarteenetsintää (kulje reitti)” (Vastaaja 36, luo-
kanopettaja) 
Tietokoneohjelmointia vastaajat olivat käyttäneet osana ohjelmoinnin opetusta hyödyntäen 
useita eri ohjelmointiympäristöjä ja sovelluksia. Nämä tulokset on esitelty tiivistetysti taulu-
kossa 7. Vastaajat antoivat esimerkkejä tai perusteluita tietokoneohjelmoinnin näytöllä tapah-
tuvista ohjelmointitehtävistä, joissa käytettiin Scratchia, Racketia, Code.orgia, JavaScriptia ja 
Python Repl.itiä. 
Scratchilla toteutetut ohjelmointitehtävät pitivät sisällään erilaisia pelejä, sovelluksia sekä ani-
maatioita. Scratchilla harjoiteltiin komentosarjoja ja harjoiteltiin koodauksen perusteita, mutta 
sitä käytettiin myös projektinomaisissa ohjelmointitehtävissä. Scratch koettiin monipuoliseksi 






Scratchilla toteutettavia ohjelmointiprojekteja integroitiin esimerkiksi niissä käsiteltävien tee-
mojen kautta muihin oppiaineisiin: 
”Scratch on erittäin monipuolinen ja haastava työkalu – Parasta on, jos on joku projekti 
menossa, missä jotain peliä tai ohjelmaa tarvitaan. Katsomme esimerkkejä, remixataan, 
yritetään, testataan, vertaillaan ratkaisuja, annetaan parannusvinkkejä jne. Hiotaan 
peli paremmaksi jne.” (Vastaaja 1, luokanopettaja) 
”Scratch Jr, Beebot ja WeDo alkuopetuksessa, alkeet konkretisoituvat” (Vastaaja 24, 
luokanopettaja) 
”Oppilaat ovat laatineet ensin mallin mukaan komentosarjoja esim. Scratchilla ja sitten 
tehneet jonkin tehtävän, vaikkapa jouluanimaation, tutkien Scratchin ominaisuuksia” 
(Vastaaja 25, luokanopettaja) 
Racketilla harjoiteltiin ohjelmointia piirtäen geometrisiä kuvioita. Jotkut vastaajat kertoivat in-
tegroineensa Racketilla toteutettavia tehtävätyyppejä suoraan osaksi matematiikan opetusta, ja 
siihen löytyi tehtäviä esimerkiksi Koodiaapisesta ja MAOL-materiaaleista. 
”Teemme monikulmioita kilpikonnagrafiikalla Racketilla, testataan tuleeko haluttu mo-
nikulmio, korjataan koodia halutun tuloksen saamiseksi, käytetään ja muokataan tehtyä 
koodia uudelleen seuraavan monikulmion piirtämiseen.” (Vastaaja 8, aineenopettaja) 
Vastaajat antoivat muutamia esimerkkejä myös JavaScriptistä, jolla ohjelmoitiin esimerkiksi 
laskin, Code.orgista, johon löytyi valmiita opetuspaketteja, sekä Python Repl.itistä, jolla luotiin 
osallistava novelli ohjelmoinnin avulla. OpenProcessingia oli käytetty kuvataiteen töiden koo-
daamiseen. Muutamia mainintoja käytetyistä tehtävätyypeistä tai ohjelmointiympäristöistä sai-
vat myös Python, Khan Academy, C++ ja Lightbot. 
”Joitakin ohjaan ensin tekemään code.org -tai muiden ”valmiiden opetuspakettien” pe-
rusopetuskierrokset ja sitten vasta luovempia tehtäviä” (Vastaaja 1, luokanopettaja) 
”Olemme kirjoittaneet osallistavan novellin choose your own adventure -tapaan, eli 
lukijan ratkaisut vaikuttavat tarinan kulkuun. Toteutimme Pythonilla Repl.it-alustalla” 






Tietokoneohjelmointia harjoiteltiin myös hyödyntäen robotiikkaa. Vastaajat antoivat esimerk-
kejä tai perusteluita tietokoneohjelmoinnin robotiikan ohjelmointitehtävistä, joissa käytettiin 
Legoja, VEXejä sekä Blue-/Beebotteja. 
Vastaajat kertoivat käyttäneensä Legoja sekä VEX-rakennussarjoja ohjelmointitehtävissä, 
joissa laite tai robotti haluttiin saada toimimaan halutulla tavalla. Tehtävätyypeissä hyödynnet-
tiin eri antureita ja harjoiteltiin myös mekaniikkaa robottien rakentamisen avulla. Vastaajat ko-
kivat robotiikkaa hyödyntävien tehtävätyyppien mahdollistavan monipuoliset ja skaalautuvat 
ohjelmointiprojektit. Vastaajat kertoivat myös Legoja ja VEX-rakennussarjoja käytettävän 
osana erilaisia kilpailuja, joiden tehtävät vaihtelivat avoimista tehtävänannoista tarkkaan mää-
riteltyihin tehtäviin. Vastaajat antoivat seuraavanlaisia esimerkkejä Legojen ja VEX-rakennus-
sarjojen hyödyntämisestä osana ohjelmointiopetusta: 
”Opetan ohjelmointia sellaisissa ympäristöissä, joilla saadaan jokin laite toimimaan 
halutulla tavalla, esim. Lego mindstorms ja microbit. Näissä yleensä on mukana jokin 
sensori, joka tarkkailee ympäristöä ja tietyssä tilanteessa ehtojen täyttyessä jotain 
muuta konkreettista tapahtuu.” (Vastaaja 3, luokanopettaja) 
”Alkuopetuksessa olemme käyttäneet lego wedo-robotteja niin, että kokosimme ne oh-
jeen mukaan. Sen jälkeen niitä ohjelmoitiin ja testailtiin.” (Vastaaja 32, luokanopettaja) 
”Lego ja VEX- robotiikkarakentelu ja ohjelmointi kisoja varten: Monipuolisia ja skaa-
lautuvia projekteja.” (Vastaaja 43, aineenopettaja) 
Blue- ja Beebotteja käytettiin vastaajien mukaan usein osana alkuopetuksessa tapahtuvaa oh-
jelmoinnin opetusta. Niiden avulla harjoiteltiin liikeohjelmien antamista lyhyiden komentosar-
jojen avulla. Vastaajat kertoivat hyödyntäneensä Blue- ja Beebottien ohjelmointitehtäviä integ-
roiden niitä osaksi muuta opetusta: 
”Bluebotteja/beebotteja olemme ohjelmoineet aika paljonkin monissa eri oppiaineiden 
tehtävissä. (Esim. Matikassa nostetaan kortti jossa lasku, sitten ohjelmoidaan bluebot 
menemään oikean vastauksen luo) Pienten kanssa on tärkeää jatkuva testaaminen ja 
lyhyet komentosarjat, jotta ymmärrys pysyy mukana. Mikäli robotti ei mene haluttuun 






Tietokoneohjelmointia harjoiteltiin lisäksi mikrokontrollereita ohjelmoimalla. Vastaajat antoi-
vat esimerkkejä tai perusteluita tietokoneohjelmoinnin mikrokontrollereiden ohjelmointitehtä-
vistä, joissa käytettiin Micro:bittejä tai muita ohjattavia mikropiirejä. 
Micro:bittejä ja muita mikrokontrollereita käytettiin vastaajien mukaan erilaisten todenpnäköi-
syyteen liittyvien pelien tekemiseen ja koodaamisen perusteiden opiskeluun, sekä erilaisten lait-
teiden, kuten ledimainosten ja laserharjoitusaseiden ohjelmointiin. Vastaajien mukaan 
Micro:bittejä hyödyntävissä ohjelmointitehtävissä käytettiin myös erilaisia antureita. Taulu-
kossa 7 on kuvattu tietokoneohjelmoinnin tehtävätyypeissä mainitut ohjelmointiympäristöt ja-
oteltuna neljään eri tyyppiin käyttöliittymän mukaan, sekä annettuja esimerkkejä niissä käyte-
tyistä tehtävätyypeistä. 
”Todennäköisyyspelejä (kolikonheitto, KPS, noppa) ollaan tehty Micro:biteillä, testa-
taan toimiiko ja korjataan virheitä, edetään seuraavaan haasteeseen käyttäen edellistä 
koodia hyödyksi.” (Vastaaja 8, aineenopettaja) 
”Esimerkiksi ohjelmoitavan mikropiirin avulla tehty laitteita (ledimainokset, laserhar-









TAULUKKO 7. Tietokoneohjelmoinnissa käytettyjä ohjelmointiympäristöjä, sovelluksia ja 
tehtävätyyppejä 
Missä? Ohjelmointiympäristö/laite Mitä tehty? 
Näytöllä tapahtuva Scratch & Scratch Jr. • Ohjelmointiprojektit 




• Koodauksen perusteet 
• Scratch Jr. alkuopetuksessa 
 Racket • Geometristen kuvioiden piirtäminen 
• Integrointi matematiikkaan 
 Code.org • Valmiit opetuspaketit 
• Pelit 
 JavaScript • Laskimen ohjelmointi 
 HTML • Lähdekoodin remixaaminen 
 MIT App Inventor • Valmiit tutoriaalit 
 CodeCombat • Pelit 
 OpenProcessing • Kuvataiteen töiden prosessointi 
 Python Repl.it • Osallistava novelli 
Robotiikka Lego (EV3, WeDo) • Kilpailut 
• Monipuoliset projektit 
• Antureiden käyttö 
• Mekaniikka 
• Konkretia ja kokeilu 
• WeDo alkuopetuksessa 
 Beebot / Bluebot • Liikekomentojen harjoittelu 
• Alkuopetus 
• Integrointi eri oppiaineisiin (esim. 
äidinkielessä alkutavulta lopputa-
vulle) 
 Vex • Kilpailut 
• Monipuoliset projektit 
• Mekaniikka 




 Muut mikrokontrollerit • Ledimainokset 
• Laserharjoitusase 







Tehtävätyypit voitiin jakaa vielä kolmeen osaan opetusmateriaalin tuottajan mukaan. Osiot ovat 
valmiit materiaalit, opettajan itse tekemät materiaalit sekä materiaalittomat tehtävät eli oppi-
laan omat projektit. 
Valmiilla materiaaleilla tarkoitetaan tässä yhteydessä kolmannen osapuolen luomia valmiita 
opetusmateriaaleja tai tehtävänantoja. Vastaajat olivat käyttäneet osana ohjelmoinnin opetusta 
valmiita opetusmateriaaleja, joita olivat esimerkiksi erilaiset koodaustehtävät, pelit, itse pa-
lautetta antavat ohjelmointialustat, tutoriaalit, videot, oppikirjojen tehtävät sekä ohjelmointi-
kurssit. Vastaajat kertoivat käyttäneensä valmiita materiaaleja Code.orgilta, Micro:bitiltä, MIT 
App Inventorilta, Khan Academystä, Tie koodariksi -julkaisusta, MAOL-materiaaleista, 
LUMA-keskukselta, FiTech 101:sta, SanomaProlta sekä Innokas -verkoston materiaaleista. 
Valmiiden materiaalien käyttöä vastaajat perustelivat niiden helppouden ja opettajalle jäävän 
ylimääräisen auttamisajan perusteella. Lisäksi oman materiaalin tuottaminen koettiin työlääksi: 
”En ole tehnyt omia tehtäviä, se on tuntunut aivan liian työläältä.” (Vastaaja 41, ai-
neenopettaja) 
Opettajien itse tekemät materiaalit pitivät sisällään esimerkiksi opetusvideoita, tutkimiseen ja 
kokeiluun perustuvia tehtäviä, ongelmalähtöisiä tehtävänantoja sekä muita pieniä tehtäviä. Täl-
laisia opettajien itse tekemiä materiaaleja tai tehtävänantoja olivat esimerkiksi erilaiset budjet-
tilaskut, pelit, urheilukisojen sarjataulukointi, laskimen ohjelmointi, kalenterin tekeminen, ro-
bottihaasteet ja osallistavat novellit. 
Materiaalittomat tehtävät eli oppilaiden omat projektit nousivat vastaajien mukaan usein eri-
laisten haasteiden tai kilpailutehtävien muodossa. Esimerkiksi robotiikkakisat antoivat oppi-
laille tehtävän, jonka ratkaisutyyli oli hyvin vapaa eli oppilaat saivat itse ratkaista tehtävän 
omaa luovuuttaan hyödyntäen. Oppilaiden omista projekteista mainittiin myös omat tarinat, 
pelit ja animaatiot, joihin usein liittyi jokin annettu teema. 
6.2.4 Oppilaan ohjelmoinnin oppimisen strategiat 
Vastaajat kertoivat erilaisista tehtävistä ja työtavoista, joita he käyttivät opetuksessaan ja joita 






tyttiin määrittelemään kolme erilaista ohjelmoinnille ominaista oppimisen strategiaa: testaami-
nen ja virheenkorjaus (n=24), muokkaaminen ja uudelleenkäyttäminen (n=19) ja kolmantena 
kokeileminen ja iterointi (n=14).  Teorian mukaista (ks. 3.3. Ohjelmointi ja ohjelmoinnillisen 
ajattelun yhteys) neljättä teemaa abstrahointia ja modulointia ei aineistossa kuvattu. Kun tut-
kittiin tyylejä, joita oppilaat käyttivät opettajan antamissa tehtävissä, 36 vastaajaa kuvasi jotain 
näistä oppimisen strategioista. Viisi vastaajista kuvasi vastauksessaan kaikkia näitä oppimisen 
strategioita. 
”Opetan ohjelmointia sellaisissa ympäristöissä, joilla saadaan jokin laite toimimaan 
halutulla tavalla, esim. Lego mindstorms ja microbit. Näissä yleensä on mukana jokin 
sensori, joka tarkkailee ympäristöä ja tietyssä tilanteessa ehtojen täyttyessä jotain 
muuta konkreettista tapahtuu. Tällaisissa tehtävissä korostuvat testaaminen ja virhei-
den korjailu.” (Vastaaja 3, luokanopettaja) 
”Beebottien ohjelmointia alkutavulta lopputavulle. Yrityksen ja erehdyksen kautta, tyy-
liin: ohjelmoi, kokeile, menikö oikein, korjaa, yritä uudestaan.” (Vastaaja 39, luokan-
opettaja) 
Vastaajien mukaan testaamista ja virheenkorjaamista tapahtui luonnollisesti osana eri ohjel-
mointitehtäviä. Vastaajien mukaan koodia kirjoittaessa virheitä syntyy aina, jopa esimerkki-
koodia kirjoittaessa, ja niitä etsitään ja korjataan. Ohjelmoidessaan oppilaat testailevat ja kor-
jailevat omaa projektiaan jatkuvasti. Testaamisen ja virheen korjaamisen avulla oppilaat pyrki-
vät kehittämään koodiaan siihen suuntaan, että se toimii halutulla tavalla. Oppilaat etsivät vir-
heitä myös toistensa projekteista. Vastaajat kertoivat myös käyttäneensä tehtävätyyppejä, joissa 
oppilaan tehtävänä oli löytää ja korjata virheitä valmiista koodista. Vastaajien mukaan konkre-
tia, eli esimerkiksi robottien tai muiden konkreettisten laitteiden käyttö osana opetusta, helpot-
taa testaamista ja virheiden löytämistä. Vastaajat antoivat esimerkkejä testaamisesta ja virheen-
korjaamisesta: 
”Olen antanut oppilaille koodipohjan ylläolevaan tehtävään, ja olemme käyneet läpi 
miten koodi toimii ja mitä tehtävällä tavoitellaan. Koodipohjaa on jokainen voinut sitten 







”Kommentoitu esimerkkisivu html-koodia. Tutustu ja muokkaa. Vaihda kaikki tekstit ja 
kuvat. Remixaus tärkeä osa.” (Vastaaja 33, luokanopettaja) 
”Valmiin koodin kopioiminen ja testaaminen, jotta jokainen kokisi saavansa jotain ai-
kaan ilman että pitää nähdä kauhean paljon vaivaa.” (Vastaaja 29, aineenopettaja) 
Vastaajien mukaan muokkaamista ja uudelleenkäyttämistä tapahtui osana ohjelmoinnin ope-
tusta, kun tehtävänantona oli esimerkiksi kopioida mallikoodi ja muokata sitä omaan käyttöön 
soveltaen. Vastaajien mukaan tällaisissa tehtävänannoissa oppilaille annettiin valmis malli-
koodi tai valmiita esimerkkejä koodien osista, joita oppilaan tuli hyödyntää tai uudelleen ver-
sioida osana omaa työtään. Joissain tehtävätyypeissä myös pelkällä parametrien muokkaami-
sella saatiin jotain uutta aikaan. Myös omien aiempien projektien koodeja hyödynnettiin uudes-
taan osana uuden luomista. Joidenkin ohjelmointiympäristöjen, kuten Scratchin, mainittiin tar-
joavan helpon tavan uudelleen versioida myös muiden käyttäjien tekemiä projekteja erillisen 
”remix” näppäimen avulla. Uudelleenkäyttämisen ja muokkaamisen nähtiin motivoivan oppi-
laita ohjelmoimaan, kun jokainen koki saaneensa helposti aikaan jotain valmista. 
”Olen esim JavaScriptiä käyttäen teettänyt erilaisia tehtäviä, joissa ensin käyttäjiltä 
kysytään asioita ja sen jälkeen toimitaan. Esim ohjelmoi laskin.” (Vastaaja 17, aineen-
opettaja) 
Vastaajien mukaan kokeilemista ja iterointi tapahtui osana oppilaiden omia ohjelmointiprojek-
teja. Oppilaat testailivat ja kehittelivät omia ohjelmointiprojektejaan muilta saatujen vinkkien 
ja ideoiden, oman uuden oppimisen, omien ajatusten ja näkemysten sekä erilaisten ongelma-
lähtöisten tehtävänantojen perusteella. Myös oppilaiden keskinäinen projektien vertailu nähtiin 
vastaajien mukaan olevan yhteydessä oppilaiden omien projektien kehittymiseen. Oppiessaan 
uutta ohjelmoinnista tai ohjelmointiympäristöstä, oppilaat saivat vastaajien mukaan uusia kei-
noja ja näkemyksiä kehittää omia projektejaan. 
Tutkimiseen ja kokeiluun perustuvat tehtävänannot nähtiin vastaajien mukaan olevan tärkeitä 
ohjelmoinnin oppimisessa. Jotkut vastaajista olivat myös käyttäneet vuokaavioita tai kirjoitut-
taneet oppilailla pseudokoodia harjoituttaakseen oppilaita hahmottamaan koodin eri mahdolli-






lähtöiset tehtävänannot toimivat vastaajien mukaan myös innoittajana tuotekehittelylle, eli ite-
roinnille. Jos tehtävänannon aiheena oli kehittää laite suorittamaan tietty tehtävä, mutta tehtä-
vänanto oli muuten avoin, ajoi se oppilaat suunnittelemaan, keksimään ja kehittelemään omaa 
työtään päämääränään saada aikaan oman projektinsa ominaisuuksien jatkuva parantelu. 
6.3 Millaisia näkemyksiä opettajilla on ohjelmoinnin opetuksen keskeisistä tavoitteista 
ja vaikutuksista oppilaiden tulevaisuudelle? 
Vastaajilta kysyttiin kysymykset ”mitkä ovat mielestäsi keskeiset tavoitteet, joiden vuoksi oh-
jelmoinnin opettaminen peruskoulussa on tärkeää?” ja ”mitä vaikutuksia ohjelmointiosaami-
sella on oppilaiden tulevaisuudelle?”. Kummallakin kysymyksellä pyrittiin löytämään vas-
tauksia samaan tutkimuskysymykseen, joten kysymyksiin saadut vastaukset yhdistettiin aineis-
ton analyysissä. Saadut vastaukset jakautuivat päämääriin oppilaan-, yhteiskunnan- ja koulun 
kannalta, painottuen kuitenkin päämääriin oppilaan kannalta. Ohjelmoinnin opetuksen päämää-
riksi oppilaan kannalta muodostettiin vielä vastausten (n=42) perusteella yläkäsitteet, jotka oli-
vat monilukutaito (n=33), ajattelun taidot (n=31), työ- ja elinkeinoelämä (n=27), elämänhal-
lintataidot (n=12) sekä ohjelmointitaito (n=11). Vähäisiä mainintoja (n=1–8) ohjelmoinnin 
opetuksen päämääriksi saivat myös tulevaisuuden taidot, luovuus, sosiaalisuus, turvataidot 
sekä matemaattiset taidot. 
6.3.1 Ohjelmoinnin opetuksen päämääränä monilukutaidon kehittyminen 
Eniten mainintoja (n=33) ohjelmoinnin opetuksen päämääristä kohdistui monilukutaidon ke-
hittymiseen. Ohjelmoinnin oppimista kuvattiin tulevaisuuden kansalaistaitona, jossa ymmärre-
tään ympäröivän informaatioyhteiskunnan toimintaperiaatteita ja sitä, miten ohjelmoidut rat-
kaisut vaikuttavat yksittäisen ihmisen ja sitä kautta koko yhteisön arkeen. Vastaajat 26 ja 19 
kuvasivat monilukutaidon ja ohjelmoinnin opetuksen yhteyksiä esimerkiksi seuraavin tavoin: 
”Koska maailmamme rakentuu enemmän ja enemmän tietotekniikan varaan, on jokai-
sen tärkeä ymmärtää millä perusperiaatteilla ohjelmat toimivat, samaan tapaan kuin 
yleissivistykseen kuuluu ymmärtää perusteet biologiasta, fysiikasta ja kemiasta” (Vas-






”Digiaikana tieto on valtaa - ohjelmoitujen ratkaisujen vaikutuksen ymmärtäminen yk-
sittäisen ihmisen ja yhteisöjen arkeen liittyen. Koska tietokoneet, verkkoyhteydet ja te-
koäly ovat niin suuri tekijä nyt ja tulevaisuudessa, oppilaiden tulee ymmärtää miten ne 
toimivat myös kooditasolla.” (Vastaaja 19, pedagoginen asiantuntija) 
Vastaajat mainitsivat ohjelmoinnin päämääriksi monilukutaitoon liittyen teknologisen ymmär-
ryksen, teknologisen yleissivistyksen ja teknologisen lukutaidon kehittymisen. Nämä sisältävät 
arkielämän elektronisten laitteiden, tietokoneiden ja automaation ohjaamisen ymmärtämisen 
ohjelmoinnin kooditasolla. Toisaalta monilukutaitoon liitettiin myös ohjelmointiin liittyvien ra-
joitusten ymmärtämisen. Vastauksissa mainittiin myös ohjelmoinnin oppimisen hälventävän 
teknofobiaa, kun ymmärrys ohjelmoidun maailman toimintaperiaatteista selkiytyy. 
”Ehkä nykyaikaisen ihmisen on tärkeää ymmärtää ohjelmoinnillista ajattelua yhteis-
kunnan automatisoitumisen ja esimerkiksi tekoälyn kehittymisen vuoksi” (Vastaaja 39, 
luokanopettaja) 
Ohjelmoinnin nähtiin toisaalta liittyvän nyky-yhteiskunnassa kaikkeen, joten sen opettamisen 
koettiin tukevan uuden oppimista esimerkiksi ohjelmien käytön suhteen. Ohjelmoinnin oppi-
misen päämäärinä mainittiin myös pelien mekaniikkojen ymmärtäminen ja uusmedian lukutai-
don kehittyminen. 
”Ohjelmointiajattelu, jotta ymmärtää mitä se on ja perusteet miten ohjelmoidaan. Oh-
jelmointi ja sen ymmärtäminen liittyy nyky-yhteiskunnassa kaikkeen.” (Vastaaja 18, ai-
neenopettaja) 
6.3.2 Ajattelun taitojen kehitys ohjelmoinnin opetuksen päämääränä 
Ohjelmoinnin oppimisen päämääriksi mainittiin usean vastaajan (n=31) toimesta ajattelun tai-
tojen kehittyminen. Vastaajat kuvasivat ohjelmoinnin oppimisen kehittävän itsenäistä ajattelua 
kokonaisvaltaisesti. Sillä nähtiin olevan vaikutuksia ohjelmoinnillisen, algoritmisen ja loogisen 
ajattelun sekä ongelmanratkaisutaitojen kehittymisen kannalta. Ajattelun taitojen kehitystä ja 






”Ymmärrys ohjelmien ja digitalisaation vaikutuksesta yhteiskuntaan, ymmärrys ohjel-
mien ja tietokoneiden toiminnasta ja toisaalta toiminnan rajoista, tietokoneen käyttö-
taidot, kyky kirjoittaa ohjeita auki” (Vastaaja 22, aineenopettaja) 
”Oppilaat oppivat pilkkomaan ongelmia osiin ja keksimään ratkaisuja.” (Vastaaja 4, 
luokanopettaja) 
”Joku voi löytää intohimonsa, toinen voi kehittyä ongelmanratkaisussa, jota tarvitaan 
kaikilla elämän osa-alueilla.” (Vastaaja 41, aineenopettaja) 
Ohjelmoinnin oppimisen kerrottiin myös kehittävän kykyä kirjoittaa ohjeita auki, pilkkoa on-
gelmia auki ja huomata syy-seuraussuhteita. Ohjelmoinnin oppiminen kehittää vastaajien mu-
kaan myös kykyä soveltaa ajattelun taitoja yksilön arjessa ongelmanratkaisutilanteissa. Vastaa-
jat näkivät ohjelmoinnin oppimisen myötä kehittyneiden ajattelun taitojen olevan tärkeässä 
osassa myös tulevaisuuden työelämän kannalta.  
6.3.3 Työ- ja elinkeinoelämän vaikutukset ohjelmoinnin opettamisen päämääriin 
Ohjelmoinnin oppimisella nähtiin olevan vaikutuksia oppilaan tulevaisuudelle kouluttautumi-
sen ja työllistymisen suhteen. Ohjelmoinnin opetuksen nähtiin vaikuttavan oppilaiden mielen-
kiinnon ja innostuneisuuden kasvamiseen ohjelmointiin liittyviä aloja kohtaan sekä parantavan 
heidän mahdollisuuksiaan työ- ja koulutusmarkkinoilla. Vastaajien mukaan ohjelmoinnin osaa-
misen nähtiin madaltavan kynnystä hakeutua jatkokoulutukseen. Kouluttautuminen ohjelmoin-
tialalle nähtiin myös liittyvän parempiin työllistymisnäkymiin. 
”Att ge dem bättre chans på arbetsmarknaden.” (Vastaaja 38, aineenopettaja) 
”Paljon hyviä vaikutuksia. Työllistyminen, laaja-alaisempi motivaatio jatko-opintoihin. 
Ohjelmointia tarvitaan useilla aloilla.” (Vastaaja 24, luokanopettaja) 
”Hakeutuminen itseä kiinnostavalla alalle helpottuu kun on pienet pohjatiedot ohjel-
moinnistakin.” (Vastaaja 7, aineenopettaja) 






Vastaajien mukaan työtehtävät nyt ja tulevaisuudessa sisältävät tai vaativat ohjelmointiosaa-
mista ja kykyä ohjelmoinnilliseen ajatteluun. Ohjelmointiosaamisen nähtiin vastaajien mukaan 
olevan yhteydessä tulevaisuuden työelämän tarpeisiin, kun algoritmien ja ohjelmistojen ym-
märtäminen tulee yhä tärkeämmäksi. 
”Tehokkuuden lisääntyessä mekaanisessa työnteossa ohjelmoinnin tai ainakin ohjel-
mallisen ajattelun taidot tulevat olemaan tärkeitä monilla aloilla” (Vastaaja 17, aineen-
opettaja) 
”Melko monenlaiset työtehtävät saattavat tulevaisuudessa sisältää ohjelmointiin liitty-
viä asioita.” (Vastaaja 39, luokanopettaja) 
Osa vastaajista näki ohjelmoinnin opettamisen innostavan oppilaita ohjelmoimaan myös vapaa-
ajalla harrastuksen omaisesti: 
”Yksi potentiaalinen vaihtoehto uravalinnaksi tai harrastukseksi.” (Vastaaja 13, luo-
kanopettaja) 
”Siitä innostuneet saavat vapaa-ajan harrastuksen ja kenties ammatin.” (Vastaaja 31, 
aineenopettaja) 
6.3.4 Ohjelmoinnin opettaminen elämänhallinnan taitojen kehittäjänä 
Vastaajien mukaan ohjelmoinnin oppimisella nähtiin olevan vaikutuksia oppilaan elämänhal-
lintataidoille. Vastaajat kertoivat ohjelmoinnin opetuksen vahvistavan oppilaan opiskelun pe-
rustaitoja, kuten tavoitteen asettamista, virheistä oppimista, ohjeiden noudattamista, keskitty-
miskykyä, huolellisuutta, suunnitelmallisuutta ja ajattelun joustavuutta. 
”Ongelmanratkaisukyvyn ja siihen liittyvän sinnikkyyden kehittäminen. Parhaimmil-
laan oppilas oivaltaa sinnikkyyden ja työn tekemisen merkityksen kehityksen ja menes-
tymisen kannalta.” (Vastaaja 43, aineenopettaja) 
Lisäksi sen nähtiin kehittävän oppilaan pitkäjänteisyyttä, sinnikkyyttä ja pettymysten sietoky-
kyä. Vastaajat mainitsivat myös ohjelmoinnin oppimisen lisäävän oppilaan itseluottamusta, it-






”Lisää itseluottamusta omiin mahdollisuuksiin ja kykyihin. Vahvistaa opiskelun perus-
taitoja kuten tavoitteen asettaminen, keskittyminen, suunnitteleminen, ajattelun jousta-
voituminen.” (Vastaaja 14, aineenopettaja) 
6.3.5 Ohjelmointitaito kehittyy ohjelmoimalla 
Vastaajat näkivät ohjelmoinnin opetuksen päämääräksi myös itse ohjelmointitaidon kehittymi-
sen. Ohjelmointitaitoa pidetiin osana yleissivistävää teknistä kasvatusta, joka pitää sisällään 
ohjelmoinnin perusteita. Vastaajien mukaan ohjelmointitaito auttaa myös ymmärtämään ohjel-
moinnin mahdollisuuksia ja sen avulla toteutettavia prosesseja. Peruskoulun ohjelmoinnin ope-
tuksen tehtävänä nähtiin tutustuttaa oppilaat ohjelmoinnin alkeisiin. Vastaajat näkivät ohjel-
moinnin opetuksen päämääriksi myös sosiaalisten ja matemaattisten taitojen sekä luovuuden 
kehityksen. Myös turvataidot ja tietokoneen käyttötaidot mainittiin osana ohjelmoinnin opetuk-
sen päämääriä. 
”Peruskoulussa pitäisi avata ohjelmointia niin, että jokainen ymmärtää, että kyseessä 
on opittavissa oleva taito, eikä mikään mahdottoman vaikea salatiede. Tavoite on tehdä 
ylläoleva motivoivalla tavalla ja nimenomaan niin, että opitaan tekemällä. Pelkkä teo-
ria ei riitä tässä tapauksessa.” (Vastaaja 26, aineenopettaja) 
”Alaluokilla se on lähinnä tutustumista ja kiinnostuksen herättämistä ohjelmointia koh-
taan. On tärkeää, että oppilaan kiinnostus ja käsitys itsestä "ohjelmoijana" kehittyy.” 
(Vastaaja 25, luokanopettaja) 
”Tehokkuuden lisääntyessä mekaanisessa työnteossa ohjelmoinnin tai ainakin ohjel-
mallisen ajattelun taidot tulevat olemaan tärkeitä monilla aloilla, myös esim taito- ja 
taidealoilla. Siksi tarvitaan yhteiset pelisäännöt perusopetukseen.” (Vastaaja 17, ai-
neenopettaja) 
6.3.6 Muita ohjelmoinnin opettamisen päämääriä 
Muutama vastaajista mainitsi ohjelmoinnin opetuksella olevan päämääriä myös yhteiskunnal-
lisella ja koulun sisäisellä tasolla. Ohjelmointiosaamisen nähtiin tuovan tasa-arvoa ja vapautta 






”Kyseessä on vapaus ja demokratia: Kun ymmärrämme nämä prosessit ja rakenteet, 
niiden käyttäminen meitä vastaan on haastavampaa.” (Vastaaja 19, pedagoginen asi-
antuntija) 
Ohjelmointiosaamisen nähtiin auttavan vallan jakautumisessa tasaisesti ja mahdollistavan de-
mokratian. Se nähtiin osallisuutta ja voimaantumista lisäävänä tekijänä yhteiskunnallisella ta-
solla. Yksi vastaajista nosti esiin myös yhteiskunnallisen pulan osaavista ohjelmoijista: 
”Algoritmien ymmärrystä ja ohjelmointia tarvitaan nykyään monella alalla ja jatkossa 
todennäköisesti vielä enemmän. Osaavista ohjelmoijista on myös pulaa.”  (Vastaaja 26, 
aineenopettaja) 
Yksi vastaajista mainitsi ohjelmoinnin opetuksen päämääräksi yhdistää oppiaineita monialai-
siksi kokonaisuuksiksi: 
”Monialaisuus ja ohjelmointi - ohjelmointi oppiaineita yhdistävänä työkaluna.” (Vas-






7. Päätelmät  
Tässä luvussa esitellään tutkielman johtopäätökset, niiden pohdinta sekä arvioidaan tutkielman 
luotettavuutta ja eettisiä ratkaisuja. Ensimmäisessä alaluvussa vastataan tutkimuskysymyksiin 
johtopäätöksien ja pohdinnan muodossa pohtien tulosten syitä ja seurauksia sekä suhteutetaan 
niitä aikaisempaan tutkimustietoon. Toinen alaluku käsittelee tutkielman luotettavuutta, toistet-
tavuutta ja jatkotutkimusmahdollisuuksia. 
7.1 Tutkimuskysymyksiin vastaaminen 
Tutkielman tavoitteena oli selvittää, millaisin eri tavoin ohjelmointia opetetaan suomalaisissa 
peruskouluissa. Tutkielmassa tarkasteltiin suomalaisissa peruskouluissa tapahtuvassa ohjel-
moinnin opetuksessa esiintyviä käsitteitä, käytänteitä ja päämääriä. Vastauksia etsittiin tutki-
muskysymysten ”Mitkä ohjelmointiin liittyvät käsitteet korostuvat ohjelmoinnin opetuk-
sessa?”, ”Millaisten tehtävien ja työtapojen avulla ohjelmointia opetetaan?” ja ”Millaisia näke-
myksiä opettajilla on ohjelmoinnin opetuksen keskeisistä tavoitteista ja vaikutuksista oppilai-
den tulevaisuudelle?” avulla. 
7.1.1 Ohjelmoinnin opetuksen käsitteet 
Kolme eniten mainittua käsitettä olivat ohjelmointikielissä ja -ympäristöissä esiintyvät termit 
ehto, toisto ja muuttuja. Vastaajat nimesivät tärkeimmiksi käsitteiksi suoraan tekemiseen, eli 
ohjelmointiin liittyviä käsitteitä. Tulosten perusteella ohjelmoinnin opetuksessa käytettävät kä-
sitteet liittyvät siis suoraan substanssiin eli itse ohjelmointiin. Seuraavaksi tärkeimpinä käsit-
teinä tulosten perusteella olivat algoritmin ja komennon käsitteet. Yhtä tärkeinä ei pidetty oh-
jelmoinnin opetuksen päämäärinäkin esiintyviä ajattelun taitoja ja niiden käsitteitä. Vaikka tu-
losten perusteella vastaajat korostivatkin ohjelmoinnin opetuksen päämäärinä itse ohjelmointi-
taidon ulkopuolisia tekijöitä, kuten esimerkiksi ajattelun taitoja, eivät nämä päämääriin liittyvät 
käsitteet korostuneet erityisesti ohjelmoinnin opetuksessa käytettävien käsitteiden saralla.  
Ajattelun taitoihin liittyviä käsitteitä mainittiin yhdeksässä ohjelmoinnin opetuksen käsitteitä 






Esimerkiksi käsite algoritminen ajattelu luettiin osaksi tätä kattokäsitettä. Kuitenkin algoritmi-
nen ajattelu mainittiin näistä yhdeksästä vastauksesta vain kahdessa. Ajattelun taitoja kuvaavat 
yhdeksän vastausta oli siis koottu yhteen samaan klusteriin niiden aihepiirin perusteella. 
Tämän tutkielman tuloksissa korostuneet käsitteet tukevat aiemmissa tutkimuksissa (ks. Bren-
nan & Resnick, 2012) ja julkaisuissa (ks. Mykkänen & Liukas, 2014) mainittuja keskeisiä oh-
jelmoinnin käsitteitä. Nämä käsitteet eivät kuitenkaan selkeästi löydy esimerkiksi Perusopetuk-
sen opetussuunnitelman perusteista (OPH, 2014) eivätkä Uudet lukutaidot -kehittämisohjelman 
ohjelmointiosaamisen kuvauksista. Näiden käsitteiden mainitseminen osana ohjelmoinnin ope-
tuksen sisältöjä tai ohjelmointiosaamisen voisi yhtenäistää ohjelmoinnin opetuksen sisältöjä. 
Vastaavana esimerkkinä matematiikan geometrian ja mittaamisen sisällöissä Perusopetuksen 
opetussuunnitelman perusteissa mainitaan kirjaimellisesti käsitteet piste, suora ja jana (OPH, 
2014, s. 236). 
Vaikka vastaajat eivät korostaneetkaan vastauksissaan ohjelmointiopetuksen taustalla olevia 
käsitteitä koskien ohjelmoinnin opetuksen työtapoja tai päämääriä, olivat ne silti vastaajilla 
muiden kysymysten vastausten perusteella selkeästi hallinnassa. Kyselytutkimuksen heikkou-
tena tämän ohjelmoinnin opetuksen käsitteiden tutkimisen kohdalla oli se, että vastaajat kertoi-
vat viisi tärkeimpänä pitämäänsä käsitettä omien ajatustensa pohjalta. Näin ollen vastauksista 
ei välttämättä selviä juuri ne käsitteet, jotka todellisuudessa korostuvat osana ohjelmoinnin ope-
tusta. Esimerkiksi havainnoimalla oikeita ohjelmointiopetuksen tilanteita, olisi mahdollisesti 
saatu laajempi tai eriävä aineisto ohjelmoinnin opetuksessa korostuvista ohjelmoinnin käsit-
teistä. 
7.1.2 Ohjelmoinnin opetuksen käytänteet 
Tulosten perusteella ohjelmoinnin opetuksen käytänteet jakautuvat useaan eri kategoriaan. Vas-
tauksissa käytänteitä saatiin opettajan toimintaan, työskentelymuotoihin, tehtävätyyppeihin 
sekä oppimisen strategioihin liittyen. Tulosten mukaan ohjelmoinnin opetuksen käytänteisiin 
sisältyy siis paljon erilaisia ja toisistaan irrallisia lähtökohtia ja näkemyksiä. Vastausten laaja 
kirjo antoi myös näkemyksen siitä, että erilaisia ohjelmoinnin opetuksen käytänteitä on ole-
massa yhtä paljon kuin on erilaisia opettajiakin. Vastauksista oli luettavissa vastaajien opetta-






Vastaajat lähestyivät ohjelmointitehtäviä antaen esimerkkejä, ongelmalähtöisiä tehtävänantoja, 
käyttäen valmista materiaalia, tai lähestyen tehtäviä yhteisesti avaten ohjelmien taustalla olevaa 
logiikkaa. Osa lähestyi ohjelmointia suunnitelmallisesti tarkastellen koodia esimerkiksi pseu-
dokoodin kirjoittamisen tai vuokaavioiden avulla. Tuloksissa vastaajat kertoivat myös liittä-
neensä ohjelmointitehtäviä osaksi oppilaiden arkielämää. Arkielämä ja ohjelmointi liitettiin toi-
siinsa esimerkiksi yksityiskohtaisten toimintaohjeiden, kuten aamutoimien tai leivontaohjei-
den, avulla. Ohjelmointia lähestyttiin myös valmiin koodin tutkimisen avulla. Aineistosta saa-
tujen tulosten mukaan ohjelmoinnin opetuksessa käytetään sekä yksilö- että pari- ja ryhmätyös-
kentelymuotoja. Valittuja työskentelymuotoja perusteltiin esimerkiksi eriyttämisen tai yhteis-
toiminnallisen oppimisen näkökulmista. 
Ohjelmointia opetetaan laajasti käyttäen erilaisia tehtävätyyppejä hyödyntäen eri sovelluksia ja 
laitteita, sekä koneetonta ohjelmointia. Tulosten mukaan ohjelmoinnin opetuksessa hyödynne-
tään usein projektinomaisia tehtävätyyppejä, joita ovat esimerkiksi animaatioiden, pelien ja eri-
laisten sovelluksien ohjelmoiminen. Myös yksittäisiä tehtävänantoja ja lyhyempiä ohjelmointi-
tehtäviä kuvattiin vastauksissa. Tulosten perusteella ohjelmoinnin opetuksessa hyödynnetään 
niin itsetehtyjä ja suunniteltuja tehtävänantoja kuin valmiita opetusmateriaalejakin, sekä oppi-
laiden omia projekteja, jotka perustuvat vapaampiin tehtävänantoihin. Kaikkia näitä käytettyjä 
tehtävätyyppejä kuvattiin perustellen. 
Ohjelmointia lähestyttiin myös huomioiden erilaisia ohjelmointioppimisen strategioita. Vastaa-
jat ohjasivat tietoisesti oppilaat erilaisten tehtävänantojen avulla käyttämään erilaisia ohjel-
moinnin oppimisen strategioita, jotka ovat löydettävissä myös ohjelmoinnin oppimisen teori-
asta (ks. 3.3. Ohjelmointi ja ohjelmoinnillisen ajattelun yhteys). Tulosten mukaan ohjelmoinnin 
opetuksessa hyödynnetään testaamista ja virheenkorjausta, muokkaamista ja uudelleenkäyttä-
mistä sekä kokeilemista ja iterointia (ks. Brennan & Resnick, 2012). Näitä ohjelmointioppimi-
sen strategioita hyödynnettiin useissa eri tehtävätyypeissä. 
Tutkielman tulokset ohjelmoinnin käytänteiden osalta tukevat aikaisempien tutkimusten tulok-
sia. Esimerkiksi ohjelmoinnin opetukselle toimivat strategiat tai opetusmallit kuten koneeton 
ohjelmointi, yhteistoiminnallinen oppiminen, ohjelmoinnilliseen ajatteluun opettaminen, ohjel-
mointitehtävien liittäminen osaksi oppilaan arkielämää sekä valmiin koodin tutkiminen (Sen-






esitetyt toimintamallit ohjelmoinnin oppimiseksi, kuten itsenäinen koodaaminen visuaalisissa 
ohjelmointiympäristöissä sekä robotteja rakentamalla ja ohjelmoimalla (Wu ym. 2019), toteu-
tuvat tutkielman tulosten mukaan suomalaisissa peruskouluissa. Tutkielman tuloksien mukaan 
yhteistoiminnallista oppimista hyödynnetään ohjelmoinnin opettamisessa, mikä tukee myös ai-
keisempaa tutkimusta (Wu ym., 2019; Otterborn ym., 2019).  
Aiempien tutkimusten mukaan suomalaiset opettajat suosivat osallistavia tehtävätyyppejä, 
joissa oppilaat pääsevät itse ohjelmoimaan kirjoittaen koodia tai rakentaen ja ohjelmoiden ro-
botteja (Wu ym., 2019). Tämän tutkielman tulokset vahvistavat aiempaa teoriaa aiheesta, tut-
kielman tulosten antaessa vastaavan kuvan ohjelmoinnin opetuksessa käytettävistä tehtävätyy-
peistä. Myös tutkielman tuloksista löytyvät ohjelmoinnin oppimisen strategiat tukevat ja toi-
saalta tukeutuvat aiempaan teoriaan (ks. Sentace & Csizmadia, 2016; Brennan & Resnick, 
2012). Vastaajat kertoivat monipuolisesti perustellen käyttämiään strategioita, esimerkiksi vir-
heenkorjaamista, ja toisaalta kertoivat näiden oppimisen strategioiden toimivan myös luonnol-
lisina oppimisen mekanismeina osana ohjelmoinnin oppimista. Jälleen havainnoimalla oikeita 
ohjelmointiopetuksen tilanteita tai teemahaastatteluiden avulla, olisi mahdollisesti saatu tar-
kempia kuvauksia erilaisista ohjelmointiopetuksen käytänteistä. Kyselytutkimuksella saatiin 
kuitenkin tutkielman aikatauluun nähden kattava ja laaja aineisto erilaisista ohjelmoinnin ope-
tuksen käytänteistä. 
7.1.3 Ohjelmoinnin opetuksen päämäärät 
Ohjelmoinnin opetuksella nähtiin olevan useita eri päämääriä ja tavoitteita. Päämäärinä vas-
tauksissa painottuivat monilukutaidon ja ajattelun taitojen kehitys sekä työ- ja elinkeinoelä-
mään liittyvät näkökulmat. Vastaajat näkivät ohjelmoinnin opetuksen päämäärät siis itse ohjel-
mointitaidon ulkopuolisina, tulevaisuuteen ja yksilön kehitykseen suuntaavina päämäärinä. Tu-
losten perusteella vastaajat näkivät ohjelmoinnin opetuksen tärkeänä tekijänä tulevaisuuden yh-
teiskuntaan kasvattamisessa, sen kehittäessä esimerkiksi ohjelmoinnillista ajattelua. Vastaajat 
näkivät ohjelmoinnin opettamisen kantavan hedelmää oppilaiden tulevaisuudessa. 
Monilukutaidon kehityksen kannalta vastaajat näkivät merkitykselliseksi yhteiskuntatoimijuu-






ymmärryksen. Monilukutaidon kehittymisen liitettiin myös ymmärrys teknologian vaikutuk-
sista yksilöön ja yhteisöön. Tuloksissa ajattelun taitoihin liitettiin kyky itsenäiseen ajatteluun, 
ongelmaratkaisutaitoon, loogiseen ajatteluun, ohjelmoinnilliseen ja algoritmiseen ajatteluun 
sekä näiden ajattelun taitojen soveltamiseen. Ohjelmoinnin opetuksen työ- ja elinkeinoelämään 
liittyvät päämäärät liittyivät helpompaan työllistymiseen, madaltuneeseen kynnykseen hakeu-
tua jatko-opintoihin sekä mielenkiinnon heräämiseen ohjelmointialaa kohtaan. Myös työelä-
män ja koulutuksen tarpeiden muutoksen kohtaaminen nähtiin ohjelmoinnin opetuksen pää-
määränä. Tulokset tukevat teoriaa, jossa ohjelmointitaitojen ja ohjelmoinnillisen ajattelun tai-
dot nähdään osana tulevaisuuden taitoja (ks. ISTE, 2021; McClelland & Grata, 2018; Bocconi 
ym., 2016; Mohaghegh & McCauley 2016; McCormack, 2014) ja niiden nähtiin myös kytkey-
tyvän yksilön kykyyn toimia, osallistua ja innovoida digitalisoituvassa yhteiskunnassa (ks. Boc-
coni ym., 2016, The White House, 2016.) 
Ohjelmoinnin opetuksen nähtiin kehittävän myös elämänhallintataitoja. Vastaajat kertoivat oh-
jelmoinnin opetuksen kehittävän oppilaiden opiskelun perustaitoja, kuten tavoitteiden asetta-
mista, virheistä oppimista, sinnikkyyttä, keskittymiskykyä, suunnitelmallisuutta ja ajatusten 
joustavuuden lisääntymistä. Ohjelmoinnin opetuksen katsottiin myös kehittävän oppilaiden it-
seluottamusta. 
Edellä mainittujen päämäärien lisäksi ohjelmoinnin opetukselle koettiin tavoitteeksi myös itse 
ohjelmointitaidon lisääminen. Ohjelmointitaito liitettiin yleissivistävään tekniseen kasvatuk-
seen, jolla pyritään kehittämään oppilaiden ymmärrystä ohjelmoinnin mahdollisuuksista ja sen 
avulla toteutettavista prosesseista. Ohjelmoinnin opetuksen peruskoulukontekstissa nähtiin toi-
mivan tutustuttajana ohjelmoinnin alkeisiin, joka toimii pohjana kumulatiiviselle ohjelmoinnin 
oppimiselle oppilaiden tulevaisuudessa. 
Tutkielman tulokset ohjelmoinnin opettamisen päämäärien osalta vastaavat aiempaa teoriaa oh-
jelmoinnin opettamisen päämääristä esimerkiksi digitaaliseen yhteiskuntaan kasvattamisen, oh-
jelmointiin liittyvien taitojen ja tavoitteiden sekä ajattelun taitojen suhteen (ks. Otterborn, ym., 
2019). Myös Brennanin ja Resnickin (2012) tutkimuksessa esiintyneet ohjelmoinnillisen ajat-
telun kehittymisen näkökulmat itseilmaisun ja kyseenalaistaminen suhteen olivat nähtävissä 
tutkielman tuloksissa. Tulosten mukaan vastaajat opettavat ohjelmointia pääsääntöisesti oppi-






tarpeita ja vaateita huomioiden, itse ohjelmointitaidon jäädessä hieman sivuun ohjelmoinnin 
opetuksen tavoitteiden keskiöstä. 
7.2 Tutkimuksen yhteenveto 
Tämän tutkielman tavoitteena oli selvittää, millaisin eri tavoin ohjelmointia opetetaan suoma-
laisissa peruskouluissa. Tutkielman teon taustalla oli ymmärrys siitä, että Perusopetuksen ope-
tussuunnitelman perusteet (OPH, 2014) tarjoamat tavoitteet ja sisällöt eivät ole vielä tarjonneet 
riittäviä lähtökohtia yhtenäiselle ohjelmointiopetukselle maanlaajuisesti (OPH, 2021). Myös 
Digiajan peruskoulu II -raportin mukaan ohjelmointiin liittyvien laaja-alaisten osaamistavoit-
teiden toteuttamiseksi tulisi valmistella valtakunnallisesti yhteneväinen ohjeistus (Tanhua-Pii-
roinen ym., 2020). 
Kaikkea tutkimusta tehdessä pyritään välttämään virheitä, mistä syystä yksittäistä tutkimusta 
tehdessä on arvioitava sen luotettavuutta. Vaikka laadullisen tutkimuksen luotettavuuteen ei ole 
olemassa yksiselitteisiä ohjeita, on luotettavuuden arvioinnissa syytä huomioida ainakin tutki-
muksen tarkoitusta, tutkijoiden sitoutumista, aineiston keruuta ja aineiston analyysiä. (Tuomi 
& Sarajärvi, 2018).  Tutkimuksen validiteetilla ja reliabiliteetilla tarkoitetaan tutkimuksen pä-
tevyyttä ja toistettavuutta. Validiteetiin liittyy teoreettisen ja käsitteellisen määrittelyn yhtenäi-
syys tehtyjen tulkintojen ja johtopäätösten suhteen. Reliabiliteetilla tarkoitetaan tutkimuksen 
toistettavuuden arvioimista huomioimalla esimerkiksi käytettyjä mittareita tai käytettyä havain-
nointimenetelmää. Tutkielman luotettavuutta voidaan tarkastella tutkimuksen vahvuuksien pe-
rustelemisella, mutta toisaalta myös tutkimuksen rajoituksia arvioimalla. (Eskola & Suoranta, 
2014). Tutkielman luotettavuutta arvioidaan tutkijoihin, tutkimuksen tekoon, vastaajiin sekä 
kyselylomakkeeseen liittyvien seikkojen kautta. 
Tutkielman tuloksia lukiessa on hyvä pitää mielessä, ettei niitä voida yleistää koskemaan kaik-
kia suomalaisia peruskouluoja, sillä tutkielman aineisto kerättiin lähteistä, joiden jäsenet ovat 
todennäköisemmin tavallista kiinnostuneempia ohjelmoinnin opetuksesta. Tutkielman tulok-
sista voidaan kuitenkin nähdä suhteellisen laajasti ohjelmoinnin opetuksen sisältöjen ja toimin-
tatapojen variaatioita peruskoulukontekstissa. Tutkielmamme tuloksia voidaan hyödyntää esi-
merkiksi ohjelmointiopetuksen oppimateriaalin tuotannossa pohtiessa, minkälaiset tehtävätyy-






vahvistavat myös mielikuvaa opettajien tulevaisuuteen suuntaavista pedagogisista näkemyk-
sistä myös ohjelmoinnin opetuksen saralla. Lisäksi ohjelmoinnin opettamisesta kiinnostunut, 
mutta ei vielä harjaantunut, opettaja voi löytää tutkielmasta uusia ajatussuuntia tai ideoita 
omaan työhönsä ja ohjelmoinnin opettamisen järjestämiseen. 
Tutkielmassa tapausta tutki koko tutkimusprosessin ajan yhtäaikaisesti kaksi tutkijaa, jotka 
muodostivat tutkijatriangulaation. Esimerkiksi Eskola ja Suoranta (2014) toteavat teoksessaan 
kahden havainnoitsijan tai menetelmän käytön voivan parantaa tutkimuskohteen kuvausta ja 
tutkimuksen objektiivisuutta. Tutkijat lähestyivät tutkimuskohteena ollutta tapausta, ohjel-
moinnin opetusta suomalaisissa peruskouluissa, laajasti sekä kansainvälisiä että kansallisia läh-
teitä hyödyntäen. Tutkijoiden omat intressit aihepiiriä kohtaan olivat myös tutkimuksen kan-
nalta kantavana voimavarana niiden toimiessa sitouttavina tekijöinä. Toisaalta ne saattoivat ai-
heuttaa myös subjektiivisten näkemysten alitajuntaisen vaikutuksen tutkimuksen tuloksiin itse 
analyysivaiheessa, vaikka tutkijat pyrkivätkin jatkuvaan objektiivisuuteen tutkielman teossa. 
Tutkijatriangulaation olemassaolo kuitenkin vähensi tämän subjektiivisuuden vaaraa sen mah-
dollistaessa ajatustenvaihdon. (Tuomi & Sarajärvi, 2018.) Kirjoitusprosessin aikana tutkijat kir-
joittivat tutkielmaa sekä yhdessä että erikseen, tekstejä keskenään vaihdellen, muokaten ja kom-
mentoiden.  
Laadullisessa tutkimuksessa analyysin ja menetelmien luotettavuuteen vaikuttaa niiden teke-
minen läpinäkyviksi, sekä tutkijan ymmärrys itsestään subjektiivisena toimijana vastausten tul-
kitsijana (Hirsjärvi ym., 2010). Koska laadullisen tutkimuksen alueella on löydettävissä vain 
vähän standardoituja tapoja analysoida aineistoa (Puusa & Juuti, 2020), on tulosten raportoin-
nin luotettavuutta pyritty lisäämään tekemään siitä mahdollisimman avointa ja yksityiskohtaista 
(ks. Tuomi & Sarajärvi, 2018). Aineiston analyysissa käytetty teoriaohjaava sisällönanalyysi 
perustuu osittain tutkijan subjektiiviseen näkemykseen aineiston sisällöstä, tutkijan joutuessa 
itse päättämään ja erottelemaan aineistosta sen tärkeimpänä pitämänsä sisällön (Tuomi & Sa-
rajärvi, 2018). Tutkijat olivat kuitenkin perehtyneet jo etukäteen tutkimansa aihepiirin teoriaan, 
joka lisää tutkielman tulosten luotettavuutta. 
Tutkimuksessa tutkittiin ohjelmoinnin opetusta suomalaisen peruskoulun kontekstissa, ja ha-






kimusjoukkona toimineet ohjelmointia peruskouluissa opettaneet vastaajat tukivat siis tutki-
muksen tarkoitusta. (Tuomi & Sarajärvi, 2018). Tutkielman aineisto kerättiin vuoden 2021 
maalis-huhtikuun aikana, jolloin ohjelmointi oli kuulunut osaksi perusopetusta jo lähes viiden 
vuoden ajan. Näin pitkän ajanjakson aikana ohjelmoinnin opetus on jo ehtinyt saada jalansijaa 
ja muotoutua perusopetuksen parissa, joten tutkimuksen tekeminen ohjelmoinnin opetuksen eri 
tavoista suomalaisissa peruskouluissa oli mielekästä. Tutkielman aineiston koko (n=42) oli 
kvalitatiiviselle tutkimukselle ominaisesti pienehkö (Eskola & Suoranta, 2014) mutta kuitenkin 
kohtuullinen. Tutkimuksen tuloksia ei voida otantakoon vuoksi nähdä yleistettävänä koko 
maata kattaviksi tuloksiksi, mutta se ei toisaalta ollut myöskään tutkimuksen tarkoitus. Kvali-
tatiivisen tutkimuksen tavoin tutkielman tarkoitus oli tarkastella tapausta, ohjelmoinnin ope-
tusta, luomatta maanlaajuisia yleistyksiä sen nykytilasta.  Kuitenkin otannan laajuus ja sen ker-
tyminen eri puolilta Suomea antaa todennäköisesti hyvin kuvan siitä, millaisin eri tavoin ohjel-
mointia opetetaan suomalaisissa peruskouluissa. 
Tutkimukseen vastattiin anonyymisti nettilinkin kautta. Mahdollisuus vastata kyselyyn anonyy-
misti tekee kyseenalaiseksi sen, ovatko annetut vastaukset aitoja mielipiteitä ja asianmukaisia 
vastauksia. Kyselyn osallistumislinkki jaettiin kuitenkin sosiaalista mediaa hyödyntäen ryhmit-
tymiin, joiden jäsenillä oli todennäköisesti jonkinlaista taustaa tai harrastuneisuutta sekä posi-
tiivinen asenne ohjelmoinnin opettamista kohtaan. Tämän ennakkoasetelman voidaan nähdä 
lisätä tutkimuksen luotettavuutta lisäävänä tekijänä, vastaajien todennäköisen innostuneisuuden 
ja aihepiiriin perehtyneisyyden kautta. Lisäksi vastaajien vastausinnokkuuteen pyrittiin vaikut-
tamaan liittämällä kyselylinkin yhteyteen erilaisia motivoivia kuvia (ks. liite 2), jonka voitiin 
nähdä lisäävän vastaajien määrää sosiaalisen median alustoilla saatujen kommenttien perus-
teella. 
Koska yli puolet vastaajista (n=24) toimi aineenopettajan yläkoulussa, ja luokanopettajien 
osuus oli 17 vastaajaa, on todennäköistä, että tulokset heijastelevat hieman enemmän yläkou-
lussa tapahtuvaa ohjelmoinnin opetusta. Koska vastaajia oli kuitenkin suhteellisen paljon sekä 
ylä- että alakoulun puolelta, voidaan aineistoa pitää kuitenkin kattavana ja antavan laajan kuvan 
ohjelmoinnin opetuksen eri variaatioista alaluokilta yläluokille asti. 
Tutkimuksen aineisto kerättiin sähköisenä kyselynä Webropol -kyselytyökalun avulla. Kyselyn 






että vastaamalla kyselyyn vastaaja antaa luvan aineiston käsittelyyn kyseisessä tutkielmassa. 
Kyselystä saatua aineistoa käsiteltiin luottamuksellisesti. Kyselyn kysymykset muotoiltiin oh-
jelmoinnillisen ajattelun oppimisen teorian pohjalta (ks. Brennan & Resnick, 2012). Kysely 
pilotoitiin kaksi kertaa ennen sen julkaisua. Kumpikin pilottikysely auttoi tutkijoita huomaa-
maan kehityskohteita kyselyssä. Esimerkiksi kyselyn ensimmäisessä versiossa kysymykset oli 
muotoiltu siten, että niillä pyrittiin löytämään suoria vastauksia tutkimuskysymyksiin. Myö-
hemmin kysymykset muotoutuivat uusiksi siten, että niillä pyrittiin saamaan vastaajien omia 
kokemuksia ohjelmoinnin opetuksesta. Kyselylomakkeen avointen kysymysten yhteyteen 
myös liitettiin vastaamista helpottavia aputekstejä, joissa pyrittiin avaamaan mahdollisimman 
tarkasti vastaajalle, minkä tyyppisiä vastauksia häneltä toivotaan, kuitenkin jättäen vastauksiin 
tulkinnanvaraa siten, ettei vastaajaa ohjattu antamaan täysin tietyntyyppisiä vastauksia. Apu-
kysymyksissä esitellyt aihepiiriin liittyvät termit saattoivat kuitenkin ohjata vastaajaa vastauk-
sissaan jonkin verran tietyntyyppisiin vastauksiin tai käyttämään vastauksissaan kyseisiä apu-
kysymyksissä mainittuja käsitteitä tai termejä. Avoimiin kysymyksiin vastaamisesta tehtiin 
myös pakollista. Haasteita kyselylomakkeessa on kuitenkin esimerkiksi vastaajien mahdollinen 
perehtymättömyys aihepiiriin, vastausväsymys pitkien avoimien kysymyksien edessä sekä se, 
ovatko vastaajat käsittäneet kysymyksen samalla tavoin kuin tutkijat. Lisäksi kyselylomak-
keessa on muutamia eroavaisuuksia, kuten mahdottomuus syventää tai tarkistaa vastauksia ky-
symällä lisäkysymyksiä, esimerkiksi haastatteluna kerättyyn aineistoon verrattuna. Kyselytut-
kimus mahdollistaa kuitenkin vastaajalle mahdollisuuden pohtia ja tarkistaa vastauksiaan, sekä 
laajemman otannan tutkielman aikataulun huomioiden. (Hirsjärvi ym., 2010.) 
Tutkielman aineistonkeruussa käytetyssä kyselyssä kysyttiin myös vastaajien näkemyksiä sii-
ten, miten opettajien valmiuksia opettaa ohjelmointia voitaisiin kehittää. Kysymys ja siihen 
saadut vastaukset jätettiin kuitenkin lopulta huomioimatta tutkielmaa tehdessä johtuen sen ir-
rallisuudesta muuhun aihepiiriin. Koulujen ja kuntien resurssipulan tiedetään vaikuttavan oh-
jelmoinnin opetuksen nykytilaan, vaikka sen vaikutukset eivät tässä tutkielmassa suoraa ole-
kaan havaittavissa (Sentace & Czismadia, 2016). Vastaavasti ohjelmoinnin opetuksen käytän-
teitä kartoittavalla kysymyksellä saatiin laaja ja monialainen aineisto liittyen erilaisiin ohjel-
moinnin opetukseen liittyviin työtapoihin, tehtäviin ja muihin käytänteisiin, joita olisi mahdol-
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