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TERMISTÖ 
 
API 
Application Programming Interface eli ohjelmointirajapinta. Tarjoaa jotkut (esimer-
kiksi tietokannan) ohjelmalliset käyttömahdollisuudet sitä käyttävälle sovellukselle. 
 
CRUD 
Create, Read, Update and Delete. Tiedon hakeminen, kirjoittaminen, päivittäminen ja 
poistaminen. Sovelluskehityksessä nämä ovat neljä perustoimintoa datan hallinnassa 
ja tallennuksessa tietokantaan.  
 
JSON 
JavaScript Object Notation. JSON on datan vaihtoon käytetty kieli, jota myös ihmisen 
on helppo lukea. Vaikka JSON on JavaScriptin osajoukko, löytyy sille tuki myös muilla 
ohjelmointikielillä. 
 
MVC-arkkitehtuuri 
Model-View-Controller -arkkitehtuurin tarkoituksena on eriyttää sovelluskehitykses-
sä käyttöliittymä, malli sekä ohjain. MVC-arkkitehtuurissa malli on näkymä- ja ohjain-
riippumaton, ja näkymätoteutuksen voi vaihtaa verrattain helposti. Puhdas MVC:n 
noudattaminen lisää sovelluksen ylläpidettävyyttä ja jatkokehitystä, kun tiedossa on 
aina, että sovelluslogiikka on kirjoitettu ohjaimeen. Näkymä sisältää esimerkiksi vain 
kuvauskieltä, ja malli on komponentti, joka tarjoaa vain tiedon ajonaikaisen säilytys-
paikan. 
 
ORM 
Object-relational Mapping, eli ORM, on ohjelmointitekniikka, joka tarjoaa ohjelmoin-
tikielellä mahdollisuuden luoda entiteettejä, jotka esittävät tietokantatauluja. Esi-
merkiksi Javassa oliot voidaan ORM-työkalun avulla tallentaa tietokantaan työkalun 
hoitaessa olio-ohjelmoinnin mukana tuomat piirteet (kuten perinnöllisyys ja luokkien 
relaatiot), jotka eivät suoraan käy relaatiotietokannan periaatteisiin.  
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REST 
REpresentational State Transfer. REST on web serviceissä käytettävä arkkitehtuuri-
malli. Lyhyesti sen idea on tarjota tarkasti kuvaavia http-osoitteita, jotka palauttavat 
osoitetta vastaavaa dataa. Esimerkiksi kutsulla http://example.com/user/2032 palau-
tuisivat tiedot käyttäjästä, jonka tunnus on 2032. 
 
SDK  
Software Development Kit. Kokoelma työkaluja, jotka mahdollistavat sovellusten 
kehittämisen jollekin alustalle, sovelluskehykselle tai järjestelmälle. SDK on kirjasto, 
joka sisältää kehitykseen tarvittavat työkalut. 
 
Web Service 
Web service on verkossa sijaitseva palvelu, joka kommunikoi yleisten protokollien 
avulla. Web service tarjoaa yleensä raakaa dataa, esimerkiksi XML:ää tai JSON:ia sitä 
käyttävälle asiakassovellukselle. 
 
XML 
Extensible Markup Language. XML on rakenteellinen kuvauskieli, jota käytetään tie-
don vaihtamiseen sovellusten välillä. XML-dokumentin rakenne oikeellisuussäännöt 
ovat tarkat. Esimerkiksi elementit täytyy aina sulkea, ja dokumentissa täytyy olla aina 
vain yksi juurielementti.  
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1 JOHDANTO  
 
Työn toimeksiantajana toimii Sturdy Helmet Games. Toimeksiantaja on jyväskyläläi-
nen Java-pohjaisia pelejä kehittävä itsenäinen toimija. Sturdy Helmet Games kehittää 
pelejä pääasiallisesti Android-alustalle.  
 
Monet konsoli- ja tietokonepelit ovat jo pitkään sisältäneet tuen pelin sisäisille saavu-
tuksille. Saavutukset ovat yleistyneet myös mobiilipeleissä, ja monet markkinoilla 
olevat mobiilipelit hyödyntävät niitä. Saavutusten avulla toimeksiantajan on mahdol-
lista pidentää pelien elinkaarta.  
 
Alustasta riippumatta saavutuksia hallinnoidaan yleensä kolmannen osapuolen tar-
joaman palvelun kautta. Tämän ansiosta kehittäjän ei tarvitse itse huolehtia saavu-
tustenhallinnan toteutuksesta, vaan hän voi käyttää valitsemaansa palvelua rajapin-
tojen kautta. Ongelmana olemassa olevissa mobiilipeleille tarkoitetuissa saavutus-
tenhallintajärjestelmissä ovat toimeksiantajalle turhat, järjestelmän käyttöä moni-
mutkaistavat toiminnallisuudet. Lisäksi ongelmia tuottaa järjestelmän peliin integroi-
tava kolmannen osapuolen tarjoama käyttöliittymämalli, joka saattaa haitata peliko-
kemusta.  Esimerkkinä liite 1, jossa pelin itämainen teema rikkoutuu piste- ja saavu-
tuslistassa. Työ pyrkii tuomaan saavutukset toimeksiantajan kehittämille peleille hei-
kentämättä loppukäyttäjän pelikokemusta. 
  
Toimeksiantajalle onnistunut saavutusten toteutus peliin voi näkyä esimerkiksi pelaa-
jamäärien ja pelaajien peliajan kasvamisena tehden täten pelistä arvokkaamman 
toimeksiantajalle. Olemassa oleviin saavutustenhallintajärjestelmiin kuuluvat usein 
myös sosiaaliset ominaisuudet (ks. liite 1). Näitä ovat esimerkiksi pelaajan omien 
saavutusten jakaminen sosiaalisessa mediassa, saavutusten vertailu muiden käyttäji-
en kesken sekä tuloslistat. Sosiaalisilla ominaisuuksilla pelaajaa yritetään motivoida 
pelaamaan peliä luomalla saavutuksiin kilpailua.  
 
Työn aihe syventää toteuttajien ymmärrystä pelinkehittäjän toimintatavoista ja liike-
toimintaprosesseista. Tutkimus auttaa kehittymään sovelluskehityksen elinkaaren 
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osa-alueissa, erityisesti suunnittelussa sekä parantumaan toimeksiantajan kanssa 
kommunikoinnissa. Työssä on mahdollisuus oppia runsaasti uusia tutkimusmenetel-
miä ja -metodeja sekä teknologioita ja oppia vertailemaan niiden ominaisuuksia, sillä 
työ on tyypiltään tutkimus- ja kehitysluonteinen.  
 
Työ alkaa perehtymällä ensin tutkimusasetelmaan, jonka jälkeen käsitellään aihee-
seen liittyvää teoriaa. Teoriaosuuden jälkeen kerrotaan käytetyistä tutkimusmene-
telmistä, jonka jälkeen kartoitetaan olemassa olevien järjestelmien ominaisuuksia. 
Seuraavana on itse työn tulos, järjestelmän suunnittelu ja määrittely. Lopuksi työssä 
tehdään johtopäätöksiä ja pohdintaa käsiteltyjen aiheiden pohjalta. 
 
 
2 TUTKIMUSASETELMA 
 
2.1 Taustateoriaa, tavoitteet ja rajaukset 
 
Tausta 
Toimeksiantajan kanssa käydyssä keskustelussa olemassa olevista saavutustenhallin-
tajärjestelmistä ja saavutusten integroinnista peleihin kävi ilmi, että toimeksiantaja ei 
ole tyytyväinen markkinoilla olevaan tarjontaan. Syy tyytymättömyyteen on pääosin 
järjestelmien monimutkaisuudessa, raskaudessa ja turhissa ominaisuuksissa.  
 
Toimeksianto käsittää olemassa olevien palveluiden ominaisuuksien läpikäynnin sekä 
asiakkaan tarpeiden kartoituksen. Tämän jälkeen on määrä suunnitella mahdollisim-
man yksinkertainen ja kevyt palvelu, joka sisältää toimeksiantajalle tärkeät toimin-
not. Suunnitelmassa on otettava huomioon, että ratkaisun on oltava integroitavissa 
toimeksiantajan käyttämiin teknologioihin. Toteutus tulee tehtäväksi suunnitelman 
jälkeen, mutta toteutustyö tulee olemaan erillinen projekti.  
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Näkökulma ja perustelut 
Aihetta lähestytään erityisesti asiakkaan näkökulmasta sovelluskehittäjänä ja avain-
sanoina toimivat yksinkertaisuus ja helppokäyttöisyys. Yksinkertaisuudella ja helppo-
käyttöisyydellä ei tässä toimeksiannossa siis tarkoiteta loppukäyttäjälle näkyvää käyt-
täjäkokemusta, kuten helppokäyttöistä käyttöliittymää. Termit tarkoittavat tässä 
tapauksessa kehittäjälle palveluiden ja rajapintojen yksinkertaiseksi suunnittelua. 
Yksi tärkeä näkökulma tutkimuksessa on järjestelmän suunnittelu alustariippumat-
tomuuden perspektiivistä. 
 
Tutkittavan alueen rajaus 
Työssä tehtävä määrittely käsittää tietomallin, käyttötapausten ja käyttöliittymän 
suunnittelun. Lisäksi työssä tutkitaan olemassa olevia saavutustenhallintajärjestel-
miä. Järjestelmien ominaisuuksista etsitään toimeksiantajalle tärkeät toiminnallisuu-
det.  
 
Toimeksiantoon kuuluu myös web service-palveluiden suunnittelu ja teknologioiden 
vertailu. Työn tavoitteisiin ei kuulu itse järjestelmän toteuttaminen. Se on jätetty 
työn ulkopuolelle, jotta suunnitelmasta saataisiin mahdollisimman laadukas.  
 
Toimeksiantaja ja työn tekijät 
Sturdy Helmet Games, Antti Kolehmainen, on jyväskyläläinen itsenäinen pelinkehittä-
jä. Pääpaino on mobiilipeleissä. Sturdy Helmet Gamesilla on tällä hetkellä yksi peli, 
Androidille julkaistu GemDrop. Peliä on ladattu yhteensä yli 30 000 kertaa. Toimek-
siantajan Internet-sivut löytyvät osoitteesta http://www.sturdyhelmetgames.com/ 
 
Tutkimuksen tekijät ovat suuntautuneet opinnoissaan ohjelmistokehitykseen, joten 
työn toimenkuva on tekijöille looginen valinta. Aihe tarjoaa mielenkiintoiset lähtö-
kohdat soveltaa opittuja taitoja ja oppia uutta. Työ tarjoaa myös haasteita, sillä 
suunniteltava järjestelmä on sisällöltään erityislaatuinen ja aihe vähän tutkittu. Se 
sisältää työn tekijöille runsaasti uusia aihealueita niin mobiilipelien kuin alustojenvä-
lisen kommunikoinninkin osalta. 
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Tehtävä ja tavoite 
Toteutuessaan projekti tarjoaa kattavan suunnitelman saavutustenhallintajärjestel-
män toteutukselle. Työssä luotava määrittely sisältää toimeksiantajalle yksinkertai-
sen tavan lisätä peleihin näiden elinikää pidentävää sisältöä, joka oletettavasti paran-
taa toimeksiantajan kilpailukykyä markkinoilla.  
 
Työssä tehtävä suunnitelma tulee sisältämään kokonaisvaltaisen ratkaisun saavutus-
tenhallinasta niiden integroimiseen tietylle esimerkkialustalle, eli tässä tapauksessa 
Androidille. Suunnitelma sisältää täten web-pohjaisen saavutusten hallinnan ja mo-
biilialustalle toteutetun työkalun, joka kommunikoi saavutustenhallintasovelluksen 
kanssa. Lisäksi työssä käsitellään kuinka nämä kaksi alustaa voivat kommunikoida 
keskenään. Työn toissijainen tavoite on toimia yleiskäyttöisenä lähteenä vastaavan-
laisille pienehköille tietojärjestelmäprojekteille.  
 
2.2 Tutkimus- ja kehittämismenetelmät 
 
Työssä tullaan kehittämään asiakkaalle soveltuvampi vaihtoehto saavutusten hallin-
taan. Työn paino tulee olemaan pääosin tulevan järjestelmän määrittelyn toteutuk-
sessa. Kyseessä on kehitysprojekti sisältäen tutkimustyötä. Tutkimus toteutetaan 
ennen määrittelyn toteutusta, ja se luo pohjan järjestelmän vaatimuksille. Tutkimus-
tapa työssä tulee olemaan toimintatutkimus. Kanasen mukaan (2009, 9) toimintatut-
kimus soveltuu tutkimusmalliksi työhön joka pyrkii tuottamaan pysyvän muutoksen 
johonkin käytännön ongelmaan yhteistyön avulla. Tämä tutkimusmenetelmä sopii 
työhön erinomaisesti, koska työ pyrkii parantamaan toimeksiantajan liiketoimintaa 
tuomalla toimeksiantajalle uuden tavan saada pelille lisää pelaajia. 
 
Työ sisältää myös käsitteellis-teoreettista, vertailevaa tutkimusta. Esimerkiksi ole-
massa olevien järjestelmien vertailu toteutetaan empiirisenä tutkimuksena, tapaus-
tutkimusmaisesti. Työn aikana käytetään toimintatutkimuksen metodeja, kuten työs-
kentelyä toimeksiantajan kanssa ja hänen haastatteluaan. Menetelmät sopivat tä-
mäntyyppiseen työhön, sillä niiden avulla voidaan löytää ongelmakohdat, joista on 
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mahdollista johtaa projektille vaatimukset. Saaduista vaatimuksista tullaan kehittä-
mään muita vastaavia palveluita toimivampi ratkaisu.  
Iteratiivisella etenemisellä sekä reflektoinnilla varmistetaan, että työ ei ajaudu vääril-
le raiteille ja että korjausliikkeet on mahdollista tehdä ajoissa.  Toimintatutkimuspro-
sessin (ks. kuvio 1) mukaisesti työ aloitetaan suunnittelulla ja kartoituksella, minkä 
jälkeen siirrytään tiedonkeruuseen. Tiedonkeruun aikana hankitaan kaikki oleellinen 
tieto ongelman ratkaisua varten sekä toteuttamalla haastattelut sekä havainnointi. 
Kerätyt tiedot analysoidaan, ja analyysin pohjalta voidaan esittää ongelmaan ratkai-
su.  
 
 
 
 
KUVIO 1. Toimintatutkimuksen tiedonkeruu- ja analyysimenetelmät (Kananen 2009, 
60) 
 
 
2.3 Tutkimuskysymykset 
 
Pääongelma 
Kuinka saavutustenhallintajärjestelmä tulisi toteuttaa jotta sen käyttö ja ylläpito olisi 
toimeksiantajalle mahdollisimman helppoa? 
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Alaongelmat 
1. Mitä toimeksiantaja hyötyy tuotteesta? 
2. Voiko tuotoksesta tehdä alustariippumattoman ja voiko se tuoda mukanaan 
rajoituksia käytettävyyteen kehittäjän näkökulmasta? 
3. Kuinka alustariippumattomuus tulisi toteuttaa? 
4. Miten järjestelmän toteutusteknologia tulisi valita? 
 
 
3 SAAVUTUKSET JA SAAVUTUSTENHALLINTAJÄRJES-
TELMÄT 
 
3.1 Saavutus 
 
Saavutus (engl. achievement, trophy, badge) on pelin sisään rakennettu ylimääräinen 
tehtävä, jolla ei yleensä ole vaikutusta pelin tarinaan tai pelin muuhun toimintaan 
(Hamari 2011, 6). Saavutusten ja pelin suhde voi olla joko yksi- tai kaksisuuntainen. 
Ensimmäisessä tapauksessa peli ei tiedä saavutuksista mitään, mutta saavutus tietää 
pelistä ja pelaajan edistymisestä. Kun pelaaja on päässyt pelinkehittäjän asettaman 
saavutuksen rajan yli, ansaitsee pelaaja saavutuksen, ja hänet mahdollisesti palkitaan 
jollain tavalla.  
 
Kehittäjän asettama saavutustehtävä voi olla esimerkiksi salaisten esineiden löytämi-
nen tai jonkin pisterajan ylittäminen pelissä. Tyypillisiä saavutustyyppejä on listattu 
taulukossa 1. Kun pelaaja on läpäissyt saavutuksen vaatimukset, hänet voidaan palki-
ta esimerkiksi peliin liittyvällä konseptitaiteella. Niin sanotussa kaksisuuntaisessa 
saavutussuhteessa pelaaja on myös mahdollista palkita pelinsisäisesti, jolloin pelinkin 
on oltava saavutuksesta tietoinen. Pelinsisäinen palkinto voi olla esimerkiksi jokin 
pelissä käytettävä esine (Mts. 28–33).  
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TAULUKKO 1. Tyypillisiä saavutuskategorioita (Montola, Nummenmaa, Lucero, Bo-
berg & Korhonen n.d., 2) 
 
 
 
 
Kehittäjän näkökulmasta saavutus on itsenäinen elementti, jonka voi saavuttaa use-
alla tavalla ja johon liittyy pelaajan palkitseminen. Saavutus luodaan ja haetaan 
muusta järjestelmästä pelin ulkopuolelta. Tällaisia järjestelmiä kutsutaan saavutus-
tenhallintajärjestelmiksi. (Mts. 6.) 
 
Saavutukset eivät rajoitu ainoastaan peleihin. Sovelluskehittäjä voi yhtä hyvin lisätä 
saavutuksia esimerkiksi johonkin opetusohjelmaan tai vaikkapa työkaluun, jolla so-
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velluksia kehitetään (Januszewski 2012). Ennen saavutusten lisäämistä sovellukseen 
tulee kuitenkin ymmärtää, miksi niitä käytetään. 
  
3.2 Saavutusten tarkoitus 
 
Pelinkehittäjä lisää peliinsä saavutuksia, jotta tekisi pelistään houkuttelevamman 
pelaajalle. Saavutukset tulisi ottaa huomioon heti pelin suunnittelusta alkaen, jotta 
ne kulkisivat pelin kanssa käsi kädessä koko pelin ajan. Tämä tuo oikeaa lisä-arvoa 
pelaajalle, jolloin on mahdollista saada pelaajan mielenkiinto säilymään pidempään 
peliä kohtaan. (Blair 2011, 1.) 
 
Saavutusten suunnittelulla on myös suuri merkitys. Sen lisäksi, että ne tulisi ottaa 
huomioon alusta alkaen, olisi hyvä ilmaista saavutuksen edistyminen mitattavina 
yksikköinä, sen sijaan, että ne ilmaistaisiin vain ”suoritettu/ei suoritettu”. Peliin voi 
lisätä myös yksitoikkoisia saavutuksia, mutta pelaaja tulisi tällöin palkita kiinnostuk-
sen säilyttämiseksi.  
 
Kiinnostavista saavutuksista ei tarvitse välttämättä erikseen palkita niiden ollessa jo 
valmiiksi mielekkäitä pelaajalle (Mts. 2). Yksinkertaiset saavutukset tulisi rakentaa 
pelaajan tehokkuuden ympärille, kun taas monimutkaisten saavutusten tulisi vaatia 
pelaajalta korkean tason osaamista pelistä. Uudet pelaajat tulisi houkutella alusta 
alkaen suorittamaan vaativampia saavutuksia (mts. 3). 
 
3.3 Saavutustenhallintajärjestelmät 
 
Saavutustenhallintajärjestelmä on pelin ulkopuolella toimiva, yleensä kolmannen 
osapuolen tarjoama palvelu, jolla hallitaan kehittäjän sovellusten saavutuksia. Järjes-
telmien tarkat ominaisuudet on käyty läpi tämän dokumentin osiossa 6. Saavutus-
tenhallintajärjestelmään kuuluu web-pohjainen ylläpito, josta kehittäjä hallitsee pe-
linsä saavutuksia. Web-käyttöliittymän tarjoaa esimerkiksi GREE (GREE Developer 
Center n.d.b). GREE:n ominaisuuksiin kuuluu myös paljon muitakin toimintoja kuin 
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saavutusten hallinta, kuten esimerkiksi viestien lähetys pelaajille. Viesteillä voi tie-
dottaa muun muassa pelin uutisista suoraan pelaajan laitteeseen.  
 
Saavutustenhallintajärjestelmät tarjoavat kehittäjille monia arvokkaita toimintoja 
liittyen muun muassa pelaajiin ja pelinsisäisiin ostoksiin. Lisäominaisuudet vaihtele-
vat järjestelmien välillä, mutta niillä on yleensä sama päämäärä: pelinkehittäjän liike-
toiminnan kehittäminen. Esimerkiksi Scoreloop ja GREE mahdollistavat oman virtuaa-
livaluutan lisäämisen peliin. Kehittäjä voi itse päättää, mihin valuuttaa sovelletaan 
pelissä. Yhtenä esimerkkinä on pelaajan palkitseminen virtuaalivaluutalla, kun pelaa-
ja saa suoritetuksi saavutuksia. Pelaaja voi hyödyntää valuuttaa esimerkiksi ostamalla 
pelinsisäisiä esineitä. Sen lisäksi, että pelaaja voi ansaita virtuaalivaluuttaa pelaamalla 
peliä, voi kehittäjä asettaa valuuttaa myös ostettavaksi. Tämä tarkoittaa sitä, että 
pelaaja ostaa virtuaalivaluuttaa oikealla rahalla. 
 
GREE:n mahdollistama käyttäjien hallinta (GREE Developer Center n.d.c) antaa pelin-
kehittäjälle pääsyn käyttäjien tietoihin, jolloin kehittäjän on mahdollista tarkkailla 
esimerkiksi pelaajien ikä-, sukupuoli ja sijaintijakaumaa. Tätä tietoa kehittäjä voi käyt-
tää esimerkiksi pelin jatkokehitykseen. Tietoa voi käyttää esimerkiksi painottamalla 
peliä enemmän suurimpien käyttäjäryhmien mieltymysten suuntaan tai ottamalla 
huomioon myös käyttäjäryhmät, jotka eivät ole niin laajasti edustettuina. 
 
 
4 PALVELUKESKEINEN ARKKITEHTUURI 
 
4.1 Palvelukeskeisen arkkitehtuurin tavoitteet ja peruspiirteet 
 
Palvelukeskeinen arkkitehtuuri (engl. Service Oriented Architecture, SOA) on arkki-
tehtuurimalli, jossa palvelut ovat keskeisessä osassa tietoverkkoa käyttävissä sovel-
luksissa.  SOA pyrkii parantamaan tehokkuutta, joustavuutta ja tuottavuutta asetta-
malla palvelut järjestelmän keskeiseen osaan. SOA:n ollessa arkkitehtuurimalli se ei 
vaadi tiettyä teknologiakokoelmaa alleen, vaan sen toteutus voi koostua useasta tek-
nologiasta, tuotteesta ja API:sta. (Service-Oriented Architecture n.d.) 
15 
 
 
 
Teknisesti ottaen SOA:lla tarkoitetaan kokoelmaa palveluita, eli web servicejä, jotka 
pystyvät kommunikoimaan keskenään. Yksi palvelu on itsenäinen komponentti, joka 
on saatavilla verkon kautta; sitä siis voidaan käyttää erillään järjestelmän muista osis-
ta (Hentrich & Zdun 2012). Palvelulla voi olla sisäisiä riippuvaisuuksia, mutta asiakas-
sovellukselle sen käyttö ei vaadi tietoa muista järjestelmän osista. SOA:ta ei itsessään 
tule sekoittaa web serviceihin; vaikka se on rakennettu samojen periaatteiden päälle, 
se ei ota kantaa palvelun toteutusarkkitehtuuriin tai -teknologiaan.  
 
SOA:n periaatteet tarjoavat lähtökohdat eri järjestelmien helppoon keskinäiseen in-
tegraatioon. Työssä suunniteltava järjestelmä, jonka asiakassovellukset tulevat toi-
mimaan eri mobiilialustoilla, ja jonka yhtenä komponenttina on web-sovellus, on 
täten hyvä perustaa SOA:n pohjalle. Useat verkossa kommunikoivat mobiilisovelluk-
set kehitetään toimimaan palveluiden kanssa, sillä näihin palveluihin pääsee käsiksi 
standardoitujen protokollien kautta.  Web serviceä käyttäessään mobiilisovellus voi 
tehdä perustason kommunikointia palvelun kanssa, kuten tiedonhakua tai päivitystä. 
Laite voi myös pyytää palvelua suorittamaan jonkin raskaan operaation, johon laite ei 
itse pysty tai jonka suorittamiseen siltä menisi liikaa aikaa. (Kumar & Bin 2012.) 
 
4.2 Web service 
 
Web service on verkossa sijaitseva palvelu, joka kommunikoi käyttäen yleisiä, avoi-
mia, protokollia. Web service tarjoaa yleensä raakaa dataa sitä käyttävälle asiakasso-
vellukselle. Data on yleensä XML-muodossa, joka mahdollistaa laajan tuen sitä käyt-
täville järjestelmille (Introduction to Web Services n.d.). Täten esimerkiksi mobiiliso-
velluksesta voi ottaa yhteyttä web serviceen käyttäen http-protokollaa. XML ei ole 
ainoa kieli, jolla dataa voidaan kuvata. Yhtenä vaihtoehtona XML:lle on JSON. Vaikka 
JSON on JavaScriptin osajoukko, on sille laaja tuki muillakin kielillä, kuten esimerkiksi 
Javalla, C#:lla, Perlillä ja PHP:llä (JSON n.d.) 
 
Web service-toteutus mahdollistaa helpon järjestelmienvälisen kommunikoinnin. 
Kun palvelu on toteutettu hyvin, on saavutusten käyttöönotto uudella pelialustalla 
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helppoa, sillä puolet työstä on jo valmiina, ja jäljelle jää vain web serviceä hyödyntä-
vän API:n toteutus halutulle alustalle. Tulevaisuuden kannalta tämä on erinomainen 
asetelma, sillä se ei aseta rajoituksia uusien pelialustojen käyttöönottoon. Niin web 
service kuin myös web-pohjainen hallintajärjestelmä voi säilyä muuttumattomana 
huolimatta siitä kuinka monta uutta asiakassovellusta niitä tulee hyödyntämään.  
 
Jos sama peli on tehty usealle eri alustalle, on jokaisen alustan saavutuksia mahdollis-
ta hallita web-hallintajärjestelmästä saman pelin alta. Jos kehittäjä on julkaissut sa-
masta pelistä eri versioita eri alustoille, voi hän halutessaan luoda järjestelmään pelit 
alustakohtaisesti. Saavutusten lisäksi järjestelmän avulla on mahdollista toteuttaa 
alustariippumaton pelin asetusten ja edistymisen tallentaminen web servicen kautta. 
Tämä ansiosta peliä on mahdollista jatkaa eri alustalla toimivalla laitteella. Esimerkik-
si pelaaja voi jatkaa Android-puhelimella aloitettua peliä iOS-pohjaisella Tablet-
laitteella molempien kommunikoidessa saman web servicen kanssa.  
 
Web service on yleisesti ottaen kaikkien saataville toteutettu julkinen palvelu. Tässä 
tapauksessa sitä käytetään vain sovellusten väliseen kommunikointiin. Sitä ei tulla 
paljastamaan julkisesti saataville, jolloin kuka tahansa voisi tarkastella pelaajien tieto-
ja. Tämä voidaan estää sallien web service vastaamaan vain kirjautuneille pelaajille.  
 
 
5 TUTKIMUKSEN TOTEUTUS 
 
5.1 Tutkimuksen osuus työssä 
 
Tutkimukseen sisällytettiin tutkimustyötä vaikka työn painopiste oli uuden järjestel-
män suunnittelussa. Tutkimusten avulla pystyttiin kartoittamaan nykyisten vastaavi-
en palveluiden ominaisuuksia ja niiden tärkeyttä toimeksiantajalle. Tutkimustyötä 
tehtiin myös käytettävän teknologian valinnassa. Työn aikana toteutetut toimeksian-
tajan haastattelut sivuavat myös tutkimustyön periaatteita. 
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5.2 Järjestelmien vertailu 
 
Järjestelmien vertailu suoritettiin kokeilemalla olemassa olevia palveluita käytännös-
sä. Vertailuun valittiin kolme yhteistä piirrettä jokaisesta palvelusta, jotta niiden ver-
tailu olisi mahdollista. Vaikka kaikki kolme valittua järjestelmää tarjosivat selkeän 
dokumentaation järjestelmän käytöstä, päätettiin valita tutkimustavaksi empiirinen 
tutkimus pelinkehittäjän näkökulmasta. Kokemukseen perustuvalla tutkimuksella 
päästiin mahdollisimman lähelle pelinkehittäjän käyttökokemusta järjestelmästä. 
Täten pystyttiin arvioimaan käytännössä järjestelmän helppokäyttöisyyttä ja havait-
semaan mahdolliset ongelmat. Ongelmakohdat listattiin ylös, jotta ne voitiin ottaa 
huomioon uutta järjestelmää suunniteltaessa.  
 
Toimeksiantajalle tärkeimmän toiminnon, saavutusten hallinnan, vertailu toteutettiin 
etsimällä tyypillinen saavutusten määrä tämän hetken suosituimmista peleistä. Tes-
taamalla valittuja palveluja saatiin selville kuinka saavutusten hallinta onnistuu käy-
tännössä.  
 
Tulokset eri palveluiden välillä vaihtelivat huomattavasti. Vertailua tehdessä keksit-
tiin myös ratkaisu siihen kuinka saavutustenhallintaprosessia voidaan yksinkertaistaa. 
Tutkimuksessa syntyneestä havaintomateriaalista pystyttiin johtamaan suunnitelta-
valle järjestelmälle vaatimuksia, jotka heijastuvat suoraan pelinkehittäjän käyttä-
mään käyttöliittymään. Tutkimuksessa saadusta datasta ja sen analysoinnista on ker-
rottu tarkemmin tämän dokumentin osiossa 6, ”Saavutustenhallintajärjestelmät ja 
merkitys pelinkehittäjälle”. 
 
5.3 Toimeksiantajan kanssa työskentely 
 
Toimeksiantajan toiveet painottuivat järjestelmää suunniteltaessa runsaasti, mutta 
järjestelmää suunniteltaessa oli silti vapaus tehdä järkeväksi nähtyjä päätöksiä ilman 
toimeksiantajaa. Toimeksiantajan kanssa tapahtunut vuorovaikutus koostui vapaa-
muotoisista haastatteluista, jossa sovittiin, mitä järjestelmään tulisi ainakin sisällyt-
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tää. Lisäksi yhteistyöhön kuului suunnitelmien ja teknisten ratkaisuiden hyväksyttä-
minen toimeksiantajalla.  
 
5.4 Web-teknologian valinta 
 
Käytettävän teknologian valinta tuli ajankohtaiseksi viimeisimpänä, kun järjestelmän 
vaatimukset ja tietomalli oli saatu valmiiksi. Teknologian valinnan mittariksi toteutet-
tiin jokaista teknologiaa käyttäen yksinkertainen web service. Toteutus antoi viitteitä 
millaista järjestelmän toteutus olisi kyseisellä teknologialla. Soveltuvuustestissä tek-
nologioita punnittiin tärkeiksi katsottujen kriteerien perusteella. Lisäksi mitattiin pal-
velinkustannukset kullekin teknologialle, jotta saataisiin selville, kuinka kalliiksi järjes-
telmän kuukausittaiset maksut tulisivat kullakin teknologialla.  
 
Kukin teknologia arvioitiin pisteyttäen sen ominaisuudet asteikolla 1–5. Lopuksi omi-
naisuuksien pisteet laskettiin yhteen, ja eniten pisteitä kerännyt teknologia valittiin 
käytettäväksi. Teknologioiden vertailun aikana huomattiin, että toisten teknologioi-
den parhaat ominaisuudet oli usein toteutettu vähintään liitännäisinä muille tekno-
logioille. Järjestelmän toteutus olisi onnistunut jokaisella vertailussa olevalla teknolo-
gialla.  Teknologioiden vertailu on kuvattu tarkemmin dokumentin osiossa 8.1, ”Jär-
jestelmän tekninen toteutus – Web-pohjainen hallinta”. 
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6 SAAVUTUSTENHALLINTAJÄRJESTELMÄT JA MERKI-
TYS PELINKEHITTÄJÄLLE 
 
6.1 Olemassa olevien palveluiden ominaisuudet 
 
6.1.1 Palvelut 
 
Toimeksiantaja on tutustunut olemassa oleviin palveluihin ja todennut kolme niistä 
omiin tarkoituksiinsa parhaiten sopiviksi. Nämä palvelut ovat GREE (GREE Developer 
Center n.d.a), Scoreloop (Scoreloop n.d.) ja Swarm (Introducing Swarm 2011). 
 
Palvelut ovat toimeksiantajan tarpeisiin kuitenkin liian raskaita, monimutkaisia ja 
sisältävät tarpeettomia toiminnallisuuksia. Jotta niiden pohjalta voisi suunnitella toi-
meksiantajan tarpeisiin sopivan järjestelmän, on järjestelmien ominaisuuksista ja 
käytöstä tehtävä tutkimus. Tutkimuksen avulla selvitetään, kuinka järjestelmät toimi-
vat ja mitkä ovat niiden ongelmat. Järjestelmien toiminnallisuudet jaettiin tutkimuk-
sessa kolmeen merkittävään alaosaan: integroitavuuteen, ylläpitoon ja sosiaalisiin 
ominaisuuksiin. 
 
6.1.2 Integroitavuus 
 
SDK 
Kaikki kolme palvelua tarjoavat kehittäjille ladattavan SDK:n, joka mahdollistaa palve-
lun ominaisuuksien käytön sovelluksesta. Käytännössä SDK on jollekin alustalle toteu-
tettu kirjasto. SDK sisältää palveluntarjoajan luomia valmiita luokkia, jotka mallinta-
vat asioita kuten esimerkiksi saavutuksia tai pistelistaa. Näillä luokilla on valmiita me-
todeja, kuten saavutuksen valmiiksi asettaminen tai pistelistalle kirjoittaminen. Tämä 
helpottaa ominaisuuksien käyttämistä sovelluksessa, sillä kehittäjän ei tarvitse to-
teuttaa itse esimerkiksi palvelinyhteyksien luontia tai tietokantakyselyjä. SDK tarjoaa 
ohjelmointikirjaston lisäksi käyttöliittymäpohjat ja mahdollisesti muita työkaluja, joi-
ta kehittäjä voi käyttää peliä tehtäessä. 
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Alustayhteensopivuus 
Tutkimuksessa selvitettiin eri palveluiden yhteensopivuus eri alustoille (ks. taulukko 
2). Selvästi kattavin tuki moderneille laitteille löytyy Scoreloopista. Suppein alustayh-
teensopivuus löytyy Swarmista, joka tukee ainoastaan Android-alustaa. 
 
 
TAULUKKO 2. Saavutustenhallintajärjestelmien alustayhteensopivuus 
 
 Android iOS Windows 
Phone 7 
Bada BlackBerry 
10 
Marmalade Java 
ME 
GREE x x     x 
Scoreloop x x x x x x  
Swarm x       
 
 
Yksikään edellä mainituista palveluista ei tarjoa Web Service -tyyppistä palvelua, joka 
mahdollistaisi täysin alustariippumattoman toteutuksen. GREE:n vuonna 2011 osta-
ma (GREE Press Releases 2011) OpenFeint tarjosi (OpenFeint RESTful API Settings 
2011) ennen ostoa REST-palveluja, mutta yhdistymisen jälkeen toiminnallisuutta ei 
enää ole saatavilla. 
 
Pilvidata 
Pilvidata tarkoittaa palvelua, jonka avulla kehittäjä voi tallentaa käyttäjään liitettyä 
dataa palveluntarjoajan pilvipalveluun. Pelaajalle pilvipalvelu mahdollistaa esimerkik-
si pelin jatkamisen toisella laitteella, sillä tietoa ei tarvitse tallentaa laitteen muistiin. 
Tietojen tallennus tapahtuu SDK:n kautta palvelimelle. 
 
Valmis käyttöliittymä 
Kaikki kolme tutkimuksessa mukana ollutta palvelua tarjoavat kehittäjälle mahdolli-
suuden käyttää SDK:ta ja luoda itse käyttöliittymä tai käyttää valmista palveluntarjo-
ajan luomaa käyttöliittymää sovelluksessa. Esimerkkinä voidaan mainita GREE (GREE 
Platform Android Developer's Guide 2012, 16–17.) 
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Valmis käyttöliittymä mahdollistaa helpon käyttöönoton. Käyttöliittymä ei kuiten-
kaan usein sovi visuaalisesti itse sovellukseen, sillä ne on toteutettu mahdollisimman 
neutraalisti, jotta ne sopisivat mahdollisimman moneen ympäristöön. Niissä voi olla 
myös erikoisia ominaisuuksia. Jos pelissä ei käytetä muuten esimerkiksi ponnah-
dusikkunoita, saattaa kirjautumisruudun sellaiseen aukeaminen rikkoa käyttöliitty-
män yhtenäisyyden ja täten haitata pelikokemusta. Lisäksi valmiin käyttöliittymän 
ulkoasua ei voi muokata rajattomasti.  
 
6.1.3 Web-pohjainen hallinta 
 
Palvelut tarjoavat web-pohjaisen hallintajärjestelmän pelien, saavutusten, pisteiden, 
pelin sisäisten myytävien asioiden, sekä pilvidatan hallintaan. Hallintasivut sisältävät 
suurimmaksi osaksi samat toiminnallisuudet keskenään, mutta käyttökokemus näi-
den kolmen palvelun välillä oli hyvin vaihteleva. 
 
Järjestelmien käytettävyyden mittaaminen toteutettiin vertailemalla toimeksiantajal-
le tärkeän ominaisuuden, saavutusten lisäyksen, toiminnallisuutta. Tutkimus toteu-
tettiin laskemalla hiiren painallusten määrä yhtä saavutusta lisättäessä.  Suurin työ 
oli GREE:ssä, jossa tarvittiin 11 hiiren painallusta yhden saavutuksen luontiin. Score-
loopissa tulos oli kahdeksan painallusta. Swarmissa luonti kävi helpoiten ainoastaan 
kuudella hiiren painalluksella. 
 
Suositun Steam-peliportaalin tilastot tarjoavat hyvän pohjan saavutusmäärien vertai-
luun. Tilastoista valittiin viisi suosituinta saavutusta sisältävää peliä. Valittujen pelien 
saavutusten määrästä (ks. taulukko 3) laskettiin mediaani. Saatu mediaani oli 91 saa-
vutusta. Kertomalla yhden saavutuksen luontiin tarvittu hiiren painallusten määrä 
saadulla mediaanilla voidaan laskea, kuinka monta painallusta kussakin järjestelmäs-
sä tarvittaisiin saavutusten luontiin. Tämän avulla voidaan laskea, että GREE:ssä olisi 
tarvittu 1001 hiiren painallusta kyseisen saavutusmäärän luontiin. Vastaava määrä 
Scoreloopissa oli 728 ja Swarmissa 546. 
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TAULUKKO 3. Saavutusten lukumäärä viidessä suosituimmassa Steam-pelissä (Global 
Gameplay Stats 2012) 
 
Pelin nimi Saavutusten lukumäärä 
Team Fortress 2 411 
The Elder Scrolls V: Skyrim 60 
Football Manager 2012 91 
Counter-Strike: Source 147 
Call of Duty: Modern Warfare 3 62 
 
 
Käytettävyys 
Käytettävyyttä suunniteltaessa täytyy kartoittaa ylläpitäjän näkökulmasta tärkeim-
mät toiminnallisuudet. Kartoituksen jälkeen hallintajärjestelmä voidaan suunnitella 
niin, että kyseiset toiminnallisuudet löytyvät helposti ja että niiden käyttö on virtavii-
vaista. Esimerkiksi GREE:ssä oli vaikea löytää toiminto, josta saavutuksia lisätään. 
Tärkeiden toimintojen pitäisi siis löytyä mahdollisimman vähällä nappien painalluk-
sella kirjautumisesta. 
 
Yhdessäkään järjestelmässä ei oltu otettu huomioon, että käyttäjä tahtoisi lisätä esi-
merkiksi 10 saavutusta kerralla. Tämän ongelman voisi ratkaista mahdollistamalla 
useamman saavutuksen lisääminen yhdellä kertaa, jolloin käyttäjän ei tarvitsisi pai-
naa useasti ”Tallenna”-painiketta ja palata uudestaan samalle sivulle. 
 
6.1.4 Sosiaalisuus 
 
Sosiaalisuus peleissä on kasvattanut suosiotaan, ja sosiaalisten medioiden kasvun 
myötä sosiaalisuuden arvo on vain kasvanut. Peleissä esiintyviä sosiaalisia elementte-
jä ovat esimerkiksi kaverilista tai pelin sisään rakennettu keskustelutoiminto. 
 
Swarm ja Scoreloop tarjoavat molemmat pistelistan, johon pelaajien pisteet voidaan 
tallentaa siten, että pelaajat voivat kilpailla keskenään pistelistan sijoista. Molemmat 
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palvelut tukevat myös mahdollisuutta tehdä useampia pistelistoja. Tämä on hyödylli-
nen toiminto, mikäli pelissä on esimerkiksi kaksi erilaista pelityyppiä eivätkä pelityyp-
pien pisteet ole keskenään vertailukelpoisia.  
 
Jokainen kolmesta palvelusta antaa mahdollisuuden lisätä kavereita omalle kaverilis-
talle. Lisäksi palvelut mahdollistavat pikaviestien lähettämisen kavereille, ja GREE 
mahdollistaa myös kaverin kutsumisen mukaan peliin. Kaverit ja moninpelattavuus 
ovat erinomaisia tapoja kasvattaa pelin elinkaarta, sillä pelaajat luovat pelissä täten 
toisilleen sisältöä. Moninpelitoiminnon sekä sosiaalisten elementtien tärkeydestä 
kertoo jo se, että kuusi kymmenestä Steam -palvelun suosituimmasta pelistä on tar-
koitettu ainoastaan moninpelattavaksi ja että ainoastaan yhdestä pelistä kymmenes-
tä ei löydy moninpeliä lainkaan (Global Gameplay Stats 2012). 
 
6.2 Toimeksiantajan näkökulma 
 
Tärkeimmät toiminnot listattiin toimeksiantajalle priorisoitaviksi. Priorisoinnin tulok-
sena toimeksiantajalle ehdottomasti tärkeintä on helppo integroitavuus peleihin ja 
saumaton käytettävyys. Myös alustariippumattomuus, pilvidata ja helppokäyttöinen 
web-käyttöliittymä ovat tärkeitä ominaisuuksia tulevaisuuden varalle. Itselleen vä-
hemmän tarpeellisiksi toimeksiantaja koki peliin upotettavan valmiin käyttöliittymän, 
ja sosiaaliset palvelut. 
 
6.3 Tutkimuksen tulokset ja niiden heijastuminen suunnitteluun 
 
Toimeksiantajan tarpeiden myötä projektissa keskitytään toiminnallisuuksien suun-
nittelun ja toteuttamisen lisäksi erityisesti web-käyttöliittymän ja SDK:n käytettävyy-
den suunnitteluun. Kun sekä SDK että web-käyttöliittymä ovat helposti käytettäviä, 
on saavutusten integrointi ja ylläpito yksinkertainen ja nopea toimenpide.  
 
Koska tulevan järjestelmän toteutusalueeseen ei kuulu käyttöliittymien toteutus ja 
ideana on taata alustariippumattomuus, ei tulevan järjestelmän tapauksessa voi enää 
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puhua SDK:sta. Tulevassa järjestelmässä sopivampi termi on API, jota voidaan käyttää 
saavutustenhallintajärjestelmän kanssa kommunikointiin.  
 
 
7 JÄRJESTELMÄN SUUNNITTELU 
 
7.1 Vaatimusmäärittely 
 
Vaatimusmäärittely on ilmaistu käyttötapauksina ja se on jaettu kolmeen erilliseen 
osaan. Ensimmäinen kokonaisuus on web-käyttöliittymä, joka käsittää saavutusten 
hallinnan.  Toinen osa sisältää web-käyttöliittymän ja API:n väliin toteutettavan web 
servicen käyttötapausten määrittelyn. Kolmas kokonaisuus käsittää saavutusten in-
tegroinnin peleihin, eli API:n käyttötapaukset.  
 
Saavutusten hallinta ja Web-käyttöliittymä 
Yleiset esiehdot kaikille alla oleville vaatimuksille: 
x Käyttäjä on kirjautunut hallintajärjestelmään. 
 
 
TAULUKKO 4. Web-käyttöliittymän käyttötapaukset 
 
ID Web#1 
Kuvaus Kehittäjä lisää sovelluksen. 
Esiehdot - 
Tila OK: käyttöliittymä ilmoittaa sovelluksen lisäämisen onnistumisesta. 
Samalla nimellä löytyi valmiiksi sovellus: käyttöliittymä ilmoittaa asiasta 
kehittäjälle. 
 
ID Web#2 
Kuvaus Kehittäjä poistaa sovelluksen. 
Esiehdot Käyttäjä on painanut ”Poista peli” -painiketta pelienhallintalistalla ja 
vastannut myöntävästi poistovarmistukseen. 
Tila OK: käyttöliittymä ilmoittaa, että sovelluksen poistaminen onnistui. 
Järjestelmän täytyy poistaa kaikki peliin liittyvä, kuten saavutukset, pil-
vidata ja käyttäjätiedot. 
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ID Web#3 
Kuvaus Kehittäjä muokkaa luodun sovelluksen tietoja. 
Esiehdot - 
Tila OK: käyttöliittymä ilmoittaa, että sovelluksen tietojen muokkaus onnis-
tui. 
Samalla nimellä löytyy jo valmiiksi sovellus: käyttöliittymä ilmoittaa 
asiasta kehittäjälle. 
 
ID Web#4 
Kuvaus Kehittäjä lisää saavutuksen. 
Esiehdot Käyttäjän on täytynyt lisätä vähintään yksi peli järjestelmään. 
Tila OK: käyttöliittymä ilmoittaa, että saavutuksen luonti onnistui. 
Samoilla vaatimuksilla löytyi valmiiksi saavutus: käyttöliittymä ilmoittaa 
asiasta kehittäjälle. 
 
ID Web#5 
Kuvaus Kehittäjä poistaa saavutuksen. 
Esiehdot Kehittäjä on painanut ”Poista saavutus” -painiketta saavutustenhallin-
talistalla ja vastannut myöntävästi varmistukseen, halutaanko saavutus 
poistaa järjestelmästä. 
Tila OK: käyttöliittymä ilmoittaa että saavutuksen poistaminen onnistui. 
Järjestelmän täytyy poistaa kaikki saavutukseen liittyvä, kuten tieto 
siitä, että käyttäjä on suorittanut saavutuksen. 
 
ID Web#6 
Kuvaus Kehittäjä muokkaa saavutusta. 
Esiehdot Käyttäjä on valinnut saavutuksen, jota halutaan muokata. 
Tila OK: käyttöliittymä ilmoittaa että saavutuksen muokkaaminen onnistui. 
Uusilla vaatimuksilla löytyi valmiiksi saavutus: käyttöliittymä ilmoittaa 
asiasta. 
 
ID Web#7 
Kuvaus Kehittäjä listaa saavutukset. 
Esiehdot Käyttäjä on käyttöliittymässä saavutukset-välilehdellä ja on valinnut 
sovelluksen, jonka saavutukset listataan. 
Tila OK: käyttöliittymä listaa saavutukset. 
Sovelluksella ei ole yhtään saavutusta: käyttöliittymä ilmoittaa asiasta. 
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ID Web#8 
Kuvaus Kehittäjä vaihtaa saavutusten järjestystä. 
Esiehdot Käyttäjä on käyttöliittymässä saavutukset-välilehdellä ja on valinnut 
sovelluksen, jonka saavutukset listataan. Käyttäjä on vetänyt listasta 
saavutuksen toisen saavutuksen paikalle. 
Tila OK: käyttöliittymä listaa saavutukset muuttuneessa järjestyksessä. 
Saavutuslistan järjestystä on muokattu samaan aikaan: käyttöliittymä 
ilmoittaa asiasta ja muutokset peruutetaan. 
 
ID Web#9 
Kuvaus Käyttäjä lisää pilvidatan. 
Esiehdot Käyttäjän on täytynyt lisätä vähintään yksi sovellus järjestelmään. 
Tila OK: käyttöliittymä ilmoittaa, että pilvidatan luonti onnistui. 
Samalla nimellä ja sovelluksella löytyi valmiiksi pilvidata: käyttöliittymä 
ilmoittaa asiasta. 
 
ID Web#10 
Kuvaus Kehittäjä poistaa pilvidatan. 
Esiehdot Kehittäjä on painanut ”Poista pilvidata” -painiketta pilvidatalistalla ja 
vastannut myöntävästi poistovarmistukseen. 
Tila OK: käyttöliittymä ilmoittaa, että poistaminen onnistui. Järjestelmän 
täytyy poistaa kaikki poistettuun tietoon liittyvä, kuten tieto käyttäjä-
kohtaisesti tallennetusta datasta. 
 
ID Web#11 
Kuvaus Kehittäjä muokkaa pilvidataa. 
Esiehdot Käyttäjä on valinnut pilvidatan, jota halutaan muokata. 
Tila OK: käyttöliittymä ilmoittaa, että muokkaaminen onnistui. 
Annetuilla attribuuteilla löytyy valmiiksi pilvidata: käyttöliittymä ilmoit-
taa asiasta. 
 
ID Web#12 
Kuvaus Kehittäjä listaa saavutukset. 
Esiehdot Käyttäjä on käyttöliittymässä saavutukset -välilehdellä ja on valinnut 
sovelluksen, jonka saavutukset listataan. 
Tila OK: käyttöliittymä listaa saavutukset. 
Sovelluksella ei ole yhtään saavutusta: käyttöliittymä ilmoittaa asiasta. 
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Web-service 
 
 
TAULUKKO 5. Järjestelmässä käytettävät http-statuskoodit (Status Code Definitions 
n.d.) 
 
Statuskoodi Selite 
200 OK Pyyntö OK. 
201 Created Pyyntö OK, uusi resurssi luotu. 
400 Bad request Virheellinen pyyntö. 
401 Unauthorized Ei-todennettu pyyntö, todennus vaaditaan. 
403 Forbidden Kielletty pyyntö. 
404 Not found Pyydettyä resurssia ei löytynyt. 
 
 
Onnistuneet pyynnöt web serviceä käytettäessä: 
x Palvelu palauttaa statuskoodin 200 
Yleiset virhetapaukset web servicessä: 
x URL-osoitteella ei löydy haettua resurssia, palautetaan virhekoodi 404 
x Asiakassovellus (pelaaja) ei ole kirjautunut, palautetaan virhekoodi 401 
 
 
TAULUKKO 6. Web servicen käyttötapaukset 
 
ID WS#1 
Kuvaus Palvelu luo uuden pelaajan järjestelmään. 
Tila OK: käyttäjätunnus luotu, palvelu palauttaa käyttäjän tiedot ja status-
koodin 201. 
Tunnus varattu: palvelu palauttaa virhekoodin 403. 
Tunnusta tai salasanaa ei annettu: palvelu palauttaa virhekoodin 400. 
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ID WS#2 
Kuvaus Palvelu palauttaa pelaajan tiedot. 
Tila OK: palvelu palauttaa käyttäjän tiedot. 
 
ID WS#3 
Kuvaus Palvelu merkitsee saavutuksen suoritetuksi. 
Tila OK: palvelu merkitsee saavutuksen suoritetuksi järjestelmään. 
 
ID WS#4 
Kuvaus Palvelu palauttaa listan pelaajan saavutuksista (suorittamaton tai ei). 
Tila OK: palvelu palauttaa listan. 
 
ID WS#5 
Kuvaus Palvelu palauttaa yksittäisen saavutuksen. 
Tila OK: palvelu palauttaa yksittäisen saavutuksen. 
 
ID WS#6 
Kuvaus Palvelu palauttaa saavutusten julkiset tilastot. 
Tila OK: palvelu palauttaa saavutusten julkiset tilastot. 
 
ID WS #8 
Kuvaus Palvelu poistaa pelaajan tunnuksen järjestelmästä. 
Tila OK: palvelu poistaa pelaajan tiedot saavutustenhallintajärjestelmästä. 
 
ID WS #9 
Kuvaus Palvelu palauttaa pelaajan salasanan sähköpostiin. 
Tila OK: palvelun kautta palautetaan pelaajan salasana sähköpostiin. 
 
 
Saavutusten integrointi peliin (API) 
Yleiset esiehdot kaikille alla oleville vaatimuksille:  
x Laite yhteydessä Internetiin 
o Ei yhteyttä: API antaa virheilmoituksen kooditasolla 
x Sovellus lisätty saavutustenhallintajärjestelmään (Web#1) 
o Ei rekisteröity: API antaa virheilmoituksen kooditasolla 
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TAULUKKO 7. API:n käyttötapaukset 
 
ID API#1 
Kuvaus Pelaaja luo tunnuksen järjestelmään antaen sähköpostiosoitteen ja sa-
lasanan. 
Esiehdot - 
Tila OK: käyttäjätunnus luotu, API palauttaa käyttäjän tiedot. 
Tunnus varattu: API palauttaa virheen. 
Tunnusta tai salasanaa ei annettu: API palauttaa virheen. 
 
ID API#2 
Kuvaus Pelaaja kirjautuu saavutustenhallintajärjestelmään pelin kautta. 
Esiehdot Pelaajalla on tunnukset järjestelmään (API#1). 
Tila OK: API palauttaa käyttäjän tiedot. 
 
ID API#3 
Kuvaus Pelaaja suorittaa saavutuksen. 
Esiehdot Pelaaja kirjautunut (API#2), saavutus luotu (Web#4). 
Tila OK: saavutus merkitään suoritetuksi saavutustenhallintajärjestelmään. 
Saavutusta ei ole: poikkeuksen näyttäminen kooditasolla. 
 
ID API#4 
Kuvaus Pelaaja tarkastelee listaa pelin saavutuksista ja omista suorituksista. 
Esiehdot Pelaaja luotu (API#1). 
Tila OK: API palauttaa listan pelin saavutuksista ja pelaajan suorituksista. 
 
ID API#5 
Kuvaus Pelaaja tarkastelee yksittäisen saavutuksen tietoja (nimi, ikoni, kuvaus, 
tilastot: esim. 20 % pelaajista saanut ko. saavutuksen). 
Esiehdot - 
Tila OK: API palauttaa tiedot yksittäisestä saavutuksesta. 
 
ID API#6 
Kuvaus Sovellus merkitsee usean saavutuksen saavutetuksi (jonon purku). 
Esiehdot - 
Tila OK: API palauttaa tiedon onnistumisesta. 
 
ID API#7 
Kuvaus Pelaaja tarkastelee julkisia saavutustilastoja. 
Esiehdot - 
Tila OK: API palauttaa julkiset tilastot. 
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ID API#8 
Kuvaus Pelaaja kirjautuu ulos saavutustenhallintajärjestelmästä. 
Esiehdot API#1. 
Tila OK: API kirjaa pelaajan ulos. 
 
ID API#9 
Kuvaus Pelaaja poistaa tunnukset. 
Esiehdot API#1 
Tila OK: API poistaa pelaajan tiedot saavutustenhallintajärjestelmästä. 
 
ID API#10 
Kuvaus Pelaaja palauttaa unohtuneen salasanan sähköpostiin. 
Esiehdot - 
Tila OK: API kutsuu sähköpostinlähetyspalvelua ja palauttaa salasanan an-
nettuun sähköpostiosoitteeseen. 
Tunnusta ei löydy: API palauttaa tiedon kooditasolla. 
 
7.2 Tietomalli 
 
7.2.1 Käyttäjä ja käyttäjärooli 
 
Tietomallin User-taulussa määritellään käyttäjän perustiedot, kuten käyttäjätunnus ja 
salasana sekä sähköposti. Perustietojen lisäksi käyttäjällä voi olla useampia samanai-
kaisia rooleja (ks. kuvio 2). 
 
Tietomallin lähtökohtana on se, että käyttäjä voi olla samalla tunnuksella kehittäjä ja 
normaali käyttäjä liittyen useampaan ohjelmaan ohjelmien kesken vaihtelevin roo-
lein. Sama käyttäjä voi olla toisessa pelissä sekä ylläpitäjä että normaali käyttäjä ol-
lessaan samaan aikaan toisessa pelissä pelkkä käyttäjä. 
 
Suunniteltu tietomalli mahdollistaa yksiselitteisen ohjelmakohtaisen käyttäjä/rooli-
parin selvittämisen, sillä Application-taulu liittyy Role-tauluun. Mikäli relaatio olisi 
Application-taulusta suoraan käyttäjään, olisi ohjelmakohtaisen roolituksen toteutus 
mahdotonta. 
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Käyttäjäroolit ovat autorisoinnin (engl. authorization) vuoksi. Tämän vuoksi saavu-
tuksen tila ja pilvidata liittyvät tietomallissa käyttäjään. Tietojen liittäminen käyttäjän 
ja käyttäjäroolin välitauluun toisi järjestelmään tarpeetonta monimutkaisuutta. 
 
7.2.2 Sovellukset 
 
Application-taulu kuvaa tietomallissa yhtä sovellusta. Taulun avulla järjestelmä tukee 
useampaa sovellusta niin, että pilvidata ja saavutukset ovat sovelluskohtaisia. Sovel-
luksella ei ole relaatioiden lisäksi muuta attribuuttia kuin nimi. 
 
Kehittäjä voi hakea sovelluksen nimen avulla esimerkiksi kaikki sovelluksen saavutuk-
set. Kehittäjä voi hakea myös sovelluksen nimen, saavutuksen nimen ja käyttäjän id:n 
perusteilla käyttäjän tietyn saavutuksen tilan. 
 
7.2.3 Saavutukset 
 
Tietomallin Achievement-taulu kuvaa yhtä saavutusta. Saavutuksella on nimi, kuvaus 
ja järjestysnumero. Nimi on kuin saavutuksen otsikko, ja kuvaus sisältää kuvauksen 
saavutuksen tarkoituksesta. Järjestysnumeron avulla kehittäjä pystyy vaikuttamaan 
hallintapaneelin kautta (ks. kuvio 3) saavutusten loppukäyttäjälle näkyvään järjestyk-
seen. 
 
Saavutuksella voisi olla esimerkiksi otsikko ”Pistehirmu!”, kuvaus ”Olet kerännyt 50 
000 pistettä!” ja järjestysnumero 1. Lisäksi tietomallista löytyy mahdollisen kuvak-
keen nimi. Kuvake näytetään käyttäjälle esimerkiksi ilmoituksessa, kun saavutus on 
suoritettu. 
 
Saavutus liittyy käyttäjään välitaululla, joka sisältää saavutuksen tilaa symboloivan 
totuusarvon. Tämän attribuutin avulla kehittäjä voi tietää yksiselitteisesti, onko saa-
vutus suoritettu. Saavutusta ei ole suoritettu, mikäli relaatiota saavutuksen ja käyttä-
jän välillä ei ole tai totuusarvo on epätosi. Muutoin saavutus on aina suoritettu. 
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7.2.4 Pilvidata 
 
Pilvidatan tietomallista löytyy relaatio sovellukseen sekä käyttäjään välitaulun kautta. 
CloudData-taulusta löytyy pilvidatan nimi ja tietotyyppi. Kehittäjä voi hakea pilvida-
taa nimen ja sovelluksen perusteilla. Tietotyyppi-kentän ansiosta käyttäjä tietää aina, 
minkä muotoista pilvidata on. Tietotyypin perusteilla on mahdollista validoida myös 
sisään tuleva data. Pilvidata liittyy käyttäjään saavutuksen mukaisesti välitaulun kaut-
ta. Välitaulussa kenttinä on relaatioiden lisäksi ainoastaan arvo. Sovellukseen voi liit-
tyä esimerkiksi pilvidata, jonka nimi on ”level” ja datatyyppi kokonaisluku. Tämä ku-
vaa viimeisintä kenttää, johon käyttäjä on päässyt. 
 
 
KUVIO 2. Järjestelmän tietomalli 
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8 JÄRJESTELMÄN  TEKNINEN TOTEUTUS 
 
8.1 Web-pohjainen hallinta 
 
8.1.1 Teknologian valinta tarkoituksen mukaan 
 
Toteutusteknologian valinta tulisi tehdä sen perusteella, mikä teknologia täyttää jär-
jestelmän vaatimukset parhaiten. Kriteereinä tässä tapauksessa toimivat vaatimusten 
lisäksi jatkokehitysmahdollisuudet, saatavilla olevat työkalut, palvelinkustannukset 
sekä kehittämisen ketteryys. Ketteryyteen luetaan niin ohjelmointityö kuin käyttöliit-
tymän kehitys. Lisäksi kielen suosiolla on vaikutus valintaan. Suositusta kielestä löy-
tyy paljon materiaalia niin Internetistä kuin kirjallisessakin muodossa. Kielellä tulisi 
myös onnistua niin web-käyttöliittymän kuin myös web service-rajapinnan toteutus 
(kuvattu tarkemmin dokumentin kohdassa 8.2). 
 
Tällä hetkellä suosituimmista web-ohjelmointikielistä (Usage Statistics and Market 
Share of Server-side Programming Languages for Websites 2012) valikoitui yksi hei-
kosti tyypitetty ja yksi vahvasti tyypitetty kieli: nopea PHP ja yritysmäinen Java. Mo-
lemmille niistä on olemassa työkaluja sekä web-käyttöliittymän että web service-
rajapinnan toteutukseen. Jotta teknologiakartoitus ei rajoittuisi vain ääripäihin, yksi 
näiden kielten välimaastossa sijaitseva musta hevonen otettiin mukaan joukkoon. 
Tämä kieli on Groovy, ja se valittiin mukaan erityisesti sen Grails-sovelluskehyksen 
johdosta. 
 
Käyttöliittymä ja web service -rajapinta on tarkoitus toteuttaa samalle alustalle. Web 
service -rajapinta on tärkeässä roolissa toteutettavan Java API:n kanssa. Tästä lähtö-
kohdasta toteutettiin yksinkertainen web service mittaamaan ketteryyttä, työkaluja 
ja jatkokehitysmahdollisuuksia. Testitapausta varten luotiin yksi saavutuksia kuvaava 
tietokantataulu. Testiä varten tauluun luotiin sarakkeet saavutuksen ID:lle, nimelle ja 
kuvaukselle. Palvelinkustannuksia mitattiin vertaamalla palvelinvuokrien hintoja eri 
alustoille. 
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8.1.2 PHP 
 
Ominaispiirteet 
PHP on laajasti käytetty skriptikieli (What is PHP? 2012). Se tarjoaa nopean sovellus-
kehitysvaihtoehdon, jolla on mahdollista saada pieni tai keskisuuri palvelu pystytet-
tyä nopeasti. Koska PHP on suosituin (Usage Statistics and Market Share of Server-
side Programming Languages for Websites 2012) web-käyttöön tarkoitettu palvelin-
puolen skriptikieli, on sille saatavilla runsaasti materiaalia niin Internetistä kuin kirjal-
lisestikin. PHP-sovellusten tuotantokäyttö on myös huomattavasti halvempaa kuin 
esimerkiksi Javan tai Java-pohjaisten web-sovellusten, palvelinkustannusten ollessa 
yleensä murto-osa niiden vastaavista.  
 
Skriptikielenä PHP mahdollistaa helposti niin sanottujen huonojen ohjelmointimallien 
käyttämisen. Kehittäjällä voi olla suuri houkutus käyttää sitä jonkin ongelman nope-
aan ja likaiseen ratkaisemiseen, esimerkiksi rikkomalla puhdas MVC-malli kirjoitta-
malla käyttöliittymään logiikkaa, joka pitäisi hoitaa ohjaimen (engl. controller) puolel-
la. Ratkaisuna ongelmaan on jonkin sovelluskehyksen käyttöönotto ja sen tarjoamien 
ohjelmointimallien noudattaminen. Esimerkiksi CodeIgniter (Welcome to CodeIgni-
ter! 2012) tai raskaampaan käyttöön tarkoitettu Zend (Zend – The PHP Company 
2012) antavat hyvät linjaukset siistin ohjelmakoodin tekoon. Sovelluskehyksen käyt-
töönotossa on oma työnsä, sillä jotta niitä käytettäisiin oikein, kehittäjän pitää osata 
niiden toimintaperiaatteet hyvin.  
 
Soveltuvuustestin tulokset 
Web service -tyyppisen palvelun toteuttaminen onnistui PHP:lla kohtuullisen nopeas-
ti. Siihen ei tarvinnut erillistä sovelluskehystä, ja koko sovelluksen sai toimimaan noin 
25 rivillä ohjelmakoodia. Vaikka sovellus tuli pystyyn nopeasti, tarvitsisi se jonkin so-
velluskehyksen ympärilleen. Palvelun tekeminen tietoturvalliseksi sekä tietenkin tu-
kemaan useampaa kuin yhtä web serviceä (saavutusten listausta) monimutkaistaisi 
sovellusta huomattavasti. PHP-kehitykseen löytyy runsaasti esimerkkejä, mikä hel-
potti palvelun pystyttämistä.  
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Testin aikana havaittiin, että Internet-esimerkeistä suuri osa on nopeita ja monesti 
epäammattimaisesti toteutettuja, minkä vuoksi esimerkit tulisi katsoa hyväksi tode-
tusta kirjallisuudesta tai teollisista lähteistä. PHP-sovelluksesta saisi huomattavasti 
ylläpidettävämmän ottamalla esimerkiksi käyttöön Zend-sovelluskehyksen ja siihen 
toteutetun ORM-liitännäisen Zend ORM:n (Zend ORM 2012). 
 
Soveltuvuustesti osoitti, että PHP:n avulla palvelun saa nopeasti pystyyn, mutta se 
voi herkästi johtaa huonoihin jatkokehitysmahdollisuuksiin. Hyvän konfiguraation 
aikaansaamiseksi täytyy PHP:n kanssa tehdä kohtuullisen paljon selvitys- ja konfigu-
raatiotyötä. 
 
Palvelinkustannukset 
PHP:n palvelinkustannukset ovat alhaiset ja tarjontaa on runsaasti. Esimerkiksi suo-
malaisia web-hotelleja (Siirilä 2012) verrattaessa palvelintilaa PHP-tuella on saatavilla 
alkaen 3 eurolla kuukaudessa hinnan noustessa ominaisuuksien mukaan. PHP on tä-
ten vertailun halvin vaihtoehto kuukausittaisten palvelinkustannusten kannalta. 
 
Käyttöliittymän kehittäminen 
Yhdeksi tärkeäksi kriteeriksi teknologian valinnassa katsottiin miten helppoa ja jous-
tavaa on toteuttaa tarvitsemiamme käyttöliittymiä. Valitsimme kriteereiksi listauksen 
toteuttamisen, lomakkeiden validoinnin sekä sivupohjan uudelleenkäytettävyyden. 
 
Tämän osion tutkimus toteutettiin täysin empiirisesti sillä tutkimusta vastaavanlai-
sesta ja -kokoisesta projektista ei ole. Valittujen kriteerien koettiin kuitenkin tarjoa-
van riittävä luotettavuus. 
 
PHP itsessään ei sisällä valmista ratkaisua listausnäkymän toteutukseen. Täten kehit-
täjän vastuulle jää toteuttaa esimerkiksi jQueryn avulla vaatimusta vastaava geneeri-
nen listauselementti. PHP ei myöskään sellaisenaan sisällä valmista toteutusta lo-
makkeiden validoinnille tai uudelleenkäytettäville sivupohjille. Sovelluskehykset ku-
ten Zend ja CodeIgniter kuitenkin tarjoavat molemmat ominaisuudet. 
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8.1.3 Java EE 
 
Ominaispiirteet 
Java Enterprise Edition (Java EE) on vahvasti tyypitetty kieli, joka on tarkoitettu web-
sovellusten tekoon. Kuten version nimikin kertoo, on se suunnattu yrityskäyttöön. 
Mikään ei silti estä sen käyttöä suurten yrityssovellusten ulkopuolella, ja sillä on 
mahdollista toteuttaa myös pienempiä sovelluksia.  
 
Java EE:n käyttö pienemmissä web-sovelluksissa on silti yliammuttu ratkaisu, eivätkä 
sen tarjoamat ominaisuudet, kuten skaalautuvuus ja modulaarisuus ja klusterointi, 
pääse oikeuksiinsa pienissä sovelluksissa. Javalle on saatavilla runsas määrä sovellus-
kehyksiä ja työkaluja, esimerkiksi Maven (Apache Maven Project 2012), jonka avulla 
voi etsiä ja hallinnoida sovellukseen kirjastoja ja sovelluskehyksiä, joilla kehittämistä 
voi nopeuttaa.  
 
Soveltuvuustestin tulokset 
Javan vaatii runsaasti konfigurointia, jotta sovelluspohjan saa luotua toimivaksi. Tes-
tissä käytettiin Maven-työkalua, jonka avulla ladattiin perussovelluspohja (engl. ar-
chetype). Sovelluspohjan päälle rakennettiin web service, jonka toteuttamiseen valit-
tiin Spring 3 MVC-sovelluskehys.  
 
Springin dokumentaatiosta (Spring Framework Reference Documentation 2012) löy-
tyivät kattavat ohjeet muun muuassa web servicen toteutukseen.  Lopulta sovellus-
pohjan luontiin ja konfigurointiin kului moninkertainen aika verrattuna itse toiminta-
logiikan kirjoittamiseen. Kun sovelluksen pohja on luotu valmiiksi, kehittäminen on 
kohtuullisen nopeaa, ja oikeaoppisilla raiteilla on helppo pysyä. ORM-ominaisuuksien 
toteutus sovellukseen on kohtuullisen helposti tehtävissä tarjolla olevilla sovelluske-
hyksillä. 
 
Palvelinkustannukset 
Palvelinkustannukset Java-alustalla ovat huomattavasti korkeammat kuin PHP:llä. 
Palvelinkustannukset vastaavilla ominaisuuksilla olivat noin 15 euroa kuukaudessa 
PHP:llä sen ollessa kolme euroa. 
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Käyttöliittymän kehittäminen 
Tulokset Springin ja PHP:n välillä ovat lähellä toisiaan. Listausnäkymän toteutukseen 
ei löydy valmista vaihtoehtoa. Spring tarjoaa kuitenkin tavan validoida lomakkeiden 
sisällön ja mahdollisuuden käyttää uudelleenkäytettäviä sivupohjia. 
 
8.1.4 Groovy ja Grails 
 
Ominaispiirteet 
Groovy on Java-alustalle luotu ketterä ja dynaaminen ohjelmointikieli. Kielellä on 
helppo kirjoittaa ohjelmakoodia, jota on helppo lukea ja ylläpitää. Groovyllä on mah-
dollista käyttää Java-luokkia ja kirjastoja, joka takaa teknologialle laajan työkaluvali-
koiman. (Groovy - A dynamic language for the Java platform n.d.) 
 
Grails on sovelluskehys Groovylle. Sen perusperiaatteisiin kuuluu ”Convention over 
Configuration”-periaate, eli kehitys perustuu ennalta määrättyihin hyväksi todettui-
hin ohjelmointimalleihin ja tätä kautta konfiguroinnin vähyyteen. Kehittäjän ei tällöin 
tarvitse tehdä niin paljon päätöksiä, mikä yksinkertaistaa ohjelmointia ja ylläpidettä-
vyyttä.  (What is Grails? n.d.)  
 
Soveltuvuustestin tulokset 
Yksinkertaisen web servicen toteuttaminen onnistui Grailsilla nopeimmin. Teknologi-
an mukana tulee komentorivisovellus, jonka avulla pystyy luomaan sovelluksen ja 
entiteetit. Kahden komennon ja domain-mallien attribuuttien määrittelyn jälkeen 
tarvitsi vain enää määrittää lyhyt metodi, joka tulostaa joko XML- tai JSON-dataa.  
 
Vaikka Grails mahdollistaakin erittäin nopean sovellusrungon luonnin, ongelmia voi 
tulla monimutkaisten järjestelmien luonnin kanssa, kun automaattisesti luotu logiikka 
ei enää sovellu ongelman ratkaisuun. Tähän projektiin Groovy ja Grails sopivat silti 
erinomaisesti, sillä lähes kaikki web-sovelluksen ja REST-arkkitehtuurin toiminnalli-
suudet perustuvat CRUD:iin, jossa Grails on vahvimmillaan (Scaffolding - Reference 
Documentation n.d.). Grailsissa on myös sisäänrakennettu ORM. 
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Palvelinkustannukset 
Groovyn toimiessa Java-alustalla ovat sen palvelinkustannukset samat kuin millä ta-
hansa Java EE -sovelluksella. Täten se sijoittuu Javan kanssa samalle viivalle palvelin-
kustannuksissa. 
 
Käyttöliittymän kehittäminen 
Grails tarjoaa scaffolding-tekniikan avulla mahdollisuuden tehdä automaattisesti 
käyttöliittymät esimerkiksi saavutuksen listaukselle, poistamiselle, lisäämiselle ja 
muokkaamiselle. Kyseinen ominaisuus koettiin tehokkaaksi ja aikaa säästäväksi. Tä-
män lisäksi Grails tarjoaa mahdollisuuden luoda uudelleenkäytettäviä sivupohjia sekä 
validoida lomakkeen sisällön. 
 
8.1.5 Soveltuvuustestin yhteenveto 
 
Kullakin teknologialla on omat vahvat puolensa, ja sovellustestin yhteispisteet olivat 
erittäin lähellä toisiaan. Niukalla erolla toteutusteknologiaksi valikoitui Grails sen ket-
teryyden, yksinkertaisuuden ja vähäisen konfiguroinnin johdosta. 
 
Laajemmassa testauksessa olisi todennäköisesti käynyt ilmi, että lähes mille tahansa 
alustalle olisi ollut tarjolla vaatimuksiin sopiva sovelluskehys. Grails vastaa parhaiten 
teknologiaa, jolla järjestelmän toteutus onnistuu asetettuihin kriteereihin nähden 
parhaiten. Taulukossa 8 on esitelty teknologioiden soveltuvuustestin pisteytys. 
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TAULUKKO 8. Teknologioiden soveltuvuustestin tulokset. Pisteytys 0–5 
 
 Groovy ja Grails Java ja Spring PHP  
Jatkokehitys 5 5 3 
Ketteryys 5 3 4 
Työkalut 5 5 3 
Palvelinkustannukset 2 2 5 
Käyttöliittymän kehi-
tys 
4 3 3 
Dokumentaatio, läh-
teet ja esimerkit ja 
niiden laatu 
3 4 4 
Yhteensä 24 22 22 
 
 
8.2 Web service 
 
Toimeksiantoon sisältyy hallintakäyttöliittymän ohessa toimiva web service -toteutus 
toimeksiantajan peleissä tarvitsemille palveluille. Esimerkiksi saavutuksen merkitse-
minen suoritetuksi sekä pilvidatan hakeminen ovat tällaisia palveluja. Web servicen 
toteutukseen on käytännössä kaksi usein toisiinsa verrattua vaihtoehtoa (Singh 
2009). Nämä teknologiat ovat SOAP (Simple Object Access Protocol) ja REST (Repre-
sentational state transfer).  
 
Web servicen toteutukseen valittiin http-protokollan päällä toimivan REST-
arkkitehtuuri. Valintaan vaikutti se, että järjestelmän toteutusteknologiaksi valitussa 
Grailsissa on valmis tuki REST-arkkitehtuurille. SOAP olisi tarvinnut kolmannen osa-
puolen toimittaman laajennuksen. 
 
Valintaan vaikutti myös se, että REST-arkkitehtuuri on http-protokollan päällä toimi-
misen ansiosta laajasti tuettu eri teknologioissa. Tämä on tärkeää, mikäli myöhem-
min tulee tarve toteuttaa API esimerkiksi iOS-alustalle.  
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REST:ä pidetään usein SOAP:a tehokkaampana JavaScript Object Notation (JSON)-
tuen ansiosta (Singh 2009). Yleisesti REST:ä suositellaan pienempiin sovelluksiin. 
SOAP:a käytetään usein iäkkäiden järjestelmien integraatioprojekteissa, mutta esi-
merkiksi Google käyttää palveluissaan lähes poikkeuksetta SOAP:a. 
 
8.3 Java API 
 
8.3.1 Alustariippumattomuuden tuomat rajoitukset 
 
Puhdas Java API ei sisällä mitään Android-alustalle ominaisia toimintoja, kuten suo-
raan laitteelle tallennusta tai integroitumista alustan palveluihin. Tällöin kehittäjä 
joutuu itse toteuttamaan sekä mahdollisen saavutusten käyttöliittymän että mahdol-
lisen tallennusratkaisun laitteelle. Toisaalta tämä antaa myös mahdollisuudet kehittä-
jälle tehdä toteutuksesta täysin halutun lainen. Käyttäjän tallentaessa jotain tietoa 
saavutuksista laitteelle pystyy hän silti itse käyttämään Androidin tallennusmetodeja 
tallentaen API:n tarjoamat tiedot manuaalisesti. Tarvittaessa API-toteutus voidaan 
laajentaa SDK:ksi. 
 
8.3.2 API:n toteutus 
 
API:n tulee tarjota kehittäjälle toiminnot, jotka liittyvät pelaajaan saavutuksien tilan 
hallintaan ja saavutusten listaukseen. Tarkemmin vaatimuksesta on kerrottu API:n 
vaatimusmäärittelyssä dokumentin osiossa 7.1. API:n kautta ei ole tarkoitus lisätä, 
poistaa tai muokata saavutuksia. API:n tulee olla helposti opittava, muistettava ja 
luettava, vaikea väärinkäyttää ja helppo laajentaa (Blanchette 2008, 7). 
 
Ennen toteutustyön aloittamista suunnitteluprosessissa tulee tietää järjestelmän 
vaatimukset. Suunnittelua tukevat myös paljon käyttäjätarinat. API:a toteutettaessa 
tulisi API:a vasten toteuttaa esimerkkitapauksia, joita voi johtaa suoraan käyttäjätari-
noista. API:n suunnittelussa kannattaa ottaa huomioon myös laajennettavuus. Laa-
jennettavuuden tukea voi parantaa myös suunnittelemalla ja toteuttamalla esimerk-
kejä, kuinka kehittäjä voisi hyödyntää API:a. (Mts. 15–18.) 
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9 KÄYTETTÄVYYS WEB-KÄYTTÖLIITTYMÄSSÄ 
 
Käytettävyyteen on panostettava, sillä järjestelmästä tulee toimeksiantajalle tärkeä 
työkalu. Tämän vuoksi sovittiin, että käyttöliittymäsuunnitelmat hyväksytetään toi-
meksiantajalla. Tällaista prosessia noudattamalla voidaan varmistua, että molemmat 
osapuolet ovat tyytyväisiä lopputulokseen.  
 
Käytettävyyden kannalta prioriteetiltaan korkeat linkit on syytä asettaa sivun yläosi-
oon samalle horisontaaliselle tasolle. On tutkittu, että käyttäjät etsivät painikkeita 
eniten kyseistä kohdasta web-sivuilla (Shneiderman n.d., 46). Alla olevan kuvion mu-
kaisesti näitä ominaisuuksia ovat saavutuslista, pilvidata, sovelluslista, asetukset sekä 
ulos kirjautuminen. 
 
 
 
 
KUVIO 3. Suunnitelma sivusta, jossa listataan saavutukset 
 
 
Yllä olevasta käyttöliittymäesimerkistä voidaan todeta, että sisältöön liittyvät painik-
keet (saavutukset-välilehti, pilvidata-välilehti ja sovellukset-välilehti) ovat ryhmitelty-
nä vierekkäin. Järjestelmän hallintaan liittyvät toiminnot, eli asetukset ja uloskirjau-
tuminen ovat ryhmitelty vierekkäin. Käytettävyyden ja selkeyden kannalta on tärkeää 
ryhmitellä samaan kokonaisuuteen liittyvät asiat samaan paikkaan (Shneiderman 
n.d., 173). 
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Radikaalit muutokset saattavat hämmentää käyttäjää. Tästä syystä käyttöliittymä on 
syytä pitää samankaltaisena sivulta toiselle siirryttäessä (Shneiderman n.d., 103). 
Käyttöliittymäesimerkeistä (ks. kuviot 3 ja 6) voidaan huomata, että sivun korkean 
tason toiminnot sisältävä yläpalkki säilyy jatkuvasti samana. Sivun sisältö muuttuu, 
mutta sisältöön vaikuttavat painikkeet, kuten uuden saavutuksen luonti tai luotavan 
saavutuksen tallennus, löytyvät välilehden yläosasta. 
 
Uuden saavutuksen luonnista löytyy kuitenkin poikkeus edellä mainittuun sääntöön: 
Lisää-nappi sijaitsee sivun alalaidassa. Poikkeuksen tarpeellisuutta voidaan perustella 
sillä, että painike lisää lomakkeelle kentät uudelle saavutukselle. Tällöin kehittäjä voi 
syöttää useampia saavutuksia yhdellä tallennuskerralla. Painikkeen sijainti todettiin 
toimeksiantajan kanssa loogiseksi, sillä sivu kasvaa alaspäin uusia saavutuksia lisättä-
essä. 
 
 
 
 
KUVIO 4. Suunnitelma asetukset-sivusta 
 
 
Käyttäjän tulisi aina tietää, mihin auki oleva sivu liittyy. Tämän lisäksi käyttäjälle tulisi 
aina esittää jollain tavalla selkeästi klikattava sisältö, kuten linkit, välilehdet ja painik-
keet (Shneiderman n.d., 93). Edellä mainittujen vaatimusten toteutumisen voi huo-
mata esimerkiksi kuvioista 4, jossa asetukset-nappi on keltaisena. Tämä tarkoittaa 
joko sitä, että käyttäjä on asetukset-sivulla tai käyttäjän hiiren kursori on asetukset-
sivun päällä.  
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KUVIO 5. Suunnitelma sivusta, jossa listataan pilvidatat 
 
 
Käyttöliittymäesimerkkien suunnittelussa huomattiin, että saavutusten järjestystä 
tulee voida muuttaa helposti, sillä normaalisti saavutukset ovat lisäysjärjestyksessä 
(ks. kuvio 3). Toimeksiantajan hyväksymäksi luontevaksi ratkaisuksi keksittiin listan 
rivin raahaaminen hiirellä ja tämän avulla järjestyksen muuttaminen. 
 
Tärkeä elementti käytettävyyden kannalta on myös palautteen antaminen käyttäjälle 
(Mifsud 2011). Tällaiseksi lasketaan esimerkiksi lomakkeiden validointi sekä informa-
tiiviset virheilmoitukset. Käyttökokemusta saa parannettua antamalla palaute käyttä-
jälle välittömästi. Sen sijaan, että käyttäjälle annettaisiin virheilmoitus vasta lomak-
keen lähetä-napin painamisen jälkeen, näytetään virheilmoitus esimerkiksi käyttäjän 
siirtäessä fokus-lomakkeen kentästä toiseen. 
 
Lisäksi katsottiin, että järjestelmä voisi antaa käyttäjälle oikeaan yläkulmaan ilmoi-
tuksen esimerkiksi onnistuneesta tallentumisesta (ks. kuvio 3). Tämän avulla käyttä-
jää ei tarvitsisi ohjata turhalle sivulle, jossa kerrottaisiin toimenpiteen onnistumises-
ta. 
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KUVIO 6. Suunnitelma sivusta, jolla luodaan uusi saavutus 
 
 
10 JOHTOPÄÄTÖKSET 
 
Pelin mikrosisältö osana liiketoimintamallia 
Ennen pelit perustuivat pääsääntöisesti pelkästään pelimaailmassa tapahtuviin asioi-
hin. Nykyään on alkanut yleistyä niin sanottu mikrosisältö, joka on pelikontekstin 
ympärille rakennettua ylimääräistä sisältöä. Esimerkiksi Valven Team Fortress 2 -pelin 
koko liiketoimintamalli muutettiin maksullisesta pelistä ilmaispeliksi, jossa mikrosisäl-
tö on erittäin suuressa osassa.  
 
Saavutusten kautta pelaaja voi saada itselleen uusia esineitä joita voi hyödyntää pe-
lissä. Esineitä voi myös tehdä itse, myydä, löytää, tai ostaa oikealla rahalla. Esineitä 
käytetään myös houkuttimena markkinoinnissa pelin ulkopuolella. Esimerkiksi ostet-
taessa ennakkoon joitain uusia pelejä voi pelaaja ansaita Team Fortress-peliin itsel-
leen jonkin esineen. 
 
Valven Steam-peliportaalissa pelaajat pystyvät vertailemaan saavutuksiaan toisten 
pelaajien kesken, joka synnyttää kilpailuhenkisyyttä. Lisäksi tilastot antavat pelinteki-
jälle erinomaista tietoa pelaajien käyttäytymisestä. Kehittäjä voi tarkkailla esimerkik-
si, minkä tyyppisten saavutusten suorittamiseen käytetään eniten aikaa ja mitkä eivät 
kiinnosta pelaajia. Tietoa analysoimalla voidaan luoda yhä kiinnostavampia saavutuk-
sia, joilla saadaan pelaajat viettämään enemmän aikaa pelissä. 
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Pelien mikrosisällöllä on siis myös muutakin merkitystä kuin vain pelaajien viihdyttä-
minen ja sitä kautta koukuttaminen. Niiden avulla on mahdollista lisätä peleihin peli-
kokemusta syventäviä elementtejä ja myös analysoida pelaajien käyttäytymistä. Lop-
pujen lopuksi niiden käyttötarkoitus on kuitenkin aina sama, pelin tuoton parantami-
nen. 
 
Saavutukset ovat yleistyneet myös pelien ulkopuolella. Niitä voidaankin käyttää lähes 
missä tahansa sovelluksessa käyttäjää kannustavana tekijänä. Jos saavutusten trendi 
pysyy samanlaisena, tullaan niitä todennäköisesti soveltamaan tulevaisuudessa hyvin 
monessa paikassa. 
 
Web-käytettävyys 
Tietojärjestelmäprojektin alussa luodaan usein määrittely, joka keskittyy toiminnallis-
ten vaatimusten kuvaamiseen eli siihen, miten jonkun toiminnon kuuluu toimia. 
Määrittelyssä voidaan määritellä esimerkiksi tulostustoiminto niin, että käyttäjän on 
valittava tulostettava dokumentti, painettava tulosta ja tämän jälkeen tulostetun 
dokumentin on muodostuttava ruudulle. 
 
Vaatimusmäärittelyssä tulisi ottaa kantaa toiminnallisten vaatimusten lisäksi myös 
laadullisiin vaatimuksiin. Laadullisiin vaatimuksiin lasketaan muun muassa suoritus-
kyky ja käytettävyys. Käyttäjän käyttökokemusta voi haitata, jos esimerkiksi listan 
tietojen hakemisessa menee 15 sekuntia tai jos tallennuspainiketta joutuu etsimään 
epäloogisen sijoittelun johdosta. 
 
Loppukäyttäjä on erinomainen resurssi käytettävyyttä suunniteltaessa. Määrittelijät 
ja kehittäjät näkevät usein asiat teknisestä näkökulmasta, ja käytettävyyden asian-
tuntijat taas eivät välttämättä tiedä ilman loppukäyttäjää, mikä toiminto tulee ole-
maan loppukäyttäjälle tärkeä. 
 
Esimerkiksi suurissa operatiivisissa järjestelmissä, kuten potilastietojärjestelmissä, 
ainoastaan lääkäri voi itse tietää, mitkä toiminnot ovat päivittäin monesti työssä käy-
tettäviä toimintoja jotka tulee sijoittaa helposti saataville. Vaikka tämä tutkimus ei 
ole kooltaan verrattavissa potilastietojärjestelmään, on selvää, että käyttöliittymä-
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esimerkkien suunnittelu toimeksiantajan suorittaman priorisoinnin pohjalta sekä 
toimeksiantajan mukana olo on parantanut lopputulosta. 
 
Rajapintojen suunnittelu 
Käytettävyyden huomiointi ei ainoastaan rajoitu käyttöliittymiin. Myös rajapintojen 
suunnittelussa täytyy ottaa käytettävyys huomioon, jotta rajapinnan käyttö olisi 
mahdollisimman helppoa. Dokumentointi on yksi käytettävyyden kulmakivi. Sen avul-
la voidaan välttää väärinkäsitykset monessa tilanteessa. Esimerkiksi jonkin kirjaston 
metodi voisi palauttaa kaksi päivämäärää samassa taulukossa. Ilman kunnollista do-
kumentointia päivämäärien selvitys kuluttaisi rajapinnan käyttäjän aikaa selvitystyö-
hön. Dokumentoinnin lisäksi muuttujien ja metodien nimeäminen ja parhaiksi todet-
tujen käytäntöjen noudattaminen ovat tärkeitä asioita.  
 
Ilman helppokäyttöistä rajapintaa kehittäjä voi helposti päätyä vaihtamaan kilpaile-
vaan tuotteeseen. Rajapintojen käytettävyyden huomiointi ei ole yhtä aikaa vievää 
kuin esimerkiksi käyttöliittymien suunnittelu, mutta on silti hyvin tärkeää. Siksi sitä ei 
tule laiminlyödä rajapintoja suunniteltaessa. 
 
Tietomalli ja vaatimusmäärittely tietojärjestelmäprojektissa 
Tietojärjestelmäprojekteissa suunnittelu on tärkeä vaihe, sillä siinä käytännössä mää-
ritellään, missä projektin maali on. Suunnitteluvaiheessa suoritetaan useimmiten 
myös projektin resursointi ja muita hallinnollisia tehtäviä. Lisäksi esimerkiksi tieto-
mallin muuttaminen jälkikäteen on usein toteutusvaiheessa ja etenkin tuotantovai-
heessa huomattavasti haastavampaa kuin alussa. 
 
Web-teknologiat 
Web-teknologian valintaan vaikuttaa usein raha, jolloin pelkästään palvelinkustan-
nusten määrä ei ole läheskään yhtä tärkeässä roolissa kuin esimerkiksi jatkokehityk-
sen ja ylläpidon kustannukset. Yleensä mitä harvinaisempi teknologia on, sen kal-
liimmaksi se pidemmällä juoksulla tulee. Teknologiaa tuntevat kehittäjät pystyvät 
näin pyytämään työstä suurempaa korvausta. Ylläpidon hinta muodostuu sitä tärke-
ämmäksi valintakriteeriksi, mitä isompi järjestelmä on kyseessä. 
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Alustariippumattomuus 
Alustariippumattomuus on nykyaikana tärkeässä roolissa pelin kilpailukyvyn kannal-
ta. Pelialustoja on useita ja monen alustan markkinaosuus on merkittävä. Kehittäjä 
menettää paljon potentiaalisia asiakkaita, jos sovelluksella ei ole tukea kaikille mer-
kittävimmille alustoille. Tietokonepeleissä Mac ja Linux ovat saamassa erityisesti 
Steamin kautta enenevissä määrin pelitarjontaa, mutta tällä hetkellä Windows on 
silti yleisin pelialusta. Mobiilipeleissä kilpailu keskittyy lähinnä Androidin ja iOS:n vä-
lille. Suosituimpien alustojen huomioiminen auttaa maksimoimaan pelin pelaajakan-
nan, joten alustariippumattomuuteen kannattaa panostaa heti tuotteen elinkaaren 
alusta lähtien. Myöhemmässä vaiheessa kannattaa tutkia, olisiko myös vähemmän 
suosituille alustoille kehittäminen sijoituksen arvoista. 
 
 
11 POHDINTA 
 
Aihe 
Web-teknologioilla toteutettavan tietojärjestelmäprojektin suunnittelu oli molemmil-
le tutkimuksen tekijöille ammatin puolesta luonnollinen valinta. Saavutukset toivat 
valittuun aiheeseen oman haasteensa. Tietojärjestelmien suunnittelusta, määrittelys-
tä ja toteutuksesta löytyy lukemattomia teoksia kirjojen, Internet-sivujen ja tutkimus-
ten muodossa, mutta kirjoitushetkellä saavutuksista ei ole kattavasti materiaalia. 
Erityisen hyödyllisiä alan yrityksille voisi olla esimerkiksi tutkimukset jotka sisältäisi-
vät tietoa saavutusten vaikutuksesta pelaajien käytökseen tai saavutusten käytöstä 
osana pelejä julkaisevan organisaation strategiaa. 
 
Tutkimusmenetelmien soveltuvuus 
Työssä toimintatutkimukselle tyypillisesti käytetty yhteistyö toimeksiantajan kanssa 
oli erittäin toimiva keino. Tämän avulla pystyttiin pysymään linjassa toimeksiantajan 
vaatimusten kanssa. Yleisempinä metodeina käytetyt avoin haastattelu ja keskustelu 
toimivat iteratiivisen lähestymisen kanssa hyvin, kuten aluksi osattiin myös odottaa. 
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Varsinainen tutkimustyö toteutettiin empiirisin keinoin. Tämä oli välttämätöntä saa-
vutustenhallintajärjestelmiä vertailtaessa, sillä kirjallisuutta asiasta on saatavilla erit-
täin heikosti. Käyttäen kokemusperäistä tutkimusta saatiin muodostettua oma käsite 
saavutustenhallintajärjestelmien käytettävyydestä. 
 
Aineisto 
Tarvittava aineisto jaettiin karkeasti kahteen osaan. Ensimmäinen ryhmä on tutki-
mustyöhön ja tutkimusmenetelmiin liittyvä aineisto ja toinen ryhmä on teknisempi 
materiaali. Esimerkkinä ensimmäisestä ryhmästä Kananen, J. Toimintatutkimus yri-
tysten kehittämisessä ja toisesta Spring Framework Reference Documentation. 
 
Lähdeaineisto on vahvasti tutkimusta tukevaa. Aineistoa valittaessa erityisesti Inter-
netistä löytyvää sisältöä katselmoitiin kriittisesti eikä mukaan otettu kuin luotettavia 
lähteitä. Hyviksi ja luotettaviksi lähteiksi todettiin erityisesti teknologioiden omat 
dokumentaatiot sillä ne on kirjoitettu neutraalisti. Huomattiin että luotettavia tulok-
sia saadaan tukemalla tällaista faktadokumentaatiota empiirisellä tutkimuksella. Em-
piirinen tutkimus oli tutkimuksessa tärkeä työkalu, sillä esimerkiksi teknologiavalinta 
riippuu aina tilanteesta. Siihen vaikuttavat esimerkiksi vaatimukset ja projektin koko.  
 
Työtä tehdessä huomattiin että analyysimenetelmistä parhaiten valitsemassamme 
toiminnallisessa tutkimuksessa toimii tyypittelevä analyysimenetelmä. Erityisen hyviä 
tuloksia saatiin käyttämällä kyseistä analyysimenetelmää aikaisemmin mainitussa 
teknologian valinnassa. Teknologioista valittiin niitä yhdistävät tunnistettavat tyypit 
kuten palvelinkustannukset ja käyttöliittymän kehittäminen. Nämä pisteytettiin, jotta 
tulokset oli mahdollista analysoida. Tutkimusta tehdessä huomattiin että nimen-
omaisessa tutkimuksessa on tärkeää etsiä mieluiten vähintään viisi vertailukohtaa. 
Pienellä määrällä vertailtavia ominaisuuksia tutkimuksesta tulee huomattavasti epä-
tarkempi ja täten virheellisten tulosten mahdollisuus kasvaa. Esimerkiksi teknolo-
giatutkimuksen tulokset voisivat olla hyvin erilaiset jos valittaisiin vain kolme vertail-
tavaa ominaisuutta kuuden sijasta. 
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Tulosten uudelleenkäytettävyys 
Tutkimusta tehtäessä sisältö koetettiin pitää mahdollisimman yleiskäyttöisenä. Tut-
kimuksen sisältö vastaa hyvin pitkälle normaalin tietojärjestelmäprojektin suunnitte-
lu- ja määrittelyvaihetta sisältäen kyseisten vaiheiden normaalit elementit, kuten 
vaatimusmäärittelyn luonnin ja tietomallin suunnittelun. 
 
Tutkimus ottaa myös kantaa käytettävyyteen web-ympäristössä. Käytettävyyttä lä-
hestyttiin geneerisestä näkökulmasta, joten osuutta voidaan soveltaa muissa web-
pohjaisissa ratkaisuissa aina henkilökohtaisista kotisivuista suurempiin tietojärjes-
telmiin. 
 
Web-teknologioiden vertailu sisältää kolme tällä hetkellä erinomaista teknologiavaih-
toehtoa tietojärjestelmän toteutukseen. Vertailun tulokset ovat uudelleenkäytettä-
viä. On kuitenkin otettava huomioon valittujen teknologioiden sekä kilpailevien tek-
nologioiden nopea kehittyminen. Tämän vuoksi vertailun tulokset saattaisivat olla 
erilaiset esimerkiksi vuoden kuluttua täsmälleen samanlaisessa skenaariossa. Lisäksi 
teknologia on työkalu, joka on valittava aina käyttötarkoituksen mukaan. Tutkimuk-
sessa toteutusteknologiaksi valittu Grails ei ole välttämättä oikea teknologia esimer-
kiksi suuren operatiivisen järjestelmän kehitykseen. 
 
Tutkimus sisältää myös huomioita asiakaslähtöisestä tietojärjestelmäkehittämisestä 
projektinhallinnan näkökulmasta. Esimerkiksi käyttöliittymäsuunnittelussa huomat-
tiin toimeksiantajan mukana olon olevan lopputuloksen kannalta positiivinen asia. 
Edellä mainittujen seikkojen pohjalta voidaan todeta tutkimuksen sisällön olevan 
laajalti uudelleenkäytettävissä tai sovellettavissa olevaa tietoa, erityisesti saman ko-
koluokan tietojärjestelmäprojekteissa. 
 
Työn luotettavuus 
Työn luotettavuutta voidaan mitata työn eri osissa. Olemassa olevien järjestelmien 
vertailu toteutettiin empiirisenä tutkimuksena kokeillen tämän hetken suosituimpia 
saavutustenhallintajärjestelmiä. Järjestelmiä vertailtiin käytännössä web-pohjaisen 
ylläpidon osalta, jonka lisäksi vertailtiin muita ominaisuuksia kuten peli-integrointia 
dokumentaation pohjalta. Vertailun laatua olisi voinut parantaa ottamalla käyttöön 
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jokainen järjestelmä oikeassa mobiilisovelluksessa ja usealla eri alustalla. Käytännön 
vertailu pohjautuen web-pohjaiseen ylläpitoon todettiin kuitenkin riittäväksi, sillä sitä 
pidettiin tärkeimpänä järjestelmän osa-alueena. 
 
Web-teknologioiden vertailusta olisi saanut luotettavamman, jos järjestelmästä olisi 
esimerkiksi tehnyt jokaisen järjestelmän osa-alueen kattavan prototyypin kullakin 
teknologialla. Lisäksi muiden ohjelmointikielien ja teknologiayhdistelmien sisällyttä-
minen olisi lisännyt vertailun luotettavuutta. Vertailuun kuitenkin valittiin usea arvi-
ointikriteeri, jotta jokin teknologia tai kieli ei erottuisi joukosta jonkin hyvän ominai-
suutensa johdosta. 
  
Työn lopullisen tuotoksen, eli järjestelmän määrittelyn, luotettavuutta voidaan arvi-
oida tavoitteiden täyttymisellä.  Työ pystyi vastaamaan tutkimusongelmaan ja sen 
alaongelmiin hyvin. Toimeksiantaja piti määrittelyä laadukkaana. 
 
Projektin tulevaisuus 
Tutkimuksessa on viitattu olemassa olevien palveluiden tarjoamiin peliin integroita-
viin käyttöliittymäratkaisuihin, jotka ovat ulkoasultaan aina samanlaisia ja eivät täten 
välttämättä sovi pelin teemaan. Tämän tutkimuksen jälkeen voisi olla aiheellista tut-
kia, olisiko mahdollista luoda joustava ja kehittäjän näkökulmasta helposti muokatta-
va käyttöliittymäratkaisu käyttämällä joustavaa merkintäkieltä, kuten HTML tai XSLT. 
 
Esimerkiksi jonkinlainen web-pohjainen järjestelmä, jossa voisi raahata käyttöliitty-
mäelementtejä sekä vaikuttaa helposti värimaailmaan, olisi toimeksiantajalle var-
masti toivottu työkalu. Työkalu säästäisi aikaa käyttöliittymien suunnittelulta ja täten 
tehostaisi pelinkehitysprosessia. 
 
Käyttöliittymäintegraation lisäksi sosiaalisten ominaisuuksien tutkiminen saattaisi 
tuottaa arvokasta tietoa. Tämänhetkisen suunnitelman laajentaminen sosiaalisuutta 
tutkivan tutkimuksen pohjalta voisi olla arvokasta toimeksiantajalle. Esimerkiksi tä-
hän järjestelmään sopisivat hyvin kaverilista, pikaviestin ja pistelistat. 
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Sosiaalisuudesta peleissä on luotu kirjallisuutta ja tutkimuksia, joten käyttöliittymäin-
tegraation ollessa enemmän tekniseen toteutukseen nojaava tutkimus, olisi sosiaali-
suus enemmän pohdintaa siitä miten esimerkiksi Facebook-integraatiota voisi käyt-
tää hyödyksi peleissä. Luonteva jatko projektille olisi aloittaa järjestelmän kehittämi-
nen tämän tutkimuksen tulosten pohjalta. Vaihtoehtoisesti ennen toteutusta voidaan 
lykätä ja tutkia esimerkiksi jompaakumpaa edellä mainituista aiheista. 
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