In this paper, we have introduced a new multi-agent nature-inspired routing algorithm. The algorithm is referred to as the BeesAnts algorithm. It is a combination of the ant colony-based routing algorithm (ARA) and the BeeHive-based routing algorithm. The proposed routing algorithm works effectively on networks consisting of two parts; one is a fixed network and the other is a mobile ad hoc network (MANET). It applies the ARA routing algorithm on the mobile part and the BeeHive routing algorithm on the fixed part. The experimental results and the statistical analysis have demonstrated that the BeesAnts routing algorithm outperforms its ancestor, the ARA routing algorithm, in terms of the propagation delay, the queue delay, and the number of hops.
Introduction
A mobile ad hoc network (MANET) is a group of mobile nodes connected via wireless links where these nodes use a decentralised way in organising the network and passing messages among them (Frodigh et al., 2004) . Due to the limited transmission range of wireless network interfaces, the data to be exchanged with other nodes across the network has to pass through several intermediate nodes. A vital challenge, which is considered as the heart of building a MANET, is finding the best path from a source node to a destination one. This gives rise to the routing problem. Therefore, developing a MANET goes hand in hand with developing a good routing protocol to find the optimal path in such a dynamic network. A good routing protocol increases the performance of the network as a whole (Layuan et al., 2007; Kurkowski et al., 2005 Kurkowski et al., , 2006 Günes et al., 2002; Abolhasan et al., 2004) .
Realising the importance of a good routing algorithm in a MANET droves researchers into the search for the best way to find such an algorithm. Hence, the turn to the nature has attracted researchers to societies similar to the MANET environment in terms of the decentralised behaviour and the dynamic environmental changes, like ants' and bees' colonies. Consequently, a new branch focusing on applying biological features into a network environment has been adopted by many researchers (Wedde and Farooq, 2006; Ducatelle et al., 2005 Ducatelle et al., , 2008 Blum and Merkle, 2008; Abraham et al., 2006; Lee et al., 2008) .
The ant colony-based routing algorithm (ARA) is inspired by ants' behaviour in the real world where it is observed that foraging ants converge to the shortest path between their nest and the food source, depending on a volatile chemical substance called pheromone (Woo et al., 2008; Zanjani and Haghighat, 2009; Günes et al., 2002; Blum and Merkle, 2008; Olariu and Zomaya, 2005; Caro and Dorigo, 1998b; Attia et al., 2009; Maekawa et al., 2006) .
Initially, ants start their way from the nest looking for a food source in arbitrary directions, and while walking, they mark the route taken by depositing a pheromone. Arriving to a branch, ants should decide which direction to choose, initially, this is done randomly, where ants divide themselves into groups each of which tries a different branch. After a short time, ants that took the shortest path will return more quickly causing an increase in the pheromone's concentration on the route taken by the moving ants back and forth, thus, announcing the best route to the food source. On the other hand, the longer paths will take ants longer time to return and thus, the pheromone amount will decay by time informing other ants that it is not the best way (Günes et al., 2002) . Now we have to translate these concepts into a network language. One of the major issues handled by this algorithm is the route discovery, where ants are broadcasted from the sender to the neighbours. Each node receives an ant will create a routing table record then passes it to its neighbours and so on until the ant reaches the destination node where it is destroyed and a new ant is created and sent backward to the source node. This process might result in multiple paths, which is considered as an advantage to this algorithm. The ARA algorithm is characterised by local work, where routing tables do not have to be transmitted to all nodes in the network but only to the neighbouring nodes (Olariu and Zomaya, 2005; Osagie et al., 2008) .
Similarly, the BeeHive routing algorithm is inspired by the behaviour of bees. Bees can find the optimal path to a food source, and they communicate directly via dancing.
There are two types of dancing; round dances, which indicate that a food source is close to the hive, and the waggle dances, which indicates farther food sources. The duration and orientation of a dance inform other bees about the exact place of the food source and its goodness (Olariu and Zomaya, 2005; Wedde et al., 2004) .
Each node in the network is considered as a hive that consists of bee agents, which are launched to other network nodes in order to explore the network and to collect information about routes. Bee agents provide the nodes they visit with information about the paths they have explored so far. In addition, the dance floor represents the routing table, where the information about the quality of the paths that have been traversed is stored (Olariu and Zomaya, 2005; Wedde et al., 2004) .
On contrary to the ARA algorithm, the beehive routing algorithm uses short distance bee agents to collect and disseminate routing information to neighbourhood and long distance bee agents to disseminate routing information to all nodes (Wedde et al., 2004) . This paper presents a new multi-agent nature-inspired routing algorithm where bee agents and ant agents work together to find the best path between a given source and destination nodes. In this work, we have revised the algorithm presented in Maghayreh et al. (2010) . We have conducted more through experimental and statistical analysis to demonstrate the effectiveness of the proposed routing algorithm. Günes et al. (2002) have developed an on-demand ad-hoc routing algorithm, which is based on swarm intelligence. Their algorithm is referred to as the ARA.
Related works
It is assumed that the network is represented as a connected graph G = (V, E). The ant colony optimisation meta-heuristic can be exploited to find the shortest path between a source node v s and a destination node v d on the graph G. The number of nodes on the path represents its length. Each edge e i,j ∈ E connects two nodes in the graph (v i and v j ) and has a variable φ i,j to represent the concentration of an artificial pheromone. The concentration of the pheromone is an indication of the usage of this edge. An ant located in node v i uses the pheromone value φ i,j of edge e i,j to compute the probability of node v j as the next hop (P i,j ). Assuming that C i is the set of nodes reachable from v i in one hop, then
When an ant traverses an edge between node v i and node v j the pheromone value φ i,j is incremented by a constant value ∆φ. As it is the case with the real life ant pheromone, the concentration of the artificial pheromone decreases with time. At every constant interval t, the value of φ i,j is decreased by α. If φ i,j becomes less than zero, it is set to zero, indicating no pheromone. The ARA algorithm is composed of three phases, the main phase is the route discovery phase. In order to discover new routes, a node uses two artificial ant agents; a forward ANT (FANT) and a backward ANT (BANT).
A FANT is a small packet carrying a unique sequence number; to enable the receiving node to recognise the duplicated packets. The main work of the FANT is to discover the route from the source node to the destination using pheromone tracks. The BANT establishes the way back to the source node.
At the beginning, the source node broadcasts FANTs to its neighbours, then for each neighbour, when it receives a FANT, it creates a corresponding new record in its routing table consisting of the destination (which is interpreted as the source node from which the FANT was sent), the next hop (which represents the previous node where the FANT came from), and lastly the pheromone value that is calculated depending on the number of hops a FANT passed through so far (Günes et al., 2002) . These operations are repeated until the FANT reaches the destination.
When the destination node receives a FANT, recognised by its unique sequence number, it kills this FANT and creates a BANT with the same unique sequence number and sends it back to the node from which it has received the FANT. After establishing the route along the way back to the source node by the BANT agent, data packets can be sent using this generated path (Günes et al., 2002; Cauvery and Viswanatha, 2008) . Günes et al. (2002) have tested their proposed algorithm using ns-2 simulator on a network of 50 mobile nodes and an area of 1,500 m x 300 m. Seven different pause times have been used to express mobility; 0, 30, 60, 120, 300, 600, and 900 seconds. They have compared the result to existing routing protocols for the delivery rate of packets. It was concluded that the algorithm has a good performance, especially in highly dynamic situations (Cauvery and Viswanatha, 2008) .
BeeHive is one of the primary routing algorithms that was presented by Wedde et al. (2004) , where they benefit from the real bee behaviour with its colleagues. A bee can talk to its colleagues through dancing; where a dance duration and orientation tell other bees about a food source location and its goodness (Blum and Merkle, 2008; Abraham et al., 2006; Wedde and Farooq, 2006) .
In the BeeHive algorithm, each node represents a hive, and contains two types of agents; short distance bee agents and long distance bee agents. Moreover, the network is divided into parts; each node has its own foraging zone that contains the neighbouring nodes, also a foraging region that contains a representative node responsible for sending the long distance bee agents to the external part of the network or to other regions. The short distance bee agents traverse the nodes in the foraging zone (Wedde et al., 2004) .
Each node maintains three types of routing tables; foraging region membership (FRM), intra foraging zone (IFZ), and inter foraging region (IFR). The IFZ is a vector correlating the set of destinations with the set of neighbouring nodes, and each single entry is a combination between queue delay and propagation delay (q jk , p jk ) expressing the cost of reaching the destination k using the neighbour j. On the other hand, the IFR maintains the queue and the propagation delay for reaching the representative node of each foraging region through the neighbours of a node. Lastly, the FRM routing table contains the mapping of known destinations to a foraging region.
The process begins when each node broadcasts short bee agents to its neighbourhood. Each neighbouring node updates its routing table based on the information carried by the bee agent if it is not duplicated, if duplicated; the bee agent will be killed. When receiving the bee agent, the node updates the queue delay and updates either the IFZ or the IFR depending on the place of the bee agent (the zone of the node or the region). A node can recognise whether the bee is in its zone or region depending on the number of hops that the bee agent has passed to reach the node (Wedde et al., 2004) .
After these calculations, the node forwards this bee agent again to its neighbours. Many bees explore the neighbourhood whereas few bees travel to the external part. The routing table represents a dance floor where bee agents communicate (Wedde et al., 2004) . At the end, the node must calculate the goodness of the neighbours. Wedde et al. (2004) have tested the performance of the suggested algorithm, and compared it with the AntNet algorithm (Caro and Dorigo, 1998a) , it was deduced that the BeeHive routing algorithm has a better or similar performance to AntNet (Wedde et al., 2004) .
On the other hand, Rahmatizadeh et al. (2009) have developed a algorithm that exploits ants and bees in finding the best path in a network. The algorithm is referred to as the Ant-Bee routing (ABR) algorithm. It is based on the AntNet routing algorithm. In the ABR algorithm, a node generates regularly an ant called forward-ant. Each forward-ant explores the network to find the best path and then updates the routing tables. When an ant reaches a node, if it is not the destinations, the ant simply continues its way to the destination, but if it was the destination node, the ant is killed and a bee is created to be sent back in the same path to the source node. All the data collected and carried by the ant is transferred to the newly born bee. This collaboration between artificial ants and bees aims at increasing the speed of delivering data, and as a result, the throughput and the performance of the network will be enhanced.
The ABR algorithm has been tested in static and dynamic situations. It has been shown that the ABR algorithm performs well in static situations in which the routers are working properly. In dynamic situations, where routers may fail, the ABR algorithm delivers packets with a higher speed but keeps the same level of throughput as of that of the AntNet algorithm. Consequently, the ABR algorithm is expected to be more suitable for real networks where routers may fail temporarily (Rahmatizadeh et al., 2009 ).
Compared to our algorithm, the ABR algorithm works for fixed networks only. It is an extension of the AntNet routing algorithm which is also suitable for fixed networks. Our algorithm can be used in a network consisting of mobile and fixed parts. The following section presents the details of the proposed algorithm.
The BeesAnts routing algorithm
In this paper, we are presenting a new routing algorithm based on swarm intelligence. We will call it the BeesAnts algorithm. It is an on demand routing algorithm, which means that whenever a node wants to send a message to another node, it should run this algorithm to discover the best path to the destination node.
There are two ancestors for this algorithm, the ARA and the BeeHive routing algorithm. The former one is a well known routing algorithm over MANETs, whereas the latter one is usually applied on fixed wireless networks. The merge between the two algorithms is therefore expected to be applied on a hybrid network.
At the beginning, we divide the network into two parts; the first part contains mobile ad hoc nodes (mobile part), whereas the second part contains the fixed nodes only (fixed part). When a node wants to send a message to another node, the source node runs the BeesAnts routing algorithm to discover the best path to the destination node.
Initially, the BeeHive routing algorithm is used to find a path between the source and the destination. This path is then used to figure out the node that resides at the border between the two parts of the network (the mobile and the fixed parts). We will refer to this node as the border node.
Next, the ARA algorithm is applied to find (if possible) a better route between the source and the border node, where both nodes are in the mobile part of the network.
Finally, the path found by the ARA routing algorithm is merged with the rest of the path found by the BeeHive routing algorithm (from the border node to the destination node). The new path represents the best path between the source and the destination that can be found by the BeesAnts algorithm. Algorithm 1 shows the pseudocode for the proposed algorithm.
Algorithm 1 The BeesAnts routing algorithm
Let (S) be the source node and (D) be the destination node.
Step 1: Find a path from S to D using the BeeHive routing algorithm.
Step 2: Figure out the node on the border (B) between the mobile part and the fixed part of the network.
Step 3: Find the optimal path between S and B using the ARA routing algorithm.
Step 4: Merge the path established in Step 4 with the portion of the path established in
Step 1 that connect the border node and the destination node.
Step 5: Use the path established in Step 4 to send data packets from S to D.
Experimental results
In order to achieve the goal behind this research, we have implemented the BeesAnts routing algorithm using MATLAB. The number of nodes in the network used in our experiments is 50 (Günes et al., 2002) . The network covers an area of 1,000 m x 1,000 m unit squares.
The node mobility of the mobile part of the network is expressed by the pause time; that is to measure the dynamic behaviour of the nodes in the mobile part of the network, the nodes move, and after few seconds they are paused and the routing algorithm is executed. For example, the nodes are allowed to move for 30 seconds, and then, the scene is stilled and the algorithm is applied for the current positions of the nodes. Tables 1 to 4 show the results of our experiments. The pause times chosen are 0, 30, 60, 120, 300, 600 and 900 seconds. We have assumed that the source is node number 1 and the destination is node number 50. We have executed our algorithm and the ARA algorithm 500 times each. For each run, we have measured the propagation delay, the queue delay and the number of hops. Table 1 shows the measured results for the propagation delay. The table is divided into three main parts; the first part shows the pause time, the second part shows the results obtained using our algorithm and the last part shows the results obtained using the ARA algorithm. Each of the last two parts is divided into six columns; each of the first five columns (T1 to T5) shows the average propagation delay measured after executing the corresponding algorithm 100 times, and hence the AVG column shows the average propagation delay after executing the algorithm 500 times. Tables 2 and 3 can be interpreted in the same way. Table 4 summarises all the results shown in Tables 1 to 3 . Each result in this table was obtained after running the corresponding routing algorithm 500 times, and then taking the average. 
Analysis and charts
Compared with the ARA algorithm, the results shown in Table 4 as well as
Figures 1 to 3 demonstrate that our BeesAnts routing algorithm has proven superiority over the ARA algorithm. In almost all experiments, the BeesAnts algorithm finds a better route with less propagation delay, less queue delay, and less number of hops than the ARA algorithm. Figure 4 demonstrates the difference between the proposed BeesAnts routing algorithm and the ARA algorithm. It is assumed that the source node is the third node and the destination node is node number 47. The network contains 50 nodes and it is divided into a fixed part and a mobile part separated by the curved line in the figure. The figure depicts the two paths from the source to the destination generated by the BeesAnts algorithm (the solid path) and the ARA algorithm (the dotted path). It is obvious that the paths are almost identical in the mobile part, because only the ARA algorithm is applied in this part. However, the difference is mainly produced in the second part where the BeeHive algorithm is used instead of the ARA algorithm. The resulting path (solid path) is better than the path generated by pure ARA algorithm (dotted path) in terms of the propagation delay (19,684.7507 compared to 20,759 .0151), the queue delay (0.046022 compared to 0.05319) and the number of hops (17 compared to 20). 
Statistical tests
We have applied the T statistical test to examine the goodness of the BeesAnts routing algorithm compared to the ARA routing algorithm in terms of the propagation delay, the queue delay, and the number of hops.
In the first test, we have considered the propagation delay. The first sample represents the propagation delay results of the BeesAnts algorithm calculated for each of the pause times 0, 30, 60, 120, 300, 600, and 900 (the second column of Table 4 ). The second sample represents the propagation delay results of the ARA algorithm calculated for each of the pause times 0, 30, 60, 120, 300, 600, and 900 (the fifth column of Table 4) . Let µ 1 mean value for the first sample (BeesAnts results) µ 2 mean value for the second sample (ARA results)
We have the following hypotheses:
Obviously, we want to prove hypothesis H o in order to prove that the propagation delay of the BeesAnts algorithm is less than that of the ARA algorithm. Using MS-Excel ready function T T EST to calculate the T value, we found T propagation = 0.015575274. Using the T table for a sample size = 7 (because in the sample used in the test, we have executed the algorithm using seven different pause times, so each sample contains seven numbers; one corresponding to each pause time), we found that the expected T value (T = 1.943) for α = 0.05. Eventually, comparing the calculated T value with the expected value indicates that the actual T value is less than the expected T value which confirms the null hypothesis H o , and ensures the superiority of the BeesAnts routing algorithm over the ARA algorithm with a confidence interval of 95%.
The same steps can be followed to apply the T test on the samples representing the number of hops and the queue delay. We found that T queue = 0.092947857 and T hops = 0.038252422. Comparing the calculated T values with the expected values has indicated that the actual T values are less than the expected T values; which confirms the null hypothesis H o in the last two tests, and ensures the superiority of the BeesAnts routing algorithm over the ARA algorithm (in terms of the queue delay and the number of hops) with a confidence interval of 95%.
Conclusions and future work
In this paper, we have proposed and implemented a new multi-agent nature-inspired routing algorithm referred to as the BeesAnts algorithm. The BeesAnts algorithm combines the ARA and the BeeHive routing algorithm. The experimental results have demonstrated that building a routing algorithm inspired by the behaviour of both ants and bees has been proved to be a promising choice. The statistical analysis proved that BeesAnts indeed surpasses its ancestor, ARA algorithm, in terms of the propagation delay, the queue delay, and the number of hops. Therefore, adopting BeesAnts is a good choice especially for networks involving two parts; MANET part, and fixed wireless part.
The results of this paper can be expanded and improved by launching ants in parallel with the discovery of the border node. Consequently, bees are moving to the farthest nodes and ants are enhancing the path between the source node and the border node simultaneously.
