Abstract-Real-time adaptation of computer games' content to the users' skills and abilities can enhance the player's engagement and immersion. Understanding of the user's potential while playing is of high importance in order to allow the successful procedural generation of user-tailored content. We investigate how player models can be created in car racing games. Our user model uses a combination of data from unobtrusive sensors, while the user is playing a car racing simulator. It extracts features through machine learning techniques, which are then used to comprehend the user's gameplay, by utilising the educational theoretical frameworks of the Concept of Flow and Zone of Proximal Development. The end result is to provide at a next stage a new track that fits to the user needs, which aids both the training of the driver and their engagement in the game. In order to validate that the system is designing personalised tracks, we associated the average performance from 41 users that played the game, with the difficulty factor of the generated track. In addition, the variation in paths of the implemented tracks between users provides a good indicator for the suitability of the system.
I. INTRODUCTION
"Future games are expected to have less manual and more user-generated or procedurally-generated content" [2] . This notion has the opportunity to elicit personalised and novel game content that can provide everlasting levels. In order to personalise you must first understand the player's skills and abilities in a particular game. This involves knowing the game Mechanics -the components and rules of the game -that give rise to game Dynamics -how mechanics behave on user inputs -and fuses to game Aesthetics -user experiences invoked by the game (MDA framework) [3] .
The main characteristics of an enjoyable game have been decoded by Malone [4] to be: challenge, fantasy and curiosity. In our research we are targeting both the training and engagement of the user in car racing games by stimulating the factors of game enjoyment through the user-adaptive proceduralgeneration of a track's path. Pushing the car to the limits and handling tight turns at high speeds is what engages the users in that category of games. However, according to Steels [5] , frustration and anger intensifies if the skills of the user are not sufficient enough to handle the difficulty of a given track.
We are proposing a framework where a combination of raw data from the game and sensors provided (e.g. eye tracking and head pose) are used to extract relevant features through machine learning techniques to implement a user model that is able to explain the current user's performance during Personalised user modelling approach for evaluating a driver in car racing game. Low level inputs are being converted to performance metrics where each metric defines the level of expertise of the user at a particular domain. For each domain a significance weight is assigned according to the individual and the task performed. Then game related rules transform metricweight pairs to notions from the Concept of Flow [1] which are in turn exploited to evaluate the performance of the user and provide instructions on how the track's path should be altered.
gameplay. Performance in games is a continuous function of the user's skill and challenges, as well as the attention of the player. The aim of the framework is to: (a) monitor these properties, (b) update the user model, (c) provide decision adjustments for the alteration of the racing track according to the user, and (d) generate new tracks that suit the user profile. We propose a technique that modifies the game experience in real-time with the purpose of keeping the player's satisfaction high and enhancing the learning process.
II. RELATED WORK
User-oriented track generation has been approached before by Togelius et al. [6] , [7] , [8] . Their evolutionary algorithm (Cascading Elitism) generated a number of different tracks either by changing the control points of a basic track segment or by constraining their angular position. Then a neural-network based controller [7] , that was trained on human driver behaviour, was testing if a generated track is challenging enough for a particular driver. Fitness metrics (e.g. varying challenge, fast driving regions) were used to evaluate the suitability of a new track for the controller. However, the research was focused on the methodology and creativity of the generated tracks instead of their evaluation with human drivers.
Taking the research to the next step, Loiacono et al. [9] derived an algorithm for generating new tracks in a car simulator (TORCS) using single and multi-objective genetic algorithms. By maximising the entropy of certain criteria (e.g. path curvature distributions along the track, achievable speeds distributions) and under the condition that the track has to be closed, their algorithm fills the path through particular "control" points that the road needs to pass through. Their initial aim was to provide tracks with an adequate amount of challenge and a large degree of diversity across their path. A further improvement, for embedding a human oriented decision to the algorithm, was proposed by Cardamone et al. [10] where the framework for advancing the algorithm to a next generation of tracks was also influenced by human assistance. Subjects voted for each generated track using scoring interfaces (5 Likert scale or boolean type) that were influencing the algorithm over the next generations of tracks. They showed that there was an improvement of user satisfaction in early generations. However, when the evolved tracks were tested by human subjects, they concluded that the tracks were only appealing to the players with some experience in racing games.
Apart for just being entertaining and stimulating, games can be used for training and educating as well. Those games are referred in literature as "Serious Games" [11] ; a medium to enhance education in a more entertaining way. Based on the notion of teaching through games, Backlund et al. [12] conducted research on driver behaviour between racing, action, sport (RAS) gamers and non-gamers. People were categorised into two groups through a questionnaire, whereas their driving skills (attention, decision making, risk assessment, etc.) and attitude (respect speed limits, speed margins and fellow drivers) were rated by driving school instructors, using 7-point Likert scale. Their findings show a positive correlation between gaming and skill oriented aspects of driving. An important concluding statement suggested that games, and more specifically driving simulators, are able to provide positive effects on driving behaviour and user skill enhancement thus motivating further research.
III. SYSTEM OVERVIEW A. The Simulator
In order to test the functionality of our user model and the performance of the track design algorithm, actual gameplay data were collected from 41 users through high-end commercial racing car simulator game, called rFactor 2. The game provides an Application Program Interface (API) that allows the output of real-time data from the game environment as well as user inputs. It also allows the introduction of new tracks into the game. Our custom made car simulator (see Fig. 2 ) is equipped with Vision Racer VR3 seat, Logitech G27 Force Feedback Steering Wheel and a combination of three monitors to enhance the user's immersion to the game. Also, a Tobii EyeX eye tracker is installed in order to monitor the gaze of the user and 2 RGB-D cameras (Kinect) are used for capturing the player's face, head pose, actions and the output from the monitors. Each user was asked to complete 20 laps on a particular track that we developed and answer a few questions before and after playing the game in order to assess their performance through the model. 
B. The User Model
The aim of our user model is to capture the user's current state through the available data and provide decisions for the future path of the track that suits the particular profile of the player. The user model structure, shown in Fig. 1 , performs a series of analysis on the incoming user data to reach the decision state.
1) Feature Extraction: Features from user inputs, game outputs, eye tracker and head pose are extracted from the raw data provided through the game API and sensors and are grouped according to the location of the user in predefined paths of the selected track (segments). As seen in Fig. 3 , segments are defined in such a way that they will consist only of a single path type (e.g straight, turn, chicane, etc.). The selected track is short (≈1.93Km) but still challenging track with various types of segments. Table I lists the features collected, categorised by their sources. It is important to mention that head pose is established by passing the depth data from the RGB-D sensor, facing the user, through pre-trained Random Forests (RFs), that estimate the 3D coordinates of the nose tip and the angles of the head's rotation [13] . Also, the clustering process to obtain the center locations and cluster number of eye gaze and head poses features, is performed using the Affinity Propagation (AP) algorithm [14] . Features with Virtual Orientation (VO) are those whose raw data are paired with the respective sequences of virtual world angles of the car in the game.
2) Performance Metrics: Every time a user completes a segment, the features (from Table I ) are calculated and compared for proximity to user's previous "player best" features to form the Performance Metrics. The "player best" are determined as these with the fastest segment time feature. The "player best" set is re-initialised every time the user does a better segment time and all of the previous metrics of that segment are re-computed. In order to reduce the outliers, each of the metrics, in the feature vector is converted to a percentage value using the exponential function shown in (1) . The X is the highest value a metric can obtain. It is determined when a "player best" feature is compared with itself to obtain a metric. The Constant, C, for each metric was determined empirically off-line through all the data collected so that their median value lies around 50%.
3) Weighting Model: Metrics are classified according to two groups: the Physio group, which includes metrics associated with user's physiological data, such as those obtained from eye tracker and head pose and the Non-Physio group, which consists of metrics obtained from user inputs and game outputs. The user model is based on how much each of the metric created is correlated with the performance of the user on a particular segment. Good performance means low segment time. As we will explain later, the user model is providing decisions according to three notions: the Experience, the Challenge and the Attention of the user to the game. For each of these notions there is a principle that uses a subset of the available metrics. The subsets are: All -which contains all metrics -Physio (p) and Non-Physio (np). For each metric in each subset we determine a weight according to the proportionality shown in (2).
where:
• t l s is the time performance metric of a segment s and user lap l (No. 9 in Table I) • z W s k is the weight for a particular segment s of a metric k in the subset z.
• m is the number of metrics defined in each of their group:
All, Non-Physio, Physio. 2 ) where in our case A represents a matrix of our metrics observations and b is their corresponding time metrics. The algorithm is forced to provide either positive or zero valued coefficients which are then normalised to find the weights z W s k . The reasoning for the positive bounds is because metrics were designed to have positive correlations to time and also the conversion of the metrics to percentages was one sided with 100% being the user's "player best". Weights are re-evaluated every-time a new set of features are created for a particular segment.
4) Transformation Rules: Following the theoretical frameworks of behavioural analysis like the Concept of Flow [1] , [15] , [5] , the Zone of Proximal Development [16] and the Trace-Based System theory [17] , [18] we further analyse the subsets of metrics using game-specific assumptions into certain rules and principles in order to form three classes that make up the high level in the user model: Experience, Exploration and Physiological Attention. a) Experience (E): (or the skills of the user) is determined by the proximity of the user's metrics to the "player best" ones. Since the metrics are expressed as percentages, the higher the value the better the user is performing on that particular metric. The significance of this metric to the user's skill is determined by the weight calculated in the All subset. Also, skill cannot be determined by a single group of values. It has to be an overall value of several trials. Therefore, it is calculated by the weighted sum of the mean of each performance metric over a certain number of laps for a particular segment, as shown by (3) . In this paper we considered 10 laps since they were enough to show the skills and avoid the overtraining of the particular track.
In the racing game, exploration can be explained when the user tries different approaches and techniques to complete a segment. This can be either different racing lines, unusual eye fixations, new input averages, etc. Through the metrics we define the Experience for each segment as the weighted sum of the mean of the consecutive "jump" ( all J s k ) of each of the performance metrics in the All subset. If the difference between two consecutive metrics passes a fixed percentage value of the current experience then the value is positive, otherwise it is negative. This is is shown by (4) .
is designed to keep record of the continuous attention of the user along consecutive segments. This is calculated by first evaluating the Experience (E) of the user only from non-physiological (np subset) data through consecutive segment data. If the value is above a threshold ( np T ) then the assumption is that the user's attention is high, since (s)he performs well, and the value is kept. Otherwise, we calculate the Exploration (C) value only from the physiological data (p subset) and use that for physiological attention. This is expressed by (5) .
where: I is the index number representing segment s in lap l. Function f transfroms s and l to I so that I − 1 defines the previous consecutive segment of index I. n defines the number of laps from which the value is calculated. 5) Concept of Flow and ZPD: By defining these three notions we are able to follow the Theory of Flow [1] which is defined to be the feeling of being completely immersed and engaged in an activity and also experiencing high levels of enjoyment and fulfilment [15] . Steels [5] states that for a person to remain engaged with a task and in the "flow" there has to be balance between the level of challenge (Exploration) and user's skills (Experience). However, when the Attention of the user is low these values are more sensitive to each other. By using thresholds, the user model provides instructions for each segment (keep same, easier, more challenging) to the track design algorithm (described in Section III-C) so as to provide new relevant segments customised to the user.
The main idea of the model is also to utilise the theoretical framework of Zone of Proximal Development (ZPD) [16] which defines the difference between what a person can achieve with (Potential Development (PD)) or without help (Actual Developmental Level (ADL)). Therefore, if the user is becoming skilled enough (high Experience) on particular segments, then the segment should become more challenging in order to increase the user's PD and encourage more training. On the other hand, if (s)he cannot cope with the current path then it should become easier since the user's ADL is not enough for the particular segment. The bottom part of Fig. 1 (Segment Altering Decision) summarises the output of the user model according to predefined thresholds for each notion.
C. Track Design Algorithm
The proposed idea of this paper is to alter the segments of a track according to the model of the user. Therefore, we start from a track that already exists from which we evolve and generate new ones by changing its segments. For each segment of the track, as shown, via a single segment, in Fig. 4 , we keep 3 kinds of data: 1) Detailed (XY Z) point representation of the center path of the segment. 2) The orthogonal distance of each center point to the edges of the road so that we know where the right and left sides are located.
3) The point representation of the optimal path on that segment paired with the car speed (if the data are available from an expert). In order to be able to compare the paths created by the user to the optimal or center paths of the segment, we parameterise each path by fitting its points into an n th order Bezier Curve. Through experimentation we found that an 9 th order Bezier is accurate and efficient enough to describe a segment path. A sequence of Bezier curves (b-splines) were also used by Togelius et al. [6] , [7] , [8] to represent the path of the track.
A Bezier curve equation is described by (6) . The number of control points P i describing the curve depend on the order of the degree chosen and in our algorithm their locations are determined by finding the best fit through the data points using the least squares (LS) method. The objective of the LS method is to minimise the sum of the squared errors (7). Each error (8) is defined as the difference between a path's data point (d k ) on one of the axes and the value obtained by the best fit equation of the curve (6) . Calculating the partial derivatives of (7) and setting the result to zero as shown by (9) we end up with n parameters (P i ) and n gradient equations that can be arranged in a matrix form (10) and solve by using matrix inversion (11) . By having the Bezier equation of a path enables us to extract a fixed number of XY Z points (by adjusting t k divisions) and to compare it with other paths. In order to increase efficiency and also make sure that each equation starts and ends on the location we need them to, P 0 and P n are fixed to the starting point and the ending point of the relative segment.
The track design algorithm keeps track of the user's paths along each segment in the form of a Bezier equation and stays on hold until a "segment change decision" is received from the model. On the instruction to keep the Same segment, then no action is performed. When an Easier segment is needed then a mean path from previous user paths is calculated. This mean path serves as the optimal path to the center of the new segment that is created. There is one assumption here that the user will find a path easier if the optimal route (s)he has to perform is already experienced in previous trials. An example of a user adapted easy segment is shown in Fig. 5 . If there is a need of a more Challenging segment then a different procedure is performed. Here we assume that a path can be converted to a more difficult one by either (a) increasing the angle of its curve, (b) increasing the number of turns or (c) both. We are using a back-tracking algorithm to perform path planning between two points by setting a number of constraints. The algorithm proceeds from a starting point towards an end point by randomly checking for valid points along the circumference of a fixed radius. The constraints are set such as:
• There are no loops in the path, so that the path can be constructed in the game.
• The lines created by 3 points should not have an angle less than 145
• , so that to keep the path smooth.
• A new point should be at a fixed distance (d) from any orthogonal point on the current path, so that to avoid any intersections between other segments (the value d depends on the basic track selected).
• The new path should be at least 80% different from any of the previous paths of the user.
• The new path should start and end where the previous path was, in order to be able to plug and play the new created segment. A challenging example is shown in Fig. 6 . When a new path is created then the points are fit into a Bezier curve with the additional constraint that the end points gradient should stay the same as the path they are replacing. This refines the points and preserves the seamless link between the segments.
D. Graphics Generation
In order to be able to generate a track model that can be imported into the game, we need to create a track in a more specialised environment that is also supported by the game. We are using a computer graphics program called Autodesk 3ds Max 2012 for which the particular game has a graphics model export plugin. The basic track was manually designed in the 3D software in a way that every object in the scene is virtually attached to the center path line of the track. The advantage of this method is that by altering the points of the center line to a new location then all the graphics objects are modified as well to adapt to the new change. Therefore, when creating a new segment we only need to alter the points specified in the software for the particular segment. The basic track's graphic model and its rendering by the game used in our experiments are shown in Fig. 7 .
One of the possible ways to describe a line between two points in the software is by using sequences of cubic bezier splines. This is using two points for defining the starting and ending location of the curve and two control points that determine the path curvature between the two points. Consecutive lines share location points (named as knots). Therefore, the track design algorithm has to convert the n th Bezier spline segment of a new path into multiple cubic bezier splines under two conditions:
• It should have the same starting and ending point to the basic track segment, so that there is a smooth continuation between the segments.
• The total number of knots of each segment should be the same as the basic track's so that their indexing in the software is always the same. This restriction is not compulsory but if the number of knots change then the index configurations of all segments should update as well. Also, the knots are quite dense so there is no problem expanding the length of the path.
Evaluation of user model, decision taking and track design are all happening online. The track design algorithm is communicating with the graphics software through a custom TCP client-server program. The client is controlled by the track design algorithm and is responsible for sending (a) the appropriate segment identification and also (b) the software ready locations of knots and control points. The server is responsible for (a) communicating with the graphics software and (b) calling the software's scripts for altering the knots and their control points, (c) creating the graphics model and (d) sending the new track model files to the game.
IV. RESULTS
The user model outputs three instructions on how each segment should change in the evolved track (easier, same, challenging). Our basic track consists of six segments from which five are supposed to change through the framework (start line -segment 1 -is omitted due to game related constraints). Therefore, this gives 3 5 − 1 = 242 new permutations, whereas each one is unique to the user as well as the randomness of the backtracking algorithm. In order to validate for the diversity and personalisation of our framework, we used the data collected from 41 users to run offline track generation at the point where the users performed 10 out of 20 laps. The generated tracks of 12 randomly selected users are shown in Fig. 9 .
The users' profile was broad with ages between 19-35 and various expertise in racing games (31% non-gamers, 69% gamers) and driving (0−18 years). Because the purpose of the framework is set to provide training to the user, it is not supposed to deviate greatly from the basic track, since every segment starts and ends at the same location. From the shape of each track we can see that even with similar change instructions (defined by the change id: C -Challenging, S -Same, E -Easier) the segments are not the same, except if no change is performed. In order to test for user profile customisation we correlated the overall difficulty of the track generated to the average time taken for the user to complete the 10 laps. Difficulty was determined by assigning a score to the instructions (e.g. C = 2, S = 1, E = 0) and summing them over all segments. In Fig. 9 , difficulty is shown by the number in the brackets. Therefore, the basic track has a difficulty score of 5 since ChangeID = SSSSS, whereas the range varies between 0 − 10.
The Spearman correlation test between average time and track difficulty from all user data gave a statistically significant value of −0.82 (p < 0.01). This shows that there is a strong negative correlation between the average lap time and the track difficulty value generated by the model. It is important to mention that the user model is not directly using the time taken for the user to complete each segment in order calculate the performance of the user.
By assigning each user to a group using their average time over the 10 laps, according to Table II, we were able to utilise Kruskal-Wallis statistical test to investigate if the track difficulty assignment to the different groups is coming from the same distribution (random assignment). The test returned χ 2 = 29.12, df = 3, p − value < 0.01 which gives us enough evidence to reject the null hypothesis. The time thresholds (specified in Table II) for grouping the users were set according to the largest gaps that were formed between subjects' average time.
A. Discussion
We can notice a clear distinction between AdvancedIntermediates groups and Average-Beginners groups (Fig. 8) . The former typically gets difficulty values above 6 whereas the latter generates values around and below 6. Therefore, the general idea that more experienced users tend to get more challenging tracks than inexperienced ones is inferred by the framework.
The user model is designed to take account of the realtime attention of the user, in addition to the user's skills and challenges. Consequently, if the user is self-motivated to learn, boost their skills and achieve better lap times during longer training sessions (>10 laps), the user model instructs most of the segments to stay the same and as a result track difficulty is closer to 5 (baseline). On the contrary, if the user lacks attention then, depending on their skill level, the model tries to accommodate either more challenging or easier segments. This increases the engagement of the user in the game and avoids the build up of boredom (when high experienced) or frustration (when low experienced). Every person is unique in their way of learning and training, this reason explains the variability between each group in Fig. 8 . The proposed framework relates to the general ExperienceDriven Procedural Content Generation (EDPCG) framework proposed by [19] . The low level of the model follows a hybrid player experience modelling (PEM). It extracts information from unobtrusive objective PEM combined with gameplaybased inputs and outputs of the racing game. The extraction of data and weights follows a model-free approach whereas the higher levels follow a model-based using theoretical frameworks. Through this paper, the evaluation of the game content is performed using a data-driven direct functions, as the expertise of the user is correlated with the difficulty of the implemented track. In an ongoing future work our aim is to perform evaluation via interactive implicit and explicit functions by assessing the overall training of the user and by analysing the user feedback. Content representation, generation and optimisation is the main focus of this paper and according to the EDPCG framework it is a form of a 
V. CONCLUSION
We have implemented a framework for altering the path of the track online according to the skills, challenges and attention of the user, using physiological and non-physiological features through machine learning techniques, game-related rules and theoretical frameworks. To evolve the track we are employing the past history of the user, the decisions of the framework and the functionality of the Bezier curves with the aim to train and also keep the user engaged.
In our results we showed that the framework follows the general trend regarding the skills of the user and provides diversity between and among the subjects. To the extent of our knowledge, this is the first attempt to evolve the track of a 3D-game in situ, using real-time input from the user while is playing the game. User adaptive generation of tracks is a very interesting domain which can alter the way racing games are being designed and increase the market of consumers due to their flexible and unlimited content. In the future we would like to extensively test the evolved tracks with human subjects.
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