Nowadays, a huge quantity of resources for mobile users are made available on the most important marketplaces. Further, handheld devices can accommodate plenty of these resources, such as applications, documents and web pages, locally. Thus, to search for resources suitable for specific circumstances often requires a considerable effort and rarely brings to a completely satisfactory result. A tool able to recommend suitable resources at the right time in each situation would be of great help for the mobile users and would make the use of the handheld devices less boring and more attractive. To this aim, new levels of granularity, together with some degree of self-awareness, are needed to assist mobile users in managing and using resources. In this paper, we propose an efficient situation-aware resource recommender (SARR), which helps mobile users to timely locate resources proactively. Situations are determined by a semantic reasoner that exploits domain knowledge expressed in terms of ontologies and semantic rules. This reasoner works in synergy with a fuzzy engine, which is in charge of handling the vagueness of some conditions in the semantic rules, computing a certainty degree for each inferred situation. These degrees are used to rank the situations and consequently to assign a priority to the resources associated with the specific situations. The application of SARR to two real business cases is also shown and discussed.
Introduction
In the last years an enormous quantity of resources for mobile users have been made available on the most important marketplaces. [1] [2] [3] [4] [5] Such resources range from entertainment (games, songs, etc.) to information (weather forecast, traffic maps, news, etc.), from transactions (money transfer, airline reservation, etc.) to productivity (notepad, voice reader, etc.). The number and diversity of these resources make practically impossible for the average user to identify the most suitable service or application for a specific situation. Indeed, the users probably do not know the specific features of all the resources and therefore rarely can associate these resources with specific situations. Even if the users were conscious of which service is suitable for each specific situation, to manually retrieve them while the situation occurs might be very hard. Indeed, the standard categorization of resources, e.g. based on their functions, is often ineffective. Actually, mobile resources may belong to several categories depending on the use case and the user's individual preferences. 6 Searching and browsing are the most used mechanisms to locate resources in repositories. Typically, due to the large number and variety of resources, a vast amount of time is required to find the most suitable one. Furthermore, users in mobility are strongly limited in their search, using a hardware with reduced information presentation and interaction capabilities. Indeed, mobile devices feature small screens and miniaturized keypads in order to be portable and really handheld. Eventually, once installed, these resources have to be configured and launched with a set of proper parameters, which often vary in dependence of specific user circumstances. 7 Thus, a significant cognitive effort is required to users in mobility to find and configure the most appropriate resources among the many available. 8, 9 These users would considerably benefit from a system able to automatically recommend resources at the right time and for the specific context. In this paper, we propose a situation-aware resource recommender (SARR) for mobile users, which allows locating resources while the users need them, by taking the current situation into account. 8, 9 In the proposed approach, recommendations are delivered in a proactive way, considering possibly uncertain contextual information. This is achieved by the integration of a fuzzy logic engine and a web semantic engine. More specifically, the semantic engine infers one or more current situations by exploiting domain knowledge expressed by ontologies and semantic rules. If multiple possible situations are inferred, the fuzzy engine computes a certainty degree for each situation, taking the intrinsic vagueness of some conditions of the semantic rules into account. Thus, the system can associate a rank with the recognized situations depending on such certainty degrees. Each situation is therefore associated with specific tasks, on the basis of domain knowledge expressed in terms of a task ontology. 10, 11 Finally, the specific current task together with contextual information is used to recommend a set of resources, identified by means of a Label (or Tag)-based file system. 12 We applied SARR to two real business cases, namely a pharmaceutical consultant in typical business situations and an off-site university student, who performs a daily travel to go to university and return. We show that SARR is able to provide an efficient and domain-independent resource recommender, thanks to the use of runtime engines and configuration procedures based on international standards, respectively.
In particular, the paper is organized as follows. In Sec. 2, a background of the concepts that are relevant to the development of a recommender system is presented and discussed. Section 3 is devoted to the characterization of the overall system architecture and of some minor modules. Sections 4 and 5 describe in detail the most important modules of the SARR architecture, i.e., the semantic and the fuzzy engines, respectively. Section 6 shows the application of SARR to two business cases with some qualitative comparison to similar systems previously proposed in the literature. Finally, Sec. 7 draws some conclusion.
Background
To organize personal resources independently of their location, a bookmark management system is usually employed. The function of bookmarks is to offer an associative memory for personal usage. Conventional bookmarks contain a URL (or local path) and a title of the resource. 13 Bookmarks reduce the cognitive and physical loads of managing URL addresses, and facilitate the return to groups of related resources. Users collect bookmarks to create their own personal information space and share it with others.
14 However, organizing bookmarks is labor-intensive, requires a lot of time, and is difficult to do. In fact, typically users do not organize bookmarks. 13 Further, web usability studies
show that bookmark lists are far from representing an effective personal information space.
14 A number of researches have been performed to enhance bookmark functionality. In Ref. 15 , context-dependent bookmarks have been discussed, with a method based on the automatic extraction of representative keywords of resources. The automatic extraction of representative keywords is applicable only to documents. In the case of applications, descriptors should convey the user intention, which is difficult to extract without semantically representing high-level concepts.
Recently, the tagging paradigm for information organization has become popular, especially in the context of collaborative tagging systems for managing shared bookmarks or public digital images. Resources are tagged by annotating them with simple descriptors. Conjunctions of tags can be used to narrow down the search space and, at the limit, to identify a limited set of resources such as a folder path. Information organization based on tags is capable of overcoming many problems inherent in hierarchical file systems. 16, 17 Information about tags can also be represented in an ontology, with the advantage that extensions of the data model and integration with other semantic-aware applications are easy to realize. The number of tags is likely to grow with the increase of the collection of resources. Hence, information represented by tags cannot be efficiently exploited without a proper user interface (using a laptop or desktop device), or without a further level of semantics, which helps the system take the current intention of the users into account. Key to support mobile users with an efficient access to resources is an intelligent platform that mediates between services and users by observing the user activity.
The research on personalized services has been carried out by many researchers in recommendation systems. 18 In the literature of mobile computing, the use of context information is introduced in terms of implicit input from changes in the environment. 19 This model is usually referred to as context-awareness, because the output of the system depends on who is using the application, where, when, and in which situation. Designing context-aware applications involves two main steps: (i) designing a set of rules to infer high-level situations and (ii) designing proper input drivers to gather context information from the surrounding environment. Several projects consider the use of ontology as a key technology for context-awareness. In the framework of semantic web, an ontology is a knowledge model that describes a domain of interest using semantic aspects and structure. An ontology consists of: (i) facts representing explicit knowledge, consisting of concepts and their properties, and instances that represent entities described by concepts; (ii) axioms and predicates representing implicit knowledge, by means of rules used to add semantics and to derive knowledge from facts. 20 In Ref. 21 , a comparative analysis shows that the most promising assets for context modeling in ubiquitous computing environments can be found in the use of ontology.
To reflect the varying nature of context and to ensure a universal applicability of context-aware systems, context is typically represented at different levels of abstractions. 8 At the lowest level, which takes the raw context sources into account, there are contextual data coming from sensor devices and/or user applications. These contextual data are generally imprecise and vague. For instance, a typical smart phone GPS receiver provides a device position with dynamic accuracy ranging from some meters to hundreds of meters, depending on many environmental variables. Also, the time and location provided by the user's calendar are in practice ideal references only, because real events usually happen approximately at the referred time and place. Nevertheless, logic embodied in semantic languages does not allow managing uncertainty 22 and forces the resolution of uncertainty before the inference process. On the contrary, a situation recognizer should permit to express situations in terms of vague characterizations. Fuzzy logic has proved to be a very effective tool to manage uncertainty by using a very intuitive language. 
Overall Architecture
SARR runs on the mobile device as an advanced menu, whose elements are dynamically updated, according to the different situations in which the user is involved. The overall system architecture is shown in Fig. 1 . In the server side, there are two main modules, i.e., the fuzzy engine and the semantic engine. The fuzzy engine module is in charge of assessing conditions that are inherently vague, such as mobility and proximity state of users. The domain model and the behavior of the system are instead handled in the semantic engine module, which infers the current situation of the users and suggests the most useful resources for that situation. The observer module is in charge of controlling the state of the fuzzy and the semantic engines, allowing the interoperability between these modules. The control flow of the server-side application is steered by the application controller module, which acquires the data collected by the contextual data sources block. Whenever a new value is acquired, it is transmitted to the observer, which triggers the fuzzy engine module. This module verifies whether the value belongs with certainty degree higher than 0 to a fuzzy set in the partition corresponding to the linguistic variable which the value refers to. If the certainty degree is higher than 0, the observer inserts the corresponding property into the ontology and triggers the semantic engine. If the semantic rules infer more than one situation, the observer asks the fuzzy engine to assess the final certainty degree for the recognized situations. The certainty degree of a situation is important for considering the order with which resources are recommended. If more than one situation is recognized, all the related resources are recommended, with an order depending on the certainty degrees.
The contextual data sources package comprises a set of interfacing modules for different data sources, such as geographical maps, users' calendars and positions.
In particular, numerical data concerning user's movements, i.e., position, time and speed, are fed by the location detector module. This module provides outdoor/indoor location estimation, also on the basis of several possible technologies, such as GPS, GSM, WiFi. 24 Regardless of the available technologies, the location detector provides a generalized interface in terms of user movement data and its accuracy. To this aim, the GPX (GPx eXchange format) standard abstraction is used. 25 GPX is a lightweight XML data format, which allows describing waypoints, tracks and routes. More specifically, as regards the location detector, in GPX a collection of time-spatial points is considered as a track. A piece of a simplified GPX track is shown in Fig. 2 . The geocoding interface module is a basic service that provides associated geographic coordinates (expressed as latitude and longitude) from other intelligible textual location data, such as street addresses, or zip codes (postal codes). Intelligible location data comes from the user's calendar, where meetings or other events are recorded by the user. The data format used in this module is imported from the Google Maps API, 26 a web mapping service application. This allows a great interoperability with the client-side simulator, i.e., an auxiliary web application that has been used in the experiments.
The calendaring interface module offers time-management services. This module allows users to insert, via mobile application, the events or appointments for each day, which are used as a reference by the system. In particular, the application controller uses the user daily timetable to schedule the specific events to monitor. The calendaring interface module is based on the Google Calendar API, 27 a web application that can be synchronized with the most common mobile devices. On the client side, the label-based resource access 17 module is supplied by the application controller module with a set of labels and contextual parameters. This information is used to locate and adapt recommended resources. More specifically, the label-based resource-access module provides an abstraction of the file system with tag semantics. 17 In a traditional file system, a resource is only located within its exact (most specific) path, but not implicitly contained in higher-level directories. For instance, considering pictures, which can be organized by author, genre or date, it allows only one access path, such as "year/author/album" but not "author/album/year". On the contrary, the label-based file system allows for large flexibility, since it allows treating information objects, such as bookmarks, addresses, e-mails and applications, uniformly with respect to metadata. 17 Hence, the specification of a resource becomes a set of labels rather than a URI. Finally, the selected resource is identified in terms of description, URI and parameters, and can be started by the resource launcher module, which is directly connected to the local or web resources.
In the following, we consider the design of the server-side application, focusing on the semantic and fuzzy engines.
The Semantic Engine Module
To recommend resources inherent in the current user task, the system takes the current user situation into account. According to Ref. 20 , the term "situation" is a business level concept that allows targeting precisely and at different levels of granularity the demand of the user at a certain time. In our system, each situation is devoted to identify a collection of user tasks. In a task-navigation paradigm, 8 the user is supported to find appropriate resources by relying on a task ontology, which represents common sense knowledge about her/his usual activities. In order to suggest in a proactive manner tasks and resources actively, i.e., without the need for initial input from the user, the context is a fundamental vehicle. Context refers to any relevant information that can be used to characterize a user. 28 Therefore, a situation can be modeled as a collection of context information that is invariant as long as the situation occurs. 20 For instance, the situation "meeting" can be inferred from a set of contextual information such as "user is stationary", "user is located in the scheduled place at the scheduled time", "user is close to the meeting organizer", and so on. Another important advantage of using contextual information is the possibility of deriving contextual parameters to adapt the identified resource to the current demand of the user. Hence, the full goal of the ontology is to identify a set of resource descriptors together with a set of contextual parameters. Furthermore, to make the ontology independent of the specific applications and related path installations, and of the number, type and sequence of parameters, two abstraction mechanisms have been introduced in the system, by means of the following respective modules: the label-based resource access, which allows the exact localization of an application or a document, described more generically as a resource in the ontology, and the resource launcher, which enables the forwarding of the gathered parameters, and the launching of the selected application.
The semantic engine module exploits two ontologies: the first ontology (situation ontology) allows connecting contextual information to situations, and the second one (task ontology) allows connecting situations to tasks, and then to specific resources. The ontologies have been developed by using the Web Ontology Language (OWL, see Ref.
10), a W3C standard well supported in most semantic engines.
To develop the ontologies we adopted the following iterative and incremental process. 29 First, we interviewed some domain experts to model some user scenarios and to understand basic domain concepts and relationships among these concepts. Each interview allows producing the narration of a story. After the interview, the narration is formalized, producing a register of sentences, as in the excerpt of Fig. 3 referred to the situation ontology. This register is then processed, with a textual analysis approach. Textual analysis is a process of analysis of a domain which helps to identify the fundamental ontology elements: classes, relations, properties and values. In Fig. 3 , nouns, verbs and attributes are highlighted with a different underlining to identify classes, relations, properties and values. To identify an upper ontology, which is valid for many application scenarios, in the first interviews a bottom-up development process has been employed, starting with the definition of the most specific classes, with subsequent generalization of these classes into more general concepts. Figure 4 shows basic concepts (e.g., User, Calendar, etc.) and basic relationships (e.g. owns, contains, etc.) identified for the situation ontology. Here, concepts and relationships are represented by oval shapes and directed edges, respectively. In particular, general concepts such as Time and Place are inherited from publicly available ontologies 30, 31 according to the best practices of reusing domain ontologies. In the figure, external ontologies are enclosed in dashed rectangular shapes. Similarly, we developed also the task ontology. Figure 5 shows the upper task ontology. Here, the dashed edge named "required" represents a property that is not implemented in the ontology, but is conceived only for a better understanding.
In addition to the ontologies, a set of rules is employed to infer the situation. Rules are expressed in the Semantic Web Rule Language (SWRL, see Ref. 11) , an emerging standard that extends OWL with additional rule-based knowledge representation. In terms of expressiveness, this reasoning standard corresponds to description logics, a particular decidable fragment of first order logic, and it is named OWL DL. 10 Figure 6 shows an example of rule in human readable syntax (a), commonly used in the literature, and in natural language (b). We point out that there are two types of antecedent conditions, i.e., crisp (based on two-valued logic) and fuzzy, represented in Fig. 6 in bold and italic bold, respectively. The condition "is a participant" is derived from the user's calendar, and is inherently crisp, whereas the other conditions can be assessed only with vagueness. This implies that also the conclusion inferred from the rule is characterized by vagueness. Although web ontology is the most promising assets for context modeling for ubiquitous computing, 21 the classical semantic web formalisms do not allow the representation of uncertainty. As regards fuzzy logic, there has been a significant theoretical work in extending Description Logics with fuzzy set theory. 33, 34 Considering also the semantic web perspective, an OWL ontology to represent fuzzy extensions of the OWL language has recently been proposed. 35 With this approach, some reasoning can be performed by using standard OWL reasoners. The ontology can be extended to other fuzzy statements.
Ongoing works concern the development of a plug-in for a well-known visual editor, 36 and the implementation of some optimization techniques to reduce the running time.
In our approach, to deal with uncertainty still continuing to use classical semantic web formalisms, we have coupled the semantic engine with a fuzzy engine. Thus, the semantic engine does not handle directly the uncertainty. This approach allows achieving several advantages (see Ref. 37 for more details): (i) there is no need to agree with a nonstandard fuzzy ontology to use; (ii) a number of resources is available for standard ontologies, such as ontology editors 36 and public ontologies 38 to reuse; (iii) existing, wellknown, widely-used crisp reasoners, 39 and APIs 40 can be used. The observer module is responsible for integrating the semantic engine and the fuzzy engine. More specifically, when the semantic rules are characterized by fuzzy conditions, the observer asks the fuzzy engine for their evaluation. The fuzzy engine returns a certainty value in [0, 1] for each uncertain condition. If the certainty value is larger than zero, the condition is considered to be true in the semantic inference. Otherwise the condition is considered to be false. When the semantic engine infers a situation, the fuzzy engine, based on these fuzzy conditions, computes a certainty degree for this situation. Thus, the semantic engine using a two-valued logic determines which situation occurs, whereas the fuzzy engine establishes, once a situation has occurred, its certainty degree.
The Fuzzy Engine Module
In the system, the fuzzy model is described using the Fuzzy Control Language (FCL) specification. 41 FCL is a standard for Fuzzy Control Programming published by the International Electrotechnical Commission (IEC). Figure 7 shows an example of linguistic variable defined using FCL. It is worth noting how each term is defined in terms of vertices of a trapezoidal fuzzy set. Each fuzzy condition is expressed by using linguistic variables declared in FCL. In the system, we have defined a set of linguistic variables to express a series of common contextual conditions. For instance, the condition "user1 is close to the scheduled place" depends on the linguistic variable distance. More specifically, the linguistic variable distance can assume the linguistic values veryLow, low, and high, as defined in Fig. 7 . The state of each fuzzy variable is monitored by the observer module, which, for each variation of the values of the linguistic variables, updates the corresponding properties in the semantic model.
The values of the variables are collected from contextual data sources. To design the linguistic variables, a representative set of contextual data is used. Figure 8 shows an example of GPS track, provided by a smart phone. A user moves from Q to P to participate to a meeting event. In the fuzzy engine, spatial and temporal proximities are expressed as linguistic variables, let us say s ∆ and t ∆ , respectively. The number and meaning of the possible linguistic values for these variables are application-dependent. In our case study, we partitioned the universe of definition of these variables with trapezoidal membership functions, appropriately extracted from experimental data. In the fuzzy engine, we implemented the logical AND and the implication operators as minimum. To allow an efficient integration with the semantic engine, fuzzy rules are processed in the fuzzy engine in a two-stage way. In the first stage, the observer module periodically synchronizes the properties of the semantic model, considering the certainty degrees of the fuzzy conditions in the antecedent part of the fuzzy rules. For each condition with a certainty degree larger than zero, the observer inserts the corresponding property in the ontology and triggers the semantic engine. Hence, at this stage each fuzzy condition is monitored separately in the fuzzy engine. In the semantic engine, the corresponding crisp property is processed in the overall semantic model. Hence, the semantic engine can infer one or more situations. Once the semantic rules have inferred the current situations, in the second stage, the observer asks the fuzzy engine to assess the final certainty degree for the recognized situations. The certainty degree of a situation is important for considering the order with which services are recommended. If more than one situation is recognized, all the related services are recommended, with an order depending on the certainty degrees. 
Case Studies and System Evaluation
We applied SARR to two real business cases, assessing the effectiveness of the semantic engine and fuzzy engine modules.
The first evaluation case study concerns a pharmaceutical consultant in typical business situations. Since the first interviews, we realized that a pharmaceutical consultant would better benefit from a new generation smart phone, to gain a more effective way of managing messages, of accessing contact data, of opening documents, and of communicating with clients and colleagues during meetings or while traveling. The most common use case is inherent to meetings with medical specialists. Initially, a specific domain ontology has been added to the ontology shown in Fig. 4 , by means of a series of interviews. In particular, the situations of interest are: (i) Meeting-Planning, when the user is planning the calendar of business appointments; (ii) Pre-Meeting On Movement, when the user is going to have a meeting; (iii) Ongoing-Meeting, when the user is involved in a meeting; (iv) Post-Meeting, when the user has just finished a meeting; (v) Hospital-Conference, when the user is giving a scientific talk in a hospital; (vi) Call-for-Tenders, when the user is attending a public auction; (vii) Meal, when the user is having a meal during the lunch break. For each situation, a set of possible tasks has been defined. For each task, a set of related resources have been characterized in terms of labels and parameters and a domain-specific task ontology has been developed. Figure 9 shows a simplified excerpt of this ontology. The task-driven hierarchy guarantees that the resulting domain model is highly reusable. Fig. 9 . An excerpt of the task ontology defined for the situation "pre-meeting on movement".
The explicit specifications of domain knowledge about tasks and resources are useful for new users, who learn what terms in the domain mean, achieving a better understanding about available resources. In fact, we experimentally realized that, once the user has completed the interviews, his demand of mobile services has appreciably increased as shown in Table 1 . The second case study concerns an off-site student, who performs a daily travel to go to university and return. The student can be in the following situations: (i) PreUniversity-Day, when he is leaving his apartment and he is going to take the train; (ii) Preparing-for-Transportations, when he is going to the train station or he is waiting for the train at the station; (iii) Traveling, when he is heading to some place of interest; (iv) Studying, when he is waiting the beginning of the lectures; (v) Attending-Courses, when he is attending lectures; and finally (vi) Meal, when he is having a meal during the lunch break in the student canteen.
In the use cases, the linguistic variables of the fuzzy engine module have been also tuned. To his aim, for each case study, starting from five real tracks, 30 different training tracks have been generated. To produce real tracks, we used an Apple iPhone 2G smart phone, permanently connected to the Internet and to the GPS signal. Training tracks have been generated by means of a client-side simulator, i.e., an auxiliary web application, based on Google-Maps API. 26 The SARR simulator provides new tracks considering calendars provided by real users, and some real tracks used as a reference. This allows producing a number of contextual data sources, in order to test the system in different conditions. Furthermore, the simulator provides an online simulation interface that is used by the user himself, in order to qualitatively assess the effectiveness of the system response. More specifically, the trace simulator can also produce tracks with different circumstances, such as different means (by foot, bicycle and car), traffic conditions (without/with traffic jam), environments (indoor and outdoor), event types (formal and informal, periodic and unique events), etc. Noise is also introduced to make contextual sources very close to real world signals. Figure 10 shows the user interface of the SARR simulator during a batch simulation. In particular, some conditions can be noted in the configuration area, such as transport: walk, and traffic: none. The SARR client has been implemented and tested for the iPhone OS. In the following, we first illustrate the client-side user interface, and then we show an example of interaction of a user with the SARR client by using a simple scenario. The client-side application has been thought of as an intelligent resource launcher, with the possibility of performing proactive and parameterized launches. Figure 11 shows the user interface for the off-site student business case in a specific situation of the simulation scenario of Fig. 10 . On the top of the interface, the first header contains the name of the user who is currently logged in through the device. The second header shows the current situation, e.g. Traveling. The main menu is structured as a series of contextualized items, representing tasks and resources, ordered according to the ranking determined by the fuzzy engine. The proposed items are dynamically changing, according to the recognized situations and to the certainty degree calculated for each situation. Finally, the items are implicitly parameterized/personalized, thanks to the information available from the user context, as detailed in Sec. 3. Fig. 10 . The SARR simulator: the off-site student case study.
More specifically, to catch the proactivity of the launcher, let us consider the following excerpt of an off-site student scenario. According to this scenario, the SARR server is made available with proper situation and task ontologies, together with specific instance-related information for the user and the preferred resources. For instance, in the example of Fig. 11 , the system recognizes the situation Traveling because, as shown in Fig. 10 , the user is moving towards the faculty and is close in time to the scheduled lesson. Thus, the client application proposes specific resources (such as Alan's course timetables and his lesson slides) that are also implicitly parameterized in terms of the context (e.g., next appointment and current location).
Similar to the off-site student business case, SARR can be configured for the pharmaceutical consultant business case, employing the task ontology of Fig. 9 , and related situation rules. In this case, there are different situations and resources that will be managed by the user interface. However, from the user's perspective, the interaction in terms of resource recommendation and selection is very similar to the off-site student scenario. Fig. 11 . An example of the SARR client interface, for the student case study.
After the tuning process, the system has been tested by a user for each case study. In particular, for each user, a week timetable has been considered, consisting of 51 and 49 events for the pharmaceutical consultant and the off-site student, respectively.
During the experimentation, for each event, we simulated different conditions, by considering events delayed or anticipated with respect to the timetable in the user's calendar. We assessed that SARR is able to provide a reliable and timely recommendation, during the period in which the situation effectively occurs. Let us consider a generic situation i S , i = 1,.., N, the starting time i t at which that situation occurs, and the time i t′ at which the system recognizes the situation. Let us define the responsiveness of the system as the mean of the absolute deviation between i t and i t′ , i.e., / i i Resp t t N ′ = ∑ − . Table 2 shows the responsiveness of the system for each situation occurred during the testing. We deduce from the table how SARR allows proposing resources within a range of few minutes with respect to the time at which the related events happen. We experienced that, once tuned, fuzzy variables can be reused for a number of different purposes. We are also experiencing the use of linguistic hedges to adapt this fuzzy inference system to different user needs. Finally, we would like to observe that the responsiveness of SARR can be improved considering more specific fuzzy conditions, which, however, would be less reusable.
Recently, other context-aware recommenders have been proposed in the literature. Luther et al. 8 have integrated a situational reasoning engine into a mobile service recommendation, using an approach based on the standard representation language OWL. Weißenberg et al. 20 have proposed a demand-driven personalized service recommender, based on user profiles, semantic service, context-and situation-awareness. Goix et al. 9 have introduced a rule-based approach for inferring situations of mobile users, considering context data collected from heterogeneous and distributed sources. Unlike SARR, all the three approaches do not consider the inescapable uncertainty that affects contextual data in order to infer the correct user situation. It follows that these approaches cannot adequately manage concurrent situations. Further, they cannot handle the gradual recognition of a situation. Since the papers which introduce the three recommenders propose no evaluation of them in terms of responsiveness, no comparison is possible with respect to this dimension. However, when we added the fuzziness to SARR, we verified that the gradual recognition of situations had considerably increased the capability of SARR to react proactively. Thus, we expect that SARR may outperform the other recommenders in terms of responsiveness. Also, in the situation inference process, the four recommenders use different approaches. In Luther et al.'s recommender, the situation inference is performed by applying dynamic assertional classification of contextual entities such as the location, the time and the neighbour people. Classification is carried out directly into OWL DL by subsumption. In Weißenberg et al.'s recommender, situation inference is implemented by means of F-Logic. 42 43 an XMLbased standard language to tackle the much broader problem of rule interchange. In SARR, as we have already pointed out, situation inference is carried out by means of SWRL, a OWL-specific standard language that provides a formally sound way of inferring information in OWL ontologies, offering an officially standardized rule formalism for the Semantic Web. Finally, in SARR, the context model is separated in upper and domain-specific ontologies. This approach enhances reusability in different domains, enabling a truly general-purpose recommender, easy to adapt to different use scenarios. Among the compared systems, only the Weißenberg et al.'s recommender employs a similar approach to context modelling.
Conclusions
In this paper, a situation-aware mobile resource recommender has been proposed. The study comprises an analysis of the service recommendation problem, considering how it can be improved using the context-aware paradigm. An overall architecture is presented, in which fuzzy logic and web ontology can be efficiently integrated thanks to an intermediate module based on the observer pattern. The paper focuses on two important modules, i.e., the fuzzy engine, which analyzes real-world inaccurate information, and the semantic engine, which contains the resource recommendation ontology and the related semantic rules. A methodology for designing domain ontologies for resource recommenders is also presented. Finally, real evaluation case studies are provided, together with a comparison with other systems proposed in the literature, to give a concrete and comparative view of the system, and to assess its reliability and responsiveness.
