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Abstract: Modern graphics cards can produce stunning graphics in real time. Games
and simulations use shader programs executed on the GPU to render their scenes
on the computer screen. This paper presents a technique for rendering fur on a 3D-
object. This technique is dubbed simply: the Fur Shader. In order to be able to un-
derstand the presented technique, the reader is given basic introduction to 3D-graphics
and the principles of the graphics processing unit. In addition to the fur shader, anot-
her technique for rendering fur is presented. A technique called Shells and Fins is
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Käsiteluettelo
3D 3-dimensional; kolmiulotteinen.
C Imperatiivinen ohjelmointikieli.
Direct3D Microsoftin Windows-käyttöjärjestelmilleen kehittämä rajapinta grafiikan
piirtämiseen ja näytönohjaimen kanssa kommunikointiin.
GLSL OpenGL Shading Language; OpenGL-spesifikaation käyttämä ohjelmoin-
tikieli varjostimien toteutukseen.
HLSL High Level Shader Language; Direct3D-rajapinnan käyttämä ohjelmointi-
kieli varjostimien toteutukseen.
jMonkeyEngine Javalla toteutettu grafiikkakirjasto, jota on käytetty tämän tutkielman esi-
merkkien toteutukseen.
Konkaavi kappale Concave shape, kovera kappale; Jos yksikin kappaleen kahta pistettä yhdis-
tävistä janoista kulkee jossain vaiheessa kappaleen ulkopuolella, on kappa-
le kovera.
Konveksi kappale Convex shape, kupera kappale; Jos mikään kappaleen kahta pistettä yhdis-
tävä jana ei kulje missään vaiheessa kappaleen ulkopuolella, on kappale
kupera.
OpenGL Open Graphics Library; Grafiikan piirtämiseen ja näytönohjaimen kanssa
kommunikointiin tarkoitettu rajapintaspesifikaatio.
Pikseli Pixel (Picture element); Kaksiulotteisen rasterikuvan yksittäinen kuvapis-
te. Pikseli on pienin elementti rasterikuvassa.
RGB Red Green Blue; Punaiseen, vihreään ja siniseen väriin perustuva väriava-
ruus.
Resoluutio Kuvatarkkuus; Resoluutio kertoo kuinka paljon pikseleitä rasterikuvassa
on.
Shells and fins Eräs karvapeitteen reaaliaikaiseen piirtämiseen käytetty tekniikka, joka
käyttää hyväkseen kuoria (shells) ja siivekkeitä (fins).
Vokseli Voxel (Volume pixel); Yhden yksikön kokoinen tilavuus kolmiulotteisessa
avaruudessa.
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1 Johdanto
Tietokoneita on pyritty käyttämään grafiikan tuottamiseen jo vuosikymmeniä. Vuosien
saatossa grafiikan piirtämiseen käytetyt tekniikat ja teknologiat ovat kehittyneet hui-
masti. Etenkin reaaliaikaisen grafiikan piirtämiseen erikoistuneet laitteet, näytönohjai-
met, ovat ottaneet valtavia kehitysaskelia viimeisen kahden vuosikymmenen aikana
eri valmistajien kilpaillessa tehokkaimman näytönohjaimen tittelistä. Pelikehittäjät ja
muut reaaliaikaisen grafiikan tuottajat ovat valjastaneet näytönohjaimet käyttöönsä ja
luovat yhä näyttävämpiä maailmoja digitaalisin keinoin.
Yksi suurimmista haasteista reaaliaikaisen grafiikan piirtämisessä on karvapeitteen
piirtäminen kappaleelle. Luonnollisen karvapeitteen piirtämistä on yritetty usein ja mo-
nilla eri tekniikoilla, mutta siinä on harvoin onnistuttu. Tässä tutkielmassa esitellään
eräs uusi tapa piirtää karvapeite kolmiulotteisen kappaleen pinnalle. Jotta tämän tek-
niikan ymmärtäminen olisi mahdollista, tutustutaan tutkielmassa kuitenkin ensin mo-
dernin näytönohjaimen toimintaperiaatteeseen ja muuhun tarvittavaan teoriapohjaan.
Samalla käsitellään kriteerit esitetyn tekniikan arvostelemiseksi ja vertailemiseksi. Tä-
män jälkeen luvussa 3 esitellään yksi etenkin peliteollisuudessa yleinen tekniikka kar-
vapeitteen piirtämiseen kolmiulotteiselle kappaleelle. Tätä tekniikkaa käytetään ver-
tailukohtana tutkielmassa esitetylle ratkaisulle, joka puolestaan esitellään luvussa 4.
Esiteltyjä ratkaisuja vertaillaan sitten luvussa 5. Tutkielman lopuksi otetaan vielä lyhyt
yhteenveto käsitellyistä asioista.
Tutkielmaa lukiessa on huomioitava, että konseptit ja termistö on esitetty nimenomaan
reaaliaikaisen 3D-grafiikan piirtämisen ja nykynäytönohjainten kontekstissa. Useiden
termien määritelmä ja käyttö voi poiketa esimerkiksi puhtaasta määritelmästä mate-
matiikassa tai geometriassa. Lisäksi aihetta on käsitelty suomenkielisissä tietellisissä
artikkeleissa niin vähän, että suurelle osalle teknistä termistöä ei ole virallista suomen-
kielistä käännöstä, joten k.o. termit on käännetty kuten on parhaaksi nähty. Kunkin
termin englanninkielinen vastine on lisätty sulkuihin termin esittelyn yhteyteen. Osalle
termeistä ei löydy mielekästä käännöstä suomenkielessä, ja niinpä niistä käytetäänkin
tutkielmassa vain englanninkielistä versiota.
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2 Reaaliaikaisen 3D-grafiikan tuottaminen näytönoh-
jaimella
Kuinka reaaliaikaista 3D-grafiikkaa sitten oikeastaan tuotetaan tietokoneella? Tässä
luvussa perehdytään siihen, mitä 3D-grafiikka lopulta on, ja kuinka sitä saadaan piir-
rettyä ruudulle näytönohjainta käyttäen. Lisäksi esitellään muuta teoriapohjaa, joka
on tarpeen tutkielmassa esitettyjen tekniikoiden ymmärtämiseksi. Tutustuminen aloi-
tetaan käymällä läpi lyhyesti reaaliaikaisen grafiikan ja näytönohjaimen historiaa. Tä-
män jälkeen perehdytään 3D-grafiikan perusteisiin eli siihen, kuinka kolmiulotteisia
kappaleita mallinnetaan tietokoneen muistissa sekä esitellään muutamia jatkossa tar-
vittavia 3D-grafiikkaan liittyviä avainperiaatteita. Kohdassa 2.3 tutustutaan modernin
näytönohjaimen toimintaperiaatteeseen ja sen hyödyntämiseen grafiikan laskemisessa.
Lopuksi kohdassa 2.4 tarkastellaan tutkielmassa esitettyjen varjostintoteutusten vertai-
luun käytettyjä perusteita.
2.1 Kolmiulotteisen peligrafiikan historia
Tietokoneella tuotettu reaaliaikainen grafiikka on kehittynyt valtavasti viimeisen kol-
men vuosikymmenen aikana. Reaaliaikaisen grafiikan pääasialliset kuluttajat, pelit ja
erilaiset simulaatiot, ovat muuttuneet muutamalla värillä esitetyistä suurten pikselien
sekamelskasta lähes fotorealistisiksi kolmiulotteista maailmaa uskottavasti mallinta-
viksi graafikkojen taidonnäytteiksi. Tässä luvussa luodaan Singerin (2013) artikkelin
pohjalta katsaus siihen kuinka reaaliaikainen tietokoneella tuotettu grafiikka on kehit-
tynyt viime vuosikymmeninä.
Singerin (2013) mukaan 1980-luvun laitteiden tehoilla kyettiin laskemaan nykystan-
dardeilla hyvin vaatimatonta peligrafiikkaa. Se oli pääasiassa kaksiulotteista grafiik-
kaa, jossa pelaajalle näytettävä pelimaailma koottiin erilaisista kaksiulotteisista kuvis-
ta. Jo tuolloin jotkut pelikehittäjät pyrkivät luomaan illuusion kolmannesta ulottuvuu-
desta kaksiulotteiselle näyttölaitteelle. Esimerkiksi vuonna 1983 julkaistu Congo Bon-
go käytti isometristä kuvakulmaa. Isometrisyyden matemaattisesta määritelmästä poi-
keten peligrafiikasta puhuttaessa isometrisellä kuvakulmalla tarkoitetaan yleensä orto-
grafista eli perspektiivitöntä projektiota yläviistosta. Tästä tekniikasta käytetään myös
termejä 2.5-ulotteinen tai pseudo-kolmiulotteinen grafiikka, ja se on vielä nykypäivänä
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hyvin yleisessä käytössä. Kuvassa 1 on esitetty näyte Congo Bongo -pelin isometrises-
tä grafiikasta.
Kuva 1: Isometristä grafiikkaa Congo Bongo -pelissä (Wikipedia, 2015a).
Singer (2013) toteaa, että 1980-1990 -lukujen taitteessa markkinoille tulivat ensimmäi-
set pelit, jotka käyttivät polygonipohjaista grafiikkaa. Tässä tekniikassa graafiset kap-
paleet kootaan kolmiulotteisessa avaruudessa sijaitsevista väritetyistä monikulmiois-
ta. Näin rakennettu näkymä voidaan projisoida kaksiulotteiselle ruudulle perspektiivin
kera, jolloin syntyy huomattavasti isometristä kuvakulmaa uskottavampi illuusio ku-
van syvyydestä. Esimerkiksi vuonna 1991 julkaistu Hunter on yksin polygonigrafiikan
edelläkävijöistä. Kuvassa 2 on esitetty näyte Hunter-pelin grafiikasta.
Erillisiä grafiikan piirtämiseen erikoistuneita laitteita, eli grafiikkasuorittimia tai tutum-
min näytönohjaimia, on Singerin (2013) mukaan ollut olemassa jo 1980-luvulta asti.
Tuohon aikaa ne kykenivät kuitenkin piirtämään ainoastaan kaksiulotteista grafiikkaa.
90-luvun alussa markkinoille alkoi tulemaan myös polygonipohjaista piirtoa tukevia
laitteita, joiden siivittämänä ryhdyttiin kehitettämään erilaisia rajapintakirjastoja, jotta
peliohjelmoijat pystyisivät käyttämään eri grafiikkasuoritinmallien ominaisuuksia yh-
tenäisemmin. Näistä tunnetuimmiksi nousivat vuonna 1992 julkaistu OpenGL (Open
Graphics Library) ja Windows 95 -käyttöjärjestelmän mukana julkaistu Direct3D. Täs-
tä alkoi ns. laitteistopohjaisen 3D-kiihdytyksen (Hardware accelerated 3D-graphics)
voittokulku. Siitä asti ovat laitevalmistajat pumpanneet markkinoille yhä tehokkaampia
grafiikkasuorittimia yhä edistyneemmillä ominaisuuksilla varusteltuna. Ja yhtä matkaa
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Kuva 2: Polygonigrafiikkaa Hunter-pelissä (Wikipedia, 2015b).
fyysisten laitteiden kanssa ovat kehittyneet OpenGL- ja Direct3D-rajapinnat, joilla pe-
likehittäjät pääsevät helposti käsiksi näihin ominaisuuksiin.
Singerin (2013) mukaan OpenGL ja Direct3D -kirjastot tarjosivat vajaan vuosikym-
menen ajan ainoastaan kiinteitä operaatioita grafiikkasuorittimen ohjaamiseen. Vaik-
ka kolmiulotteinen grafiikka olikin tuolloin uutta ja mullistavaa, olivat nuo operaatiot
hyvin rajallisia. Vuonna 2000 Direct3D-rajapinnan versio 8 muutti kaiken. Microsoft
julkaisi uuden Direct3D-versionsa mukana ohjelmoitamat varjostimet: verteksivarjos-
timen (Vertex shader) ja pikselivarjostimen (Pixel shader). Näillä varjostimilla kehittä-
jä pystyi suorittamaan C-kielen kaltaista HLSL-koodia (High Level Shader Language)
suoraan grafiikkasuorittimella, saaden näinollen kertaluokkaa suuremman valinnanva-
pauden sen suhteen millaista grafiikkaa tuottaa ja miten. Vuonna 2004 OpenGL seura-
si perässä ja julkaisi oman GLSL-kielensä (OpenGL Shading Language) varjostintuen
kera OpenGL:n version 2.0 mukana.
Näillä näkymin ohjelmoitava varjostintekniikka on tullut jäädäkseen. Vielä tämän tut-
kielman kirjoitushetkellä vuonna 2015 käytössä ovat samat tekniikat. Ohjelmoitavia
komponentteja on tullut verteksivarjostimen ja pikselivarjostimen rinnalle muutama li-
sää, mutta pääperiaate on pysynyt samana.
Seuraavaksi esitellään hieman polygonipohjaisen 3D-grafiikan teoriaa, jotta pystyisim-
me myöhemmin sukeltamaan syvemmälle grafiikkasuorittimien toimintalogiikkaan.
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2.2 Polygonipohjaisen 3D-grafiikan perusteet
Tässä luvussa esitellään polygonipohjaisen kolmiulotteisen grafiikan peruskonsepteja,
jotta syvällisempi perehtyminen näytönohjaimen toimintaan olisi mahdollista. Ensin
tarkastellaan kuinka kolmiulotteisia kappaleita voidaan esittää digitaalisessa muodos-
sa, jonka jälkeen esitellään muutamia muita reaaliaikaisen 3D-grafiikan piirtämiseen
liittyviä avainperiaatteita.
2.2.1 Kappaleen mallintaminen polygoneilla
Modernit, kuluttajakäyttöön tarkoitetut näytönohjaimet käsittelevät natiivisti polygoni-
pohjaista, eli kappaleiden pintoihin perustuvaa 3D-grafiikkaa (Buss, 2003 s.3-4). Tässä
mallissa kappaleen pinnat esitetään polygoneina eli monikulmioina - tyypillisesti kol-
mioina tai neliöinä. Emme tässä perehdy muihin kolmiulotteisia kappaleita kuvaaviin
malleihin. Mainittakoon kuitenkin, että vaikka esimerkiksi reaaliaikaista vokseligra-
fiikkaa (Voxel, volume pixel) on mahdollista tuottaa tietokoneella, täytyy siinäkin vok-
selimallin mukainen data muuntaa ensin polygonimallin mukaisiksi pinnoiksi ennen
kuin ne voidaan antaa näytönohjaimelle piirrettäväksi.
Seuraavaksi esitellään polygonipohjaisen mallin peruskonsepteja. Ne kohdat, joissa ei
erikseen ole mainittu, mukailevat Bussin (2003, s.5-10) esittelemiä määritelmiä.
Verteksi: Verteksi (Vertex) eli piste on geometriasta tuttu olio, joka kuvaa yksittäistä si-
jaintia avaruudessa. kolmiulotteisen grafiikan kontekstissa kyse on tarkemmin kolmiu-
lotteisessa avaruudessa sijaitsevasta pisteestä. Vertekseistä muodostuu kolmiulotteisen
kappaleen perusrunko. Jatkossa käytetään nimenomaan termiä verteksi painottamaan
sitä, että kyseessä on juurikin kolmiulotteisen kappaleen kulmapiste. Pelkistä pisteistä
puhuttaessa voidaan olettaa kyseessä olevan mielivaltainen piste, ei siis verteksi.
Särmä: Kun kaksi verteksiä yhdistetään janalla, syntyy särmä (Edge).
Polygoni: Kolmesta tai useammasta verteksistä voi muodostaa monikulmion eli poly-
gonin (Polygon). Polygonia ympäröivät särmät kultakin puolelta. Polygonilla on etu-
puoli ja takapuoli. Etupuoli on se, jonka suuntaan polygonin muodostaman pinnan nor-
maali osoittaa. Tässä tutkielmassa käsitellään pääasiassa yksinkertaisimpia monikul-
mioita eli kolmioita, sillä grafiikkasuorittimet piirtävät ainoastaan kolmioita ja useam-
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pikulmaiset polygonit pilkotaan kuitenkin lopulta kolmioiksi grafiikkasuorittimet si-
säisissä operaatioissa. Kuvassa 3 on esitetty kuinka kolmiulotteinen kuutio voidaan
mallintaa kahdeksan verteksin ja kahdentoista kolmion avulla.
Verteksi
Särmä
Polygoni
Kuva 3: Kuution verteksit, särmät ja polygonit.
Primitiivi: OpenGL-spesifikaation (Segal & al., 2015 s.322-329) mukaiset primitii-
vit (Primitive) ovat yksinkertaisimpia rakenteita, joita näytönohjain osaa käsitellä. Pri-
mitiivejä ovat verteksit, särmät, kolmikulmaiset polygonit eli kolmiot, särmäjoukot ja
kolmiojoukot. Termillä yksinkertainen primitiivi viitataan puolestaan yksittäisiin ver-
tekseihin, särmiin ja kolmioihin.
Polygoniverkko: Kolmiulotteisia polygoneja yhdistelemällä voidaan rakentaa kolmiu-
lotteinen polygonien verkko (Mesh). Siinä verteksien väliset polygonit muodostavat
yhden tai useamman yhtenäisen pinnan. Polygonimalli mallintaa pelkästään kappaleen
pintaa, eikä se ota ollenkaan kantaa siihen mitä kappaleen sisällä on. Kappaleet ovat
siis onttoja ja polygonit kuvaavat ainoastaan kappaleen pinnanmuotoja.
Materiaali: Jotta kappale pystyttäisiin piirtämään, tarvitaan pinnanmuotojen lisäksi
myös kuvaus pinnan visuaalisista ominaisuuksista. Näitä ovat muunmuassa pinnan vä-
ri ja kiiltävyys. Materiaali (Material) on joukko erilaisia tekstuureja, karttoja ja arvoja,
jotka yhdessä kertovat miltä pinnan tulisi näyttää.
Tekstuuri: Tekstuuri (Texture) on kaksiulotteinen bittikartta (Bitmap), yleensä kuva-
tiedosto, johon on tallennettu tietoa materiaalista (Buss, 2003 s.126-127). Erilaisia
tekstuureja on lukematon määrä ja niiden käytössä on vain mielikuvitus rajana. Seu-
raavassa listassa on esitelty erilaisia tekstuureja Bussin esittelemien tekstuurityyppien
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pohjalta:
• Diffuusikartta (Diffuse map) kertoo värin kullekin piirrettävän pinnan pisteelle.
• Spekulaarinen kartta (Specular map) kertoo kuinka kiiltävä kukin piirrettävän
pinnan piste on.
• Normaalikartta (Normal map) kertoo pinnan normaalin kussakin piirrettävän
pinnan pisteessä. Sen sijaan, että näytönohjain käyttäisi laskutoimituksiin pin-
nan todellista normaalia, se lukeekin arvon normaalikartasta. Näin esimerkiksi
valo ja varjot saadaan käyttäytymään eri tavalla kappaleen pinnalla ja polygoni-
verkon pintaan voidaan luoda uusia muotoja lisäämättä kuitenkaan polygonien
määrää.
• Korkeuskartta tai siirtymäkartta (Height map, displacement map) kertoo kulle-
kin piirrettävän pinnan pisteelle sen, mihin suuntaan pistettä tulisi siirtää. Kor-
keuskartan perusteella voidaan muunmuassa luoda dynaamisesti uusia pinnan-
muotoja siirtämällä verteksejä ja luomalla uusia polygoneja.
• Ympäristökartta (Environment map) sisältää etukäteen piirretyn kuvan kappa-
leen ympäristöstä. Ympäristökarttaa voidaan käyttää muunmuassa heijastavissa
pinnoissa siten, että heijastuksena piirtyvää ympäristöä ei lasketa reaaliajassa,
vaan se luetaan ympäristökartasta. Näin voidaan saavuttaa huomattava parannus
suorituskykyyn.
UV-kartta: UV-kartta (UV-map) toimii sidoksena tekstuurien ja polygoniverkon vä-
lillä. UV-kartta kertoo sen, mihin kaksiulotteisen tekstuurin pisteeseen kukin polygo-
niverkon kolmiulotteisista pisteistä kuvautuu (Buss, 2003 s.128-131). UV-kartan pe-
rusteella voidaan siis kullekin piirrettävälle pisteelle kussakin polygonissa löytää vas-
taava piste tekstuurikartoista. Tämän pisteen koordinaatteja kutsutaan tekstuurikoordi-
naateiksi (Texture coordinates). UV-kartta voidaan kuvitella muodostettavan siten, että
kolmiulotteinen polygoniverkko taitellaan auki ja levitetään tasaiselle alustalle. Tätä
periaatetta on havainnollistettu kuvassa 4. Termin kirjaimet U ja V tulevat siitä, että
kappaleen kaksiulotteisen kuvauksen koordinaatteja merkitään tyypillisesti kirjaimin
U ja V, sillä kirjaimet X, Y ja Z ovat jo käytössä ilmaisemaan kappaleen koordinaatteja
kolmiulotteisessa avaruudessa.
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Kuva 4: Kuutiosta auki taittelemalla muodostettu UV-kartta.
3D-data: Kaikki edellämainitut konseptit muodostavat yhdessä joukon, joka kuvailee
millainen jokin kolmiulotteinen kappale on. Tähän joukkoon viitataan tässä tutkiel-
massa termillä 3D-data. 3D-data on tätä tutkielmaa varten keksitty termi, jolla voidaan
helposti ja yksinkertaisesti viitata kaikkeen siihen tietoon, joka annetaan näytönohjai-
melle piirrettäväksi.
2.2.2 Koordinaatistot ja kamera
Jotta kolmiulotteinen maailma voitaisiin piirtää ruudulle, tarvitaan luonnollisesti piir-
rettävien kappaleiden lisäksi tarkastelupiste, josta maailmaa katsellaan. Kolmiulottei-
sen maailman voidaankin sanoa koostuvan kolmiulotteisista kappaleista ja kuvitteelli-
sesta kamerasta, jonka linssin läpi maailmaa tarkastellaan. Tähän viitataan jatkossa ter-
millä kamera (Camera, viewpoint, viewing plane). Maailma siis piirretään tietokoneen
näytölle kameran kuvakulmasta.
Piirrettävä maailma esitetään tyypillisesti kolmiulotteisen koordinaatiston avulla
(Buss, 2003 s.4-5). Kunkin kappaleen kullakin verteksillä on - tai sille voidaan las-
kea - sijaintivektori, joka ilmaisee verteksin sijainnin 3D-maailman koordinaatistossa.
Kameralla on sijaintivektorin lisäksi suuntavektori, joka kertoo kameran katselusuun-
nan maailman koordinaatistossa. Jotta maailma voitaisiin piirtää ruudulle oikein, tulee
kaikkien siinä olevien verteksien sijainnit laskea kameran suhteen. Käytännössä niiden
sijainnit muunnetaan siis sellaiseen koordinaatistoon, jossa kamera on origossa. Kuva
5 havainnollistaa tätä periaatetta.
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aKamera
b
b = M * a
Kuva 5: Kappaleen siirtäminen maailman koordinaatistosta kameran koordinaatistoon.
Tämä operaatio on laskennallisesti yksinkertainen suorittaa erään transformaatiomat-
riisin avulla. Mille tahansa koordinaatistoparille A ja B voidaan muodostaa 4x4-
matriisi M, jolla kerrottuna mikä tahansa koordinaatisto A:n vektori a tuottaa tulok-
senaan vektorin b, joka on vektorin a esitys koordinaatistossa B (Buss, 2003 s.46-52).
Kun transformaatiomatriisi on muodostettu, on kunkin vektorin sijainti kameran koor-
dinaatistossa siis laskettavissa yksinkertaisella vektorin ja matriisin tulolla. On kuiten-
kin huomattava, että kolmiulotteisen avaruuden sijaintivektorit ovat kolmiulotteisia ja
transformaatiomatriisi on kooltaan 4x4. Jotta tulo olisi laskettavissa, on sijaintivekto-
rin loppuun lisättävä neljäs alkio arvolla 1.0. Emme tässä tutkielmassa perehdy syväl-
lisemmin siihen, kuinka edellämainittu transformaatiomatriisi muodostetaan.
2.2.3 Bilineaarinen interpolaatio
Eräs seuraavissa luvuissa tarvittavista tekniikoista on bilineaarinen interpolaatio, eli
interpolointi tasossa. Kolmioita käsitellessä on tarpeen pystyä interpoloimaan arvoja
kolmion kulmapisteiden välillä. Oletuksena on siis, että kolmion kulmille on määrätty
tunnetut arvot ja tehtävänä on selvittää minkä arvon kolmion sisällä oleva mielivaltai-
nen piste P saa niiden perusteella. Lawrence (2011) esittää tähän ongelmaan ratkaisun
kolmion barysentrisiä koordinaatteja käyttäen. Barysentrisessä interpoloinnissa kolmio
jaetaan alueisiin kuvan 6 osoittamalla tavalla.
Mitä lähempänä piste P on mitä tahansa kulmaa, sitä suurempi kulman vastainen alue
on. Interpoloinnissa kolmion kulmien arvoille käytettävät painot saadaan suoraan kul-
mien vastaisten alueiden pinta-alojen suhteesta koko kolmion alaan. Jos siis kolmion
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C
P
Kuva 6: Kolmion jakaminen alueisiin barysentrisessä interpoloinnissa.
kulmapisteille A, B ja C on annettu arvot a, b ja c tässä järjestyksessä, saadaan pisteen
P arvo p kaavalla 1. Kaavassa A(...) on pinta-alaa merkitsevä funktio.
p =
a · A(BCP ) + b · A(APC) + c · A(ABP )
A(ABC)
(1)
Kun pisteiden A, B, C ja P sijainnit tiedetään, kulmien vastaisten alueiden pinta-alat
saadaan laskettua trigonometriasta tutulla ristitulolla. Kahden vektorin ristitulon suu-
ruus kertoo vektorien muodostaman suunnikkaan pinta-alan. Esimerkiksi kuvassa 6
olevan kulman A vastaisen kolmion BCP pinta-ala saadaan laskettua kaavalla:
| ~PB × ~PC|
2
Näinollen kaava 1 voidaan kirjoittaa muotoon:
p =
a · | ~PB× ~PC|
2
+ b · | ~PA× ~PC|
2
+ c · | ~PA× ~PB|
2
| ~PB× ~PC|
2
+ |
~PA× ~PC|
2
+ |
~PA× ~PB|
2
Tätä voidaan vielä yksinkertaistaa tiputtamalla nimittäjät pois, jolloin päästään muo-
toon:
p =
a · | ~PB × ~PC|+ b · | ~PA× ~PC|+ c · | ~PA× ~PB|
| ~PB × ~PC|+ | ~PA× ~PC|+ | ~PA× ~PB|
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2.3 Modernin grafiikkasuorittimen ominaisuudet ja toiminta
Edellä esiteltiin polygonipohjaisten kolmiulotteisten kappaleiden mallintamiseen liit-
tyviä peruskäsitteitä. Tässä luvussa perehdytään niiden pohjalta modernin grafiikka-
suorittimen toimintaperiaatteeseen ja loogisiin komponentteihin.
Ensin tutustutaan grafiikkasuorittimeen ja varjostimiin yleisellä tasolla. Tämän jälkeen
kohdassa 2.3.2 käsitellään millaisen putken läpi 3D-data joutuu menemään ennen kuin
siitä saadaan muodostettua kaksiulotteinen kuva. Samalla esitellään vaiheiden yleisim-
mät tehtävät ja niissä suoritettavat operaatiot. Lopuksi kohdassa 2.3.3 tarkastellaan lä-
pinäkyvien kappaleiden vaatimaa erikoiskäsittelyä.
2.3.1 Varjostimista yleisesti
Kolmiulotteista grafiikkaa voidaan laskea monella eri tavalla. Tässä tutkielmassa esi-
telty tekniikka perustuu rasterointiin (rasterization). Rasterointi tarkoittaa vektorimuo-
dossa olevan grafiikan muuntamista pikseleistä tai pisteistä muodostuvaksi rasteriku-
vaksi (Segal & al., 2015 s.439). Rasteritekniikassa kolmiulotteiset, vektorein mallin-
netut kappaleet projisoidaan kaksiulotteiseen tasoon ja niiden peittämät alueet rasteroi-
daan yksittäisiksi pikseleiksi. Näin saatu kaksiulotteinen kuva voidaan piirtää sellaise-
naan tietokoneen näytölle tai tallentaa muistiin jatkokäsittelyä varten.
Moderneissa näytönohjaimissa em. muunnos suoritetaan varjostimien avulla. Mitä nä-
mä varjostimet sitten oikeastaan ovat? Varjostimen (Shader) yleinen määritelmä on
ohjelma, joka kertoo tietokoneelle kuinka jokin kappale tai asia tulisi piirtää. Käytän-
nössä nykypäivän puhekielessä, kuten myös tässä tutkielmassa, varjostimella kuitenkin
viitataan grafiikkasuorittimella ajettavaan ohjelmaan, joka tuottaa annetusta syöttees-
tä kaksiulotteista kuvaa tietokoneen näyttölaitteelle tai muistiin jatkokäsittelyä varten.
Näytönohjaimen rinnakkaiset suorittimet, joita on tämän tutkielman kirjoitushetkellä
yhdessä laitteessa parhaimmillaan useita tuhansia (NVIDIA Corporation, 2015), ovat
optimaalisia suorittamaan tämäntyyppistä tehtävää, jossa valtavalle syötteelle tehdään
toisistaan riippumattomia ja laskennallisesti yksinkertaisia operaatioita.
Varjostimen syötteenä toimii yleensä piirrettävän näkymän 3D-data, eli piirrettävät po-
lygonit ja niiden materiaalit sekä mahdollisesti muut piirtoon vaadittavat lisäparamet-
rit. Näytönohjaimella on täysin mahdollista luoda proseduraalista grafiikkaa hyvin sup-
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pealla syötteellä, tai jopa kokonaan ilman syötettä. Ohjelmoitavat varjostimet ovat ny-
kyään korvanneet lähes täysin perinteisemmän kiinteiden operaatioiden käyttöön pe-
rustuvan tavan piirtää reaaliaikaista grafiikkaa.
Varjostimia ohjelmoidaan varta vasten kehitetyillä ohjelmointikielillä. Näistä käyte-
tyimmät ovat Direct3D-rajapinnan käyttämä HLSL ja OpenGL-rajapinnan käyttämä
GLSL. Molemmat ovat C-kielen kaltaisia matalan abstraktiotason kieliä. Tässä tut-
kielmassa keskitytään GLSL-kieleen ja OpenGL:n mukaiseeen spesifikaatioon var-
jostimien toteutuksesta. Samoja periaatteita voidaan soveltaa pienin muutoksin myös
Direct3D-puolelle ja HLSL-kieleen.
Yksinkertaistettuna grafiikkasuoritinta käskytetään siis seuraavasti: tietokoneen suorit-
timella ajettava ohjelma antaa Direct3D- tai OpenGL-rajapinnan välityksellä grafiik-
kasuorittimelle 3D-datan eli sen, mitä halutaan piirtää, ja varjostimen eli ohjeen siitä,
kuinka tämän asia piirretään. Näytönohjain ajaa varjostinohjelman syötteenään annettu
3D-data ja muodostaa tulosteenaan kaksiulotteisen kuvan, joka voidaan näyttää näyt-
tölaitteella.
2.3.2 Varjostinputki
Jotta 3D-datan voisi piirtää kaksiulotteiseksi kuvaksi, täytyy sen käydä läpi monivaihe-
nen prosessi grafiikkasuorittimen muistissa. Tätä prosessia kutsutaan varjostinputkeksi
(Rendering pipeline). Osa varjostinputken vaiheista on täysin käyttäjän ohjelmoitavis-
sa, kun taas toiset ovat kiinteämpiä operaatioita, joiden toimintaan pystyy vaikuttamaan
ainoastaan parametrien avulla.
Seuraavaksi esitellään lyhyesti OpenGL-spesifikaation version 4.5 määrittelemän var-
jostinputken vaiheet. Vastaavat vaiheet löytyvät myös Direct3D-rajapinnan version
11.0 spesifikaatiosta hieman eri nimillä. On myös huomattava, että alla mainitut vaihei-
den tehtävät - erityisesti täysin ohjelmoitavien varjostimien osalta - ovat niiden yleisim-
piä tehtäviä tai esimerkkejä siitä, mitä kyseisellä komponentilla on mahdollista tehdä.
Varjostimet ovat nykyään niin monipuolisesti ohjelmoitavissa, että ei ole mielekästä
sanoa tietyllä vaiheella olevan aina tietty tehtävä. Loppujen lopuksi haluttu lopputulos
ja koko sovelluksen toteutus ratkaisee kunkin vaiheen todellisen tehtävän.
Seuraavaksi esiteltyjen vaiheiden ja operaatioiden tarkat määritelmät löytyvät koko-
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naisuudessaan OpenGL-spesifikaatiosta (Segal & al., 2015 s.364-520).
Verteksivarjostin: Verteksivarjostin (Vertex shader) on varjostinputken ohjelmoitava
aloituspiste. Se saa syötteenään 3D-datassa olevat verteksit ja niiden mahdolliset attri-
buutit. Verteksivarjostimen selkein tehtävä on laskea verteksin sijainti kameraan näh-
den. Tyypillisesti se siis suorittaa suorittaa kohdassa 2.2.2 esitellyn koordinaatisto-
muunnoksen verteksin sijainnille.
Tesselaatio: Tesselaatiovaihe (Tessellation) on valinnainen osa varjostinputkea. Se saa
syötteenään verteksivarjostimelta tulevan 3D-datan ja pilkkoo sen pienemmiksi pala-
siksi muokaten vanhoja primitiivejä ja luoden uusia. Tesselaatiovaihe koostuu kahdesta
ohjelmoitavasta varjostimesta ja yhdestä kiinteästä operaatiosta:
• Ohjausvarjostin (Tessellation control shader, hull-shader) määrää kuinka pal-
jon syötteenä tullutta primitiividataa tulee pilkkoa. Esimerkiksi kaukana olevaan
kappaleeseen ei kannattaa kuluttaa yhtä paljon resursseja kuin lähellä olevaan.
• Primitiivien generoinnissa (Tessellation primitive generator) primitiividata pil-
kotaan ohjausvarjostimen ohjeiden mukaisesti ja lopputuloksesta muodostetaan
uusia primitiivejä.
• Evaluaatiovarjostin (Tessellation evaluation shader, tessellator) käsittelee edelli-
sessä vaiheessa luodut uudet primitiivit ja asettaa niiden sijainnit sekä attribuut-
tien arvot.
Tesselaatiolla on muunmuassa mahdollista lisätä yksityiskohtaisia pinnanmuotoja kap-
paleeseen sitä mukaa kun se lähestyy kameraa tai luoda dynaamisesti todellisia po-
lygoneilla rakennettuja kuoppia ja kohoumia tasaiseen pintaan korkeuskartan perus-
teella. Tesselaatio on verrattain uusi teknologia varjostinputkessa. Tesselaatiotuki tuli
OpenGL-rajapintaan vasta vuonna 2010 versiossa 4.0. Direct3D-rajapintaan se puoles-
taan tuli version 11.0 mukana vuonna 2009.
Tesselaatiovaiheen varjostimet ovat toteutukseltaan selkeästi monimutkaisimpia kai-
kista ohjelmoitavista varjostinkomponenteista eikä kumpikaan tässä tutkielmassa esi-
tetyistä varjostintoteutuksista käytä niitä, joten emme tässä tutkielmassa käsittele ai-
hetta tämän enempää.
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Geometriavarjostin: Geometriavarjostin (Geometry shader) on tesselaation tavoin va-
linnainen osa varjostinputkea. Se saa syötteenään 3D-datan primitiivit - tyypillisimmin
yksittäiset kolmiot - ja operoi niitä tuottaen tulosteenaan nolla tai useampia primitiive-
jä. Se voi siis sekä luoda uusia primitiivejä että poistaa primitiivejä syötteestään. Se voi
myös käsitellä yksittäisiä tai kolmioihin sidottuja verteksejä, ja siten tehdä vastaavia
tehtäviä kuin verteksivarjostin. Geometriavarjostimella voidaan luoda uusia muotoja
proseduraalisesti esimerkiksi luomalla tasoja, kuutioita tai muita kappaleita syötteenä
saatuihin pisteisiin tai sitä voidaan käyttää hyväksi dynaamisten varjojen laskemisessa.
Ennen tesselaatiovarjostimien julkaisua sitä käytettiin myös vastaaviin tehtäviin kuin
tesselaatiovarjostimia - poistamaan tai lisäämään kappaleen yksityiskohtia sen perus-
teella, kuinka kaukana kappale on kamerasta. Tesselaatiovarjostimilla prosessi on kui-
tenkin huomattavasti kevyempi, joten sen toteuttaminen geometriavarjostimella ei ole
mielekästä ellei uudemman tekniikan käyttö ole jollain tapaa estynyt.
Verteksin jälkikäsittely: Geometriavarjostimen jälkeen 3D-data käy läpi verteksin jäl-
kikäsittelyn (Vertex post-processing), joka on varjostinputken kiinteä osa. Tässä vai-
heessa piirtoalueen eli kameran kuvakulman ulkopuolelle jäävät verteksit heitetään
pois ja muut primitiivit leikataan siten, että jäljelle jäävät osat ovat täydellisesti piir-
toalueen sisällä. Tästä operaatiosta käytetään englanninkielistä termiä clipping. Lisäksi
verteksit valmistellaan seuraavia vaiheita varten.
Primitiivien kokoaminen: Primitiivien kokoamisvaiheessa (Primitive assembly) edel-
listen vaiheiden primitiivit muutetaan yksinkertaisiksi primitiiveiksi, eli särmäjoukot ja
kolmiojoukot hajotetaan yksittäisiksi särmiksi ja kolmioiksi. Se on verteksin jälkikäsit-
telyn tavoin varjostinputken kiinteä osa. Tässä vaiheessa tapahtuu myös niin kutsuttu
face culling. Kullekin kolmiolle tarkistetaan osoittaako se kameraan päin vai kameras-
ta poispäin. Piirrettäviä kolmioita suodatetaan sen perusteella, kumpaanko suuntaan ne
osoittavat. Tyypillisesti kolmion takapuolien piirtämiseen ei tarvitse käyttää resursseja.
Niitä ei tulla pääasiassa koskaan näkemään, ellei kappale ole läpinäkyvä tai ellei kame-
ra ole kappaleen sisäpuolella. Kolmioiden suodatusperustetta on mahdollista muokata
parametrein. Suodatuksen vaihtoehdot ovat seuraavat:
• Näytetään kameraan päin olevat kolmiot. Suodatetaan kamerasta poispäin olevat
kolmiot.
• Näytetään kamerasta poispäin olevat kolmiot. Suodatetaan kameraan päin olevat
kolmiot.
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• Näytetään kaikki kolmiot. Ei suodateta mitään.
• Ei näytetä mitään. Suodatetaan kaikki kolmiot.
Rasterointi: Rasterointivaihe (Rasterization) on varjostinputken kiinteä osa, jossa edel-
lisestä vaiheesta jäljelle jääneet primitiivit pilkotaan yhden pikselin kokoisiksi diskree-
teiksi elementeiksi eli fragmenteiksi (Fragment). Tätä periaatetta on havainnollistettu
kuvassa 7. Kuhunkin fragmenttiin tallennetaan tieto sen sijainnista. Toisin kuin kak-
siulotteisen pikselin tapauksessa, fragmentin sijainti on kolmiulotteinen. Sillä on siis
myös syvyys eli yhden piirrettävän pikselin kohdalla voi olla useita fragmentteja pääl-
lekkäin. Fragmentilla voi olla sijainnin lisäksi mielivaltainen määrä muita attribuutteja,
jotka on lisätty primitiiveille aiemmissa varjostinputken vaiheissa. Tyypillisiä attribut-
teja ovat muunmuassa pinnan normaalin suunta, UV-kartasta saadut tekstuurikoordi-
naatit ja valaistukseen liittyvät erilaiset arvot. Jos kolmion kulmavertekseillä on att-
ribuutteja eriävillä arvoilla, interpoloidaan attribuuttien arvot kaikille kolmiosta muo-
dostettaville fragmenteille sen perusteella, missä fragmentti sijaitsee suhteessa kolmion
kärkiin. Rasteroidut fragmentit ohjataan edelleen pikselivarjostimelle.
Kuva 7: Kappaleen rasterointi.
Pikselivarjostin: Pikseli- eli fragmenttivarjostin (Pixel shader, fragment shader) on
varjostinputken viimeinen täysin ohjelmoitavissa oleva osa. Se saa syötteenään edelli-
sen vaiheen fragmentit ja laskee kullekin väriarvon fragmentin attribuuttien perusteella.
Pikselivarjostin on lopulta se, missä varjostinputken suurin ”taika” tapahtuu, sillä juu-
ri se on se vaihe, jossa näyttölaitteelle piirrettävien pikselien värit määrätään. Yksin-
kertaisimmillaan pikselivarjostin tuottaa jokaiselle fragmentille saman kovakoodatun
värin, mutta toisaalta se voi myös suorittaa laskutoimituksia, joissa otetaan huomioon
fragmentille asetetut kymmenet attribuutit, monimutkaiset valaistusolosuhteet ja tusi-
nan verran eri tekstuurikarttoja luodakseen lähes fotorealistisen näkymän piirrettävästä
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maailmasta. Fragmentin lopullinen väri koostuu neljästä arvosta: punaisesta, vihreästä
ja sinisestä - jotka yhdessä muodostavat RGB-väriavaruuden värin - sekä alfa-arvosta
(Alpha-value). Alfa-arvo kertoo fragmentin läpikuultavuuden: 1.0 on täysin läpikuul-
tamaton ja 0.0 on täysin läpinäkyvä.
Tulosteen käsittely: Pikselivarjostimen jälkeen kullekin väritetylle fragmentille suori-
tetaan joukko kiinteitä operaatioita, joiden lopputuloksena syntyy lopullinen piirrettä-
vä kuva. Tätä vaihetta kutsutaan tulosteen käsittelyvaiheeksi (Per-sample processing,
output-merger stage). Kullekin fragmentille suoritetaan useita testejä, joilla päätellään
onko fragmenttia vastaavan pikselin väriarvoa tarpeen muokata piirrettävässä kuvassa.
Näitä testejä ovat muunmuassa seuraavat:
• Omistajuustestillä (Pixel ownership test) testataan onko sovelluksella lupa piir-
tää fragmentin sijaintia vastaavaan ruudun pikseliin. Omistajuustesti estää sovel-
lusta piirtämästä pikseleitä oman suoritusikkunansa ulkopuolelle.
• Saksitestillä (Scissor test) testataan onko piirrettävä fragmentti jonkin ennalta-
määrätyn alueen sisällä. Sovelluksessa voidaan määrätä, että grafiikkasuoritin
saa piirtää vain tietylle alueelle. Saksitestillä voidaan estää pikselien piirtäminen
tämän alueen ulkopuolelle.
• Stensilitestillä (Stencil test) voidaan estää tiettyjen näytön osien piirtäminen.
Grafiikkasuorittimelle voi määritellä niinsanotun stensiilipuskurin (Stencil buf-
fer), jossa jokaista piirrettävää pikseliä vastaa yksi bittiarvo. Stensiilipuskuri toi-
mii sapluunana, jolla voidaan päättää pikselin tarkkuudella mitä fragmentteja
tulee piirtää ja mitä ei.
• Syvyystesti (Depth test) testaa onko fragmentti näkyvissä vai onko jokin toinen
fragmentti sen edessä. Kuten edellä mainittiin, fragmentin sijainti on kolmiulot-
teinen, mikä tarkoittaa sitä, että fragmentteja voi olla useita ”päällekkäin” samaa
pikseliä vastaavassa kohdassa. Mikäli fragmentit eivät ole läpinäkyviä, on luon-
nollista että ainoastaan lähinnä kameraa olevan tulisi näkyä. Syvyystesti sallii
ainoastaan kameraa lähimmän fragmentin muuttaa piirrettävän pikselin väriar-
voa.
Kunkin testin voi konfiguroida päälle tai pois rajapinnan operaatioilla. Tulosteen kä-
sittelyvaihe sisältää myös muita operaatioita, kuten moniotannan (Multisampling), jol-
la on mahdollista tuottaa reunanpehmennystä (Full-screen antialiasing). Lisäksi eräs
16
tämän vaiheen tärkeimpiin kuuluva operaatio on värien sekoitus (Blending). Sekoi-
tusyhtälö (Blend equation, blend function) on käyttäjän konfiguroitavissa oleva funk-
tio, joka laskee pikselille uuden värin käsiteltävän fragmentin ja pikselin vanhan värin
perusteella. Sekoitusoperaatiota tarvitaan erityisesti, mikäli käsittelyssä on läpikuulta-
via fragmentteja. Tällöin pikselin lopullinen väri muodostuu useamman päällekkäisen
fragmentin värin perusteella. Päällekkäisten fragmenttien värit yhdistetään sekoitusyh-
tälöllä. Kuvassa 8 on kuvattu tapaus, jossa läpikuultavia fragmentteja ei ole ja kaikki
pikselit saavat värinsä suoraan kameraa lähinnä olevalta fragmentilta.
Kuva 8: Fragmentit kolmiulotteisessa avaruudessa ja niistä muodostetut pikselit.
2.3.3 Varjostimet ja läpikuultavuus
Edellä mainittiin sekoitusyhtälön merkitys läpikuultavien fragmenttien piirtämisessä.
Läpikuultavien kappaleiden piirtäminen vaatii erityiskäsittelyä, joka täytyy ottaa huo-
mioon sekä näytönohjainta kutsuvan sovelluksen että itse varjostinohjelmien osalta.
Perehdytään seuraavaksi pintapuolisesti tähän erityiskäsittelyyn.
Läpikuultavat kappaleet täytyy piirtää hyvin tarkassa järjestyksessä, jotta ne piirtyvät
oikein. Tyypillisesti piirrettävän näkymän kappaleet jaotellaan kahteen ryhmään: läpi-
kuultaviin ja läpikuultamattomiin. Läpikuultamattomat kappaleet piirretään aina ensin,
koska niiden takana olevia kappaleita ei kuitenkaan tulla näkemään. Tämän jälkeen lä-
pikuultavat kappaleet piirretään ns. back-to-front-järjestyksessä eli kamerasta kauim-
maisesta lähimpään. Sekoitusyhtälönä tässä tekniikassa käytetään seuraavaa yhtälöä:
O = aS + (1− a)D
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Tässä O on pikseliin kirjoitettava väri, S on pikselivarjostimen tuottama väri, D on
pikselin aikaisempi väri ja a on pikselivarjostimen tuottama alfa-arvo. Pikselin väri
on siis kahden komponentin painotettu summa. Nämä komponentit ovat piirrettävän
kappaleen väri ja kappaleen takana olevan maailman väri tuossa yhden pikselin kokoi-
sessa kohdassa. Komponenttien painot riippuvat piirrettävän kappaleen alfa-arvosta.
Suuremmalla alfa-arvolla kappaleen väri vaikuttaa lopulliseen pikselin väriin enem-
män peittäen takana piirtyvää maailmaa tehokkaammin. Pienellä alfa-arvolla kappale
on puolestaan läpikuultavampi ja taustan maailman värit tulevat tehokkaammin kap-
paleen läpi. Juuri tämän sekoitusyhtälön takia kappaleet täytyy piirtää järjestyksessä
kauimmaisesta lähimpään. Nimittäin jotta läpikuultavan kappaleen pikseleiden väriar-
vot voidaan laskea, täytyy ensin tietää kappaleen taakse piirretyn maailman väri kunkin
pikselin kohdalla.
On olemassa myös tekniikoita, joissa kappaleet piirretään eri järjestyksessä, esim. lä-
himmäisestä kauimmaiseen. Emme tässä käsittele niitä tai niiden vaatimia sekoitusyh-
tälöitä tarkemmin. Riittää ymmärtää, että käytettiinpä läpikuultavuuden piirtämiseen
mitä tekniikkaa tahansa, piirrettäviä kappaleita ei voi piirtää mielivaltaisessa järjestyk-
sessä. Kaikkien tekniikoiden yhteisenä tekijänä on se, että piirrettävät kappaleet täytyy
järjestää ennen piirtämistä hyvin tarkkaan järjestykseen.
Geometriavarjostin ja läpikuultavuus: Geometriavarjostin saa erityismaininnan läpi-
kuultavuuden osalta. Geeks3D:n (2015) artikkelissa esitelty esimerkkiohjelma osoit-
taa, että yksittäisen piirtokutsun sisällä fragmenttien tarkka piirtojärjestys vaihtelee
suuresti käytettävästä laitteistosta riippuen. Näinollen generoitaessa läpikuultavia pri-
mitiivejä geometriavarjostimella täytyy piirtojärjestykseen kiinnittää erityistä huomio-
ta. Jos geometriavarjostin luo näytölle päällekkäisiä primitiivejä, ei ole mitään takeita
siitä, että niiden fragmentit piirtyisivät oikeassa järjestyksessä. Niinpä geometriavar-
jostinta tulee välttää sellaisten läpinäkyvien primitiivien luomiseen, jotka asettuvat lo-
pulliseen kuvaan limittäin.
2.4 Varjostimien vertailuperusteet
Edellä tarkasteltiin varjostinputkea ja näytönohjaimen toimintaa periaatteen tasolla.
Selvitetään seuraavaksi millä kriteereillä luvun 5 vertailu on tehty ja miksi nämä kri-
teerit ovat relevantteja. Tutustutaan ensin suorituskykymittauksissa käytettyyn laitteis-
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toon. Tämän jälkeen kohdissa 2.4.2 ja 2.4.3 suorituskykyä mittaaviin, raakoihin nume-
roihin perustuviin vertailuperusteisiin - varjostimien piirtonopeuteen ja muistinkäyt-
töön - ja lopuksi kohdassa 2.4.4 subjektiivisempiin seikkoihin, kuten varjostimien tuot-
tamaan lopputulokseen.
2.4.1 Käytetty laitteisto
Jotta suorituskykymittaukset olisivat mahdollisimman luotettavia, on käytetty laitteisto
pyritty pitämään kaikissa mittauksissa mahdollisimman samana. Testilaitteiston suorit-
timena toimii 3.30GHz taajudella tikittävä Intel Core i5 2500K ja keskusmuistia siinä
on 8 gigatavua. Mittaukset on tehty kahteen otteeseen kahta eri näytönohjainta käyt-
täen. Käytetyt näytönohjaimet ovat Nvidia GeForce GTX 460 ja AMD Radeon HD
5700.
2.4.2 Piirtonopeus
Reaaliaikaista grafiikkaa piirtävän sovelluksen suorituskykyä mitatessa eräs tärkeim-
mistä huomioonotettavista seikoista on se, kuinka nopeasti kuva voidaan piirtää. Lop-
pukäyttäjän kannalta on äärimmäisen tärkeää, että sovellus toimii sulavasti. Jos ku-
van piirtämisessä kestää liian kauan, tulee sovelluksen käyttämisestä epämiellyttävää
ja vaivalloista.
Piirtonopeus mittaa raakaa suoritustehoa ja siinä näkyvät kaikki suorituskyvyn pul-
lonkaulat. Reaaliaikaista grafiikkaa käyttävän sovelluksen tulee pystyä päivittämään
ruutua useita kymmeniä kertoja sekunnissa, jotta piirretty kuva pysyy sulavana. Suo-
rituskykyä mitataan näissä tapauksissa tyypillisesti laskemalla kuinka monta kertaa
sekunnissa sovellus piirtää kuvan ruudulle eli sovelluksen näyttötaajuudella (frame
rate). Näyttötaajuuden yksikkönä käytetään lyhennettä fps (frames per second). Toi-
nen vaihtoehto on mitata kuinka kauan sovelluksella keskimäärin kestää piirtää yk-
si kuva ruudulle. Tätä kutsutaan piirtoajaksi. Näillä mittareilla on suora yhteys kaa-
van näyttötaajuus = 1
piirtoaika
mukaisesti. Tämän tutkielman varjostimien vertailuun
on käytetty piirtoaikaa, sillä suorituskykyerojen hahmottaminen on suoraviivaisempaa
operaatioon käytetyn ajan perusteella kuin sen perusteella, kuinka monesti operaatio
pystytään suorittamaan sekunnissa.
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Luvun 5 piirtoaikamittaukset on tehty tätä tutkielmaa varten toteutetulla sovelluksel-
la, joka käyttää hyväkseen jMonkeyEngine-grafiikkakirjastoa. Tämä grafiikkakirjasto
tarjoaa valmiin toiminnallisuuden sovelluksen keskimääräisen piirtoajan tarkkailuun
(jMonkeyEngine, 2016). Tämän operaation antama arvo on tarkistettu oikeelliseksi
Fraps- (Fraps, 2016) ja GeForce Experience (Nvidia Corporation, 2016) -sovellusten
monitorointityökaluilla.
Mittauksissa on pyritty selvittämään piirrettävien kolmioiden määrän vaikutusta piir-
toaikaan mittaamalla eri kappaleiden piirtämiseen käytettyä aikaa kummallakin edelli-
sessä kohdassa mainitusta näytönohjaimesta. Näin on pyritty selvittämään kuinka hy-
vin varjostintoteutukset suoriutuvat monimutkaistuvista kappaleista ja löytämään eroja
toteutusten suorituskyvystä.
2.4.3 Muistinkäyttö
Piirtoajan lisäksi on hyvä kiinnittää huomiota myös sovelluksen muistinkäyttöön.
Muistinkäyttö ei ole ollut enää viime aikoina yhtä kriittinen osa-alue sovelluksen suo-
rituskyvyn mittausta - erityisesti 64-bittisten laitteiden yleistyttyä muistia on suurim-
massa osassa laitteita runsaasti. Tästäkin huolimatta muistinkäyttöä on syytä tarkkail-
la. Tässä tutkielmassa esitettyjen varjostintoteutusten muistinkäyttöä on mitattu sekä
keskusmuistin että näytönohjaimen muistin suhteen.
Keskusmuistin osalta on mitattu näytönohjainta kutsuvan sovelluksen kokonaismuis-
tinkäyttöä. Vaikka sovellus onkin toteutettu pääosin Java-kielellä, sen käyttämän
jMonkeyEngine-kirjaston ydintoiminnallisuudet on toteutettu käyttöjärjestelmän na-
tiivikoodina, ja niinpä esimerkiksi Java-virtuaalikoneen profilointityökalut eivät riitä
muistinkäytön selvittämiseksi hienojakoisemmin. Siispä on jouduttu tyytymään sovel-
luksen kokonaismuistinkäyttöön. Tutkielman mittauksissa keskusmuistin käyttö on mi-
tattu Windows 7 -käyttöjärjestelmän tarjoamilla monitorointityökaluilla.
Keskusmuistin lisäksi suorituskykymittauksissa on myös otettu huomioon kuinka pal-
jon varjostintoteutukset käyttävät näytönohjaimen muistia. Näytönohjaimen muistin-
käyttö on mitattu TechPowerUp GPU-Z -sovelluksen versiolla v0.8.6 (TechPowerUp,
2016).
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2.4.4 Muut ominaisuudet
Edellä mainittujen suorituskykymittausten lisäksi luvussa 5 on pohdittu varjostinto-
teutusten eroja subjektiivisemmilla ja vähemmän teknisillä osa-alueilla. Vertailussa on
käsitelty seuraavia seikkoja:
• Lopputuloksen näyttävyys: Suorituskyvyn rinnalla vähintäänkin yhtä tärkeä
seikka varjostimien vertailussa on niiden tuottama visuaalinen lopputulos. Kun-
han sovellus pyörii sulavalla kuvataajuudella, on varjostimen tärkein arvostelu-
kriteeri varmasti sen tuottaman grafiikan näyttävyys. Siitä on kuitenkin subjek-
tiivisen luonteensa johdosta hankala löytää objektiivista vertailukohtaa. Tutkiel-
massa esitettyjen varjostimien tuottaman grafiikan eroavaisuuksia pyritään kui-
tenkin vertailemaan niiltä osin kuin on mahdollista.
• Tekninen toteutus: Varjostimen ja sitä kutsuvan ohjelman tekninen toteutus on
lopputuloksen kannalta suurilta osin epäoleellinen seikka. Joissain tapauksis-
sa sillä on kuitenkin merkitystä muihin sovelluksen ratkaisuihin ja teknologia-
valintoihin liittyen. Varjostintoteutuksessa voidaan esimerkiksi käyttää sellais-
ta OpenGL- tai Direct3D-rajapinnan ominaisuutta, jota vanhat rajapinnan ver-
siot eivät tue. Tällöin sovellus ei toimi laitteistolla, joka ei tue kyseistä tai sitä
uudempia rajapinnan versiota. Tutkielmassa esitettyjä varjostimia pyritään ver-
tailemaan niiden toteutuksen suhteen selvittäen samalla mahdolliset toteutuksen
luonteesta johtuvat rajoitukset.
• Laajennettavuus ja jatkokehitysmahdollisuudet: Molemmat tutkielmassa esite-
tyt varjostimet ovat sellaisenaan hyvin yksinkertaisia ja pelkistettyjä. Niinpä nii-
den teknisten toteutusten vertailun lisäksi tutkielmassa pohditaan mahdollisuuk-
sia niiden laajentamiseen ja jatkokehittämiseen. Edellistä kohtaa mukaillen, tie-
tyt tekniset ratkaisut toisaalta sulkevat joitain mahdollisuuksia pois, mutta myös
avaavat toisia.
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3 Shells and fins -tekniikka
Edellä tutustuttiin modernin näytönohjaimen toimintaperiaatteseen ja teoriapohjaan,
jota tässä esitellyt varjostimet vaativat. Seuraavaksi esitellään eräs karvapeitteen reaa-
liaikaiseen piirtämiseen yleisesti käytetty tekniikka. Tekniikka on esitelty pääpiirteis-
sään Nvidian (2007) artikkelissa, mutta käydään se vielä tässä seikkaperäisemmin läpi.
Myöhemmin esiteltävä varjostintoteutus on tehty itse Nvidian artikkelin pohjalta.
Seuraavaksi esiteltävää tekniikkaa kutsutaan shells and fins -tekniikaksi ja sitä käyte-
tään tutkielmaa varten toteutetun karvapeitevarjostimen vertailukohtana. Nimensä mu-
kaisesti siinä piirretään karvapeite kahdessa toisistaan riippumattomassa osassa ja niin-
pä toteutus koostuu kokonaisuudessaan kahdesta erillisestä varjostintoteutuksesta. Pe-
rehdytään seuraavaksi shells and fins -tekniikkaan siten, että ensin käsitellään periaat-
teen tasolla shells-varjostin ja sitten fins-varjostin. Periaatteeseen tutustumisen jälkeen
esitellään vastaavasti GLSL-varjostintoteutukset molemmista osuuksista. Tämän jäl-
keen esitellään millaisia tuloksia varjostimet tuottavat käytännössä ja lopuksi tutustu-
taan vielä shells and fins -tekniikan heikkouksiin ja rajoituksiin.
3.1 Shells: kuorien piirtäminen
Karvapeitteen shells and fins -tekniikalla piirtämisen näkyvämpi osuus on ns. kuorien
(shells) piirtäminen. Tämän tekniikan perusajatuksena on piirtää kappale useaan ottee-
seen siten, että jokaisella kerralla kappaleen pinta piirretään hieman edellisen yläpuo-
lelle. Piirtämällä pinta monta kertaa päällekkäin saadaan luotua illuusio karvapeitteen
paksuudesta. Kappaleen alin kerros piirretään aina pohjalle täysin läpinäkymättömänä.
Alimman kerroksen yläpuolelle aletaan piirtämään yksi kerrallaan lisää kerroksia eli
kuoria. Nämä kuoret piirretään osittain läpinäkyviksi siten, että syntyy illuusio kappa-
leen pinnasta kasvavista yksittäisistä karvoista. Kuva 9 havainnollistaa tätä periaatetta.
3.2 Fins: siivekkeiden piirtäminen
Edellisessä kohdassa kuvattu tekniikka on riittävä kunhan kameran kuvakulma on sel-
lainen, että kappaletta tarkastellaan jotakuinkin kohtisuoraan. Tällöin kuoret piirtyvät
siististi päällekäin ja luovat tehokkaasti illuusion karvapeitteen paksuudesta, kuten ku-
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Kuva 9: Kuorien piirtäminen kappaleelle.
vassa 10 on kuvattu. Ongelmia syntyy, kun kappaleen pinta piirretään liian jyrkästä
kuvakulmasta. Kuvassa 11 on havainnollistettu mitä tapahtuu kun kuoret piirretään lä-
hes täysin sivusta päin. Yksittäiset kuorikerrokset eivät enää kykene luomaan illuusiota
yhtenäisestä karvapeitteestä, vaan niiden väliin jää tyhjää tilaa ja ne ovat selvästi ero-
teltavissa erillisiksi kerroksikseen.
Kuva 10: Kuoret sopivasta kuvakulmasta.
Tämä ongelma ratkeaa piirtämällä kappaleelle ns. siivekkeet (fins). Siivekkeet ovat kap-
paleen siluetin ympärille piirrettävät kaksiulotteiset ulokkeet, joiden pinta vastaa ulko-
näöltään kuorilla tuotettavan karvapeitteen ulkonäköä. Kappaleen reunat siis tunniste-
taan ja niihin generoidaan lisämuotoja, jotka sitten väritetään karvapeitteen väriseksi.
Kuvassa 12 on havainnollistettu siivekkeiden generointia kuution siluetin ympärille.
Kuvassa 13 puolestaan on esitetty kuinka siivekkeillä voidaan täydentää kuorien luo-
maa karvapeitteen illuusiota tarkasteltaessa kappaletta epäsuotuisista kulmista. Siivek-
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Kuva 11: Kuoret liian jyrkästä kuvakulmasta.
keillä voidaan täyttää kuorien väliin jäävä tyhjä tila, joka on kuvassa merkitty vaaleam-
malla punaisella. Muut alueet siiveikkeiden pinnasta piirretään läpinäkyvinä.
Kuva 12: Siivekkeiden luonti kuution siluetin ympärille.
Kuva 13: Kuoret ja siivekkeet yhdessä.
3.3 Shells-varjostimen toteutus
Edellä esiteltiin shells and fins -tekniikan periaate. Perehdytään seuraavaksi sen käy-
tännön toteutukseen. Käsitellään ensin tässä kohdassa shells-varjostimen toteutus ja
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seuraavassa kohdassa vastaavasti fins-varjostimen toteutus. Shells-osuus koostuu ai-
noastaan verteksi- ja pikselivarjostimesta. Tutustutaan niiden GLSL-toteutuksiin tässä
järjestyksessä.
Tässä esiteltävä shells-varjostimen toteutus vaatii erityiskäsittelyä näytönohjainta kut-
suvan ohjelman puolelta. Geometriavarjostimen käyttö kuorien generointiin ei ole jär-
kevää kohdassa 2.3.3 mainittujen rajoitusten takia. Kuoret ovat osin läpikuultavia, jo-
ten niiden virheetöntä piirtämistä ei pystytä takaamaan geometriavarjostinta käyttäen.
Näinollen näytönohjaimelle annetaan useita piirtokäskyjä. Yksi piirtokäsky esiteltä-
vällä varjostimella piirtää kappaleelle yksittäisen kuoren, joten piirtokutsuja näytö-
nohjaimelle on tehtävä kuorien määrän verran. Tämä monimutkaistaa näytönohjainta
kutsuvan sovelluksen toteutusta hiukan. Käytännössä yksittäisen OpenGL-rajapinnan
tarjoaman piirto-operaation sijaan sovellus kutsuu piirto-operaatiota eri parametreil-
la vaikkapa 20 kertaa silmukan sisällä. Emme tässä tutkielmassa perehdy tarkemmin
OpenGL-rajapinnan käyttöön tai näytönohjainta kutsuvan sovelluksen toteutukseen.
3.3.1 Shells-varjostimen verteksivarjostin
Shells-varjostimen verteksivarjostimen GLSL-toteutus on esitelty liitteessä 1. Kysessä
on suhteellisen yksinkertainen verteksivarjostintoteutus, joka liikuttaa kutakin vertek-
siä verteksin normaalin suuntaan sen perusteella monesko kuori on kyseessä. Mielen-
kiintoisin rivi tässä toteutuksessa lienee seuraava rivi:
vec3 offset = m_Layer*m_Length*normalize(inNormal);
Tällä rivillä lasketaan kuinka paljon verteksiä tulee siirtää alkuperäiseen sijantiin näh-
den. Useat eri asiat vaikuttavat siihen.
Näytönohjainta suorittava ohjelma ilmoittaa varjostimelle karvapeitteen pituuden para-
metrilla m_Length. Liukulukuparametri m_Layer kertoo varjostimelle sen, mitä kuorta
ollaan piirtämässä. Sen arvo on väliltä [0.0, 1.0], jossa 0.0 merkitsee alinta kuorta ja
1.0 päällimmäistä kuorta. Jos piirrettävä kappale on vaikkapa eläin, voidaan alin kuori
mieltää sen ihoksi ja päällimmäinen kuori aivan karvojen pisimmiksi latvoiksi. Näy-
tönohjainta kutsuvan sovelluksen tulee huolehtia, että tämä parametri saa eri arvon
jokaista piirrettävää kuorta kohti. Esimerkiksi 30-kuorisen karvapeitteen tapauksessa
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ensimmäinen kuori saisi arvon 0
30−1 = 0.0, toinen kuori arvon
1
30−1 ≈ 0.034 jne. 30.
kuorelle tulisi näin arvo 29
30−1 = 1.0.
Kertomalla edellämainitut arvot keskenään saadaan arvo, jolla verteksin normaalia voi-
daan skaalata saaden tulokseksi siirtymän (offset). Verteksiä siirretään siirtymän ver-
ran ja suoritetaan kohdassa 2.2.2 esitelty koordinaatiomuunnos kertomalla verteksin si-
jainti matriisilla g_WorldViewProjectionMatrix. Lisäksi verteksin tekstuurikoordinaatit
kirjoitetaan ulosmeneviin arvoihin, sillä niitä tarvitaan vielä pikselivarjostimessa.
3.3.2 Shells-varjostimen pikselivarjostin
Shells-varjostimen pikselivarjostimen GLSL-toteutus on esitetty liitteessä 2. Tässä vai-
heessa ollaan siis tilanteessa, jossa kuorien muodot on luotu, mutta niiltä puuttuu vielä
väritys. Lisäksi kuoret tulee käsitellä siten, että mitä ulommaksi alkuperäisen kappa-
leen pinnalta mennään, sitä enemmän läpinäkyvää aluetta kuoreen jätetään, kuten ku-
vissa 9 ja 10 esitettiin. Tämä ongelma saadaan ratkaistua uudella bittikarttaparametrilla
m_FurPattern, joka kuvailee millainen kuvio karvapeitteeseen piirretään. Yksinkertai-
simmillaan tämä bittikartta voi olla sellainen, jossa joka toinen pikseli on valkoinen ja
joka toinen musta. Valkoiset pikselit merkitsevät yksittäistä karvaa ja mustat pikselit
sitä, että sen kohdalle tulee jättää aukko. Käytännössä kuitenkin karvapeitteestä saa-
daan näyttävämmän näköinen käyttämällä koko harmaata väriskaalaa, kuten vaikkapa
kuvassa 14 esitetyssä bittikartassa on tehty.
Kuva 14: Esimerkki m_FurPattern-parametrin bittikartasta.
Lisäksi varjostimen käytössä on parametri m_PatternScale, joka kertoo skaalan pa-
rametrin m_FurPattern määräämälle kuviolle. Suuremmat m_PatternScale-parametrin
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arvot tuottavat tiheämpää kuviota.
Pikselivarjostin tarkistaa heti ensimmäiseksi, että onko kyseessä alin piirrettävä kuori.
Jos näin on, ei haaskata resursseja läpikuultavuuden laskemiseen vaan piirretään alku-
peräinen kappale sellaisenaan ylempien kerrosten alle. Ylemmille kuorille puolestaan
lasketaan ensiksi fragmentin läpinäkuultavuus eli alfa-arvo. Tämä tapahtuu riveillä:
vec2 pCoord = texCoord*m_PatternScale;
float pValue = texture2D(m_FurPattern, pCoord).r;
alpha = pValue*(1-m_Layer);
if(alpha < 0.001) discard;
Fragmentille luetaan m_FurPattern-bittikartasta arvo fragmentin tekstuurikoordinaat-
tien ja m_PatternScale-parametrin määräämästä kohdasta. Tässä on huomioitava, että
mikäli tämä piste olisi näennäisesti bittikartan rajojen ulkopuolella, se kuitenkin pako-
tetaan osumaan johonkin bittikartan pikseliin. Voidaan kuvitella, että bittikarttan ko-
pioita on ladottu vieri viereen äärettömästi sekä pysty- että vaakasuunnassa ja lukipa
siitä väriarvon mistä tahansa tuloksena on aina sallittu arvo. Jos siis bittikartan leveys
on 1.0, koordinaatit (0.0, 0.0), (1.0, 0.0), (0.0, 1.0) ja (10.0, 15.0) kaikki kuvaavat sa-
maa pikseliä.
Jos fragmentin tekstuurikoordinaattien ja m_PatternScale-parametrin määräämä pis-
te m_FurPattern-bittikartassa osuu tummalle alueelle, on fragmentin alfa-arvo hyvin
pieni ja niinpä fragmentista tulee läpinäkyvä. Mitä vaaleammalle alueelle piste osuu,
sitä vähemmän fragmentti kuultaa läpi. Lisäksi fragmentin läpikuultavuuteen vaikuttaa
se, monenteenko kuoreen se kuuluu. Ylempien kuorien fragmentit ovat automaattisesti
läpikuultavampia. Lisäksi täysin läpinäkyvät fragmentit hylätään discard-operaatiolla.
Lopuksi fragmentti saa saman värin kuin sen alla oleva alkuperäisen kappaleen pin-
ta, mutta kuitenkin siten, että karvapeitteen juuressa olevia fragmentteja tummenne-
taan hieman. Näin saadaan korostettua vaikutelmaa karvapeitteen paksuudesta. Tämä
tapahtuu seuraavilla riveillä:
float shadowFactor =
1.0 - m_ShadowIntensity * (1.0 - m_Layer);
vec3 color = texture2D(m_ColorMap, texCoord).rgb;
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output_color.rgb = shadowFactor*color;
output_color.a = alpha;
Fragmentin väriarvo luetaan tekstuurikoordinaatteja hyväksi käyttäen bittikartasta
m_ColorMap. Tätä väriä tummennetaan kertoimella shadowFactor, joka lasketaan
edellisellä rivillä m_ShadowIntensity-parametrin ja sen kuoren perusteella, johon frag-
mentti kuuluu. Fragmentin väriarvo ja alfa-arvo kirjoitetaan muuttujaan output_color,
josta näytönohjain osaa sen poimia jatkokäsittelyä varten.
3.4 Fins-varjostimen toteutus
Edellä tutustuttiin shells and fins -tekniikan shells-varjostimen GLSL-toteutukseen.
Seuraavaksi esitellään puolestaan saman tekniikan fins-osuuden toteuttava varjostin-
koodi. Perehdytään GLSL-varjostintoteutuksiin suoritusjärjestyksessä eli käsitellään
ensin verteksivarjostin. Tämän jälkeen käsitellään geometriavarjostin ja lopuksi pikse-
livarjostin.
Esitellyssä toteutuksessa shells and fins -tekniikan siivekkeet luodaan dynaamisesti
geometriavarjostimella. Geometriavarjostin tunnistaa kappaleen ulkoreunat ja generoi
niistä ulospäin kasvavat siivekkeet. Jotta reunantunnistus geometriavarjostimella olisi
mahdollista, täytyy näytönohjainta kutsuvassa sovelluksessa tehdä erityistoimenpitei-
tä. Tyypillisesti geometriavarjostin saa syötteenään yhden yksinkertaisen primitiivin,
eli yksittäisen verteksin, särmän tai kolmion. Pelkästään näillä tiedoilla reunantunnis-
tus ei ole mahdollista, sillä yksittäisestä kolmiosta - saati sitten särmästä tai verteksistä
- ei pysty mitenkään päättelemään kuinka se sijoittuu suhteessa piirrettävään kappalee-
seen. Siispä lisäksi tarvitaan tietoa primitiiviä ympäröivästä alueesta.
OpenGL tarjoaa mahdollisuuden piirtotilaan, jossa geometriavarjostin saa syötteenään
käsiteltävän primitiivin lisäksi sitä ympäröivät kolmiot. Särmän tapauksessa kyse on
siis niistä kolmioista, joiden yhteinen sivu käsiteltävä särmä on, ja kolmion tapauk-
sessa ne kolmiot, jotka jakavat yhteisen sivun käsiteltävän kolmion kanssa. Kuva 15
havainnollistaa särmää ja kolmiota ympäröiviä kolmioita. Tämä piirtotila ei ole käytet-
tävissä vertekseille.
Kustakin särmästä voidaan sitä ympäröivien kolmioiden perusteella päätellä kuuluu-
ko särmä kappaleen siluetin muodostavaan särmäjoukkoon vai ei. Kappaleen reunalla
28
Kuva 15: Särmää ja kolmiota ympäröivät kolmiot.
olevan särmän viereisistä kolmioista toinen on aina kameraan päin ja toinen kamerasta
poispäin. Muissa särmissä puolestaan molemmat kolmiot ovat samaan suuntaan. Ku-
vassa 16 on esitetty tavallinen särmä ja kappaleen reunasärmä.
A
B
C
D
A
B
C
D
Kuva 16: Tavallinen särmä (vas.) ja kappaleen reunalla oleva särmä.
Kun särmää ympäröivien kolmioiden kulmapisteet ovat tiedossa, voidaan kolmioille
muodostaa normaalit, joista puolestaan saadaan laskettua pistetulon avulla osoittaako
kolmio kameraan päin vai kamerasta poispäin. Kuvassa 17 on esitetty kuvan 16 kol-
miot särmiin nähden ylhäältäpäin kuvattuna. Kuvan 16 pisteet B ja C ovat siinä siis
päällekkäin. Kolmion suunnan kameran suhteen selvittämiseksi muodostetaan vektori
~PB kamerasta pisteeseen B. Tämän jälkeen vektorin ~PB ja kolmioiden normaalivek-
torien (vektorit ~NABC ja ~NBCD kuvassa 17) väliset kulmat saadaan laskettua pistetuloa
käyttäen kaavasta ~PB · ~N = | ~PB|| ~N |cos(α), missä N on kuvan 17 vektori ~NABC
tai ~NBCD ja α on vektoreiden välinen kulma. Tässä vektorien välisen kulman tarkkaa
arvoa ei tarvitse laskea, vaan riittää tietää, että onko se yli vai alle 90◦. Koska vek-
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torien pituudet | ~PB| ja | ~N | ovat aina positiivisia sekä cos(α) > 0, kun α < 90◦, ja
cos(α) < 0, kun α > 90◦, voidaan kolmioiden suunnat päätellä suoraan pistetulon
~PB · ~N tuloksen etumerkistä. Positiivinen tulos tarkoittaa, että kolmio on kameraan
päin ja negatiivinen tulos, että kolmio on kamerasta poispäin.
A
B D
A
B
D
P P
N
BCD
N
ABC
N
BCD
N
ABC
Kuva 17: Tavallinen särmä (vas.) ja kappaleen reunalla oleva särmä yläpuolelta kuvat-
tuna.
3.4.1 Fins-varjostimen verteksivarjostin
Fins-varjostimen verteksivarjostimen GLSL-toteutus on esitetty liitteessä 3. Se on
hyvin yksinkertainen toteutus, joka ainoastaan kirjoittaa syötteenä tulevat arvot
eteenpäin geometriavarjostimelle. Jatkossa tullaan tarvitsemaan verteksin normaalia
(vertex_out.normal) ja tekstuurikoordinaatteja (vertex_out.tex_coord) sekä sijaintia
(gl_Position). Nämä arvot luetaan syötteenä tulevasta 3D-datasta ja tallennetaan seu-
raavia vaiheita varten.
3.4.2 Fins-varjostimen geometriavarjostin
Fins-varjostimen geometriavarjostinosuuden GLSL-toteutus on kuvattu liitteessä 4.
Heti geometriavarjostimen alussa on mielenkiintoiset rivit:
layout(lines_adjacency) in;
30
layout(triangle_strip, max_vertices=4) out;
Nämä rivit kertovat millaista dataa geometriavarjostimeen tulee sisään ja millaista da-
taa siitä lähtee ulos. Tässä tapauksessa sisääntuleva data koostuu särmistä, joissa on
mukana kohdassa 3.4 kuvattu vierekkäisyystieto (adjacency). Uloslähtevä data puoles-
taan koostuu neliverteksisistä kolmiojoukoista, eli kahdesta kolmiosta muodostuvis-
ta primitiiveistä. Syötteenä tulevassa datassa on yhteensä neljä verteksiä, jotka muo-
dostavat käsiteltävän särmän ja sitä ympäröivät kolmiot. Verteksit on nimetty GLSL-
koodissa samoin kuin kuvissa 16 ja 17, eli käsiteltävä särmä muodostuu pisteistä B ja
C, kun taas sitä ympäröivien kolmioiden kolmannet kärkipisteet ovat pisteissä A ja D.
Piste P puolestaan on kameran sijainti.
Varjostimessa muodostetaan ensin tarvittavat vektorit ~AB, ~BC, ~BD ja ~PB. Tämä ta-
pahtuu seuraavilla riveillä:
vec3 vec_ab = (pos_b_world - pos_a_world).xyz;
vec3 vec_bc = (pos_c_world - pos_b_world).xyz;
vec3 vec_bd = (pos_d_world - pos_b_world).xyz;
vec3 vec_pb = pos_b_world.xyz - g_CameraPosition;
Seuraavaksi muodostetaan kolmioiden ABC ja BCD normaalivektorit ristituloa käyt-
täen. Kahden vektorin ristitulo tuottaa tuloksenaan vektoreiden määrittämää tasoa vas-
ten kohtisuorassa olevan yksikkövektorin, eli tässä tapauksessa vektoreiden määrittä-
män kolmion normaalivektorin. Tähän käytetään GLSL-kielen sisäänrakennettua ope-
raatiota cross():
vec3 normal_abc = cross(vec_ab, vec_bc);
vec3 normal_bcd = cross(vec_bd, vec_bc);
Tämän jälkeen tarkistetaan osoittavatko kolmiot eri suuntiin kamerasta katsottuna ku-
ten kohdassa 3.4 kuvattiin. Jos toinen osoittaa kameraan päin ja toinen kamerasta pois-
päin, ovat vektorin ~PB ja kolmioiden normaalivektoreiden pistetulot erimerkkiset ja
pistetulojen tulo on näinollen negatiivinen. Jos taas kolmiot osoittavat samaan suun-
taan, on pistetulojen tulo aina positiivinen. Tähän käytetään GLSL-kielen sisäänraken-
nettua pistetulo-operaatiota dot():
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if(dot(vec_pb, normal_abc)*dot(vec_pb, normal_bcd) < 0) {
...
}
Näin löydetyt särmät edustavat kappaleen ulkoreunoja kameran kuvakulmasta katsot-
tuna. Tämän jälkeen täytyy laskea sijainnit kahdelle lisäverteksille. Siinä missä käsi-
teltävän särmän verteksit B ja C edustavat piirrettävän siivekkeen alareunaa, täytyy
geometriavarjostimen luoda siivekkeen yläreuna dynaamisesti syöttenä tulevan datan
perusteella. Kuvassa 18 on havainnollistettu siivekkeen generointia geometriavarjosti-
messa.
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Kuva 18: Siivekkeen generointi reunasärmälle.
Verteksiä B vastaava siivekkeen yläreunan piste B2 voidaan löytää siirtymällä vertek-
sin B sijainnista karvapeitteen pituuden verran verteksin normaalin suuntaan. Geo-
metriavarjostin saa karvapeitteen pituuden näytönohjainta kutsuvalta sovellukselta pa-
rametrissa m_Length. Verteksille C lasketaan vastaavasti sijainti C2. Tämä tapahtuu
toteutuksessa seuraavilla riveillä:
vec3 normal_b = normalize(vertex_in[1].normal);
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vec3 normal_c = normalize(vertex_in[2].normal);
vec4 pos_b2 = pos_b + m_Length*vec4(normal_b, 0.0);
vec4 pos_c2 = pos_c + m_Length*vec4(normal_c, 0.0);
Tämän jälkeen täytyy enää luoda kolmiot BB2C ja B2CC2 sekä asettaa niille pikseli-
varjostimen vaatimat arvot. Esimerkiksi verteksi B kirjoitetaan seuraavilla riveillä:
vec4 pos_b_view = g_WorldViewProjectionMatrix * pos_b;
gl_Position = pos_b_view;
vertex_out.tex_coord = vertex_in[1].tex_coord;
vertex_out.hair_depth = 0.0;
vertex_out.hair_pos = 0.0;
EmitVertex();
Verteksin sijainnille suoritetaan ensin kohdassa 2.2.2 esitetty koordinaatiomuunnos
kertomalla se parametrina saadulla matriisilla g_WorldViewProjectionMatrix, jonka
jälkeen sijainti kirjoitetaan GLSL:n tarjoamaan muuttujaan gl_Position. Verteksin
tekstuurikoordinaatit kirjoitetaan puolestaan muuttujaan vertex_out.tex_coord. Näi-
den lisäksi kullekin verteksille annetaan kaksi lisäarvoa. Verteksille asetettava arvo
hair_depth kertoo kuinka syvällä karvapeitteessä ollaan. Juuressa olevat verteksit B ja
C saavat syvyysarvokseen 0.0 ja latvaverteksit B2 ja C2 saavat arvon 1.0. Vastaavasti
arvo hair_pos kertoo missä verteksi on vaakasuunnassa generoitavaan siivekkeeseen
nähden. Verteksit B ja B2 saavat tämän muuttujan osalta arvokseen 0.0, kun taas ver-
teksitC jaC2 saavat arvon 1.0. Näiden arvojen avulla pikselivarjostimessa voidaan pai-
kantaa kunkin piirrettävän fragmentin sijainti siivekkeen sisällä. Verteksi tallennetaan
GLSL-kielen operaatiolla EmitVertex() (Kessenich & al, 2015 s.182). Vastaava käsitte-
ly suoritetaan kaikille vertekseille B, B2, C ja C2 vastaavassa järjestyksessä. Lopuksi
kutsutaan GLSL-kielen operaatiota EndPrimitive(), joka viimeistelee primitiivin ja se
voi jatkaa matkaansa varjostinputkessa eteenpäin (Kessenich & al, 2015 s.182).
3.4.3 Fins-varjostimen pikselivarjostin
Fins-varjostimen pikselivarjostimen GLSL-toteutus on kuvattu liitteessä 5. Se saa syöt-
teenään geometriavarjostimessa luoduista siivekkeistä rasteroidut fragmentit. Kullakin
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fragmentilla on erikseen tieto tekstuurikoordinaateista (vertex_in.tex_coord) ja frag-
mentin sijainnista siivekkeen suhteen (vertex_in.hair_pos ja vertex_in.hair_depth).
Geometriavarjostimessa jälkimmäiset muuttujat saivat arvoja 1.0 ja 0.0, joten niis-
tä fragmenteille interpoloidut arvot ovat suljetulla välillä [0.0, 1.0]. Lisäksi pikseli-
varjostimella on käytössään näytönohjainta kutsuvalta sovellukselta saadut bittikart-
taparametrit m_ColorMap ja m_FurPattern. Shells-varjostintoteutuksen tapaan piirret-
tävän fragmentin väriarvo luetaan bittikartasta m_ColorMap ja alfa-arvo bittikartas-
ta m_FurPattern. Väriarvo luetaan värikartasta fragmentin tekstuurikoordinaatteja ja
GLSL:n texture2D()-operaatiota käyttäen seuraavalla rivillä:
vec3 color = texture2D(m_ColorMap, vertex_in.tex_coord).rgb;
Fragmentin alfa-arvo luetaan puolestaan bittikartasta m_FurPattern fragmentin suh-
teellisen sijainnin, eli arvojen vertex_in.hair_pos ja vertex_in.hair_depth, määrittämäs-
tä kohdasta. OpenGL-spesifikaation mukaan bittikartan origo, eli sijainti (0,0), sijait-
see bittikartan vasemmassa alakulmassa (Segal & al., 2015 s.200). Sijainti (1,1) puo-
lestaan vastaa bittikartan oikeaa yläkulmaa. Näinollen ne fragmentit, jotka ovat lähellä
geometriavarjostimessa tallennettua verteksiä B, saavat alfa-arvoikseen arvoja bitti-
kartan vasemmasta alakulmasta. Vastaavasti verteksin B2 lähelle sijoittuvat fragmentit
saavat arvonsa bittikartan vasemmasta yläkulmasta. Verteksin C läheisyydessä olevat
fragmentit saavat arvoja bittikartan oikeasta alakulmasta ja verteksin C2 lähettyvillä
olevien fragmenttien alfa-arvot poimitaan bittikartan oikeasta yläkulmasta. Alfa-arvon
poimiminen tapahtuu niinikään GLSL:n texture2D()-operaatiota käyttäen riveillä:
float alpha = texture2D(m_FurPattern,
vec2(vertex_in.hair_pos, vertex_in.hair_depth)).r;
Koska alfa-arvoksi tarvitaan vain yksittäinen liukuluku ja bittikartta m_FurPattern ra-
kentuu harmaan eri sävyistä, riittää poimia värin punainen komponentti (r). Bittikartas-
sa valkoinen (1.0) tuottaa täysin läpinäkymättömän fragmentin ja musta (0.0) tuottaa
täysin läpinäkyvän fragmentin. Varjostimen suorituksen lopuksi täysin läpinäkyvät eli
näkymättömät fragmentit hylätään discard-operaatiolla ja jäljelle jääneille fragmenteil-
le suoritetaan sama tummennusoperaatio kuin shells-varjostimessa ennen niiden kir-
joittamista muuttujaan output_color. Tämä tapahtuu seuraavilla riveillä:
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if(alpha < 0.001)
discard;
float shadowFactor =
1.0 - m_ShadowIntensity*(1.0 - vertex_in.hair_depth);
output_color.rgb = shadowFactor*color;
output_color.a = alpha;
3.5 Shells and fins -varjostimen tuottama lopputulos
Edellä tutustuttiin shells and fins -varjostimen periaatteeseen ja GLSL-toteutukseen.
Tarkastellaan seuraavaksi millaista grafiikkaa tämä toteutus käytännössä tuottaa.
Tässä esitetyt kuvankaappaukset on otettu tätä tutkielmaa varten toteutetusta sovelluk-
sesta, joka käyttää jMonkeyEngine-grafiikkakirjastoa 3D-grafiikan piirtämiseen. Ku-
vassa 22 on esitetty shells-varjostimen lopputulos kuution muotoiselle kappaleelle ja
kuvassa 23 vastaavasti fins-varjostimen tuottama tulos samalle kappaleelle. Shells-
varjostimen tuottamasta kuvasta voidaan havaita suttuisuutta siellä, missä piirrettävä
pinta on liian jyrkässä kulmassa kameraan nähden. Lisäksi aivan kuution reunoilla voi-
daan havaita kohdassa 3.2 todettu ongelma, jossa kuoret näkyvät omina kerroksinaan.
Kun varjostimet yhdistetään, saadaan valtaosa näistä visuaalisista ongelmista piilotet-
tua sekä luotua karvapeitteen siluettiin terävyyttä, kuten kuvassa 24 on esitetty. Kaik-
kea suttuisuutta fins-varjostin ei kuitenkaan poista. Erityisesti kuution oikealla puolella
ja yläpuolella karvapeite on edelleen epätarkka.
Kuvien piirtämiseksi varjostimille on käytetty seuraavia parametreja: karvapeit-
teen pituus (m_Length) on 0.125 yksikköä ja karvojen varjostuksen intensiteetti
(m_ShadowIntensity) on 0.5, eli karvapeitteen juuressa olevat pikselit väritetään 50%
tummemmalla värillä kuin latvojen pikselit. Kuoria piirretään yhteensä 20 kappaletta ja
värikarttana karvapeitteen piirtämisessä käytetään kuvassa 19 esitettyä diffuusitekstuu-
ria. Lisäksi shells-varjostin käyttää karvapeitteen kuvionaan (m_FurPattern) kuvassa
20 esitettyä bittikarttaa skaalauskertoimella (m_PatternScale) 10. Tämä tarkoittaa si-
tä, että karvapeitteen kuvio esiintyy kymmenen kertaa sekä vaaka- että pystysuunnassa
kullakin kuution tahkolla. Tämän kuvion voi hahmottaa helpoiten kuvan 22 kohdas-
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ta, jossa karvat osoittavat suoraan kameraa kohti luoden silminnähtävän kontrastieron
karvapeitteen latvojen vaaleuden ja juurten tummuuden välillä. Fins-varjostin puoles-
taan käyttää kuvionaan kuvassa 21 esitettyä bittikarttaa. Tämä kuvio on havaittavissa
kuvassa 23 kuution reunojen sahalaitaisuudessa.
Kuva 19: Karvapeitteen piirtämiseen käytetty diffuusitekstuuri (Vector Tiles, 2016).
Kuva 20: Shells-varjostimen käyttämä karvapeitteen kuvio.
Kuva 21: Fins-varjostimen käyttämä karvapeitteen kuvio.
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Kuva 22: Shells-varjostimen tuottama tulos.
Kuva 23: Fins-varjostimen tuottama tulos.
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Kuva 24: Shells- ja fins-varjostimien tuottama yhteinen tulos.
3.6 Shells and fins -varjostimen puutteet ja rajoitteet
Tässä luvussa on käsitelty shells and fins -tekniikan periaatetta ja toteutusta sekä sillä
tuotettuja tuloksia. Tarkastellaan vielä lopuksi tämän tekniikan rajoituksia ja puutteita.
Kohdassa 3.4 mainittiin, että Shells and fins -tekniikan fins-varjostin vaatii toimiakseen
erityisen piirtotilan, jossa geometriavarjostin saa syötteenään särmiä, joihin on liitetty
tieto niitä ympäröivistä kolmioista. Näytönohjaimelle syötettävän 3D-kappaleen tulee
siis koostua tällaisista särmistä. Särmien viereisyystiedon tuottaminen ei tapahdu au-
tomaattisesti, vaan se täytyy tehdä OpenGL-rajapintaa kutsuvassa ohjelmassa. Emme
tämän tutkielman puitteissa perehdy tarkemmin siihen, kuinka tämä tapahtuu, mutta
mainittakoon, että se monimutkaistaa näytönohjainta kutsuvan sovelluksen toteutusta.
Shells-varjostin puolestaan käyttää syötteenään perinteisiä kolmioista muodostuvia
kappaleita. Samasta 3D-kappaleesta täytyy siis säilyttää keskusmuistissa kaksi eri ver-
siota: särmistä rakennettu kappale fins-varjostimelle ja kolmioista rakennettu kappale
shells-varjostimelle. Tämä luonnollisesti johtaa lisääntyneeseen muistinkäyttöön.
Piirrettävien kuorien läpinäkyvyys tuottaa myöskin omat komplikaationsa näytönoh-
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jainta kutsuvan sovelluksen toteutukseen. Kohdassa 3.3 todettiin, että kuorien piirtä-
miseen ei voida käyttää geometriavarjostinta, joten näytönohjainta kutsuvan sovelluk-
sen täytyy kutsua varjostinta suoritettavaksi monta kertaa aina kun kappale halutaan
piirtää. Lisäksi kohdan 2.3.3 mukaan kuorien ja siivekkeiden läpinäkyvyydestä seu-
raa, että kaikki piirrettävät osat täytyy piirtää järjestyksessä kauimmaisesta lähimpään,
jotta ne piirtyisivät ruudulle oikein. Konveksin eli kuperan kappaleen tapauksessa osat
voidaan helposti piirtää seuraavassa järjestyksessä: ensin piirretään kamerasta poispäin
olevat kuoret ulommaisesta sisimmäiseen, sitten siivekkeet ja lopuksi kameraan päin
olevat kuoret sisimmästä uloimmaiseen. Kuvassa 25 on havainnollistettu tätä periaatet-
ta. Kuvan perusteella on selvää, että tämä järjestys johtaa aina siihen, että kappaleen
eri kerrokset piirretään kamerasta kaiummaisesta lähimpään.
Kamera
Piirtojärjestys
Kuva 25: Konveksin kappaleen osien piirtojärjestys.
Monimutkaisempien kappaleiden kohdalla tämä periaate ei kuitenkaan enää päde. Ku-
vassa 26 on esitetty konkaavi eli kovera kappale, jonka piirtämisessä em. periaatetta ei
voida noudattaa. Kappaleen keskellä koverassa osassa olevat kuoret tulisi piirtää siten,
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että punaiset piirretään ensin ja vihreät vasta niiden jälkeen. Em. periaaatteella kaikki
vihreät kuoret kuitenkin piirrettäisiin ennen punaisia. Niinpä tällainen kappale täytyy
jakaa osiin ja piirtää pala kerrallaan.
Kamera
Kuva 26: Konkaavi kappale.
Kuvassa 27 on esitetty konkaavin kappaleen osiin jakaminen ja näiden osien piirtojär-
jestys. Käytännössä kappale jaetaan kuperiin osiin, jotka piirretään em. periaatteen mu-
kaisesti. Tämä osiin jakaminen täytyy tehdä näytönohjainta kutsuvan sovelluksen puo-
lella ja se on kolmiulotteisen kappaleen tapauksessa laskennallisesti raskasta. Emme
tässä tutkielmassa perehdy syvällisemmin tämän operaation todelliseen toteutukseen,
vaan tuomme asian yksinkertaisesti esiin shells and fins- varjostimen haittapuolena.
Edellämainittujen teknisten vaikeuksien lisäksi shells and fins -varjostimella on sel-
keitä hankaluuksia piirtää palikkamaisia kappaleita. Kuvassa 24 olevan karvapeitteen
todettiin olevan epätarkka ja suttuinen niistä kohdista, joissa kappaleen pinta on liian
jyrkässä kulmassa kameraan nähden. Suttuisuus korostuu tässä tapauksessa, kun piir-
rettävä kappale on yksinkertainen kuutio, jonka sivut ovat tasaisia. Jos kuution tilalle
kuitenkin vaihdettaisiin jokin orgaanisemman muotoinen kappale, suttuisuuden vaiku-
telma vähenisi, sillä vastaavia suuria huonossa kulmassa olevia pintoja olisi kappalees-
sa huomattavasti vähemmän.
Kaikenkaikkiaan shells and fins -varjostimen haittapuolet keskittyvät suuresti siihen,
että näytönohjainta kutsuvan sovelluksen tekninen toteutus monimutkaistuu huomatta-
vasti sitä käytettäessä. Piirrettävä kappale täytyy tallentaa keskusmuistiin kahteen ot-
teeseen ja sen osien piirtojärjestys täytyy määritellä tarkasti. Näiden seikkojen vaiku-
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Kamera
Piirtojärjestys
Kuva 27: Konkaavin kappaleen osien piirtojärjestys.
tusta sovelluksen kokonaismuistinkäyttöön ja suorituskykyyn tarkastellaan tarkemmin
luvussa 5. Teknisten asioiden lisäksi varjostimella on hankaluuksia piirtää tietyntyyp-
pisiä kappaleita - erityisesti sellaisia, joissa on paljon suuria ja tasaisia pintoja.
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4 Karvapeitevarjostimen toteutus
Edellä tarkasteltiin shells and fins -tekniikkaan perustuvaa tapaa piirtää karvapeite kap-
paleelle. Tässä luvussa esitellään tämän tutkielman päätutkimuskohde. Kyseessä on
toinen tekniikka karvapeitteen piirtämiseen, joka lähestyy ongelmaa hieman eri näkö-
kulmasta. Esitellään tekniikka seuraavasti: ensin kohdassa 4.1 perehdytään karvapeite-
varjostimen toimintaperiaatteeseen, jonka jälkeen kohdissa 4.2, 4.3, 4.4 ja 4.5 tutustu-
taan sen käytännön toteutukseen. Lopuksi kohdassa 4.6 esitellään karvapeitevarjosti-
men tuottama lopputulos ja kohdassa 4.7 tarkastellaan vielä sen rajoituksia ja puutteita.
4.1 Karvapeitevarjostimen toimintaperiaate
Tässä esitelty karvapeitevarjostin piirtää jokaisen karvan erikseen. Kappaleen pintaan
piirretään vieri viereen yksittäisiä pinnan normaalin suuntaisia viivoja, jotka muodos-
tavat yhdessä yhtenäisen karvapeitteen. Jotta jokaista karvaa ei tarvitsisi mallintaa kap-
paleeseen erikseen, tässä esitellyssä varjostimessa käytetään hyväksi geometriavarjos-
timen kykyä luoda uusia primitiivejä dynaamisesti. Näytönohjaimelle annetaan vain
sileä kappale ja näytönohjain generoi sen pintaan geometriavarjostimella tarvittavan
määrän yksittäisiä karvoja. Kappale piirretään kahdessa osassa: kappaleen pinta piir-
retään ensin pohjalle sellaisenaan ja karvapeite piirretään sitten tämän päälle. Voidaan
kuvitella, että ensin piirretään alle eläimen iho ja tämän päälle sitten karvapeite.
Itse karvojen generointi tapahtuu seuraavasti: karvojen juuret eli generoitavien särmien
alkupisteet ovat kappaleen pinnan tasossa ja latvat eli särmien loppupisteet ovat juuris-
ta karvapeitteen pituuden verran pinnan normaalin suuntaan. Karvat väritetään saman
väriseksi kuin niitä vastaavat pisteet pohjaksi piirretyssä kappaleessa.
4.2 Pohjan piirtäminen
Tässä esitellyssä toteutuksessa karvapeitteen pohjan piirtäminen tapahtuu hyvin tri-
viaalilla varjostimella, joka on esitelty liitteessä 6. Se koostuu verteksivarjostimes-
ta ja pikselivarjostimesta. Verteksivarjostin suorittaa 3D-datalle kohdassa 2.2.2 esi-
tellyn koordinaatistomuunnoksen maailman koordinaatistosta kameran koordinaatis-
toon kertomalla verteksin sijainnin matriisilla g_WorldViewProjectionMatrix. Pikseli-
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varjostin puolestaan lukee kullekin kappaleen fragmentille väriarvon varjostimelle an-
netusta diffuusikartasta GLSL:n sisäänrakennetulla operaatiolla texture2D. Karvapei-
tevarjostin tummentaa piirrettyjä karvoja juurta kohden, jotta pohja olisi väritykseltään
yhtenevä karvojen juurien kanssa. Fragmentin väriarvoa tummennetaan parametrista
m_ShadowIntensity lasketulla kertoimella. Näin saatu väriarvo kirjoitetaan muuttujaan
output_color, josta näytönohjain poimii sen jatkokäsittelyä varten.
4.3 Karvapeitevarjostimen verteksivarjostintoteutus
Karvapeitevarjostimen verteksivarjostimen GLSL-toteutus on esitetty liitteessä 7.
Kyseessä on hyvin yksinkertainen passthrough-tyyppinen toteutus, joka ainoastaan
ohjaa 3D-datan eteenpäin varjostinputkessa. Tulevissa vaiheissa tarvittavia tietoja
ovat verteksin normaali (vertex_out.normal) ja verteksin tekstuurikoordinaatit (ver-
tex_out.tex_coord) sekä verteksin sijainti (gl_Position), joten nämä tiedot luetaan syöt-
teestä ja lähetetään geometriavarjostimen prosessoitavaksi.
4.4 Karvapeitevarjostimen geometriavarjostintoteutus
Karvapeitevarjostimen monimutkaisin osa on sen geometriavarjostin. Sen GLSL-
toteutus on esitetty liitteessä 8. Geometriavarjosimen alussa on seuraavat määreet:
layout(triangles) in;
layout(line_strip, max_vertices=146) out;
Kuten kohdassa 3.4.2 jo todettiin, nämä rivit kertovat millaista dataa geometriavarjos-
timeen tulee sisään ja millaista dataa siitä lähtee ulos. Tässä tapauksessa sisääntuleva
data koostuu kolmioista - ja täten geometriavarjostin suoritetaan kerran kutakin kol-
miota kohden - kun taas uloslähtevä data koostuu särmistä. Uloslähtevään dataan on
määritelty parametri max_vertices = 146, joka tarkoittaa, että yksi geometriavarjos-
timen suorituskerta voi tuottaa enimmillään 146 verteksiä. Koska yksi särmä koostuu
kahdesta verteksistä, voi varjostin tuottaa enimmillään 73 särmää. Sitä, mistä luku 146
tulee, avataan tarkemmin kohdassa 4.7.
Geometriavarjostinkoodi suoritetaan kerran kutakin piirrettävän kappaleen kolmiota
kohden. Kolmion karvojen generoiminen alkaa karvojen juuripisteiden laskemisesta.
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Jotta tämän voisi tehdä, täytyy ensin muodostaa kaksi vektoria, jotka kuvaavat kolmion
sivuja. Kuvassa 28 on esitetty kolmio ABC ja sen sivuista muodostetut vektorit ~AB ja
~BC.
A
B
C
AB
BC
Kuva 28: Kolmion virittävien vektorien muodostaminen.
Mikä tahansa piste kolmion sisältä voidaan ilmaista näiden vektorien avulla. Löytämäl-
lä vektoreille sopivat kertoimet x ja y, voidaan mikä tahansa kolmion piste P ilmaista
vektorien summana x · ~AB + y · ~BC, kuten kuvassa 29 on esitetty. Juuripisteiden löy-
tämiseksi täytyy siis vain löytää joukko sopivia arvoja kertoimille x ja y.
A
B
C
x * AB
y * BC
P
Kuva 29: Kolmion pisteen ilmaiseminen kolmion virittävien vektorien avulla.
Geometriavarjostimella on käytössään näytönohjainta kutsuvalta ohjelmalta saatu pa-
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rametri m_Thickness. Sen arvo kertoo piirrettävien karvojen tiheyden. Esimerkiksi ti-
heys 10 tarkoittaa, että yhden yksikön mittaiselle matkalle piirretään kymmenen kar-
vaa. Näinollen kahden vierekkäisen karvan välimatka on 1
m_Thickness yksikköä. On huo-
mioitava, että parametrin m_Thickness arvon on oltava nollasta eroava. Geometriavar-
jostin ei generoi karvoja ellei näin ole.
Näillä tiedoilla voidaan laskea sijainnit karvojen juurille. Ensin muodostetaan vektorit
~AB′ ja ~BC ′, jotka ovat vektorien ~AB ja ~BC suuntaisia ja 1
m_Thickness yksikön pituisia.
Karvojen juuripisteet ovat näiden vektorien monikertojen summia. Tätä on havainnol-
listettu kuvassa 30. Juurien sijainnit voidaan kirjoittaa kaavassa 2 esitettyyn muotoon.
A
B
C
AB'
BC'
A
B
C
3AB' + BC'
A
B
C
5AB' + 3BC'
Kuva 30: Karvojen juuripisteiden laskeminen.
i · ~AB′ + j · ~BC ′; i, j ∈ Z (2)
Edellä käsitelty logiikka on toteutettu geometriavarjostimen riveillä:
vec3 vec_ab = pos_b - pos_a;
vec3 vec_bc = pos_c - pos_b;
float length_ab = length(vec_ab);
float length_bc = length(vec_bc);
vec3 unit_ab = vec_ab/length_ab;
vec3 unit_bc = vec_bc/length_bc;
int hairs_on_ab =
1 + int(floor(length_ab / hair_distance));
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int hairs_on_bc =
1 + int(floor(length_bc / hair_distance));
vec3 hair_ab = unit_ab * hair_distance;
vec3 hair_bc = unit_bc * hair_distance;
Tämän jälkeen karvojen juuripisteet voidaan käydä helposti läpi kahdella sisäkkäisellä
for-silmukalla:
for(int i=0; i < hairs_on_ab; i++) {
for(int j=0; j < hairs_on_bc; j++) {
...
}
}
Koska käsiteltävä alue ei ole suunnikas vaan kolmio, täytyy vielä varmistaa, että kar-
voja ei piirretä kolmion ulkopuolelle. Ulomman for-silmukan ehto huolehtii siitä, että
~AB-vektorin suuntaan ei koskaan mennä kolmion alueen yli, mutta ~BC-vektorin osalta
tämä täytyy varmistaa erillisellä logiikalla. Tässä voidaan käyttää hyväksi yhdenmuo-
toisten kolmioiden ominaisuuksia. Piirrettävän kolmion sisään voidaan kuvitella pie-
nempi kolmio, joka on yhdenmuotoinen piirrettävän kolmion kanssa. Kuvassa 31 on
esitetty kolmiot ABC ja ADE. Sivut BC ja DE ovat samansuuntaisia, joten niitä vas-
taavat kulmat ovat yhtä suuret ja näinollen kolmiot ovat yhdenmuotoiset. Yhdenmuo-
toisten kolmioiden ominaisuuksien perusteella sivujen pituuksille pätee AD
AB
= BC
DE
.
Koska sivujen AB, BC ja AD pituudet tiedetään, voidaan myös sivun DE pituus
laskea helposti kaavalla DE = AB·BC
AD
. Näin kaavaan 2 voidaan siis löytää kullekin
arvolle i suurin sallittu arvo j siten, että |j · ~BC ′| 6 DE.
Käytännössä siis mille tahansa kaavan 2 kokonaislukuparille i, j voidaan laskea, on-
ko parin ilmoittama karvan juuren sijainti kolmion sisällä. Geometriavarjostinkoodissa
tämä on toteutettu riveillä:
float mult_ab = i*hair_distance/length_ab;
...
if(mult_ab*length_bc < j*hair_distance) {
46
break;
}
A
B
C
D
E
α
β
γ
γ
β
Kuva 31: Yhdenmuotoiset kolmiot.
Itse karvan juuren sijainnin laskeminen tapahtuu rivillä:
vec3 pos_root = pos_a + i*hair_ab + j*hair_bc;
Karvan juuren löytämisen jälkeen täytyy vielä laskea karvan latvan sijainti. Karvapeit-
teen pituus luetaan näytönohjainta kutsuvan ohjelman asettamasta liukulukuparamet-
rista m_Length. Karvan pituus määräytyy karvapeitteen pituuden ja liukulukuparamet-
rin m_LengthVariance perusteella. Tämä parametri kertoo kuinka paljon karvapeitteen
karvojen pituuksien tulee vaihdella. Esimerkiksi arvo 0.25 tarkoittaisi, että karvojen
pituudet ovat 75-125% karvapeitteen pituudesta. Karvan kasvusuunta saadaan puoles-
taan kolmion verteksien normaaleista interpoloimalla. Kohdassa 2.2.3 esitetty bary-
sentrinen interpolaatio on toteutettu kolmiulotteisille vektoreille geometriavarjostimen
funktiossa vec3 interpolate3(). Normaalien interpolointia on havainnollistettu kuvassa
32. Karvan latvan sijainnin laskeminen on toteutettu riveillä:
float hairLength = m_Length
* (1.0 - m_LengthVariance * sin(i)*cos(j));
vec3 offset = hairLength * normalize(
interpolate3(normal_a, normal_b, normal_c,
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pos_a, pos_b, pos_c, pos_root));
vec3 pos_tip = pos_root + offset;
Karvan pituus siis kerrotaan karvalle interpoloidun normaalivektorin suuntaisella yk-
sikkövektorilla. Näin saadaan vektori, joka on interpoloidun normaalivektorin suun-
tainen ja karvan pituuden mittainen. Karvan latvan sijainti saadaan siirtymällä tämän
vektorin verran karvan juuresta.
A
B
C
Kuva 32: Karvojen suuntien interpoloiminen kolmion kärkiverteksien normaaleista.
Ennen karvaverteksien luomista täytyy vielä laskea tekstuurikoordinaatit karvan ver-
tekseille, sillä pikselivarjostin tarvitsee niitä. Geometriavarjostimella on käytössään
kunkin syötteenä tulevan verteksin tekstuurikoordinaatit. Kun näiden lisäksi tiedetään
karvan sijainti näihin vertekseihin nähden, voidaan karvan tekstuurikoordinaatit las-
kea luvussa 2.2.3 esitellyllä barysentrisellä interpolaatiolla. Kaksiulotteisen vektorin
barysentrinen interpolointi on toteutettu geometriavarjostimen funktiossa vec2 inter-
polate3(). Karvan tekstuurikoordinaattien laskeminen tapahtuu riveillä:
vec2 texCoord = interpolate3(
texCoord_a, texCoord_b, texCoord_c,
pos_a, pos_b, pos_c, pos_root);
Lopuksi geometriavarjostin luo kaksi verteksiä, jotka määrittävät yhden karvan, ja kir-
joittaa niihin pikselivarjostimen vaatimat arvot. Juuriverteksin luominen tapahtuu ri-
veillä:
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gl_Position = g_WorldViewProjectionMatrix
* vec4(pos_root,1.0);
vertex_out.hair_depth = 0.0;
vertex_out.tex_coord = texCoord;
EmitVertex();
Latvaverteksin luominen tapahtuu puolestaan riveillä:
gl_Position = g_WorldViewProjectionMatrix
* vec4(pos_tip,1.0);
vertex_out.hair_depth = 1.0;
vertex_out.tex_coord = texCoord;
EmitVertex();
EndPrimitive();
Verteksien sijainnit siirretään vasta tässä vaiheessa maailman koordinaatistosta kame-
ran koordinaatistoon kertomalla ne kohdassa 2.2.2 mainitulla transformaatiomatriisil-
la (g_WorldViewProjectionMatrix). Verteksille kirjoitetaan lisäksi pikselivarjostimen
käyttämät arvot hair_depth ja tex_coord. EmitVertex()-operaatio luo uuden verteksin
annetuilla tiedoilla (Kessenich & al, 2015 s.182). Lopuksi EndPrimitive()-operaatio
ottaa siihen mennessä - mutta kuitenkin edellisen EndPrimitive()-kutsun jälkeen - luo-
dut verteksit ja rakentaa niistä yhtenäisen primitiivin (Kessenich & al, 2015 s.182).
Tässä tapauksessa primitiivi on aina kahden verteksin muodostama särmä.
Aiemmin mainittiin, että geometriavarjostin voi tässä tapauksessa luoda enintään 73
karvaa kolmiota kohden. Geometriavarjostimen loppuun on lisätty toiminnallisuus, jo-
ka laskee generoidut karvat ja tarkistaa aina karvan luotuaan onko tämä raja ylitetty. Jos
on, lopetetaan varjostimen suoritus, sillä se ei voi kuitenkaan enää tuottaa dataa ulos.
Muussa tapauksessa karvanluontisilmukka suoritetaan loppuun asti ja karvoja saadaan
luotua koko kolmion alueelle.
4.5 Karvapeitevarjostimen pikselivarjostintoteutus
Karvapeitevarjostimen pikselivarjostimen GLSL-toteutus on esitetty liitteessä 9. Ky-
seessä on hyvin yksinkertainen pikselivarjostintoteutus, joka käyttää fragmentin teks-
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tuurikoordinaatteja (tex_coord) värin lukemiseen näytönohjainta kutsuvalta sovelluk-
selta parametrina tulleesta värikartasta (m_ColorMap) aiemmin esitellyllä texture2D-
operaatiolla. Jotta karvapeitteeseen saataisiin lisää paksuutta ja syvyyttä, karvojen juu-
ret värjätään tummemmaksi kuin latvat. Värikartasta poimitulle värille muodostetaan
kerroin shadowFactor, jolla sitä tummennetaan. Tämä kerroin lasketaan parametrista
m_ShadowIntensity sen perusteella, kuinka lähellä karvan juurta fragmentti on. Tämä
tapahtuu rivillä:
float shadowFactor =
1.0 - m_ShadowIntensity*(1.0 - vertex_in.hair_depth);
Tällä kertoimella tummennettu väriarvo kirjoitetaan tulosmuuttujaan output_color, jo-
ka kertoo näytönohjaimelle käsiteltävän fragmentin lopullisen värin. Kukin karva siis
värjätään samanväriseksi kuin alle piirretty kappale karvan juuressa.
4.6 Karvapeitevarjostimen tuottama lopputulos
Edellä esiteltiin karvapeitevarjostimen GLSL-toteutus. Tarkastellaan seuraavaksi mil-
laisen tuloksen tämä toteutus käytännössä tuottaa. Tässä esitetyt kuvankaappaukset
on otettu itsetoteutetusta sovelluksesta, joka käyttää jMonkeyEngine-grafiikkakirjastoa
3D-grafiikan piirtämiseen. Kuvissa 33, 34 ja 35 on esitetty sama kuutio karvapei-
tevarjostimen piirtämänä eri karvantiheyksillä. Muut parametrit ovat kaikissa ku-
vissa samat. Karvapeitteen pituus (m_Length) on 0.125 yksikköä ja sen vaihtelu
(m_LengthVariance) on 0.2 eli 20%. Varjojen tummuus (m_ShadowIntensity) on 0.5
eli karvapeitteen juuressa olevat pikselit värjätään 50% tummemmalla värillä kuin kar-
vapeitteen latvassa olevat. Diffuusitekstuurina kaikissa kuvissa on käytetty samaa vä-
rikarttaa kuin kohdan 3.5 tuloksissa, eli kuvassa 19 esitettyä värikarttaa.
Kuvassa 33 karvapeitteen tiheydelle (m_Thickness) on annettu arvo 10. Tämä tarkoit-
taa, että yksittäisten karvojen välimatka on 1
10
= 0.1 yksikköä. Kuvissa esitetty kuutio
on kultakin sivultaan yhden yksikön mittainen. Näinollen kullakin kuution särmällä
on noin 10 karvaa ja kullakin tahkolla noin 102 = 100 karvaa. Tämä on todella har-
va karvapeite eikä se vielä oikeastaan edes näytä karvapeitteeltä. Kuvassa 34 on puo-
lestaan esitetty sama kuutio karvantiheydellä 30. Tällöin kullekin tahkolle piirretään
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noin 302 = 900 karvaa, joka alkaa jo näyttää karvapeitteeltä. Kuvassa 35 karvapeit-
teen tiheydeksi on asetettu arvo 100, jolloin kutakin tahkoa kohden piirretään noin
1002 = 10000 karvaa. Tällöin karvapeite näyttää sopivan tuuhealta, kuten kuvasta voi-
daan havaita.
Kuva 33: Karvapeitevarjostimen tuottama tulos todella pienellä karvantiheydellä.
4.7 Karvapeitevarjostimen puutteet ja rajoitteet
Edellä esiteltiin karvapeitevarjostimen periaate ja GLSL-toteutus sekä millaista gra-
fiikkaa se tuottaa tietokoneen näytölle. Tarkastellaan vielä hieman sen puutteita ja ra-
joitteita.
Suurimmaksi rajoittavaksi tekijäksi karvapeitevarjostimessa nousee geometriavarjos-
timen toiminnallisuuteen liittyvät kovat rajaehdot. Geometriavarjostin voi tuottaa vain
rajoitetun määrän dataa. OpenGL-spesifikaation mukaan (Segal & al., 2015 s.388) geo-
metriavarjostimella on kahdentyyppisiä rajoituksia tuotetun datan suhteen:
• Yksittäinen geometriavarjostimen suorituskerta ei voi tuottaa enempää vertek-
sejä kuin mitä ajonaikainen vakio MAX_GEOMETRY_OUTPUT_VERTICES
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Kuva 34: Karvapeitevarjostimen tuottama tulos pienellä karvantiheydellä.
Kuva 35: Karvapeitevarjostimen tuottama tulos sopivalla karvantiheydellä.
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määrittää. Tämän vakion arvo riippuu käytettävästä laitteistosta, mutta se on aina
vähintään 256 (Kessenich & al., 2015 s.134).
• Yksittäinen geometriavarjostimen suorituskerta ei voi tuot-
taa enempää komponentteja kuin mitä ajonaikainen vakio
MAX_GEOMETRY_TOTAL_OUTPUT_COMPONENTS määrittää. Kompo-
nentti GLSL:n kontekstissa tarkoittaa yhtä vektorin komponenttia eli yksittäistä
liukulukua. N-ulotteinen vektori sisältää siis N kappaletta komponentteja. Kaik-
kien geometriavarjostimen tuottamien verteksien yhteenlaskettu komponenttien
lukumäärä ei saa ylittää tätä arvoa. Tämän vakion arvo on aina vähintään 1024
(Kessenich & al., 2015 s.134).
Geometriavarjostimen tuloksenaan tuottama rakenne
out Vertex {
vec2 tex_coord;
float hair_depth;
} vertex_out;
koostuu kaksiulotteisesta vektorista ja liukuluvusta. Näissä on yhteensä kolme kompo-
nenttia. Lisäksi geometriavarjostin tuottaa neliulotteisen vektoriarvon gl_Position. Yh-
teensä geometriavarjostin siis kirjoittaa arvoja seitsemään komponenttiin. Näinollen
em. rajoituksilla ja tällä geometriavarjostintoteutuksella pienin kaikilla laitteilla tuettu
max_vertices -parametrin arvo on
max_vertices = floor(min(256,
1024
7
)) = 146
Yksittäinen geometriavarjostimen kutsu voi siis tuottaa enimmillään 146 verteksiä eli
146
2
= 73 särmää. Yhdelle kolmiolle voidaan siis piirtää maksimissaan 73 karvaa. Täs-
tä seuraa luonnollisesti se, että piirrettävät kolmiot eivät saa olla kovin suuria. Muu-
toin karvapeitteestä tulee harva. On siis mahdollista, että piirrettävän kappaleen täytyy
muodostua useammasta kolmiosta kuin mitä tavallisesti olisi tarpeen. Esimerkiksi ku-
van 35 kuutiossa todettiin olevan n. 10000 karvaa kullakin tahkolla. Ideaalitilanteessa
tämä tarkoittaisi, että kukin tahko koostuisi noin 10000
73
≈ 137 kolmiosta. Näinollen
koko kuutiossa olisi 822 kolmiota. Yksinkertaisimmillaan kuution tahko voidaan esit-
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tää kahden ja koko kuutio kahdentoista kolmion avulla. Karvapeitevarjostimen vaatima
kuutio on siis huomattavasti monimutkaisempi kuin mitä tyypillisesti olisi tarpeen.
Karvapeitevarjostimen toinen merkittävä rajoite liittyy siihen, että kukin karva on yk-
sittäinen särmä. Ne ovat siis aina tikkusuoria ja ne piirretään yhden pikselin levyisinä.
Esimerkiksi pitkää karvapeitettä, jossa karvat taipuisivat painovoiman vaikutuksesta,
ei ole mahdollista saada aikaan edellä esitellyllä toteutuksella. Lisäksi yhden pikse-
lin levyiset karvat voivat tietyissä tapauksissa näyttää oudoilta - erityisesti silloin, kun
piirrettävä kappale on todella lähellä kameraa.
OpenGL-rajapinnan versio 4.5 tarjoaa operaation, jolla voi määrittää piirrettävien sär-
mien leveyden pikseleissä (Segal & al., 2015 s.451). Tämän operaation toiminnalli-
suus riippuu kuitenkin suuresti käytettävästä laitteistoista ja tällä perusteella se on
deprekoitu (Segal & al., 2015 s.683) eli sitä tuetaan edelleen, mutta se tullaan pois-
tamaan OpenGL-spesifikaatiosta tulevaisuudessa. Tämän operaation käyttämistä tulee
siis välttää. Niinpä karvapeitevarjostin piirtää karvat aina yhden pikselin levyisenä.
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5 Evaluointi
Edellä esiteltiin tutkielman päätutkimuskohteen, karvapeitevarjostimen, sekä sen ver-
rokkivarjostimen periaatteet ja toteutukset. Seuraavaksi vertaillaan näitä kahta varjos-
tinta ja selvitetään niiden heikkoudet ja vahvuudet. Ensin tutkitaan raakoihin lukuihin
perustuvia eroja piirtoajan sekä muistinkäytön muodossa ja sitten pohditaan eroja vai-
keammin mitattavissa ja subjektiivisemmissa asioissa, kuten varjostimien tuottamissa
lopputuloksissa. Lopuksi spekuloidaan vielä hieman mitä tulevaisuus mahdollisesti tuo
tullessaan tutkielmassa käsiteltyjen varjostimien suhteen.
Suorituskykymittausten tarkat tulokset eli luvut, joiden pohjalta tässä esitetyt kuvaajat
on muodostettu, löytyvät kokonaisuudessaan liitteestä 10.
5.1 Piirtoaika
Piirtoaikamittauksissa on pyritty selvittämään piirrettävien kolmioiden määrän vaiku-
tusta kappaleen piirtoaikaan. Shells and fins -varjostimen mittaustulokset on esitetty
kuvassa 36 ja karvapeitevarjostimen tulokset kuvassa 37. Karvapeitevarjostin on näis-
sä mittauksissa viety äärimmilleen määrittämällä se piirtämään maksimimäärä karvoja
kutakin kolmiota kohti. Todellisessa käyttötilanteessa sen suorituskyky olisi siis hiukan
parempi.
Varjostintoteutusten piirtoaikakuvaajista voidaan havaita, että kaikissa tapauksissa piir-
toaika on suoraan verrannollinen piirrettävien kolmioiden lukumäärään. Kuvaajat ovat
siis lähes suoria. Kuvaajien pystyakselien asteikoista voidaan kuitenkin havaita hälyt-
tävä tosiasia. Siinä missä shells and fins -varjostin kykenee piirtämään kappeleita lä-
hes 300000 kolmioon asti alle kymmenessä millisekunnissa, kuluu karvapeitevarjos-
timelta vastaavan kappaleen piirtämiseen satoja, tai Nvidian näytönohjaimen tapauk-
sessa jopa yli tuhat millisekuntia. Karvapeitevarjostimella kestää kuvan piirtämisessä
Nvidian näytönohjaimella pahimmillaan n. 15000% kauemmin kuin shells and fins
-varjostimella. AMD:n näytönohjaimellakin karvapeitevarjostimen suoritus kestää n.
5000% kauemmin kuin verrokkivarjostimellaan. Tämä ei tosin ole mikään yllätys, kun
otetaan huomioon, että karvapeitevarjostin piirtää karvapeitteen karva kerrallaan. Tämä
tekniikka on ymmärrettävästi huomattavasti raskaampi.
Tämän lisäksi kuvaajista voidaan havaita, että shells and fins -varjostimen tapaukses-
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Kuva 36: Shells and fins -varjostimen piirtoajat eri näytönohjaimilla.
Kuva 37: Karvapeitevarjostimen piirtoajat eri näytönohjaimilla.
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sa näytönohjainten suorituskyvyt ovat käytännössä identtiset, mutta karvapeitevarjos-
timen tapauksessa Nvidian näytönohjaimelta kestää keskimäärin kolminkertainen ai-
ka saman kolmiomäärän piirtämiseen kuin AMD:n näytönohjaimelta. Lisäksi 270000
kolmion jälkeen Nvidian näytönohjaimen ajuri alkaa aikakatkaista piirtokutsuja, sillä
niissä kestää liian pitkään. Tästä syystä liitteen 10 mittaustuloksissa shells and fins -
varjostimella on tuloksia aina 3000000 kolmioon asti, kun taas karvapeitevarjostimella
tuloksia on ainoastaan 270000 kolmioon asti Nvidian näytönohjaimella. AMD:n näy-
tönohjaimella tuloksia on hiukan enemmän, aina 1080000 kolmioon asti, mutta sen
jälkeen AMD:nkin ajuri aikakatkaisee piirtokutsut.
Molemmat varjostintoteutukset käyttävät hyvin pitkälti samoja näytönohjaimen omi-
naisuuksia. Ainoa merkittävä ero varjostimien toteutuksissa on se, että karvapeite-
varjostin käyttää geometriavarjostinta huomattavasti laajemmin kuin shells and fins
-varjostin. Mittauksista nähdään, että karvojen generoiminen dynaamisesti yksi kerral-
laan ei ole järkevää kahdesta syystä:
• Se on äärimmäisen raskasta. Karvapeitevarjostin ei pääse lähellekään shells and
fins -varjostimen piirtoaikoja. Korkeat piirtoajat johtavat matalaan kuvataajuu-
teen, joka tekee sovelluksesta epämiellyttävän käyttää.
• Geometriavarjostimen suorituksessa on laitteistotasolla suuria eroja. Nvidian
näytönohjaimelta kestää karvapeitevarjostimen suorittamisessa kolminkertainen
aika AMD:n näytönohjaimeen verrattuna, vaikka laitteiden piirtoajat shells and
fins -varjostimen tapauksessa ovat käytännössä identtiset. Tämä on sikäli ongel-
mallista, että sovelluksen kuvataajuus voi vaihdella suuresti kahden näennäisesti
yhtä tehokkaan laitteen välillä ja niinpä sovelluksen kehittäjän on hankala koh-
dentaa sovellusta tietylle kohderyhmälle.
On kuitenkin huomioitava, että em. tulokset on saatu piirtämällä kappaleita, joissa on
kymmeniä ja satoja tuhansia kolmioita. Karvapeitevarjostin on täysin käyttökelpoinen,
jos piirrettävien kolmioiden määrä pysyy tarpeeksi pienenä - korkeintaan muutamassa
tuhannessa. Lisäksi piirtoaikaa voidaan parantaa valitsemalla oikea tiheys piirrettävälle
karvapeitteelle.
Kaikenkaikkiaan mittaukset siis osoittivat karvapeitevarjostimen piirtoajan hyvin suu-
reksi. Karvapeitevarjostimen suorituskykyä olisi kuitenkin mahdollista parantaa. Eräs
tutkimuskohde optimoinnin suhteen olisi se, että voitaisiinko piilossa olevat tai hyvin
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vähän näkyvät karvat seuloa jotenkin, jotta näytönohjaimen ei tarvitsisi käyttää re-
sursseja niiden piirtämiseen. Jätetään karvapeitevarjostimen suorituskykyoptimointien
mahdollisuudet tämän tutkielman osalta avoimeksi.
5.2 Muistinkäyttö
Piirtoajan lisäksi suorituskykymittauksiin kuuluuvat mittaukset muistinkäytöstä. Tut-
kitaan ensin varjostimien vaikutusta näytönohjainta kutsuvan sovelluksen muistinkäyt-
töön ja sitten näytönohjaimen muistinkäyttöön.
5.2.1 Keskusmuisti
Kuvassa 38 on esitetty varjostintoteutusten vaikutus näytönohjainta kutsuvan sovelluk-
sen keskusmuistin käyttöön eri näytönohjaimilla. Arvoja varten on mitattu sovelluksen
muistinkäyttöä ensin toimettomassa tilassa ja sitten sen jälkeen, kun sovellus on ladan-
nut muistiin piirrettävän kappaleen ja suorittaa piirtosilmukkaa. Näiden arvojen ero-
tukset on esitetty oheisessa kuvaajassa.
Mittauksista voidaan nähdä, että sovellus käyttää molempien näytönohjainten tapauk-
sessa hieman enemmän muistia shells and fins -varjostinta käytettäessä. Tämä selit-
tyy sillä, että tietokoneen muistiin on shells and fins -varjostimen tapauksessa luotava
piirrettävästä kappaleesta kaksi eri esitystä, kuten kohdassa 3.6 selvitettiin. Erot sovel-
luksen muistinkäytössä varjostimien välillä liikkuvat kuitenkin parhaimmillaan muu-
tamissa kymmenissä megatavuissa. Nykylaitteiden muistikapasiteetti huomioon ottaen
nämä erot voidaan nähdä merkityksettöminä.
5.2.2 Näytönohjaimen muisti
Sovelluksen muistinkäytön lisäksi varjostintoteutuksista on mitattu niiden vaikutus-
ta näytönohjaimen muistinkäyttöön. Varjostimien vaikutus Nvidian näytönohjaimen
muistinkäyttöön on esitetty kuvassa 39 ja vastaavasti AMD:n näytönohjaimen muis-
tinkäyttöön kuvassa 40. Kuten edellisessäkin kohdassa, kuvaajia varten on mitattu en-
sin näytönohjaimen muistinkäyttö toimettomassa tilassa ja sitten kappaletta aktiivisesti
piirrettäessä. Kuvaaja on muodostettu näiden arvojen erotuksista.
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Kuva 38: Varjostintoteutusten vaikutus sovelluksen muistinkäyttöön.
Kuva 39: Varjostimien vaikutus Nvidia GeForce GTX 460 -näytönohjaimen muistin-
käyttöön.
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Kuva 40: Varjostimien vaikutus AMD Radeon HD 5700 -näytönohjaimen muistinkäyt-
töön.
Molemmista kuvaajista voidaan nähdä, että shells and fins -varjostin käyttää hieman
enemmän näytönohjaimen muistia erityisesti suurilla kolmiomäärillä. Se, että shells
and fins -varjostin vaatii toimiakseen muistiin kaksi eri esitystä samasta kappaleesta
tukee tätä havaintoa. Tässäkin tapauksessa tosin erot muistinkäytössä ovat hyvin pit-
kälti merkityksettömiä. Nvidian näytönohjaimella muistinkäytössä vaikuttaisi olevan
suurempia eroja, jotka voisivat kasvaa merkityksellisiksi todella suurilla kolmiomää-
rillä. Nvidian näytönohjaimen ajuri kuitenkin aikakatkaisee piirtokutsun kappaleilla,
joissa on enemmän kuin 270000 kolmiota, joten muistinkäytön eroja tällaisilla kolmio-
määrillä ei ole kyetty mittaamaan. Sama pätee AMD:n näytönohjaimeen. Liitteessä 10
olevista taulukoista voidaan havaita, että suurilla kolmiomäärillä karvapeitevarjostin
käyttää selkeästi vähemmän näytönohjaimen muistia, mutta kolmioita pitäisi pystyä
piirtämään vielä paljon enemmän, jotta eroilla olisi todellista merkitystä.
Varjostintoteutuksissa on siis eroja näytönohjaimen muistinkäytön suhteen, mutta ne
voidaan havaita vasta todella suurilla kolmiomäärillä, jolloin karvapeitevarjostin on jo-
ka tapauksessa käyttökelvoton äärimmäisen pitkän piirtoajan takia. 3D-kappaleet itses-
sään eivät muutenkaan ole 3D-grafiikan suurimpia muistisyöppöjä. Erilaiset tekstuurit
ja bittikartat edustavat tyypillisesti valtaosaa käytetystä näytönohjaimen muistista.
60
5.3 Muut ominaisuudet
Varsinaisten suorituskykymittausten lisäksi varjostintoteutuksiin liittyy subjektiivisem-
pia seikkoja, joiden perusteella niitä voidaan vertailla. Tässä kohdassa pohditaan niitä
tarkemmin. Ensin vertaillaan varjostimien tuottamia lopputuloksia, joka lienee piir-
toajan ohella varjostintoteutuksen tärkein ominaisuus. Tämän jälkeen vertaillaan var-
jostimien teknisen toteutuksen haastavuutta ja vaikutuksia sovelluksen muihin osa-
alueisiin. Lopuksi selvitetään vielä millaisia laajennus- ja jatkokehitysmahdollisuuksia
kummallakin varjostimella on.
5.3.1 Lopputuloksen näyttävyys
Se, kumpi varjostin tuottaa loppujen lopuksi paremman näköisen karvapeitteen on täy-
sin subjektiivinen seikka. Vastaus riippuu katsojasta ja siitä, millainen sovelluksen
graafinen maailma on. Yritetään kuitenkin vertailla varjostimien tuottamaa grafiikkaa
hiukan. Kuvassa 41 on varjostimien tuottamat lopputulokset rinnakkain.
Kuva 41: Varjostimien tuottamien lopputulosten vertailu.
Suurin ero varjostimien tuottamissa karvapeitteissä lienee se, että shells and fins -
varjostin piirtää jyrkissä kulmissa olevan karvapeitteen suttuisena, kun taas karvapei-
tevarjostimen tuottama karvapeite on kauttaaltaan terävä. Shells and fins -varjostimen
suttuisuutta voi yrittää parantaa muuttamalla varjostimen suorituksessa käytettäviä pa-
rametreja, mutta kokonaan sitä ei saa poistettua varjostimen toteutuksen luonteen joh-
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dosta. Kaikenkaikkiaan voitaneen sanoa, että karvapeitevarjostin tuottaa kappaleelle
selvästi näyttävämmän ja selkeämmän karvapeitteen.
Kummankin varjostimen tuottamaan lopputulokseen voi vaikuttaa suuresti muuttamal-
la käytettyjä parametreja. Molempien varjostimien tapauksessa karvapeitteen pituuden
ja sen, kuinka paljon karvojen juuria tulisi varjostaa, sekä karvapeitteen värin voi mää-
rittää parametrein. Shells and fins -varjostin tarjoaa lisäksi mahdollisuuden vaikuttaa
suoraan karvapeitteen kuvioon sekä siihen, millainen sahalaita kappaleen siluetin ym-
pärille piirretään, kun taas karvapeitevarjostin tarjoaa ainoastaan mahdollisuuden mää-
rittää karvapeitteen tiheyden ja pituuden vaihtelun. Shells and fins -varjostimen tarjoa-
ma mahdollisuus karvapeitteen kuvion määritykseen pitää sisällään molemmat karva-
peitevarjostimen muokkausmahdollisuudet. Shells and fins -varjostimessa karvapeit-
teen tiheyttä voidaan säätää skaalaamalla kuviona käytettyä bittikarttaa suuremmaksi
tai pienemmäksi ja pituuden vaihtelu voidaan toteuttaa lisäämällä vaihtelua kuvion bit-
tikarttaan. Näinollen voidaan sanoa, että shells and fins -varjostin antaa käyttäjälleen
monipuolisemmat työkalut muokata karvapeitteestä halutun näköisen.
5.3.2 Tekninen toteutus
Joissain tapauksissa varjostimen tekninen toteutus ja sen käyttämät näytönohjaimen
ominaisuudet vaikuttavat koko muuhun sovellukseen. Selkein esimerkki tästä lienee se,
mille OpenGL:n tai Direct3D:n versiolle sovellus on kohdennettu. Jos sovellus käyttää
vaikkapa jotain OpenGL:n versiossa 4.0 uutena tullutta ominaisuutta, ei sitä voida ajaa
näytönohjaimella, jossa on OpenGL-tuki versioon 3.2 asti.
Molempien tutkielmassa esitettyjen varjostimien tapauksessa geometriavarjostin on
uusin OpenGL-rajapinnalta vaadittu ominaisuus. Tuki geometriavarjostimelle lisättiin
OpenGL:ään version 3.2 myötä (Segal & al., 2009 s.348). Näinollen molemmat var-
jostimet toimivat laitteistolla, joka tukee OpenGL:n versiota 3.2 tai uudempaa.
Shells and fins -varjostin vie voiton teknisen toteutuksen haastavuudessa ja siinä, kuin-
ka paljon varjostintoteutus vaikuttaa näytönohjainta kutsuvan sovelluksen toteutuk-
seen. Kohdassa 3.6 on listattu shells and fins -varjostimen tuomat komplikaatiot si-
tä käyttävään sovellukseen. Ongelmia voi ilmetä eritoten silloin, kun käytetään jotain
valmista grafiikkakirjastoa, joka ei tue suoraan kaikkia varjostimen vaatimia ominai-
suuksia. Esimerkiksi shells and fins -varjostimen vaatima piirtotila, jossa geometriavar-
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jostin saa syötteenään kappaleen särmät ja niiden viereiset kolmiot, on harvoin käytetty
ja niipä sille ei välttämättä ole valmiissa grafiikkakirjastossa suoraa tukea.
Karvapeitevarjostin on toteutuksensa puolesta hyvin itsenäinen komponentti eikä se
juuri vaadi vastaavia erikoistoimenpiteitä sitä käyttävän sovelluksen osalta kuin shells
and fins -varjostin.
5.3.3 Laajennettavuus ja jatkokehitysmahdollisuudet
Viimeisenä vertailtavana asiana varjostimien välillä on vielä niiden laajennettavuus ja
jatkokehitysmahdollisuudet. Olisi naiivia odottaa, että kumpikaan toteutetuista varjos-
timista olisi sellaisenaan valmis todelliseen sovellukseen. Kumpikaan varjostimista ei
esimerkiksi toteuta kunnollista valaistusta tai muita kehittyneempiä ominaisuuksia. Pe-
rusvalaistuksen lisääminen kummankin toteutuksen pikselivarjostimeen olisi tosin yk-
sinkertainen työ. Keskitytään tässä kuitenkin seikkoihin ja ominaisuuksiin, joita varjos-
tintoteutuksissa tehdyt ratkaisut sulkevat pois, sen sijaan, että listattaisiin mitä kaikkea
varjostimiin on mahdollista lisätä.
Kuten kohdassa 4.7 mainittiin, karvapeitevarjostimen karvat ovat yhden pikselin levyi-
siä suoria viivoja, joka aiheuttaa tiettyjä rajoituksia jatkokehitystä ajatellen. Karvapei-
tettä ei esimerkiksi saa taipumaan painovoiman vaikutuksesta. Teoriassa se onnistuisi
luomalla jokainen karva useammasta kuin yhdestä särmästä. Käytännössä tämä ei kui-
tenkaan kannata, sillä geometriavarjostimella on kovia rajoituksia sen tuottaman datan
määrän suhteen, kuten kohdassa 4.7 selvitettiin. Shells and fins -periaatteella toteutet-
tuun varjostimeen tällaisen ominaisuuden pystyisi helposti lisäämään.
Kaikenkaikkiaan se, että karvapeitevarjostimen karvat ovat yksittäisiä särmiä, sitoo sii-
hen tehtäviä laajennuksia enemmän kuin shells and fins -varjostimen periaate. Shells
and fins -varjostin voidaan nähdä tälläkin osa-alueella monipuolisempana kuin karva-
peitevarjostin.
5.4 Varjostimien tulevaisuudennäkymät
Edellä käsiteltiin tutkielmassa esiteltyjen varjostintoteutusten eroja nykylaitteistolla
suoritettuna. Pohditaan vielä lopuksi miltä näiden tekniikoiden tulevaisuus näyttää.
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Nykylaitteistolla shells and fins -varjostin loistaa karvapeitevarjostimeen nähden yli-
vertaisella suorituskyvyllään. Tietotekniikka kuitenkin kehittyy jatkuvasti. Tämän het-
ken trendien mukaan vaikuttaisi siltä, että ytimien määrä sekä tietokoneiden suoritti-
missa että näytönohjaimissa kasvaa tulevaisuudessa paljon. Näytönohjaimissa ytimien
lisäys on erityisen hyödyllistä, sillä varjostinohjelmia voidaan luonteensa takia ajaa
helposti rinnakkain. Tämä avaa mielenkiintoisia näkökulmia spekulaatiolle. Tekniikan
kehittyessä sille tasolle, että molempia tutkielmassa esitettyjä varjostimia voidaan ajaa
suorituskyvyn puolesta huoletta, shells and fins -varjostimen hyödyt suhteessa karva-
peitevarjostimeen alkavat vähenemään. Shells and fins -tekniikka on luotu ratkaise-
maan nimenomaan suorituskykyongelmia reaaliaikaisessa karvapeitteen piirtämisessä,
joten on selvää, että se muuttuu turhaksi sitä mukaa, kun laitteiston suorituskyky ke-
hittyy. Edellä todettiin, että karvapeitevarjostin tuottaa selkeästi näyttävämpiä tuloksia
kuin shells and fins -varjostin, joten ehkäpä tulevaisuuden sovelluksissa voimme nähdä
karvapeitettä piirrettävän karva kerrallaan karvapeitevarjostimen tekniikalla.
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6 Yhteenveto
Moderneilla näytönohjaimilla pystytään tuottamaan uskomattoman kaunista reaaliai-
kaista grafiikkaa monipuolisesti. Tässä tutkielmassa esiteltiin eräs tekniikka ja sen
GLSL-toteutus karvapeitteen piirtämiseksi näytönohjaimella. Jotta esiteltyä tekniik-
kaa voitiin arvioida, tutustuttiin tutkielmassa myös vertauskohtana käytettyyn shells
and fins -tekniikkaan sekä sen käytännön toteutukseen. Tämä tekniikka on erityisesti
peliteollisuuden piirissä laajassa käytössä.
Tutkielman teoriaosassa perehdyttiin modernin näytönohjaimen toimintaperiaattee-
seen ja varjostinpohjaisen grafiikan perusteisiin. Siinä esiteltiin kuinka varjostinputken
eri vaiheet - eritoten verteksivarjostin, geometriavarjostin ja pikselivarjostin - muo-
dostavat kokonaisuuden, joka muovaa sille syötettyä 3D-dataa ja tuottaa siitä kaksiu-
lotteisen esityksen vaikkapa tietokoneen ruudulle. Yleisimpien vaiheiden lisäksi tut-
kielmassa käsiteltiin myös pintapuolisesti muita vaiheita, kuten tesselaatiovaihetta ja
varjostinputken kiinteitä osia.
Tutkielmassa esitettyä tekniikkaa verrattiin shells and fins -tekniikkaan ja todettiin, että
tutkielman tekniikka jää suorituskyvyssä auttamatta jälkeen verrokkitekniikalleen. Li-
säksi shells and fins -tekniikka luokiteltiin lähes jokaisella verratuista osa-alueista mo-
nipuolisemmaksi kuin tutkielman tekniikka. Tutkielman tekniikka ei kuitenkaan ole
täysin käyttökelvoton. Sen todettiin piirtävän karvapeitteen selkeämmin ja teräväm-
min, eikä sen toteuttaminen vaadi yhtä laajamittaisia muutoksia sitä käyttävään so-
vellukseen kuin verrokkitekniikan tapauksessa. Lisäksi arveltiin, että tulevaisuudessa
laitteiston kehittyessä shells and fins -varjostin voi jäädä turhaksi, kun karvapeitevar-
jostimen suorituskykyongelmat saadaan ratkaistua laitteiston voimin.
Kaikenkaikkiaan tutkielmassa esitellylle karvapeitteenpiirtotekniikalle on siis käyttö-
kohteensa. Shells and fins -tekniikkaan pohjautuva toteutus on ehdottomasti yleiskäyt-
töisempi ja monipuolisempi, mutta rajatuissa tapauksissa tutkielman tekniikkakin on
käyttökelpoinen työkalu. Avoimeksi jätettävänä asiana tutkielmassa mainittiin esitel-
lyn varjostimen mahdolliset suorituskykyoptimoinnit. Siinäpä olisi jatkotutkimuskoh-
detta kerrakseen.
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Liite 1: Shells and fins -tekniikan shells-varjostimen ver-
teksivarjostin
Tämä liite sisältää Shells and fins -tekniikan shells-osuuden verteksivarjostimen
GLSL-toteutuksen.
#version 400
uniform mat4 g_WorldViewProjectionMatrix;
uniform float m_Layer;
uniform float m_Length;
in vec3 inPosition;
in vec2 inTexCoord;
in vec3 inNormal;
out Vertex {
vec2 tex_coord;
} vertex_out;
void main(){
vec3 offset = m_Layer*m_Length*normalize(inNormal);
vec4 pos = vec4(inPosition + offset, 1.0);
gl_Position = g_WorldViewProjectionMatrix * pos;
vertex_out.tex_coord = inTexCoord;
}
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Liite 2: Shells and Fins -tekniikan shells-varjostimen
pikselivarjostin
Tämä liite sisältää Shells and fins -tekniikan shells-osuuden pikselivarjostimen GLSL-
toteutuksen.
#version 400
uniform float m_Layer;
uniform float m_PatternScale;
uniform float m_ShadowIntensity;
uniform sampler2D m_ColorMap;
uniform sampler2D m_FurPattern;
in Vertex {
vec2 tex_coord;
} vertex_in;
out vec4 output_color;
void main(){
float alpha = 1.0;
vec2 texCoord = vertex_in.tex_coord;
if(m_Layer > 0) {
vec2 pCoord = texCoord*m_PatternScale;
float pValue = (texture2D(m_FurPattern, pCoord).r);
alpha = pValue*(1-m_Layer);
if (alpha < 0.001) discard;
}
float shadowFactor =
1.0 - m_ShadowIntensity * (1.0 - m_Layer);
vec3 color = texture2D(m_ColorMap, texCoord).rgb;
output_color.rgb = shadowFactor*color;
output_color.a = alpha;
}
69
Liite 3: Shells and Fins -tekniikan fins-varjostimen ver-
teksivarjostin
Tämä liite sisältää Shells and fins -tekniikan fins-osuuden verteksivarjostimen GLSL-
toteutuksen.
#version 400
in vec3 inPosition;
in vec3 inNormal;
in vec2 inTexCoord;
out Vertex {
vec3 normal;
vec2 tex_coord;
} vertex_out;
void main(){
vertex_out.normal = inNormal;
vertex_out.tex_coord = inTexCoord;
gl_Position = vec4(inPosition, 1.0);
}
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Liite 4: Shells and Fins -tekniikan fins-varjostimen geo-
metriavarjostin
Tämä liite sisältää Shells and fins -tekniikan fins-osuuden geometriavarjostimen
GLSL-toteutuksen.
#version 400
layout(lines_adjacency) in;
layout(triangle_strip, max_vertices=4) out;
uniform mat4 g_WorldViewProjectionMatrix;
uniform mat4 g_WorldMatrix;
uniform vec3 g_CameraPosition;
uniform float m_Length;
in Vertex {
vec3 normal;
vec2 tex_coord;
} vertex_in[];
out Vertex {
vec2 tex_coord;
float hair_depth;
float hair_pos;
} vertex_out;
void main() {
vec4 pos_a = gl_in[0].gl_Position;
vec4 pos_b = gl_in[1].gl_Position;
vec4 pos_c = gl_in[2].gl_Position;
vec4 pos_d = gl_in[3].gl_Position;
vec4 pos_a_world = g_WorldMatrix * pos_a;
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vec4 pos_b_world = g_WorldMatrix * pos_b;
vec4 pos_c_world = g_WorldMatrix * pos_c;
vec4 pos_d_world = g_WorldMatrix * pos_d;
vec3 vec_ab = (pos_b_world - pos_a_world).xyz;
vec3 vec_bc = (pos_c_world - pos_b_world).xyz;
vec3 vec_bd = (pos_d_world - pos_b_world).xyz;
vec3 vec_pb = pos_b_world.xyz - g_CameraPosition;
vec3 normal_abc = cross(vec_ab, vec_bc);
vec3 normal_bcd = cross(vec_bd, vec_bc);
if(dot(vec_pb, normal_abc)
*dot(vec_pb, normal_bcd) < 0) {
vec3 normal_b = normalize(vertex_in[1].normal);
vec3 normal_c = normalize(vertex_in[2].normal);
vec4 pos_b2 =
pos_b + m_Length*vec4(normal_b, 0.0);
vec4 pos_c2 =
pos_c + m_Length*vec4(normal_c, 0.0);
vec4 pos_b_view =
g_WorldViewProjectionMatrix * pos_b;
gl_Position = pos_b_view;
vertex_out.tex_coord = vertex_in[1].tex_coord;
vertex_out.hair_depth = 0.0;
vertex_out.hair_pos = 0.0;
EmitVertex();
vec4 pos_b2_view =
g_WorldViewProjectionMatrix * pos_b2;
gl_Position = pos_b2_view;
vertex_out.tex_coord = vertex_in[1].tex_coord;
vertex_out.hair_depth = 1.0;
vertex_out.hair_pos = 0.0;
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EmitVertex();
vec4 pos_c_view =
g_WorldViewProjectionMatrix * pos_c;
gl_Position = pos_c_view;
vertex_out.tex_coord = vertex_in[2].tex_coord;
vertex_out.hair_depth = 0.0;
vertex_out.hair_pos = 1.0;
EmitVertex();
vec4 pos_c2_view =
g_WorldViewProjectionMatrix * pos_c2;
gl_Position = pos_c2_view;
vertex_out.tex_coord = vertex_in[2].tex_coord;
vertex_out.hair_depth = 1.0;
vertex_out.hair_pos = 1.0;
EmitVertex();
EndPrimitive();
}
}
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Liite 5: Shells and Fins -tekniikan fins-varjostimen pik-
selivarjostin
Tämä liite sisältää Shells and fins -tekniikan fins-osuuden pikselivarjostimen GLSL-
toteutuksen.
#version 400
uniform sampler2D m_ColorMap;
uniform sampler2D m_FurPattern;
uniform float m_ShadowIntensity;
in Vertex {
vec2 tex_coord;
float hair_depth;
float hair_pos;
} vertex_in;
out vec4 output_color;
void main(){
vec3 color =
texture2D(m_ColorMap, vertex_in.tex_coord).rgb;
float alpha = texture2D(m_FurPattern,
vec2(vertex_in.hair_pos, vertex_in.hair_depth)).r;
if(alpha < 0.001)
discard;
float shadowFactor =
1.0 - m_ShadowIntensity*(1.0 - vertex_in.hair_depth);
output_color.rgb = shadowFactor*color;
output_color.a = alpha;
}
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Liite 6: Karvapeitteen pohjan piirtävä varjostin
Tämä liite sisältää GLSL-toteutukset karvapeitevarjostimessa tarvittaville verteksi- ja
pikselivarjostimille, jotka piirtävät pohjakappaleen karvapeitteelle. Verteksivarjostin
on esitetty kuvassa 42 ja pikselivarjostin kuvassa 43.
#version 400
uniform mat4 g_WorldViewProjectionMatrix;
in vec3 inPosition;
in vec2 inTexCoord;
out Vertex {
vec2 tex_coord;
} vertex_out;
void main(){
vertex_out.tex_coord = inTexCoord;
vec4 pos = vec4(inPosition, 1.0);
gl_Position = g_WorldViewProjectionMatrix * pos;
}
Kuva 42: Karvapeitteen pohjan verteksivarjostin.
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#version 400
uniform sampler2D m_ColorMap;
uniform float m_ShadowIntensity;
in Vertex {
vec2 tex_coord;
} vertex_in;
out vec4 output_color;
void main(){
float shadowFactor = 1.0 - m_ShadowIntensity;
vec3 color =
texture2D(m_ColorMap, vertex_in.tex_coord).rgb;
output_color.rgb = shadowFactor*color;
output_color.a = 1.0;
}
Kuva 43: Karvapeitteen pohjan pikselivarjostin.
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Liite 7: Karvapeitevarjostimen verteksivarjostin
Tämä liite sisältää karvapeitevarjostimen verteksivarjostimen GLSL-toteutuksen.
#version 400
in vec3 inPosition;
in vec3 inNormal;
in vec2 inTexCoord;
out Vertex {
vec3 normal;
vec2 tex_coord;
} vertex_out;
void main(){
vertex_out.normal = inNormal;
vertex_out.tex_coord = inTexCoord;
gl_Position = vec4(inPosition,1.0);
}
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Liite 8: Karvapeitevarjostimen geometriavarjostin
Tämä liite sisältää karvapeitevarjostimen geometriavarjostimen GLSL-toteutuksen.
#version 400
layout(triangles) in;
layout(line_strip, max_vertices=146) out;
uniform mat4 g_WorldViewProjectionMatrix;
uniform float m_Length;
uniform float m_LengthVariance;
uniform float m_Thickness;
in Vertex {
vec3 normal;
vec2 tex_coord;
} vertex_in[];
out Vertex {
vec2 tex_coord;
float hair_depth;
} vertex_out;
vec3 interpolate3(vec3 vec_a, vec3 vec_b, vec3 vec_c,
vec3 pos_a, vec3 pos_b, vec3 pos_c, vec3 pos_p) {
vec3 vec_pa = pos_a - pos_p;
vec3 vec_pb = pos_b - pos_p;
vec3 vec_pc = pos_c - pos_p;
float area_a = length(cross(vec_pb, vec_pc));
float area_b = length(cross(vec_pa, vec_pc));
float area_c = length(cross(vec_pa, vec_pb));
float area_total = area_a + area_b + area_c;
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float weight_a = area_a / area_total;
float weight_b = area_b / area_total;
float weight_c = area_c / area_total;
return weight_a*vec_a
+ weight_b*vec_b
+ weight_c*vec_c;
}
vec2 interpolate3(vec2 vec_a, vec2 vec_b, vec2 vec_c,
vec3 pos_a, vec3 pos_b, vec3 pos_c, vec3 pos_p) {
vec3 vec_pa = pos_a - pos_p;
vec3 vec_pb = pos_b - pos_p;
vec3 vec_pc = pos_c - pos_p;
float area_a = length(cross(vec_pb, vec_pc));
float area_b = length(cross(vec_pa, vec_pc));
float area_c = length(cross(vec_pa, vec_pb));
float area_total = area_a + area_b + area_c;
float weight_a = area_a / area_total;
float weight_b = area_b / area_total;
float weight_c = area_c / area_total;
return weight_a*vec_a
+ weight_b*vec_b
+ weight_c*vec_c;
}
void generateFur() {
float hair_distance = 1.0/m_Thickness;
vec3 pos_a = gl_in[0].gl_Position.xyz;
vec3 pos_b = gl_in[1].gl_Position.xyz;
vec3 pos_c = gl_in[2].gl_Position.xyz;
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vec3 normal_a = normalize(vertex_in[0].normal);
vec3 normal_b = normalize(vertex_in[1].normal);
vec3 normal_c = normalize(vertex_in[2].normal);
vec2 texCoord_a = vertex_in[0].tex_coord;
vec2 texCoord_b = vertex_in[1].tex_coord;
vec2 texCoord_c = vertex_in[2].tex_coord;
vec3 vec_ab = pos_b - pos_a;
vec3 vec_bc = pos_c - pos_b;
float length_ab = length(vec_ab);
float length_bc = length(vec_bc);
vec3 unit_ab = vec_ab/length_ab;
vec3 unit_bc = vec_bc/length_bc;
int hairs_on_ab =
1 + int(floor(length_ab / hair_distance));
int hairs_on_bc =
1 + int(floor(length_bc / hair_distance));
vec3 hair_ab = unit_ab * hair_distance;
vec3 hair_bc = unit_bc * hair_distance;
int hairs_drawn = 0;
for(int i=0; i<hairs_on_ab; i++) {
float mult_ab = i*hair_distance/length_ab;
for(int j=0; j<hairs_on_bc; j++) {
if(mult_ab*length_bc < j*hair_distance) {
break;
}
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vec3 pos_root = pos_a + i*hair_ab + j*hair_bc;
float hairLength = m_Length *
(1.0 - m_LengthVariance * sin(i)*cos(j));
vec3 offset = hairLength * normalize(
interpolate3(normal_a, normal_b, normal_c,
pos_a, pos_b, pos_c, pos_root));
vec3 pos_tip = pos_root + offset;
vec2 texCoord = interpolate3(
texCoord_a, texCoord_b, texCoord_c,
pos_a, pos_b, pos_c, pos_root);
gl_Position =
g_WorldViewProjectionMatrix * vec4(pos_root,1.0);
vertex_out.hair_depth = 0.0;
vertex_out.tex_coord = texCoord;
EmitVertex();
gl_Position =
g_WorldViewProjectionMatrix * vec4(pos_tip,1.0);
vertex_out.hair_depth = 1.0;
vertex_out.tex_coord = texCoord;
EmitVertex();
EndPrimitive();
hairs_drawn++;
}
if(hairs_drawn > 73) {
break;
}
}
}
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void main() {
if(m_Thickness > 0.0) {
generateFur();
}
}
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Liite 9: Karvapeitevarjostimen pikselivarjostin
Tämä liite sisältää karvapeitevarjostimen pikselivarjostimen GLSL-toteutuksen.
#version 400
uniform sampler2D m_ColorMap;
uniform float m_ShadowIntensity;
in Vertex {
vec2 tex_coord;
float hair_depth;
} vertex_in;
out vec4 output_color;
void main(){
float shadowFactor =
1.0 - m_ShadowIntensity*(1.0 - vertex_in.hair_depth);
vec3 color =
texture2D(m_ColorMap, vertex_in.tex_coord).rgb;
output_color.rgb = shadowFactor*color;
output_color.a = 1.0;
}
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Liite 10: Suorituskykymittausten tulokset
Tämä liite sisältää varjostimien suorituskykymittausten tulokset.
Taulukko 1: Shells and fins -varjostimen piirtoajat.
Piirrettävien kolmioiden lkm. Piirtoaika (ms)
Nvidia GeForce GTX 460 AMD Radeon HD 5700
4800 0.772 0.937
10800 0.945 1.13
30000 1.40 1.74
67500 2.57 2.83
120000 4.22 4.22
270000 8.93 9.17
480000 15.6 15.9
1080000 34.9 33.9
1920000 61.8 59.7
3000000 96.6 92.7
Taulukko 2: Karvapeitevarjostimen piirtoajat.
Piirrettävien kolmioiden lkm. Piirtoaika (ms)
Nvidia GeForce GTX 460 AMD Radeon HD 5700
4800 24.7 11.1
10800 55.2 21.7
30000 153 59.9
67500 342 123
120000 610 196
270000 1370 454
480000 - 819
1080000 - 1754
1920000 - -
3000000 - -
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Taulukko 3: Sovelluksen muistinkäyttö shells and fins -varjostimella.
Piirrettävien kolmioiden lkm. Muistinkäyttö (MB)
Nvidia GeForce GTX 460 AMD Radeon HD 5700
Toimettomana 94.9 114
4800 113 126
10800 113 125
30000 117 126
67500 121 130
120000 127 142
270000 163 159
480000 245 214
1080000 434 244
1920000 546 586
3000000 899 933
Taulukko 4: Sovelluksen muistinkäyttö karvapeitevarjostimella.
Piirrettävien kolmioiden lkm. Muistinkäyttö (MB)
Nvidia GeForce GTX 460 AMD Radeon HD 5700
Toimettomana 94.9 114
4800 101 115
10800 102 114
30000 102 116
67500 106 118
120000 109 124
270000 133 141
480000 - 157
1080000 - 243
1920000 - -
3000000 - -
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Taulukko 5: Näytönohjaimen muistinkäyttö shells and fins -varjostimella.
Piirrettävien kolmioiden lkm. Muistinkäyttö (MB)
Nvidia GeForce GTX 460 AMD Radeon HD 5700
Toimettomana 155 161
4800 158 234
10800 160 233
30000 160 235
67500 164 237
120000 166 239
270000 176 251
480000 190 259
1080000 229 310
1920000 283 400
3000000 354 495
Taulukko 6: Näytönohjaimen muistinkäyttö karvapeitevarjostimella.
Piirrettävien kolmioiden lkm. Muistinkäyttö (MB)
Nvidia GeForce GTX 460 AMD Radeon HD 5700
Toimettomana 155 161
4800 159 239
10800 158 239
30000 158 238
67500 160 239
120000 162 241
270000 165 236
480000 - 239
1080000 - 258
1920000 - -
3000000 - -
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