Several presentation techniques have been created for visualization of data with more than three variables. Packages have been written, each of which implements a subset of these techniques. However, these packages generally fail to provide all the features needed by the user during the visualization process. Further, packages generally limit support for presentation techniques to a few techniques. A new package called Petrichor accommodates all necessary and useful features together in one system. Any presentation technique may be added easily through an extensible plugin system. Features are supported by a user interface that allows easy interaction with data. Annotations allow users to mark up visualizations and share information with others. By providing a hyperdimensional graphics package that easily accommodates presentation techniques and includes a complete set of features, including those that are rarely or never supported elsewhere, the user is provided with a tool that facilitates improved interaction with multivariate data to extract and disseminate information.
INTRODUCTION
Data visualization is the process of graphically rendering data so that the user can infer information from that data. To convey the information in the data effectively, visual cues are used to represent variable values. A visual cue is an attribute of the rendering, such as position, size, or color, which can be changed to communicate the value of the variable it represents. Presentation techniques dictate and allow the selection of visual cues and their layout in the rendering. Many presentation techniques are available for graphing data. However, graphics packages typically limit the number of variables to three or less. Valuable information can be lost when any of the variables are suppressed, making it difficult to discover potentially meaningful relationships in, and to extract information from data with more than three variables.
The need for and value of hyperdimensional presentation techniques
In contrast to the less favorable alternative of suppressing one or more variables so that traditional 2-or 3-D graphing methods can be employed, hyperdimensional presentation techniques have been developed to allow the user to see simultaneously several or all of the variables associated with each data point. Hyperdimensional presentation techniques permit inspection of all of the variables and their relationships. Figure 1 shows four plots of the same data set using different hyperdimensional techniques. Figure 1 (a) is drawn using parallel coordinates 1 , where trends can be seen by observing where the lines intersect adjacent axes. Figure 1 (b) is drawn using scatterplot matrices 2 , which are useful for determining how variables relate to each other. Figure 1 (c) is drawn using starplots 2 , which are useful for finding similar data points in a data set since they have similar overall shapes. Figure 1 (d) is drawn using dimensional stacking 3 , which helps to show clusters and patterns in the data set.
Each presentation technique potentially provides unique insight into the data. However, if only one or even two techniques are utilized, some of the available information may not be detected. The user also may not know a priori which presentation techniques are best suited for rendering his data. Accordingly, a graphics package that provides more presentation techniques can be expected to provide the user with the opportunity to discover more information than a graphics package that provides fewer presentation techniques. 
The visualization process
The key to information discovery often lies in manipulating the rendered image, which allows the user to view the data in different ways; often it is insufficient simply to render static images. The initial view is rarely the one that offers the user the moment of discovery. Interacting with the rendering, by tracking, zooming, and rotating the view, or limiting the data displayed to gain a clearer picture, or changing attributes associated with the data points, often leads to discovery. Just as various presentation techniques show the data in different ways, various user interface features allow the user to manipulate the view in different ways. A traditional graphics package with limited user interface features may be insufficient for exploration and interaction with the data.
Collaboration and sharing
Users often collaborate and share their discoveries with others. Providing screenshots to colleagues may suffice, but it is preferable to provide a file that can be used to display the data interactively. Annotations also may be helpful in communicating discoveries. Being able to annotate the visualization directly greatly improves the ease and efficiency of sharing information with others. Our review of existing hyperdimensional graphics packages showed that generally they do not allow the user to annotate the visualization.
Visualization problems
The user with n-D data is confronted with four general problems:
• finding a hyperdimensional graphics package capable of rendering that n-D data,
• finding one or more presentation techniques supported by the package that allow(s) insight to be gained,
• interacting with the presentation technique(s) via the user interface to discover the information in the data, and • finding a way to share meaningfully the information gleaned.
A hyperdimensional graphics package that sufficiently addresses each of these problems in a general purpose manner can be expected to simplify the user experience and allow the user to discover, explore, interact with, and share the information contained in the data.
RELATED WORK
With the needs of the user in mind, we look first at current hyperdimensional graphics packages. We begin by assessing presentation technique support. Next, we provide a list of basic features that assist the user in solving the previously stated problems. Then, we evaluate support for these features in current graphics packages.
Presentation technique support
We have compiled a complete, but non-comprehensive list of common presentation techniques by reviewing current graphics packages and the literature which reports presentation techniques. 
Package Name 
ADVIZOR®

Hyperdimensional graphics package features
All graphics packages have features that are intended to help the user navigate and interact with data that is rendered visually. However, the feature sets vary greatly among packages. After researching current hyperdimensional graphics packages and the user interaction they provide, we compiled a list of features that sufficiently solve the problems described in Section 1. Some of the features included in the list are found in current graphics packages and are included because they have demonstrated a helpful if not essential role in interacting with data. Others are not found in any previously reported hyperdimensional graphics package and are included because they can help solve the problems outlined in Section 1.4. For convenience, features are listed in alphabetical order.
• Annotations -Text, shapes, and highlighting can be noted directly on the visualization.
• Brushing/Selection -Brushing tools are provided to selected data by dragging on the visualization or by specifying a range for each variable. All data points satisfying all of the range constraints are selected.
• Coloring -The color of the background and the data points may be changed.
• Consistent Tools -Tools for rotating, tracking, zooming, and annotating are available for all visualizations.
• Dimensionality Reduction/Variable Suppression -The number of visible variables can be reduced to allow the user to view some or all of the dimensions represented in the data set.
• Extensibility -Presentation techniques and extra functionality can be added.
• Image Support -The user can save the visualization as an image in a common format.
• Labels -Clear labels are added by default. Labels can be edited by the user.
• Linking -Points selected in one visualization are selected in all other visualizations of the data set.
• Multiple Data Sets -More than one data set can be visualized simultaneously.
• Multiple Views -Multiple simultaneous views of a data set and/or cue selection variants are supported.
• Point Display -Each data point's variable values can be displayed (commonly done using a tool-tip dialog box).
• Rotation -The view can be rotated around a point or line, or parallel to a plane, akin to panning with a camera.
• Saving State/Sharing -The state of visualizations can be saved so that they can be recalled in the same state as when they were saved. This also allows visualizations to be shared with others.
• Shadowing -Data points can be marked as 'shadowed', which then are rendered as grayed-out points using partial or full transparency so that they are less obvious than non-shadowed points.
• Subsetting -Selected data points can be copied to a new data set, containing a subset of the original data.
• Technique Changing -All visualizations are able to change the presentation technique used to render the data.
• Tool Tips -Tool tips are provided to describe the functionality of important features of the user interface.
• Tracking -The view can be transformed to allow data points outside the bounds of the current view to be seen, similar to a dolly shot in cinematography.
• Variable Changing/Cue Selection -The assignments of variables to visual cues can be selected or changed.
• Zoom -A zoom tool is provided to move the view closer to or farther away from data points.
With this list of desirable features, we can assess representative graphics packages to see which features are supported. Table 2 shows the packages that we have evaluated. These packages are representative of available packages in terms of features supported. Many desirable features are not supported by these graphics packages. We were unable to find a hyperdimensional graphics package that fully supported more than 17 of the 30 desirable features described previously.
PETRICHOR
After reviewing currently available hyperdimensional graphics packages, we conclude that none of them sufficiently solves the problems discussed in Section 1.4. These problems are significant in the visualization process and, if left unsolved, will impede or prevent users from discovering information. Therefore, we have designed and implemented a broadly applicable hyperdimensional graphics package to solve these problems. The design of this package focuses on facilitating good user interaction with data, including all the desirable features from Section 2, as well as allowing for extensibility through a plugin system. We call the new package Petrichor. 
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Petrichor's features
Petrichor supports two file formats. The first is a modified CSV format that allows data to be imported easily from many different sources. The second is an XML format which allows visualization state and annotations to be saved. Future file formats may be added by writing a custom file loader/saver plugin. As data is read in from file, it is added to a model class that uses a two-dimensional array to store the data. Each column represents a variable, and each row represents a point of data. The objects stored in this array are small class objects holding a decimal number, the original string value, and other applicable information. Data points with missing values can be marked by setting a flag. This allows the model to store, in the same object, both numeric and categorical data, as well as whether or not the value is missing. A new model is created for each data set loaded. The model has a set of methods that allow presentation techniques to interact with it. Getter methods allow the techniques to request information about data points. Setter methods allow the techniques to change various attributes of data points, such as color, selection, and shadow. Linking, the process of selecting points in one view and highlighting them in other views, is accomplished through a listener interface.
A programming interface facilitates access to the user interface and other functions needed to plot data and to allow interaction. When a window is created for a presentation technique, a rendering context is created and provided to the presentation technique implementation. The rendering context has a simple drawing interface which allows presentation techniques to create visualizations. A plugin interface allows custom functionality to be added to the system by thirdparty programmers. The interface allows the technique implementations to specify the name of the technique, the visual cues available, and the types of interaction supported, along with other technique-specific information. All presentation techniques are programmed as plugins that adhere to the programming interface, and which have been compiled into DLL files. This permits the user to place the plugin in the correct folder and gain the new functionality without any other setup required. After restarting the program, any new plugin functionality is available.
It is arguably infeasible to support all available techniques in a traditional package without investing substantial effort and expense. One way to overcome this apparent obstacle is to make it easy for other programmers to add to the supported techniques. Through the plugin system, third-party programmers may add significantly to the supported functionality and techniques. Petrichor lightens the burden of programming by handling the functionality that is common across techniques. We experimented by using the Parallel Coordinates plugin as a guide for the Star Plots plugin. The initial version of the Star Plots plugin was completed subsequently in less than 5 hours.
The user interface (UI) for Petrichor is designed and implemented to facilitate simple and easy interaction for commonly used features. For example, technique and cue selection are given prominent locations in the UI so that the user need not search through menus to find the desired functionality. Other commonly used features, such as annotations, rotation, tracking, and zooming, are placed in a tool palette to allow easy access. Figure 2 shows an overview of the UI. When the user starts up the program, the window in Figure 2 (a) appears. The user then opens a data file, and any data sets contained in the file are loaded. After selecting a data set from the drop-down menu, the user clicks on one of the presentation technique buttons below the menu. The data is rendered in a new window using the corresponding presentation technique plugin, as shown in Figure 2 (c). More visualization windows may be opened by clicking the buttons in the first window. Using separate windows for each visualization allows the user to view the data using different but simultaneous presentation techniques, or even the same presentation technique with a different view or cue selection. The tool palette, Figure 2(b) , and the UI elements in the left side of the visualization window are used to interact with the data. The user assigns cues to variables using the drop-down menus provided. After initially displaying and possibly manipulating the data using the selected presentation technique and assignment of cues, the user is able to select a different presentation technique and/or assignment of visual cues. Sharing of visualizations and insights gained is enhanced through annotations, which allow the user to draw directly on the visualization. 
RESULTS
To demonstrate the functionality and value of the design, Petrichor has been used successfully to visualize a test data set titled "Top 100 Private Colleges 2003" 6 . This data set has eighteen variables and a sufficient number of data points to show the benefits of some of Petrichor's features. People often use data visualization to answer questions and extract information that otherwise is not easily discernible. Since the data set chosen for this demonstration involves colleges, one question to be answered might include "In which college are students most likely to succeed?" The search for an answer to this question is demonstrated by visualizing the data using Petrichor.
In which college are students most likely to succeed?
Often questions that are simple and precise can be answered by looking at the raw data. For example, the question "Which college costs the least?" is answered easily by looking at a column of data. The answer to the question "In which college are students most likely to succeed?" requires further exploration of the data. Figure 3(a) shows the data set rendered using Parallel Coordinates. The visualization initially appears cluttered. Using the dimensionality slider, we reduce the number of dimensions shown to reduce the clutter. Now, we need to choose which variables will still be shown in the visualization. Since we are interested in factors relating to the success of students, we choose the variables "Overall Rank," "4-year Grad. Rate," "6-year Grad. Rate," "Quality Rank," "Total Costs," "Need Met," "Average Debt," and "Cost Rank." Figure 3(b) shows the updated visualization. There are some features to note in this particular display. First, the values have been normalized using the minimum/maximum values for each variable, so values in adjacent axes may not line up numerically. Second, there seems to be an inverse relationship between "Overall Rank" and "4-year Grad. Rate," which is counter-intuitive. This occurs because ranking starts with 1 as the best with larger numbers being less good. The graduation rate starts with 100% as the best and goes down toward 0%. With the Parallel Coordinates implementation in Petrichor, we can invert the axis for the variable by clicking on the appropriate axis using the Presentation Technique Tool. Similar relationships can be seen (and corrected) with the other variables dealing with ranking. The result of inverting the rank variables is show in Figure 4 (a). Now we can observe the relationships in the data. Upon initial inspection, we can see some trends in the data. First, there is a direct correlation between the overall rank and the graduation rate. The people who compiled this data might have used the graduation rate as a measure of how good a college is. We can use the ranks they have assigned as a starting point for our analysis. So, we filter out some of the colleges that ranked lower in this data set and see what the remaining colleges have in common. To do this, we use the range brush to filter the data points, shown in Figure 4 (b). While we can see which data points are selected, the other points still clutter the presentation. So we create a subset of the original data based on the data points we selected using the range brush and continue to analyze the remaining data points. Let's assume that our measure of success is related to the 4-year graduation rate and the average debt. We want a high graduation rate while keeping the average debt low. We can use the range brush again to limit our choices based on these criteria. We use the color options dialogue to change the color of the selected points to a different color, shown in Figure 5 (a). Based on our data exploration, we now have a few colleges that might rank highly in terms of student success. Using the annotation tools, we label three of the colleges a user might choose, shown in Figure 5 Various features unique to Petrichor facilitated our exploration of the data. The results of the demonstration were directly affected by the question asked and the choices we made along the way. Different questions and choices may produce different results. This is one of the benefits of graphing data: we can experiment with different approaches to reaching a decision or to gaining insight. As we explore data, we progress toward the answers to our questions. No other package on the market facilitates this same demonstration. Our work has in part focused on finding desirable features and including them in a general-purpose hyperdimensional graphics package so that the value of these features may be determined. A user test could be expected to yield insight, but such a test is outside the scope and intent of this research.
CONCLUSION
We have identified four problems a user faces when trying to visualize n-D data, as well as twenty-one features a graphics package should support to solve those problems. We have incorporated those features into the design for a new hyperdimensional graphics package known as Petrichor, whose ability to facilitate exploration of, interaction with, and sharing of n-D data has been demonstrated briefly using a test data set. We have built upon the packages shown in Table  2 to improve the user's experience while exploring n-D data. Table 3 shows the result of Petrichor's design. 
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