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Abstrakt 
Tato práce se zabývá softwarem pro podporu výuky formou prezentování fyzikálních dějů. Konkrétně 
se jedná o kinematiku na úrovni základní a střední školy. Dále jsou popsány základy pedagogiky, 
didaktiky, modelování a simulace týkající se navrhovaného programu a ze získaných poznatků je 
navrhnut systém a jeho grafické uživatelské rozhraní, které je následně implementováno. 
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Abstract 
This final thesis deals with the software supporting the education through the presenting the physical 
process. Specifically, it deals with the kinematics on the level of the basic school and secondary 
school. Next there are described the basics of pedagogy, didactics, simulation and modelling referring 
to the suggested programme. There is also a suggested system and its graphic user interface based on 
the gained findings which is later implemented. 
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1 Úvod 
Proces vzdělávání a učení provází člověka po celý život. Většina lidí má potřebu rozvíjet se 
a rozšiřovat si vědomosti a schopnosti vlastní, jiní tuto potřebu tolik necítí. Bohudík, nebo bohužel je 
povinností se vzdělávat bez ohledu na to, zda chceme či ne. Naštěstí není vzdělávání ponecháno 
na každém jedinci samostatně, ale je cíleně vedeno a směřováno, a tím je mu tento proces usnadněn.  
Z tohoto důvodu jsou zapotřebí pracovníci, kteří na sebe tento nelehký úkol vezmou a pomohou 
ke vzdělání ostatním. Pro usnadnění práce mají k dispozici celou řadu pomůcek. Mezi ně patří 
i výukový software, který napomáhá pedagogovi při vykládání látky. 
Tato práce se zabývá právě výukovým softwarem, který má za úkol usnadnit pedagogovi výklad 
a studentům pomoci při pochopení látky. Výsledný software bude ovládat pouze pedagog a bude 
za jeho pomoci prezentovat studentům fyzikální děje. Konkrétně se tedy bude jednat o podporu při 
výuce fyziky na základních a středních školách. 
V následujícím textu je uveden nejen stav, v jakém se nachází podobné programy, ale i jak jsou 
fyzikální jevy demonstrovány v učebnicích. Dále je popsáno, jak by měl daný software vypadat 
z hlediska pedagogiky a didaktiky. Popsány jsou i základy modelování a simulace, které jsou nezbytné 
při vytváření systému modelujícího část reálného světa, v tomto případě fyzikálních jevů. 
Na základě zjištěného stavu dostupného softwaru a ze zásad, jak by daný systém  měl vypadat, 
je navrhnut a vytvořen software pro podporu výuky ve fyzice. 
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2 Způsoby prezentace fyzikálních jevů 
V této kapitole jsou uvedeny možnosti, jak lze zobrazovat fyzikální děje se zaměřením na výuku. Jsou 
zde různé ukázky, aby si čtenář mohl udělat patřičnou představu. Na konci kapitoly je shrnutí, co je 
pro který účel prezentace vhodnější. 
Zobrazování fyzikálních jevů můžeme rozdělit na statické a dynamické. Statické znázornění je 
využito v literatuře, kde tomu ani jinak nelze. Dynamická je potom většina počítačových programů 
určená podpoře výuky.  
Například výklad pedagoga spolu s nákresy na tabuli by se dal zařadit někam mezi statické a 
dynamické zobrazování.  
2.1 Statická prezentace fyzikálních jevů 
V tištěné literatuře je možno prezentovat fyzikální jevy pouze pomocí statických obrázků 
s doprovodným textem. V dostupných učebnicích pro školy jsou obrázky názorné, a student při troše 
snahy látku pochopí. Není to však pro něj nijak atraktivní a nevzbuzuje to mnoho zájmu. Pro ukázku 
zde uvedu několik příkladů vybraných z literatury [1] a [2]. 
Na obrázku 2.1 je znázorněna třecí síla, která vzniká smykovým třením mezi dvěma tělesy. 
Obrázek je doplněn výkladem, kde je student seznámen, proč třecí síla vzniká, že její velikosti závisí 
na síle působící na těleso směrem k druhému tělesu (Fn) a na součiniteli smykového tření f. Dále se 
dozvídá, že chceme-li tělesem rovnoměrně pohybovat, je zapotřebí působit na něj silou F, která je 
stejně velká jako třecí síla Ft a má opačný směr. Tato fakta je většina studentů schopna přijmout, a 
dokonce si je i představit nebo zkusit na jednoduchém případě.  
Dále je student seznámen s tvrzeními, že třecí síla nezávisí na velikosti stykových ploch a že nezávisí 
ani na rychlosti pohybu. Toto jsou již pro studenta ne tak zřejmé zákony a lépe by si je osvojil, pokud 
by si je mohl vyzkoušet, nebo mu byly lépe demonstrovány. 
 
Ft 
Směr pohybu 
F 
Fn 
Obrázek  2.1: Třecí síla. 
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Další příklad na obrázku 2.2 znázorňuje lom světla na rozhraní dvou prostředí. Obrázek 
doplňuje text, který studentovi vysvětluje, proč k lomu světla dochází, co je to index lomu, kdy se 
paprsek láme ke kolmici, kdy se láme od kolmice a kdy dochází k úplnému odrazu.  
 
 
Text popisující dané fyzikální jevy je podrobný a dalo by se říci, že i vše vysvětlující. Ale 
pro studenta může být problém si lom světla a jeho vlastnosti představit. Bylo by názornější předvést 
studentům pokus, při kterém by na vlastní oči mohli pozorovat lom světla za pomoci změny úhlu 
vstupního paprsku. V ideálním případě i změnu prostředí, ve kterém se paprsek šíří. Nebo, jak tomu 
bylo v prvním příkladu, demonstrovat studentům, že velikost třecích sil opravdu nezáleží na obsahu 
styčných ploch a na rychlosti pohybu těles. Bohužel specializovaných pomůcek sloužících 
pro demonstraci podobných fyzikálních jevů ve školách ubývá nebo některé jevy není 
z ekonomických či fyzických důvodů možno vůbec demonstrovat. Z tohoto důvodu se hledaly jiné 
možnosti, jak studentům přiblížit chování fyzikálních jevů a tím jim ulehčit jejich pochopení.  
Jednou z možností jsou různá videa nebo počítačové animace zobrazující fyzikální jevy. Tento 
způsob prezentace má jistě řadu výhod, ale velká nevýhoda spočívá v nemožnosti zasáhnout do děje a 
jakkoli ho ovlivnit.  
Tuto nevýhodu odstraňují počítačové programy simulující fyzikální jevy. U nich může vyučující 
demonstrovat, jak se děj mění za různých počátečních podmínek nebo i za podmínek měnících se 
v průběhu. 
α 
 
  β 
 
Obrázek 2.2: Lom světla. 
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2.2 Dynamická prezentace fyzikálních jevů 
Při dynamické prezentaci se očekává možnost do děje vstoupit a upravovat nastavení či libovolné 
hodnoty fyzikálních veličin. Tuto možnost kromě reálných experimentů nabízejí počítačové simulace. 
V následujícím textu je popsáno, v jakém stavu se nacházejí počítačové programy pro podporu 
výuky do fyziky. Přihlédnuto je hlavně k softwaru volně dostupnému. 
 
2.2.1 Java applety 
Velice oblíbenou platformou pro prezentování fyzikálních jevů jsou Java applety 1. Hlavní výhoda 
spočívá v dostupnosti z jakéhokoliv počítače připojeného do internetu 2. Uživatel pouze otevře 
internetovou stránku a program se mu zobrazí. Applety jsou nezávislé na operačním systému a fungují 
všude, kde je možno nainstalovat Javu Standard Edition. Další výhodou je možnost upravit applet a 
uživateli se při příštím přístupu na stránku zobrazí nová verze.  
Na druhou stranu mají applety své nevýhody. Mezi hlavní patří pomalejší start aplikace 
z důvodu stáhnutí potřebných dat ze serveru a dále kvůli spuštění virtuálního prostředí pro javu. Navíc 
mají applety z bezpečnostních důvodů jistá omezení oproti klasickým aplikacím, jako například 
nemožnost přistoupit k lokálnímu systému souborů. Pro programy demonstrující fyzikální jevy jsou to 
ale omezení zanedbatelná, a proto se java applety pro tento účel hojně používají. 
V následujícím textu je ukázka několika appletů prezentujících fyzikální jevy. 
Rovnoměrný pohyb 
Na obrázku 2.3 je znázorněn applet demonstrující rovnoměrně zrychlený pohyb, který je znázorněn 
pomocí autíčka pohybujícího se z počáteční polohy, s počáteční rychlostí a zrychlením. Tyto hodnoty 
je možno před spuštěním animace nastavit. Hodnoty fyzikálních veličin dráhy, rychlosti a zrychlení 
jsou vykreslovány do grafů v závislosti na čase. Dále je možné nastavit do libovolné vzdálenosti dva 
kontrolní body (zelená a červená překážka v dráze vozidla), u kterých je měřen čas, kdy jimi auto 
projede.  
Tento applet jednoduše prezentuje nejen zrychlený pohyb, ale s vhodně zvoleným zrychlením je 
možno demonstrovat i pohyb rovnoměrně přímočarý a pohyb zpomalený. Je to ukázka pěkné 
prezentace fyzikálního děje s jednoduchým ovládáním a názorným zobrazením probíhajících změn. 
                                                     
1 Applet je softwarová komponenta, která běží v kontextu jiného programu, v tomto případě v internetovém 
prohlížeči. 
2 Je třeba mít nainstalované JRE (Java Runtime Environment). Doporučeno je instalovat nejnovější vydanou 
verzi. A internetový prohlížeč podporující java applety. Dnes (2008) všechny známé internetové prohlížeče. 
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Pro potřeby výuky a aktivního zapojení studentů by se hodila možnost skrývat libovolné grafy nebo 
aktuální hodnoty veličin. Určitě by také nebyla špatná možnost měnit délku celkové dráhy, nebo její 
měřítko. Tím se ale pomalu dostáváme od jednoduché aplikace s velice jednoduchým ovládáním 
ke složitější. Samotné stanovení rovnováhy mezi jednoduchostí ovládání a širokými možnostmi 
nastavení a mezi jednoduchostí zobrazování a podrobnými výpisy je netriviální a je rozebráno 
v následujících kapitolách. 
Z hlediska grafické úpravy již tento applet nepůsobí tak dobře. Barevné provedení GUI je velice 
výrazné, což určitě připoutá pozornost, ale bohužel i zastíní probíhající děje. 
 
 
Obrázek 2.3: Snímek appletu znázorňujícího rovnoměrně zrychlený pohyb [3]. 
 
Pohyb v homogenním gravitačním poli (vrhy) 
Na obrázku 2.4 vidíme applet demonstrující pohyb tělesa v gravitačním poli. Slouží hlavně 
pro demonstraci vrhů a pokud zadáme nulovou počáteční rychlost, jedná se o demonstraci volného 
pádu. Před spuštěním je možnost nastavit počáteční výšku, počáteční rychlost, elevační úhel, hmotnost 
tělesa a velikost gravitačního zrychlení. To z tohoto appletu dělá poměrně použitelný nástroj pro 
prezentaci vrhů. Při běžící animaci je vypisována aktuální hodnota jedné z pěti fyzikálních veličin 
(poloha, rychlost, zrychlení, síla, energie). Trajektorie tělesa je předem vykreslena a při animaci se po 
ní pohybuje těleso a podle režimu zobrazení je na něm znázorněna působící síla, nebo jeho aktuální 
rychlost, nebo zrychlení ve formě vektoru. 
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Opět se jedná o zdařilou demonstraci fyzikálního jevu jako u většiny appletů vytvořených 
panem Walterem Fendtem dostupných na [3]. Odkazovaná stránka se zaměřuje hlavně na mechaniku, 
kmitání a vlnění, elektřinu, magnetismus a optiku. 
Bohužel grafická úprava je u všech appletů stejná a poněkud kazí dojem z jinak zdařilých 
prezentací. 
 
Obrázek 2.4: Snímek appletu znázorňujícího pohyb tělesa v homogenním gravitačním poli [3]. 
 
2.2.2 Flash animace 
Další využívanou platformou pro prezentování fyzikálních dějů je animace pomocí Adobe Flash 
playeru. Opět ke spuštění stačí počítač připojený do internetu a nainstalovaný Flash player 
v odpovídající verzi. Flash je určen především pro tvorbu (převážně internetových) interaktivních 
animací, prezentací a her. Z toho vyplývá, že prezentace vytvořené ve Flashi jsou spíše animací 
bez velké možnosti do děje zasahovat. Zpravidla bývá pouze možnost spustit anebo krokovat děj. 
Ukázka animace ve flashi 
Na obrázku 2.5 je ukázka flash animace prezentující funkci čtyřdobého spalovacího motoru. Tato 
ukázka slouží jako demonstrace funkce spalovacího motoru a není zde žádná možnost nastavení. 
Pro tento druh prezentací to také není zapotřebí a použití flash animace se jeví jako vhodné řešení. 
Grafické provedení je střídmé, což je určitě plus. Pouze název animace působí velice 
dominantně a odtahuje pozornost. 
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Obrázek 2.5: Ukázka flash animace prezentující funkci čtyřdobého spalovacího motoru [4]. 
 
2.2.3 Samostatně spustitelné programy 
Samostatně spustitelné programy jsou určeny pro náročnější prezentace fyzikálních dějů 
s rozsáhlejšími možnostmi nastavení. Tyto programy nemají žádná bezpečnostní omezení, jak tomu 
bylo u appletů, a mohou tedy například umožnit uložení předem připraveného stavu prezentovaného 
děje, a tím ušetřit čas ve vyučovací hodině. 
Mezi hlavní nevýhody patří nutnost mít program uložený v lokálním souborovém systému a 
v některých případech je před prvním spuštěním vyžadována instalace do operačního systému. To 
může být ve školním prostředí problém kvůli uživatelským právům. Další nevýhodou může být 
kompatibilita na různých operačních systémech, nebo dokonce verzích systému. Tomuto se však dá 
při vhodně zvoleném programovacím jazyku vyhnout. 
Ukázka programu simulujícího elektrostatické pole 
Na obrázku 2.6 je znázorněn snímek programu demonstrujícího silové pole mezi jednotlivými 
elektrostatickými náboji. Dalo by se říci, že je to program o úroveň výše než většina appletů nebo 
flash animací. Vypovídá o tom například možnost vložit libovolný počet elektrických nábojů. 
U podobné prezentace vytvořené formou appletu by byly k dispozici dva náboje s možností nastavení 
velikosti náboje a případně vzdálenosti mezi nimi. 
Ovládání této aplikace je celkem intuitivní a znázornění nábojů a siločar zdařilé. Vzhled celého 
GUI působí díky bílému pozadí pod náboji a šedému ovládání poněkud prázdně, ale zato neodvádí 
pozornost a náboje se siločárami jsou o to výraznější. 
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Obrázek 2.6: Ukázka aplikace demonstrující elektrostatické pole mezi náboji [5]. 
2.3 Shrnutí 
K zobrazování fyzikálních jevů je možno přistoupit například z hlediska abstraktnosti zobrazení. Tedy 
jak moc se daný děj přibližuje realitě. U počítačových programů je vždy použita abstrakce, ale máme 
možnost definovat její úroveň. Například téměř reálné prostředí bez jakéhokoliv znázornění vektorů 
nebo výpisů hodnot. Nebo toto zobrazení doplnit o znázornění fyzikálních veličin a proměnných, což 
je pro názornost jistě vhodnější. Protikladem je zobrazovat pouze uměle vytvořená fyzikální tělesa, 
například hmotné body a jejich vlastnosti.  
Před vytvořením programu prezentujícího fyzikální děj je potřeba si rozmyslet, co od výsledku 
budeme očekávat. Zda-li chceme vytvořit již přesně danou scénu a na uživateli necháme pouze 
spuštění děje, nebo jestli necháme uživatele definovat, co všechno bude ve scéně zobrazeno a s jakými 
parametry. Samozřejmě čím větší volnost uživateli necháme, tím bude mít výsledný program širší 
použitelnost. Pozor ale musíme dát na nepřekročení hranice, kde se z příjemné volnosti nastavení stává 
nepřehledná aplikace odpuzující nové uživatele. Jedna z možností řešení je skrýt podrobnější nastavení 
pro obyčejné uživatele. 
S očekávaným výsledkem také souvisí volba, na jaké platformě budeme software vytvářet. 
V případě, že stačí krátká animace fyzikálního děje s minimálními vnějšími zásahy od uživatele, bude 
 11
úplně postačující flash animace. Pokud je ale potřeba jednoduché nastavení různých parametrů, je 
vhodnější vytvořit applet. Pokud potřebujeme pro naši prezentaci detailnější nastavení anebo celkově 
uvažujeme o robustnějším systému pro znázorňování fyzikálních dějů, je vhodné rovnou uvažovat 
o klasickém počítačovém programu. 
V případě zájmu o již vytvořené applety a flash animace fyzikálních jevů je na stránkách [6], [7] 
a [8] mnoho zajímavých odkazů zabývajících se touto problematikou. Volně dostupných klasických 
programů pro prezentaci fyzikálních dějů není příliš mnoho. Placené programy jsem z důvodu 
neporušení jejich licenčních podmínek do přehledu nezařadil. 
2.4 Dodatek 
Jelikož se tato práce týká výuky fyziky na základních a středních školách, věnuje se její obsah nižší 
úrovni látky, než která je zapotřebí jako příprava pro vysokoškolské studium technického nebo 
přírodovědného zaměření. Z toho vychází i použitá literatura [1] a [2], která je určena pro školy, kde 
se fyzika vyučuje podle učebního plánu s menší hodinovou dotací. Cílem výuky fyziky s tímto 
rozsahem je poskytnout studentovi fyzikální vzdělání na úrovni odpovídající přípravě pro praktický 
život a podnítit jeho samostatné myšlení.  
Z hlediska dělení fyziky sem patří mechanika, termika, elektřina, magnetismus, optika a 
základní poznatky o atomu. 
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3 Mezioborové vztahy 
V této kapitole jsou uvedeny základní poznatky z oborů pedagogiky a didaktiky týkající se 
navrhovaného programu pro podporu výuky fyziky. A jelikož se jedná o program simulující fyzikální 
děje, budou zde rozebrány i základy modelování a simulace. Pro začátek si můžeme zdůvodnit, proč je 
prezentační software pro výuku přínosem.  
Prezentační software pro výuku patří mezi materiální didaktické prostředky. Didaktický 
prostředek je vše, čeho učitel a žáci mohou využít k dosažení výukových cílů. Kromě materiálních 
prostředků, jako jsou například tabule, učebnice, učební prostory, výpočetní technika a samozřejmě 
počítačové programy, existují nemateriální prostředky, jako například metoda výuky, vyučovací forma 
a didaktické principy. 
Po potřebě materiálních prostředků volá fakt, že člověk přijímá 80% nových poznatků zrakem, 
12% sluchem, 5% hmatem a 3% ostatními smysly. Při klasické výuce, jak ji známe, je studentovi 
dodáváno 12% nových informací zrakem, 80% sluchem, 5% hmatem a 3% ostatními smysly (viz 
literatura [9]).  
Je vidět, že se ke studentovi při klasické formě výuky dostane nejširším komunikačním kanálem 
jen minimum informací. Tento nepříznivý poměr vylepšuje jakýkoliv didaktický prostředek 
prezentující žákovi nové poznatky zrakem. Mezi ně patří i software prezentující fyzikální děje. 
3.1 Vztah k pedagogice 
Pedagogika je věda o výchově a vzdělávání, tedy věda o tzv. výchovně-vzdělávací činnosti. Zabývá se 
především řízenými a záměrnými procesy učení. [10] Zde se budeme zabývat pouze  vzdělávací 
činností a pouze v souvislosti s prezentačním softwarem pro výuku. 
Základním bodem pro úspěšné vzdělávání je pochopit potřeby a možnosti žáků. Z hlediska 
vývoje má žák přibližně od 11 let stejnou úroveň myšlení jako dospělý. Je schopen uvažovat v čistě 
symbolických pojmech, používat formální myšlení, jako zvažování všech možností, domýšlet 
následky, potvrzovat či vyvracet platnost hypotézy. Navrhovaný software pro podporu výuky bude 
určen této věkové skupině. Není tedy potřeba klást na návrh programu v tomto směru žádné speciální 
nároky. Jisté rozdíly mezi žáky v dospívání a dospělými samozřejmě jsou. Je to například nezatíženost 
jejich mysli množstvím vzpomínek a zkušeností, což může být v některých směrech výhoda. 
Podrobnější informace lze nalézt v [12]. 
Důležitým faktorem u dospívajících žáků jsou potíže s udržením pozornosti. S tím musíme 
při návrhu programu počítat a snažit se zaujmout pozornost žáka. Celý návrh je potřeba směřovat 
k výsledné aplikaci, která bude na první pohled poutavá. Například vyhnout se použití z fyziky 
klasických „nic neříkajících“ hmotných bodů, a nahradit je objekty z reálného světa, které budou 
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na pohled zajímavé. Celou aplikaci vytvořit s poutavým designem místo klasicky zašedlých panelů a 
tlačítek a vkusně zobrazovat i informace o aktuálních fyzikálních hodnotách. Pozor si ale musíme dát 
na to, aby prostředí aplikace neodvádělo pozornost od probíhajících fyzikálních dějů. Přitahovat 
pozornost budou jistě jakékoliv rozptylující prvky, které mohou sloužit jako zpestření, ale i jako 
odreagování. S těmito prvky ale dochází k rozptýlení při výuce, a je proto potřeba s nimi zacházet 
střídmě. Ideální by mohlo být řešení nechat vyučujícímu možnost je zobrazit nebo zakázat. 
Dalším prvkem přitahujícím pozornost jsou použité barvy. Není ale vhodné používat barvy 
bez rozmyšlení. Každá barva má své vlastnosti, na které je potřeba při návrhu myslet. Vhodné použití 
barev může kromě pozornosti ovlivnit i pracovní pohodu a relaxaci. Barvy, které mají světlo o delší 
vlnové délce, jako například červená, žlutá, nebo oranžová, zvyšují krevní tlak, frekvenci tepu, činnost 
celého organismu, dráždí a aktivizují myšlení. Naproti tomu barvy, které má světlo s kratší vlnovou 
délkou, jako odstíny modré a zelené, působí zcela opačně, tedy snižují aktivitu a uklidňují. Tyto 
účinky mají ale pomíjivý charakter. Při dlouhodobém působení se jejich schopnosti obracejí. Proto se 
doporučuje používat odstínů červené, oranžové a žluté tam, kde je třeba zvýšení aktivity a pozornosti 
na kratší dobu. Pro barevnou úpravu prvků trvale viditelných jsou doporučovány odstíny modré nebo 
zelené. 
3.2 Vztah k didaktice 
Didaktika je teorie vzdělávání, která se zabývá formami, postupy a cíli vyučování. [11] Zde se 
zabýváme hlavně postupy, které by měl navrhovaný systém pro podporu výuky dodržet. 
Software vyvinutý pro podporu výuky by měl dodržovat určitá obecná pravidla, které jsou 
označena jako didaktické principy, což jsou praxí ověřené zásady, které zlepšují efektivnost výuky, 
usnadňují práci učitelů i žáků a vedou k trvalejším výsledkům. Nemají platnost pouze ve školství, ale 
obecně v každé formě vzdělání, ve všech institucích, pro všechny věkové skupiny atd. Na didaktické 
principy se mimo jiné klade důraz při plánování a navrhování osnov, učebnic a didaktických pomůcek, 
což je právě náš software. 
Z mnoha základních didaktických principů jsou vybrány pouze ty, které se týkají tématu této 
práce (kompletní seznam je možno nalézt v literatuře [9]).  Jsou to:   
Princip názornosti - požaduje vycházet ze smyslového nazírání, z dosavadních představ a 
zkušeností, usiluje o rozvoj vnímání, pozorování a fantazie jedince. 
Ve vztahu k prezentačnímu softwaru se jedná hlavně o názornost ve smyslu přiblížit studentovi 
daný fyzikální jev na příkladu jemu srozumitelném. Vycházet ze situací jemu známých a dějů, které 
ve svém životě již mohl pozorovat. Například zobrazovat kinematické úlohy na modelech z reálného 
světa místo hmotných bodů. 
Princip uvědomělosti - požaduje, aby žák učivu a požadavkům plně rozuměl, chápal jejich 
smysl a ztotožňoval se s nimi. Žáci mají studované jevy promýšlet a na základě srovnání, analýzy a 
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syntézy, abstrakce a konkretizace, indukce a dedukce mají postupně postihovat jejich souvislosti a 
zákonitosti. 
Celá podstata prezentačního softwaru je pomoci žákům porozumět danému učivu, uvědomit si 
souvislosti. V tomto duchu by měl být i navrhován. Podle principu uvědomělosti tedy můžeme 
podpořit žákovu schopnost srovnávat, analyzovat a tak dále. Například pro srovnání je vhodné mít 
možnost zobrazit dva stejné děje s jinými počátečními parametry, nebo pro podporu schopnosti 
analyzovat pomocí dekompozice na jednodušší problémy, mít možnost prezentovat i děje triviální a 
z nich následně sestavit děje složitější. 
Princip přiměřenosti - zohledňuje obsah, formy a metody výuky, které musí respektovat věk a 
dosavadní úroveň žáků po stránce fyzické i psychické. Měla by být dodržována pravidla postupu: 
od blízkého ke vzdálenému, od známého k neznámému, od konkrétního k abstraktnímu a od snadného 
a jednoduchého k obtížnějšímu a složitějšímu. 
Tento princip znovu připomíná potřebu znázorňovat děje triviální a od nich se dostat k dějům 
složitějším. Například od jednoduchého pohybu tělesa v idealizovaném prostředí se dostat 
k složitějšímu pohybu v reálném prostředí, které působí na těleso odporovými silami. Tyto postupy 
musí respektovat hlavně sám vyučující, ale program pomáhající jeho výkladu by měl být navrhnut tak, 
aby mu to umožnil. 
Jednotlivé principy nemají ostré hranice mezi sebou, ale navzájem se prolínají. Podstatné jsou 
ale cíle, ke kterým nás vedou. 
3.3 Vztah k modelování a simulaci 
Jelikož se jedná o prezentační software pro podporu výuky fyziky a fyzika jako věda zkoumá přírodní 
zákonitosti a děje, bude výsledný software modelem reálného světa. Ten budeme tedy muset 
vymodelovat. Modelování je proces vytváření modelů na základě našich znalostí o reálném systému. 
Simulace je metoda získávání nových znalostí o systému experimentováním s jeho modelem. V našem 
případě budou získávat nové znalosti žáci, kterým budou pomocí tohoto modelu prezentovány 
fyzikální děje. 
Při modelování a simulaci zkoumaného systému je vhodné dodržovat následující postup (viz 
obrázek 3.1). 
1. Nejprve musíme pozorováním a experimentováním získat znalosti z reálného systému. 
Všechny znalosti nikdy nebudeme schopni zachytit, proto jsou podstatné pouze ty 
vlastnosti, které jsou důležité pro výsledný simulační model. 
2. Ze získaných znalostí vytvoříme abstraktní model, který popisuje získané vlastnosti 
například matematickými rovnicemi, nebo jiným sémantickým znázorněním. Tím získáme 
zjednodušený model, který můžeme zvládnout vytvořit. 
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3. Podle abstraktního modelu pak vytváříme model simulační, který už dále nic 
nezjednodušuje a musí zahrnovat všechny vlastnosti abstraktního modelu. Rozdíl 
mezi abstraktním modelem a simulačním je pouze možnost provádění experimentů. 
Simulační model je například spustitelný program. 
4. Se simulačním modelem provádíme experimenty a jejich výsledky analyzujeme. 
Výsledkem celé simulace jsou informace o chování systému, ze kterých získáváme nové 
znalosti.  
 
 
Obrázek 3.1: Schéma vývoje modelu a následná simulace. 
 
K popisu reálných systémů je možno přistupovat dvěma způsoby a to spojitě, nebo diskrétně. 
Záleží, jak se nám vlastnosti reálného světa jeví. Například kvantová mechanika rozlišuje oba pohledy 
na hmotu – vlna je spojitá a částice diskrétní. 
Takto můžeme pohlížet zvlášť na model a zvlášť na implementaci. Tedy abstraktní model a 
model simulační nemusí být stejného typu. Kterému přístupu dáme přednost, závisí především na 
účelu modelu, na úrovni použité abstrakce a na našich znalostech. Ve výsledku jsou stejně všechny 
implementace modelů na klasických (číslicových) počítačích vždy diskrétní. K tomuto faktu je třeba 
přihlédnout a v případě že chceme simulovat spojité systémy, musíme vhodným způsobem napodobit 
spojité chování systému. 
Po návrhu a vytvoření simulačního modelu je potřeba ověřit jeho správnost vzhledem 
k abstraktnímu modelu. Tomuto kroku se říká verifikace. Při verifikaci zkoumáme, zda je vztah 
mezi simulačním a abstraktním modelem 1:1, tedy odpovídají-li si modely z hlediska struktury a 
chování. Podobně jako u programů v běžných programovacích jazycích představuje verifikace 
simulačního modelu jeho ladění. 
Po úspěšné verifikaci je potřeba provést validaci modelu - ověřování platnosti. To je proces, 
v němž se snažíme dokázat, že skutečně pracujeme s modelem odpovídajícím reálnému systému. Jde 
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o jeden z nejobtížnějších problémů modelování, protože nelze absolutně dokázat jeho přesnost. 
Validitu modelu chápeme jako míru použitelnosti a správnosti získaných výsledků. Obecný postup pro 
validaci je neustále porovnávat informace, které o modelovaném systému máme a které simulací 
získáváme. Pokud chování modelu neodpovídá předpokladům, musíme model vhodným způsobem 
upravit a pokračovat ve validaci. 
Vlastní proces simulace je experiment, který modeluje reálné experimenty. Cílem simulace je 
zkoumání chování systému v závislosti na počátečním stavu a vstupních hodnotách během děje. 
Simulaci je možno rozdělit do tří fází. 
1. Příprava systému na jeho spuštění, která zahrnuje nastavení parametrů a uvedení 
systému do počátečního stavu. 
2. Vlastní běh simulace, při kterém zadáváme potřebná vstupní data reprezentující okolí 
systému a zaznamenáváme chování systému. 
3. Konec simulace zahrnující zaznamenání cílového stavu a vyhodnocení výstupních dat. 
Celý proces simulace opakujeme tak dlouho, dokud nezískáme dostatek informací o chování 
systému. Podrobnější informace lze nalézt v [13]. 
Prezentační software pro podporu výuky nebude klasickým případem simulačního modelu, 
protože zde nebudeme zkoumat chování systému za účelem získání nových vědomostí. Model bude 
prezentovat poznatky známé, ale skupině lidí, kteří tyto vědomosti nemají. 
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4 Návrh systému 
Před zahájením vlastního návrhu je potřeba vybrat, jaké oblasti fyziky se výsledný software bude 
věnovat. Při hledání dostupných implementací nebyl nalezen žádný obor z fyziky, kterému se věnuje 
výuka na střední a základní škole, u kterého by byl velký nedostatek již hotových implementací 
prezentujících fyzikální děje. Z tohoto důvodu jsem nechal výběr oboru fyziky, kterému se bude 
výsledný software věnovat, na pedagogovi, se kterým návrh konzultuji. S ohledem na vlastní potřeby 
při výuce vybral obor kinematiky, tedy pohyb rovnoměrný přímočarý, zrychlený, volný pád a vrhy. 
Důraz byl zejména kladen na pestrost příkladů demonstrujících klasické úkoly z učebnic.  
Zmiňovány byly například následující úlohy. Pro pohyb rovnoměrný přímočarý zobrazit dva 
objekty, které se pohybují ze stejného místa se stejným, nebo různým časem startu a s libovolnou 
rychlostí, nebo dva objekty, které se pohybují proti sobě s libovolným časem startu a libovolnou 
rychlostí. Ty samé příklady s pohybem rovnoměrně zrychleným, nebo zpomaleným. U vrhů a pádů by 
se obecně jednalo o různé úlohy s odlišnými počátečními vlastnostmi, jako například rychlost, 
zrychlení, poloha a čas. Dále také možnost demonstrovat dva pády nebo vrhy s různým počátečním 
nastavením vedle sebe.  
Rozsah jedné úlohy není velký a proto by mohla být vytvořena jako applet. Ale pro pokrytí 
všech požadovaných úloh by byl počet vytvořených appletů rozsáhlý a jejich uživatel by byl opět 
svazován možnostmi nastavení, které by daný applet nabízel. Z tohoto důvodu jsem se rozhodl 
vytvořit program, který by umožnil obecně simulovat jakoukoliv požadovanou úlohu z oboru 
kinematiky. Bude se tedy jednat o složitější systém, a proto bude vhodné ho vytvořit jako klasický 
počítačový program než jako applet. 
Program bude koncipován jako fyzikální laboratoř, ve které si uživatel, v tomto případě 
pedagog, vytvoří těleso a zadá mu počáteční parametry, případně zvolí typ úlohy a spustí animaci, 
která bude simulovat chování tělesa v reálném světě. 
4.1 Návrh z hlediska pedagogiky 
Jelikož se jedná o program pomáhající vyučujícímu při výkladu, nebude tedy ovládán žákem a 
z pedagogického hlediska se návrh soustředí hlavně na upoutání a udržení žákovy pozornosti. Jak již 
bylo zmíněno v kapitole 3.1, je vhodné používat objekty z reálného světa. V základě tedy bude 
možnost pracovat s klasickými objekty jako človíček, auto, nebo vlak, ale bude ponechána možnost 
další objekty přidat pomocí načtení obrázku ze souboru. Dále bude na odpovídající úrovni vytvořeno 
grafické uživatelské prostředí, které svým vzhledem nesmí odrazovat. Klasické ovládací prvky 
v odstínech šedi budou nahrazeny barevnými a doplněny odpovídající grafikou, která ale musí být 
decentně vytvořena, aby neodváděla studentovu pozornost od zobrazovaných dějů. Barevně musí být 
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laděny nejen ovládací prvky, ale i celé prostředí, které bude vykresleno studenými odstíny barev 
(odstíny zelené a modré) z důvodů uvedených v kapitole 3.1. Ze stejných důvodů budou použity 
odstíny teplých barev (červená, oranžová, žlutá) ke zvýraznění probíhajících fyzikálních dějů. 
Ve výsledné aplikaci budou i zařazeny rozptylující prvky, které budou sloužit ke zpestření a 
k odreagování. Bude se jednat o menší animace zobrazovaných objektů. Jelikož tyto animace vedou 
k rozptýlení a jejich pozitivní působení záleží na mnoha faktorech viditelných až v konkrétní 
vyučovací hodině, bude zobrazení těchto rozptylujících prvků záviset na vyučujícím. 
4.2 Návrh z hlediska didaktiky 
Z didaktického hlediska ovlivňují návrh hlavně didaktické principy popsané v kapitole 3.2. Z nich 
vycházejí následující požadavky na výsledný program: 
− již výše zmiňované zobrazování reálných těles, které má studentovi přiblížit fyzikální jevy 
k reálným dějům, které pozoruje ve svém okolí, 
− možnost zobrazovat více dějů s podobnými, ale ne úplně stejnými vlastnostmi najednou, jedná 
se například o možnost zobrazení dvou volných pádů vedle sebe s různými počátečními 
podmínkami, nebo pohyb dvou těles vedle sebe, proti sobě atd., tedy umožnit pedagogovi 
přidávat libovolné množství těles a s nimi libovolně pracovat, 
− znázorňovat děje od jednodušších ke složitějším, a tedy mít možnost zobrazovat děje 
jednodušší a složitější, například z pohybu rovnoměrně přímočarého přejít k pohybu 
rovnoměrně zrychlenému, nebo umožnit působení jednoho vektoru rychlosti nebo zrychlení a 
následně přidávat další, tedy vytvořit celý systém robustně, aby co nejvěrněji simuloval reálný 
svět (samozřejmě na určité úrovni abstrakce) a všechny implementované fyzikální jevy 
působily na všechna tělesa. 
Aby výsledný program pouze nesimuloval děje odehrávající se v reálném světě, bude výsledný 
program zobrazovat aktuální výpisy fyzikálních veličin, které se týkají daného objektu. Proměnné 
veličiny, které jsou vektory, budou znázorněny i graficky. Pro přehlednost a možnost využít 
navrhovaný systém i pro přezkoušení žáků bude vyučující moci libovolné výpisy skrýt, nebo zobrazit. 
Tím ale stále více přibývá možností v nastavování a zároveň roste počet ovládacích prvků celé 
aplikace, a některým uživatelům by se mohlo uživatelské prostředí zdát nepřehledné. Proto bude 
kladen důraz na jednoduchost grafického prostředí a intuitivní ovládání výsledného programu. 
4.3 Návrh z hlediska modelování a simulace 
V kapitole 3.3 je popsán postup pro modelování a následnou simulaci a na obrázku 3.1 jsou 
znázorněny jednotlivé fáze návrhu. 
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1. Realita (reálný systém) – v našem případě za reálný systém považujeme všechna 
hmotná tuhá tělesa a jejich chování. 
2. Znalosti – z reálného sytému vybereme ty části, které jsou pro náš modelovaný systém 
důležité. Jedná se o některé vlastnosti hmotných tuhých těles a některé fyzikální zákony 
působící na tato tělesa. Konkrétně to je hmotnost a poloha tělesa, rychlost a zrychlení. 
3. Abstraktní model – popisuje znalosti, které jsme extrahovali z reálného světa, a zapisuje 
je například pomocí matematických vzorců. Než zde budou uvedeny vzorce, je třeba 
definovat vlastnosti tělesa, které budou použity. Pro každé tuhé hmotné těleso bude 
definována jeho poloha, ze které bude odvozena vzdálenost s [m] a hmotnost m [kg]. 
Dále bude u každého tělesa zaznamenána jeho rychlost v [m/s] a zrychlení a [m/s2]. 
Proměnná t [s] definuje čas od začátku spuštěné simulace. Níže jsou uvedeny vzorce, 
které popisují získané znalosti z předešlého kroku. 
  
tav ×=      (4.1) 
tvs ×=       (4.2) 
2
2
1
tas ××=      (4.3) 
tvs ×=       (4.4) 
 
4. Simulační model – je program spustitelný na počítači, tedy aplikace, která je výsledkem 
této diplomové práce. Sledování chování simulačního modelu je součástí testování 
funkčnosti vytvářeného programu, a proběhne tedy při a po vlastní implementaci. 
4.4 Návrh z programátorského hlediska 
Celá aplikace se dá rozdělit do několika bloků, které se navzájem ovlivňují. Základním blokem je 
grafické uživatelské rozhraní (GUI), které bude přebírat informace od uživatele. Další blok bude řídit 
probíhající simulaci. Jednotlivá fyzikální tělesa jsou prezentována grafickými objekty a k nim jsou 
přidružené vektory znázorňující fyzikální veličiny. Poslední blok se stará o výpis fyzikálních 
vlastností jednotlivých těles. Vztah mezi jednotlivými bloky a informace, které si předávají, jsou 
znázorněny na obrázku 4.1. 
Šipky mezi jednotlivými bloky znázorňují informační kanály, kterými putují data, nebo řídící 
signály pro jiné prvky.  
Jednotlivými kanály se přenášejí následující signály a data: 
I. spuštění, zastavení, krokování animace a informace o rychlosti simulace, nebo délce 
kroku, 
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II. povolení, nebo zakázání jednotlivých výpisů, plus možnost globálně skrýt všechny 
výpisy od těles, 
III. přidání, odebrání, nebo změna těles, nebo jejich přidružených vektorů a jejich 
parametrů, 
IV. pravidelné časové signály informující jednotlivá tělesa o aktuálním čase simulace, 
V. výpisy o stavu simulace a celkový čas simulace, 
VI. výpisy jednotlivých těles, jako rychlost, zrychlení, poloha atd., jsou-li požadovány. 
 
Obrázek 4.1: Schéma bloků aplikace. 
 
Popis jednotlivých bloků. 
GUI – grafické uživatelské rozhraní bude z větší části vytvořeno za pomoci vývojového 
prostředí. Jeho součástí bude řídící mechanismus, pravděpodobně stavový automat, který bude 
dohlížet na uživatelské vstupy a nedovolí, aby se aplikace dostala do nestandardního stavu. Bude 
například kontrolovat vytváření tělesa a dokud nebudou zadány všechny potřebné parametry, nepovolí 
spustit animaci, nebo editaci jiného tělesa. 
Řízení simulace – základem tohoto bloku bude časovač s pravidelnou periodou. Po uplynutí 
jedné periody se vypočítá podle nastavené rychlosti simulace čas, o který se simulace posunula, a 
tento čas se předá tělesům, aby podle něj změnila svoji polohu. Takto bude fungovat řízení v režimu 
se spojitou simulací. V režimu s krokováním bude výsledný čas upraven podle velikosti nastaveného 
kroku a navíc bude po každém kroku animace časovač zastaven. 
Tělesa – jak bylo zmiňováno u řízení simulace, tělesa si budou určovat svoji polohu 
podle aktuálního času simulace. Nepůjde tedy o systém, který by byl ovládán globálně, ale jednotlivá 
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tělesa se budou starat sama o sebe. Návrh tělesa lze rozdělit do dvou částí. Do datové a zobrazované. 
Datová část ponese fyzikální informace o tělesu a bude také počítat aktuální polohu podle času 
simulace. Zobrazovaná část se bude starat o zobrazení tělesa v GUI. Tento oddělený přístup je důležitý 
kvůli možnosti změny měřítka a posunutí souřadného systému. Část tělesa starající se o zobrazení 
bude brát data z datové části a na základě nastavení měřítka a posunutí určí, kam se vykreslí. 
Výpisy – část výpisů bude v režii GUI a zbytek bude zobrazován přímo s tělesy nebo jejich 
vektory. Vypisované informace budou aktualizovány každý tik časovače z bloku řízení simulace, čímž 
bude zajištěna jejich správnost. 
Jednotlivé bloky nebudou ve skutečnosti takto striktně odděleny, ale budou se prolínat. 
Například výpisy budou součástí GUI a těles. Tělesa budou interaktivní, takže se dají považovat 
za část GUI a podobně. Toto blokové znázornění má za úkol popsat základní prvky výsledné aplikace 
a strukturu výsledného programu na vysoké abstraktní úrovni. 
4.5 Stavba GUI 
Na obrázku 4.1 je návrh grafického uživatelského rozhraní. Tento návrh se řídil hlavně doporučeními 
z hlediska pedagogiky a snažil se udržet přehlednost celé aplikace a jednoduchost ovládání. 
 
Obrázek 4.2: Návrh grafického uživatelského rozhraní. 
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Návrh grafického uživatelského rozhraní, stejně jako grafika zobrazování těles, se bude 
pravděpodobně během implementace vyvíjet. Nemělo by však dojít k větším úpravám a základní 
stavba GUI spolu s návrhem ovládáním nebude změněna. 
V horní části aplikace jsou tlačítka (obrázek 4.2) pro vytváření modelovaného systému. Šipka 
slouží pro vybrání již vložených těles, aby s nimi mohlo být dále manipulováno, nebo změněny jejich 
vlastnosti, případně byly odstraněny. Tlačítko se zobrazeným panáčkem slouží pro vložení nového 
tělesa do scény. Při kliknutí pravým tlačítkem myši se objeví nabídka, ve které budou k dispozici jiná 
tělesa. Při vložení tělesa se objeví vstupní dialog, do kterého se zadají potřebné vlastnosti 
charakterizující těleso. Tlačítko se znázorněnou šipkou a znakem S slouží pro zadávání dráhy, 
se znakem A pro zrychlení a znakem V0 pro počáteční rychlost. Všechny tři fyzikální veličiny je třeba 
zadat pro libovolné již vytvořené těleso. Při zadávání je třeba kliknout na požadované těleso a z něj 
nakreslit šipku, která definuje dráhu, případně směr působení zrychlení, nebo směr, jakým se těleso 
bude pohybovat. U dráhy se tímto způsobem může definovat i vzdálenost, záležet bude na aktuálním 
měřítku. U zrychlení se velikost musí doplnit do dialogového okna, které se ihned po zadání směru 
zobrazí. Stejně se zadá i počáteční rychlost. Při definování dráhy se již počáteční rychlost tímto 
způsobem nedefinuje, bude zadána jako doplňující vlastnost tělesa. Zadávání počáteční rychlosti spolu 
se směrem slouží například pro vrhy, u kterých není trajektorie předem známa. Tedy výběr nástroje, 
pomocí kterého zadáme směr pohybu, nebo směr působícího zrychlení, do jisté míry ovlivňuje 
chování tělesa. 
 
Obrázek 4.3: Tlačítka pro vytváření modelovaného systému – panel s nástroji. 
 
V horní části aplikace je ještě jeden ovládací prvek, který umožňuje zapnout gravitaci. Tato 
možnost bude vhodná pro simulaci různých vrhů a pádů. Povolení této možnosti bude mít následek 
na všechna tělesa, která nemají definovanou dráhu. 
V pravé části aplikace je panel, který zobrazuje již vytvořená tělesa (panel s obsahem) a 
vlastnosti právě vybraného tělesa (obrázek 4.3). U jednotlivých vlastností je možnost povolit, nebo 
zakázat zobrazení hodnot přímo u tělesa v zobrazované scéně. Celý panel je možno skrýt, aby se 
zvětšil prostor pro animaci nebo aby zbytečně neodváděl pozornost. 
 
Obrázek 4.4: Vlastnosti aktuálního tělesa – panel s vlastnostmi. 
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Ve spodní části aplikace je ovládání pro vlastní simulaci (obrázek 4.4). Jsou zde klasické 
ovládací prvky pro spuštění, zastavení a zrušení animace. Rychlost animace je možno ovládat pomocí 
posuvníku. Bude možnost zvolit od zpomalené simulace přes rychlost odpovídající skutečnosti až 
po zrychlenou simulaci. V případě, že nebude právě simulace spuštěna, bude možno děj krokovat. 
K tomu slouží poslední tlačítko ve spodním panelu. Při jeho stisknutí se simulace posune o jeden krok, 
jehož velikost se definuje druhým posuvníkem. 
 
 
Obrázek 4.5: Ovládání simulace – panel simulace. 
 
Posledním ovládacím prvkem je v pravém dolním rohu posuvník určující měřítko zobrazované 
scény vůči realitě. Toto měřítko vypovídá o délce drah a vzdálenostech mezi tělesy a ne o velikosti 
zobrazovaných těles.  
Největší prostor navrhované aplikace zaujímá vlastní scéna, ve které budou prezentovány 
požadované děje. Zde jsou zobrazena všechna tělesa, jejich vlastnosti, které jsou určené k zobrazení, a 
případně i vektory. Ty nejsou v ukázce na obrázku 4.1 znázorněny.  
V horním menu aplikace je pod položkou Soubor možno vytvořit novou prázdnou scénu 
pro simulaci, ale i uložit nebo načíst scénu již vytvořenou. Možnost ukládat vytvořenou scénu je 
z pohledu vyučujícího důležitá. Vytvoření nové scény pro simulaci a nastavení všech parametrů zabere 
určitý čas, a proto není vhodné se tímto zabývat až ve vyučovací hodině. Navíc ušetří pedagogovi 
práci s vytvářením některých scén stále dokola. Pro své potřeby si může připravit sadu úloh, které 
bude opakovaně využívat. Následuje položka menu Nastavení, která otevře možnosti s nastavením 
pro celou aplikaci. Například zde bude možnost změnit vlastní hodnotu gravitačního zrychlení nebo 
možnost přidat tělesa. K tomu bude zapotřebí obrazový soubor se vzhledem tělesa v předem 
definovaném formátu. Jednotlivé volby a možnosti nastavení se budou ještě pravděpodobně vyvíjet 
v průběhu implementace. 
Poslední položka menu je Nápověda a kromě jednoduché nápovědy, jak program ovládat, zde 
budou uvedeny informace o programu. 
 
 24
5 Popis implementace 
Při vlastní implementaci bylo čerpáno z [14] a [15]. 
5.1 Implementační jazyk a vývojové prostředí 
První rozhodnutím před začátkem vlastní implementace je vybrat programovací jazyk, ve kterém bude 
výsledná aplikace napsána. Vybraný jazyk musí splňovat tyto požadavky: 
− umožnit vytvoření grafického uživatelského rozhraní, 
− objektově orientovaný, 
− široká dostupnost knihoven potřebných pro spuštění výsledné aplikace, 
− pokud možno multiplatformní. 
Druhý bod splňuje většina dnes používaných jazyků pro tvorbu aplikací s grafickým 
uživatelským rozhraním, zaměříme se tedy na další body. Z bodu tři vyplývá, že hledaný jazyk musí 
být široce používán. Potřebné knihovny lze distribuovat s výslednou aplikací, ale výsledný objem dat 
by byl neúměrně velký oproti samotné aplikaci, a proto je vhodnější používat již dostupné knihovny. 
Výběr se tím pádem zúžil na C++, C# a Javu. S přihlédnutím ke čtvrtému bodu lze ihned vyloučit 
jazyk C#. Programy v jazyku C++ lze vytvářet tak, aby byly spustitelné na různých operačních 
systémech, ale tato možnost vyžaduje překlad zdrojového kódu přímo pro danou platformu a musí se 
také používat jen speciální multiplatformní knihovny. Z tohoto důvodu jsem vybral jazyk Java 
za vhodný pro implementaci. Sice dostupnost virtuálního stroje1 nutného pro běh programů napsaných 
v Javě není stoprocentní, ale je již značně rozšířen. Navíc není problém jej snadno doinstalovat 
do operačního systému. 
Při volbě vývojového prostředí spadaly v úvahu dvě nejrozšířenější varianty. NetBeans,  který je 
vyvíjený firmou Sun, která stojí za vývojem jazyka Java a prostředím Eclipse. Oba jsou vyvíjeny jako 
Open Source řešení primárně určené pro vývoj Javy, ale podporují i jiné programovací jazyky, jako 
například C++ a PHP. Oboje prostředí jsou velmi kvalitní, proto jsem se přiklonil k NetBeans pouze 
z důvodu, že je pro mě oblíbenějším. 
Výsledná aplikace je tedy vyvíjena v jazyce Java ve verzi 6, update 10 a ve vývojovém prostředí 
NetBeans IDE 6.5. Přeložený program je samozřejmě spustitelný i na jiných verzích Javy, podrobnější 
informace budou uvedeny později. 
                                                     
1 Virtuální stroj - Java Virtual Machine (JVM) je sada počítačových programů a datových struktur, které jsou 
využívány ke spuštění dalších počítačových programů vytvořených v jazyce Java. 
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5.2 Použité balíčky 
Balíčky představují obdobu jmenných prostorů (namespace) v C++. Třídy jednoho balíčku jsou 
fyzicky uloženy v jednom adresáři. Balíček může obsahovat i podbalíky, které se budou nacházet 
v podadresářích adresáře.  
Grafické uživatelské rozhraní je postaveno na balíčku SWING. Tento balíček je součástí Java 
API1. Ostatní použité třídy spadají do standardních balíčků dodávaných v Java API. Kromě čtyř 
balíčků, které potřebuje vývojové prostředí pro návrhu GUI, ty jsou uloženy ve složce dist\lib, nejsou 
žádné další potřeba. 
Celá aplikace je uložena v jednom balíčku phylab ve složce src, kde je každá třída ve svém 
souboru, který je pojmenovaný podle názvu třídy s příponou .java. Toto pojmenování je třeba dodržet, 
neboť Java vyžaduje, aby každá třída byla uložena ve vlastním souboru, který bude mít název shodný 
s názvem třídy. Balíček obsahuje kromě souborů s třídami i soubory s příponou „.form“. Tyto soubory 
patří k třídám nesoucím stejný název a jsou v něm definovány prvky GUI, které byly navrhnuty 
za pomoci vývojového prostředí. 
5.3 Diagram tříd 
Na obrázku 5.1 je diagram tříd, který znázorňuje strukturu aplikace. Vlastnosti a metody tříd zde 
nejsou kvůli omezenému prostoru zobrazeny.  
Hlavní třída je PhyLabView, která obsahuje GUI a řízení animace. Další důležitá třída je 
BodyView, která reprezentuje zobrazovanou část tělesa. Data tělesa jsou uložena v třídě Body. Vektory 
jsou reprezentovány třídou VectorView pro zobrazovanou a Vector pro datovou část. 
Jak je již patrno, všechny třídy, které se starají o zobrazování, mají koncovku View. Tyto třídy 
jsou všechny zděděny od tříd z balíku Swing. Nejčastěji od tříd JComponent a JDialog. Podrobný 
popis, co jednotlivé třídy obsahují, je uveden v následujících kapitolách. 
                                                     
1Java API (Application Programming Interface) je sada standardních knihoven, které jsou dodávány spolu 
s JVM. 
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Obrázek 5.1: Diagram tříd. 
5.4 Popis tříd 
V následujícím textu jsou popsány jednotlivé třídy balíku phylab. Třídy jsou řazeny podle abecedy. 
5.4.1 Body 
Tato třída obsahuje datovou část tělesa, která uchovává některé jeho fyzikální vlastnosti. Obsahuje 
aktuální pozici, startovní pozici, koncovou pozici (tu jen v případě, že má těleso zadanou dráhu), 
aktuální rychlost a zrychlení, dále příznak, zda se toto těleso pohybuje, a čas od začátku pohybu tohoto 
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tělesa. Čas se začne zaznamenávat se spuštěním animace u všech těles, ale konec měření času je 
u každého tělesa různý. Příznak, že se těleso pohybuje, se nastaví na hodnotu true při spuštění 
simulace a hodnotu false získá při zastavení tělesa, které je detekováno v metodě nextTime(t) v této 
třídě. Hodnoty aktuální rychlosti a zrychlení slouží pouze pro výpisy a nepočítá se podle nich poloha 
tělesa. Tyto proměnné jsou nastavovány z třídy BodyView, odkud jsou přístupné vektory daného tělesa 
a kde se určují aktuální hodnoty rychlosti a zrychlení. 
Kromě metod, které slouží pro nastavování a získávání vlastností tělesa, je v této třídě jedna 
důležitá metoda - nextTime(t), která určuje aktuální pozici v závislosti na čase. Parametr této metody 
určuje čas, o který se má toto těleso posunout. Tento čas se při každém volání této metody přičítá, a 
tím máme vždy k dispozici aktuální čas od začátku simulace. Dále tato metoda zjistí sumu všech 
zrychlení daného tělesa (pomocí metody getSumAccelerationVectorView() z třídy BodyView) a sumu 
všech rychlostí. Tu si musí vypočítat sama z jednotlivých vektorů, protože metoda 
getSumSpeedVectorView(), také z třídy BodyView, vrací aktuální velikost závislou na čase a k výpočtu 
je potřebe suma rychlostí před začátkem simulace, tedy s časem nula. Po získání rychlosti a zrychlení 
se podle vzorce 
2
2
1
tatvs ××+×=      (5.1) 
 
vypočítá uražená vzdálenost od začátku simulace a po přičtení startovní pozice se určí aktuální 
poloha tělesa. Tento výpočet se provádí zvlášť pro osu X a Y, což je umožněno díky třídě Vector, 
která uchovává hodnoty rychlosti a zrychlení ve vektorové podobě a je možno z ní získat hodnoty 
v ose X nebo Y odděleně. 
Dále tato metoda otestuje, zda se nemá nastavit příznak, že se těleso pohybuje na hodnotu false. 
Tedy zastavit těleso. Zastavení se provede v jednom z následujících případů: 
− pokud má těleso nulové všechny vektory rychlosti i zrychlení, 
− pokud těleso dosáhne konce dráhy (porovnávání s koncovou pozicí), 
− pokud těleso dosáhne rychlosti nula při pohybu po dráze, tohoto je možno docílit pouze 
při pohybu zpomaleném, tedy vektor rychlosti a zrychlení mají opačný směr, těleso tak 
nedosáhne konce dráhy, ale zastaví se dříve, 
− pokud těleso dopadne na zem, samozřejmě pouze pokud je zapnuta gravitace. 
V případě, že se takto těleso zastaví, není již příště volána tato metoda a těleso zůstane nehybné 
až do restartování celé simulace. 
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5.4.2 BodyDialogView 
Tato třída obsahuje dialog, který se zobrazí po stisknutí pravého tlačítka myši nad tělesem. Za pomoci 
tohoto dialogu je možno tělesu přidat nový vektor rychlosti nebo zrychlení, dále je nabízena možnost 
odstranit těleso a při zapnuté gravitaci umožňuje nastavení výšky tělesa nad zemí. 
Základ této třídy, konkrétně okno dialogu, je tvořen pomocí vývojového prostředí. Jednotlivé 
položky a jejich obsluha událostí jsou již vytvořeny ručně v konstruktoru. Konstruktor je také jediná 
metoda této třídy. 
Dialogové okno se samo zruší při kliknutí na jednu z nabídek, nebo při ztrátě fokusu, což 
znamená kliknutí myší kamkoliv mimo tento dialog. 
 
 
Obrázek 5.2: Dialog tělesa. 
5.4.3 BodyPropertiesView 
Do panelu s obsahem je vykreslena instance této třídy, která obsahuje obrázek tělesa a vpravo od něj 
výpisy aktuální rychlosti a zrychlení. Obrázek je použit z třídy BodyView a jeho velikost je upravena 
na šířku padesáti obrazových bodů při zachování poměru stran. Při kliknutí levým tlačítkem myši se 
tento objekt označí (podbarví), což znamená, že je vybrán, a zároveň se vypíší vlastnosti tělesa (kromě 
aktuální rychlosti a zrychlení) do panelu s vlastnostmi. Všechny ostatní instance této třídy, které patří 
jiným tělesům, jsou automaticky odznačeny. Při kliknutí pravým tlačítkem myši se navíc zobrazí 
dialogové okno BodyDialogView, které patří odpovídajícímu tělesu. 
Tato třída je zděděná od třídy JComponent. Celá je vytvořena ručně v konstruktoru a 
o zobrazení obrázku a výpisů se stará metoda paintComponent(), která přepisuje metodu z  rodičovské 
třídy. Dále tato třída obsahuje metodu pro nastavení, že je dané těleso vybráno – setSelected(b), která 
podle příznaku b, který je typu boolean, nastaví označení do požadovaného stavu. Při hodnotě true je 
zavolána další metoda této třídy – deSelecAll(), která odznačí všechny ostatní instance. 
 
 
Obrázek 5.3: Zobrazení vybraného tělesa v panelu s obsahem. 
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5.4.4 BodyView 
Tato třída se stará hlavně o zobrazení tělesa ve scéně a udržuje si seznam všech vektorů, které danému 
tělesu patří.  
5.4.4.1 Obraz pro těleso 
Pro znázornění tělesa používá obrázek načtený ze souboru, ke kterému je definována cesta 
v třídě PhyLabView. Při načítání obrazu ze souboru jsou za pomoci výjimek ošetřeny všechny možné 
chyby vstupně výstupních operací. Pokud se nějaká tato chyba vyskytne, program vypíše zprávu 
"Nelze načíst obrázek pro těleso!" a místo načteného obrazu vytvoří pro další použití obraz 
znázorňující hmotný bod (tmavé kolečko). Jako přípustné obrazy jsou povoleny formáty GIF, PNG a 
JPG. Z toho formát GIF je podporován i animovaný a tato animace se využívá k oživení těles. Postup 
pro načtení, aby byla animace obrazu možná, je odlišný od načtení statického obrázku. Proto je 
vstupní obraz načten a uložen dvakrát. Jednou jako schopný animace a podruhé jako statický. Jaký typ 
obrazu se použije záleží na nastavení příznaku, zda se mají tělesa animovat. Tento příznak je uložen 
ve třídě PhyLabView. 
Vhodnější formáty obrazových souborů jsou GIF a PNG, protože podporují průhlednost, a tím 
pádem je zobrazeno pouze těleso a ne celá oblast, která je definována velikostí obrázku. Dále je 
vhodnější používat obrázky, které mají stejně pixelů v ose X i Y. Nicméně se dají použít i obrazy 
obdélníkové, ale potom nemusí být správně umístěn střed tělesa do obrázku. Také velikost rozlišení 
není nijak omezena, ale použitelnost programu s obrovskými obrazy pochopitelně klesá. 
5.4.4.2 Vytvoření nového tělesa 
Při vytvoření nové instance této třídy se do seznamu všech vektorů, patřících tomuto tělesu, 
přidají tři speciální vektory. Jeden jako výsledný vektor pro všechny vektory rychlosti, druhý 
podobný, akorát pro zrychlení, a třetí pro vektor gravitačního zrychlení. Vektor gravitačního zrychlení 
je tedy stále přítomen u všech těles, ale započítává a zobrazuje se do výsledného vektoru zrychlení jen 
tehdy, je-li zapnuta gravitace. Výsledné vektory rychlosti a zrychlení obsahují vektorový součet všech 
vektorů příslušného typu. 
Dále se při vytvoření nové instance této třídy přidá posluchač událostí, který monitoruje 
stisknutí tlačítek myši. Obsluha těchto událostí je předána do třídy PhyLabView. Nakonec se vytvoří 
datová část tělesa (instance třídy Body), které je předána počáteční poloha. 
5.4.4.3 Důležité metody 
Kromě konstruktoru a metod, které nastavují, nebo získávají různé vlastnosti tělesa, je zde 
několik metod, které stojí za popsání. 
První z nich je metoda updateAfterLoad(laboratoř, kontejner), kterou je nutné zavolat 
po načtení této třídy ze souboru. Tato metoda musí nastavit některé odkazy na objekty, které nebyly 
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známy při ukládání. Je to odkaz na instanci třídy PhyLabView a na kontejner, ve kterém má být těleso 
umístěno. Oba tyto odkazy jsou předány jako parametr. Dále musí tato metoda (podobně jako 
konstruktor) vytvořit list vektorů a vložit do něj tři výše zmiňované vektory a přidat tomuto tělesu 
posluchače událostí. Posledním důležitým úkolem této metody je načíst data obrázků. Ty totiž nejsou 
ukládány do souborů s ostatními daty, protože Java nepovoluje serializaci1 pro třídu Image, která je 
použita pro načtené obrázky. A také by tato obrazová data zbytečně zvětšovala velikost ukládaného 
souboru.Proto se uloží pouze cesta k použitému souboru s obrázkem. Tento způsob ukládání má 
riziko, že v okamžiku načítání tělesa již definovaný soubor nemusí existovat. Potom se místo něj 
použije implicitní soubor s obrazem, který by byl použit pro vytvoření nového tělesa. Pokud ani ten 
neexistuje, opět se vykreslí „hmotný bod“. 
Další metoda je destroy(), která je volána při odstranění tělesa. V Javě neexistuje žádná metoda 
pro uvolnění dat z paměti. O to se stará Garbage collector a uvolňuje ty objekty z paměti, na které již 
neexistuje žádný odkaz. Takže v této metodě se neprovádí žádné uvolnění paměti, ale pouze se toto 
těleso odebere z kontejneru, ve kterém bylo uloženo. Dále se musí odebrat zástupce tělesa z panelu 
obsahu a také všechny vektory, které těleso mělo. Tím je těleso odstraněno z laboratoře a Garbage 
collector se postará o zbytek. 
Metoda nextTime(t) předá uplynulý čas t stejně pojmenované metodě ve třídě Body, ale navíc 
uloží aktuální pozici tělesa (za předpokladu, že se těleso posunulo). Tyto body jsou využity 
ke znázornění trajektorie, kterou těleso prošlo. 
Metoda update() slouží pro aktualizaci tělesa podle jeho datové části a vektorů. Jenom tato 
metoda nastavuje novou pozici tělesa a všech jeho zobrazovaných částí, a je tedy zapotřebí jí zavolat 
vždy, když se změní jakákoliv vlastnost tohoto tělesa. Jsou zde také vypočítány vektory celkové 
rychlosti a zrychlení z jednotlivých vektorů. A pokud má toto těleso dráhu, pak je i zaktualizován 
vektor dráhy, který se s pohybem tělesa zmenšuje a jeho velikost je dána vzdáleností tělesa a koncové 
pozice dráhy, která je uložena ve třídě Body. 
Následují dvě metody pro přidání vektoru. Obě se jmenují addVector, ale každá má trochu jiné 
parametry. První vytvoří zcela nový vektor, který je definovaný směrem, velikostí a typem. Směr je 
určen z polohy tělesa a z bodu, který byl této metodě předán. Druhá metoda vytvoří vektor za pomoci 
již vytvořené datové části vektoru. Z té je použit pouze směr a velikost s typem je předáme 
parametrem. 
Metoda clearListVectorView() odstraní tělesu všechny vektory rychlosti a zrychlení. Tato 
metoda se používá při vytváření dráhy, protože při pohybu po dráze nejsou přípustné vektory, které 
mají jinou směrnici, než je směrnice dráhy. Vektory pro sumu rychlosti a zrychlení jsou zachovány 
stejně jako vektor gravitace. Ten se u těles s dráhou nepoužívá, ale je zde ponechán pro možnost, že 
                                                     
1 Serializace zapíše objekt do datového proudu a ten se dá již lehce zapsat do souboru. Opačný postup pro 
načítání ze souboru je deserializace. Ta z datového proudu vytvoří zpět objekt. 
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tělesu bude dráha odebrána. Na těleso s dráhou se celkově pohlíží odlišně a samotná dráha, ačkoliv je 
tvořena stejnou třídou jako vektory rychlosti a zrychlení, má mnoho výjimek a omezení. Ty budou 
postupně uvedeny později. 
5.4.4.4 Určení významných časů pro těleso 
Metoda countStopTime() je důležitá pro správnou funkčnost simulace. Stará se o výpočet časů, 
které určují, kdy se stanou následující události. 
1. Těleso dosáhne konce dráhy. 
2. Těleso má rychlost nula při pohybu po dráze dřív, než dosáhne konce dráhy. Tato situace 
může nastat pouze, když má těleso jdoucí po dráze určitou počáteční rychlost a záporné 
zrychlení (zpomalení). 
3. Těleso bez dráhy má nulovou rychlost v ose X. 
4. Těleso bez dráhy má nulovou rychlost v ose Y. 
5. Těleso „dopadne“ na zem. 
6. Těleso se „potká“ s jiným tělesem na úrovni v ose X. 
7. Těleso se „potká“ s jiným tělesem na úrovni v ose Y. 
Pro každou možnost existuje množina, do které se vkládají vypočítané časy. Tyto časy jsou 
počítány od začátku simulace, tedy od stavu, v jakém se nachází těleso a jeho vektory před spuštěním 
simulace. 
Tyto množiny umožňují zastavovat simulaci při dosáhnutí vypočítaného času. Zda se má 
simulace zastavit při té, či oné události se dá nastavit ve třídě Settings. Z tohoto důvodu je zde sedm 
množin a každá množina obsahuje jen ty časy, které mají původ ze stejného typu události. O průběh 
samotné simulace a kontrolu časů v množinách se stará třída PhyLabView a tento systém bude popsán 
později. 
Další přínos těchto předpočítaných časů je usnadnění zastavování těles. Jak bylo uvedeno výše, 
je ve třídě Body v metodě nextTime(t) podmínka, že se má těleso zastavit při dosažení konce dráhy, 
povrchu země, nebo rychlosti nula při pohybu po dráze. Tělesa v těchto okamžicích by se velmi těžko 
přesně zastavovala, pokud bychom zavolali metodu nextTime(t) s nevhodně zvoleným časem t. 
Například budeme tuto metodu volat s periodou 100 ms. Zvolíme těleso a jeho rychlost tak, aby 
dosáhlo konce dráhy v čase 1,125 s. Tento čas však není násobkem zvolené periody, takže až v čase 
1,2 s se zjistí, že jsme za dráhou. Vrátit těleso do polohy konce dráhy není problém, ale pracně by se 
dopočítával čas, kdy bylo těleso na konci dráhy. Stejný problém je s detekcí dopadu tělesa na zem. 
Se zastavením v rychlosti nula při pohybu po dráze je problém podobný. Akorát místo detekce, že 
jsme za koncem dráhy, by se muselo testovat, že vektor rychlosti změnil směr. 
Vlastní výpočet časů pro události dosažení konce dráhy a dopadu tělesa na zem se počítá 
pomocí vzorce 5.2 s tím, že u dopadu na zem je dráha s určena jako rozdíl mezi polohou tělesa a 
povrchem země. Pro výpočet časů pro dosažení rychlosti nula pro tělesa s dráhou, nebo bez je použit 
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vzorec 5.3, kde v položíme rovno nule. Výpočty časů potkání těles se počítají ze soustavou rovnic 5.4 
až 5.6, kde s1 je vzdálenost od prvního tělesa k místu setkání, s2 je vzdálenost druhého tělesa od místa 
setkání, s je vzdálenost mezi tělesy. Proměnná v je rychlost, a je zrychlení a dolní index určuje, zda 
prvního, či druhého tělesa. Po dosazení všech známých proměnných dostáváme soustavu tří rovnic 
o třech neznámých, a můžeme tedy vypočítat čas t. 
 
2
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1
tatvs ××+×=      (5.2) 
tavv ×+= 0      (5.3) 
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21 sss +=      (5.6) 
 
Počítané rovnice jsou kvadratického typu a ty mohou mít nula, jedno, nebo dvě řešení. Z tohoto 
důvodu jsou pro výsledné časy použity dynamické datové struktury, konkrétně množiny. 
Časy se počítají pro každé těleso zvlášť, takže u výpočtu setkání dvou těles bychom měli u obou 
těles shodné časy. To není žádoucí, a proto se před výpočtem určí jedno konkrétní těleso, kterému se 
v obou případech uloží výsledný čas. Konkrétní těleso je určeno na základě své polohy, takže 
u výpočtu pro osu X se ukládá čas setkání levému tělesu a u výpočtu pro osu Y hornímu tělesu. Přesto 
není v dané množině vybraného tělesa výsledný čas dvakrát, protože stejný prvek může být v množině 
uložen pouze jednou. 
5.4.4.5 Vykreslení tělesa 
Metoda paintComopnent() se stará o podobu a vykreslení tělesa. V našem případě tedy hlavně 
o zobrazení obrázku. Ve třídě Settings je možnost nastavit otáčení a překlápění těles. Tyto volby mají 
vliv na vykreslení obrázku v této metodě. Překlápění těles zajistí, že se těleso překlopí v ose X 
do směru pohybu. Ve výsledku to vypadá tak, že například auto necouvá při libovolném vodorovném 
pohybu, ale svislý pohyb nemá na vykreslení žádný vliv, auto je pořád vodorovně. 
Naproti tomu možnost otáčení zajistí, že se obrázek otočí do směru pohybu. Tento režim je 
vhodný například pro simulaci vrhů. Pokud bychom měli například obrázek oštěpu, pak by jeho let 
vypadal téměř jako ve skutečnosti. 
 
Obrázek 5.4: Ukázka vybraného (podbarveného) tělesa. 
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5.4.5 ImageFileFilter 
Třída, která tvoří filtr souborů definující jaké soubory jsou povoleny a jaké ne. Tento filtr je použit 
u dialogového okna, pomocí kterého se vybírá otevíraný soubor obsahující obrázek pro těleso, takže 
povolené typy souborů jsou GIF, JPG a PNG.  
Tato třída obsahuje pouze dvě metody, které jsou povinně implementovány. První metoda je 
acept(file), která vrátí hodnotu true, nebo false, podle toho, zda je daný sobor (file) povolený, nebo 
nikoliv. Kromě vyjmenovaných typů soborů jsou povoleny i všechny adresáře z důvodu umožnění 
pohybovat se stromovou strukturou. Druhá metoda je getDescription(), která vrátí popisek definující 
typy povolených souborů. 
5.4.6 InputDialogView 
Třída tvořící dialogové okno, pomocí kterého se zadávají vstupní číselné hodnoty. Konstruktoru této 
třídy se mimo jiné předají dva textové řetězce, které mají být zobrazeny před a za textovým vstupním 
polem. Tím se docílí univerzálnosti vstupního dialogu pro různé fyzikální veličiny. Dále je možno 
nastavit, zda má být zadané číslo kladné. Pokud ano, je vrácena absolutní hodnota ze zadaného čísla. 
Po zadání vstupní hodnoty je očekáván stisk klávesy Enter a je zkontrolováno, zda se opravdu 
jedná o číslo. Pokud ne, je zapsaná hodnota vynulována a očekává se nové zadání. Pokud bylo číslo 
korektně zadáno, vstupní dialog se skryje, a dokud není zavolána metoda getValue(), která vrátí 
zadané číslo, není dialog zrušen. 
 
 
Obrázek 5.5: Vstupní dialog pro zadání rychlosti. 
5.4.7 LabelView 
Tato třída zobrazuje hodnoty fyzikálních veličin u těles a vektorů ve scéně. Přepisuje některé její 
metody včetně paintComponent(), takže se sama stará o vypsání textu. Tento text je vypsán 
v oranžové barvě s velikostí, která se dá nastavit pomocí metody setFontSize(). 
 
 
Obrázek 5.6: Ukázka zobrazení hodnoty velikosti vektoru. 
5.4.8 LineAndEarthView 
Instance této třídy je umístěna přes celou scénu a zobrazuje speciální objekty. 
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• Zemský povrch. Je zobrazen jen při zapnuté gravitaci. Jeho pozice v ose Y se nastaví 
podle hodnoty, která je určena v třídě Settings. Všechna tělesa jsou tvořena jako bod a 
jejich obraz je „připevněn“ k tomuto bodu svým středem. Z toho důvodu se pád těles 
zastaví, až je tento bod je na zemském povrchu. Proto je země znázorněna jako pruh a ne 
jako tenká linie. Tělesa o různé velikosti tak všechna budí dojem, že jsou na zemi, a ne že 
se jejich pohyb zastavil až pod zemí. 
 
Obrázek 5.7: Kousek země s tělesem na jeho povrchu. 
 
• Kříž definující počátek souřadného systému. Scénu je možno posouvat libovolným 
směrem, a proto je pro lepší orientaci vhodné zobrazit počátek souřadného systému. 
Počátek souřadného systému je standardně v levém horním rohu scény. 
 
 
Obrázek 5.8: Kříž počátku souřadného systému. 
 
• Grafické znázornění měřítka. Scéně lze měnit její měřítko a pro lepší představu o skutečné 
velikosti nebo skutečné vzdálenosti mezi objekty je zobrazena tato pomůcka, která je 
umístěna v pravém dolním rohu scény. Vypisované vzdálenosti se samozřejmě mění 
podle aktuálního měřítka. 
 
 Obrázek 5.9: Grafické znázornění měřítka.  
 
Panel s těmito objekty je vykreslen nad panelem se scénou. Při překrytí těchto objektů s tělesy 
nebo vektory nedochází k jejich zastínění, protože znázornění země, počátku souřadnic i měřítka je 
částečně průhledné. 
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5.4.9 MyPropertiesPanelView 
Tato třída zobrazuje panel s vlastnostmi aktuálně vybraného tělesa. Vybrané těleso se nastaví pomocí 
metody setBodyView(bodyView), kde bodyView je vybrané těleso. Mezi vypisované vlastnosti tělesa 
patří: 
− čas simulace tohoto tělesa – Čas, 
− uražená vzdálenost od začátku simulace v ose x – DeltaX, 
− uražená vzdálenost od začátku simulace v ose y – DeltaY, 
− rychlost tělesa v ose x – RychlostX, 
− rychlost tělesa v ose y – RychlostY, 
− reálná pozice tělesa v ose x ve scéně vůči počátku souřadného systému – x, 
− reálná pozice tělesa v ose y ve scéně vůči počátku souřadného systému – y, 
− pokud je zapnuta gravitace, pak i výška tělesa nad zemí – Výška. 
 
Čas a pozice (x, y) jsou brány z datové části tělesa. Rychlost je určena z vektor celkové 
rychlosti. Delta (uražená vzdálenost) je počítána ze startovní a aktuální pozice. Hodnota výšky je 
určena jako rozdíl aktuální pozice tělesa a pozice země, která je uložena ve třídě Settings. 
Tento panel dále obsahuje dva checkBoxy, které povolí/zakáží zobrazení velikosti vektorů 
celkového zrychlení a rychlosti. 
 
Obrázek 5.10: Ukázka panelu s vlastnostmi. 
5.4.10 PhyLabAboutView 
Tato třída zobrazuje dialog, který obsahuje informace o aplikaci. Je kompletně tvořena za pomoci 
vývojového prostředí. 
 
Obrázek 5.11: Okno O programu. 
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5.4.11 PhyLabApp 
Tato třída je vytvořena automaticky vývojovým prostředím. Je to hlavní třída aplikace a stará se 
o vytvoření hlavního okna programu. 
5.4.12 PhyLabHelpView 
Nápověda k programu. Je kompletně vytvořena za pomoci vývojového prostředí. Obsah nápovědy je 
uveden v příloze této práce. 
5.4.13 PhyLabView 
Tato třída vytváří hlavní okno programu. Jeho návrh je z větší části vytvořen pomocí vývojového 
prostředí. Kromě ovládání celé aplikace je v této třídě umístěno i řízení simulace. 
5.4.13.1 Stavový automat pro GUI a simulaci 
Jednou ze základních funkcí, které tato třída vykonává, je ovládání celé aplikace za pomoci 
stavového automatu. Díky němu se dá předejít tomu, aby se aplikace dostala do nestabilního stavu. 
Stačí aby u každého vstupního povelu (stisk tlačítka, nebo jiná událost například od myši) byl dotaz 
na stav automatu a podle aktuálního stavu určit, zda je možno tento vstup dále zpracovávat.  
Na obrázku 5.12 je znázorněný stavový automat, kde znaky označující přechody mezi stavy 
znamenají následující události: 
a – stisk tlačítka pro vytvoření tělesa 
b – pohyb kurzoru nad scénou 
c – kliknutí myší do scény 
d – stisk tlačítka pro vytvoření dráhy 
e – kliknutí myší na již vytvořené těleso 
f – kliknutí na příkaz pro vytvoření rychlosti (nabídka pro konkrétní těleso) 
g - kliknutí na příkaz pro vytvoření zrychlení (nabídka pro konkrétní těleso) 
h – stisk tlačítka pro přesun tělesa 
i – přetahování tělesa 
j – uvolnění stisku tlačítka po přetahování 
k – stisk tlačítka start 
l – stisk tlačítka pro krokování 
m – stisk tlačítka stop 
n – zastavení simulace vyvolané časovačem 
o – stisk tlačítka reset 
x – jakákoliv vstupní událost od GUI 
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Poslední událost x znamená, že stisknuté tlačítko pro vytvoření tělesa nebo dráhy nebo tlačítka 
pro přesunutí tělesa se dá zrušit jakoukoliv jinou událostí. 
 
 
Obrázek 5.12: Stavový automat pro GUI a simulaci. 
 
Jednotlivé stavy automatu znamenají: 
nic – výchozí stav automatu, je v něm vše povoleno 
tl. těleso – stisknuté tlačítko pro vytvoření tělesa 
těleso – vytváření tělesa, je zobrazeno „stínové“ těleso podle aktuální polohy myši a čeká se 
na kliknutí myší do scény 
tl. dráha – stisknuté tlačítko pro vytvoření dráhy 
dráha – vytváření dráhy, je zobrazena „stínová“ dráha podle aktuální polohy myši a čeká se 
na kliknutí myší do scény 
tl. přesun – stisknuté tlačítko pro přesun tělesa 
přesun – přetahování (dragování) tělesa, čeká se na uvolnění stisku tlačítka myši 
zrychlení – vytváření vektoru zrychlení, je zobrazen „stínový“ vektor podle aktuální polohy 
myši a čeká se na kliknutí myší do scény 
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rychlost - vytváření vektoru zrychlení, je zobrazen „stínový“ vektor podle aktuální polohy 
myši a čeká se na kliknutí myší do scény 
spuštěno – spuštěná simulace 
zastaveno – zastavená simulace 
krok – krokování simulace, tento stav je pouze po dobu, než se simulace posune o zvolený 
krok 
 
Stínové těleso a vektor (stínová dráha je zobrazena pomocí stínové vektoru) slouží pouze 
pro vytváření daného objektu. Nemají žádnou svoji datovou část a nezachytávají žádné události (stisk 
tlačítek myši). Jsou vytvořeny při spuštění aplikace, a když nejsou používány, skryjí se. 
Když dojde k události, která není z daného stavu definována, je podle aktuálního stavu vypsaná 
zpráva, proč není možné tento příkaz provést. Tím je uživatel informován o nemožnosti daného úkolu 
a je mu naznačeno, co musí nejprve dokončit. 
5.4.13.2 Vytváření těles, drah a vektorů 
Při pohybu myší nad scénou je v případě vytváření tělesa zobrazované výše zmiňované stínové těleso 
do polohy, ve které se aktuálně nachází kurzor myši. Kromě toho je detekováno stisknutí klávesy Shift, 
které dává příkaz pro přichytávání těles. Toto přichytávání umožňuje vytvořit těleso na úrovni jiných 
těles, nebo konce jejich drah v ose X, nebo Y. O toto přichytávání se stará funkce 
getNearestBodyXY(x,y,bodyView), která vrátí bod, jehož hodnoty x a y jsou vzdálenosti nejbližšího 
jiného tělesa, nebo konce dráhy v dané ose. Vrácené hodnoty x a y nemusí tedy patřit k sobě a každá 
může být část pozice jiného tělesa. Při vyhodnocování se porovná vzdálenost aktuální pozice tělesa 
od hodnot x a y a hodnota, která je blíže k tělesu, se použije za předpokladu, že není dále než 50 
obrazových bodů. Parametr bodyView u výše zmiňované metody je těleso, které se do prohledávání 
nezařadí. Slouží například pro vyloučení tělesa, kterému vytváříme dráhu. Konce drah se totiž taky 
mohou přichytávat na úrovně jiných těles.  
Pokud je při pohybu myši nad scénou stav automatu roven vytváření dráhy, vektoru rychlosti, 
nebo zrychlení, je zobrazován stínový vektor. Ten je znázorněn z aktuálního tělesa (kterému vektor 
nebo dráhu vytváříme) ke kurzoru myši. Také je detekováno stisknutí klávesy Ctrl, které definuje, že 
se bude stínový vektor vykreslovat vodorovně nebo svisle od aktuálního tělesa směrem ke kurzoru 
myši tak, aby byl konec dráhy co nejblíže kurzoru. U vytváření dráhy je dále detekován stisk klávesy 
Shift kvůli výše zmiňovanému přichytávání. 
Při kliknutí myší do scény je při stavu vytváření tělesa zjištěna aktuální poloha kurzoru myši, 
která je ovlivněná přichytáváním, použita pro vytvoření skutečného tělesa a stínové těleso je až 
do dalšího použití skryto.  
Při stavu vytváření dráhy je po kliknutí do scény vytvořena skutečná dráha a stínová se skryje. 
Pokud již toto těleso dráhu mělo, tak se odstraní a nahradí se novou. Dráha se vytvoří pomocí metody 
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addTrajectoryVectorView(x,y) aktuálního tělesa, které pouze předáme polohu konce dráhy. 
Samozřejmě ovlivněné klávesami Ctrl a Shift. Velikost a směr dráhy bude určen z polohy aktuálního 
tělesa a polohy předané parametru metody. Pokud byla při kliknutí do scény stisknuta klávesa Alt, 
bude velikost dráhy upřesněna pomocí vstupního dialogu. Toto je již třetí funkční klávesa 
při vytváření dráhy. Jejich použití se dá samozřejmě kombinovat. Mohou být stisknuty i všechny 
najednou aniž by se jejich funkčnost nějak ovlivňovala. Toto platí obecně všude, kde jsou funkční 
klávesy použity. 
Pří kliknutí myší do scény a stavu vytváření rychlosti se vytvoří nový vektor rychlosti 
pro aktuální těleso a stínový vektor je skryt. Z funkčních kláves je monitorováno pouze Ctrl. Velikost 
tohoto vektoru však není určována ze vzdálenosti tělesa a kurzoru myši, ale je vždy zadávána pomocí 
vstupního dialogu. Z polohy kurzoru a tělesa je určen směr vektoru. Vytváření vektoru zrychlení 
probíhá stejně, akorát vstupní dialog má jiný text a vytvoří se jiný typ vektoru. 
U vytváření těles, drah a vektorů je navíc potřeba počítat s možností, že je nastavené měřítko a 
posunutí scény, tedy že to, co vidíme, není shodné s reálnými daty. Je tedy třeba překládat pozice 
mezi reálnými daty a tím, co vidíme, a zpět, kdykoli je to třeba. 
5.4.13.3 Měřítko a posunutí scény 
Pomocí posuvníku se dá nastavit měřítko scény od 1:0,125 do 1:1024. Posunutí scény se provádí 
pomocí přetahování myší nad scénou, kde není žádné těleso. Na základě těchto dvou údajů se určuje 
převod mezi zobrazenými a reálnými daty. O tento převod se starají metody 
translateToDisplayPosition(p) a translateFromDisplayPosition(p). První z nich převádí bod p 
z reálného do viditelného souřadného systému a druhá opačným směrem. V obou případech vrátí 
metody bod, který je výsledkem převodu. 
5.4.13.4 Řízení simulace 
Řízení simulace je postaveno na časovači, který posouvá časovou osu po nastavených intervalech. 
Při tiku časovače jsou určeny nové polohy všech těles a pokud není simulace z jakéhokoliv důvodu 
zastavena, znovu se nastaví a spustí časovač. 
Interval, na který se nastaví časovač, není vždy stejný. O hodnotu, na kterou se má nastavit, se 
stará metoda getDelayForTimer(). Jak bylo uvedeno výše u popisu třídy BodyView, má každé těleso 
sedm množin, které mohou obsahovat časy určující nějakou významnou událost pro těleso. Tato 
metoda projde všechny množiny všech těles a najde nejbližší čas od aktuálního času simulace. Pokud 
tento čas je menší než aktuální čas simulace plus standardní zpoždění, je z tohoto nalezeného času 
vypočítáno zpoždění pro časovač. Pokud nalezený minimální čas z množin neleží v daném rozmezí, 
bude použita standardní doba zpoždění. 
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Pokud se použije nalezený čas z množiny, je podle typu dané množiny zjištěno, o jakou událost 
se jedná, a z nastavení aplikace se zjistí, zda se má při tomto typu události zastavovat simulace. Pokud 
ano, nastaví se příznak pro zastavení a při dalším tiku časovače je simulace zastavena. 
Při tiku časovače se překreslí všechna tělesa do nové polohy pomocí metody nextTime(t), kde t 
je  interval, na který byl nastaven časovač. Pokud je pomocí posuvníku nastavena jiná rychlost 
simulace, patřičně se podle toho upraví i čas t předávaný tělesům. Před voláním metody nextTime(t) je 
zaznamenána aktuální poloha tělesa a pokud se po provedení metody nezmění (reálná poloha tělesa je 
uložena v proměnné typu double, takže je rozpoznána i minimální změna), je těleso považováno 
za stojící. Pokud jsou všechna tělesa stojící, simulace se zastaví. Toto zastavení rozhodlo řízení 
simulace. Pokud nebyla z tohoto důvodu simulace zastavena, přičte se čas t k celkovému času 
simulace. Další druh zastavení můžou rozhodnout tělesa a to v případě, že všechna tělesa mají 
nastavený příznak, že se nepohybují. Zastavení simulace může být také provedeno z důvodu, že při 
volání výše popisované metody getDelayForTimer() byl nastaven příznak pro zastavení simulace, 
nebo pokud nebyla simulace spuštěna, ale pouze krokována. Pokud nebyla simulace zastavena, je 
pomocí metody getDelayForTimer() nastaven časovač na nové zpoždění a je následně spuštěn. 
5.4.13.5 Načítání a ukládání do souboru 
Ukládání objektů v Javě se provádí za pomoci serializace. To je proces, při němž jsou objekty zapsány 
do výstupního proudu, který je poté uložen do souboru. Opačný postup, tedy z dat uložených 
v souboru zpětně vytvořit objekty, se nazývá deserializace. Tímto způsobem je řešeno ukládání těles a 
jejich vektorů do externího soboru, ze kterého je samozřejmě možno tělesa a vektory zpátky načíst 
do aplikace. Ukládání provádí metoda save(), která použije pro uložení soubor, který je aktuálně 
nastavený od předem vyvolaného dialogu. Pro ukládání je vytvořena metoda openAciton(), která si 
vyvolá dialog pro výběr souboru sama. 
Serializovat objekty v Javě není náročné, ale je potřeba, aby byla dodržena některá pravidla. 
Objekt, který chceme uložit do souboru, musí být instancí třídy, která je definovaná jako public, má 
implementované rozhraní Serializable, nebo musí být zděděna ze třídy, která toto rozhraní 
implementované má. Poté stačí pomocí metody writeObject(o) uložit objekt o do výstupního proudu. 
Načtení se provádí pomocí metody readObject(), která vrací instanci třídy Object, takže je potřeba 
provést přetypování na typ, který byl do souboru uložen. 
Pro uložení tělesa postačí serializovat jeho zobrazovanou část, protože odkaz na datovou část je 
uložen v zobrazované části a proces serializace se snaží uložit všechny objekty, které najde jako 
globální proměnné v ukládané třídě. Takto pokračuje rekurzivně stále dál. Bohužel se tímto způsobem 
bude snažit uložit i například třídu PhyLabView, na kterou si těleso udržuje odkaz. Pro tento případ 
slouží vyhrazené slovo transient, které definuje, že se proces serializace nemá pokoušet ukládat 
objekt, který je deklarovany jako transient. Tímto způsobem budou deklarovány všechny objekty, 
které odkazují na části aplikace, které nebudou do souboru uloženy, tedy všechny součásti GUI 
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a objekty, které není potřeba ukládat. Například množiny s časy u těles, protože jejich obsah se vytváří 
až při spuštění simulace. 
Pro načtení objektů zpět do aplikace se musí postupovat ve stejném pořadí, v jakém byly 
objekty ukládány. Jen je potřeba provést výše zmiňované přetypování na konkrétní objekt. Dále je 
potřeba vytvořit, nebo přiřadit hodnotu všem objektům, které jsou deklarované jako transient. Hlavně 
odkaz na hlavní okno aplikace (tuto třídu) plus vytvořit nové množiny pro časy a další pomocné 
proměnné. Při načítání jsou zachytávány výjimky od vstupně výstupních operací a v případě jejich 
vyvolání je vypsaná zpráva, že se nepodařilo načtení ze souboru. 
Kromě všech těles a jejich vektorů se také ukládá nastavení aplikace včetně měřítka a posunutí 
scény, zapnutí gravitace a nastavené velikosti vektorů. 
 
Tato třída tvoří základ celé aplikace a obsahuje mnoho dalších metod, které se starají 
o nastavování a získávání různých vlastností. Důležitější z nich jsou zmíněny u jednotlivých tříd, které 
tyto vlastnosti využívají. 
Výsledná stavba grafického uživatelského rozhraní, které je vytvořeno touto třídou, je popsána 
v kapitole 6.1. 
5.4.14 Position 
Tato třída slouží jako datová struktura pro ukládání pozic v dvojrozměrném sytému. Obsahuje tedy 
informace o pozici v ose x a y. V Javě existuje podobná třída (Point), ale ta obsahuje datové položky 
celočíselného typu a to není dostačující pro tuto aplikaci. X a y jsou tedy typu double. Třída obsahuje 
dva konstruktory, jeden implicitní a jeden, kterému jsou předány hodnoty pro naplnění proměnných x 
a y. Dále třída obsahuje metody pro nastavení a zjištění vlastností třídy a metodu isEqual(p), která 
vrátí true, pokud jsou shodné hodnoty x a y u aktuální instance této třídy s instancí p. 
5.4.15 Settings 
V této třídě je definováno nastavení pro aplikaci, které je za pomoci třídy SettingsDialogView 
zobrazeno. Jsou zde datové položky pro nastavení pozice země v ose Y a velikost gravitačního 
zrychlení. Dále příznaky, zda se má zastavit simulace při těchto událostech: 
− potkání dvou těles na úrovni v ose X nebo Y, 
− dosažení konce dráhy, 
− dosažení povrchu země, 
− dosažení nulové rychlosti v ose X nebo Y, nebo při pohybu po dráze. 
Pro nastavení zobrazení těles jsou zde položky, které definují, jestli se má těleso otáčet, nebo překlápět 
do směru pohybu. Poslední položka v této třídě je příznak, zda se mají zobrazovat projité dráhy 
za tělesy. 
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Kromě metod, které se starají o nastavení a získání hodnot od výše zmiňovaných proměnných, 
jsou zde dvě důležité metody. První pro ukládání nastavení do souboru a druhá pro zpětné načtení. 
Uložení a načtení dat do souboru je opět provedeno pomocí procesu serializace. Soubor, do kterého se 
ukládá nastavení, je umístěn ve složce dist a má název settings.dat. 
5.4.16 SettingsDialogView 
Tato třída zobrazuje hodnoty podle třídy Settings, dále jen nastavení. Tvoří ji tedy grafické rozhraní. 
V konstruktoru této třídy je podle nastavení zobrazena hodnota pozice země a velikost gravitačního 
zrychlení. Dále je vytvořeno (za pomoci vývojového prostředí) deset zaškrtávacích polí (check box), 
která jsou uvedena do stavu podle nastavení. Sedm z nich slouží pro zastavování simulace při různých 
událostech, dvě pro natáčení a překlápění těles podle pohybu a jedno pro vykreslování drah za tělesy. 
Dále toto dialogové okno obsahuje dvě tlačítka. Jedno s nápisem „Storno“ pro neuložení aktuálně 
provedených změn a druhé s nápisem „Nastavit“, které podle aktuálního stavu uloží hodnoty 
do nastavení a poté zavolá jeho metodu save(), která vše uloží do souboru. 
Pole pro velikosti gravitačního zrychlení je kontrolováno, aby zapsaná hodnota byla platné číslo 
a měla hodnotu od 0 do 1000 ms-2. Pole pro zadání pozice země v ose Y je také kontrolováno, zda je v 
něm platné číslo a jeho rozmezí je povolené od 0 do 10 000. 
 
 
Obrázek 5.13: Nastavení. 
 
Položky překlápění a natáčení těles lze zaškrtnout obě naráz, přičemž se tělesa budou 
vykreslovat, jako by bylo zaškrtnuto pouze natáčení. 
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5.4.17 ShadowBodyView 
Tato třída slouží pro zobrazení obrázku tělesa během vytváření skutečného tělesa. Toto stínové těleso 
neobsahuje žádná data na pozadí a nezachytává události jako instance třídy BodyView. Pouze se 
vykreslí na pozici, která je mu předána pomocí metody update(x,y). 
Konstruktor této třídy se pokusí načíst obrázek pro těleso, které je aktuálně vybráno. Pokud se 
mu to nepodaří (soubor s obrázkem již není k dispozici, nebo je poškozený), zobrazí se jako hmotný 
bod (kruh). O totéž načtení se také pokusí metoda setVisble(b), pokud je b rovno hodnotě true. Protože 
je instance této třídy po každém vytvoření nového tělesa skryta, tak při dalším vytváření musí být opět 
zobrazena výše zmiňovanou metodou a je žádoucí, aby se vykreslil aktuální obrázek pro těleso. 
5.4.18 ShadowVectorView 
Tato třída slouží pro zobrazování dráhy, nebo vektoru během jejich vytváření. Neobsahuje žádnou 
datovou část ani nezachytává žádné události. Pouze zobrazuje poloprůhlednou úsečku z jednoho bodu 
(tělesa, kterému je dráha nebo vektor vytvářen) do druhého bodu (pozice kurzoru myši). 
5.4.19 TrajectoriesView 
Třída starající se o zobrazení drah, kterými již tělesa prošla. Tato komponenta je vykreslena přes celou 
scénu a v základním stavu je průhledná. Při změně velikosti scény musí být zavolána metoda update(), 
která zařídí, že se instance této třídy patřičně přizpůsobí. Pokud je ve třídě Settings povoleno 
vykreslování drah za tělesy, potom metoda paintComponent(g), která se stará o vykreslení, projde 
všechna tělesa a vezme jejich seznam bodů, kterými těleso prošlo, a pomocí nich vykreslí dráhu 
za každým tělesem.  
Každé dva sousední body dráhy jsou spojeny úsečkou. Při simulaci je bodů, kudy těleso prošlo, 
mnoho a výsledná trajektorie vypadá reálně. Horší výsledek je u krokování. V tomto režimu se zobrazí 
propojené body, ve kterých bylo těleso po jednotlivých krocích. Dráha tím pádem vypadá dosti 
„lámaně“. 
5.4.20 Vector 
Tato třída tvoří datovou část vektorů. Jelikož je v této aplikaci dráha považována za speciální vektor, 
tak tato třída tvoří i datovou část dráhy. 
Základem této třídy jsou čtyři následující vlastnosti, které definují vektor. 
• direction – Směrnice pro přímku, na které vektor leží se vypočítá pomocí vzorce 5.7  
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12
xx
yy
−
−
      (5.7) 
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kde x1,y1 je bod, ze kterého vektor vychází, a bod x2,y2 je bod určující konec vektoru. 
Tím je dána orientace pro vektor. Jelikož Java zná hodnoty nekonečno a mínus 
nekonečno, nemusí se ošetřovat dělení nulou a výsledné nekonečno se může s výhodou 
dále používat. Směrnice se určí při vytvoření nové instance v konstruktoru, nebo později 
pomocí metody setDirection(x1 ,y1, x2 ,y2). 
• value – Velikost vektoru. Velikost je definovaná jako vzdálenost mezi body určujícími 
začátek a konec vektoru a určí se vždy při výpočtu směrnice. Dá se ale změnit metodou 
setValue(h) na hodnotu h. 
• toTheRight – Směr vektoru na přímce. Pokud vektor směřuje doprava, pak má hodnotu 
true, pokud doleva, tak false. Tato hodnota se určuje podle výše popsaných bodů 
definujících začátek a konec vektoru. Pokud je x2> x1, je výsledná hodnota true, jinak 
false. U x2= x1 se směr vektoru rozlišuje podle znaménka u směrnice přímky (kladné a 
záporné nekonečno). Směr vektoru je určen vždy při výpočtu nové směrnice. 
• alfa – Úhel vektoru vůči ose x. Tato informace je redundantní, protože je ji možno 
spočítat ze směrnice pomocí funkce arkus tangent. Jelikož se směrnice pohybuje 
v rozmezí mínus nekonečno až nekonečno, tak je velikost úhlu definována v itervalu     
-π/2 až π/2. 
 
Obrázek 5.14: Ukázka hodnot směrnice u vektorů. 
 
Tato třída kromě výše zmiňovaných metod obsahuje hlavně metody pro nastavování a získávání 
vlastností. Kromě nich stojí za zmínku metoda addUp(v), která vektorově přičte k aktuálnímu vektoru 
vektor v. A metody, které vrací velikost vektoru v ose X nebo Y. Například funkce, která počítá časy 
pro zastavení simulace, využívá tyto metody často, protože se vyhodnocuje zvlášť pohyb v ose X a Y. 
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5.4.21 VectorDialogView 
Tato třída tvoří dialog, který se zobrazí po stisknutí pravého tlačítka myši nad zobrazením vektoru, 
které prezentuje těleso v panelu s obsahem. Pomocí tohoto dialogu se dá každý uživatelem vytvořený 
vektor nebo dráha odstranit. Vektoru, který patří tělesu s dráhou, se dá navíc nastavit jiná velikost. A 
vektoru, který patří tělesu bez dráhy, se dá nastavit velikost a úhel, který vektor svírá s osou x. Vektor 
u tělesa s dráhou nemá možnost nastavení úhlu, protože směr vektoru musí být totožný se směrem 
dráhy. 
Celý dialog, kromě základního okna, je vytvořen ručně v konstruktoru podle typu vektoru a 
zničen je při ztrátě fokusu, nebo výběru jedné z nabídek. 
 
 
Obrázek 5.15: Dialog vektoru. 
 
5.4.22 VectorPropertiesView 
Instance této třídy tvoří zástupce vektoru v panelu s obsahem. Obsahuje zaškrtávací pole, které zobrazí 
popisek u vektoru ve scéně. Popisek obsahuje velikost vektoru a příslušné jednotky. 
Vedle zaškrtávacího pole je vypsán druh vektoru následovaný aktuální velikostí a jednotkou. Druh 
vektoru, který zde může být zobrazen, je: 
a – zrychlení 
s – dráha 
v – rychlost 
Zde zobrazené vektory jsou vektory počáteční a nemění svoji hodnotu během simulace. Tedy 
kromě dráhy, ta zmenšuje svoji hodnotu. Při kliknutí pravým tlačítkem myši na tento objekt se zobrazí 
výše zmiňovaný dialog pro vektory. 
Celá komponenta je vytvořena ručně v konstruktoru včetně posluchače událostí. 
 
 
Obrázek 5.16: Zobrazení zástupců vektorů a dráhy v panelu s obsahem. 
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5.4.23 VectorView 
Třída starající se o zobrazení vektoru. Z datové části (Vector)  vezme vlastnosti a podle nich zobrazí 
šipku, která daný vektor symbolizuje. 
Důležitou vlastností této třídy je typ vektoru, podle kterého se určí barva pro zobrazení, ale 
hlavně je tento typ využíván při výpočtu nové polohy tělesa. Definované jsou tyto typy vektorů: 
speed – vektor rychlosti pro tělesa s dráhou i bez 
acceleration – vektor zrychlení pro tělesa s dráhou i bez 
sumSpeed – výsledný vektor všech rychlostí (rychlost tělesa), který se mění v závislosti na 
čase 
sumAcceleration – výsledný vektor všech zrychlení (zrychlení tělesa). Statický vektor 
prezentující součet ostatních vektorů zrychlení včetně gravitačního, pokud je gravitace 
zapnuta. Nemění se v závislosti na čase. 
gravitation – vektor gravitačního zrychlení, který je zobrazen a započítáván jen při zapnuté 
gravitaci 
trajectory – dráha 
Pro nově vytvořený vektor, který je typu trajectory, acceleration, nebo speed, je vytvořena 
instance třídy VectorPropertiesView, která je zobrazena v panelu s obsahem. Pro všechny vektory je 
vytvořen popisek, který může být zobrazen u šipky vektoru. Tento popisek zobrazuje aktuální velikost 
a odpovídající jednotky. 
Velmi důležitou metodou této třídy je update(), která aktualizuje polohu a velikost vektorů 
podle jejich dat. Velikost vektorů se musí upravit podle nastavení velikosti vektorů, která je 
definována v třídě PhyLabView. Poloha vektorů se určí podle polohy tělesa a popisek k vektoru, je-li 
povolen, se zobrazí zhruba uprostřed vykresleného vektoru. Výjimkou je vektor typu trajectory, tedy 
dráha, u která se její velikost nemění v závislosti na nastavení velikosti vektorů, ale zato se mění 
podle nastavení měřítka scény. Jak bylo uvedeno u popisu třídy BodyView, tak se během simulace 
zmenšuje velikost dráhy. O tuto změnu je ale postaráno v metodě update() ve třídě BodyView. 
Po aktualizaci vektoru je zavolána metoda paintComponent(), která vykreslí šipku znázorňující 
vektor s barvou, která je určena pro daný typ vektoru. Vektory typu sumSpeed a sumAcceleration jsou 
vykresleny silněji než ostatní. 
Poslední zajímavou metodou je updateAfterLoad(), která provede vše potřebné po načtení 
ze souboru, tedy nastavení všech odkazů a přidá vektor s popiskem do scény. 
 
Obrázek 5.17: Ukázka vektoru zrychlení. 
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6 Výsledná aplikace 
V této kapitole je popsána výsledná aplikace. Podrobný popis ovládání zde není uveden, protože je 
dostupný v nápovědě. 
6.1 Odlišnosti od návrhu 
Vzhled výsledné aplikace (obrázek 6.1) je odlišný od návrhu (obrázek 4.1). Hlavní stavba programu je 
však zachována. 
  
 
Obrázek 6.1: Ukázka výsledné aplikace. 
 
Z panelu s nástroji zmizela tlačítka pro vytvoření vektoru rychlosti a zrychlení, která jsou 
přemístěno do dialogů u těles. Díky tomu se daný vektor začne ihned vytvářet tělesu, na které bylo 
kliknuto. Tlačítko pro vytvoření dráhy nebylo přesunuto, protože je významnější z hlediska vlivu 
na těleso. Na těleso s dráhou například nepůsobí gravitace a vektory rychlosti a zrychlení se zadávají 
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pouze číselně. Mimo ubraných tlačítek je zde přidán posuvník, který upravuje velikost zobrazených 
vektorů. Důležitost této funkce se projevila až při testování, a proto nebyla v návrhu zahrnuta. 
U panelu pro simulaci nahradilo tlačítka pro spuštění a zastavení animace jediné, které mění 
svoji funkčnost v závislosti na spuštění animace. Také posuvník pro určení délky kroku byl nahrazen 
„list boxem“, ve kterém se lépe vybírá přesná hodnota. Poslední změna je nové tlačítko, které vrátí 
posunutí scény do výchozí polohy. Tato funkce byla při návrhu opomenuta. 
Nejpatrnější změny byly provedeny u těles ve scéně. Nevýrazná černobílá tělesa byla nahrazena 
poutavými barevnými objekty. Při návrhu bylo počítáno se zajímavými barevnými objekty, ale jejich 
vytvoření proběhlo až při implementaci aplikace. Také různé typy vektorů dostaly své barvy a výpisy 
umístěné přímo ve scéně se přemístily od těles k vektorům. 
Také pravý panel, ve kterém je obsah scény a vlastnosti vybraného tělesa, dostál změn, ale ty 
jsou analogické ke změnám ve scéně. Navíc přibylo více výpisů, například pro uraženou vzdálenost 
v ose X a Y od začátku simulace nebo rozložení celkové rychlosti do os. Tyto změny byly provedeny 
na přání pedagoga, se kterým byl návrh konzultován. 
Návrh z funkčního hlediska nebyl vytvořen příliš detailně, proto zde nebudou rozepsány změny 
oproti výsledné aplikaci. Výsledné funkce a možnosti aplikace jsou popsány v následující kapitole. 
6.2 Funkčnost a omezení 
Jeden ze základních požadavků u návrhu byla možnost simulovat fyzikální děje u více těles 
vedle sebe. Počet těles je tedy omezen pouze velikostí scény (tělesa je nutné vytvářet vedle sebe a 
nelze je vrstvit). Také počet vektorů rychlosti a zrychlení není teoreticky omezen. Všechny zadané 
vektory daného typu se sečtou a na těleso působí až tento výsledný vektor. Naproti tomu je povolena 
pouze jedna dráha u tělesa, což je logické. 
Pro pohodlnější vytváření těles, vektorů a drah jsou použity klávesové zkratky. Pomocí klávesy 
Shift jsou tělesa nebo konce drah přichytávána pod již vytvořená tělesa nebo k osám X a Y. Klávesa 
Ctrl kontroluje směr vytváření vektorů a drah a omezuje ho na rovnoběžky s osami. Klávesa Alt 
u vytváření dráhy požádá o zadání její vzdálenosti, která je jinak definována mezi místem, kam bylo 
kliknuto myší, a polohou tělesa. 
Každé těleso nebo i jednotlivý vektor a dráhu je možné odstranit. Tělesa lze odstraňovat přímo 
ve scéně (jsou aktivní), ale vektory a dráhy pouze v pravém panelu. Tento panel tedy obsahuje vše, 
co je uživatelem vytvořeno. Pokud by bylo těles a vektorů více, než je místa pro zobrazení, 
automaticky se za pomoci posuvníku dá přistoupit ke všem tělesům. 
Naproti teoreticky neomezenému počtu těles a jejich vektorů jsou omezeny vstupní hodnoty. 
Velikost dráhy je omezena na 100 000 metrů a velikost vektorů pro rychlost a zrychlení na 1000 
základních jednotek. Zobrazení aktuální velikosti je možné povolit pro každý vektor (i pro součtový 
vektor) zvlášť. 
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K základní funkcím patří ještě možnost zapnutí gravitace. Ta má vliv na všechna tělesa, která 
nemají definovanou dráhu. 
Mezi drobnosti, které rozšiřují použitelnost této aplikace, patří například možnost nastavení 
výšky tělesa nad zemí nebo úhel, který svírá vektor s osou X. Další důležité doplňky, pomocí kterých 
se dá řešit řada typických úloh, jsou umístěny v nastavení. Nejdůležitější je možnost zastavení 
simulace při významných událostech u pohybu těles. Nebo nastavení polohy země a velikost 
gravitačního zrychlení. Dále z didaktického hlediska je velkým přínosem možnost vykreslení dráhy 
za tělesy. 
Mezi spíše kosmetické doplňky patří možnost natáčení nebo překlápění těles do směru jejich 
pohybu. U vzhledu těles je dále kromě možnosti načítání obrázků ze souboru zajímavá možnost jejich 
animace. Této animace je docíleno za pomoci pohyblivých GIF obrázků. 
Po vytvoření všech objektů a nastavení jejich parametrů je možné spustit spojitou simulaci 
v přibližně reálném čase, případně až s desetinásobným zrychlením. Nebo postupovat po jednotlivých 
krocích s předem definovanou velikostí. Na velikost kroku závisí na rychlosti simulace, a je tedy 
možnost zvolit maximální krok 60 sekund krát deset, a tedy postupovat animací po desetiminutových 
intervalech. 
Pokud při simulaci „vyběhne“ těleso mimo scénu, je možné si pomoci změnou měřítka, nebo 
posunutím scény. Vhodnější je však nastavit odpovídající měřítko již před spuštěním simulace. 
Poslední důležitá funkce je ukládání těles, jejich vektorů, drah a vlastností do souboru. Spolu 
s obsahem scény se uloží i nastavení celé aplikace. Jedinou výjimkou jsou obrázky těles. Ty se 
do výstupního souboru neukládají jako obrazová data, ale pouze jako absolutní cesta k souboru 
s použitým obrazem. Pokud po načtení již nebude v dané cestě existovat použitý soubor s obrazem, 
nahradí se vzhled takto postižených těles aktuálně vybraným obrazem pro těleso. 
Úspěšnost či neúspěšnost uložení a načtení z a do souboru, stejně jako další chybová či 
oznamovací hlášení pro uživatele jsou zobrazovány ve stavovém řádku aplikace, který je umístěn 
ve spodní části okna. 
6.3 Typické úlohy, které lze demonstrovat 
Výsledný program nemá za úkol vypočítat typické kinematické úlohy, ale má je prezentovat tak, aby si 
žák dokázal představit, jak daný děj vypadá. Výsledky pro některé úlohy je přesto možné z aplikace 
přečíst. Jedná se hlavně o úlohy u kterých je výsledkem čas nebo dráha.  
Mezi typické úlohy, která se dají demonstrovat pomocí výsledné aplikace, patří: 
• za jakou dobu urazí těleso určitou vzdálenost s konstantní rychlostí v, 
• jakou vzdálenost urazí těleso za daný čas s konstantní rychlostí v, 
• předešlé úlohy, ale navíc se zrychlením, 
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• kdy nebo kde se potkají dvě tělesa, první se pohybuje z bodu A rychlostí v1 do bodu B, 
z bodu B se druhé pohybuje rychlostí v2 do bodu A, 
• za jakou dobu nebo v jaké rychlosti dopadne těleso puštěné z výšky h na zem, 
• jak vysoko vyletí těleso, které je vrženo kolmo vzhůru rychlostí v, 
• jak daleko doletí těleso, které je vrženo z určité výšky pod určitým úhlem rychlostí v, 
• kdy těleso vržené vzhůru dopadne na zem, 
• rychlosti při dopadu těles při vrhání svisle vzhůru, nebo pod určitým úhlem, 
• různé kombinace těchto úloh. 
Výčet úloh není samozřejmě kompletní. Jeho úkolem je vytvořit určitou představu, co všechno 
je možné simulovat ve vytvořeném programu. 
6.4 Prostředí nutné pro spuštění 
Jak bylo výše zmiňováno, je aplikace vytvořena v programovacím jazyku Java hlavně z důvodu 
přenositelnosti mezi různými platformami. Lze jej tedy pustit na operačním systému Windows nebo 
Linux. Jedinou podmínkou je nainstalovaná Java, konkrétně JRE (Java Runtime Environment) ve verzi 
6.0 a vyšší.  
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7 Závěr 
V této práci jsem se pokusil shrnout stav, ve kterém se nacházejí podobné programy zabývající se 
podporou výuky fyziky. Byly zhodnoceny klady a zápory vybraných zástupců programů i jejich 
platforem, na kterých jsou založeny. Z těchto poznatků jsem odvodil vhodnost jednotlivých platforem 
pro různé druhy prezentací fyzikálních dějů. Zároveň nám tento přehled říká, jakými způsoby je 
možno zobrazovat fyzikální děje. 
Dále jsem zde shrnul potřebné základy z oborů pedagogiky a didaktiky týkající se výukových 
programů. Teoretické základy jsou zde uvedeny i pro obory modelování a simulace, protože 
prezentace fyzikálních dějů simuluje jejich chování v reálném světě. Tyto poznatky tvoří základ 
pro dobrý návrh výsledného programu. 
V souladu se získanými poznatky jsem navrhl, jakým způsobem budou prezentovány fyzikální 
děje a jaké možnosti bude mít pedagog při používání tohoto programu. Součástí návrhu je i vzhled a 
stavba grafického uživatelské rozhraní. Celý návrh je vytvořen tak, aby maximálně vyhovoval 
potřebám pedagoga a zároveň usnadnil žákům pochopení nové látky. 
Podle vytvořeného návrhu jsem implementoval aplikaci, která slouží pro demonstraci 
fyzikálních jevů z oboru kinematiky. Výsledný program sice obsahuje částečné změny oproti návrhu, 
ale všechny jsou provedeny z důvodu snadnějšího ovládání nebo rozšíření funkčnosti. Konečným 
výsledkem je aplikace použitelná v praxi, která umožňuje demonstraci základních úloh z oboru 
kinematiky. 
Pokračováním této práce by mohlo být rozšíření systému o části dynamiky, jako například 
působení sil nebo interakce mezi tělesy. Mezi vylepšení již stávajících funkcí patří například ukládání 
těles a jejich vlastností do souborů XML. 
 
 52
Literatura 
[1] Lepil O., Bednařík M., Hýblová R.: Fyzika pro střední školy, I. díl 
vydání druhé, Prometheus 1994, ISBN 80-85849-05-4 
[2] Lepil O., Bednařík M., Hýblová R.: Fyzika pro střední školy, II. díl  
Prometheus 1993, ISBN 80-901619-7-9 
[3] Fyzikální JAVA aplety, 20.12.2008,  
http://www.walter-fendt.de/ph14cz/index.html 
[4] Animovaná fyzika, Dvoudobý spalovací motor, 25.12.2008, 
http://animfyzika.wz.cz/prvni_stranka.htm  
[5] Physics software, 25.12.2008 
http://www.physics-software.com/software.html  
[6] Fyzikální kabinet, 27.12.2008 
http://kabinet.fyzika.net/index.php?it1=4&it2=1 
[7] Webfyzika, Fyzikální aplety a animace, 27.12.2008 
http://webfyzika.fsv.cvut.cz/6aplety.htm 
[8] Základní škola Oskol, Fyzikální aplety, 27.12.2008 
http://www.zsoskol.cz/phprs280/view.php?cisloclanku=2003040002 
[9] Boková P.: Základy obecné pedagogiky a didaktiky  
VUT v Brně, FEKT, Brno 2005, studijní opora 
[10] Wikipedia, Pedagogika, 30.12.2008 
http://cs.wikipedia.org/wiki/Pedagogika  
[11] Wikipedia, Didaktika, 30.12.2008 
http://cs.wikipedia.org/wiki/Didaktika  
[12] Pražáková V., Čapková M.: Základy psychologie a biologické základy vývoje 
 VUT v Brně, FEKT, Brno 2004, studijní opora 
[13] Peringer P.: Modelování a simulace 
 VUT v Brně, FIT, Brno 2008, studijní opora 
[14] Horton I.: Java 5, překlad Poledňák P., 
 Neocortex, spol. s r. o., 2005 
[15] Overview (Java 2 Platform SE 5.0), 15.5.2009 
 http://java.sun.com/j2se/1.5.0/docs/api/ 
 53
Přílohy 
1. Obsah CD 
Přiložené CD obsahuje následující adresáře: 
Obrazky_pro_telesa  
Vytvořené obrazové soubory použitelné pro obrázky těles. 
Programova_dokumentace 
Technická dokumentace popisující vytvořené třídy a jejich metody ve formátu html. 
Projekt_z_NetBeans 
Celý projekt, který se dá otevřít ve vývojovém prostředí NetBeans. 
Technicka_zprava 
Diplomová práce ve formátu doc, pdf a rtf. 
Vyvojove_prostredi_a_Java 
Vývojové prostředí NetBeans 6.5, ve kterém byla aplikace vytvořena. 
Verze JDK (Java Development Kit), které byla použita pro vytvoření aplikace. 
Verze JRE (Java Runtime Environment), pod kterým jde vytvořená aplikace spustit. 
Vše pouze pro 32bitový operační systém Windows. 
Zkompilovana_aplikace 
Výsledná aplikace ve spustitelném stavu. Spouští se dávkovým souborem „run“. 
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2. Nápověda 
Vytváření a úprava těles, jejich vektorů a drah 
Vytvoření tělesa 
Stisknutí tlačítka pro vytvoření tělesa  - kliknutí myší do scény. 
Při vytváření lze využít funkční klávesu Shift pro přichytávání těles na úroveň jiných těles nebo konců 
drah. 
 
Vytvoření dráhy k tělesu 
Stisknutí tlačítka pro vytvoření dráhy  - kliknutí na těleso, kterému chceme dráhu vytvořit – 
kliknutí do scény, kde má být konec dráhy. 
Při vytváření dráhy lze použít tyto funkční klávesy: 
Shift – přichytávání konce dráhy na úrovně jiných těles nebo konce jiných drah 
Ctrl – vytváření svislé, nebo vodorovné dráhy 
Alt – zadání velikosti dráhy pomocí vstupního dialogu 
Funkční klávesy lze libovolně kombinovat. Při vytvoření dráhy se odstraní všechny vektory, které 
těleso mělo. 
 
Vytvoření vektoru rychlosti 
Kliknutí pravým tlačítkem myši na těleso – výběr položky „rychlost“ – kliknutí myší do scény (tím se 
zadá směr vektoru) – zadání velikosti vektoru do vstupního dialogu. 
Lze použít funkční klávesu Ctrl pro vytváření vodorovného, nebo svislého vektoru. 
 
Vytvoření vektoru zrychlení 
Kliknutí pravým tlačítkem myši na těleso – výběr položky „zrychlení“ – kliknutí myší do scény (tím 
se zadá směr vektoru) – zadání velikosti vektoru do vstupního dialogu.  
Lze použít funkční klávesu Ctrl pro vytváření vodorovného, nebo svislého vektoru. 
 
Změna polohy tělesa 
Stisknutí tlačítka pro přesun tělesa  – přetáhnutí tělesa do nové polohy. 
 
Změna velikosti vektoru rychlosti nebo zrychlení 
Kliknutí pravým tlačítkem myši na zástupce vektoru v pravé části aplikace – výběr položky „velikost“ 
– zadání nové velikosti do vstupního dialogu. 
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Změna směru působení vektoru rychlosti nebo zrychlení 
Kliknutí pravým tlačítkem myši na zástupce vektoru v pravé části aplikace – výběr položky „úhel“ – 
zadání nové velikosti úhlu svíraného s osou X, který je definovaný ve stupních. 
 
Odstranění tělesa 
Kliknutím pravý tlačítkem myši na těleso ve scéně, nebo na zástupce tělesa – výběr položky 
„odstranit“. 
 
Odstranění vektoru rychlosti nebo zrychlení 
Kliknutí pravým tlačítkem myši na zástupce vektoru – výběr položky „odstranit“. 
 
Odstranění dráhy 
Kliknutí pravým tlačítkem myši na zástupce dráhy – výběr položky „odstranit“. 
 
Nastavení výšky tělesa nad zemí 
Pouze při zapnuté gravitaci – kliknutí pravým tlačítkem myši na těleso – výběr položky „zadat výšku“ 
– zadání výšky nad zemí do vstupního dialogu. 
 
Simulace 
Spuštění simulace 
Stisk tlačítka  . 
 
Zastavení simulace 
Jen při spuštěné simulaci – stisk tlačítka  . 
 
Resetování simulace 
Jen při zastavené simulaci – stisk tlačítka . 
 
Nastavení rychlosti simulace 
Změna polohy posuvníku „Rychlost“. 
 
Korkování simulace 
Jen při zastavené simulaci – stisk tlačítka . 
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Nastavení velikosti kroku simulace 
Vybrání hodnoty z „list boxu“. Tato hodnota se vynásobí nastavenou rychlostí simulace. 
Nastavení měřítka a posunutí scény 
Nastavení měřítka scény 
Změna polohy posuvníku „Měřítko“. 
 
Nastavení posunutí scény 
Tažení myší nad scénou, kde není žádné těleso. 
 
Vrácení posunutí scény do nulové polohy 
Stisk tlačítka  . 
Nastavení zobrazení těles a vektorů 
Zobrazení vlastností tělesa 
Kliknutí myší na těleso – vlastnosti se zobrazí pod zástupci těles a vektorů v pravé části aplikace. 
 
Zobrazení/skrytí velikosti vektoru nebo dráhy 
Zaškrtnutí „check boxu“ u zástupce vektoru nebo dráhy – zobrazí se přímo u těles nebo dráhy. 
 
Změna zobrazované velikosti vektorů 
Změna polohy posuvníku „Velikost vektorů“. 
 
Zobrazení/skrytí panelu s obsahem scény 
Zaškrtnutí „check boxu“ „Zobrazit vlastnosti“. 
 
Položky menu 
Soubor – Nový – vymaže všechna tělesa, jejich vektory a dráhy. 
Soubor – Otevřít – zobrazí dialog pro výběr souboru, který obsahuje uloženou scénu. 
Soubor – Uložit jako – zobrazí dialog pro výběr souboru, do kterého se má uložit obsah scény. 
Soubor – Uložit – uloží obsah scény do již vybraného souboru. 
Soubor – Konec – ukončí aplikaci. 
Těleso – Načíst obraz ze souboru- otevře dialog pro výběr souboru, ve kterém je obrázek pro těleso – 
použije se pro nově vytvořená tělesa. 
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Těleso – Animovat – Spustí animaci těles (pouze těles, která jsou zobrazena pomocí animovaného GIF 
souboru). 
Nastavení – Nastavení- zobrazí okno s nastavením. 
Nápověda – Nápověda – zobrazí okno s nápovědou. 
Nápověda – O programu – zobrazí okno s informacemi o programu. 
Okno nastavení 
Gravitační zrychlení – velikost gravitačního zrychlení pro všechna tělesa ve scéně. 
Pozice země v ose Y – kde se má zobrazit země při zapnuté gravitaci. 
Otáčet tělesa – povolí otáčení těles do směru jejich pohybu. 
Překlápět tělesa – povolí překlápění těles v ose X do směru pohybu – nefunguje, pokud je zapnuto 
otáčení těles. 
Zastavit simulaci při – zastaví spuštěnou simulaci při událostech, které jsou vybrány (zaškrtnuty). 
Zobrazení dráhy za tělesy – povolí vykreslení křivky, kudy těleso „prošlo“. 
