Let p(n) denote the smallest prime divisor of the integer n. Define the function g(k) to be the smallest integer > k + 1 such that p( g(k) k ) > k. So we have g(2) = 6 and g(3) = g(4) = 7. In this paper we present the following new results on the Erdős-Selfridge function g(k):
with high "probability". We also provide computational evidence to support our claim thatĝ(k) estimates g(k) reasonably well in practice. (3) There are several open conjectures on the behavior of g(k) from [1] which we are able to prove forĝ(k), namely that
and that lim sup k→∞ĝ (k + 1) g(k) = ∞.
(4) Let G(x, k) count the number of integers n ≤ x such that p( n k ) > k. Unconditionally, we prove that for large x, G(x, k) is asymptotic to x/ĝ(k). (5) And finally, we show that the running time of our new algorithm is at most g(k) exp[−c(k log log k)/(log k) 2 (1+o(1))] for a constant c > 0. Note that our algorithm deals with two sub-problems that have both been proven to be NP-complete: the knapsack problem [4] and finding the smallest solution to a system of modular congruences [12] . For previous work on the Erdős-Selfridge function, see [1, 2, 14, 11, 10, 5 ].
Introduction
As stated in the abstract above, let p(n) denote the smallest prime divisor of the integer n, and define the function g(k) to be the smallest integer > k+1 such that p( g(k) k ) > k. So we have g(2) = 6 and g(3) = g(4) = 7. We begin with a discussion of previous work on g(k), then state our new results, and finally outline the rest of this paper.
1.1. Previous Work. Paul Erdős introduced the problem of estimating the function g(k) in 1969 [3] . He, along with Ecklund and Selfridge [1] showed that g(k) > k 1+c for a small constant c, showed that g(k) < e k(1+o(1)) , and tabulated g(k) up to k = 40, plus g(42), g(46), and g(52). They also stated several conjectures on the behavior of g(k):
(1) lim sup k→∞ g(k+1) g(k) = ∞, (2) lim inf k→∞ g(k+1) g(k) = 0, (3) g(k) is super-polynomial in k, (4) lim k→∞ g(k) 1/k = 1, (5) and that g(k) < exp[ck/ log k] for a constant c > 0. So far, only (3) has been proven. Note that (5) implies (4) . Scheidler and Williams [14] described how to use Kummer's theorem to construct a sieving problem to compute g(k), and they proceeded to find g(k) for all k ≤ 140 (they have a typo: g(114) = 59819 90286 02614). Kummer's theorem states that a prime p does not divide n k if and only if the digits of n's representation in base p match or exceed the corresponding digits of k's representation in base p. Let M k = p≤k p log p k +1 . This theorem allows one to set up a sieve problem to search for g(k) as the smallest residue, larger than k + 1, modulo M k , that satisfies Kummer's criteria. Lukes, Scheidler, and Williams [11] then improved their sieve, used special-purpose hardware, and computed g(k) for all k ≤ 200.
A complete table of previously known values of g(k) is available online from the Online Encyclopedia of Integer Sequences (A003458) at https://oeis.org/A003458. Erdős, Lacampagne, and Selfridge [2] showed that
improving the lower bound stated above. Granville and Ramaré [5] improved this to g(k) > k c √ log k/ log log k for a constant c > 0, thereby proving conjecture (3). Konyagin [10] improved this even further to g(k) > k c log k for a constant c > 0.
See also [6, §B31] . As far as we are aware, no further results on g(k) have been published since 1999.
New
Results. We adapted the sieving techniques from [14, 11] to use the space-saving wheel sieve, which was described in [15] , and was used previously to find pseudosquares [16] , pseudoprimes [17] , and primes in patterns [18] . Our resulting algorithm has, so far, verified all previous computations for g (k) , and extended them for all k ≤ 272. Full tables of results appear later, but we have g(272) = 57 61284 34192 78614 55093 37498.
To date, we are only using a single processor. We intend to parallelize our code to run on a cluster and/or on GPUs and push our computations as far as we are reasonably able to do so; we hope to get to at least k = 300 and perhaps as high as k = 400. (Our first author will do this for her undergraduate honor's thesis.)
Our analysis makes use of a uniform distribution heuristic. Recall that M k := p≤k p log p k +1 . If we let R k denote the number of acceptible residues, under Kummer's theorem, modulo M k , and if these residues are, in a sense, uniformly distributed up to M k , then we expect g(k) to be roughly M k /R k . In fact, we defineĝ
Under the assuption of our uniform distribution heuristic, we prove that, with high probability, log g(k) = logĝ(k) + O(log k).
We then show, unconditionally, that conjectures (1), (3), (4), and (5) above are true forĝ(k). (Note that it seems possible that conjecture (2) is true for g(k) but false forĝ(k).) Specifically, we show that
which proves (3), (4), and (5), and we show that lim sup
Let G(x, k) count the number of n ≤ x such that p( n k ) > k. We show unconditionally that, for x > x 0 (k),
This implies thatĝ(k) should approximate g(k) reasonably well.
With the assumption of our heuristic, we prove a running time for our algorithm of
Our paper is organized as follows. In §2 we present a table of our newly computed values of g(k). In §3 we present Kummer's theorem and outline how our sieving algorithm works. In §4 we present our algorithm, including a description of the space-saving wheel sieve data structure, and an extended example. In §5 we discuss the knapsack subproblem and techniques for splitting prime rings when deciding the sieving modulus for the algorithm. In §6 we give our uniform distribution heuristic, provide some statistical evidence for its credibility, show that g(k) is roughlyĝ(k) = M k /R k with high probability, and we give an easy proof of our estimate for G(x, k). In §7 we prove conjectures (1) and (3)-(5) forĝ(k) and bound the running time of our algorithm.
New Values of g(k)
See Table 1 .
Kummer's Theorem
We have the following. This primarily follows from Legendre's formula; a detailed proof is given in [14] .
Example. Set k = 10, n = 12, p = 5. Writing in base 5, we have k = 20 5 and n = 22 5 . This satisfies the theorem, so that 12 10 is not divisible by 5, and indeed 12 10 = 12 · 11/2 = 66. Changing p to 3, we have k = 101 3 and n = 110 3 . We see that 1 = a 0 > b 0 = 0, and so 3 divides 12 10 = 66. Sieving Example. As was pointed out in [14] , this allows us to sieve. We continue with the example k = 10.
For p = 2, we have k = 1010 2 . We need all the b i ≥ a i , so the choices are 1010 2 , 1011 2 , 1110 2 , and 1111 2 . That is, n must be 10, 11, 14, or 15 modulo 16.
For p = 3, we have k = 101 3 . This gives the 12 choices 101 3 , 102 3 , 111 3 , 112 3 , 121 3 , 122 3 , 201 3 , 202 3 , 211 3 , 212 3 , 221 3 , 222 3 modulo 3 3 = 27.
For p = 5, we have k = 20 5 . This gives the 15 choices 20 5 , 21 5 , 22 5 , 23 5 , 24 5 , 30 5 , 31 5 , 32 5 , 33 5 , 34 5 , 40 5 , 41 5 , 42 5 , 43 5 , 44 5 modulo 25.
For p = 7, we have k = 13 7 . This gives the 24 choices modulo 49.
Applying the Chinese remainder theorem, this gives us 4 · 12 · 15 · 24 = 17280 admissible residues modulo 16 · 27 · 25 · 49 = 529200. Note that this equals M 10 as defined in the Introduction. Define R k to be the number of admissible residues modulo M k , so that R 10 = 17280. Then g(k) is the smallest admissible residue > k + 1.
Continuing our example, it so happens that g(10) = 46. Checking, we have 46 mod 16 = 14, 46 mod 27 = 19 = 201 3 , 46 mod 25 = 21 = 41 5 , and 46 mod 49 = 46 = 64 7 .
If the admissible residues are, more or less, evenly distributed modulo M k , then we would expect g(k) ≈ĝ(k) = M k /R k . This is, in essence, our uniform distribution heuristic, which we discuss in §6. Note that g(10) = 46 andĝ(10) = M 10 /R 10 = 30.625, so this is at best a rough approximation.
The Algorithm
The naive approach is to search through all the R k admissible residues modulo M k to find the smallest > k + 1. However, R k is typically too large for this, making this algorithm practical only for very small k.
Instead, we enumerate residues that satisfy the requirements of Kummer's theorem modulo N , where N is a divisor of M k that is larger than, but near to g(k).
As we describe our algorithm, we continue our example with k = 10.
(1) Compute M k , R k , and estimate of kĝ(k) = k · M k /R k . For k = 10, this gives M 10 = 529200, R 10 = 17280, and an estimate of 10 · 30.625 = 306.25. (2) Choose a divisor N of M k just above our estimate. For k = 10, we choose N = 16 · 3 · 7 = 336. N is chosen to have a good filtering rate to minimize the number of residues. Details of how to do this are discussed in §5.
(3) Build a ring data structure for each prime power dividing N . Basically, this is the list of admissible residues as defined by Kummer's theorem.
For k = 10 and N = 336, we have the following rings: 10, 11, 14, or 15 modulo 16 1 or 2 modulo 3 3, 4, 5, or 6 modulo 7 (4) Construct a wheel data structure to generate the residues modulo N . This algorithm is described in [15] . Below we show the jump tables computed for k = 10 and N = 336.
Ring 16:  residue  0  1  2  3  4  5  6  7  8  9  10 11 12 13 14  15  admissible  0 Each jump entry is the minimum amount to add that both preserves the residue class modulo earlier rings, and also jumps to an admissible residue for the current ring.
For speed, it is best to put the ring with the most residues last, but for correctness, the order does not matter. (5) Rings for the remaining prime powers are also created, but not a wheel (the jumps are not needed). We refer to these rings as filters.
A residue passes the filter if, when reduced modulo the ring size, the corresponding admissible bit is set to one. The smallest residue generated from the wheel that also passes all the filters is g(k). So for k = 10 and N = 336, we would build filters for 27, 25, and 49 at this step. Any prime power ring that is part of the wheel, where that prime power fully divides M k , is not needed as a filter. Or in other words, if a prime divides N but not M k /N , its prime power is not needed as a filter. So in our example, we require no filter for 16. (6) Now that our data structures are initialized, we generate each residue modulo N from the wheel to see if it passes the filters. As we go, we maintain the value of the minimum residue, so far, that passed all the filters. Once every residue from the wheel is generated, this minimum is g(k).
Example Continued. To see how the wheel works, we start with k + 2, 12 in our example, the smallest starting point. 12 is not admissible modulo 16, so we appy the jump (+2) to get 14. We pass up to the next ring. 14 mod 3 = 2 is admissible. We pass to the next ring. 14 mod 7 = 0 is not admissible, so we jump (+48) to get 62. There are 4 total residues in the 7 ring, so we also generate 62 + 48 = 110, 110 + 48 = 158, and 158 + 48 = 206. All residues produced by the 7 ring are filtered: We then backtrack to ring 3 at 14, and generate 14 + 32 = 46. We pass to ring 7. The initial value in this ring, 46 mod 7 = 4, is already admissible and is generated first. We also generate 46 + 48 = 94, 94 + 192 = 286, and 286 + 48 = 334. These get filtered and 46 passes all filters. We record this value as a candidate for g (10) and continue the computation to see if a smaller value exists. Since, g(10) = 46 no such value will be found. Note that nothing larger than N can be generated.
After 4 residues in the 7 ring, we drop down to the 3 ring, where we have already done 2 residues, so we drop back to the 16 ring. At the 16 ring, we generate the next residue 14 + 1 = 15, which is passed up to the 3 ring.
This implies that, at each ring, we need to keep track of the next residue to generate, and how many have been generated so far so that we know when to back up to a previous ring.
And so it goes. The amortized cost is a constant number of arithmetic operations per residue generated by the outermost ring where they are filtered. If we apply the filters in decreasing order of filter rate, on average, a residue is only tested against a constant number of filters, and so again, the cost is a constant number of arithmetic operations per residue modulo N .
Finally, we mention that, by keeping track of the minimum residue that passes the filters, we don't have to generate any residues larger than this minimum. In our example, once we see 46 pass the filters, we don't even generate the rest of ring 7. This optimization can make a big difference in practice.
If we run the whole algorithm and fail to find a residue that passes the filters, this means g(k) > N . In this case, we simply multiply our estimate for g(k) by k, choose a new, larger N , and try again.
Note that the problem of finding a solution below a given bound y to a system of pairwise coprime modular congruences is known to be NP-Complete. See [4, 12] .
Prime Splitting and Knapsack
The purpose of this section is to look at how to choose N , a divisor of M k that is just larger than our estimate for g(k). We want to choose N so that the prime powers dividing N give a very low filter rate, thereby giving fewer residues to enumerate, which makes the algorithm faster.
Note that selecting prime power moduli based on filter rate alone is not optimal. The size of the modulus matters as well; a smaller modulus with a higher but still good filter rate can be preferable to a large modulus with a better filter rate.
We need some notation. Let t p := log p k + 1 be the number of digits required to write k in base p, with the a ip representing these digits, so that k = tp−1 i=0 a ip p i . We have t p ≥ 2, and for most primes t p = 2. Define T p to be the maximum exponent of p so that p Tp | N . This implies 0 ≤ T p ≤ t p , and N = p<k p Tp . Note that if k happens to be prime, it will have a terrible filtering rate, and so we never use it in N .
Let r ip := p − a ip , and let R xp := i≤x r ip . Then the number of acceptible residues modulo p Tp is R Tpp . The running time of the algorithm is proportional to the number of residues modulo N , which, by the Chinese remainder theorem, is
We want to minimize the product of the filtering rates for primes included in N , which is equivalent to maximizing the reciprocal, which we write this way:
This allows us to set up a knapsack problem for choosing prime powers to include in N by setting the overall capacity of the knapsack to log N , and the size and value of prime powers are set as follows:
The question, then, is how to set T for each prime p to give a good selection of items to include in the knapsack. Also, we must insure that the same prime p is not chosen more than once, with different T values, for inclusion in the knapsack. Asymptotically, we show in §7 that the expected size of log N is roughly k/ log k, so that only roughly k/(log k) 2 primes are needed in N , allowing an average filter rate of about 1/ log k for each prime, and that T p can be set to 1 for the primes included in N .
In practice, we can often get better results by including prime powers. So our approach is, for each prime p < k, to compute an optimal value for T based on filter rate, and then use a greedy algorithm to fill our knapsack. We call computing this value for T splitting the prime power, and label this split point s p . We then allow for up to three possible choices for each prime p: set T = 0 (that is, omit p from N entirely), use T = s p (use the optimal split point), or use T = t p , the maximum (note that s p = t p is possible).
Next, we show how to compute the optimal split point s p for each prime power, and then we give an example of its use in constructing N .
Optimal Splitting.
Maximizing the value-to-size ratio, we get value size = T log p − log R T p T log p
So, in time linear in t p , we can try all possible T values and quickly find the optimum, s p . Also, since 1 and log p don't change, it suffices to compute (1/T ) log R T p for each T to find the optimum.
Example. Continuing our example from above with k = 10, let us first look at p = 2. We have k = 1010 2 . We compute r 12 = 2, r 22 = 1, r 32 = 2, and r 42 = 1. This gives R 12 = 2, R 22 = 2, R 32 = 4, and R 42 = 4. We get value-to-size ratios of 0, 1/2, 1/3, and 1/2. This implies s 2 = 2 or 4. In practice, we normally use the largest value for s p when several values give the same ratio, since it implies a better filter rate. For p = 3, we have k = 101 3 . We have r 13 = 2, r 23 = 3, and r 33 = 2. This gives R 13 = 2, R 23 = 6, and R 33 = 12. The successive (1/T ) log R values are log 2, (1/2) log 6, and (1/3) log 12. Of these, log 2 is the smallest, giving s 3 = 1.
In a similar fashion, we obtain s 5 = 2 and s 7 = 1. We then construct the following table (using the natural logarithm): p T value size ratio 2 4 log(2 4 /4) log(2 4 ) 0. 0.287. . . 7 2 log(7 2 /24) log(7 2 ) 0.183. . . Back in §4 we saw that we wanted N near 306 for k = 10. Using a greedy algorithm to choose the items to include in our knapsack of size log 306, we first choose 2 4 = 16, leaving 306/16 ≈ 20 "room" in our knapsack. We then choose 3 as the next-best item, leaving about 20/3 ≈ 7 room. The next best item is 7, filling all remaining room, and giving N = 2 4 · 3 · 7.
Remarks.
• The general knapsack problem is NP-complete, which means we currently do not have reasonably fast algorithms for this problem. Our approach to prime splitting and using a greedy algorithm to choose prime powers to include is heuristic. For more on the knapsack problem and the theory of NP-completeness, see [4, 8] . • Our problem of computing N is a bit different from the standard knapsack problem in that the size of our knapsack, log N , is flexible, and we have items that are linked -if we choose 3 3 as an item, then we cannot choose 3 1 , for example. • We have a second method for splitting primes, which we call contextual optimization that we have not bothered to impement. The basic idea is to iterate over knapsack solutions, starting with a first solution based on the optimal splitting method described above.
From that initial solution, we learn the overall quality of the solution, the global value-to-size ratio, and then when we resplit the primes we assume that a scaled version of this "background solution" will "fill in" for missing primes in our current prime power under examination. This can result in a different splitting point and potentially a better overall solution. This process is repeated until the knapsack solution stops improving.
We may or may not choose to explore this approach as we deal with larger and larger knapsack problems as k increases.
Uniform Distribution Heuristic
Let us recall some definitions and terminology. We have M k := p≤k p log p k +1 . When writing k in base p, for a prime p ≤ k, we denote a ip as the ith digit of k in base p, or a ip := k/p i mod p.
We say r < M k is an admissible residue if, for every prime p ≤ k, the digits of r, in base p, all exceed those of k in base p (satisfying the conditions of Kummer's lemma) so that p does not divide r k for every p ≤ k. Let R k be the total number of admissible residues < M k . Then we have
by the Chinese remainder theorem. g(k), then, is the smallest r counted by R k that is also larger than k + 1.
Our estimate for g(k),ĝ(k), is defined as M k /R k .
6.1. The Uniform Distribution Heuristic (UDH). We believe that the admissible residues behave as if they are chosen at random from a uniform distribution over the interval [1, M k − 1]. This is our heuristic. It is not entirely dissimilar to the heuristic that integers ≤ x are prime with probability 1/ log x, and our intention is that these two models be treated similarly, in that we know they are not, stricty speaking, true, yet seem to have good predictive behavior under the right circumstances. We mapped the residues into the interval (0, 1) by dividing them by M k before running each test.
Here the Anderson-Darling column gives the p-value, a probability value between 0 and 1, that the given data came from a uniform distribution. The test fails at k = 11 and higher because the smaller residues were too close to zero, and the test takes the logarithm of the data items.
The Kolmogorov-Smirnov column reports p-values as well, and seems to tolerate very small values much better than the Anderson-Darling test.
For an introduction to statistical tests in the context of pseudorandom number generation, see [9, §3.3] , where the Kolmogorov-Smirnov test is discussed in some detail. 6.3. Estimating g(k) withĝ(k). Our approach is to first show that g(k) is, with high probability, close toĝ(k) = M k /R k . In the next section, we derive an estimate for M k /R k .
At this point, we will ignore admissible residues that are ≤ k + 1. Adjusting the derivation to include these means using, for example, M k − k and R k − k as appropriate below, but asymptotically this does not affect the rough estimates we obtain. Theorem 6.1. The UDH implies that, with probability 1 − o(1), we havê
Proof. We have P r(g(k) ≤ x) = 1 − P r( all residues are > x)
For an upper bound, set x = (kM k )/R k , to obtain
for large R k (and R k does get quite large).
Here we used the well-known fact that
For a lower bound, set x = M k /(kR k ) to obtain
This completes the proof.
So we have that, with high probability,
if we assume the uniform distribution heuristic. In Figure 1 , we have empirical data comparing actual values of g(k) (the black x's) compared toĝ(k) plotted as intervals fromĝ(k)/k up to kĝ(k) as red error bars. The plot uses a logarithmic scale. Figure 2 zooms in on the range 200 ≤ k < 250 for better visibility.
With the exception of g(99), the data suggest thatĝ(k) is a good estimator for g(k).
Recall that G(x, k) counts the integers n ≤ x such that p( n k ) > k. We conclude this section with the following. 
Analysis
We start with a proof of Conjecture (1) from [1] , but applied toĝ(k) instead of g(k).
This proof uses some of the ideas from Section 3 in [11] .
Proof. We will prove a lower bound proportional to log k in the case when k + 1 is an odd prime. Since there are infinitely many primes, this will be sufficient to prove the theorem. Note thatĝ(k + 1)/ĝ(k) = (M k+1 /M k )(R k /R k+1 ).
First, we look at M k+1 /M k . Recall that
We can write
Here we use the fact that for every prime p ≤ k, log p (k + 1) = log p k when k + 1 is prime.
Next we look at R k /R k+1 . Using the same notation for a ip as above, and noting that the prime k + 1 will contribute k(k + 1) residues, by Kummer's theorem, we have
.
Again we note that log p (k + 1) = log p k , and observe that the representation for k + 1 in base p is the same as for k, with the exception of the least significant digit, a 0p , which is one larger, for all primes p ≤ k. This is only because k + 1 is prime; k + 1 mod p cannot be zero unless p = k + 1. We then bound p − a 0p p − (a 0p + 1)
using Mertens's theorem. We deduce that
to complete the proof.
To prove Conjectures (3), (4), and (5) from [1] forĝ(k), we prove the following.
Applying the definitions for M k and R k above, we havê
Here we observed that log p k + 1 = 2 when p > √ k. We will show that the product on the factor involving a 0p is exponential in k/ log k, and is therefor significant; and the other two factors, the product up to √ k, and the factor with a 1p , are both only exponential in √ k. We bound the first product, on p ≤ √ k, with the following lemma. This bound is not as tight as possible, but more than sufficient for our purposes.
Proof. We note that a ip ≤ p − 1, giving
From [7, Ch. 22] we have the bound (7.1) p≤x log p x log p = x(1 + o(1)).
Exponentiating and substituting √ k for x gives the desired result.
Next, we show that the product involving a 1p is small.
This lemma is also not as tight as it might be; in particular, the 2 here can likely be replaced with √ 2. In any case, though, it seems clear from the proof that this is exponential in √ k.
Proof. Observe that for any prime p with √ k < p ≤ k, if a 1p = a, then k/(a + 1) < p ≤ k/a. We have
(e γ log(k/a)) a (1 + o(1)) (e γ log(k/(a + 1))) a (1 + o(1))
This used the following variant of Mertens's theorem, which holds for b > 0:
This is readily proved following the arguments in Hardy and Wright [7, §22.7] .
We now have
The following lemma, then, wraps up the proof of our theorem. Lemma 7.5. o(1) ).
Proof. Fix a 1p = a. Then k/(a + 1) < p ≤ k/a, and a 0p = k mod p = k − ap and p − a 0p = p − (k − ap) = (a + 1)p − k. We have
The first term, then, is k/(a(a + 1)) + o(k/ log k), using Here α is a small constant between 0 and 1, determined implicitly by the mean value theorem. We use either α = 0 or α = 1, depending on whether we want an upper or lower bound, respectively.
Using substitution, we can readily show that .
To obtain the lower bound, look only at the a = 1 term of the sum, and set α = 1. To obtain the upper bound, set α = 0, note that log a/ log k ≤ 1/2, and then note that 1/(a(a + 1)) converges to 1.
We are not certain that the limit lim k→∞ logĝ(k) k/ log k exists. But if it does, a least-squares fit on our data implies the limit is near 1.19. See Figure 3 , which plotsĝ(k) for k ≤ 500, and compares it to graphs of the functions exp[ck/ log k] for c = (1 − log 2)/2, 1.19, and 2.
Algorithm Running Time. We conclude with a bound on the running time of our algorithm. where c > 0 is constant.
Proof. Without loss of generality, we assume that g(k) ≤ N < k · g(k), as we can guess a smaller N , run the algorithm, and if it fails to find g(k), include another prime p with k/2 < p < k in N , and repeat. Since N at least doubles each time we do this, the cost of running the algorithm on all N < g(k), and failing, is bounded by a factor of log g(k) times the cost of the final run with a value of N > g(k) that succeeds. We absorb this multiplicative factor of log g(k) in the o(1) error term in the exponent of the running time bound above as log g(k) = Θ(k/ log k) with high probability.
In particular, this gives us log N = (1 + o(1)) log g(k) with high probability.
For the purposes of this proof, we choose N to be a product of some primes between k/2 and k. This is conservative, as the choice of primes or prime powers for inclusion in N , using the methods discussed earlier, will result in a faster algorithm in practice. So we have p|N p = N ≈ g(k) and thus p|N log p = log N ∼ log g(k) k/ log k.
Since k/2<p≤k log p = (k/2)(1 + o(1), we have more primes in this range than we need for N by a factor of roughly (1/2) log k. Thus, we can choose the best k/(log k) 2 primes (roughly) below k of the k/ log k that are available. As a result, we expect to get a filtering factor of 1/ log k for the primes we choose. Indeed, if we choose all primes p with k/2 < p < k/2 + c 1 k/ log k, with c 1 > 0 an appropriate constant we fix later, this is the case.
Let's check that this gives us a good value for N . We have log N = k/2<p<k/2+c 1 k/ log k log p = g(k) exp −c 1 k log log k (log k) 2 (1 + o (1)) .
