Abstract
Introduction
Generally, Frame Per Second (FPS) of rendering system on the flight simulator should be maintained above the requirement for pilot training purposes [1] . However, number of vertices and rendering speed has inverse proportion to each other since the FPS decreases when the large number of vertices is required. Therefore, many research works in realtime rendering system have sought new overhead processing technique that improves realism as well as FPS. Specially, overhead processing of real-time rendering system have got much more attention from many researchers. Among them, culling and Level of Detail (LOD) are regarded as approach to figure out faced problem in rendering software with large scale terrain. Since both culling and LOD techniques decrease the amount of rendering data, it can make use of benefits obtained from CPU and VGA.
However, despite of above advantage, there are still too many research challenges not explored yet since the overhead processing technique in rendering system possesses significantly different properties to culling and LOD techniques. While the LOD is a mechanism for changing the accuracy of the object according to the specified distance between the current position and the object [2] [3] , culling approach excludes invisible region outside from Field of View (FOV).
As for former one, LOD is divided into static and dynamic one. Static LOD is a technique that renders a different accuracy depending on the object distance [4] . When small data is used, it can be expected to improve the FPS, however, fail in case of large terrain data. Thus, real-time rendering system requires a technique for solving these problems, known as dynamic LOD. Dynamic LOD is a technique that renders vertices to be divided by binary, quad and octa tree depending on the distance [5] . This technique is an efficient technique to improve the FPS when the terrain data of a large scale is assumed to render. Thus, LOD technique is effective scheme to improve the FPS by reducing the number of vertices, but invisible region is also rendered since it does not consider the FOV(Field Of View).
In order to maintain acceptable FPS without regard to data for changed FOV, culling approach can be another possible solution which is likely to be employed. Generally, culling scheme is classified into three techniques; view-frustum, back-face and occlusion culling. Among them, view-frustum culling is suitable for flight simulation because mainly used in the system to render a large scale terrain data. However, view frustum culling does not distinguish the occluders and occludees since it does not concern height of the FOV at the low altitude state. This can be main cause of reduced performance. In order to solve this problem, real-time rendering systems require adaptive culling scheme according to the height of the FOV.
Based on above analysis, selection of culling scheme for flight simulator requires deep thought. Since an aircraft changes their position and altitude, the culling scheme should be determined by the aircraft state information. However, when it comes to determine the culling scheme based on the absolute value, reasonable selection scheme is not achieved since small difference on absolute value make big difference. Thus, in this paper, we propose a dynamic culling technique to improve the FPS through fuzzy logic based on the height and pitch angle. In addition, we use the open source OSG graphic library to implement the proposed scheme under actual terrain image data. Briefly, the proposed scheme is compared with other culling schemes in terms of the number triangles and FPS.
The rest of this paper is organized as follows. In the Section 2, we describe the existing research work for the culling scheme on real-time rendering system. The proposed mechanism is explained in the Section 3. In the Section 4, details of the implementation and experimental results are presented in this paper. Finally, Section 5 presents the conclusion of this paper.
Related Work
In this section, we describe the existing research work on the culling processing technique, which is employed for three-dimensional image generating software. Culling technique used mainly in flight simulation system is view-frustum culling. This technique renders only data in the view-frustum [6] . This technique is known as easy to implement. In addition, this mainly uses in flight simulation system because is suitable to render the terrain of large size. Therefore, the study about this technique addresses how to compute the calculation speed and accuracy about data in view-frustum. However, since the viewfrustum culling technique calculates whole data in view-frustum, it also renders the backface of object. This problem should be resolved since this causes deterioration of the rendering system. In addition, since the FPS of view frustum culling is proportional to the size of the cube, it is not suitable at flight simulation because realism is proportional to the line-of-sight.
A technique to solve this problem is to back-face culling. It calculates the directional about each meshes data in view-frustum. After this, eliminates the back-face of object [7] . In addition, it reduces the number of vertices and textures in the rendering system where the height of the view is low. Enhance of FPS causes the improvement of efficiency of rendering system so realism is improved. However, this technique increases the unnecessary calculation in a small area such as inside a building since it includes the calculation about the occludees and occluders according to perspective.
A technique to address these issues is known as the occlusion culling. The occlusion culling divides the occludees and occluders according to calculation result later than calculates the perspective [8] . And then, the classified objects remove. There are two kinds of occlusion culling; software and hardware technique.
The software occlusion culling technique creates the depth buffer later than translates the scene to the quad. Also, it conducts the visibility test by CPU. Finally, CPU removes the occludes [9] . In addition, the software occlusion culling technique is conducted by the rendering and visibility test by CPU. For this reason, when use the terrain data of large scale, using the culling techniques occurs more overhead than before. The technique for solving the overload of the CPU is a hardware occlusion culling.
Hardware occlusion culling is not the scheme that it handles both the visibility test and rendering calculation by CPU, but CPU conducts the rendering calculation. GPU conducts the only visibility test. Therefore, since the CPU becomes available for another the calculation while the GPU is performing the visibility test, the improving of the rendering system is achieved [10] . The proposed scheme in [10] creates the volumes from objects in the view-frustum. After this, the rendering system sends them to GPU later than creates the depth buffers based on volumes. Finally, the GPU performs a visibility test using parallel processing based on the received depth buffer. In the process, a depth map creates with 4 by 4 sizes. After that, the generated result is transmitted to the CPU and classified by the occludees and occluders. Finally, this data excludes in the rendering calculation. The proposed technique improves the FPS of by about 20% as compared to the common software occlusion culling. By the help of this scheme, it shows almost similar results to GPU transfer scheme for visibility test that is proposed algorithm in [11] . However, differences between both can avoid occludees by using occlusion queries in order to find node in last rendering frame. Moreover, occludee nodes can avoid CPU stall and GPU starvation by rendering without waiting occlusion queries.
Thus, the occlusion culling technique improves the FPS in three-dimensional rendering system later than identify the occludees and occluders. As previously mentioned, the occlusion culling technique improves the FPS later than classifies the occludees and occluders in the three-dimensional rendering system. However, flight simulation is the boundary of the object disappears obscured with objects away because it operates at a high point. However, in flight simulation occludees and occluders disappear when it operates at the high height. Therefore, it handles the overhead better than using the viewfrustum culling because increases the visibility test calculations.
In this way, the goal of overhead processing decreasing the vertices at the real-time rendering system is achieved. However, most of research work does not consider the changed view position properly. Thus, in this paper, we propose a new scheme to improve the FPS based on the changed view position rather than unconditional reduced vertices.
Proposed Mechanism

Decision for Culling Scheme Based on Fuzzy Logic
In this section, we describe the proposed culling scheme based on fuzzy logic. For the visibility test, we use the aircraft state information. In the process of determining the culling scheme, it is very important to classify the low or high altitude based on the aircraft state information. For example, when absolute value is low altitude, the culling scheme is changed because difference of only 1 feet. Therefore, it is necessary to determine a reasonable culling scheme. For this goal, we determine the culling scheme based on fuzzy logic. Fuzzy-logic has a contribution of each element belonging to the set where the elements belonging to the set of fuzzy logic represents the fuzzy membership function to decimals between 0 and 1.0 [12] .
In this paper, we use the height and pitch angle information of the aircraft to determine the value of the culling scheme. Altitude information is used to classify the occludee and occluder in low-altitude case. In this paper, we classify the low-altitude which is landing altitude (4,000ft) at Yecheon airport. In this foundation, equation (1) calculates the fuzzy logic membership function values based on the height and pitch angle. In addition, respective fuzzy memberships are summarized in Table 1 .
(1)
As given in equation (1) As shown in Figure 1 , membership function is 1.0 in case of 4,000ft where the membership function increases according to the pitch angle and altitude. When the pitch angle becomes higher, the terrain of the scene decreases. Therefore, the membership function values are converged to the zero. Finally, the membership function values are used to determine the culling scheme.
(2) Equation (2) is used to determine the proposed culling scheme as D. schlender [13] proposed. u of Equation (2) denotes the distance between the view and object, λ i refers to the weight of the membership function. For each rule of the rule base the degrees of membership are calculated and the minimum is taken and denoted as μ i [13] . Distance between the field of view and object based on fuzzy sets are computed and used to select culling scheme. Thus, the culling scheme is determined by the equation (2) . If the decision is set to the back culling and then, the size of the depth map is determined by the membership function values. The size of the depth map based on membership function values is shown in Table 2 . The size of the depth map becomes large when the membership function values increase. Similarly, it gets smaller when values decrease. The size of the depth map becomes larger when the membership function values increase. This depth map is delivered to the GPU in case of back-face culling. And then, it is used to test visibility.
Culling Scheme Decision based on Fuzzy-Logic
In this section, we propose the culling scheme and creation of dynamic depth-map by using value generated by membership function. The sequence of the proposed mechanism is shown in Figure 2 . In order to apply the culling scheme in real time rendering system, we require some data. Table 3 shows the related data. The proposed culling scheme demands z-map_camera, z-buffer, z-map_size information [14] in order to test visibility. In addition, we require the calculation result of membership function to determine culling scheme. It uses the aircraft state information that is received from other flight simulator.
If the calculation result of membership function is less than 0.1 when the aircraft state is the high altitude or high pitch angle state, the culling scheme applies the view-frustum culling. However, for the opposite case, dynamic culling scheme based on created depth map is applied. At this time, z-map_camera is not rendered because it is subordinate to the current rendering scene.
The created depth map is sent to GPU. After this, visibility test is performed with it. GPU performs the visibility test for all pixels by the size of the depth map and distinguish the back-face of object. If the result of visibility test is true, it is classified into the occulders. For the opposite case, the result of visibility test is classified into the occludees so it does not progress the rendering. Thus, performance is improved because occludees are removed from the real-time rendering system.
Figure 2. Proposed Algorithm
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Implementation and Experiments
In this section, we present the implementation details and experimental results based on the mechanism proposed. For the experimental results, we use the OSG that it is open source and wildly used graphic library. OSG is based on scene graph theory under the hierarchical tree structure to manage the number of virtual and multimedia objects effectively.
We introduce the terrain data of 100km area around the Yecheon airport, Korea, in order to evaluate the performance of the proposed mechanism. Terrain data is composed to the DTED (Digital Terrain Elevation Data) and satellite image of 10m resolution. This terrain data is loaded according to defined method in osgDB class [15] [16] . In addition, aircraft state information are received from the commercial flight simulation software [17] .
Implementation and performance evaluation of the proposed scheme carries out in the environment of Table 4 . As described in Table 4 , real-time rendering system consists of the host software based on C# and the real-time rendering software based on C++. Method of communication between two software use the UDP and the communication period is set to 60Hz. In this environment, the experiment is to compare the three culling scheme; Case without culling, Case for Common View frustum culling, Case for proposed culling. Comparative information compares the triangles, the vertices and FPS according to the each altitude. We calculate the membership function based on the received aircraft state information while its result values are used to determine the culling scheme. Then, the rendering system will reduce the number of vertices in accordance with the corresponding culling scheme. So, it eventually enhances the performance of real-time system. The result of this process is shown in Figure 3 . Figure 3 does not affect the performance of the entire system because it is not used by the visibility test in the rendering processing. As shown in Figure 3 , the proposed culling scheme is performed the rendering process twice at the low-altitude state. First rendering process is performed at the subordinate z-map_camera in the current scene. The z-map_camera creates the depth buffer and used when creating the depth map. Thereafter, the depth map is sent to the GPU over the OSG library, and the GPU performs a visibility test based on the transmitted depth map. Finally, The GPU returns the occludees object and the back-face to the results value of visibility test, and GPU transmits the result to the CPU. CPU is removing the received result in the rendering processing so it renders the remaining objects. Figure 4 shows the rendered image result when use the three culling schemes. Figure 5 shows the rendering rate of the three culling schemes. In addition, the results of triangles, vertices and FPS about each altitude states in Figure 4 are shown in Table 5 . In case of no culling scheme, since whole data are included in the rendering process, real-time rendering system operates irrelevant to the change of the altitude and pitch angle. Therefore, real-time rendering software will render all triangles and vertices of the terrain data. However, since only data in common in view-frustum is rendered, the triangles decrease by about 80% while the vertices do by about 50%. In addition, the proposed culling scheme decrease number of the triangles by about 15% and about 10% vertices rather than the common view-frustum culling scheme. Finally, FPS is improved by about more 73% than the case of without culling scheme. In addition, FPS is improved by more 8% than the common view-frustum culling. In this experimental result, since range of rendering becomes larger according to height of altitude, FPS of view-frustum culling scheme is reduced.
Conclusion and Further Work
As for research work in flight simulation, dynamic culling scheme study becomes essential procedure to improve the performance. It is possible to satisfy both the conservation of realism and the improving of FPS by the help of dynamic culling scheme. Based above possibility, we proposed the dynamic culling scheme by using fuzzy logic based on the information of aircraft state for flight simulator. In addition, the proposed scheme evaluated the performance to using actual terrain data.
However, our proposed algorithm uses only the altitude and pitch information in the calculation of fuzzy membership function. Therefore, we are scheduled to be extend current dynamic culling scheme by introducing other flight state information to get more accurate information. Also, according to the diverse inputs, more rational fuzzy logic will be devised.
