The 1990s were a decade of enormous change for management science (MS) educators. While the outlook at the beginning of the decade was somewhat bleak, the renaissance in MS education brought about by the use of spreadsheets as the primary delivery vehicle for quantitative modeling techniques has resulted in a much brighter future. This paper takes inventory of the current state of MS education and suggests some promising new directions in the area of decision support systems for MS educators to consider for the future. 
Introduction
As the 1990s began, management science (MS) education was in a crisis with many questioning the relevance of MS courses and calling for their elimination from the business curriculum. While some business schools d ropped the MS course from their core requirements, others found ways to transform it from a class in math and algorithm appreciation into one of the most relevant and popular courses in the business school (Winston, 1996) . The use of electronic spreadsheets as the primary software tool for teaching MS modeling techniques undoubtedly played a key role in this renaissance in MS education (Willemain, 1997) .
Spreadsheets have become one of the most popular and ubiquitous software packages on the planet. Indeed, a recent research article noted that managers often become so comfortable with spreadsheets that they are reluctant to adopt other software packages; even if the other packages are more suitable for specific applications (Chan, 1996) . Although the basic spreadsheet interface has not changed much over the past ten years, the power and functionality underlying its simple row and column paradigm has grown enormously --resulting in a powerful modeling and programming environment that MS educators could only dream about a decade ago.
So as a new century beings, MS educators find themselves in a delightful position that few would have expected a decade ago. Today, millions of business people have powerful spreadsheet packages (and the MS tools they provide) sitting at their finger tips on desktop and laptop computers; yet most have no idea of how to use their spreadsheet package to its fullest potential (Savage, 1997) . Thus, MS educators teaching with spreadsheets are the primary educational purveyors of one of t he most widely used decision-making tools in the business world. Given the strategic opportunities available at this juncture, it seems prudent to ask, "Where do we go from here?"
From Decision Models to Decision Support
When ORSA and TIMS merged to create INFORMS in the early 1990s, one of the suggested benefits of the new organizational name was that it allows for outreach to the important information technology (IT) communities upon which our profession so heavily relies. The recent explosion in the number of IT jobs certainly suggests this is one of the healthiest sectors in the global economy. With the demand for IT workers exceeding the capacity of many academic information systems (IS) departments' ability to produce graduates, MS programs have a unique opportunity to reach out and help fill this void. A natural way to begin this process is via a spreadsheet-based course in decision support systems (DSS).
While DSS may be viewed as strictly an IS topic at some schools, MS techniques have always pla yed a prominent role in the model base component of a DSS, shown schematically in Figure 1 . As a result, MS educators have a substantial right to lay claim to this area. Also, in recent years, IS programs at many schools have reduced DSS course offerings in favor of "hotter" Figure 1 : Schematic view of a Decision Support System topics such as electronic commerce. This may provide a strategic opportunity for MS educators at these schools to move into the DSS area --and do a better job with it than was ever done before.
Spreadsheet-based DSS
As shown in Figure 1 , a DSS should give its user access to a variety of data sources, modeling techniques, and stored domain knowledge via an easy to use graphical user interface (GUI) (Turban, 1998) . Traditionally, one of the greatest challenges to teaching DSS has been a lack of readily-available, integrated DSS creation tools --making it difficult to move from theoretical and conceptual discussions about what a DSS should do into the more practical "how to" aspects of building a DSS. With the introduction of Visual Basic for Applications (VBA) as the macro language for all Microsoft Office products, Excel now provides virtually all of the GUI, database, modeling, data analysis, and programming tools required for creating extremely powerful and useful DSS. Good introductions to VBA programming in Excel may be found in Roman (1999) , Walkenbach (1997) , and Wells and Harshbarger (1997) .
To illustrate some of Excel's abilities as a DSS creation tool, I used it to build a DSS for the classic portfolio optimization problem. Figure 2 shows the initial screen for this system. Though it may not look like it, this screen is actually an Excel spreadsheet. Various properties of the spreadsheet (e.g., row and column headings, gridlines, worksheet tabs) have been disabled, the background color of the spreadsheet has been changed, and a custom command bar has replaced the usual menu items in Excel. A variety of GUI controls available in Excel were placed on the sheet to allow the user to select which stocks to include in the analysis and to allow navigation through the system. Note that the stock information used by this system resides in an external Access database file and could easily have come from a variety of other external data sources as well. (Also note that this data was randomly generated for this example DSS and is not historically accurate!) Appropriate SQL After selecting the set of stocks to include in the analysis, the user can click various buttons to easily graph the data or obtain a statistical summary of the data as shown in Figures 3 and 4 , respectively. Note that Excel's intrinsic statistical and mathematical functions can be used from within a VBA program to easily compute the averages, slopes and correlations shown in Figure  4 . Based on the results from these screens, the user can use the menu to navigate back to the initial stock selection screen to add or remove stocks from consideration.
After settling on the set of stocks to include in the analysis, the user can click a button (or menu item) to calculate the optimal portfolio weights. This initiates a series of Solver runs that determine the minimum risk portfolio, the maximum return portfolio, and several alternate portfolios on the efficient frontier between these two extremes. The results of these runs are displayed graphically in Figure 5 . The user can click the horizontal scroll bar on this screen to move the red marker from point to point on the chart with the corresponding portfolio weights and measurements displaying under the "Alternate Solutions" heading. If none of the solutions given provide exactly the level of return desired, the user can click the "Add Point" button which prompts for a specific return value, solves for the portfolio weights providing this return, and then adds this data to the chart. While a number of MS tools (e.g., regression, correlation, nonlinear programming) provide the foundation for this system, their integration with external databases and packaging within a userfriendly GUI adds considerable value for decision makers facing this type of problem. Similarly, the IT skills required to build this type of system adds considerable value to MS students in today's market place.
RAGSDALE Teaching Management Science With Spreadsheets: From Decision Models to Decision Support
Unfortunately, the new genre of spreadsheetbased MS texts (including my own) typically just show how a given set of data can be used to construct a model for a particular decision situation. The model is then solved, the solution is analyzed, and we move on to the next example or topic. This approach may be fine if the objective is to provide a survey of quantitative modeling techniques. However, this approach tends to ignore important issues relating to where modeling data comes from, how the output of one modeling technique may become input for another (e.g., forecasts feeding into simulation or optimization models), and how managers might want to interactively change modeling assumptions to better understand and explore sensitivity and risk issues related to the problem.
A Spreadsheet-based DSS Course
In the fall of 1998 I was assigned to teach an MBA course in DSS and decided to try a completely spreadsheet-based approach. This course was offered through Virginia Tech's TV MBA program and was delivered live to approximately 45 on-campus students and via two-way network video broadcast to an additional 45 students at 13 remote sites around the state. (This course is also taught in a more traditional classroom setting on a regular basis.)
Approximately two-thirds of the students in the course held full-time jobs in supervisory or managerial positions. The class was held one night a week, 3 hours per night with 13 class meetings.
Some students in the course had already taken a spreadsheet-based MS course and were familiar with the "front-end" use of Excel; others had a very limited understanding of Excel. The students' prior programming experience varied from undergraduate degrees in computer science with several years of experience to a student fresh off a plane from Korea with an undergraduate degree in French literature and no programming experience at all.
The disparity in students' experience with Excel and/or programming initially caused me great concern. I really needed to start from the ground up and cover the "basics" for those with little or no experience; but I did not want to bore those with greater experience. However, as Don Plane (a pioneer in MS education using spreadsheets) is fond of saying, "Most students who report having 5 years of experience with Excel actually have the equivalent of six months of experience repeated ten times." I have found this to be absolutely true. And regardless of their previous experience with Excel, most students have very little experience with VBA and are easily amazed by its capabilities. I also discovered that most of those with significant programming experience had little or no experience using VBA to manipulate objects within Excel and found this aspect of my "ground up" presentation to be interesting enough to ward-off boredom.
Course Content & Design
I began the first week with an overview of what a DSS is and a high-level explanation of how VBA, Excel, Access and other applications can be integrated to create them. As an example, I demonstrated the Personal Portfolio Optimizer discussed above and indicated that they would each (individually or in groups of 2 to 3) be responsible for producing a similar DSS of their own choosing as a final project for the course. I then gave a quick review of using the front-end of Excel and gave an assignment to make sure everyone was up to speed with the basics of Excel.
In the second week, I introduced issues related to VBA syntax (e.g., variables, data types, arrays, looping techniques, control structures, functions and subroutines) as well as how to record macros and use the VBA editor. To help students get used to using the editor and entering code, I gave an assignment that involved linking some GUI controls to some simple VBA macros (with code I provided).
The third week focused on developing an understanding of Excel's object model, particularly the Range object. A Range object is simply a set of one or more cells on a worksheet. However, there are a variety of ways to access Range objects from VBA, and the best technique to use depends a great deal on the specifics of what you are trying to do. The assignment this week involved creating a system to automatically produce customized amortization schedule s for loans of various terms. I provided approximately 90% of the VBA code for this assignment to begin to force those with limited programming experience to start trying to write their own code.
I devoted the next three weeks to the model-base component o f a DSS and illustrating how optimization, simulation, and forecasting tools could be controlled using VBA. I also gave brief introductions to the use of neural networks and genetic algorithms within Excel using various add-in packages. These weeks are a bit less VBA intensive and give those with weaker Excel and programming backgrounds a chance to digest what they have seen. I think it is important to cover modeling techniques early in the course rather than later so that students have time to consider how these tools can be used within the context of their DSS projects.
The next five weeks of the course dealt with various database-related issues. We spent two weeks on the basics of relational database design, connecting to external databases from within Excel using the Data Access Object (DAO), and using Structured Query Language (SQL) for simple data retrieval. Another week was devoted to more advanced features of SQL for modifying database entries and manipulating Recordset objects in DAO. I devoted one week to showing how to use pivot tables in Excel (both manually and programmatically using VBA) to display, explore, and analyze data from external databases. I spent one additional week showing how to run web queries from within Excel to import data from HTML tables from any accessible site on the World Wide Web. Various weekly assignments were provided to give students hands-on experiences with these topics.
In our final sessions, we covered issues related to "polishing" a DSS (i.e., creating custom commandbars, automatically eliminating and restoring Excel's default command bars, disabling standard worksheet features, etc). We also briefly touched on how Excel can instantiate and control Word for use as a report generating tool using VBA concepts that were very familiar to students by this point.
Student Projects
One of the hardest yet fun and rewarding parts of teaching this course was helping students design, develop and debug their projects. This was hard because jumping into the middle of any program to try to debug it is difficult --especially if you did not write the code in the first place! It was fun and rewarding because many of the working students found that they could apply the things we were talking about in class directly to decision problems they faced in the work place. In many cases, the results far exceeded my hopes of what students would be able to accomplish coming out of this course. Three of these projects are described briefly below.
The Norfolk Southern Corporation (NSC) owns and maintains a fleet of over 2200 locomotives, with each engine on a six to eight year overhaul cycle. As a result, NSC overhauls approximately 450 engines a year at their maintenance shops in Roanoke, VA and Altoona, PA. One of my students was responsible for c hoosing NSC locomotive overhauls and spent several hours each week looking at various spreadsheets, mainframe screens and loose pieces of paper to make this decision. This student developed a DSS that consolidates the information required for making good d ecisions on scheduling overhauls and displays the results in a series of tables and graphs. The user can either manually pick from a list of 100 of the best candidates or let the DSS pick the best two or three of each different engine type. The DSS interfaces to mainframe DB2 tables and allows the information to be filtered and/or sorted in a variety of ways within Excel. The DSS has cut the overhaul selection time to about 15 minutes per week, freeing up his time for other important tasks and allowing NSC to spend its maintenance dollars more effectively.
Another student in this class is a Senior Project Manager for GE's Industrial Drives Division. He developed a DSS to assist in creating consistent reports on the financial status of projects. The key critical success factors for projects include: 1) target cost vs. actual cost incurred, 2) the current margin on the project, and 3) the areas of margin erosion which can be corrected by the business to improve the profits on the job. The first step in this DSS was to use SQL and ODBC to link the DSS to one of the GE systems to download the baseline sales and cost data from the original contract. A variety of data entry sheets then allow project managers to enter additional sales and cost data (such as any items added to the job since the original contract) and notes about the project. Various graphs can then be generated with the click of a button to show target vs. actual costs, project contribution margins, and a margin erosion graph (or pricing waterfall). This DSS is now in use by GE Industrial Control Systems project managers on all projects in excess of $3 million dollars. Several "cost reduction" projects have been started as a result of the price waterfall data graphs. This student's supervisor also nominated this project to receive a "best practices" award within GE.
Another student in this class is a marketing analyst for Carilion Health Systems (CHS), a notfor-profit healthcare system providing services to approximately one million people in western Virginia. CHS continually evaluates physician supply and demand within their service areas to identify communities where there is an inadequate supply of physician specialties and target those areas for initiatives to improve access. This student developed a DSS to access various physician and population databases to calculate the "net need" for various medical specialties by county, city or zip level in the regions CHS serves. The program also includes a feature that allows the user to quickly determine the supply of any specialty in any location by clicking a command button that constructs a pivot table based on the data in the physician table. This information provides support in decisions about new programs, program expansions, and physician recruiting. Hospitals that use "income guarantees" as a tool to attract new physicians must be able to demonstrate that they are legally defensible under Medicare fraud and abuse statutes and IRS laws. This DSS provides such evidence for CHS.
Student Response
Student response to this course was generally very favorable. Several students nearing the completion of their MBA programs indicated that this was one of the most practical and useful courses they had taken. Numerous students indicated that they were now viewed as the Excel "gurus" in their workplace. Even those who struggled through the course and were glad to see it end indicated that they had gained a new appreciation and respect for those who develop computer-based systems.
Students who knew very little about programming at the beginning of the course indicated they had learned an incredible amount by the end and were generally quite satisfied with the course. One such student works in an administrative role at Virginia Tech's College of Veterinary Medicine. This student's project involved developing a relatively simple database for tracking contact and donation information for feline blood donors. While this project was not quite as exciting as those described above, it represented a significant (and practical) accomplishment for this student --who also indicated the intention of going on to take more advanced courses in database design and programming.
During the past academic year I taught essentially the same course at the undergraduate level. An advantage to teaching this course to undergraduates is that it is typically an elective for IS students who have a more uniform level of programming knowledge and proficiency coming into the course. The disadvantage is that undergraduates typically have less actual business experience and find it more difficult to generate interesting ideas for projects in this course. Generally speaking, object model programming is a new experience for these students that they find to be interesting and fun.
Conclusion
During his presentation at the "Teaching Management Science With Spreadsheets" workshop held at Dartmouth in June of 1998, Dan Fylstra suggested that the ability to extract data from external sources and embed analytical decision models within larger systems are two of the most valuable skills for business students entering today's IT dominated workplace to acquire. Indeed, as more and more companies install enterprise resource planning packages (ERP) and invest in building data warehouses, those who are able to create applications that interface with these systems and analyze the data they provide will become increasingly valuable. MS educators are extremely well-qualified to provide students with these skills. As a result, I believe a spreadsheet-based DSS course is a logical "next step" for MS educators to take.
