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Abstract 
 
Checking whether or not a program written in an imperative language reaches specified error 
states or not is examined in this work. The method used includes the approximation of the 
states reachable from a given initial state and a translation into constraint logic. 
 2
1. Introduction 
 
In this work, programs written in an imperative language are checked and whether or 
not they reach a specified error state is examined. 
In the section “Blast Model Checker and Lazy Abstraction”, the model checker Blast 
is mentioned. 
The program to be checked is firstly translated into constraint logic which is explained 
in the section “Translation into Constraint Logic”. The result of the translation is a Prolog 
program  in which the predicates have special meanings. Some of them represents the states in 
which the program translated reaches an error state, if they are provable. The translation is 
performed by visitors explained in the section “Visitor Implementation” by using JavaCC, 
JTB which are introduced in the section “JavaCC, JTB, Visitors”. An analyser for Prolog 
programs is used to detect the error states which are denoted by particular predicates. The 
analyser derives the facts from the Prolog program which is obtained by translating the 
program to be checked, and the facts in the result are examined to see whether particular facts 
denoting errors exist. The analyser is explained in the section “The Analyser”. Since the 
analyser implements “Parity Abstraction”, in the section “Abstract Interpretation” abstraction 
is introduced. In the section “Implementation and Testing” three example programs are 
analysed step by step. An approach called “Constraint-based Abstraction” is followed by 
modifying the analyser to have a different kind abstraction since it has been seen in the 
section “Implementation and Testing” that by the parity abstraction the disequality relation 
can not be evaluated properly. The three examples are checked by using the modified analyser 
as well.   
 3
2. Abstract Interpretation 
Below, information used to perform abstraction in this work is introduced [7,8,9]. 
2.1. The Definition 
           
  Program analysis can be viewed as executing the program over a symbolic or abstract 
domain of data descriptions, instead of over the normal concrete data domain, and therefore it 
is called abstract interpretation. Since analyses are expected to be finitely computable, the 
data descriptions will be imprecise in general. The execution of a program computes a piece 
of concrete information. The goal of abstract interpretation is to compute a piece of abstract 
information that characterizes the concrete information in all possible executions of the 
program. To mimic the concrete execution of a program, the basic operations defined on the 
standard domain are replaced by abstract operations defined on the abstract domain. The 
abstract interpretation is said to be sound if the data descriptions computed for each program 
point give upper approximations of the set of concrete data states that can occur during 
program execution. A sound abstract interpretation ensures that the abstract operation mimics 
the concrete operation such that no false conclusion can be drawn about the concrete 
operation’s behavior. 
 
2.2. Abstraction 
 
 Concrete and abstract domain can be formalized by using lattices. A complete lattice is 
a partially ordered set, with unique minimal and maximal elements, and with greatest-lower-
bound and least-upper-bound operations. 
                                         any 
                              
                                even          odd                    none even any,  none odd any 
                                         
                                        none 
The diagram above shows a complete lattice for the abstraction in parity domain. 
Complete lattice is a pair ( L,  ) where L is a set and  is a partial order on L. Any subset 
of L, X has X and  X. The diagram shows an ordering between the elements. If two 
elements are connected by an edge, the element higher up is an approximation of the other. 
Element lower in the diagram is “less than” the one higher up. For instance, even is less than 
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any; indeed, saying that a value is even is more precise than saying that it is unknown. Such 
an ordering relation is known as a partial order.  
2.3. Connection between Abstract and Concrete domains 
 
  A correspondence between abstract and concrete domain can be formally defined. The 
correspondence is named Galois connection. It consists of two functions, the abstraction 
function and the concretization function. The abstraction function α , maps each set of 
concrete values to the abstract value that best describes it. The concretization function γ , 
maps each abstract value to the set of concrete values it represents. Given a complete lattice of 
concrete data C and a complete lattice of abstract data A, the pair <α ,γ > forms a Galois 
connection such that 
α : C→A,       γ : A→C 
for all S∈P(C), a∈A 
 S⊆ λ (a)     α (S)  a               
when α and γ  are monotone (order-preserving) the relations could be written as 
 S⊆  γ ο α (S)        α ο γ (a)  a    
S⊆  γ ο α (S) indicates that the largest concretization of the best abstraction of an element of 
the concrete domain is at least as large as the element, i.e the loss of information due to 
abstraction.      
α ο γ (a)  a indicates that the best abstraction of the largest concretization of an element of 
the abstract domain is at most as large as the element, i.e concretization introduces no loss of 
information. 
According to the abstract domain (parity) mentioned above, the definition of α  and 
γ : 
γ : (parity)→P(int)                                  
γ  (even)={....-2,0,2...} 
γ  (odd)={.....-1,1,3...} 
 γ  (any)=int 
 γ  (none)={} 
 
 α : P(int)→parity 
 α (S)=  { β (v) | v∈S} where β (2n)=even and β (2n+1)=odd, otherwise:  
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 α (S)=none where S={} 
 α (S)=all where S ={2n, 2n+1, 2n+2.....} 
2.4. Safety or Soundness requirement 
 
 Let (C, ) be the concrete domain, and (A, ) the abstract domain. 
 Fc : C→C and Fa: A→A are monotonic, and the condition below is called the safety or 
soundness requirement. 
 Fc(γ (x)) γ  (Fa(x)) for all x∈A 
 or similarly 
 α (Fc(y)) Fa(α (y)) for all y∈C. 
And as a result, Fa is a safe abstraction of Fc. “safe” means that at least all possible 
computations are covered. The condition ensures that the abstract operation correctly mimics 
the concrete operation, it coveres all possible behaviors of concrete operation. 
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3. Blast Model Checker and Lazy Abstraction 
 
3.1. Blast Model Checker 
 
Blast [1, 2, 3, 4] is a software model checker for C programs developed at Berkeley. 
Based on the abstract-check-refine paradigm, the concept of lazy abstraction is introduced in the 
Blast project. Lazy abstraction is an idea for the optimization of the abstract-check-refine loop. 
The Blast is to check the safety properties of C programs. This is done by reasoning 
whether the line(s) labeled by ERROR is reachable. If the checking algorithm terminates, the 
checker either tells the user the program is safe (the ERROR label is not reachable) or gives the 
user a feasible execution path to the ERROR label. 
As a simple example, given the first program below, the model checker will determine 
that the program is safe. However, the second program is unsafe because the ERROR label can 
be reached. 
  
 
 
 
 
 
 
 
 
3.1.1. The abstract-check-refine approach: 
 
The approach contains three stages such as abstract, check and refine. Figure 3.1 
illustrates the abstract-check-refine loop. 
At the abstract stage: 
A set of predicates is chosen to abstract the program such that each abstracted state is 
represented by the truth assignments of the chosen predicates. 
At the check stage: 
The abstracted model will be used to check the safety property. If the abstracted model is 
safe, the concrete model is safe also. Otherwise, an abstract counterexample is generated and it is 
checked whether it corresponds to a concrete counterexample. The model checker outputs the 
concrete counterexample if it is proved to be a real bug; otherwise, the spurious counterexample 
may be used to guide the refine stage. 
int foo ( int x, int y){ 
 if(x>y){ 
 x=x-y; 
 if(x<=0) 
ERROR 
 } 
} 
int foo ( int x, int y){ 
 if(x>y){ 
 x=y-x; 
 if(x<=0) 
ERROR 
 } 
} 
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At the refine stage: 
New predicates are generated and they will be used to built a new abstracted model in the 
abstract stage.This loop iterates until an answer can be generated. 
 
 
 
 
 
 
 Figure 3.1. Abstract-check-refine loop 
 
 
 
 
 
 
 
 
 
 
 
Figure 3.2. The scenario of abstraction 
 
The diagram in Figure 3.2a represents the concrete program model. Figure 3.2a represents 
a safe model since the error states are not reachable. Figure 3.2b is an abstraction of Figure 3.2a. 
In the abstraction model, a set of states is abstracted as a region which is represented as a square 
in the diagram. A region is an overapproximation (describing bigger world) of a set of concrete 
states. From Figure 3.2b it is observed that it is possible to have a path to a region which overlaps 
with the error region, even though the concrete counterpart does not exist. This is the reason that 
the model has to be refined. 
 
3.2. Lazy Abstraction 
 
The Lazy Abstraction concept is aimed at optimizing the abstract-check-refine loop. It is 
based on the following two principles: 
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The abstract-check-refine approach generates the entire abstract model at the abstract 
stage. However, some abstracted regions may never be visited. (e.g. unreachable regions) The 
Lazy Abstraction concept suggests abstracting a region only when it is needed in the next step of 
checking. In this case, the abstraction task is driven by the checking process. Figure 3.3 illustrates 
this first notion. By comparing Figure 3.2b and Figure 3.3, it is observed that a lighter abstraction 
task is involved in the Lazy Abstraction. 
 
 
 
 
 
 
 
 
Figure 3.3. Abstraction driven by checking 
 
In the abstract-check-refine approach, the entire abstract model has to be rebuilt after 
refinement. The lazy abstraction concept suggests that we can reuse the partial answer that is 
obtained in previous iterations. As a result, we can avoid refining those regions that have already 
been proved to be safe. Refinement is applied starting from the earliest state at which the abstract 
counterexample fails to have a concrete counterpart.  
 
 
 
 
 
 
 
 
Figure 3.4. Refinement starting from the pivot state 
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This state is called pivot state. The identification of the pivot state becomes the new task in 
the new abstract-check-refine approach. Figure 3.4 illustrates this second notion. In the figure, 
two regions are involved at the first iteration and the pivot state is located at the second region 
being visited and the refinement starts at there also. The first visited region, which is shaded 
with grey, has been proved to be safe at the first iteration. As a result, the refinement does not 
have to be applied there. 
The Lazy Abstraction starts from abstracting the initial region. According to the 
current region, the corresponding next region is abstracted. For every next region, if it reaches 
the ERROR region, we have to check whether it is a real bug. If refinement is required, the 
pivot state identified and starting from which refinement is applied, and then the abstraction 
and checking procedure goes on. When we check a region, we can reuse the partial answers in 
the past iterations, such that the region is safe if it is included inside any region that has been 
proved to be safe. By reusing the previously proved answer (the grey area), we can determine 
that region “A” in Figure 3.5 is safe without performing the model checking algorithm. 
 
 
 
 
 
 
 
 
Figure 3.5. Reusing the previously proved answer 
 
 
 
 Below, how Lazy Abstraction works on C programs is explained. 
In Figure 3.6, an example program is given. First of all, the input C program is 
translated into a control flow automaton, which is similar to a control flow graph. The edges 
of the graph are labeled with either an assume predicate corresponding to the condition that 
must be satisfied for that branch to be taken, or the basic block of instruction that are executed  
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in the transition. The control flow automaton translated from the program in Figure 3.6 is 
given in Figure 3.7. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figure 3.6. An example C program 
 
The global variable LOCK is used to keep track of the usage of the functions lock() 
and unlock(). The ERROR label will be reached if two consecutive lock() or two consecutive 
unlock() is invoked at execution. The (*) represents a condition that is irrelevant to the 
checking, the (*) can be true or false at runtime. 
 
 
 
 
                             
 
 
                                                                             
 
 
 
 
 
 
 
 
Figure 3.7. Control flow automaton 
1 : do{                                                     lock(){
lock();                                                if(LOCK==0){
old=new;                                             LOCK=1;
2 :  if(*){                                                     }else{ERROR}
3 :    unlock();                                              } 
new++;                                          unlock(){                                
}                                                    if(LOCK==1){
4:    }while(new!=old);                                 LOCK=0;
5 :    unlock();                                                }else{ERROR}
return;                                                   }
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Given a CFG, the verification process loops through two phases which are “Forward 
search” and “Backwards counterexample analysis”. A distinct predicate set for abstraction is used 
for each iteration. The forward search is responsible for abstraction and checking, while the 
backwards counterexample analysis is responsible for checking the feasibility of an abstract 
counterexample. 
 With the CFG and the predicate set, the forward search constructs in depth-first order a 
search tree whose nodes correspond to vertices of the CFG . Each node of the constructing tree is 
labeled with a formula, called reachable regions, which represent what is known about the state 
of the program with respect to the predicate set. The reachable region is computed from the 
reachable region of the parent node and the instructions on the corresponding edge in CFG. The 
forward search keeps on until we hit the ERROR region or the traversal safely finishes. The 
forward search result of the example is seen in Figure 3.8. 
 
 
 
 
 
                                                                                                                                      
 
 
 
 
 
 
 
Figure 3.8. The forward search result of the example 
 
The reachable region, by showing the predicates whose truth value is true, is attached 
beside each node. The reachable region is calculated  from the reachable region of the parent 
node and taken the effect of the edge. Since the information carried in the traversal consists of the 
chosen predicates only, so we traverse from node 4 to node 5 as no information about new and 
 12
old is available. With (LOCK==0), the ERROR label (error node) is reached when unlock() is 
invoked after node 5.  
The backwards counterexample analysis is activated when we hit an error node in the 
forward search process. As implied from the name, the backwards counterexample analysis is 
tracing from the error node back to its predecessors. At each node of the trace, the weakest 
precondition that would lead to the error node is calculated; it is called the bad region. We try to 
identify the first node in the search tree where the intersection of the bad region with the 
reachable region is empty, and this is called pivot node. The pivot node is the pivot state 
mentioned previously. It is impossible to reach the error node from the pivot node via the given 
trace. According to the pivot node, new predicates are added for abstraction. From the pivot node, 
the verification would resume with the forward search. However, if we cannot find any pivot 
node before the root node is reached in the backward tracing, it means that the model is proved to 
be unsafe and the trace path is a concrete counterexample. 
 Figure 3.9 shows the result of applying backwards counterexample analysis in the 
example. At each node, the bad region is beside the reachable region in a curly bracket. The 
backward trace stops at node 1 as it is the intersection of its reachable region and its bad region is 
empty. Node 1 is then identified to be the pivot node. 
  
 
 
 
                                                                                      
 
 
 
 
 
 
 
 
 Figure 3.9. The result of applying backwards counterexample analysis in the example 
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The Lazy Abstraction encourages using partial answers from previous iterations. This is 
done in the forward search process. The reachable region of a node is covered, if it resides in a 
safe reachable region of the same node. In this case, any error found from this point on would 
have been found by the previous exploration. So, we can stop the forward search if the node is 
covered, which is illustrated in Figure 3.11. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figure 3.10. Forward search with new predicates 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figure 3.11. Covered node 
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Adding a new predicate, (new==old), to the example and resume the forward search. The 
forward search finishes without error this time. Because the relationship between new and old is 
carried in the traversal this time, the path [node 1 - node 2 - node 3 - node 4 - node 5] is not 
possible anymore. In the path [node 1 – node 2 – node 3 – node 4 – node 1] seen from the Figure 
3.10, we can stop the traverse at node 1 because it is covered as node 1 with reachable region 
(LOCK==0) has been proved to be safe as seen from the Figure 3.11. 
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4. Translation into Constraint Logic 
 
The aim is to be able to check the specified correctness properties of programs. The way 
followed to do it is making use of a translation from an imperative language into constraint logic 
which is adapted from [5]. The translation to perform model checking of imperative programs 
provides an efficient way to check correctness properties of software. To explain the method 
consider the program in Figure 4.1. 
 
                       
                        Figure 4.1. The example program, error and transfer relations based on the 
example program (The notation if(*) expresses nondeterministic choice.) 
  
 The correctness properties of the example program which are to be checked depend on 
calling the procedures lock and unlock in the right way. The procedures lock and unlock set the 
variable "l" called "lock" to different values. The procedure lock acquire the lock l by setting it to 
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1, the procedure unlock release the lock l by setting it to 0. The procedure lock is not called when 
the lock is held (that the lock is held means it is set to 1) and the procedure unlock is not called If 
the lock is not held. These two properties are to be checked in this example. 
 Assert statements are preferred to express correctness properties in the lock and unlock 
procedures so that checking them could mean checking whether the program goes wrong by 
violating either of these assertions. For example, if the procedure lock is called when the lock is 
held, the assertion in the procedure is violated, that is, the correctness property is not satisfied.  
The process of translation results in constructing two constraint logic relations for each 
procedure m. The error relation Em(l,n,d) describes pre-states(l,n,d) from which the execution of 
m goes wrong by failing an assertion. The transfer relation Tm(l,n,d,l’,n’,d’) describes the 
relation between pre-states (l,n,d) and post-states (l’,n’,d’) of executions of m that terminate 
normally. Since there are three variables occuring in the program,the state of the store is denoted 
by the triple which contains them. For example, the relation Elock for the example program states 
that the procedure lock goes wrong if l is not initially 0. Tlock states that the procedure lock 
terminates normally if l is initially 0, in the post-state l=1, n and d are unchanged. The relation 
Emain states that procedure main goes wrong if either the procedure loop goes wrong or the 
procedure loop terminates normally and unlock goes wrong in the post-state of loop. These 
relations are used to see whether the program may go wrong or not. 
It is possible to check whether the procedure main may go wrong by means of the query 
Emain(l,n,d). The query is satisfiable if l=1 which means that the program may go wrong if the 
lock is initially held by failing the assertion in the procedure lock. The query l=0/\Emain(l,n,d) 
containing the precondition that the lock is not initially held is also satisfiable with the execution 
trace: main-loop(-lock-unl(-unlock))-unlock with assertion. Because there are two consecutive 
calls to unlock. The second call is done when the lock is not held. This corresponds to the 
derivation:  
 
Emain(0,n,d) 
      Tloop(0,n,d,0,n,d) 
            (Tlock(0,n,d,1,n,d),  
              Tunl(1,n,d,0,n,d) 
                        (Tunlock(1,n,d,0,n,d))) 
        Eunlock(0,n,d) 
 
This result stems from that the statement n++ is commented out. When it is incorporated in the 
program by uncommenting it, the transfer relation becomes 
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Tunl(l,n,d,l1,n2,d1):- 
 \//\Tunlock(l,n,d,l1,n1,d1) 
   /\n2=n1+1 
 \//\l1=l 
     /\n2=n 
   /\d1=d 
 
which is describing that unl terminates normally, when unlock terminates normally and in the 
post-state of execution of unl the value of n becomes n1+1 (where n1 is the value of n in the post-
state of execution of unlock), l and d are the same as in the post-state of execution of unlock. In 
this case, since the same derivation can not exist, that is, two consecutive calls to unlock can not 
occur, the query l=0/\Emain(l,n,d) is not satisfiable, which means that the program now satisfies 
the correctness properties. By checking the satisfiability of Emain(l,n,d) query with an initial 
state, whether main may go wrong or not (i.e., whether it satisfies the correctness properties or 
not) is checked. 
 The translation into constraint logic is performed by the visitors explained in the section 
“Visitor Implementation” 
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5. JavaCC, JTB, Visitors 
 
5.1. Grammars 
 
A language is defined by syntax and semantics. Syntax is the legal form of expressions 
in the language. Semantics is the meaning of expressions in the language. Syntax is defined 
by grammars. A language is the set of all legal expressions and the grammar is a finite 
specification of this set. A standard notation has been developed to represent grammars. A 
BNF grammar consists of a set of rules L→R where L is the name of some syntactic structure 
and R is one possible form of it. The grammar symbols are either terminal which are symbols 
appearing in the language or nonterminal whichare symbols appearing only in the grammar. L 
has to be a nonterminal, R is a sequence of zero or more terminal and nonterminal symbols. 
d→0, d→1, e→d, e→de defines the set of all binary numbers. {0,1,00,10,01,000....}The 
recursive rule generates an infinite language. Whether or not a given expression is in the 
language is seen by using the grammar. Given a grammar, a parser for that grammar is a 
program which recognizes valid expressions that means the input is a sequence of terminal 
symbols. Parsing a sequence of terminal symbols characters consists of two phases: lexical 
analysis also called tokenizing splits the characters into a sequence of tokens, parsing the 
sequence of tokens. Tokens are defined using regular expressions. Regular expressions consist 
of terminals, and the operators ?,+,*,|. (R+ is one or more Rs, R? is zero or one R, R* is zero 
or more Rs.) 
 
5.2. JavaCC 
 
 JavaCC (Java Compiler Compiler) takes as input a file containing a grammar, and 
produces a lexical analyser and a parser. JavaCC reads grammar rules and generates a 
program which recognizes legal expressions for grammar rules. JTB (Java Tree Builder) is a 
pre-processor for JavaCC supporting syntax tree construction [10,11,12]. JavaCC is run on the 
grammar file: 
javacc Simple1.jj  (the file Simple1 is seen below) 
then resulting Java files are compiled: 
 javac *.java 
Then the parser is ready to use. To run the parser 
  java Simple1 
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Simple1 recognizes matching braces followed by zero or more line terminators and then an 
end of file. Simple1 parser takes input from standard input. An example of legal string for this 
grammar is “{{{}}}”. 
The Simple1.jj file 
PARSER_BEGIN(Simple1) 
 
public class Simple1 { 
 
  public static void main(String args[]) throws ParseException { 
    Simple1 parser = new Simple1(System.in); 
    parser.Input(); 
  } 
 
} 
 
PARSER_END(Simple1) 
 
void Input() : 
{} 
{ 
  MatchedBraces() ("\n"|"\r")* <EOF> 
} 
 
void MatchedBraces() : 
{} 
{ 
  "{" [ MatchedBraces() ] "}" 
} 
 
There is a main program in the file which creates an instance of the parser object by using a 
constructor that takes one argument of type java.io.InputStream. The main program then 
makes a call to the non-terminal in the grammar that it will parse- Input. There are two 
productions that define the non-terminals, “Input” and “MatchedBraces”. In JavaCC 
grammars non-terminals are implemented as Java methods. Lexical tokens (regular 
expressions) in a JavaCC grammar are either strings (“{“) or more complex regular 
expressions. The regular expression <EOF>  is matched by the end of file. All regular 
expressions are enclosed in angular brackets. The first production says that “Input” expands to 
the non-terminal “MatchedBraces” followed by zero or more line terminators and then the end 
of file. The second says that “MatchedBraces” expands to the token “{“ followed by an 
optional nested expansion of “MatchedBraces” followed by the token “}”. Square brackets 
[...] in JavaCC inputs indicate that the ... is optional. [...] may be written as (...)?. Other 
structures that may appear in expansions are: 
e1| e2|..        :a choice of e1,e2... 
(e)+              :one or more occurences of e 
(e)*              :zero or more occurences of e 
 20
 
 The JavaCC keywords SKIP and TOKEN are used to define the lexical analyser part 
of the parser. The lexical analyser splits the input into tokens which are terminals of the 
grammar rules. SKIP specifies which characters are to be ignored. TOKEN specifies the form 
of each kind of token, as a regular expression. An example: 
SKIP: 
{“ ” | ”\t” | ”\n” | ”\r” } 
TOKEN: 
{<PLUS:”+”> | <NUMBER: ([“0”-“9”])+>} 
 
5.3. JTB 
 
 Syntax tree classes can be defined automatically by using the preprocessor for JavaCC 
called JTB. For each grammar non-terminal N, JTB generates a class Nwhich implements an 
interface called Node 
 public class N implements Node {...} 
The structure of the class N depends on the grammar rule defining N, for example 
 N→M0 M1 ‘t’ ... Mn 
 public class N implements Node { 
 public M0 f0; 
 public M1 f1; 
public NodeToken f2; 
... 
public Mn fn; 
... 
} 
Nodes implement either the interface Node or the interface NodeListInterface. Non-terminal 
classes implement Node. For constructs A*, A+, A?, A|B, (A B) JTB uses standard node 
classes. (for A* the class NodeListOptional is used, for A+ NodeList, for A? NodeOptional, 
for A|B NodeChoice, for (A B) NodeSequence.) NodeList, NodeListOptional and 
NodeSequence implement the interface NodeListInterface, the others implement Node. 
 JTB generates two directories, syntax tree and visitor. Some java files produced by 
JTB and which can also be produced by the user are placed into visitor directory. They are 
called “visitors”. A visitor for a data structure is a process that acts on that structure. Visitors 
are used to perform actions on the data structure without modifying the data structure. Visitors 
are used to perform actions during traversals of the syntax tree. 
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 JTB takes a JavaCC grammar file as input and generates the syntax tree directory 
which contains tree node classes based on the productions in the grammar, the visitor 
directory (which contains two interfaces called Visitor and ObjectVisitor, two depth-first 
visitors DepthFirstVisitor and ObjectDepthFirst) and jtb.out.jj (the grammar file on which 
JavaCC is to be run). 
 
5.4. Visitors 
 
 An accept method is defined to use visit methods. The accept methods carry a visitor 
object as a parameter. A visitor interface is defined which can be implemented in different 
ways. The accept method has the form  
 public Object accept(Visitor v, Object arg){ 
  return v.visit(this,arg);} 
Given a syntax tree, a Visitor interface can be defined systematically. It contains visit 
methods for each kind of node in the syntax tree. For example, If AssignCommand, 
LetCommand are classes of node in the syntax tree, the interface: 
 public interface Visitor{ 
  public Object visit(AssignCommand c, Object a); 
  public Object visit(LetCommand c, Object a); 
} 
What happens when the visitor visits each class of node is decided to implement the Visitor 
interface. In a depth-first visitor, the visitor visits each child of node from left to right. JTB 
creates two visitor interfaces, Visitor which returns no result and ObjectVisitor which returns 
an Object. It inserts an accept method into node classes and generates two visitors, 
DepthFirstVisitor which implements Visitor and ObjectDepthFirst which implements 
ObjectVisitor. Then the user writes extensions of these visitors (or other implementations of 
the provided interfaces). 
 To use visitors implemented, firstly JTB is run on the grammar file 
Jtb grammar.jj 
then, javacc is run on jtb.out.jj 
javacc jtb.out.jj 
then java files are compiled 
javac *.java 
then the parser generated which contains the calls to visitors implemented is called 
java theNameOfTheParser input 
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5.4. Attributes of grammar symbols 
 
 It is possible to associate a set of attributes with each grammar symbol (syntax tree 
node). For example, in the “Visitor Implementation” section, some attributes in Mynode.java 
file are defined and the file is like 
 
 
package syntaxtree;  
public class Mynode  {   
public String code=""; 
......... 
} 
The call to jtb is done with an option to be able to use the attributes defined : 
Jtb –ns Mynode grammar.jj 
So, the nodes have the attribute code, and the attribute of a node is reached in this way: 
For example, 
public void visit(Program n)  
{  n.code=”....”; 
.......} 
in the visit method above, the code attribute of the “Program” node is reached with “n.code”. 
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6. Visitor Implementation 
 
The visitor programs are implemented in Java by using JavaCC, JTB. The source code of 
the visitors “pvar,p1,pe2”, the grammar file “grammar.jj” and the file containing attributes 
“Mynode.java” can be seen in Appendix 2. The example runs of the visitors are illustrated in the 
section “Implementation and Testing” by showing the outputs of the visitors for example 
programs. 
 
6.1. What “pvar” visitor does: 
This visitor makes the names and the number of variables in the input available for other 
visitors. When a variable declaration is encountered in the input program, the name of the 
variable is placed into an array which is to keep all variable names and a counter which is to keep 
the number of variables occured in the input is incremented by one. Then, the attributes of the 
"program" node are set to those values obtained. Attributes of nodes are defined in the "Mynode" 
class and they are accessed by all visitors. The number of variables and the names of variables 
are stored in the attributes of the "program" node so that other visitors could access them by 
looking up the values of those attributes of the "program" node. In the other visitors to show the 
variables in the new states by adding numbers to their names, an array is maintained. The array 
has an element for each variable and keeps numbers to represent the variables in the current state. 
 
6.2. What “p1” visitor does: 
Visit methods in this visitor are responsible for constructing transfer relations for the input 
program. Each node is given a "code" attribute set by visit methods and used to construct the 
relations. In the "Program" node, by looking up the values of the attributes, the number and the 
names of the variables in the input are obtained to use in the visitor. The visit method for the 
"Program" node builds the "tmain" predicate and prints it to the output file. It gets the body of the 
clause from the attribute of the child "Singlecommand" node. The visit method for 
“Singlecommand ” node passes the value of the code attribute of the children nodes to the 
attribute of the “Singlecommand” parent node. Hence, what is generated for the body of the 
tmain by visit methods for statements like “If” is carried to the first visit method. Visit methods 
for statements specify how to represent them according to Prolog syntax. For example, in case of 
a “skip” statement, current values of each variables are assigned to the next values. And the 
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elements of the array which keeps numbers to represent variables in the current state are 
incremented by one, since assignments result in new state. And the code attribute for “skip” node 
becomes  
L1.=.L0, 
N1.=.N0, 
D1.=.D0 
if the numbers to represent the variables in the current state are all “0”. So, the numbers are 
incremented by 1 and the next values to represent variables in the current states become”1”. The 
variable names are made available by the “program” node as mentioned. Hence, the visit method 
for the skip node generates the string in the code attribute of the node by using the names of the 
variables, the numbers to show the state for the variables and the stirng “.=.” with the following 
code 
for(i=0;i<varsay-1;i++) 
        n.code=n.code+var[i]+Integer.toString(kac[i]+1)+".=."+var[i]+Integer.toString(kac[i])+','+"\r\n"; 
        n.code=n.code+var[i]+Integer.toString(kac[i]+1)+".=."+var[i]+Integer.toString(kac[i]); 
for(int t=0;t<varsay;t++) 
        kac[t]=kac[t]+1; 
where “var” is the array to keep the names of the variables and set by the visit method for 
“program” node by looking up the values of the attributes of the node, “kac” is the array to keep 
the numbers to show the current state in which the variables are, and “varsay” is the number of 
variables in the input program. The visit method for “assign” node makes the value of the code 
attribute of the node strings like “L1.=.1, tlock(L0,N0,D0,L1,N1,D1), N2.=.N1+1”, since it is 
called when assignment statements like “l:=1, n:=n+1” and a function call like “lock()” are 
encountered. The grammar rule for them is  
<IDENTIFIER> (<ATA>Expression()|<LB>(Expression())?<RB>) 
where <ATA> is defined as “:=”. 
So, when a statement like l:=1, n:=n+1 or lock() is encountered, the visit method for 
“assignment” node is called. When an if statement is encountered in the input program  the visit 
method for “if” node is called. Consider the example if statement 
if n!=d then loop() else skip 
the visit method firstly generates the string value “if1(L3,N3,D3,L4,N4,D4)” in the code attribute 
of the node similarly to what is done in the visit method for “skip” node. If statements are 
represented as new predicates in the translation. Every new if predicate is added a number (if1, 
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if2....) and a counter is kept to store it. The visit method then, generates another string to keep the 
definition of the “if1” predicate and the value of it becomes 
if1(L0,N0,D0,L1,N1,D1):- 
N0.<>.D0, 
tloop(L0,N0,D0,L1,N1,D1). 
if1(L0,N0,D0,L1,N1,D1):- 
N0.=.D0, 
L1.=.L0, 
N1.=.N0, 
D1.=.D0.  
As seen, the definition correctly represents the example if statement. The grammar rule for if 
statement is 
 <IF>(Expression())?<THEN>Singlecommand()<ELSE>Singlecommand() 
So, to construct the definition of “if1” predicate the visit method use the code attributes of the 
children “Singlecommand” nodes and the expression is written as it is in the first clause then the 
negation of the expression is written in the second clause. The negation is generated by the 
function call exp(v,false) where v is the string keeping the expression. The string v is assigned 
the value of the code attribute of the children “expression” node. Similarly, for the statement  
 if then begin unlock();  n:=n+1  end else skip 
the visit method makes the value of the code attribute  
 if2(L0,N0,D0,L1,N1,D1) 
and the definition of the “if2” predicate 
 if2(L0,N0,D0,L1,N2,D1):- 
tunlock(L0,N0,D0,L1,N1,D1), 
N2.=.N1+1. 
if2(L0,N0,D0,L1,N1,D1):- 
L1.=.L0, 
N1.=.N0, 
D1.=.D0. 
which correctly represent the if statement. The visit method for “assert” node makes the value of 
the code attribute of the node a string like “L0.=.0” according to the assert statement in the input 
program. The grammar rule for the assert statment is  
 <ASSERT><IDENTIFIER>(<ASSIGN>|<LT>|<GT>|<LE>|<GE>)Expression() 
The expression in the assert statement is considered first which means that the children 
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“expression” node is visited to get the value of the code attribute of the “expression” node to 
form the string which is the value of the code attribute of the “assert” node. The visit method for 
the “expression” node collects the code attributes of the children nodes to have the expression in 
the input in the code attribute of the “expression” node. In the input programs, function 
definitions are given by “Declaration” part in the let statements. The visit method for 
“Singledeclaration” node builds predicates for each procedure by taking the body of the clauses 
from the attribute of the child “Singlecommand” node and the visit method for “Declaration” 
node prints the predicates which are available in the attributes of the children “Singledeclaration” 
nodes. For a statement like  
 let  
            proc lock() ~ begin   assert l=0 ; l:=1  end  
            in 
the visit method for “Singledeclaration” node makes the value of the code attribute of the node 
 tlock(L0,N0,D0,L1,N0,D0):- 
L0.=.0, 
L1.=.1. 
 
6.3. What “pe2” visitor does: 
 
Visit methods in this visitor are responsible for constructing error relations for the input 
program. The visit method for the "Program" node builds the "emain" predicate and prints it to 
the output file. It gets the body of the clause from the attribute of the child "Singlecommand" 
node. According to the strategy to construct error relations, there is a need to check whether a 
statement terminates normally or not. To achieve that every node is also given another two 
attributes “ecode, which”. In each node, ”ecode” attribute is used to build error relations and for 
the cases to show the transfer relation the attribute “which” is assigned a value “t” to show the 
error relations it is assigned “e”. Differently from the “p1” visitor, it tries to find all possiblities 
like “either an error occurs in the first statment or the first succeeds but the second fails or the 
second succeeds as well but the third fails......” to represent error relations and gives the following 
result for the statement “begin  x:=x-y;  assert x>0 end” 
if1(X0,Y0):- 
fail. 
if1(X0,Y0):- 
X1.=.X0-Y0, 
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X1.=<.0. 
 
which represents that either the first statement fails, or it succeeds and the second one fails. This 
is implemented in the visit method for “command” node by visiting the children 
“Singlecommand” nodes with “which” attribute set to the appropriate value. For example, if there 
are 3 “Singlecommand” in the begin statement, the ecode of the “command” node becomes 
 if1(variables):- 
 ecode of the singlecommand1 (which=t). 
 if1(variables):- 
ecode of the singlecommand1 (which=t), 
ecode of the singlecommand2 (which=e). 
 if1(variables):- 
  ecode of the singlecommand1 (which=t), 
  ecode of the singlecommand2 (which=t), 
  ecode of the singlecommand3 (which=e). 
In the visit method for “Singlecommand” node the value of the attribute “which” of the children 
node is passed to the parent node as well. In the visit method for the “skip” node, the value of the 
ecode attribute is assigned “fail” since the “skip” statement is always called at the end, so its 
ecode attribute is always considered, since there is no “Singlecommand” following it. The visit 
method for “assign” node makes the value of the ecode, for example the assignment is l:=0, 
“L1.=.0” when the attribute “which” is equal to “t”. If it is “e”, the ecode becomes “fail” which 
menas that no error occurs since assignment statements do not fail. If the statement is of the form 
“identifier()” it is a function call and the ecode is assigned “e+identifier+(variables in the current 
state).”, for example “elock(L0,N0,D0).”, when the attribute “which” is equal to“e”. If it is “t”, 
then ecode becomes “t+identifier+(variables in the current state,variables in the next state)”, for 
example “tlock(L0,N0,D0,L1,N1,D1)”. The visit method for “if” node generates the string 
“ifr1(L3,N3,D3).” in the ecode attribute  for the statement if n!=d then loop() else skip and makes the 
definition of the “ifr1” predicate  
 
ifr1(L3,N3,D3):- 
N3.<>.D3, 
eloop(L3,N3,D3). 
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ifr1(L3,N3,D3):- 
N3.=.D3, 
fail. 
which says if the condition is satisfied an error may occur in the “singlecommand” loop(), 
otherwise an error may occur in the “singlecommand” skip (the “which” attribute of “skip” node 
is assigned “e” and the node is visited, the ecode of the node is made “fail” and passed to the 
parent “if” node). 
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7. The Analyser 
 
7.1. The Algorithm 
 
The analyser which is based on the one given by [6] generates facts regarding the rules 
in the input program written in prolog. What the analyser basically does can be seen from the 
following diagram: 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
For the input program P to the analyser the fundamental operation performed is the 
repeated application of facts derived so far, to solve the bodies of P’s rules, generating new 
instances of their heads. This process starts with an empty set of facts and proceeds until no 
new facts are derived.  
A clause h←b1,....,bn in the program to be interpreted is represented as a fact 
my_clause(h,[b1,...,bn]). Whenever the analyser derives a fact F it is maintained in the 
dynamic Prolog database as a fact of the form fact(F). This makes it easy to implement a 
mechanism for “solving a clause body using the facts derived so far”. 
The analyser consists of four parts as seen from the Figure 7.1. Until no new facts are 
derived, iteration of an operator is triggered in the control part. This triggering stops when no 
new facts were asserted in the previous iteration. The presence of a new fact in the previous 
iteration is recognized by means of a flag. When a new fact is inserted into the Prolog 
print all facts to be derived from the input
 
 
is a new fact inserted to the database ?
yes 
no 
    prove the body by using the facts derived so far 
record the head, if it is a new fact (the database to store facts is initially 
empty) 
for each clause in the input program
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database, a flag is raised. If the flag is not raised in the previous iteration, a recursive call to 
the iterate to start a new iteration can not be made, as retract(flag) fails in the second caluse 
for iterate. The notion which has just been explained is that initially there are no facts in the 
database regarding the input, with first iteration some new facts are derived and then it is 
checked whether other new facts may be derived with the facts which have been derived in 
the first iteration or not. If other new facts have been derived, the check is performed again 
otherwise the facts derived so far are all that could be derived from the input program. The 
predicate operator provides the logic part of the analyser. For each my_clause(Head,Body) 
(The my_clause facts are constructed based on the input program and asserted into the 
database by load_file/1 predicate which is explained later) operator proves the Body using 
facts derived so far and calls the predicate record which adds the Head to the set of facts 
derived so far, if it is a new fact. The call to operator in iterate is followed by “fail” so that 
backtracking could cause operator to try all solutions. A fact F is considered new if it is not 
subsumed by a fact which is already recorded. The check to see whether a fact F is subsumed 
or not is implemented by calling built-in predicate numbervars(F,0,_) and fact(F) in record 
predicate. Forexample when there is a fact recorded such as f(X,a) and another fact f(b,Y) is 
to be inserted to the database, numbervars instantiates the variable in the fact f(b,Y) and it 
becomes f(b,A) then the call fact(f(b,A)) fails since f(b,A) is not subsumed by f(X,a) and the 
new fact f(b,Y) is inserted into the database. (The calls to numbervars and fact are enclosed in 
a negation in record, hence when calling fact fails, the assertion is done and numbervars does 
not affect the variables in the new fact. ) The predicate go is to use the analyser. This 
predicate first of all calls load_file predicate to have my_clause facts regarding the input 
program, then initiates iteration and prints the derived facts on the screen. The module 
containing load_file predicate in Figure 7.2 constructs a my_clause fact for each clause in the 
input program and asserts it into the database. If a clause read from the file has a form such as 
h←b1,....,bn the corresponding fact for it becomes my_clause(h,[b1,...,bn]) by keeping the 
body of the clause as a list in the second argument of my_clause. If a clause read from the file 
does not have body, a my_clause(h,[]) fact with an empty list is asserted into the database. 
For an input like the following the analyser finds all facts that could be derived as 
shown. 
 
 
 
e(a,b). 
e(b,c). 
e(a,d). 
e(d,a). 
p(X,Y) :- 
 e(X,Y). 
p(X,Z) :- 
 e(X,Y), 
 p(Y,Z). 
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the my_clause facts built are:                                                           and the analyser prints: 
 
 
 
 
 
 
 
 
 
 
If we place a new clause e(c,e) into the input, the number of iterations becomes two 
and in the second iteration the analyser could derive the facts p(a,e), p(d,e) as seen from the 
following: 
 
in the first iteration:            in the second iteration: 
 
 
 
 
 
 
 
 
 
 
 
 
 
(To get these results differently from calling showfacts predicate at the end, I called it after 
retract(flag) in iterate predicate.) 
 As seen the number of iterations depends on the input to be able to derive all facts. 
The two facts p(a,e), p(d,e) could not be derived in the first iteration.So, the analyser scans the 
e(a,b) 
e(b,c) 
e(a,d) 
e(d,a) 
p(a,b) 
p(b,c) 
p(a,d) 
p(d,a) 
p(a,c) 
p(a,a) 
p(d,b) 
p(d,d) 
p(d,c) 
 
my_clause(e(a,b),[]) 
my_clause(e(b,c),[]) 
my_clause(e(a,d),[]) 
my_clause(e(d,a),[]) 
my_clause(p(_590,_591),[e(_590,_591)]) 
my_clause(p(_595,_596),[e(_595,_591),p(_591,_596)]) 
e(a,b) 
e(b,c) 
e(a,d) 
e(d,a) 
e(c,e) 
p(a,b) 
p(b,c) 
p(a,d) 
p(d,a) 
p(c,e) 
p(a,c) 
p(b,e) 
p(a,a) 
p(d,b) 
p(d,d) 
p(d,c) 
e(a,b) 
e(b,c) 
e(a,d) 
e(d,a) 
e(c,e) 
p(a,b) 
p(b,c) 
p(a,d) 
p(d,a) 
p(c,e) 
p(a,c) 
p(b,e) 
p(a,a) 
p(d,b) 
p(d,d) 
p(d,c) 
p(a,e) 
p(d,e) 
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database to be able to derive more facts in the second iteration and it succeeds. After the 
second iteration, since there are no facts to be derived, it terminates. 
 
7.2. Parity Analysis 
 
The second clause in the definition of prove is for the case when unification is made 
explicit by calling unify predicate. Unification can be used to support a given domain of 
abstractions by defining unify predicate properly. In this analyser, unify predicate is defined 
to provide abstract unification for the extended parity domain. A “Parity” domain with four 
elements is chosen: 
 
“zero”  denoting   {0} 
“one”   denoting   {1} 
“even” denoting   {n  N | n>0 and n is even} 
“odd”   denoting   {n  N | n>1 and n is odd } 
 
The elements of “Parity” are used to approximate terms: If t is a term in successor notation, it 
is approximated as p such that p Parity and p denotes the corresponding natural number. 
The implementation of unify predicate can be seen in Figure 7.1. The definition of unify(X,Y) 
is presented using four clauses corresponding to the possible structures of the second 
argument Y which could be: a s(_), the constant 0, one of the abstract elements 
(even,odd,zero,one) or a variable. The definition relies on the fact that calls are of the form 
unify(X,term) where X is a variable. When term is 0, X is unified with “zero”. When term is 
s(0), X is unified with “one” and term is s(s(0)), X is unified with “even” and term is 
s(s(s(0))), X is unified with odd and so on. In the body of the first clause, the notion in the 
successor notation is provided by making the difference 1 between the two arguments in the 
head with the assignments in the body. If we consider the query unify(X,s(Y)), we get  
 
X = one, 
Y = zero ? ; 
X = even, 
Y = one ? ; 
X = odd, 
Y = even ? ; 
X = even, 
Y = odd ? ;  
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as result which shows that X=Y+1. Now, the analyser can be seen as a parity analyser as well. 
For an input like the following: 
 
 
 
when unifications are made explicit by calling unify to apply the abstraction defined in unify 
the input becomes:  
 
 
 
 
 
and the analyser gives the following as a result:  
 
 
 
 
 
 
 
 
 
 
The set of all answers describe correctly the corresponding concrete answers. It denotes all 
states which the program may reach. This is due to the design of the abstract domain in unify. 
If we make the definition of the unify like the following : 
 
unify(X,Y) :- X=Y. 
 
then, we get concrete results again, since we remove the parity abstraction from the analyser.  
 
 
 
 
add(0,Y,Y). 
add(s(X),Y,s(Z)):- 
 add(X,Y,Z). 
add(X,Y,Y):- 
 unify(X,0). 
add(A,Y,B):- 
 unify(A,s(X)), 
 unify(B,s(Z)), 
 add(X,Y,Z). 
 
add(zero,A,A) 
add(one,zero,one) 
add(one,one,even) 
add(one,even,odd) 
add(one,odd,even) 
add(even,zero,even) 
add(even,one,odd) 
add(even,odd,odd) 
add(even,even,even) 
add(odd,zero,odd) 
add(odd,even,odd) 
add(odd,one,even) 
add(odd,odd,even) 
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a) The use of the analyser  b) The abstraction 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
c) The control      d) The logic 
 
Figure 7.1. The analyser 
 
 
 
:- module(bottomup,_). 
:- use_module(input). 
:- dynamic(flag/0). 
:- dynamic(fact/1). 
:- dynamic(flag/0). 
 
iterate:- 
 operator,fail. 
iterate:- 
 retract(flag), 
 iterate. 
iterate. 
 
raise_flag:- 
 (flag->true 
 ;assert(flag) 
 ). 
 
record(F):- 
 \+ (numbervars(F,0,_),fact(F)), 
 assert(fact(F)), 
 raise_flag. 
 
operator:- 
 my_clause(H,B), 
   prove(B), 
   record(H). 
 
prove([B|Bs]):- 
 fact(B), 
 prove(Bs). 
 
prove([unify(A,B)|Bs]):- 
 unify(A,B), 
 prove(Bs). 
 
prove([]). 
go(File):- 
 load_file(File), 
   iterate, 
   showfacts. 
 
showfacts :- 
 fact(F), 
 numbervars(F,0,_), 
 print(F),nl, 
 fail;true. 
unify(X,Y):- 
 nonvar(Y),Y=s(T), 
 unify(S,T), 
 ( S=zero,X=one; 
   S=one,X=even; 
   S=even,X=odd; 
   S=odd,X=even 
 ). 
 
unify(zero,Y):- 
 Y==0. 
unify(X,Y):-                    
(Y==even;Y==odd;Y==zero;Y==one), 
 X=Y. 
unify(X,Y):- 
 var(Y), 
 X=Y. 
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:- module(input,[load_file/1,my_clause/2]). 
:- dynamic my_clause/2. 
 
load_file(F) :- 
      retractall(my_clause(_,_)), 
 see(F), 
 remember_all, 
 seen. 
 
remember_all :- 
 read(C), 
 ( 
     C == end_of_file -> true 
 ; 
     remember_clause(C), 
     remember_all 
 ). 
 
remember_clause((A :- B)) :- 
 !, 
 tuple2list(B,BL), 
 assert(my_clause(A,BL)). 
 
remember_clause(A) :- 
 assert(my_clause(A,[])). 
 
tuple2list((A,As),[A|LAs]) :- 
 !, 
 tuple2list(As,LAs). 
tuple2list(A,[A]). 
Figure 7.2. The module to create my_clause facts 
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8. Implementation and Testing 
 
8.1. The First Example 
 
The program to be checked is the following : 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
  
The program in the “Translation into Constraint Logic” explanation is written as above 
according to the grammar rules defined in the grammar file in which visitors are called to 
perform translation. The transfer relations constructed by the corresponding visitor according 
to the program above: 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
let 
var l:Int ;var n :Int ;var d:Int  
in 
let  
     proc lock() ~ begin   assert l=0 ; l:=1  end ; 
     proc unlock() ~ begin  assert l=1 ; l:=0  end 
in 
 
let  
    proc loop() ~ begin  lock() ; d:=n ; unl(); if n!=d then loop() else skip end   
 
      
in 
 
let  
       proc unl() ~    if then begin unlock();  n:=n+1  end else skip  
 
in 
 
begin  
   loop(); 
   unlock() 
end 
tlock(L0,N0,D0,L1,N0,D0):- 
L0.=.0, 
L1.=.s(0). 
tunlock(L0,N0,D0,L1,N0,D0):- 
L0.=.s(0), 
L1.=.0. 
tloop(L0,N0,D0,L4,N4,D4):- 
tlock(L0,N0,D0,L1,N1,D1), 
D2.=.N1, 
tunl(L1,N1,D2,L3,N3,D3), 
if1(L3,N3,D3,L4,N4,D4). 
tunl(L0,N0,D0,L1,N1,D1):- 
if2(L0,N0,D0,L1,N1,D1). 
tmain(L0,N0,D0,L2,N2,D2):- 
tloop(L0,N0,D0,L1,N1,D1), 
tunlock(L1,N1,D1,L2,N2,D2). 
if1(L0,N0,D0,L1,N1,D1):- 
N0.<>.D0, 
tloop(L0,N0,D0,L1,N1,D1). 
if1(L0,N0,D0,L1,N1,D1):- 
N0.=.D0, 
L1.=.L0, 
N1.=.N0, 
D1.=.D0. 
if2(L0,N0,D0,L1,N2,D1):- 
tunlock(L0,N0,D0,L1,N1,D1), 
N2.=.s(N1). 
if2(L0,N0,D0,L1,N1,D1):- 
L1.=.L0, 
N1.=.N0, 
D1.=.D0. 
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The error relations constructed by the corresponding visitor according to the program above : 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
According to the Parity abstraction defined in the analyser, concrete values (numbers) are 
replaced with corresponding abstract values which are “even,odd,one,zero”. To be able to 
apply abstraction unify predicate is called (Since the implementation of unify is based on 
successor notation, in the output of visitors, the number “1” is replaced with s(0) and the 
expression “N+1” is replaced with s(N).). The translation results above do not contain calls to 
unify predicate to provide abstraction. For example a statement like A.=.0 should be replaced 
with unify(A,0) to unify A with the abstract value “zero”. And a statement like A.=.s(B) 
should be replaced with unify(A,s(B)) to unify variables with the appropriate abstract values. 
Statements like A.<>.B should be replaced with a predicate call which does the same task on 
abstract values by using successor notation. ”neq” predicate is defined to do that task. The 
definition of neq: 
 
 
 
 
 
elock(L0,N0,D0):- 
eif1(L0,N0,D0). 
eif1(L0,N0,D0):- 
L0.<>.0. 
eunlock(L0,N0,D0):- 
eif2(L0,N0,D0). 
eif2(L0,N0,D0):- 
L0.<>.s(0). 
eloop(L0,N0,D0):- 
eif3(L0,N0,D0). 
eif3(L0,N0,D0):- 
elock(L0,N0,D0). 
eif3(L0,N0,D0):- 
tlock(L0,N0,D0,L1,N1,D1), 
fail. 
eif3(L0,N0,D0):- 
tlock(L0,N0,D0,L1,N1,D1), 
D2.=.N1, 
eunl(L1,N1,D2). 
eif3(L0,N0,D0):- 
tlock(L0,N0,D0,L1,N1,D1), 
D2.=.N1, 
tunl(L1,N1,D2,L3,N3,D3), 
ifr1(L3,N3,D3). 
eunl(L0,N0,D0):- 
ifr2(L0,N0,D0). 
emain(L0,N0,D0):- 
eif5(L0,N0,D0). 
eif5(L0,N0,D0):- 
eloop(L0,N0,D0). 
eif5(L0,N0,D0):- 
tloop(L0,N0,D0,L1,N1,D1), 
eunlock(L1,N1,D1). 
ifr1(L3,N3,D3):- 
N3.<>.D3, 
eloop(L3,N3,D3). 
ifr1(L3,N3,D3):- 
N3.=.D3, 
fail. 
ifr2(L0,N0,D0):- 
eif4(L0,N0,D0). 
eif4(L0,N0,D0):- 
eunlock(L0,N0,D0). 
eif4(L0,N0,D0):- 
tunlock(L0,N0,D0,L1,N1,D1), 
fail. 
ifr2(L0,N0,D0):- 
fail. 
neq(X,Y) :- 
 lt(X,Y). 
neq(X,Y) :- 
 lt(Y,X).  
lt(X,Y) :- 
unify(X,0), unify(Y,s(0)). 
lt(X,Y) :- 
unify(X,s(A)), unify(Y,s(B)), 
lt(A,B). 
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As seen, it only gives correct result when the arguments are in a relation like X=Y+1 or 
Y=X+1. This can be seen when we run the analyser on neq. The analyser gives the following 
facts :  
 
 
 
 
 
 
 
 
 
 
 
But, what neq predicate does is enough for this first example program. Statements like A.=.B 
which do not contain “0 or s(_)” can be written like in the following  transformation: 
 
 
 
 
 
After applying all these changes to the transfer and error relations above ,the following result 
is gotten:  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
lt(zero,one) 
lt(one,even) 
lt(even,odd) 
lt(odd,even) 
neq(zero,one) 
neq(one,even) 
neq(even,odd) 
neq(odd,even) 
neq(one,zero) 
neq(even,one) 
if1(L0,N0,D0,L1,N1,D1):- 
N0.=.D0, 
L1.=.L0, 
N1.=.N0, 
D1.=.D0.
→ 
if1(A,B,B,A,B,B) :- 
    true. 
 
elock(A,B,C) :- 
     eif1(A,B,C). 
eif1(A,B,C) :- 
     neq(A,D), 
unify(D,0). 
eunlock(A,B,C) :- 
     eif2(A,B,C). 
eif2(A,B,C) :- 
     neq(A,D), 
unify(D,s(E)), 
unify(E,0). 
eloop(A,B,C) :- 
     eif3(A,B,C). 
eif3(A,B,C) :- 
     elock(A,B,C). 
eif3(A,B,C) :- 
     tlock(A,B,C,D,E,F), 
fail. 
eif3(A,B,C) :- 
     tlock(A,B,C,D,E,F), 
eunl(D,E,E). 
eif3(A,B,C) :- 
tlock(A,B,C,D,E,F), 
tunl(D,E,E,G,H,I), 
ifr1(G,H,I). 
eunl(A,B,C) :- 
     ifr2(A,B,C). 
 
 
tlock(A,B,C,D,B,C) :-     
unify(D,s(E)), 
unify(E,0), 
unify(A,0). 
tunlock(A,B,C,D,B,C) :- 
unify(D,0), 
unify(A,s(E)), 
unify(E,0). 
tloop(A,B,C,D,E,F) :-     
      tlock(A,B,C,G,H,I),       
tunl(G,H,H,J,K,L), 
if1(J,K,L,D,E,F). 
tunl(A,B,C,D,E,F) :- 
if2(A,B,C,D,E,F). 
tmain(A,B,C,D,E,F) :- 
tloop(A,B,C,G,H,I), 
tunlock(G,H,I,D,E,F). 
if1(A,B,C,D,E,F) :- 
neq(B,C), 
tloop(A,B,C,D,E,F). 
if1(A,B,B,A,B,B) :- 
true. 
if2(A,B,C,D,E,F) :- 
tunlock(A,B,C,D,G,F), 
unify(E,s(G)). 
if2(A,B,C,A,B,C) :- 
true. 
 
emain(A,B,C) :- 
eif5(A,B,C). 
eif5(A,B,C) :- 
     eloop(A,B,C). 
eif5(A,B,C) :- 
tloop(A,B,C,D,E,F), 
eunlock(D,E,F). 
ifr1(A,B,C) :- 
     neq(B,C), 
eloop(A,B,C). 
ifr1(A,B,B) :- 
     fail. 
ifr2(A,B,C) :- 
     eif4(A,B,C). 
eif4(A,B,C) :- 
     eunlock(A,B,C). 
eif4(A,B,C) :- 
     tunlock(A,B,C,D,E,F), 
fail. 
ifr2(A,B,C) :- 
     fail. 
neq(A,B) :- 
     lt(A,B). 
neq(A,B) :- 
     lt(B,A). 
lt(A,B) :- 
     unify(A,0), 
unify(B,s(0)). 
lt(A,B) :- 
unify(A,s(C)), 
unify(B,s(D)), 
lt(C,D). 
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This result is the input of the analyser and the facts which analyser derived according to this 
input are: 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
tlock(zero,A,B,one,A,B) 
tunlock(one,A,B,zero,A,B) 
if1(A,B,B,A,B,B) 
if2(one,zero,A,zero,one,A) 
if2(one,one,A,zero,even,A) 
if2(one,even,A,zero,odd,A) 
if2(one,odd,A,zero,even,A) 
if2(A,B,C,A,B,C) 
lt(zero,one) 
lt(one,even) 
lt(even,odd) 
lt(odd,even) 
tunl(one,zero,A,zero,one,A) 
tunl(one,one,A,zero,even,A) 
tunl(one,even,A,zero,odd,A) 
tunl(one,odd,A,zero,even,A) 
tunl(A,B,C,A,B,C) 
neq(zero,one) 
neq(one,even) 
neq(even,odd) 
neq(odd,even) 
neq(one,zero) 
neq(even,one) 
tloop(zero,A,B,one,A,A) 
tmain(zero,A,B,zero,A,A) 
if1(zero,zero,one,one,zero,zero) 
if1(zero,one,even,one,one,one) 
if1(zero,even,odd,one,even,even) 
if1(zero,odd,even,one,odd,odd) 
if1(zero,one,zero,one,one,one) 
if1(zero,even,one,one,even,even) 
eif1(one,A,B) 
eif2(zero,A,B) 
eif2(even,A,B) 
tloop(zero,zero,A,one,one,one) 
tloop(zero,one,A,one,even,even) 
tloop(zero,even,A,one,odd,odd) 
tloop(zero,odd,A,one,even,even) 
tmain(zero,zero,A,zero,one,one) 
tmain(zero,one,A,zero,even,even) 
tmain(zero,even,A,zero,odd,odd) 
tmain(zero,odd,A,zero,even,even) 
if1(zero,zero,one,one,one,one) 
if1(zero,one,even,one,even,even) 
if1(zero,even,odd,one,odd,odd) 
if1(zero,odd,even,one,even,even) 
if1(zero,one,zero,one,even,even) 
if1(zero,even,one,one,odd,odd) 
elock(one,A,B) 
eunlock(zero,A,B) 
eunlock(even,A,B) 
eif3(one,A,B) 
eif4(zero,A,B) 
eif4(even,A,B) 
tloop(zero,zero,A,one,even,even) 
tloop(zero,one,A,one,odd,odd) 
tmain(zero,zero,A,zero,even,even) 
tmain(zero,one,A,zero,odd,odd) 
if1(zero,zero,one,one,even,even) 
if1(zero,one,even,one,odd,odd) 
if1(zero,one,zero,one,odd,odd) 
eloop(one,A,B) 
eif5(one,A,B) 
ifr1(one,zero,one) 
ifr1(one,one,even) 
ifr1(one,even,odd) 
ifr1(one,odd,even) 
ifr1(one,one,zero) 
ifr1(one,even,one) 
ifr2(zero,A,B) 
ifr2(even,A,B) 
tloop(zero,zero,A,one,odd,odd) 
tmain(zero,zero,A,zero,odd,odd) 
if1(zero,zero,one,one,odd,odd) 
eunl(zero,A,B) 
eunl(even,A,B) 
emain(one,A,B) 
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The main facts indicating that error states are reached are emain(one,A,B), 
eunl(even,A,B), eunl(zero,A,B), eloop(one,A,B), eunlock(even,A,B), eunlock(zero,A,B), 
elock(one,A,B). The derivation 
 
Emain(one,A,B) 
  Eif5(one,A,B)  
    Eloop(one,A,B) 
      Eif3(one,A,B) 
        Elock(one,A,B) 
          eif1(one,A,B) 
             neq(one,zero) 
 
shows that when the first variable is “1”, an error state is reached. This means that 
when the lock is 1 in the initial state, program  goes wrong by violating the assertion which 
represents the correctnes property saying that the procedure lock is never called when the lock 
is held. 
tmain facts show the pre-states and post-states of executions of the program that 
terminate normally (without failing assertion), as seen below, initially lock is zero and in the 
post-state it is zero as well.  
 
tmain(zero,A,B,zero,A,A) 
 tloop(zero,A,B,one,A,A) 
 tunlock(one,A,B,zero,A,B) 
 
tmain(zero,zero,A,zero,one,one) 
 tloop(zero,zero,A,one,one,one) 
 tunlock(one,A,B,zero,A,B) 
tmain(zero,one,A,zero,even,even) 
 tloop(zero,one,A,one,even,even) 
 tunlock(one,A,B,zero,A,B) 
 
tmain(zero,even,A,zero,odd,odd) 
 tloop(zero,even,A,one,odd,odd) 
 tunlock(one,A,B,zero,A,B) 
 
tmain(zero,odd,A,zero,even,even) 
 tloop(zero,odd,A,one,even,even) 
 tunlock(one,A,B,zero,A,B) 
 
tmain(zero,zero,A,zero,even,even) 
 tloop(zero,zero,A,one,even,even) 
 tunlock(one,A,B,zero,A,B) 
 
tmain(zero,one,A,zero,odd,odd) 
 tloop(zero,one,A,one,odd,odd) 
 tunlock(one,A,B,zero,A,B) 
 
tmain(zero,zero,A,zero,odd,odd) 
 tloop(zero,zero,A,one,odd,odd) 
 tunlock(one,A,B,zero,A,B) 
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All tloop facts show that post-states of executions of procedure loop that terminate 
normally has lock=one which ensures that unlock will terminate normally as well (and it is 
zero in the pre-states of loop). 
 Eunlock(zero,A,B), eunl(zero,A,B), eunl(even,A,B) and eunlock(even,A,B) indicate 
that when the lock is different from “1”, calls to procedure unlock result in an error state 
(procedure unlock goes wrong) by violating the assertion and it is concluded that the 
correctnes property saying that the procedure unlock is never called when the lock is not held 
is not satisfied. (eunlock(odd,A,B), eunl(odd,A,B), elock(even,A,B), elock(odd,A,B), 
emain(even,A,B), emain(odd,A,B) do not occur since neq does not find that odd and one, zero 
and odd, zero and even are different.) 
 If we remove the assignment statement n:=n+1 from the procedure unl(), we get the 
following facts: (The program in which the procedure unl() does not contain the assignment 
statement, the output of the visitors which contains successor notation, the translation 
containing calls to unify and neq that is the input of the analyser are in Figure 8.1a, 8.1b, and 
8.1c) 
 
 
 
 
  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
if1(zero,odd,even,one,odd,odd) 
if1(zero,one,zero,zero,one,one) 
if1(zero,one,zero,one,one,one) 
if1(zero,even,one,zero,even,even) 
if1(zero,even,one,one,even,even) 
eif1(one,A,B) 
eif2(zero,A,B) 
eif2(even,A,B) 
elock(one,A,B) 
eunlock(zero,A,B) 
eunlock(even,A,B) 
eif3(one,A,B) 
eif4(zero,A,B) 
ifr2(zero,A,B) 
 
ifr2(even,A,B) 
eloop(one,A,B) 
eunl(zero,A,B) 
eunl(even,A,B) 
emain(zero,A,B) 
eif4(one,A,B) 
ifr1(one,zero,one) 
ifr1(one,one,even) 
ifr1(one,even,odd) 
ifr1(one,odd,even) 
ifr1(one,one,zero) 
ifr1(one,even,one) 
emain(one,A,B) 
tlock(zero,A,B,one,A,B) 
tunlock(one,A,B,zero,A,B) 
if1(A,B,B,A,B,B) 
if2(one,A,B,zero,A,B) 
if2(A,B,C,A,B,C) 
lt(zero,one) 
lt(one,even) 
lt(even,odd) 
lt(odd,even) 
tunl(one,A,B,zero,A,B) 
tunl(A,B,C,A,B,C) 
neq(zero,one) 
neq(one,even) 
neq(even,odd) 
 
neq(odd,even) 
neq(one,zero) 
neq(even,one) 
tloop(zero,A,B,zero,A,A) 
tloop(zero,A,B,one,A,A) 
tmain(zero,A,B,zero,A,A) 
if1(zero,zero,one,zero,zero,zero) 
if1(zero,zero,one,one,zero,zero) 
if1(zero,one,even,zero,one,one) 
if1(zero,one,even,one,one,one) 
if1(zero,even,odd,zero,even,even) 
if1(zero,even,odd,one,even,even) 
if1(zero,odd,even,zero,odd,odd) 
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Via the following derivation, an error state is reached.  
 
emain(zero,A,B) 
 eif4(zero,A,B) 
   tloop(zero,A,B,zero,A,A) 
     tlock(zero,A,B,one,A,B) 
     tunl(one,A,B,zero,A,B) 
       if2(one,A,B,zero,A,B)    
        tunlock(one,A,B,zero,A,B) 
     if1(A,B,B,A,B,B) 
   eunlock(zero,A,B) 
 
 
There is only one tmain indicating that there is only one initial state from which the 
program terminates normally via the following derivation: 
 
tmain(zero,A,B,zero,A,A) 
 tloop(zero,A,B,one,A,A) 
   tlock(zero,A,B,one,A,B) 
   tunl(A,B,C,A,B,C) 
     if2(A,B,C,A,B,C) 
   if1(A,B,B,A,B,B) 
 tunlock(one,A,B,zero,A,B) 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figure 8.1a. The program 
 
 
let 
var l:Int ;var n :Int ;var d:Int  
in 
let  
     proc lock() ~ begin   assert l=0 ; l:=1  end ; 
     proc unlock() ~ begin  assert l=1 ; l:=0  end 
in 
 
let  
    proc loop() ~ begin  lock() ; d:=n ; unl(); if n!=d then loop() else skip end   
      
in 
 
let  
       proc unl() ~    if then unlock() else skip  
 
in 
 
begin  
   loop(); 
   unlock() 
end                                           
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Figure 8.1b. Transfer and error relations (output of the visitors) 
 
 
 
 
 
 
 
 
tlock(L0,N0,D0,L1,N0,D0):- 
L0.=.0, 
L1.=.s(0). 
tunlock(L0,N0,D0,L1,N0,D0):- 
L0.=.s(0), 
L1.=.0. 
tloop(L0,N0,D0,L4,N4,D4):- 
tlock(L0,N0,D0,L1,N1,D1), 
D2.=.N1, 
tunl(L1,N1,D2,L3,N3,D3), 
if1(L3,N3,D3,L4,N4,D4). 
tunl(L0,N0,D0,L1,N1,D1):- 
if2(L0,N0,D0,L1,N1,D1). 
tmain(L0,N0,D0,L2,N2,D2):- 
tloop(L0,N0,D0,L1,N1,D1), 
tunlock(L1,N1,D1,L2,N2,D2). 
if1(L0,N0,D0,L1,N1,D1):- 
N0.<>.D0, 
tloop(L0,N0,D0,L1,N1,D1). 
if1(L0,N0,D0,L1,N1,D1):- 
N0.=.D0, 
L1.=.L0, 
N1.=.N0, 
D1.=.D0. 
if2(L0,N0,D0,L1,N1,D1):- 
tunlock(L0,N0,D0,L1,N1,D1). 
if2(L0,N0,D0,L1,N1,D1):- 
L1.=.L0, 
N1.=.N0, 
D1.=.D0. 
elock(L0,N0,D0):- 
eif1(L0,N0,D0). 
eif1(L0,N0,D0):- 
L0.<>.0. 
eunlock(L0,N0,D0):- 
eif2(L0,N0,D0). 
eif2(L0,N0,D0):- 
L0.<>.s(0). 
eloop(L0,N0,D0):- 
eif3(L0,N0,D0). 
eif3(L0,N0,D0):- 
elock(L0,N0,D0). 
eif3(L0,N0,D0):- 
tlock(L0,N0,D0,L1,N1,D1), 
fail. 
eif3(L0,N0,D0):- 
tlock(L0,N0,D0,L1,N1,D1), 
D2.=.N1, 
eunl(L1,N1,D2). 
eif3(L0,N0,D0):- 
tlock(L0,N0,D0,L1,N1,D1), 
D2.=.N1, 
tunl(L1,N1,D2,L3,N3,D3), 
ifr1(L3,N3,D3). 
eunl(L0,N0,D0):- 
ifr2(L0,N0,D0). 
emain(L0,N0,D0):- 
eif4(L0,N0,D0). 
eif4(L0,N0,D0):- 
eloop(L0,N0,D0). 
eif4(L0,N0,D0):- 
tloop(L0,N0,D0,L1,N1,D1), 
eunlock(L1,N1,D1). 
ifr1(L3,N3,D3):- 
N3.<>.D3, 
eloop(L3,N3,D3). 
ifr1(L3,N3,D3):- 
N3.=.D3, 
fail. 
ifr2(L0,N0,D0):- 
eunlock(L0,N0,D0). 
ifr2(L0,N0,D0):- 
fail. 
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Figure 8.1c. The input of the analyser   
 
 
 
 
 
 
tlock(A,B,C,D,B,C) :- 
    unify(D,s(E)), 
    unify(E,0), 
    unify(A,0). 
tunlock(A,B,C,D,B,C) :- 
    unify(D,0), 
    unify(A,s(E)), 
    unify(E,0). 
tloop(A,B,C,D,E,F) :- 
    tlock(A,B,C,G,H,I), 
    tunl(G,H,H,J,K,L), 
    if1(J,K,L,D,E,F). 
tunl(A,B,C,D,E,F) :- 
    if2(A,B,C,D,E,F). 
tmain(A,B,C,D,E,F) :- 
    tloop(A,B,C,G,H,I), 
    tunlock(G,H,I,D,E,F). 
if1(A,B,C,D,E,F) :- 
    neq(B,C), 
    tloop(A,B,C,D,E,F). 
if1(A,B,B,A,B,B) :- 
    true. 
if2(A,B,C,D,E,F) :- 
    tunlock(A,B,C,D,E,F). 
if2(A,B,C,A,B,C) :- 
    true. 
elock(A,B,C) :- 
    eif1(A,B,C). 
eif1(A,B,C) :- 
    neq(A,D), 
    unify(D,0). 
eunlock(A,B,C) :- 
    eif2(A,B,C). 
eif2(A,B,C) :- 
    neq(A,D), 
    unify(D,s(E)), 
    unify(E,0). 
eloop(A,B,C) :- 
    eif3(A,B,C). 
eif3(A,B,C) :- 
    elock(A,B,C). 
eif3(A,B,C) :- 
    tlock(A,B,C,D,E,F), 
    fail. 
eif3(A,B,C) :- 
    tlock(A,B,C,D,E,F), 
    eunl(D,E,E). 
eif3(A,B,C) :- 
    tlock(A,B,C,D,E,F), 
    tunl(D,E,E,G,H,I), 
    ifr1(G,H,I). 
eunl(A,B,C) :- 
    ifr2(A,B,C). 
emain(A,B,C) :- 
    eif4(A,B,C). 
eif4(A,B,C) :- 
    eloop(A,B,C). 
eif4(A,B,C) :- 
    tloop(A,B,C,D,E,F), 
    eunlock(D,E,F). 
ifr1(A,B,C) :- 
    neq(B,C), 
    eloop(A,B,C). 
ifr1(A,B,B) :- 
    fail. 
ifr2(A,B,C) :- 
    eunlock(A,B,C). 
ifr2(A,B,C) :- 
    fail. 
neq(A,B) :- 
    lt(A,B). 
neq(A,B) :- 
    lt(B,A). 
lt(A,B) :- 
    unify(A,0),unify(B,s(0)). 
lt(A,B) :-    
    unify(A,s(C)), 
       unify(B,s(D)), 
       lt(C,D). 
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8.2. The Second Example 
 
The example program  : 
 
 
 
 
 
 
 
 
 
 
The relations built by the visitors: 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
let 
var x:Int ;var y :Int ;var k :Int ;var ctr :Int  
in 
 
begin 
x:=ctr; 
y:=x; 
y:=x+1; 
if ctr==k then assert y=k+1 else skip 
end 
tmain(X0,Y0,K0,CTR0,X3,Y3,K3,CTR3):- 
X1.=.CTR0, 
Y1.=.X1, 
Y2.=.s(X1), 
if1(X1,Y2,K0,CTR0,X3,Y3,K3,CTR3). 
if1(X0,Y0,K0,CTR0,X0,Y0,K0,CTR0):- 
CTR0.=.K0, 
Y0.=.s(K0). 
if1(X0,Y0,K0,CTR0,X1,Y1,K1,CTR1):- 
CTR0.<>.K0, 
X1.=.X0, 
Y1.=.Y0, 
K1.=.K0, 
CTR1.=.CTR0. 
 
emain(X0,Y0,K0,CTR0):- 
eif1(X0,Y0,K0,CTR0). 
eif1(X0,Y0,K0,CTR0):- 
fail. 
eif1(X0,Y0,K0,CTR0):- 
X1.=.CTR0, 
fail. 
eif1(X0,Y0,K0,CTR0):- 
X1.=.CTR0, 
Y1.=.X1, 
fail. 
eif1(X0,Y0,K0,CTR0):- 
X1.=.CTR0, 
Y1.=.X1, 
Y2.=.s(X1), 
ifr1(X1,Y2,K0,CTR0). 
ifr1(X1,Y2,K0,CTR0):- 
CTR0.=.K0, 
Y2.<>.s(K0). 
ifr1(X1,Y2,K0,CTR0):- 
CTR0.<>.K0, 
fail. 
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The relations containing calls to unify and neq : 
 
 
 
 
 
 
 
 
 
 
 
 
 
The facts derived from the relations above: 
 
 
 
 
 
 
 
 
 
 
 
 
The correctness property to be checked is that if the value of the variable ctr is equal to 
a particular value, the value of the variable “y” is equal to “that value+1”. The assertion in the 
if statement represents this property. The program terminates normally, if the assertion is not 
failed which means the correctness property is satisfied. The results above do not contain 
emain facts which means that program does not reach any error states. 
tmain(x,y,k,ctr,x’,y’,k’,ctr’) facts describe the relation between pre-states(x,y,k,ctr) and post-
tmain(A,B,C,D,E,F,G,H) :- 
    if1(D,I,C,D,E,F,G,H), 
    unify(I,s(D)). 
if1(A,B,C,C,A,D,C,C) :- 
    unify(D,s(C)), 
    unify(B,s(C)). 
if1(A,B,C,D,A,B,C,D) :- 
    neq(D,C), 
    true. 
emain(A,B,C,D) :- 
    eif1(A,B,C,D). 
eif1(A,B,C,D) :- 
    fail. 
eif1(A,B,C,D) :- 
    fail. 
eif1(A,B,C,D) :- 
    fail. 
 
eif1(A,B,C,D) :- 
    ifr1(D,E,C,D), 
    unify(E,s(D)). 
ifr1(A,B,C,C) :- 
    neq(B,D), 
    unify(D,s(C)). 
ifr1(A,B,C,D) :- 
    neq(D,C), 
    fail. 
neq(A,B) :- 
    lt(A,B). 
neq(A,B) :- 
    lt(B,A). 
lt(A,B) :- 
    unify(A,0), 
    unify(B,s(0)). 
lt(A,B) :-     
    unify(A,s(C)), 
    unify(B,s(D)), 
        lt(C,D). 
if1(A,one,zero,zero,A,one,zero,zero) 
if1(A,even,one,one,A,even,one,one) 
if1(A,odd,even,even,A,odd,even,even) 
if1(A,even,odd,odd,A,even,odd,odd) 
lt(zero,one) 
lt(one,even) 
lt(even,odd) 
lt(odd,even) 
tmain(A,B,zero,zero,zero,one,zero,zero) 
tmain(A,B,one,one,one,even,one,one) 
tmain(A,B,even,even,even,odd,even,even) 
tmain(A,B,odd,odd,odd,even,odd,odd) 
neq(zero,one) 
neq(one,even) 
neq(even,odd) 
neq(odd,even) 
neq(one,zero) 
neq(even,one) 
if1(A,B,one,zero,A,B,one,zero) 
if1(A,B,even,one,A,B,even,one) 
if1(A,B,odd,even,A,B,odd,even) 
if1(A,B,even,odd,A,B,even,odd) 
if1(A,B,zero,one,A,B,zero,one) 
if1(A,B,one,even,A,B,one,even) 
ifr1(A,zero,zero,zero) 
ifr1(A,one,one,one) 
ifr1(A,one,odd,odd) 
ifr1(A,even,even,even) 
ifr1(A,odd,one,one) 
ifr1(A,odd,odd,odd) 
ifr1(A,even,zero,zero) 
tmain(A,B,one,zero,zero,one,one,zero) 
tmain(A,B,even,one,one,even,even,one) 
tmain(A,B,odd,even,even,odd,odd,even) 
tmain(A,B,even,odd,odd,even,even,odd) 
tmain(A,B,zero,one,one,even,zero,one) 
tmain(A,B,one,even,even,odd,one,even)
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states(x’,y’,k’,ctr’) of executions of the program that terminate normally. tmain facts below 
show that correctness property is satisfied, since in the post-states values of “y” are equal to 
“k+1”. 
 
tmain(A,B,zero,zero,zero,one,zero,zero) 
tmain(A,B,one,one,one,even,one,one) 
tmain(A,B,even,even,even,odd,even,even) 
tmain(A,B,odd,odd,odd,even,odd,odd) 
 
The other tmain facts having pre-states where k≠ctr show that program terminates normally 
since the correctness property is not considered in those initial states. (in the post-states values 
of y are equal to ctr+1, thanks to the assignment y:=x+1) 
When we remove the assignment statement y:=x+1 to see whether or not the program 
goes wrong, we get the following facts: (Figure 8.2a and 8.2b show the relations after this 
change) 
 
 
 
 
 
 
 
 
  
 
 
 
 
 
Emain facts show that in every initial state where ctr=k, the program goes wrong by 
violating the assertion in if statement which denotes the correctness property that y is equal to 
k+1, when ctr=k. In the initial states where k≠ctr, the program terminates normally which is 
denoted by tmain facts. 
 
 
 
if1(A,one,zero,zero,A,one,zero,zero) 
if1(A,even,one,one,A,even,one,one) 
if1(A,odd,even,even,A,odd,even,even) 
if1(A,even,odd,odd,A,even,odd,odd) 
lt(zero,one) 
lt(one,even) 
lt(even,odd) 
lt(odd,even) 
neq(zero,one) 
neq(one,even) 
neq(even,odd) 
neq(odd,even) 
neq(one,zero) 
neq(even,one) 
if1(A,B,one,zero,A,B,one,zero) 
if1(A,B,even,one,A,B,even,one) 
if1(A,B,odd,even,A,B,odd,even) 
if1(A,B,even,odd,A,B,even,odd) 
if1(A,B,zero,one,A,B,zero,one) 
if1(A,B,one,even,A,B,one,even) 
ifr1(A,zero,zero,zero) 
ifr1(A,one,one,one) 
ifr1(A,one,odd,odd) 
ifr1(A,even,even,even) 
ifr1(A,odd,one,one) 
ifr1(A,odd,odd,odd) 
ifr1(A,even,zero,zero) 
tmain(A,B,one,zero,zero,zero,one,zero) 
tmain(A,B,even,one,one,one,even,one) 
tmain(A,B,odd,even,even,even,odd,even) 
tmain(A,B,even,odd,odd,odd,even,odd) 
tmain(A,B,zero,one,one,one,zero,one) 
tmain(A,B,one,even,even,even,one,even) 
eif1(A,B,zero,zero) 
eif1(A,B,one,one) 
eif1(A,B,even,even) 
eif1(A,B,odd,odd) 
emain(A,B,zero,zero) 
emain(A,B,one,one) 
emain(A,B,even,even) 
emain(A,B,odd,odd) 
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Figure 8.2a. Output of the visitors containing successor notation about the second 
example program which does not contain the assignment y:=x+1 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figure 8.2b. The relations which contain calls to unify and neq 
 
 
 
 
 
 
tmain(X0,Y0,K0,CTR0,X2,Y2,K2,CTR2):- 
X1.=.CTR0, 
Y1.=.X1, 
if1(X1,Y1,K0,CTR0,X2,Y2,K2,CTR2). 
if1(X0,Y0,K0,CTR0,X0,Y0,K0,CTR0):- 
CTR0.=.K0, 
Y0.=.s(K0). 
if1(X0,Y0,K0,CTR0,X1,Y1,K1,CTR1):- 
CTR0.<>.K0, 
X1.=.X0, 
Y1.=.Y0, 
K1.=.K0, 
CTR1.=.CTR0. 
emain(X0,Y0,K0,CTR0):- 
eif1(X0,Y0,K0,CTR0). 
eif1(X0,Y0,K0,CTR0):- 
fail. 
eif1(X0,Y0,K0,CTR0):- 
X1.=.CTR0, 
fail. 
eif1(X0,Y0,K0,CTR0):- 
X1.=.CTR0, 
Y1.=.X1, 
ifr1(X1,Y1,K0,CTR0). 
ifr1(X1,Y1,K0,CTR0):- 
CTR0.=.K0, 
Y1.<>.s(K0). 
ifr1(X1,Y1,K0,CTR0):- 
CTR0.<>.K0, 
fail.
tmain(A,B,C,D,E,F,G,H) :- 
    if1(D,D,C,D,E,F,G,H). 
if1(A,B,C,C,A,D,C,C) :- 
    unify(D,s(C)), 
    unify(B,s(C)). 
if1(A,B,C,D,A,B,C,D) :- 
    neq(D,C), 
    true. 
emain(A,B,C,D) :- 
    eif1(A,B,C,D). 
eif1(A,B,C,D) :- 
    fail. 
eif1(A,B,C,D) :- 
    fail. 
 
eif1(A,B,C,D) :- 
    ifr1(D,D,C,D). 
ifr1(A,B,C,C) :- 
    neq(B,D), 
    unify(D,s(C)). 
ifr1(A,B,C,D) :- 
    neq(D,C), 
    fail. 
neq(A,B) :- 
    lt(A,B). 
neq(A,B) :- 
    lt(B,A). 
lt(A,B) :- 
    unify(A,0), 
    unify(B,s(0)). 
lt(A,B) :-     
    unify(A,s(C)),  
        unify(B,s(D)), 
   lt(C,D).
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8.3. The Third Example 
 
The example program : 
 
 
 
 
 
 
 
 
The relations built by the visitors: 
 
 
 
 
 
 
 
 
 
 
 
Predicate gr,lte and sub are defined to perform what “.>.” , “.=<.”, “-“ operator do on abstract 
values and calls to those predicates are placed in relations like in the following: 
 
 
 
 
 
 
 
 
 
let 
var x:Int ;var y :Int  
in 
let  
     proc foo() ~   if x>y  then begin  x:=x-y;  assert x>0 end else skip   
      
in 
 
begin 
   foo() 
end 
tfoo(X0,Y0,X1,Y1):- 
if1(X0,Y0,X1,Y1). 
tmain(X0,Y0,X1,Y1):- 
tfoo(X0,Y0,X1,Y1). 
if1(X0,Y0,X1,Y0):- 
X0.>.Y0, 
X1.=.X0-Y0, 
X1.>.0. 
if1(X0,Y0,X1,Y1):- 
X0.=<.Y0, 
X1.=.X0, 
Y1.=.Y0. 
efoo(X0,Y0):- 
ifr1(X0,Y0). 
emain(X0,Y0):- 
eif2(X0,Y0). 
eif2(X0,Y0):- 
efoo(X0,Y0). 
ifr1(X0,Y0):- 
X0.>.Y0, 
eif1(X0,Y0). 
eif1(X0,Y0):- 
fail. 
eif1(X0,Y0):- 
X1.=.X0-Y0, 
X1.=<.0. 
ifr1(X0,Y0):- 
X0.=<.Y0, 
fail. 
tfoo(X0,Y0,X1,Y1):- 
if1(X0,Y0,X1,Y1). 
tmain(X0,Y0,X1,Y1):- 
tfoo(X0,Y0,X1,Y1). 
if1(X0,Y0,X1,Y0):- 
gr(X0,Y0), 
sub(X0,Y0,W), 
X1.=.W, 
gr(X1,0). 
if1(X0,Y0,X1,Y1):- 
lte(X0,Y0), 
X1.=.X0, 
Y1.=.Y0. 
efoo(X0,Y0):- 
ifr1(X0,Y0). 
emain(X0,Y0):- 
eif2(X0,Y0). 
eif2(X0,Y0):- 
efoo(X0,Y0). 
ifr1(X0,Y0):- 
gr(X0,Y0), 
eif1(X0,Y0). 
eif1(X0,Y0):- 
fail. 
eif1(X0,Y0):- 
sub(X0,Y0,R), 
X1.=.R, 
lte(X1,0). 
ifr1(X0,Y0):- 
lte(X0,Y0), 
fail. 
sub(s(A),0,s(A)). 
 
sub(s(X),s(Y),Z):- 
 sub(X,Y,Z). 
 
sub(D,D,0). 
 
gr(s(_),0). 
gr(s(A),s(B)) :-                      
      gr(A,B). 
 
lte(0,0). 
lte(0,s(_)). 
lte(s(A),s(B)) :-                  
            lte(A,B). 
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The input of the analyser which contains calls to unify predicate: 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
The facts derived based on the relations above by the analyser: 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
tfoo(A,B,C,D) :- 
    if1(A,B,C,D). 
tmain(A,B,C,D) :- 
    tfoo(A,B,C,D). 
if1(A,B,C,B) :-     
    gr(A,B), 
    sub(A,B,C), 
    gr(C,D), 
    unify(D,0). 
if1(A,B,A,B) :- 
    lte(A,B), 
    true. 
efoo(A,B) :- 
    ifr1(A,B). 
emain(A,B) :- 
    eif2(A,B). 
eif2(A,B) :- 
    efoo(A,B). 
ifr1(A,B) :- 
    gr(A,B), 
    eif1(A,B). 
eif1(A,B) :- 
    fail. 
eif1(A,B) :- 
    sub(A,B,C), 
    lte(C,D), 
    unify(D,0). 
ifr1(A,B) :- 
    lte(A,B), 
    fail. 
 sub(A,B,C) :-     
     unify(C,s(D)), 
     unify(B,0), 
     unify(A,s(D)). 
 sub(A,B,C) :-    
     sub(D,E,C),  
     unify(B,s(E)), 
     unify(A,s(D)). 
 sub(A,A,B) :- 
     unify(B,0). 
 gr(A,B) :- 
     unify(B,0), 
     unify(A,s(C)). 
 gr(A,B) :- 
     gr(C,D), 
     unify(B,s(D)), 
     unify(A,s(C)). 
 lte(A,B) :- 
     unify(B,0), 
     unify(A,0). 
 lte(A,B) :- 
     unify(B,s(C)), 
     unify(A,0). 
 lte(A,B) :- 
     lte(C,D), 
     unify(B,s(D)), 
     unify(A,s(C)). 
 
 
sub(one,zero,one)              
sub(even,zero,even) 
sub(odd,zero,odd) 
sub(even,one,one) 
sub(odd,one,even) 
sub(even,one,odd) 
sub(A,A,zero) 
gr(one,zero) 
gr(even,zero) 
gr(odd,zero) 
gr(even,one) 
gr(odd,one) 
lte(zero,zero) 
lte(zero,one) 
lte(zero,even) 
lte(zero,odd) 
lte(one,one) 
lte(one,even) 
lte(one,odd) 
if1(one,zero,one,zero) 
if1(even,zero,even,zero) 
if1(odd,zero,odd,zero) 
if1(even,one,one,one) 
if1(even,one,odd,one) 
if1(odd,one,even,one) 
 
tmain(even,zero,even,zero) 
tmain(odd,zero,odd,zero) 
tmain(even,one,one,one) 
tmain(even,one,odd,one) 
tmain(odd,one,even,one) 
tmain(zero,zero,zero,zero) 
tmain(zero,one,zero,one) 
tmain(zero,even,zero,even) 
tmain(zero,odd,zero,odd) 
tmain(one,one,one,one) 
tmain(one,even,one,even) 
tmain(one,odd,one,odd) 
if1(odd,even,one,even) 
if1(odd,even,odd,even) 
if1(even,even,even,even) 
if1(even,odd,even,odd) 
ifr1(even,even) 
sub(even,odd,one) 
sub(odd,odd,even) 
sub(even,odd,odd) 
gr(even,odd) 
gr(odd,odd) 
lte(odd,odd) 
lte(odd,even) 
tfoo(odd,even,one,even) 
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The correctness property to be checked regarding this third example program is that the value 
of the variable x is greater than “0” after “x-y” is assigned to x when the value of x is greater 
than the value of y. tmain facts below show that program terminates normally from the initial 
states where x>y by setting x to “x-y” in the post-states. 
 
tmain(even,zero,even,zero) 
tmain(odd,zero,odd,zero) 
tmain(even,one,one,one) 
tmain(even,one,odd,one) 
tmain(odd,one,even,one) 
tmain(one,zero,one,zero) 
tmain(odd,even,one,even) 
tmain(odd,even,odd,even) 
tmain(even,even,even,even) 
tmain(even,odd,one,odd) 
tmain(even,odd,odd,odd) 
tmain(odd,odd,even,odd) 
 
tmain facts below show that program terminates normally from the initial states where x<=y 
without changing the value of x in the post-states. 
 
tmain(zero,zero,zero,zero) 
tmain(zero,one,zero,one) 
tmain(zero,even,zero,even) 
tmain(zero,odd,zero,odd) 
tmain(one,one,one,one) 
tmain(one,even,one,even) 
tmain(one,odd,one,odd) 
tmain(odd,even,odd,even) 
tmain(even,even,even,even) 
tmain(even,odd,even,odd) 
tmain(odd,odd,odd,odd) 
if1(zero,zero,zero,zero) 
if1(zero,one,zero,one) 
if1(zero,even,zero,even) 
if1(zero,odd,zero,odd) 
if1(one,one,one,one) 
if1(one,even,one,even) 
if1(one,odd,one,odd) 
eif1(A,A) 
sub(odd,even,one) 
sub(even,even,even) 
sub(odd,even,odd) 
gr(odd,even) 
gr(even,even) 
lte(even,even) 
lte(even,odd) 
tfoo(one,zero,one,zero) 
tfoo(even,zero,even,zero) 
tfoo(odd,zero,odd,zero) 
tfoo(even,one,one,one) 
tfoo(even,one,odd,one) 
tfoo(odd,one,even,one) 
tfoo(zero,zero,zero,zero) 
tfoo(zero,one,zero,one) 
tfoo(zero,even,zero,even) 
tfoo(zero,odd,zero,odd) 
tfoo(one,one,one,one) 
tfoo(one,even,one,even) 
tfoo(one,odd,one,odd) 
tmain(one,zero,one,zero) 
tfoo(odd,even,odd,even) 
tfoo(even,even,even,even) 
tfoo(even,odd,even,odd) 
tmain(odd,even,one,even) 
tmain(odd,even,odd,even) 
tmain(even,even,even,even) 
tmain(even,odd,even,odd) 
if1(even,odd,one,odd) 
if1(even,odd,odd,odd) 
if1(odd,odd,even,odd) 
if1(odd,odd,odd,odd) 
efoo(even,even) 
eif2(even,even) 
ifr1(odd,odd) 
tfoo(even,odd,one,odd) 
tfoo(even,odd,odd,odd) 
tfoo(odd,odd,even,odd) 
tfoo(odd,odd,odd,odd) 
tmain(even,odd,one,odd) 
tmain(even,odd,odd,odd) 
tmain(odd,odd,even,odd) 
tmain(odd,odd,odd,odd) 
efoo(odd,odd) 
emain(even,even) 
eif2(odd,odd) 
emain(odd,odd) 
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emain(odd,odd), emain(even,even) facts exist, because in the initial states where 
“x=even,y=even” or “x=odd,y=odd”, x can be greater than y or equal to y as seen from the 
facts gr(even,even), gr(odd,odd), lte(even,even), lte(odd,odd). That is why via the following 
derivations error states are reached which do not indicate real errors, since gr(even,even) or 
gr(odd,odd) state that the two values in the arguments are different. The reason why this 
inconsistency exist is that the parity abstraction defined do not provide precise enough 
representations for concrete values to be able to distinguish two even or two odd values from 
each other.  
 
 
 
 
 
 
 
If we replace the clause gr(s(_),0) with gr(s(0),0), the facts gr(even,even) and gr(odd,odd) can 
not be derived (only facts gr(one,zero), gr(even,one), gr(odd,even), gr(even,odd) are derived) 
hence, the facts emain(odd,odd) and emain(even,even) indicating errors do not occur in the 
result as seen below. But this does not change the fact that the parity abstraction may not be 
precise enough for some analysis where the disequality relation is crucial.  
                       
 
 
 
 
 
 
 
 
 
 
 
 
 
 
emain(odd,odd) 
  eif2(odd,odd) 
     efoo(odd,odd) 
        ifr1(odd,odd) 
           gr(odd,odd) 
            eif1(A,A) 
                 sub(A,A,zero) 
                 lte(zero,zero) 
emain(even,even) 
  eif2(even,even) 
     efoo(even,even) 
        ifr1(even,even) 
           gr(even,even) 
            eif1(A,A) 
                 sub(A,A,zero) 
                 lte(zero,zero) 
sub(one,zero,one)              
sub(even,zero,even) 
sub(odd,zero,odd) 
sub(even,one,one) 
sub(odd,one,even) 
sub(even,one,odd) 
sub(A,A,zero) 
gr(one,zero) 
gr(even,one) 
lte(zero,zero) 
lte(zero,one) 
lte(zero,even) 
lte(zero,odd) 
lte(one,one) 
lte(one,even) 
lte(one,odd) 
if1(one,zero,one,zero) 
if1(even,one,one,one) 
if1(zero,zero,zero,zero) 
if1(zero,one,zero,one) 
if1(zero,even,zero,even) 
if1(zero,odd,zero,odd) 
if1(one,one,one,one) 
if1(one,even,one,even) 
if1(one,odd,one,odd) 
eif1(A,A) 
sub(odd,even,one) 
sub(even,even,even) 
sub(odd,even,odd) 
gr(odd,even) 
lte(even,even) 
lte(even,odd) 
tfoo(one,zero,one,zero) 
tfoo(even,one,one,one) 
tfoo(zero,zero,zero,zero) 
tfoo(zero,one,zero,one) 
tfoo(zero,even,zero,even) 
tfoo(zero,odd,zero,odd) 
tfoo(one,one,one,one) 
tfoo(one,even,one,even) 
tfoo(one,odd,one,odd) 
tmain(one,zero,one,zero) 
tmain(even,one,one,one) 
tmain(zero,zero,zero,zero) 
tmain(zero,one,zero,one) 
tmain(zero,even,zero,even) 
tmain(zero,odd,zero,odd) 
tmain(one,one,one,one) 
tmain(one,even,one,even) 
tmain(one,odd,one,odd) 
 
if1(odd,even,one,even) 
if1(even,even,even,even) 
if1(even,odd,even,odd) 
sub(even,odd,one) 
sub(odd,odd,even) 
sub(even,odd,odd) 
gr(even,odd) 
lte(odd,odd) 
lte(odd,even) 
tfoo(odd,even,one,even) 
tfoo(even,even,even,even) 
tfoo(even,odd,even,odd) 
tmain(odd,even,one,even) 
tmain(even,even,even,even) 
tmain(even,odd,even,odd) 
if1(even,odd,one,odd) 
if1(odd,odd,odd,odd) 
if1(odd,even,odd,even) 
tfoo(even,odd,one,odd) 
tfoo(odd,odd,odd,odd) 
tfoo(odd,even,odd,even) 
tmain(even,odd,one,odd) 
tmain(odd,odd,odd,odd) 
tmain(odd,even,odd,even) 
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The situation about the abstraction which has just been discussed can also be seen by 
examining neq predicate. neq predicate is defined in a way that it does not give all solutions 
about its arguments as described previously. If we make the following change in its definition 
by replacing s(0) with s(_) 
 
lt(X,Y) :- 
  unify(X,0), unify(Y,s(_)).  
 
neq predicate can provide all possible solutions as seen in the output of the analyser for neq: 
 
 
 
 
 
 
 
 
 
 
fact neq(even,even) and neq(odd,odd) state that the two arguments are different. If we 
consider the first example program, we see that because of these facts undesired emain facts 
which do not indicate real errors occur in the result. (main facts derived from the first example 
program with this change in neq predicate are below.) In the procedure loop, when n=even or 
n=odd, after the assignment d:=n if n is not incremented by unl() the values of n and d are the 
same. But the comparison is done by means of neq and neq predicate states that two even or 
two odd values can be different. Consequently, facts like emain(zero,zero,A), 
emain(zero,one,A), emain(zero,odd,A), emain(zero,even,A) which state that in all initial 
states where l=zero program goes wrong occur in the output of the analyser. To avoid this 
undesired result neq is defined as described previously. 
 
 
 
 
 
 
 
 
 
neq(zero,one) 
neq(zero,even) 
neq(zero,odd) 
neq(one,even) 
neq(one,odd) 
neq(even,odd) 
neq(even,even) 
neq(odd,odd) 
neq(odd,even) 
neq(one,zero) 
neq(even,zero) 
neq(odd,zero) 
neq(even,one) 
neq(odd,one) 
lt(zero,one)                  
lt(zero,even) 
lt(zero,odd) 
lt(one,even) 
lt(one,odd) 
lt(even,odd) 
lt(even,even) 
lt(odd,odd) 
lt(odd,even) 
neq(zero,one) 
tmain(zero,A,B,zero,A,A) 
tmain(zero,zero,A,zero,one,one) 
tmain(zero,one,A,zero,even,even) 
tmain(zero,even,A,zero,odd,odd) 
tmain(zero,odd,A,zero,even,even) 
tmain(zero,zero,A,zero,even,even) 
tmain(zero,one,A,zero,odd,odd) 
tmain(zero,zero,A,zero,odd,odd) 
emain(one,A,B) 
emain(even,A,B) 
emain(odd,A,B) 
emain(zero,even,A) 
emain(zero,odd,A) 
emain(zero,one,A) 
emain(zero,zero,A) 
elock(one,A,B) 
elock(even,A,B) 
elock(odd,A,B) 
eunlock(zero,A,B) 
eunlock(even,A,B) 
eunlock(odd,A,B) 
eunl(zero,A,B) 
eunl(even,A,B) 
eunl(odd,A,B) 
eloop(one,A,B) 
eloop(even,A,B) 
eloop(odd,A,B) 
eloop(zero,even,A) 
eloop(zero,odd,A) 
eloop(zero,one,A) 
eloop(zero,zero,A) 
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(tmain facts are not changed. elock(even,A,B), elock(odd,A,B), eunlock(odd,A,B), 
eunl(odd,A,B), emain(even,A,B), emain(odd,A,B) are included in the result since with the 
change neq can find that odd and one, even and zero, odd and zero are different. ) 
 
8.4. The precision of the parity abstraction in terms of disequality relation 
 
When we define the predicate neq to get results like the following  
“neq(zero,one), neq(one,even), neq(even,odd), neq(odd,even), neq(one,zero), neq(even,one)” 
it does not represent all answers. That is why it does not provide a safe approximation. But, 
the approximation provided could be used only in a program where it can be proved that the 
approximation covers all the cases that actually occur. But it can not be used in general. 
If we modify its definition to get all answers like the following,  
“neq(zero,one), neq(zero,even), neq(zero,odd), neq(one,even), neq(one,odd), neq(even,odd), 
neq(even,even), neq(odd,odd), neq(odd,even), neq(one,zero), neq(even,zero), neq(odd,zero), 
neq(even,one), neq(odd,one)”  
it provides a safe approximation, since neq(odd,odd) and neq(even,even) are included in the 
result. But, this contains some untrue statements such as “neq(3,3), neq(4,4)”, since safe 
approximations include all the true statements and some untrue ones as well. But, this safe 
approximation which neq provides is not precise enough for some analysis, since the 
approximation cannot distinguish two even or two odd values. 
 By the parity abstraction, the crucial aspect of the disequality relation is lost. If 
disequality is essential to proving a program property then, another approximation has to be 
picked.  
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9. Constraint-Based Abstraction 
 
9.1. The algorithm 
 
With the aim to be able to interpret equality and disequality, an approach called 
“constraint-based abstraction” could be followed. 
This approach is implemented by modifying the analyser which is adapted from 
[6] described previously in a way which is summarized in the following diagram (The 
whole code of the modified analyser is in Appendix 1). 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 print all facts to be derived from the input
 
 
is a new fact inserted to the database ?
yes 
no 
prove the body by using the facts derived so far, accumulate the constraints 
in the body and the constraints in the facts while solving the body 
when the body is solved,check whether the constraints are consistent 
if they are consistent, project the constraints to the clause head, perform 
abstraction on the head and constraints as well 
record the head, if it is a new fact 
for each clause in the input program
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The constraints accumulated are of the form “X=Y or neq(X,Y)”. If the body of 
a clause contains an equality, it is stored as a constraint in the first form; if the body 
contains anything to be interpreted as disequality such as “A\==B”, it is stored as a 
constraint in the second form. (one of the example input programs contains a predicate 
called gr(A,B) to denote the relation A>B so, gr(A,B) is stored as a constraint neq(A,B) 
to show that A and B are different, since A>B implies that they are different) 
The consistency check for the constraints is performed by a predicate called 
checkConsistency. The definition of the predicate: 
 
checkConsistent(C) :- 
 \+ \+ consistent(C,[ ]). 
 
The predicate consistent perform unifications on the constraints if the constraints denote 
equality (the first form). Constraints denoting disequality (the second form) are 
accumulated in the list in the second argument and checked whether the arguments of 
the constraints (X and Y in neq(X,Y)) are different after the unifications. If they are 
different that means all constraints are consistent with each other. The call to the 
predicate consistent contains double negation to cancel the unifications after the check 
is finalized. Consider the example queries: 
 
?- checkConsistent([X=0,Y=0,neq(X,Y)]). 
no 
?- checkConsistent([X=0,Y=s(0),neq(X,Y)]). 
yes 
 
The constraints in the first query are not consistent with each other, while the ones in 
the second query are. 
 Abstraction and projection are performed by a predicate called 
abstractAndProject. Its definition: 
 
abstractAndProject(C,H,C3,H1) :- 
 depth_k(2,H,H1), 
 varset(H1,Xs), 
 projectEqs(C,Xs,C1), 
 projectNeqs(C1,Xs,C2), 
 removeDups(C2,C3). 
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The first two arguments of the abstractAndProject predicate are, respectively, the 
constraints accumulated while solving a clause body and the head of the clause. The 
predicate depth_k is called to perform an abstraction on the clause head. Consider the 
example query: 
 
?- depth_k( 2,sub( s(s(s(0))), s(0), s(s(0))), X ). 
 
X = a( s(_), s(0), s(_) )  
 
As seen, an abstraction based on level is performed. The following diagram shows the 
notion of the abstraction. 
 
 
 
  
 
 
 
 
 
 
                                                                   
 
All nonleaf nodes at level 2 are replaced by a variable in the abstraction which 
provides a computable result, since there is a finite number of different terms up to a 
fixed depth.  
After performing abstraction on the head of the clause, constraints are projected 
to the clause head by predicates projectEqs and projectNeqs. projectEqs take the 
variables in the abstracted head and the constraints. If a variable in a constraint (equality 
constraint) does not exist among the variables in the clause head, the constraint is 
evaluated as if it`s a unification and it is not included in the constraint list for the 
possibly new fact. Otherwise, abstraction is performed on the constraint, if needed and 
it remains in the list. Hence, equality constraints can contain only the ones with the 
   s 
   s 
   s    s 
        sub 
  0 
  0 
   s 
   s   0 
below is not considered 
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variables occuring in the clause head and abstracted values as seen from the following 
example queries.  
 
?- projectEqs([X=s(s(0)),Y=B,Z=D,neq(E,F)],[X,Y],Q). 
Q = [X=s(_),neq(E,F)], 
Y = B, 
Z = D ? 
yes     
?-projectEqs([A=B,B=C,E=F],[A,B],Q). 
C = B, 
F = E, 
Q = [A=B] ? 
yes 
 
projectEqs does not do anything about disequality constraints, it just keeps them in its 
result list. But, since its result list is given to the projectNeqs, all diseqality constraints 
are evaluated properly. 
A similar way is followed by the predicate projectNeqs for the disequality 
constraints. As seen from the examples below, 
 
?- projectNeqs([neq(X,Y)],[X,Y],A). 
A = [neq(X,Y)] ? 
yes 
?- projectNeqs([neq(X,B)],[X,Y],A). 
A = [] ? 
yes 
?- projectNeqs([C=B,neq(X,s(s(0)))],[X,Y],A). 
A = [C=B,neq(X,s(_))] ? 
Yes 
?- projectNeqs([B=s(s(0)),neq(X,Y)],[X,Y],A). 
A = [B=s(s(0)),neq(X,Y)] ? 
yes 
 
if a variable in the disequality constraint does not exist among the variables in the head 
of clause, that constraint is not included in the result list for constraints. Additionally, 
abstraction is performed on the constraints which contain variables occuring in the head 
of clause.  
Hence, constraints related to the head of clause and thus determining possible 
values of the variables in the head are stored.  
Finally, in the predicate abstractAndProject, by calling the predicate 
removeDups projected constraints are arranged for the last time. Duplicates are 
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removed, constraints like X=X are removed, and the order in constraints like X=a 
(where X is a variable and a is not) are changed.   
When the body of a clause is solved, the consistency check, abstraction and 
projection are performed. So the two predicates (checkConsistent and 
abstractAndProject) are called in the predicate operator in the modified analyser. 
 
operator:- 
  my_clause(H,B), 
  prove(B,C), 
  checkConsistent(C), 
  abstractAndProject(C,H,C1,H1), 
  record(H1,C1). 
 
If the body of a clause to be solved contains an equality or disequality, it is 
stored as a constraint. If the body of a clause to be solved contains a predicate call, the 
predicate prove looks for a fact about that predicate. If there is a fact, prove continues 
with the rest of the body and adds the constraints in the fact to its own constraints as 
well. The definition of the predicate prove: 
 
prove([B|Bs],Cs):- 
 fact(B,C), 
 prove(Bs,Cs1), 
 append(C,Cs1,Cs). 
prove([A = B|Bs],[A=B|Cs]):- 
 prove(Bs,Cs). 
prove([A \== B|Bs],[neq(A,B)|Cs]):- 
 prove(Bs,Cs). 
prove([neq(A,B)|Bs],[neq(A,B)|Cs]):- 
 prove(Bs,Cs). 
prove([gr(A,B)|Bs],[neq(A,B)|Cs]):- 
 prove(Bs,Cs). 
prove([],[]).  
 
The abstraction based on level provides finite solution. Consider the following 
input to the modified analyser. 
 
sub(s(A),0,s(A)). 
sub(s(X),s(Y),Z):- 
 sub(X,Y,Z). 
sub(D,D,0). 
 
The analyser gives the following result. 
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sub(s(A),0,s(A)):-[ ] 
sub(s(A),s(0),s(B)):-[ ] 
sub(A,A,0):-[ ] 
sub(s(A),s(B),s(C)):-[ ] 
 
Facts are stored with the constraints, fact(Body,Constraints), so they are printed by 
print((Body:-Constraints)). As seen, facts do not contain constraints. 
The result is an abstract result up to level 2. If we make the level infinite, we get 
the concrete result which is infinite. depth_k(infinite,X,X) does not perform abstraction, 
keeps the concrete values as they are.  
The approach is named constraint-based abstraction, since it uses the abstraction 
together with the equality or disequality constraints. Since the term-based abstraction 
(parity abstraction) loses information while abstracting, it cannot distinguish two values 
with the same term (like “even,even”) which is not the case in constraint-based 
abstraction. 
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9.2. Checking examples: 
 
 Below, examples are checked by using the modified analyser to have constraint-based 
abstraction  
 
9.2.1. The first example 
 
The input to the analyser 
 
 
 
 
 
 
 
 
tlock(L0,N0,D0,L1,N0,D0):- 
 L0 = 0, 
 L1 = s(0). 
tunlock(L0,N0,D0,L1,N0,D0):- 
 L0 = s(0), 
 L1 = 0. 
tloop(L0,N0,D0,L4,N4,D4):- 
 tlock(L0,N0,D0,L1,N1,D1), 
 D2 = N1, 
 tunl(L1,N1,D2,L3,N3,D3), 
 if1(L3,N3,D3,L4,N4,D4). 
tunl(L0,N0,D0,L1,N1,D1):- 
 if2(L0,N0,D0,L1,N1,D1). 
tmain(L0,N0,D0,L2,N2,D2):- 
 tloop(L0,N0,D0,L1,N1,D1), 
 tunlock(L1,N1,D1,L2,N2,D2). 
if1(L0,N0,D0,L1,N1,D1):- 
 N0\==D0, 
 tloop(L0,N0,D0,L1,N1,D1). 
if1(L0,N0,D0,L1,N1,D1):- 
 N0 = D0, 
 L1 = L0, 
 N1 = N0, 
 D1 = D0. 
if2(L0,N0,D0,L1,N2,D1):- 
 tunlock(L0,N0,D0,L1,N1,D1), 
 N2 = s(N1). 
if2(L0,N0,D0,L1,N1,D1):- 
 L1 = L0, 
 N1 = N0, 
 D1 = D0. 
elock(L0,N0,D0):- 
 eif1(L0,N0,D0). 
eif1(L0,N0,D0):- 
 L0\==0. 
eunlock(L0,N0,D0):- 
 eif2(L0,N0,D0). 
eif2(L0,N0,D0):- 
 L0\==s(0). 
eloop(L0,N0,D0):- 
 eif3(L0,N0,D0). 
 
 
eif3(L0,N0,D0):- 
 elock(L0,N0,D0). 
eif3(L0,N0,D0):- 
 tlock(L0,N0,D0,L1,N1,D1), 
 fail. 
eif3(L0,N0,D0):- 
 tlock(L0,N0,D0,L1,N1,D1), 
 D2 = N1, 
 eunl(L1,N1,D2). 
eif3(L0,N0,D0):- 
 tlock(L0,N0,D0,L1,N1,D1), 
 D2 = N1, 
 tunl(L1,N1,D2,L3,N3,D3), 
 ifr1(L3,N3,D3). 
eunl(L0,N0,D0):- 
 ifr2(L0,N0,D0). 
emain(L0,N0,D0):- 
 eif5(L0,N0,D0). 
eif5(L0,N0,D0):- 
 eloop(L0,N0,D0). 
eif5(L0,N0,D0):- 
 tloop(L0,N0,D0,L1,N1,D1), 
 eunlock(L1,N1,D1). 
ifr1(L3,N3,D3):- 
 N3\==D3, 
 eloop(L3,N3,D3). 
ifr1(L3,N3,D3):- 
 N3 = D3, 
 fail. 
ifr2(L0,N0,D0):- 
 eif4(L0,N0,D0). 
 eif4(L0,N0,D0):- 
 eunlock(L0,N0,D0). 
eif4(L0,N0,D0):- 
 tunlock(L0,N0,D0,L1,N1,D1), 
 fail. 
ifr2(L0,N0,D0):- 
 fail. 
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The Output of the analyser 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
The error relations are correctly described in the result. 
 
elock(A,B,C):-[neq(A,0)] 
eunlock(A,B,C):-[neq(A,s(0))] 
eloop(A,B,C):-[neq(A,0)] 
eunl(A,B,C):-[neq(A,s(0))] 
 
The tmain relations say that the program terminates normally in three cases: in the 
procedure unl the else part of the if statement works, the begin statement works (unl is 
called once), the begin statement  works (unl is called more than once)   
 
tmain(A,B,C,D,E,F):-[A=0,E=B,F=B,D=0] 
tmain(A,B,C,D,E,F):-[A=0,neq(s(B),B),E=s(B),F=s(B),D=0] 
tmain(A,B,C,D,E,F):-[A=0,neq(s(B),B),E=s(_10734),F=s(_10741),D=0] 
 
tlock(A,B,C,D,B,C):-[A=0,D=s(0)] 
tunlock(A,B,C,D,B,C):-[A=s(0),D=0] 
if1(A,B,C,D,E,F):-[B=C,D=A,E=B,F=C] 
if2(A,B,C,D,E,C):-[A=s(0),D=0,E=s(B)] 
if2(A,B,C,D,E,F):-[D=A,E=B,F=C] 
eif1(A,B,C):-[neq(A,0)] 
eif2(A,B,C):-[neq(A,s(0))] 
tunl(A,B,C,D,E,C):-[A=s(0),D=0,E=s(B)] 
tunl(A,B,C,D,E,F):-[D=A,E=B,F=C] 
elock(A,B,C):-[neq(A,0)] 
eunlock(A,B,C):-[neq(A,s(0))] 
eif3(A,B,C):-[neq(A,0)] 
eif4(A,B,C):-[neq(A,s(0))] 
tloop(A,B,C,D,E,F):-[A=0,D=s(0),E=B,F=B] 
tmain(A,B,C,D,E,F):-[A=0,E=B,F=B,D=0] 
if1(A,B,C,D,E,F):-[neq(B,C),A=0,D=s(0),E=B,F=B] 
eloop(A,B,C):-[neq(A,0)] 
eif5(A,B,C):-[neq(A,0)] 
ifr1(A,B,C):-[neq(B,C),neq(A,0)] 
ifr2(A,B,C):-[neq(A,s(0))] 
tloop(A,B,C,D,E,F):-[A=0,neq(s(B),B),D=s(0),E=s(B),F=s(B)] 
tmain(A,B,C,D,E,F):-[A=0,neq(s(B),B),E=s(B),F=s(B),D=0] 
if1(A,B,C,D,E,F):-[neq(B,C),A=0,neq(s(B),B),D=s(0),E=s(B),F=s(B)] 
eunl(A,B,C):-[neq(A,s(0))] 
emain(A,B,C):-[neq(A,0)] 
tloop(A,B,C,D,E,F):-[A=0,neq(s(B),B),D=s(0),E=s(G),F=s(H)] 
tmain(A,B,C,D,E,F):-[A=0,neq(s(B),B),E=s(G),F=s(H),D=0] 
if1(A,B,C,D,E,F):-[neq(B,C),A=0,neq(s(B),B),D=s(0),E=s(G),F=s(H)] 
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The first example with the commented statement which causes the program to 
reach error state 
  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
tlock(L0,N0,D0,L1,N0,D0):- 
L0=0, 
L1=s(0). 
tunlock(L0,N0,D0,L1,N0,D0):- 
L0=s(0), 
L1=0. 
tloop(L0,N0,D0,L4,N4,D4):- 
tlock(L0,N0,D0,L1,N1,D1), 
D2=N1, 
tunl(L1,N1,D2,L3,N3,D3), 
if1(L3,N3,D3,L4,N4,D4). 
tunl(L0,N0,D0,L1,N1,D1):- 
if2(L0,N0,D0,L1,N1,D1). 
tmain(L0,N0,D0,L2,N2,D2):- 
tloop(L0,N0,D0,L1,N1,D1), 
tunlock(L1,N1,D1,L2,N2,D2). 
if1(L0,N0,D0,L1,N1,D1):- 
N0\==D0, 
tloop(L0,N0,D0,L1,N1,D1). 
if1(L0,N0,D0,L1,N1,D1):- 
N0=D0, 
L1=L0, 
N1=N0, 
D1=D0. 
if2(L0,N0,D0,L1,N1,D1):- 
tunlock(L0,N0,D0,L1,N1,D1). 
if2(L0,N0,D0,L1,N1,D1):- 
L1=L0, 
N1=N0, 
D1=D0. 
elock(L0,N0,D0):- 
eif1(L0,N0,D0). 
eif1(L0,N0,D0):- 
L0\==0. 
eunlock(L0,N0,D0):- 
eif2(L0,N0,D0). 
eif2(L0,N0,D0):- 
L0\==s(0). 
eloop(L0,N0,D0):- 
eif3(L0,N0,D0). 
eif3(L0,N0,D0):- 
elock(L0,N0,D0). 
eif3(L0,N0,D0):- 
tlock(L0,N0,D0,L1,N1,D1), 
fail. 
eif3(L0,N0,D0):- 
tlock(L0,N0,D0,L1,N1,D1), 
D2=N1, 
eunl(L1,N1,D2). 
eif3(L0,N0,D0):- 
tlock(L0,N0,D0,L1,N1,D1), 
D2=N1, 
tunl(L1,N1,D2,L3,N3,D3), 
ifr1(L3,N3,D3). 
eunl(L0,N0,D0):- 
ifr2(L0,N0,D0). 
emain(L0,N0,D0):- 
eif4(L0,N0,D0). 
eif4(L0,N0,D0):- 
eloop(L0,N0,D0). 
eif4(L0,N0,D0):- 
tloop(L0,N0,D0,L1,N1,D1), 
eunlock(L1,N1,D1). 
ifr1(L3,N3,D3):- 
N3\==D3, 
eloop(L3,N3,D3). 
ifr1(L3,N3,D3):- 
N3=D3, 
fail. 
ifr2(L0,N0,D0):- 
eunlock(L0,N0,D0). 
ifr2(L0,N0,D0):- 
fail. 
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The output of the analyser : 
  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
The following fact in the output 
 
tmain(A,B,C,D,E,F):-[A=0,E=B,F=B,D=0]  
 
indicates that the program terminates normally, when the begin statement is executed in 
the procedure unl(). Otherwise, the program reaches an error state as shown by the facts : 
 
emain(A,B,C):-[neq(A,0)] 
emain(A,B,C):-[A=0] 
 
 
 
 
 
 
tlock(A,B,C,D,B,C):-[A=0,D=s(0)] 
tunlock(A,B,C,D,B,C):-[A=s(0),D=0] 
if1(A,B,C,D,E,F):-[B=C,D=A,E=B,F=C] 
if2(A,B,C,D,B,C):-[A=s(0),D=0] 
if2(A,B,C,D,E,F):-[D=A,E=B,F=C] 
eif1(A,B,C):-[neq(A,0)] 
eif2(A,B,C):-[neq(A,s(0))] 
tunl(A,B,C,D,B,C):-[A=s(0),D=0] 
tunl(A,B,C,D,E,F):-[D=A,E=B,F=C] 
elock(A,B,C):-[neq(A,0)] 
eunlock(A,B,C):-[neq(A,s(0))] 
eif3(A,B,C):-[neq(A,0)] 
ifr2(A,B,C):-[neq(A,s(0))] 
tloop(A,B,C,D,E,F):-[A=0,D=0,E=B,F=B] 
tloop(A,B,C,D,E,F):-[A=0,D=s(0),E=B,F=B] 
tmain(A,B,C,D,E,F):-[A=0,E=B,F=B,D=0] 
if1(A,B,C,D,E,F):-[neq(B,C),A=0,D=0,E=B,F=B] 
if1(A,B,C,D,E,F):-[neq(B,C),A=0,D=s(0),E=B,F=B] 
eloop(A,B,C):-[neq(A,0)] 
eunl(A,B,C):-[neq(A,s(0))] 
eif4(A,B,C):-[neq(A,0)] 
eif4(A,B,C):-[A=0] 
ifr1(A,B,C):-[neq(B,C),neq(A,0)] 
emain(A,B,C):-[neq(A,0)] 
emain(A,B,C):-[A=0] 
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9.2.2. The second example : 
  
          The input to the analyser 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
          The output of the analyser: 
 
 
 
 
 
 
 
 
 
 
 
 
tfoo(X0,Y0,X1,Y1):- 
if1(X0,Y0,X1,Y1). 
tmain(X0,Y0,X1,Y1):- 
tfoo(X0,Y0,X1,Y1). 
if1(X0,Y0,X1,Y0):- 
gr(X0,Y0), 
sub(X0,Y0,W), 
X1=W, 
gr(X1,0). 
if1(X0,Y0,X1,Y1):- 
lte(X0,Y0), 
X1=X0, 
Y1=Y0. 
efoo(X0,Y0):- 
ifr1(X0,Y0). 
emain(X0,Y0):- 
eif2(X0,Y0). 
eif2(X0,Y0):- 
efoo(X0,Y0). 
ifr1(X0,Y0):- 
gr(X0,Y0), 
eif1(X0,Y0). 
eif1(X0,Y0):- 
fail. 
eif1(X0,Y0):- 
sub(X0,Y0,R), 
X1=R, 
lte(X1,0). 
ifr1(X0,Y0):- 
lte(X0,Y0), 
fail. 
sub(s(A),0,s(A)). 
sub(s(X),s(Y),Z):- 
 sub(X,Y,Z). 
sub(D,D,0). 
%gr(s(_),0). 
%gr(s(A),s(B)) :- 
%                 gr(A,B). 
lte(0,0). 
lte(0,s(_)). 
lte(s(A),s(B)) :- 
                 lte(A,B). 
 
sub(s(A),0,s(A)):-[] 
sub(s(A),s(0),s(B)):-[] 
sub(A,A,0):-[] 
lte(0,0):-[] 
lte(0,s(A)):-[] 
lte(s(0),s(0)):-[] 
lte(s(0),s(A)):-[] 
if1(s(A),0,B,0):-[B=s(A),neq(B,0)] 
if1(s(A),s(0),B,s(0)):-[B=s(C),neq(B,0)] 
if1(0,0,A,B):-[A=0,B=0] 
if1(0,s(A),B,C):-[B=0,C=s(A)] 
if1(s(0),s(0),A,B):-[A=s(0),B=s(0)] 
if1(s(0),s(A),B,C):-[B=s(0),C=s(A)] 
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The following facts in the output 
 
tmain(s(A),0,B,0):-[B=s(A),neq(B,0)] 
tmain(s(A),s(0),B,s(0)):-[B=s(_4970),neq(B,0)] 
tmain(0,0,A,B):-[A=0,B=0] 
tmain(0,s(A),B,C):-[B=0,C=s(A)] 
tmain(s(0),s(0),A,B):-[A=s(0),B=s(0)] 
tmain(s(0),s(A),B,C):-[B=s(0),C=s(A)] 
tmain(s(A),s(B),C,s(B)):-[C=s(_4970),neq(C,0)] 
tmain(s(A),s(B),C,D):-[C=s(A),D=s(B)] 
 
show the relation between pre-states and post-states of the execution of the program 
which terminates normally. 
 
 
 
 
eif1(A,A):-[] 
sub(s(A),s(B),s(C)):-[] 
lte(s(A),s(B)):-[] 
tfoo(s(A),0,B,0):-[B=s(A),neq(B,0)] 
tfoo(s(A),s(0),B,s(0)):-[B=s(C),neq(B,0)] 
tfoo(0,0,A,B):-[A=0,B=0] 
tfoo(0,s(A),B,C):-[B=0,C=s(A)] 
tfoo(s(0),s(0),A,B):-[A=s(0),B=s(0)] 
tfoo(s(0),s(A),B,C):-[B=s(0),C=s(A)] 
tmain(s(A),0,B,0):-[B=s(A),neq(B,0)] 
tmain(s(A),s(0),B,s(0)):-[B=s(C),neq(B,0)] 
tmain(0,0,A,B):-[A=0,B=0] 
tmain(0,s(A),B,C):-[B=0,C=s(A)] 
tmain(s(0),s(0),A,B):-[A=s(0),B=s(0)] 
tmain(s(0),s(A),B,C):-[B=s(0),C=s(A)] 
if1(s(A),s(B),C,s(B)):-[C=s(D),neq(C,0)] 
if1(s(A),s(B),C,D):-[C=s(A),D=s(B)] 
tfoo(s(A),s(B),C,s(B)):-[C=s(D),neq(C,0)] 
tfoo(s(A),s(B),C,D):-[C=s(A),D=s(B)] 
tmain(s(A),s(B),C,s(B)):-[C=s(D),neq(C,0)] 
tmain(s(A),s(B),C,D):-[C=s(A),D=s(B)] 
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9.2.3. The third example program: 
 
The input to the analyser 
  
 
 
 
 
 
 
 
 
 
 
 
The output of the analyser: 
  
 
 
 
 
The third example with the commented statement which causes the program to 
reach error state 
  
 
 
 
 
 
 
 
tmain(X0,Y0,K0,CTR0,X3,Y3,K3,CTR3):- 
X1=CTR0, 
Y1=X1, 
Y2=s(X1), 
if1(X1,Y2,K0,CTR0,X3,Y3,K3,CTR3). 
if1(X0,Y0,K0,CTR0,X0,Y0,K0,CTR0):- 
CTR0=K0, 
Y0=s(K0). 
if1(X0,Y0,K0,CTR0,X1,Y1,K1,CTR1):- 
CTR0\==K0, 
X1=X0, 
Y1=Y0, 
K1=K0, 
CTR1=CTR0. 
emain(X0,Y0,K0,CTR0):- 
eif1(X0,Y0,K0,CTR0). 
eif1(X0,Y0,K0,CTR0):- 
fail. 
eif1(X0,Y0,K0,CTR0):- 
X1=CTR0, 
fail. 
eif1(X0,Y0,K0,CTR0):- 
X1=CTR0, 
Y1=X1, 
fail. 
eif1(X0,Y0,K0,CTR0):- 
X1=CTR0, 
Y1=X1, 
Y2=s(X1), 
ifr1(X1,Y2,K0,CTR0). 
ifr1(X1,Y2,K0,CTR0):- 
CTR0=K0, 
Y2\==s(K0). 
ifr1(X1,Y2,K0,CTR0):- 
CTR0\==K0, 
fail. 
if1(A,B,C,D,A,B,C,D):-[D=C,B=s(C)] 
if1(A,B,C,D,E,F,G,H):-[neq(D,C),E=A,F=B,G=C,H=D] 
ifr1(A,B,C,D):-[D=C,neq(B,s(C))] 
tmain(A,B,C,D,E,F,C,D):-[E=D,F=s(E),D=C,F=s(C)] 
tmain(A,B,C,D,E,F,G,H):-[neq(D,C),E=D,F=s(D),G=C,H=D] 
tmain(X0,Y0,K0,CTR0,X2,Y2,K2,CTR2):- 
X1=CTR0, 
Y1=X1, 
if1(X1,Y1,K0,CTR0,X2,Y2,K2,CTR2). 
if1(X0,Y0,K0,CTR0,X0,Y0,K0,CTR0):- 
CTR0=K0, 
Y0=s(K0). 
if1(X0,Y0,K0,CTR0,X1,Y1,K1,CTR1):- 
CTR0\==K0, 
X1=X0, 
Y1=Y0, 
K1=K0, 
CTR1=CTR0. 
emain(X0,Y0,K0,CTR0):- 
eif1(X0,Y0,K0,CTR0). 
eif1(X0,Y0,K0,CTR0):- 
fail. 
eif1(X0,Y0,K0,CTR0):- 
X1=CTR0, 
fail. 
eif1(X0,Y0,K0,CTR0):- 
X1=CTR0, 
Y1=X1, 
ifr1(X1,Y1,K0,CTR0). 
 
 
ifr1(X1,Y1,K0,CTR0):- 
CTR0=K0, 
Y1\==s(K0). 
 
ifr1(X1,Y1,K0,CTR0):- 
CTR0\==K0, 
fail. 
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The output of the analyser: 
  
 
 
 
 
 
Tmain fact shows that the program terminates normally if in the pre-state k≠ctr. 
Otherwise the program reaches an error state.  
if1(A,B,C,D,A,B,C,D):-[D=C,B=s(C)] 
if1(A,B,C,D,E,F,G,H):-[neq(D,C),E=A,F=B,G=C,H=D] 
ifr1(A,B,C,D):-[D=C,neq(B,s(C))] 
tmain(A,B,C,D,E,F,G,H):-[neq(D,C),E=D,F=D,G=C,H=D] 
eif1(A,B,C,D):-[D=C,neq(D,s(C))] 
emain(A,B,C,D):-[D=C,neq(D,s(C))] 
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10. Conclusion 
 
The example programs were checked by examining the relations obtained as a result of 
translating the programs into constraint logic. To check the programs, after translating them 
into constraint logic, two different analysers were used to inspect the result of the translation 
to see whether an error was denoted or not. It was seen that the two different approaches to 
abstraction used in analysers which are “Constraint-based Abstraction” and “Parity 
Abstraction” provide different results based on the abstraction methods they used. Both of 
them give correct results. Compared to Blast Model Checker, it was seen that Blast used a 
property-based abstraction, no abstract values, and when an error state is reachable, Blast 
checks if the error is real or results from the abstraction being too coarse. If it lost too much 
information by restricting itself to a particular set of predicates, (the error is not real), it used 
additional predicates which means it refines the abstraction. In this work, whether or not 
programs written in the language defined by the grammar rules mentioned reach an error state 
is checked. The method used does not have a way of understanding whether or not an error is 
real. But examples showed that abstractions used provided a correct way of  finding error 
states. 
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Appendix 
 
Appendix 1 
 
The modified analyser 
 
:- module(bottomup,_). 
 
:- use_module(input). 
:- use_module(library(terms_vars)). 
:- use_module(library(iso_misc)). 
 
:- dynamic(flag/0). 
:- dynamic(fact/2). 
:- dynamic(flag/0). 
 
iterate:- 
 operator,fail. 
iterate:- 
 retract(flag), 
 iterate. 
iterate. 
 
 
record(F,C):- 
 cond_assert(F,C). 
 
raise_flag:- 
 (flag->true 
 ;  assert(flag) 
 ). 
 
cond_assert(F,C):- 
 \+ (numbervars((F,C),0,_),fact(F,C)), 
 assert(fact(F,C)), 
 raise_flag. 
 
go(File):- 
 retractall(fact(_,_)), 
 load_file(File), 
 iterate, 
 showfacts. 
 
operator:- 
 my_clause(H,B), 
 prove(B,C), 
 checkConsistent(C), 
 abstractAndProject(C,H,C1,H1), 
 record(H1,C1). 
 
checkConsistent(C) :- 
 \+ \+ consistent(C,[]). 
  
consistent([X=Y|C],D) :- 
 unify_with_occurs_check(X,Y), 
 consistent(C,D). 
 
consistent([neq(X,Y)|C],D) :- 
 consistent(C,[neq(X,Y)|D]). 
 
consistent([],D) :- 
 consistentIneq(D). 
  
consistentIneq([neq(X,Y)|C]) :- 
 X \== Y, 
 consistentIneq(C). 
 
consistentIneq([]). 
 
 
abstractAndProject(C,H,C3,H1) :- 
 depth_k(2,H,H1), 
 varset(H1,Xs), 
 projectEqs(C,Xs,C1), 
 projectNeqs(C1,Xs,C2), 
 removeDups(C2,C3). 
  
removeDups([X=Y|C1],C2) :- 
 member1(X=Y, C1), 
 !, 
 removeDups(C1,C2). 
 
removeDups([X=Y|C1],C2) :- 
 X==Y, 
 !, 
 removeDups(C1,C2). 
 
removeDups([neq(X,Y)|C1],C2) :- 
 member1(neq(X,Y), C1), 
 !, 
 removeDups(C1,C2). 
 
removeDups([C|C1],[D|C2]) :- 
 reorder(C,D), 
 removeDups(C1,C2). 
 
removeDups([],[]). 
 
reorder(X=Y,Y=X) :- 
 var(Y), 
 nonvar(X), 
 !. 
 
reorder(Z,Z). 
 
projectEqs([X=Y|C],Xs,[X1=Y1|C1]) :- 
 varMember(X,Xs), 
 varMember(Y,Xs), 
 !, 
 depth_k(2,X=Y,X1=Y1), 
 projectEqs(C,Xs,C1). 
 
projectEqs([neq(X,Y)|C],Xs,[neq(X,Y)|C1]) :- 
 !, 
 projectEqs(C,Xs,C1). 
 
projectEqs([X=X|C],Xs,C1) :-  % unify if not projected 
 projectEqs(C,Xs,C1). 
 
projectEqs([],_,[]). 
 
projectNeqs([X=Y|C],Xs,[X=Y|C1]) :- 
 projectNeqs(C,Xs,C1). 
 
projectNeqs([neq(X,Y)|C],Xs,[neq(X1,Y1)|C1]) :- 
 varMember(X,Xs), 
 varMember(Y,Xs), 
 (var(X); var(Y)), 
 !, 
 depth_k(2,neq(X,Y),neq(X1,Y1)), 
 projectNeqs(C,Xs,C1). 
 
projectNeqs([neq(_,_)|C],Xs,C1) :- 
 projectNeqs(C,Xs,C1). 
 
projectNeqs([],_,[]). 
 
varMember(X,Xs) :- 
 var(X), 
 !, 
 member1(X,Xs). 
 
varMember(_,_). 
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member1(X,[X1|_]) :- 
 X==X1, 
 !. 
member1(X,[_|Xs]) :- 
 member1(X,Xs). 
 
prove([B|Bs],Cs):- 
 fact(B,C), 
 prove(Bs,Cs1), 
 append(C,Cs1,Cs). 
 
prove([A = B|Bs],[A=B|Cs]):- 
 prove(Bs,Cs). 
 
prove([A \== B|Bs],[neq(A,B)|Cs]):- 
 prove(Bs,Cs). 
 
prove([neq(A,B)|Bs],[neq(A,B)|Cs]):- 
 prove(Bs,Cs). 
 
prove([gr(A,B)|Bs],[neq(A,B)|Cs]):- 
 prove(Bs,Cs). 
 
prove([],[]). 
 
 
showfacts :- 
 fact(F,C), 
 numbervars(fact(F,C),0,_), 
 print((F :- C)),nl, 
 fail; 
 true. 
  
depth_k(0,X,X) :- 
 var(X), 
 !. 
depth_k(0,C,C) :- 
 C =.. [C], 
 !. 
depth_k(0,_,_). 
depth_k(K,T1,T2) :- 
 K > 0, 
 depth_k_abstract(K,T1,T2). 
 
depth_k_abstract(_,V,V) :- 
 var(V), 
 !. 
depth_k_abstract(K,T1,T2) :- 
 T1 =.. [P|Xs], 
 K1 is K-1, 
 depth_k_all(K1,Xs,Ys), 
 T2 =.. [P|Ys]. 
 
depth_k_all(_,[],[]). 
depth_k_all(K,[X|Xs],[Y|Ys]) :- 
 depth_k(K,X,Y), 
 depth_k_all(K,Xs,Ys). 
 
 
load_file(F) :- 
    retractall(my_clause(_,_)), 
 see(F), 
 remember_all, 
 seen. 
 
remember_all :- 
 read(C), 
 ( 
     C == end_of_file -> true 
 ; 
     remember_clause(C), 
     remember_all 
 ). 
 
remember_clause((A :- B)) :- 
 !, 
 tuple2list(B,BL), 
 assert(my_clause(A,BL)). 
 
remember_clause(A) :- 
 assert(my_clause(A,[])). 
 
tuple2list((A,As),[A|LAs]) :- 
 !, 
 tuple2list(As,LAs). 
tuple2list(A,[A]). 
 
 
 
 
 
 
 
 
 
 
 
Appendix 2 
 
The file grammar.jj 
 
PARSER_BEGIN(mt) 
 
import visitor.*; 
 
class mt { 
  public static void main(String args[]) { 
     
    mt t; 
    try { 
t = new mt(new                                        
java.io.FileInputStream(args[0]));      
          }  
    catch (java.io.FileNotFoundException e)  { 
        System.out.println("  File " + args[0] + " not found."); 
        return; 
                                                                      } 
    try { 
          Program n = t.Program(); 
       
          pvar p=new pvar(); 
          n.accept(p); 
          p1 pa=new p1(); 
          n.accept(pa); 
          pe2 px=new pe2(); 
          n.accept(px); 
          
         } 
    catch (Exception e) { 
                  System.out.println("Oops."); 
                  System.out.println(e.getMessage()); 
                  e.printStackTrace(); 
                                   } 
  } 
} 
 
PARSER_END(mt) 
 
 
SKIP : 
{ " " | "\t" | "\n" | "\r" } 
TOKEN : 
{ 
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  < ASSIGN: "=" > 
| <BSLASH: "\\"> 
| <NOT :"!"> 
| < GT: ">" > 
| <ASSERT:"assert"> 
| < LT: "<" > 
| <LE: "<="> 
| <GE: ">="> 
| < TILDE: "~" > 
| < COLON: ":" > 
| < PLUS: "+" > 
| < MINUS: "-" > 
| < STAR: "*" > 
| < SLASH: "/" > 
| <SEMICOLON: ";"> 
| <ATA: ":="> 
| <LB: "("> 
| <RB: ")"> 
| <IF: "if"> 
| <THEN :"then"> 
| <ELSE: "else"> 
| <WHILE :"while"> 
| <DO :"do"> 
| <LET :"let"> 
| <IN :"in"> 
| <BEGIN :"begin"> 
| <END :"end"> 
| <CONST :"const"> 
| <PROC :"proc"> 
| <VAR :"var"> 
| <Skip :"skip"> 
} 
 
TOKEN : 
{ 
  <IDENTIFIER: 
  <LETTER>(<LETTER>|<DIGIT>)*>| 
  <INTEGER:<DIGIT>(<DIGIT>)*>| 
  <LETTER:["a"-"z","A"-"Z"]> 
| <DIGIT: ["0"-"9"]>  
 
} 
 
void Program()  : {} 
{ 
  Singlecommand() <EOF> 
} 
 
void Command() :{} 
{ 
Singlecommand() 
(<SEMICOLON>Singlecommand())* 
} 
 
void Singlecommand() :{} 
{ 
  Assign()| 
  IF()| 
  WHILE()| 
  LET()| 
  BEGIN()| 
  ASSERT()| 
  Skip() 
 
} 
 
void Skip():{} 
{ 
<Skip> 
} 
 
void Assign():{} 
{ 
 <IDENTIFIER> (<ATA>Expression() 
                           |<LB>(Expression())?<RB>) 
}  
 
void IF():{} 
{ 
<IF>(Expression())?<THEN>Singlecommand()<ELSE>Sin
glecommand() 
 
} 
 
void WHILE():{} 
{ 
<WHILE>Expression()<DO>Singlecommand() 
} 
 
void LET():{} 
{ 
<LET>Declaration()<IN>Singlecommand() 
} 
 
void BEGIN():{} 
{ 
<BEGIN>Command()<END> 
} 
 
void ASSERT():{} 
{ 
<ASSERT> 
<IDENTIFIER> 
(<ASSIGN>|<LT>|<GT>|<LE>|<GE>) 
Expression() 
} 
 
 
void Expression() :{} 
{ 
Primaryexpression()(Operator() Primaryexpression())* 
} 
 
void Primaryexpression() :{} 
{ 
 
<INTEGER>|<IDENTIFIER>|Operator() 
Primaryexpression()|<LB>Expression()<RB> 
 
} 
 
void Declaration() :{} 
{ 
 
Singledeclaration() 
(<SEMICOLON>Singledeclaration())* 
 
} 
 
void Singledeclaration():{} 
{ 
<CONST> 
<IDENTIFIER> 
<TILDE> 
Expression()|<VAR><IDENTIFIER><COLON>Typedenote
r()|<PROC> <IDENTIFIER> 
<LB><RB><TILDE>Singlecommand() 
} 
 
void Typedenoter():{} 
{ 
<IDENTIFIER> 
} 
 
void Operator():{} 
 
{ 
<PLUS>|<MINUS>|<STAR>|<SLASH>|<ASSIGN>|<GT>|<
LT>|<BSLASH>|<NOT> 
} 
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The file Mynode.java 
 
package syntaxtree; 
 
public class Mynode  { 
 
public String code=""; 
public String vvar[]=new String[100]; 
public int vvarsay=0; 
public String ecode=""; 
public String which=""; 
 
} 
 
 
The visitor “p1” 
 
package visitor; 
import syntaxtree.*; 
import java.util.*; 
import java.io.*; 
 
public class p1 extends DepthFirstVisitor 
 { 
String Ifler="";    
String var[]=new String[100]; 
int varsay; 
int kac[]=new int[100]; 
int tempkac[]=new int[100]; 
int kacinci=0; 
int ifsay=0; 
FileOutputStream out2;  
PrintStream p2; 
boolean ok=false; 
 
public int varbul(String s) 
  { 
   for(int i=0;i<varsay;i++){ 
    if(s.equals(var[i])){ 
    return i; 
    } 
     } 
    
   return 1000; 
  } 
int max() 
   {int max=-1000; 
   for(int i=0;i<varsay;i++){ 
    if(kac[i]>=max){ 
    max=kac[i]; 
    } 
     } 
    
   return max; 
    
   } 
    
    
String exp(String s,boolean ne) 
   { 
    
   int a=0; 
   char c[]=new char[30]; 
   c=s.toCharArray(); 
   String ret=""; 
   String temp=""; 
    
   while(a<s.length()){ 
        if(c[a]=='='&&c[a+1]=='='){ 
          if(ne){  
          c[a]='.';c[a+1]='=';temp=temp+"."; 
          } 
          else if(!ne){ 
          c[a]='.';c[a+1]='<';temp=temp+">."; 
       } 
        
    for(int i=a+2;i<s.length();i++) 
    temp=temp+c[i]; 
    for(int y=0;y<a+2;y++) 
    ret=ret+c[y]; 
    ret=ret+temp; 
    break;  
    } 
   else if(c[a]=='!'&&c[a+1]=='=')  
         { 
       if(ne) 
    {     
       c[a]='.';c[a+1]='<';temp=temp+">."; 
       } 
        else if(!ne) 
       { 
        c[a]='.';c[a+1]='=';temp=temp+"."; 
       } 
    for(int i=a+2;i<s.length();i++) 
    temp=temp+c[i]; 
    for(int y=0;y<a+2;y++) 
    ret=ret+c[y]; 
    ret=ret+temp; 
    break;  
         } 
   else if(c[a]=='<'&&c[a+1]=='=') 
         { 
       if(ne) 
    {     
       c[a]='.';c[a+1]='=';temp=temp+"<."; 
       } 
        else if(!ne) 
       { 
        c[a]='.';c[a+1]='>';temp=temp+"."; 
       } 
    for(int i=a+2;i<s.length();i++) 
    temp=temp+c[i]; 
    for(int y=0;y<a+2;y++) 
    ret=ret+c[y]; 
    ret=ret+temp; 
    break;  
         } 
   else if(c[a]=='>'&&c[a+1]=='=') 
         { 
       if(ne) 
    {     
       c[a]='.';c[a+1]='>';temp=temp+"=."; 
       } 
        else if(!ne) 
       { 
        c[a]='.';c[a+1]='<';temp=temp+"."; 
       } 
    for(int i=a+2;i<s.length();i++) 
    temp=temp+c[i]; 
    for(int y=0;y<a+2;y++) 
    ret=ret+c[y]; 
    ret=ret+temp; 
    break;  
         } 
    else if(c[a]=='<') 
   { 
    if(ne) 
    { 
     c[a]='.';temp=temp+"<.";  
    } 
    else if(!ne) 
       { 
        c[a]='.';temp=temp+">=."; 
       } 
        for(int i=a+1;i<s.length();i++) 
    temp=temp+c[i]; 
    for(int y=0;y<a+1;y++) 
    ret=ret+c[y]; 
    ret=ret+temp; 
    break;  
   }   
    else if(c[a]=='>') 
   { 
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    if(ne) 
    { 
     c[a]='.';temp=temp+">.";  
    } 
    else if(!ne) 
       { 
        c[a]='.';temp=temp+"=<."; 
       } 
        for(int i=a+1;i<s.length();i++) 
    temp=temp+c[i]; 
    for(int y=0;y<a+1;y++) 
    ret=ret+c[y]; 
    ret=ret+temp; 
    break;  
   }   
    
    a++; 
   } 
     
  return ret;   
   } 
    
   
 
   /** 
    * f0 -> Singlecommand() 
    * f1 -> <EOF> 
    */ 
   public void visit(Program n)  
   { 
       
      varsay=n.vvarsay; 
      for(int p=0;p<varsay;p++) 
      kac[p]=0; 
      
      for(int h=0;h<varsay;h++) 
      var[h]=n.vvar[h]; 
      n.f0.accept(this); 
      n.f1.accept(this); 
      if(ok) 
      { 
        
     n.code=n.code+"tmain"+'('; 
     for(int b=0;b<varsay;b++) 
     n.code=n.code+var[b]+'0'+',';  
          
     int ii; 
     for(ii=0;ii<varsay-1;ii++) 
     n.code=n.code+var[ii]+Integer.toString(kac[ii])+','; 
     n.code=n.code+var[ii]+Integer.toString(kac[ii]); 
       
       
     n.code=n.code+')'+":-"+"\r\n"+n.f0.code+'.'+"\r\n"+Ifler; 
      
     p2.println(n.code);  
        
      }       
       
   } 
   /** 
    * f0 -> Singlecommand() 
    * f1 -> ( <SEMICOLON> Singlecommand() )* 
    */ 
   public void visit(Command n) 
    { 
      try 
        {    out2 = new FileOutputStream("part3.txt",true); 
            
             p2= new PrintStream( out2); 
      
      n.f0.accept(this); 
       
      n.code=n.f0.code; 
             
      if (n.f1.present()) 
        for(Enumeration 
e=n.f1.elements();e.hasMoreElements();) 
          { 
            NodeSequence 
ns=(NodeSequence) e.nextElement(); 
            Singlecommand 
sd=(Singlecommand)ns.elementAt(1);      
             
                  sd.accept(this); 
                   
                  n.code=n.code+','+"\r\n"+sd.code; 
                 }                  
          } 
            catch (Exception e) 
               { 
          System.err.println ("Error writing to file"); 
               }     
   } 
 
   /** 
    * f0 -> Assign() 
    *       | IF() 
    *       | WHILE() 
    *       | LET() 
    *       | BEGIN() 
    *       | ASSERT() 
    *       | Skip() 
    */ 
     
   public void visit(Singlecommand n)  
   { 
      NodeChoice nc=(NodeChoice)n.f0; 
      if(nc.which==0){ 
      Assign a=(Assign)nc.choice; 
      a.accept(this); 
      n.code=a.code; 
    } 
    else if(nc.which==1) 
    { 
    IF i=(IF)nc.choice; 
    i.accept(this);     
    n.code=i.code; 
    } 
     
    else if(nc.which==2) 
    { 
    WHILE iw=(WHILE)nc.choice; 
    iw.accept(this);     
    n.code=iw.code; 
    } 
    else if(nc.which==3) 
    { 
    LET il=(LET)nc.choice; 
    il.accept(this); 
    n.code=il.code; 
    } 
   else if(nc.which==4) 
    { 
    BEGIN ib=(BEGIN)nc.choice; 
    ib.accept(this);     
    n.code=ib.code; 
    } 
    else if(nc.which==5) 
    { 
    ASSERT ia=(ASSERT)nc.choice; 
    ia.accept(this);     
    n.code=ia.code; 
    } 
    else if(nc.which==6) 
    { 
    Skip is=(Skip)nc.choice; 
    is.accept(this);     
    n.code=is.code; 
    } 
        
   } 
   /** 
    * f0 -> <Skip> 
    */ 
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   public void visit(Skip n) 
    { 
    int i; 
    for(i=0;i<varsay-1;i++) 
   
 n.code=n.code+var[i]+Integer.toString(kac[i]+1)+
".=."+var[i]+Integer.toString(kac[i])+','+"\r\n"; 
   
 n.code=n.code+var[i]+Integer.toString(kac[i]+1)+
".=."+var[i]+Integer.toString(kac[i]); 
    for(int t=0;t<varsay;t++) 
    kac[t]=kac[t]+1; 
    
   } 
 
   /** 
    * f0 -> <IDENTIFIER> 
    * f1 -> ( <ATA> Expression() | <LB> ( Expression() )? 
<RB> ) 
    */ 
    String id="99999"; 
   public void visit(Assign n)  
   { 
      
     int b=0; 
      
     NodeToken nt=(NodeToken)n.f0;      
     NodeChoice nc=(NodeChoice)n.f1; 
      
     if(nc.which == 0){ 
      
     n.code=n.code+nt.tokenImage.toUpperCase(); 
     int k=varbul(nt.tokenImage.toUpperCase()); 
     id=nt.tokenImage.toUpperCase(); 
     kac[k]=kac[k]+1; 
     n.code=n.code+Integer.toString(kac[k]); 
     n.code=n.code+".=."; 
      
     NodeSequence ns=(NodeSequence)nc.choice; 
     Expression e=(Expression)ns.elementAt(1); 
      
      
     e.accept(this); 
     n.code=n.code+e.code; 
    
     } 
     else if(nc.which==1) 
     { 
      
     NodeSequence ns1=(NodeSequence)nc.choice; 
     
     NodeOptional no=(NodeOptional)ns1.elementAt(1); 
     if(no.present()) 
     { 
      n.code=n.code+nt.tokenImage.toUpperCase(); 
      int kk=varbul(nt.tokenImage.toUpperCase()); 
        kac[kk]=kac[kk]+1;  
      n.code=n.code+Integer.toString(kac[kk]); 
        n.code=n.code+".=.";  
        NodeToken nt1=(NodeToken)ns1.elementAt(0); 
        
      Expression e1=(Expression)no.node; 
        
        e1.accept(this); 
        
        n.code=n.code+nt1.tokenImage; 
        n.code=n.code+e1.code; 
        NodeToken nt2=(NodeToken)ns1.elementAt(2); 
        n.code=n.code+nt2.tokenImage; 
     } 
    else { 
        n.code=n.code+'t'+nt.tokenImage+'('; 
      if(varsay>0){ 
       b=max(); 
      for(int i=0;i<varsay;i++) 
       
      n.code=n.code+var[i]+Integer.toString(kac[i])+',';
 int ii; 
        for(ii=0;ii<varsay-1;ii++) 
      
      n.code=n.code+var[ii]+Integer.toString(b+1)+','; 
      n.code=n.code+var[ii]+Integer.toString(b+1); 
      } 
   
       
      n.code=n.code+')'; 
      for(int y=0;y<varsay;y++)kac[y]=b+1; 
       
      } 
    } 
     
     /*       
            
        } 
               catch (Exception e) 
               { 
                  System.err.println ("Error writing to file..."); 
               }     
   */ 
   } 
 
    /** 
    * f0 -> <IF> 
    * f1 -> ( Expression() )? 
    * f2 -> <THEN> 
    * f3 -> Singlecommand() 
    * f4 -> <ELSE> 
    * f5 -> Singlecommand() 
    */ 
   public void visit(IF n)  
   { 
      
     Singlecommand sc3=(Singlecommand)n.f3; 
     Singlecommand sc5=(Singlecommand)n.f5; 
     NodeOptional no=(NodeOptional)n.f1; 
     if(no.present()) 
     { 
     ifsay=ifsay+1; 
     n.code=n.code+"if"+Integer.toString(ifsay)+'('; 
      
     int b=max(); 
      for(int i=0;i<varsay;i++) 
        n.code=n.code+var[i]+Integer.toString(kac[i])+',';
  
        int ii; 
         
        for(ii=0;ii<varsay-1;ii++) 
        n.code=n.code+var[ii]+Integer.toString(b+1)+','; 
      
      n.code=n.code+var[ii]+Integer.toString(b+1); 
       
        n.code=n.code+')'; 
      
       for(int g=0;g<varsay;g++)tempkac[g]=b+1;  
       for(int y=0;y<varsay;y++)kac[y]=0; 
      
       Expression e=(Expression)no.node; 
         
       e.accept(this);  
       String v=e.code; 
       
     Ifler=Ifler+"if"+Integer.toString(ifsay)+'('; 
     for(int h=0;h<varsay;h++) 
     Ifler=Ifler+var[h]+'0'+','; 
     sc3.accept(this); 
        
     int iix; 
     for(iix=0;iix<varsay-1;iix++) 
     Ifler=Ifler+var[iix]+Integer.toString(kac[iix])+','; 
     Ifler=Ifler+var[iix]+Integer.toString(kac[iix]); 
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     Ifler=Ifler+')'+":-"+"\r\n"+exp(v,true) +',' 
+"\r\n"+sc3.code+'.'+"\r\n";  
      
   for(int yd=0;yd<varsay;yd++)kac[yd]=0; 
       
     Ifler=Ifler+"if"+Integer.toString(ifsay)+'('; 
     for(int hh=0;hh<varsay;hh++) 
     Ifler=Ifler+var[hh]+'0'+','; 
     sc5.accept(this); 
        
     int ih; 
     for(ih=0;ih<varsay-1;ih++) 
     Ifler=Ifler+var[ih]+Integer.toString(kac[ih])+','; 
     Ifler=Ifler+var[ih]+Integer.toString(kac[ih]); 
       
       
     Ifler=Ifler+')'+":-"+"\r\n"+ exp(v,false) 
+','+"\r\n"+sc5.code+'.'+"\r\n"; 
     for(int f=0;f<varsay;f++)kac[f]=tempkac[f]; 
    } 
     
    else 
    { 
     
    ifsay=ifsay+1; 
     n.code=n.code+"if"+Integer.toString(ifsay)+'('; 
      
     int bb=max(); 
      for(int ib=0;ib<varsay;ib++) 
       n.code=n.code+var[ib]+Integer.toString(kac[ib])+',';
  
        int iib; 
         
        for(iib=0;iib<varsay-1;iib++) 
       
 n.code=n.code+var[iib]+Integer.toString(bb+1)+','
; 
      
      n.code=n.code+var[iib]+Integer.toString(bb+1); 
       
        n.code=n.code+')'; 
     for(int g=0;g<varsay;g++)tempkac[g]=bb+1;  
    for(int yb=0;yb<varsay;yb++)kac[yb]=0; 
       
     Ifler=Ifler+"if"+Integer.toString(ifsay)+'('; 
     for(int hb=0;hb<varsay;hb++) 
     Ifler=Ifler+var[hb]+'0'+','; 
     sc3.accept(this); 
        
     int iibb; 
     for(iibb=0;iibb<varsay-1;iibb++) 
     Ifler=Ifler+var[iibb]+Integer.toString(kac[iibb])+','; 
     Ifler=Ifler+var[iibb]+Integer.toString(kac[iibb]); 
      
     Ifler=Ifler+')'+":-"+"\r\n" +sc3.code+'.'+"\r\n";  
      
     for(int ydb=0;ydb<varsay;ydb++)kac[ydb]=0; 
       
     Ifler=Ifler+"if"+Integer.toString(ifsay)+'('; 
     for(int hhg=0;hhg<varsay;hhg++) 
     Ifler=Ifler+var[hhg]+'0'+','; 
     sc5.accept(this); 
        
     int ihg; 
     for(ihg=0;ihg<varsay-1;ihg++) 
     Ifler=Ifler+var[ihg]+Integer.toString(kac[ihg])+','; 
     Ifler=Ifler+var[ihg]+Integer.toString(kac[ihg]); 
     Ifler=Ifler+')'+":-"+"\r\n"+sc5.code+'.'+"\r\n"; 
      
    for(int f=0;f<varsay;f++)kac[f]=tempkac[f]; 
      
    } 
   } 
 
   /** 
    * f0 -> <WHILE> 
    * f1 -> Expression() 
    * f2 -> <DO> 
    * f3 -> Singlecommand() 
    */ 
   public void visit(WHILE n)  
   { 
      n.f0.accept(this); 
      n.f1.accept(this); 
      n.f2.accept(this); 
      n.f3.accept(this); 
   } 
 
   /** 
    * f0 -> <LET> 
    * f1 -> Declaration() 
    * f2 -> <IN> 
    * f3 -> Singlecommand() 
    */ 
   public void visit(LET n) 
    { 
     
   
      n.f0.accept(this); 
      n.f1.accept(this); 
      n.f2.accept(this); 
      n.f3.accept(this); 
      n.code=n.f3.code; 
   } 
 
   /** 
    * f0 -> <BEGIN> 
    * f1 -> Command() 
    * f2 -> <END> 
    */ 
   public void visit(BEGIN n)  
   { 
      n.f0.accept(this); 
      n.f1.accept(this); 
      n.f2.accept(this); 
      n.code=n.f1.code; 
   } 
 
   /** 
    * f0 -> <ASSERT> 
    * f1 -> <IDENTIFIER> 
    * f2 -> <ASSIGN | <LT> | <GT> | <LE> | <GE> > 
    * f3 -> Expression() 
    */ 
   public void visit(ASSERT n)  
   { 
    Expression e=(Expression)n.f3; 
    e.accept(this); 
  
    NodeToken nt1=(NodeToken)n.f1; 
    NodeChoice nch=(NodeChoice)n.f2; 
      if(nch.which==0)     
    
n.code=n.code+nt1.tokenImage.toUpperCase()+Integer.to
String(kac[varbul(nt1.tokenImage.toUpperCase())])+".=."+e
.code; 
       else if(nch.which==1) 
     
n.code=n.code+nt1.tokenImage.toUpperCase()+Integer.to
String(kac[varbul(nt1.tokenImage.toUpperCase())])+".<."+e
.code;//TOPLAMAYDI DIREK ATAMA YAPTIM!!!!!!!!!! 
   else if(nch.which==2) 
   {  
n.code=n.code+nt1.tokenImage.toUpperCase()+Integer.to
String(kac[varbul(nt1.tokenImage.toUpperCase())])+".>."+e
.code;//TO 
   
  } 
  else if(nch.which==3) 
     
n.code=n.code+nt1.tokenImage.toUpperCase()+Integer.to
String(kac[varbul(nt1.tokenImage.toUpperCase())])+".=<."+
e.code;//TO 
  else if(nch.which==4) 
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n.code=n.code+nt1.tokenImage.toUpperCase()+Integer.to
String(kac[varbul(nt1.tokenImage.toUpperCase())])+".>=."+
e.code;//TO 
   
   } 
 
   /** 
    * f0 -> Primaryexpression() 
    * f1 -> ( Operator() Primaryexpression() )* 
    */ 
   public void visit(Expression n) 
    { 
     
             Primaryexpression pe=(Primaryexpression)n.f0; 
              
             pe.accept(this);n.code=n.code+pe.code; 
              
              if (n.f1.present()) 
           for(Enumeration 
e=n.f1.elements();e.hasMoreElements();) 
              { 
               NodeSequence 
ns=(NodeSequence) e.nextElement(); 
       
                        Operator o=(Operator)ns.elementAt(0); 
                       
                        o.accept(this);n.code=n.code+o.code; 
                        Primaryexpression 
pe2=(Primaryexpression)ns.elementAt(1); 
                       
                        pe2.accept(this);n.code=n.code+pe2.code; 
                     } 
    
   } 
 
   /** 
    * f0 -> <INTEGER> 
    *       | <IDENTIFIER> 
    *       | Operator() Primaryexpression() 
    *       | <LB> Expression() <RB> 
    */ 
   public void visit(Primaryexpression n) 
    { 
     
     NodeChoice nc=(NodeChoice)n.f0; 
     if(nc.which==0) 
     { 
     NodeToken nt=(NodeToken)nc.choice; 
    
     n.code=n.code+nt.tokenImage; 
      
     } 
     else if(nc.which==1) 
     { 
     NodeToken nt1=(NodeToken)nc.choice; 
   
     n.code=n.code+nt1.tokenImage.toUpperCase();
  
     int k=varbul(nt1.tokenImage.toUpperCase());int x; 
     if(nt1.tokenImage.toUpperCase().equals(id))x=kac[k]-
1;else x=kac[k];id="99999"; 
     n.code=n.code+Integer.toString(x); 
     } 
      else if(nc.which==2) 
     { 
     NodeSequence ns=(NodeSequence)nc.choice; 
     Operator o=(Operator)ns.elementAt(0); 
     o.accept(this); 
     n.code=n.code+o.code; 
     Primaryexpression 
pe=(Primaryexpression)ns.elementAt(1); 
      
     pe.accept(this);n.code=n.code+pe.code; 
     } 
     else if(nc.which==3) 
     { 
     NodeSequence ns1=(NodeSequence)nc.choice;
  
     NodeToken nt2=(NodeToken)ns1.elementAt(0); 
     
     n.code=n.code+nt2.tokenImage; 
      
     Expression e=(Expression)ns1.elementAt(1); 
      
     e.accept(this);n.code=n.code+e.code; 
     NodeToken nt3=(NodeToken)ns1.elementAt(2); 
     
     n.code=n.code+nt3.tokenImage; 
     }  
  
 } 
 
   /** 
    * f0 -> Singledeclaration() 
    * f1 -> ( <SEMICOLON> Singledeclaration() )* 
    */ 
   public void visit(Declaration n)  
   { 
     try 
        {    out2 = new FileOutputStream("part3.txt",true); 
            
             p2= new PrintStream( out2); 
      
      n.f0.accept(this); 
      p2.println(n.f0.code); 
       
      if (n.f1.present()) 
        for(Enumeration 
e=n.f1.elements();e.hasMoreElements();) 
          { 
            NodeSequence 
ns=(NodeSequence) e.nextElement(); 
            Singledeclaration 
sd=(Singledeclaration)ns.elementAt(1);        
                  sd.accept(this); 
                  p2.println(sd.code);} 
                   
          } 
            catch (Exception e) 
               { 
                  System.err.println ("Error writing to file"); 
               }       
   } 
 
   /** 
    * f0 -> <CONST> <IDENTIFIER> <TILDE> Expression() 
    *       | <VAR> <IDENTIFIER> <COLON> Typedenoter() 
    *       | <PROC> <IDENTIFIER> <LB> <RB> <TILDE> 
Singlecommand() 
    */ 
   public void visit(Singledeclaration n) { 
     NodeChoice nc=(NodeChoice)n.f0; 
     if(nc.which==2) 
     { 
     NodeSequence ns=(NodeSequence)nc.choice; 
     NodeToken nt=(NodeToken)ns.elementAt(1); 
     n.code=n.code+'t'+nt.tokenImage+'('; 
     for(int b=0;b<varsay;b++) 
     n.code=n.code+var[b]+'0'+',';  
      
     for(int y=0;y<varsay;y++)kac[y]=0; 
      
     Singlecommand sc=(Singlecommand)ns.elementAt(5); 
     sc.accept(this); 
      
     int ii; 
     for(ii=0;ii<varsay-1;ii++) 
     n.code=n.code+var[ii]+Integer.toString(kac[ii])+','; 
     n.code=n.code+var[ii]+Integer.toString(kac[ii]); 
       
     n.code=n.code+')'+":-"+"\r\n"+sc.code+'.';  
     } 
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     for(int p=0;p<varsay;p++) 
      kac[p]=0; 
     ok=true; 
   } 
 
   /** 
    * f0 -> <IDENTIFIER> 
    */ 
   public void visit(Typedenoter n)  
   { 
      n.f0.accept(this); 
   } 
 
 /** 
    * f0 -> <PLUS> 
    *       | <MINUS> 
    *       | <STAR> 
    *       | <SLASH> 
    *       | <ASSIGN> 
    *       | <GT> 
    *       | <LT> 
    *       | <BSLASH> 
    *       | <NOT> 
    */ 
   public void visit(Operator n)  
   { 
      NodeChoice nc=(NodeChoice)n.f0; 
      if(nc.which==0) 
      {NodeToken nt1=(NodeToken)nc.choice; 
      
      n.code=n.code+nt1.tokenImage; 
      } 
      else if(nc.which==1) 
      {NodeToken nt2=(NodeToken)nc.choice; 
      
        n.code=n.code+nt2.tokenImage; 
      } 
      else if(nc.which==2) 
      {NodeToken nt3=(NodeToken)nc.choice; 
       
        n.code=n.code+nt3.tokenImage; 
      } 
      else if(nc.which==3) 
      {NodeToken nt4=(NodeToken)nc.choice; 
        
        n.code=n.code+nt4.tokenImage; 
      } 
      else if(nc.which==4) 
      {NodeToken nt5=(NodeToken)nc.choice; 
       
        n.code=n.code+nt5.tokenImage; 
      } 
      else if(nc.which==5) 
      {NodeToken nt6=(NodeToken)nc.choice; 
       
        n.code=n.code+nt6.tokenImage; 
      } 
      else if(nc.which==6) 
      {NodeToken nt7=(NodeToken)nc.choice; 
     
       n.code=n.code+nt7.tokenImage; 
      } 
      else if(nc.which==7) 
      {NodeToken nt8=(NodeToken)nc.choice; 
       
        n.code=n.code+nt8.tokenImage; 
      } 
      else if(nc.which==8) 
      {NodeToken nt9=(NodeToken)nc.choice; 
      
        n.code=n.code+nt9.tokenImage; 
      } 
      
   } 
 
} 
 
The visitor “pvar” 
 
package visitor; 
import syntaxtree.*; 
import java.util.*; 
import java.lang.String; 
 
 
public class pvar  extends DepthFirstVisitor  
{ 
  
  
String var[]=new String[100]; 
int varsay=0; 
  
  /** 
    * f0 -> Singlecommand() 
    * f1 -> <EOF> 
    */ 
   public void visit(Program n)  
   { 
      n.f0.accept(this); 
      n.f1.accept(this); 
       
      n.vvarsay=varsay; 
      for(int i=0;i<varsay;i++) 
      n.vvar[i]=((var[i]).toUpperCase()); 
      
   } 
 
   
 
   /** 
    * f0 -> <CONST> <IDENTIFIER> <TILDE> Expression() 
    *       | <VAR> <IDENTIFIER> <COLON> Typedenoter() 
    *       | <PROC> <IDENTIFIER> <LB> <RB> <TILDE> 
Singlecommand() 
    */ 
   public void visit(Singledeclaration n)  
   { 
       n.f0.accept(this); 
       
       NodeChoice nc=(NodeChoice)n.f0; 
      if(nc.which==1){ 
       NodeSequence ns=(NodeSequence)nc.choice; 
       NodeToken nt=(NodeToken)ns.elementAt(1); 
       var[varsay++]=nt.tokenImage; 
       } 
   } 
} 
 
 
The visitor “pe2” 
 
package visitor; 
import syntaxtree.*; 
import java.util.*; 
import java.io.*; 
 
 
public class pe2 extends DepthFirstVisitor { 
  
String Ifler=""; 
boolean noktakoyma=false;  
String var[]=new String[100]; 
int varsay; 
int kac[]=new int[100]; 
int ifsay=0; 
int ifrsay=0; 
FileOutputStream out2;  
PrintStream p2; 
boolean ok=false; 
String id="99999"; 
boolean sonda=true; 
boolean not=false; 
int tempkac[]=new int[100]; 
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int tempkac2[]=new int[100]; 
 
public int varbul(String s) 
  { 
   for(int i=0;i<varsay;i++) 
   { 
     
   if(s.equals(var[i])) 
   { 
    return i; 
   }  
     
   } 
    
 return 1000; 
  } 
   
int max() 
  { 
   int max=-1000; 
   for(int i=0;i<varsay;i++) 
   { 
     
   if(kac[i]>=max) 
   { 
    max=kac[i]; 
   }  
     
   } 
    
   return max; 
    
   } 
    
    String exp(String s,boolean ne) 
   { 
     
   int a=0;char c[]=new 
char[30];c=s.toCharArray();String ret="";String temp=""; 
   
   while(a<s.length()) 
   { 
   if(c[a]=='='&&c[a+1]=='=') 
    { 
    if(ne) 
    {  
    c[a]='.';c[a+1]='=';temp=temp+"."; 
       } 
       else if(!ne) 
       { 
       c[a]='.';c[a+1]='<';temp=temp+">.";  
       } 
        
    for(int i=a+2;i<s.length();i++) 
    temp=temp+c[i]; 
    for(int y=0;y<a+2;y++) 
    ret=ret+c[y]; 
    ret=ret+temp; 
    break;  
    } 
   else if(c[a]=='!'&&c[a+1]=='=')  
         { 
       if(ne) 
    {     
       c[a]='.';c[a+1]='<';temp=temp+">."; 
       } 
        else if(!ne) 
       { 
        c[a]='.';c[a+1]='=';temp=temp+"."; 
       } 
    for(int i=a+2;i<s.length();i++) 
    temp=temp+c[i]; 
    for(int y=0;y<a+2;y++) 
    ret=ret+c[y]; 
    ret=ret+temp; 
    break;  
         } 
    
   else if(c[a]=='<'&&c[a+1]=='=') 
         { 
       if(ne) 
    {     
       c[a]='.';c[a+1]='=';temp=temp+"<."; 
       } 
        else if(!ne) 
       { 
        c[a]='.';c[a+1]='>';temp=temp+"."; 
       } 
    for(int i=a+2;i<s.length();i++) 
    temp=temp+c[i]; 
    for(int y=0;y<a+2;y++) 
    ret=ret+c[y]; 
    ret=ret+temp; 
    break;  
         } 
   else if(c[a]=='>'&&c[a+1]=='=') 
         { 
       if(ne) 
    {     
       c[a]='.';c[a+1]='>';temp=temp+"=."; 
       } 
        else if(!ne) 
       { 
        c[a]='.';c[a+1]='<';temp=temp+"."; 
       } 
    for(int i=a+2;i<s.length();i++) 
    temp=temp+c[i]; 
    for(int y=0;y<a+2;y++) 
    ret=ret+c[y]; 
    ret=ret+temp; 
    break;  
         } 
    else if(c[a]=='<') 
   { 
    if(ne) 
    { 
     c[a]='.';temp=temp+"<.";  
    } 
    else if(!ne) 
       { 
        c[a]='.';temp=temp+">=."; 
       } 
        for(int i=a+1;i<s.length();i++) 
    temp=temp+c[i]; 
    for(int y=0;y<a+1;y++) 
    ret=ret+c[y]; 
    ret=ret+temp; 
    break;  
   }   
    
    else if(c[a]=='>') 
   { 
    if(ne) 
    { 
     c[a]='.';temp=temp+">.";  
    } 
    else if(!ne) 
       { 
        c[a]='.';temp=temp+"=<."; 
       } 
        for(int i=a+1;i<s.length();i++) 
    temp=temp+c[i]; 
    for(int y=0;y<a+1;y++) 
    ret=ret+c[y]; 
    ret=ret+temp; 
    break;  
   }   
    
    a++; 
   } 
     
  return ret;   
   } 
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   /** 
    * f0 -> Singlecommand() 
    * f1 -> <EOF> 
    */ 
   public void visit(Program n)  
{   
      varsay=n.vvarsay; 
      for(int p=0;p<varsay;p++) 
      kac[p]=0; 
      
      for(int h=0;h<varsay;h++) 
      var[h]=n.vvar[h]; 
       n.which="e"; 
      n.f0.accept(this); 
      n.f1.accept(this); 
      if(ok) 
      {    
       
      
           
          n.ecode=n.ecode+"emain"+'('; 
          int b; 
          for(b=0;b<varsay-1;b++) 
          n.ecode=n.ecode+var[b]+'0'+',';  
          n.ecode=n.ecode+var[b]+'0';      
          n.ecode=n.ecode+')'+":-
"+"\r\n"+n.f0.ecode+"\r\n"+Ifler; 
      
          p2.println(n.ecode);  
       
      } 
} 
 
 
int tutkac[]=new int[100]; 
 
   /** 
    * f0 -> Singlecommand() 
    * f1 -> ( <SEMICOLON> Singlecommand() )* 
    */ 
     
   String y="";String tut=""; 
    
   public void visit(Command n)  
   {    ifsay=ifsay+1; 
        n.ecode=n.ecode+"if"+Integer.toString(ifsay)+'('; 
        int f; 
        for(f=0;f<varsay-1;f++) 
 n.ecode=n.ecode+var[f]+Integer.toString(kac[f])+
',';  
        n.ecode=n.ecode+var[f]+Integer.toString(kac[f]);
  
        n.ecode=n.ecode+')'+'.'+"\r\n"; 
        
        for(int g=0;g<varsay;g++)tempkac2[g]=kac[g]; 
        
        n.f0.ecode=""; 
        n.f0.which="e"; 
        n.f0.accept(this); 
        String ilke=n.f0.ecode; 
         
        n.f0.ecode=""; 
        n.f0.which="t"; 
         
        for(int gg=0;gg<varsay;gg++)kac[gg]=tempkac2[gg]; 
         
        n.f0.accept(this); 
        String ilkt=n.f0.ecode; 
         
        for(int kk=0;kk<varsay;kk++)tutkac[kk]=kac[kk]; 
        for(int gg=0;gg<varsay;gg++)kac[gg]=0; 
 
        n.ecode=n.ecode+"if"+Integer.toString(ifsay)+'('; 
        int fa; 
        for(fa=0;fa<varsay-1;fa++) 
       
 n.ecode=n.ecode+var[fa]+Integer.toString(kac[fa
])+',';  
       
 n.ecode=n.ecode+var[fa]+Integer.toString(kac[fa
]);  
        n.ecode=n.ecode+')'+":-"+"\r\n"; 
 
        n.ecode=n.ecode+ilke; 
         
        String tli=ilkt; 
         
        if(!not) 
      {              
             
        if (n.f1.present()){ tut=""; 
        for(Enumeration 
e=n.f1.elements();e.hasMoreElements();) 
     {  
        for(int 
fw=0;fw<varsay;fw++)kac[fw]=0; 
       
        
tut=tut+"\r\n"+"if"+Integer.toString(ifsay)+'('; 
                      int a; 
                      for(a=0;a<varsay-1;a++) 
                      
tut=tut+var[a]+Integer.toString(kac[a])+',';  
                      tut=tut+var[a]+Integer.toString(kac[a]);
  
                      tut=tut+')'+":-"+"\r\n"; 
          
            
                      tut=tut+tli+','+"\r\n"; 
           
           
        NodeSequence 
ns=(NodeSequence) e.nextElement(); 
        Singlecommand 
sd=(Singlecommand)ns.elementAt(1);      
         
        for(int 
hy=0;hy<varsay;hy++)kac[hy]=tutkac[hy]; 
        sd.which="e"; 
                      sd.accept(this); 
                   
                      tut=tut+sd.ecode; 
                  
                      n.ecode=n.ecode+tut; 
                      if(e.hasMoreElements()){ 
                      tut=""; 
  
                   
                  for(int 
hy1=0;hy1<varsay;hy1++)kac[hy1]=tutkac[hy1]; 
                      sd.ecode=""; 
                      sd.which="t"; 
                      sd.accept(this); 
                  for(int 
hy2=0;hy2<varsay;hy2++)tutkac[hy2]=kac[hy2]; 
                      tli=tli+','+"\r\n"+sd.ecode;  
                      } 
             } 
            
      } }      
   } 
 
    
   /** 
    * f0 -> Assign() 
    *       | IF() 
    *       | WHILE() 
    *       | LET() 
    *       | BEGIN() 
    *       | ASSERT() 
    *       | Skip() 
    */ 
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   public void visit(Singlecommand n) 
  {     
      NodeChoice nc=(NodeChoice)n.f0; 
      if(nc.which==0){not=false; 
      Assign a=(Assign)nc.choice; 
      a.which=n.which; 
      a.accept(this); 
       
      n.ecode=a.ecode; 
   } 
     
    else if(nc.which==1) 
    { 
      IF i=(IF)nc.choice;not=false; 
      i.which=n.which; 
      i.accept(this); 
     
      n.ecode=i.ecode; 
    } 
     
    else if(nc.which==2) 
    { 
      WHILE iw=(WHILE)nc.choice;not=false; 
      iw.which=n.which; 
      iw.accept(this); 
     
     
      n.ecode=iw.ecode; 
    } 
    else if(nc.which==3) 
    { 
      LET il=(LET)nc.choice;not=false; 
      //il.which=n.which; 
      il.which="e";        
      il.accept(this); 
     
      n.ecode=il.ecode; 
    } 
   else if(nc.which==4) 
    { 
      BEGIN ib=(BEGIN)nc.choice;not=false; 
      ib.which=n.which; 
      ib.accept(this); 
     
       n.ecode=ib.ecode; 
    } 
    else if(nc.which==5) 
    { 
      ASSERT ia=(ASSERT)nc.choice;not=false; 
      ia.which=n.which; 
      ia.accept(this); 
     
      n.ecode=ia.ecode; 
    } 
    else if(nc.which==6) 
    { 
      Skip is=(Skip)nc.choice; 
      is.which=n.which; 
      is.accept(this);not=false; 
     
      n.ecode=is.ecode; 
    } 
      
   } 
 
   /** 
    * f0 -> <Skip> 
    */ 
   public void visit(Skip n) { 
     
      n.f0.accept(this); 
 //     if(n.which=="t") 
 //  { 
//      n.ecode="fail"; 
 //     for(int t=0;t<varsay;t++) 
  //    kac[t]=kac[t]+1;  
 //  } 
      if(n.which=="e") 
   { 
     n.ecode="fail."; 
   } 
                              } 
 
   /** 
    * f0 -> <IDENTIFIER> 
    * f1 -> ( <ATA> Expression() | <LB> ( Expression() )? 
<RB> ) 
    */ 
   public void visit(Assign n)  
   { 
      
     int b=0; 
      
     NodeToken nt=(NodeToken)n.f0;      
     NodeChoice nc=(NodeChoice)n.f1; 
      
     if(nc.which == 0){ 
      if(n.which=="t"){ 
      
     n.ecode=nt.tokenImage.toUpperCase(); 
     int k=varbul(nt.tokenImage.toUpperCase()); 
     id=nt.tokenImage.toUpperCase(); 
     kac[k]=kac[k]+1; 
     n.ecode=n.ecode+Integer.toString(kac[k]); 
     n.ecode=n.ecode+".=."; 
      
     NodeSequence ns=(NodeSequence)nc.choice; 
     Expression e=(Expression)ns.elementAt(1); 
      
      
     e.accept(this); 
     n.ecode=n.ecode+e.ecode; 
     } 
      
        else if(n.which=="e") 
        n.ecode="fail."; 
     } 
     else if(nc.which==1) 
     { 
      
     NodeSequence ns1=(NodeSequence)nc.choice; 
     
     NodeOptional no=(NodeOptional)ns1.elementAt(1); 
     if(no.present()) 
     { 
      if(n.which=="t") 
        { 
         
      n.ecode=nt.tokenImage.toUpperCase(); 
      int kk=varbul(nt.tokenImage.toUpperCase()); 
        kac[kk]=kac[kk]+1;  
      n.ecode=n.ecode+Integer.toString(kac[kk]); 
        n.ecode=n.ecode+".=.";  
        NodeToken nt1=(NodeToken)ns1.elementAt(0); 
        
      Expression e1=(Expression)no.node; 
      
        e1.accept(this); 
      
        n.ecode=n.ecode+nt1.tokenImage; 
        n.ecode=n.ecode+e1.ecode; 
        NodeToken nt2=(NodeToken)ns1.elementAt(2); 
        n.ecode=n.ecode+nt2.tokenImage; 
       } 
       else if(n.which=="e") n.ecode="fail."; 
      
     } 
    else { 
     
        
         if(n.which=="e"){  
        
        n.ecode='e'+nt.tokenImage+'('; 
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      if(varsay>0){ 
      int is; 
      for(is=0;is<varsay-1;is++)     
 n.ecode=n.ecode+var[is]+Integer.toString(kac[is]
)+',';        
        n.ecode=n.ecode+var[is]+Integer.toString(kac[is]); 
      } 
        n.ecode=n.ecode+')'+"."+"\r\n";} 
         
        else if(n.which=="t"){       
        
        n.ecode='t'+nt.tokenImage+'('; 
      if(varsay>0){ 
       b=max(); 
      for(int i=0;i<varsay;i++)      
     
 n.ecode=n.ecode+var[i]+Integer.toString(kac[i])+'
,'; int ii; 
        for(ii=0;ii<varsay-1;ii++)      
     
 n.ecode=n.ecode+var[ii]+Integer.toString(b+1)+','
; 
      n.ecode=n.ecode+var[ii]+Integer.toString(b+1); 
      }       
      n.ecode=n.ecode+')';} 
      for(int y=0;y<varsay;y++)kac[y]=b+1; 
        } 
      } 
     } 
 
   /** 
    * f0 -> <IF> 
    * f1 -> ( Expression() )? 
    * f2 -> <THEN> 
    * f3 -> Singlecommand() 
    * f4 -> <ELSE> 
    * f5 -> Singlecommand() 
    */ 
   public void visit(IF n)  
   { 
       
     Singlecommand sc3=(Singlecommand)n.f3; 
     Singlecommand sc5=(Singlecommand)n.f5; 
     NodeOptional no=(NodeOptional)n.f1; 
     ifrsay=ifrsay+1; 
     if(no.present()) 
     {   
      
        String deg="(";int f; 
        for(f=0;f<varsay-1;f++) 
        deg=deg+var[f]+Integer.toString(kac[f])+',';
  
        deg=deg+var[f]+Integer.toString(kac[f]);  
        deg=deg+')';  
      Expression e=(Expression)no.node; 
      e.ecode=""; 
        e.accept(this); 
         
        String v=e.ecode; 
        sc3.which=n.which; 
        noktakoyma=true; 
        sc3.accept(this); 
        sc5.which=n.which; 
         noktakoyma=true; 
       sc5.accept(this); 
      
      
    if(n.which=="e"){ 
       
     
        n.ecode="ifr"+Integer.toString(ifrsay);    
     n.ecode=n.ecode+deg+'.'; 
     
Ifler=Ifler+"\r\n"+"\r\n"+"ifr"+Integer.toString(ifrsay)+deg+":-
"+"\r\n"+exp(v,true)+',' +"\r\n"; 
  
     Ifler=Ifler+sc3.ecode; 
           
        
Ifler=Ifler+"\r\n"+"\r\n"+"ifr"+Integer.toString(ifrsay)+deg+":-
"+"\r\n"+exp(v,false)+',' +"\r\n"; 
  
     Ifler=Ifler+sc5.ecode; 
      
    } 
    else if(n.which=="t")  { 
     
      
        n.ecode="ifr"+Integer.toString(ifrsay);    
     n.ecode=n.ecode+deg; 
     
Ifler=Ifler+"\r\n"+"\r\n"+"ifr"+Integer.toString(ifrsay)+deg+":-
"+"\r\n"+exp(v,true)+',' +"\r\n"; 
  
     Ifler=Ifler+sc3.ecode+"."; 
           
        
Ifler=Ifler+"\r\n"+"\r\n"+"ifr"+Integer.toString(ifrsay)+deg+":-
"+"\r\n"+exp(v,false)+',' +"\r\n"; 
  
     Ifler=Ifler+sc5.ecode+".";  
    
      
    }  
      
  
    } 
    
    else { int f; 
     String deg="("; 
        for(f=0;f<varsay-1;f++) 
        deg=deg+var[f]+Integer.toString(kac[f])+',';
  
        deg=deg+var[f]+Integer.toString(kac[f]);  
        deg=deg+')'; 
        sc3.which=n.which; 
         noktakoyma=true; 
        sc3.accept(this); 
        sc5.which=n.which; 
         noktakoyma=true; 
       sc5.accept(this); 
      if(n.which=="t"){  
        
     n.ecode="ifr"+Integer.toString(ifrsay);    
     n.ecode=n.ecode+deg; 
Ifler=Ifler+"\r\n"+"\r\n"+"ifr"+Integer.toString(ifrsay)+deg+":-
"+"\r\n"; 
  
     Ifler=Ifler+sc3.ecode+"."; 
           
        
Ifler=Ifler+"\r\n"+"\r\n"+"ifr"+Integer.toString(ifrsay)+deg+":-
" +"\r\n"; 
  
     Ifler=Ifler+sc5.ecode+".";  
      
      } 
       else if(n.which=="e"){ 
         
     
        n.ecode="ifr"+Integer.toString(ifrsay);    
     n.ecode=n.ecode+deg+'.'; 
     
Ifler=Ifler+"\r\n"+"\r\n"+"ifr"+Integer.toString(ifrsay)+deg+":-
" +"\r\n"; 
  
     Ifler=Ifler+sc3.ecode; 
           
        
Ifler=Ifler+"\r\n"+"\r\n"+"ifr"+Integer.toString(ifrsay)+deg+":-
" +"\r\n"; 
  
     Ifler=Ifler+sc5.ecode;  
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       }  
} 
   } 
 
   /** 
    * f0 -> <WHILE> 
    * f1 -> Expression() 
    * f2 -> <DO> 
    * f3 -> Singlecommand() 
    */ 
   public void visit(WHILE n)  
   { 
      n.f0.accept(this); 
      n.f1.accept(this); 
      n.f2.accept(this); 
      n.f3.accept(this); 
   } 
   /** 
    * f0 -> <LET> 
    * f1 -> Declaration() 
    * f2 -> <IN> 
    * f3 -> Singlecommand() 
    */ 
   public void visit(LET n)  
   { 
    n.f3.which=n.which; 
    n.f1.which=n.which; 
      n.f0.accept(this); 
      n.f1.accept(this); 
      n.f2.accept(this); 
      n.f3.accept(this); 
      n.ecode=n.f3.ecode; 
   } 
   /** 
    * f0 -> <BEGIN> 
    * f1 -> Command() 
    * f2 -> <END> 
    */ 
   public void visit(BEGIN n)  
   { 
    n.f1.which=n.which; 
      n.f0.accept(this); 
      n.f1.accept(this); 
      n.f2.accept(this); 
      n.ecode=n.f1.ecode; 
   } 
 
    /** 
    * f0 -> <ASSERT> 
    * f1 -> <IDENTIFIER> 
    * f2 -> ( <ASSIGN> | <LT> | <GT> | <LE> | <GE> ) 
    * f3 -> Expression() 
    */ 
   public void visit(ASSERT n)  
   { 
    String nokta="."; 
    if(noktakoyma==true){ 
    nokta="";noktakoyma=false; 
   } 
   else if(noktakoyma==false)nokta="."; 
     
    not=true; 
    Expression e=(Expression)n.f3; 
    e.accept(this); 
    NodeToken nt1=(NodeToken)n.f1; 
    NodeChoice nch=(NodeChoice)n.f2; 
    if(n.which=="e"){ 
    if(nch.which==0) 
    
n.ecode=nt1.tokenImage.toUpperCase()+Integer.toString(k
ac[varbul(nt1.tokenImage.toUpperCase())])+".<>."+e.ecod
e+nokta; 
    if(nch.which==1) 
    
n.ecode=nt1.tokenImage.toUpperCase()+Integer.toString(k
ac[varbul(nt1.tokenImage.toUpperCase())])+".>=."+e.ecod
e+nokta; 
    if(nch.which==2) 
    
n.ecode=nt1.tokenImage.toUpperCase()+Integer.toString(k
ac[varbul(nt1.tokenImage.toUpperCase())])+".=<."+e.ecod
e+nokta; 
    if(nch.which==3) 
    
n.ecode=nt1.tokenImage.toUpperCase()+Integer.toString(k
ac[varbul(nt1.tokenImage.toUpperCase())])+".>."+e.ecode
+nokta; 
    if(nch.which==4) 
    
n.ecode=nt1.tokenImage.toUpperCase()+Integer.toString(k
ac[varbul(nt1.tokenImage.toUpperCase())])+".<."+e.ecode
+nokta; 
   } 
  else if(n.which=="t") 
  { 
   n.ecode="fail"; 
  } 
   } 
 
   /** 
    * f0 -> Primaryexpression() 
    * f1 -> ( Operator() Primaryexpression() )* 
    */ 
   public void visit(Expression n)  
   { 
            Primaryexpression pe=(Primaryexpression)n.f0;              
             pe.accept(this);n.ecode=pe.ecode; 
                  if (n.f1.present()) 
 for(Enumeration e=n.f1.elements();e.hasMoreElements();) 
    { 
NodeSequence ns=(NodeSequence) e.nextElement(); 
Operator o=(Operator)ns.elementAt(0); 
o.accept(this); 
n.ecode=n.ecode+o.ecode; 
Primaryexpression 
pe2=(Primaryexpression)ns.elementAt(1); 
pe2.accept(this); 
n.ecode=n.ecode+pe2.ecode; 
     } 
   } 
   /** 
    * f0 -> <INTEGER> 
    *       | <IDENTIFIER> 
    *       | Operator() Primaryexpression() 
    *       | <LB> Expression() <RB> 
    */ 
   public void visit(Primaryexpression n)  
   { 
       
     NodeChoice nc=(NodeChoice)n.f0; 
     if(nc.which==0) 
     { 
     NodeToken nt=(NodeToken)nc.choice; 
      
     n.ecode=nt.tokenImage; 
      
     } 
     else if(nc.which==1) 
     { 
     NodeToken nt1=(NodeToken)nc.choice; 
      
     n.ecode=nt1.tokenImage.toUpperCase();  
     int k=varbul(nt1.tokenImage.toUpperCase());int x; 
     if(nt1.tokenImage.toUpperCase().equals(id))x=kac[k]-
1;else x=kac[k];id="99999"; 
     n.ecode=n.ecode+Integer.toString(x); 
     } 
      else if(nc.which==2) 
     { 
     NodeSequence ns=(NodeSequence)nc.choice; 
     Operator o=(Operator)ns.elementAt(0); 
     o.accept(this); 
     n.ecode=o.ecode; 
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     Primaryexpression 
pe=(Primaryexpression)ns.elementAt(1); 
      
     pe.accept(this);n.ecode=n.ecode+pe.ecode; 
     } 
     else if(nc.which==3) 
     { 
     NodeSequence ns1=(NodeSequence)nc.choice;
  
     NodeToken nt2=(NodeToken)ns1.elementAt(0); 
      
     n.ecode=nt2.tokenImage; 
      
     Expression e=(Expression)ns1.elementAt(1); 
      
     e.accept(this);n.ecode=n.ecode+e.ecode; 
     NodeToken nt3=(NodeToken)ns1.elementAt(2); 
      
     n.ecode=n.ecode+nt3.tokenImage; 
     }  
       
   } 
 
   /** 
    * f0 -> Singledeclaration() 
    * f1 -> ( <SEMICOLON> Singledeclaration() )* 
    */ 
   public void visit(Declaration n)  
   { 
     try 
        {    out2 = new FileOutputStream("part3.txt",true); 
            
             p2= new PrintStream( out2); 
     n.f0.which=n.which; 
      n.f0.accept(this); 
      p2.println(n.f0.ecode); 
       
      if (n.f1.present()) 
for(Enumeration e=n.f1.elements();e.hasMoreElements();) 
       { 
  NodeSequence ns=(NodeSequence) e.nextElement(); 
 Singledeclaration sd=(Singledeclaration)ns.elementAt(1);      
 sd.which=n.which;   
 sd.accept(this); 
 p2.println(sd.ecode); 
         } 
                   
          } 
            catch (Exception e) 
               { 
                  System.err.println ("Error writing to file"); 
               }       
   } 
 
   /** 
    * f0 -> <CONST> <IDENTIFIER> <TILDE> Expression() 
    *       | <VAR> <IDENTIFIER> <COLON> Typedenoter() 
    *       | <PROC> <IDENTIFIER> <LB> <RB> <TILDE> 
Singlecommand() 
    */ 
   public void visit(Singledeclaration n)  
   { 
      NodeChoice nc=(NodeChoice)n.f0; 
     if(nc.which==2) 
     { 
     NodeSequence ns=(NodeSequence)nc.choice; 
     NodeToken nt=(NodeToken)ns.elementAt(1); 
     n.ecode=n.ecode+'e'+nt.tokenImage+'('; 
     int b; 
     for( b=0;b<varsay-1;b++) 
     n.ecode=n.ecode+var[b]+'0'+',';  
     n.ecode=n.ecode+var[b]+'0'; 
     for(int y=0;y<varsay;y++)kac[y]=0; 
      
     Singlecommand sc=(Singlecommand)ns.elementAt(5); 
     sc.which=n.which; 
     sc.accept(this); 
     n.ecode=n.ecode+')'+":-"+"\r\n"+sc.ecode;  
     } 
     for(int p=0;p<varsay;p++) 
      kac[p]=0; 
      
     ok=true; 
   } 
 
   /** 
    * f0 -> <IDENTIFIER> 
    */ 
   public void visit(Typedenoter n)  
   { 
      n.f0.accept(this); 
   } 
 
   /** 
    * f0 -> <PLUS> 
    *       | <MINUS> 
    *       | <STAR> 
    *       | <SLASH> 
    *       | <ASSIGN> 
    *       | <GT> 
    *       | <LT> 
    *       | <BSLASH> 
    *       | <NOT> 
    */ 
    
public void visit(Operator n)  
   { 
      NodeChoice nc=(NodeChoice)n.f0; 
      if(nc.which==0) 
      { NodeToken nt1=(NodeToken)nc.choice; 
       
      n.ecode=nt1.tokenImage; 
      } 
      else if(nc.which==1) 
      { NodeToken nt2=(NodeToken)nc.choice; 
        n.ecode=nt2.tokenImage; 
      } 
      else if(nc.which==2) 
      { NodeToken nt3=(NodeToken)nc.choice; 
        n.ecode=nt3.tokenImage; 
      } 
      else if(nc.which==3) 
      { NodeToken nt4=(NodeToken)nc.choice; 
        n.ecode=nt4.tokenImage; 
      } 
      else if(nc.which==4) 
      { NodeToken nt5=(NodeToken)nc.choice; 
        n.ecode=nt5.tokenImage; 
      } 
      else if(nc.which==5) 
      { NodeToken nt6=(NodeToken)nc.choice; 
        n.ecode=nt6.tokenImage; 
      } 
      else if(nc.which==6) 
      { NodeToken nt7=(NodeToken)nc.choice; 
       n.ecode=nt7.tokenImage; 
      } 
      else if(nc.which==7) 
      { NodeToken nt8=(NodeToken)nc.choice; 
        n.ecode=nt8.tokenImage; 
      } 
      else if(nc.which==8) 
      { NodeToken nt9=(NodeToken)nc.choice; 
        n.ecode=nt9.tokenImage; 
      } 
   } 
} 
