Android-pohjainen työnohjausjärjestelmä by Skand, Jesper
  
Jesper Skand 
Android-pohjainen työnohjausjärjestelmä 
Metropolia Ammattikorkeakoulu 
Insinööri (AMK) 
Tietotekniikka 
Insinöörityö 
2.3.2016 
 Tiivistelmä 
  
Tekijä(t) 
Otsikko 
 
Sivumäärä 
Aika 
Jesper Skand 
Android-pohjainen työnohjausjärjestelmä 
 
42 sivua 
2.3.2016 
Tutkinto Insinööri (AMK) 
Koulutusohjelma Tietotekniikka 
Suuntautumisvaihtoehto Ohjelmistotuotanto 
Ohjaaja(t) 
 
Lehtori Juha Kämäri 
 
Insinöörityön tarkoituksena oli kehittää yritykselle työnohjausjärjestelmä, joka toteu-
tettiin sekä sovelluksena Android-alustalle, että verkkosivuina, joiden avulla hallitaan 
Avainkeskus Oy:n päivittäisiä työtehtäviä. Tavoitteena oli helpottaa ja selkeyttää yri-
tyksen työntilausten hallintaa ja edistää tiedonkulkua. 
 
 
KeikkaApp-sovellus näyttää kaikki tekemättömät, tehdyt ja henkilökohtaiset työteh-
tävät reaaliajassa. Sovelluksella voidaan tarkastella työtehtäviä kalenterimuodossa, 
lisätä uusia työtehtäviä ja suorittaa työajanseurantaa.  
 
 
Yksi tärkeimmistä ominaisuuksista on push-ilmoitus, joka lähetetään sovelluksen 
käyttäjille uuden työtehtävän lisäyksen jälkeen. Ilmoitus informoi käyttäjiä uudesta 
työtehtävästä, ja toimii samalla pikakuvakkeena työtehtävän yksityiskohtaiseen nä-
kymään. 
 
 
Sovellus ja verkkosivut ovat yrityksellä päivittäisessä käytössä. 
Avainsanat android, työtehtävä, sovellus, ilmoitus 
 Abstract 
  
Author(s) 
Title 
 
Number of Pages 
Date 
Jesper Skand 
Android Based System for Job Task Management 
 
42 pages 
2 March 2016 
Degree Bachelor of Engineering 
Degree Programme Information Technology 
Specialisation option Software Engineering 
Instructor(s) 
 
Juha Kämäri, Principal Lecturer 
 
The aim of this thesis was to develop an application for the Android platform as well 
as a webpage for managing job tasks at Avainkeskus. 
 
 
KeikkaApp displays job tasks that are not done, underway or done and tasks as-
signed to specific employees. It also enables the employees to view job tasks in a 
calendar view, create new job tasks and perform work time tracking. 
 
 
One of the most important features of the application is push notifications that are 
sent to the KeikkaApp users when a new job task is created. The notification informs 
the users of the new task, and also acts as a shortcut to see a detailed view of the 
newly created job task. 
 
 
The application is used on a daily basis and will be further developed for new fea-
tures. 
 
Keywords android, task, application, notification 
 
   
Sisällys 
Lyhenteet 
1 Johdanto 1 
2 Järjestelmän yleiskuvaus 2 
2.1 Järjestelmän idean syntyminen 2 
2.2 Asiakkaan toiminta sovellukseen liittyen 3 
2.3 Käyttäjätarinat 3 
2.4 Käyttötapaukset 4 
2.5 Järjestelmän sopivuus 5 
2.6 Järjestelmän toiminta yleisellä tasolla 5 
3 Tietokanta 7 
3.1 Tietokantataulu 1: tyotilaus 7 
3.2 Tietokantataulu 2: autentikointi 8 
3.3 Tietokantataulu 3: gcmusers 8 
4 REST 9 
4.1 Autentikointi 10 
4.2 Käyttäjän datan tarkistaminen 11 
4.3 Tietokantaoperaatiot sovelluslogiikassa 12 
5 Android 14 
5.1 Yleistä sovelluksesta 14 
5.2 Kehitysympäristö 15 
5.3 Android Studio 15 
5.4 Gradle 17 
5.5 Kehityksen lähtökohdat 18 
6 Toteutus 20 
6.1 Ulkoasu 20 
6.2 Lisäkirjastot 21 
6.3 Sovelluksen käyttöliittymä 22 
6.4 Rekisteröityminen 22 
6.4.1 Navigointi 23 
6.4.2 Työtehtävät tai ”keikat” 24 
   
6.4.3 Lisätiedot 26 
6.4.4 Kalenteri 27 
6.4.5 Uuden työtehtävän luonti 27 
6.5 Testaus 30 
6.5.1 Ongelmatilanteita ja ratkaisuja 31 
6.5.2 Testaus 31 
6.6 Tekninen toteutus 32 
6.6.1 Käyttöliittymän toteutus 32 
6.6.2 Työajan seuranta 33 
6.6.3 Datan hakeminen palvelimelta 33 
6.6.4 Milloin dataa tulisi hakea 35 
7 Selainpohjainen käyttöliittymä 35 
8 Googlen GCM 36 
8.1 Yleistä 36 
8.2 GCM tietoturva Android-alustoilla 39 
9 Yhteenveto ja jatkokehitys 40 
Lähteet 41 
 
  
   
Lyhenteet 
App Application. Tietokone-, älypuhelin- tai tablettisovellus. 
 
Java  Sun Microsystemsin luoma olio-ohjelmointikieli. 
 
REST Representational State Transfer on HTTP-protokollaan perustuva arkkiteh-
tuurimalli ohjelmointirajapintojen toteuttamiseen. 
 
GCM Google Cloud Messaging. Googlen kehittämä mobiilipalvelu, jonka avulla 
kehittäjät voivat lähettää ilmoitusdataa tai tietoa kehittäjän ylläpitämästä 
palvelimesta Android-sovelluksiin sekä sovelluksiin tai laajennuksiin jotka 
on kehitetty Google Chrome -selaimelle. 
 
API  Application Programming Interface, eli ohjelmointirajapinta on kokoelma 
valmiita metodeja, jonka mukaan eri ohjelmat voivat tehdä pyyntöjä ja vaih-
taa tietoja keskenään. 
 
APK  Android package, eli tiedostomuoto jota käytetään Android-sovellusten 
asentamiseen ja jakamiseen.  
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1 Johdanto 
Älypuhelimilla ja tableteilla voidaan helpottaa yrityksen toimintaa eri sovelluksilla, jos ne 
on tehty huolella. Työntekijät voidaan pitää ajan tasalla kaikista työtehtävistä useilla eri 
menetelmillä, jotta työnteko sujuisi helpommin. Toimivalla työnohjausjärjestelmällä voi 
olla iso vaikutus yrityksen liiketoimintaan sekä työntekijöiden jokapäiväiseen työntekoon. 
KeikkaApp on Android-sovellus, jolla yrityksen työntekijät pystyvät tarkastelemaan ja li-
säämään työtehtäviä. Se näyttää tietoa reaaliajassa, ja sovelluksen kaikki toiminnot on 
räätälöity yrityksen tarpeiden mukaan. Sovelluksen rinnalle on kehitetty myös verkkosi-
vut, jotka toimivat samojen toimintojen perusteella kuin KeikkaApp. Näin ollen toimisto-
työntekijät voivat helposti käyttää isompaa näyttöä, kun he hallinnoivat työtehtäviä tieto-
koneilla. 
Opinnäytetyön tarkoituksena oli kehittää sovellus Android-alustalle sekä verkkosivut, joi-
den avulla hallitaan Avainkeskus Oy:n työtehtävien tilannetta. Työntekijöiden työnteko 
helpottuu merkittävästi, kun he pystyvät työnohjausjärjestelmän avulla tarkistamaan 
mitkä työtehtävät ovat tekemättä, työn alla ja tehty. Näin organisaatioon saadaan pa-
rempi järjestys, joka taas edesauttaa yrityksen liiketoimintaa. 
Tässä työssä käydään ensin läpi työnohjausjärjestelmän eri osat ja teknologiat, joita se 
käyttää, jonka jälkeen esitellään Android-ohjelmiston rakenne. Lopuksi arvioidaan tuote-
tun sovelluksen onnistuneisuutta ja tehdään yhteenveto. 
Työn tuloksena syntyi käyttäjäystävällinen ja monipuolinen sovellus, jolla voi helposti ja 
nopeasti tarkastella työtehtäviä. Sovellusta testattiin yhdellä koekäyttäjällä, joka toimi sa-
malla yrityksen yhteyshenkilönä ohjelmoijaan. Testaaja antoi jatkuvasti palautetta sekä 
esitti uusia toimintoja sovellukselle. 
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2 Järjestelmän yleiskuvaus 
2.1 Järjestelmän idean syntyminen 
Asiakkaan toiminta koostuu useimmiten keikkaluonteisesta työstä. Keikat ovat usein 
suhteellisen nopeita ja voivat joskus olla erittäin monipuolisia. Yrityksellä on useita työn-
tekijöitä, joten myös keikkoja on useita joka päivä. Niiden seuraaminen ja tehdyksi merk-
kaaminen on ollut työlästä. 
Mitään ohjausjärjestelmää ei ollut käytössä, vaan asiakas kirjoitti keikat yleensä paperille 
tai tieto keikoista oli työntekijöiden muistin varassa. Joskus keikka unohdettiin merkitä 
paperille tai sitä ei muistettu kertoa eteenpäin. Myös yhteentörmäyksiä sattui välillä: kaksi 
eri työntekijää olivat samaan aikaa menossa samalle keikalle. Tästä aiheutui yritykselle 
työtuntien menetystä sekä ärtymystä työntekijöiden välillä.  Asiakkaalla oli ollut jonkin 
aikaa idea työnohjausjärjestelmästä, mutta tekniikka ja kokonaisuus olivat vielä iso ky-
symysmerkki. 
Ensimmäinen idea järjestelmästä oli suhteellisen yksinkertainen: haluttiin jonkinlainen 
reaaliaikainen lista, jota työntekijät pystyisivät seuraamaan ja mihin he pystyisivät mer-
kitsemään tekemiään keikkoja. Siihen haluttiin myös mahdollisuus pystyä luomaan hel-
posti uusia keikkoja. Haluttiin myös toiminto, jossa aina kun joku tekee uuden keikan, 
niin kaikki saisivat ilmoituksen tästä. Näin ollen voidaan helpommin suunnitella päivän 
työt. 
Ajan myötä järjestelmään haluttiin koko ajan uusia ominaisuuksia, ja se on kehittynyt 
melko monipuoliseksi. Sovellukseen tulee edelleen uusia ominaisuuksia.  
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2.2 Asiakkaan toiminta sovellukseen liittyen 
Yrityksen toiminta koostuu usein nopeista työtehtävistä (keikoista): mennään kohtee-
seen ja suoritetaan vaadittu toimenpide. Keikat kestävät usein enimmäkseen kahdesta 
tunnista kolmeen tuntiin.  
Aina kun yritys saa uuden keikan hoidettavakseen, se lisätään työnohjausjärjestelmään. 
Keikan osoite, ajankohta sekä työn tekijä ovat pakollisia tietoja, jotka vähintään täytyy 
lisätä työnohjausjärjestelmään. Vaihtoehtoisia tietoja ovat mm. lisätietoja sekä keikan tila 
(ei aloitettu, aloitettu, tehty), joka on oletuksena aina ”ei aloitettu”. 
Työntekijä voi varata keikan itselleen sovelluksesta. Kun työ on tehty, työntekijä kuittaa 
sen pois listalta. Myös toimistolla on näin ollen koko ajan reaaliaikainen lista tekemättö-
mistä töistä käytössä. 
2.3 Käyttäjätarinat 
Tässä luvussa esitellään Android-sovelluksen käyttäjätarinoita, jotka ovat lauseella esi-
tettyjä kuvauksia sovelluksen vuorovaikutuksesta käyttäjän kanssa. Käyttäjätarinan tar-
koitus on selkeyttää sovelluksen määrittelyvaiheessa sovelluksen toimintaa esittämällä 
helposti ja selkeästi yhdellä lauseella käyttäjän tyyppi, haluttu toiminto sekä toiminnon 
syy. Esim. “Toimistotyöntekijänä haluan lisätä keikan, jotta lukkoseppä voi tarkastella 
keikkalistaa ja ottaa työn itselleen”. Sovelluksen käyttäjätarinat sekä tarinoiden onnistu-
misen edellytykset ovat seuraavat: 
 ”Uutena käyttäjänä, haluan luoda itselleni käyttäjätunnuksen, jotta voin käyttää 
Android-sovellusta keikkojen tarkistamiseen”. / Vaatimuksena asennettu sovel-
lus. 
 “Käyttäjänä haluan nähdä kaikki tekemättömät keikat, jotta voin ottaa keikan it-
selleni”. / Vaatimuksena asennettu sovellus ja oikeudet tietojen hakemiseen 
 ”Käyttäjänä haluan lisätä uuden keikan, jotta minä tai toinen lukkoseppä voi ottaa 
sen tehtäväksi”. / Vaatimuksena luotu käyttäjä ja oikeudet tietojen lisäämiseen. 
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 “Käyttäjänä haluan päivittää keikan tilaa, jotta kaikki näkevät missä vaiheessa se 
on, ja jotta joku muu ei ota sitä tehtäväkseen”. / Vaatimuksena luotu käyttäjä ja 
oikeudet tietojen päivittämiseen. Varmistettava, että keikat päivittyvät reaa-
liajassa tietokannasta käyttäjälle, jotta vältytään sekaannuksilta.  
 “Käyttäjänä haluan nähdä kaikki tehdyt keikat, jotta voin jälkikäteen tarkistaa eri 
tietoja”. / Vaatimuksena asennettu sovellus ja oikeudet tietojen hakemiseen. 
Edellämainitut käyttäjätarinat kuvastivat sovelluksen toiminnallisuutta sekä helpottivat 
suunnitteluvaihetta. 
2.4 Käyttötapaukset 
Käyttötapauskaavio on hyvä keino konkretisoida vaatimukset tilannekuvauksina. Se 
mahdollistaa helposti yhteisen käsityksen tehtävistä järjestelmässä. Sovelluksessa toi-
mintoina ovat keikkojen lisäykset sekä niiden tilojen päivittäminen. Käyttötapauskaavio 
esitetään kuvassa 1. 
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Kuva 1. Käyttötapauskaavio työnohjausjärjestelmästä 
2.5 Järjestelmän sopivuus 
Työnohjausjärjestelmä sopii erittäin hyvin yrityksille, joissa toiminta perustuu useisiin työ-
tehtäviin. Se on kehitetty näyttämään paljon tietoa yksinkertaisella käyttöliittymällä. Käyt-
täjäystävällinen sovellus nopeuttaa yritysten toimintaa olemalla helppo käyttää. Yrityk-
sessä voi olla yksi tai monta työntekijää, sillä ei sinänsä ole väliä. Vaikka olisikin ky-
seessä iso yritys, niin palvelinpuolella oleva sovelluslogiikka ei jumiudu siihen, kun mo-
net työntekijät lähettävät samanaikaisesti pyyntöjä sille. 
2.6 Järjestelmän toiminta yleisellä tasolla 
Työnohjausjärjestelmä koostuu viidestä osasta, jotka ovat: Android-sovellus, selainpoh-
jainen käyttöliittymä, tietokanta, REST API (eli sovelluslogiikka palvelinpuolella) sekä 
Google Cloud Messaging (GCM).  
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Kuva 2. Järjestelmän eri osat 
Sekä selain että Android-sovellus kommunikoivat aina palvelimen sovelluslogiikan 
kanssa, kun niillä halutaan selata tai lisätä uusia keikkoja. Sovelluslogiikka hakee kaikki 
tiedot tietokannassa ja esittää ne JSON-muodossa. Uusien keikkojen ilmoituksien käskyt 
lähtevät sovelluslogiikasta Googlen palvelimelle, ja sieltä eteenpäin Android-sovelluk-
sille. 
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3 Tietokanta 
Järjestelmän tietokantaohjelmaksi valitsin MySQL. Valitsin MySQL-tietokantaohjelman, 
koska minulla on siitä paljon kokemusta ja koska se on maksuton. Lisäksi tietokannan 
olisi myös hyvä pystyä luomaan yhteyksiä taulujen välillä tarpeen tullen, ja koska MySQL 
pystyy tähän, niin valinta oli helppo. Tietokanta sijaitsee palvelimen puolella, ja on näin 
aina tavoitettavissa. Tietokantaa on helppo hoitaa, vaikka sen sisältö kasvaisi, koska sen 
rakenne ei ole monimutkainen. 
Tietokanta muodostuu kolmesta taulusta, jotka sisältävät tietoa järjestelmän käyttäjistä, 
salasanoista, joita tarvitaan tiedon hakemisessa, ja keikkojen kaikki tiedot.  
3.1 Tietokantataulu 1: tyotilaus 
Kaikki työtilauksien tarvittavat tiedot tallennetaan yhteen tauluun. Tärkeimmät tiedot ovat 
osoite ja aikataulut.  Yksi rivi taulussa vastaa yhtä keikkaa. Keikan voi luoda joko 
Android-sovelluksesta tai verkkosivulla. Jotkin muuttujat, kuten ajankohta ja osoite, ovat 
pakollisia tietoja, kun keikkoja luodaan. 
Taulukko 1. Tyotilaus-tietokantataulu 
Muuttuja Tyyppi 
id juokseva kokonaisluku 
name teksti 
time aikaleima 
time_type 20 pituinen merkkijono 
target teksti 
employee 30 pituinen merkkijono 
info teksti 
created aikaleima 
creator teksti 
updated aikaleima 
checked kokonaisluku 
checked_by teksti 
checked_date aikaleima 
job_done kokonaisluku 
job_done_by teksti 
job_done_date aikaleima 
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job_notes teksti 
3.2 Tietokantataulu 2: autentikointi 
Jotta keikkoja voi selata tai lisätä, tulee käyttäjän olla oikeutettu siihen. Joka kerta kun 
käyttäjä haluaa selata tai lisätä keikkoja, niin sovellus lähettää palvelimelle kaksi pitkää 
merkkijonoa ja käyttäjätunnuksen. Sovelluslogiikka palvelimella vertaa tietoja tietokan-
nan vastaaviin tietoihin. Jos tiedot ovat yhtenevät, käyttäjä voi jatkaa sovelluksen käyttöä 
normaalisti. Tämä prosessi on tarkoitettu lähinnä Android-sovellukselle. Teoriassa käyt-
täjät voivat jakaa sovelluksen henkilöille, jotka eivät ole töissä samassa yrityksessä. Jos 
näin käy, ulkopuoliset henkilöt eivät pysty kuitenkaan näkemään tai lisäämään keikkoja. 
Käyttämällä salasanoja ja käyttäjätunnusta voidaan tehokkaasti estää ulkopuolisia pal-
velusta. 
Taulukko 2. Autentikointi-tietokantataulu 
Muuttuja Tyyppi 
id juokseva kokonaisluku 
passu1 128 pituinen merkkijono 
passu2 128 pituinen merkkijono 
 
3.3 Tietokantataulu 3: gcmusers  
Kun järjestelmässä luodaan uusi keikka, niin kaikki työntekijät, joilla on KeikkaApp-so-
vellus asennettuna, saavat ilmoituksen siitä. Sovelluslogiikka palvelinpuolella tarkistaa 
uuden keikan lisäämisen jälkeen kaikki sovelluksen käyttäjät gcmusers-taulusta, ja lä-
hettää siitä tiedon GCM-palvelulle, joka taas lähettää käyttäjille ilmoituksen. Tämä on 
yksi sovelluksen tärkeimmistä ominaisuuksista. 
Taulukko 3. gcmusers-taulu 
Muuttuja Tyyppi 
id juokseva kokonaisluku 
emailid 50 pituinen merkkijono 
gcmregid 500 pituinen merkkijono 
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4 REST 
Palvelinpuolella oleva sovelluslogiikka, joka on ohjelmoitu PHP-kielellä, on vastuussa 
tiedon vastaanottamisesta sekä sen antamisesta sekä Android-sovellukselle että verk-
kosivuille. Järjestelmän alkupuolella tietoa pystyttiin ainoastaan hakemaan palvelimesta. 
Myöhemmin sitä pystyi myös lähettämään palvelimelle. Sovelluslogiikka vastaa siis tie-
don hakemista tietokannasta, sen näyttämisestä sekä vastaanotetun tiedon tallentami-
sesta tietokantaan. Myös ilmoituksen näkyminen Android-sovelluksessa on sovelluslo-
giikan vastuulla, sillä se lähettää pyynnön GCM-palvelulle tästä. 
REST (Representational State Transfer), on HTTP-protokollaan perustuva arkkitehtuu-
rimalli ohjelmointirajapintojen toteuttamiseen. Sovellukset, jotka soveltavat REST-ohjel-
mointirajapintaa (RESTful), käyttävät HTTP-pyyntöjä datan lähettämiseen (luo tai päi-
vitä), lukemiseen (hae) ja poistamiseen. REST ei ole standardi, vaikkakin sitä käytetään 
laajasti. Se on yksinkertainen tapa vuorovaikutteiden järjestämiseen riippumattomista 
järjestelmistä, tässä tapauksessa Android-alusta ja palvelin [1; 2]. 
REST pyyntöjen lähettäminen Android-alustalla onnistuu hyvin, sillä se toimii esimerkiksi 
Androidin tarjoamalla HttpURLConnection-luokalla tai lukuisten kirjastojen avulla. 
 
Kuva 3. Yksinkertainen kaavio REST-rajapinnasta 
Android-sovelluksessa tietoa lähetetään palvelimelle joko GET-, POST- tai PUT -meto-
deilla. Palvelinpuolella oleva sovelluslogiikka tarkistaa ensin metodin, jonka jälkeen se 
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tietää mitä sen tulee tehdä. Alla oleva lista esittää, miten pyyntöjä suoritetaan Android-
sovelluksessa: 
Taulukko 4. REST -metodien tarkoitus ja vastuu 
Metodi Osoite Tapahtuma Android-sovelluk-
sessa 
GET /keikat Palauttaa kaikki työ-
tehtävät tietokannasta 
”Kaikki keikat” -sivu 
ja ”Tehdyt keikat” -
sivu 
GET /keikat/2 Palauttaa työtehtä-
vän, jonka id tietokan-
nassa on 2 
Kun käyttäjä painaa 
ilmoitusta uudesta 
keikasta, hänet siir-
retään ”Lisätiedot” -
sivulle. Sivu hakee 
uuden työtehtävän 
tiedot palvelimelta 
id:n perusteella. 
POST /keikat Luo uuden työtehtä-
vän tietokantaan 
”Lisää keikka” -si-
vussa luodaan uu-
sia työtehtäviä 
PUT /keikat/2 Päivittää tietokan-
nassa olevan työteh-
tävän, jonka id tieto-
kannassa on 2, uusilla 
tiedoilla 
Sovelluksessa voi-
daan tällä hetkellä 
ainoastaan päivit-
tää työtehtävän ti-
laa ”Lisätiedot” -si-
vulla. 
DELETE /keikat/2 Poistaa tietokannassa 
olevan työtehtävän, 
jonka id tietokannassa 
on 2 
Ei toteutettu 
Android-sovelluk-
sessa, mutta tar-
peen tullessa se 
tehdään näin 
 
4.1 Autentikointi 
Joka kerta, kun sovelluksen käyttäjä kommunikoi palvelimen kanssa, niin sovellus lähet-
tää kaksi eri salasanaa sekä käyttäjätunnuksen palvelimelle. Annetut salasanat tarkiste-
taan ja verrataan tietokannassa oleviin salasanoihin. Mikäli käyttäjän annetut salasanat 
ovat oikein, niin seuraavaksi palvelimella tarkistetaan käyttäjätunnus. Jos tunnus löytyy 
tietokannasta, niin käyttäjä on nyt oikeutettu asioimaan palvelimen kanssa. Hän voi pyy-
tää tietoja tai antaa tietoa tallennettavaksi. 
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Kuva 4. Autentikointiprosessi palvelimen kanssa 
4.2 Käyttäjän datan tarkistaminen 
Kun käyttäjä haluaa tallentaa dataa palvelimen tietokantaan (luonut uuden työtehtävän), 
niin data tarkistetaan ja tarpeen tullen se myös putsataan. Näin ollen tietokannassa ei 
ole mitään kenttiä, joissa on turhaan tyhjää tai tekstiä, joka on vaikeaa lukea. 
Kun Android-sovelluksessa lisätään uusia työtehtäviä, niin tiedot kuten ”Kohde” ja ”Tie-
dot” ovat ainoat tekstikentät, johon käyttäjä voi kirjoittaa vapaasti tekstiä. Näitä tietoja on 
lähes mahdotonta validoida, koska ohjelmoija ei voi määrittää etukäteen sääntöjä tekstin 
sisältöön. Tekstin pituuden tarkastus on toteutettu ”Kohde”-kentälle. Loput käyttäjän an-
tamista tiedoista tapahtuu välineillä, jotka pakottavat käyttäjän valitsemaan ennalta mää-
ritettyjä vaihtoehtoja. Näin ollen näitä tietoja ei tarvitse validoida, sillä ne ovat aina oike-
assa muodossa. 
Palvelinpuolella oleva sovelluslogiikka tarkistaa, että vastaanotetut tiedot eivät ole tyhjiä 
ja että ne ovat ainakin tiettyjen ennalta määritettyjen arvojen pituisia.  
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Vapaasti kirjoitettua tekstiä ei voida tarkistaa, joten onkin jokaisen järjestelmän käyttäjän 
vastuulla, mitä tietoja hän tallentaa keikkatietoihin. Yrityksen, joka käyttää järjestelmää, 
tulisi luoda jonkinlainen oma käytäntö, mitä ja miten tietoja tallennetaan järjestelmään. 
4.3 Tietokantaoperaatiot sovelluslogiikassa 
Kun tietoa haetaan palvelimelta, ja autentikointi on onnistunut, sovelluslogiikassa seu-
raava vaihe on tiedon hakeminen tietokannasta ja näyttää ne PHP-sivulla, josta joko 
Android-sovellus tai verkkosivut voivat hakea niitä. Kaikki tietokannan kyselyt suoritetaan 
PHP:n mysqli-lisäosalla. 
Sovelluslogiikka toimii HTTP-pyyntöjen mukaisesti; GET näyttää keikan/keikat, PUT päi-
vittää keikan ja POST lisää uuden keikan. Kaikki HTTP-pyynnöt lähetetään yhdelle PHP-
sivulle, joka kutsuu tarvittavan funktion pyynnön tyypin mukaisesti. 
Kun käyttäjä haluaa nähdä yhden tai kaikki keikat Android-sovelluksessa, niin sovellus-
logiikka hakee kriteerien mukaan tietoa tietokannasta, ja tulostaa sen JSON-muodossa. 
Tämän jälkeen sovellus lukee koko verkkosivun tekstin merkkijonomuuttujaan, ja alkaa 
poimia keikkoja merkkijonosta. 
Jos käyttäjä haluaa lisätä keikan, niin sovellus lähettää GET-metodilla kaikki tarvittavat 
tiedot palvelimelle.  Sovelluslogiikka tarkistaa ensin autentikoinnin ja sen onnistuttua, 
ettei kyseinen keikka ole jo olemassa tietokannassa. Näin vältetään duplikaatit keikoista.  
Kaikki data, jota Android sovellus tarvitsee, näytetään JSON-muodossa PHP-sivulla. 
Tietojen poimiminen onnistuu helposti JSON-muodossa, sillä Javalla on hyvät menetel-
mät siihen: String-luokan muuttuja, joka sisältää JSON dataa, voidaan muuntaa 
JSONObject-luokan olioksi, jonka jälkeen oliosta voidaan poimia JSON-solmuja ja tau-
lukoita. Jos kyseessä on JSON-taulukko, niin se muutetaan JSONArray-olioksi. Solmu-
jen avain-arvo parien tietoja saadaan kutsumalla esimerkiksi getInt(”avain”)- ja getSt-
ring(”avain”)-metodeita. 
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Kuva 5. Datan poimiminen Keikka olioiksi JSON-merkkijonosta 
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Kuva 6. Keikkojen hakeminen palvelimelta 
5 Android 
5.1 Yleistä sovelluksesta 
Sovelluksen käyttöliittymä on tehty käyttämällä Fragment- ja Activity-luokkia. Jokainen 
sivu sovelluksessa perustuu fragmenttiin, ja tämä onkin Googlen suosittelema tapa ra-
kentaa käyttöliittymää Androidille. Hienomman ulkonäön saavuttamiseksi sovellus käyt-
tää hyödyksi Material Designia.  
Material Design on uudehko käyttöliittymän suunnittelumalli, joka julkaistiin Android 5.0 
-julkaisun yhteydessä. Sen avulla voidaan luoda hienompi ulkonäkö eri komponentteihin 
(esimerkiksi painikkeet) ja parantaa myös käyttäjäystävällisyyttä sovelluksessa. Android-
sovelluksen voi hyvin luoda myös ilman Material Design -kirjastoa, mutta silloin käyttö-
liittymän rakentamisesta tulee paljon työläämpää. 
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Sovellus tukee Android API level 16 – 23:ta. Jotkin sovelluksen käyttämät uudet ja hyö-
dylliset ominaisuudet eivät toimi vanhemmilla Android-versioilla, joten sovelluksen käyt-
täjillä pitää olla puhelimessa Android versio 4.1 (Jellybean) tai korkeampi. 
Eri kirjastojen avulla sovelluksesta saa yleisesti paremman näköisen ja siitä voi tulla no-
peampi myös. Myös GCM-toimintoihin tarvitaan Google Play Services -kirjasto; tämän 
avulla sovellus pystyy vastaanottamaan tietoa Googlelta ja sitä kautta näyttämään ilmoi-
tuksia käyttäjän puhelimella. Sovelluksen käyttämiä kirjastoja esitellään tarkemmin lu-
vussa 6.2. 
5.2 Kehitysympäristö 
Android-sovellus on ohjelmoitu Javalla, joka onkin Android-sovellusten ”virallinen kieli”. 
Sovelluksia voidaan myös ohjelmoida C++-kielellä, jonka tueksi Google on luonut 
Android NDK:n ohjelmiston. On myös olemassa ohjelmistoja, joilla varsinainen ohjel-
mointi tehdään toisella ohjelmointikielellä kuin Java ja jotka sitten kääntävät projektin 
Android APK -tiedostomuotoon. Kuitenkin, kun sovelluksia ohjelmoidaan Javalla, niihin 
saa helpommin monimutkaisempia ominaisuuksia, joita ei muuten ehkä olisi mahdollista 
toteuttaa [3].  
Keikka App on ohjelmoitu Javalla, koska siinä on ominaisuuksia, joita kyseisellä ohjel-
mointikielellä pystyy erityisen hyvin toteuttamaan. Kun sovelluksia ohjelmoidaan Javalla, 
niin silloin voidaan käyttää Googlen kehittämää ”Android Studio”-ohjelmistoa, joka on 
virallinen ohjelmisto Android-sovelluskehitystä varten.  
5.3 Android Studio 
Android Studio on Googlen kehittämä, virallinen integroitu ohjelmointiympäristö Android-
sovelluskehitykseen. Se tarjoaa kaikki tarvittavat kehitystyökalut sekä emulointimahdol-
lisuudet eri laitteilla ja Android-versioilla. Google on halunnut, että kaikki sen omat pal-
velut, rajapinnat ja alustat ovat mahdollisimman hyvin Android-sovelluskehittäjien käy-
tettävissä [4]. 
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Kuva 7. Android Studio -ohjelmointiympäristö 
Ensimmäinen virallinen versio julkaistiin joulukuussa 2014.  Tärkeimmät ominaisuudet 
ovat: 
 Gradle-pohjainen koonti tuki 
 Android-spesifiset ohjelmointimuokkaustyökalut 
 Lint-työkaluja suoritus-, käytettävyys-, versioyhteensopivuus- ja muiden 
ongelmien sieppaamiseen 
 aputyökalu tavallisten Android-suunnittelun ja komponenttien mallien luon-
tia varten 
 graafinen käyttöliittymä, jolla käyttäjä pystyy helposti lisäämään UI kom-
ponentteja sekä esikatselemaan sovelluksen ulkonäkö eri näytönkokoissa 
 tuki Android Wear-sovelluksille 
 sisäänrakennettu Google Cloud tuki, joka mahdollistaa integraation Google 
Cloud Messaging and App Enginen kanssa. 
 
Tällä hetkellä uusin vakaa Android Studio -versio on 2.0, joka onkin saanut erittäin paljon 
uusia ominaisuuksia ensimmäiseen versioon verrattuna [5]. 
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5.4 Gradle  
Gradle on avoimen lähdekoodin automatisoitu koontityökalu, joka perustuu Antin ja Ma-
venin toimintaperiaatteisiin, ja joka käyttää Groovy ohjelmointikieltä määrittelemään pro-
jektin käytäntöjä. Se pyrkii yhdistelemään Antin ja Mavenin hyviä puolia ja siihen on mah-
dollista lisätä liitännäisiä, jolloin omien taskien kirjoittaminen ei ole tarpeellista. Se osaa 
myös hakea riippuvuuksia sekä Ivyn että Mavenin repositorioista. 
Gradle suunniteltiin monen projektin yhtäaikaiseen koontiin, ja asteittainen koonti onnis-
tuu myös. Aluksi Gradle suunniteltiin Java-, Groovy- sekä Scala-ohjelmointikielille, mutta 
sitä kehitetään parhaillaan yhteensopivaksi myös muiden kielten kanssa [6].  
Kun Android-sovelluksia kehitetään Eclipse -ohjelmointiyhmpäristössä, niin silloin kirjas-
ton lisääminen on paljon työlämpää, kuin esimerkiksi Android Studiossa, jossa käytetään 
Gradlea hyväksi. Tyypillisesti kirjaston lisääminen Eclipse -ohjelmistoypäristössä tapah-
tuu näin: 
1. Ensin tulee löytää kirjaston lataussivu 
2. Sen jälkeen ladataan kirjasto 
3. Tämän jälkeen kirjasto tulee siirtää Android-projektin kansioon 
4. Seuraavaksi Eclipsessä tulee importoida kyseinen kirjasto 
Android-sovelluskehitysprojektiin, jotta Eclipse pystyy käyttä-
mään sitä 
5. Nyt kirjasto on valmis käytettäväksi sovellusta kehitettäessä 
6. Jos kirjastoon tulee päivityksiä, niin vaiheet 1-5 tulee suorittaa 
uudelleen 
Jos sovellusta taas kehitetään Android Studiossa, missä Gradle on käytössä, niin kirjas-
ton lisääminen tapahtuu seuraavalla tavalla: 
1. Ensin tulee löytää kirjaston lataussivu 
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2. Tämän jälkeen sivun osoite lisätään module -tiedostoon. Gradlea tulee päivittää 
lisäyksen jälkeen, jonka jälkeen se lataa ja liittää kirjaston sovelluksen kehitys-
ympäristöön 
3. Nyt kirjasto on valmiiksi käytettäväksi sovellusta kehitettäessä 
4. Jos kirjastoon tulee päivityksiä, niin se riittää, että sen lataussivun osoite muute-
taan module -tiedostossa. 
Tästä pystymme nähdä, että kirjastojen käyttö Gradlen kanssa on paljon helpompaa ja 
nopeampaa. Lisäksi Gradle tiedostoihin pystyy kirjoittamaan muita konfiguraatioita, jotka 
edesauttavat kehittäjiä sovellusten kehitystyössä.  
5.5 Kehityksen lähtökohdat 
Ohjelmistoa suunniteltaessa tavoitteet olivat jo tiedossa, joten sovelluksen rakenne ja 
tietokannan sisältö olivat ensimmäiset asiat, joita tuli pohtia vähän enemmän.  
Koko järjestelmän pääkohdat olivat alussa seuraavat: 
 Android-sovellus tulee käyttöön noin kuudelle henkilölle. 
 Jos henkilöstö muuttuu, niin järjestelmä ei saa enää olla käytettävissä 
heille. 
 Tallennettava data ei ole kovin monipuolinen, mutta sen määrä on keski-
vertoinen. 
 Järjestelmä toimii ainoastaan suomen kielellä. Muita kieliä ei todennäköi-
sesti tarvita. 
 Sovelluksen käytön tulee olla nopeata ja helppoa. 
 Sovellus käyttää aina internet yhteyttä, joten käyttäjän tulee ottaa se huo-
mioon. 
 Käyttöliittymän tulee olla mukavannäköinen, ja värien kautta voidaan erot-
taa asioita toisistaan. 
 Sovellukseen halutaan uusia ominaisuuksia, joten se täytyy ottaa huomi-
oon. Aluksi tietenkin toteutetaan tärkeimmät. 
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 Kaikki data sijaitsee palvelimella internetissä, joten pääsy siihen on aina 
mahdollista yrityksen ulkopuolella. 
 Kun järjestelmään luodaan uusia työtehtäviä, niin kaikki sovelluksen käyt-
täjät saavat tästä ilmoituksen. 
Tietokannaksi valittiin MySQL, ja sovelluslogiikan toteutus palvelinpuolella, joka kommu-
nikoi tietokannan kanssa, tehdään PHP-kielellä. 
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6 Toteutus 
Tässä luvussa esitellään KeikkaApp-sovelluksen luokkien sekä rakenteen toteutus. 
6.1 Ulkoasu 
Sovelluksen esitystapaan mietittiin eri ratkaisuja ja käytännöllisimmäksi vaihtoehdoksi 
valittiin aluksi neljän osion layout, joka jakaa sovelluksen neljään pääosaan. Uusia omi-
naisuuksia tuli nopeasti lisää, joten käyttöliittymä piti vaihtaa. Aluksi sovelluksen navi-
gointi tapahtui välilehtien kanssa, ja myöhemmin se vaihtui ”Navigation Drawer” -kom-
ponenttiin. 
 
 
Kuva 8. Navigation Drawer, josta pääsee sovelluksen eri osioihin 
Navigation Drawer sopii hyvin silloin, kun sovelluksessa on monta eri osiota tai sivua. 
Vaikka osioita tulisikin lisää, se ei vaikuta sovelluksen käyttöliittymään silloin, kun navi-
gointipalkki on piilossa. 
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6.2 Lisäkirjastot 
Material Design -kehys tekee sovelluksen käyttöliittymästä paremman näköisen, sillä se 
parantaa eri UI-komponenttien ulkoasua. Se mahdollistaa myös esimerkiksi tekstikent-
tien sisällön validoinnin. Käyttämällä tätä kirjastoa, ohjelmoija pystyy helposti luomaan 
3D-vaikutelmia varjojen avulla, voi käyttää valmiiksi tehtyjä animaatioita ja omien värien 
käyttö eri komponenteissa on huomattavasti helpompaa. 
Android Design Support Library helpottaa Material Design -komponenttien lisäämisen 
sovellukseen ja mahdollistaa myös niiden käyttämisen Android 2.1:ssä (API 7) tai korke-
ammassa versiossa. Ilman tätä kirjastoa, KeikkaApp vaatisi vähintään Android 5.0 (API 
21) käyttäjän Android-alustalta [7]. 
support-v4 kirjasto on suunniteltu käytettäväksi Android 1.6 (API 4) ja korkeammille. Se 
on sisällöltään suurin kirjasto muihin tukikirjastoihin verrattuna. Tärkeimmät ominaisuu-
det mahdollistavat mm. fragmenttien ja ilmoituksien (notification) käyttämisen sekä an-
tavat tukea ”Navigation Drawer” -komponentin DrawerLayoutille. Tämä kirjasto mahdol-
listaa fragmenttien käyttäminen käyttöliittymässä, ilmoituksien käyttäminen uusien työ-
tehtävien lisäyksen myötä sekä LocalBroadcastManager-luokan periminen, jolla voidaan 
helposti rekisteröidä ja vastaanottaa Intent-kutsuja ilman että niitä lähetetään globaali-
sesti [8]. 
appcompat-v7 lisää tukea Action Bar -käyttöliittymän suunnittelumallille ja on riippuvai-
nen support-v4-kirjastosta. Google halusi antaa johdonmukaisen ActionBar-komponen-
tin kaikille API 7:ille ja korkeammille Android-alustoille [8]. 
play-services-gcm-kirjasto on pakollinen, kun halutaan käyttää Google Cloud Mes-
saging-palvelua. Tämä kirjasto mahdollistaa GCM-viestien vastaanottamisen sovelluk-
sessa, jonka jälkeen viestin sisältö voidaan lukea ja ilmoittaa käyttäjälle esimerkiksi il-
moituksella. 
android-bootstrap on Androidille luotu kirjasto, jolla UI-komponenttien ulkonäköä voidaan 
muokata samaksi kuin Bootstrapissä, joka on suosittu HTML-, CSS- ja JS-kehys verk-
kosivuissa. Tätä kirjastoa käytetään sovelluksessa enimmäkseen painikkeiden ulkomuo-
don parantamiseksi ja pienten kuvien liittämiseksi painikkeiden tekstien viereen.  
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OkHTTP on kirjasto verkkoyhteyksien muodostamiseen ja datan lähettämiseen sekä 
vastaanottamiseen. Kirjaston kehittäjät sanovat, että se on erittäin nopea ja säästää kais-
tanleveyttä. Sovelluksessa kirjastoa käytetään tiedon lähettämiseen ja hakemiseen [9]. 
android-week-view on kirjasto, jolla voi lisätä kalenterinäkymän Activity- tai Fragment- 
luokkaan. Se sisältää paljon ominaisuuksia, jotka ovat helposti muokattavissa. Se on 
erittäin kätevä ja helppokäyttöinen, mutta siinä on joitakin heikkouksia; tapahtumien 
näyttämisen metodi kutsutaan monta kertaa, ja monen samanaikaisen tapahtumien 
näyttäminen on sekavaa.  
6.3 Sovelluksen käyttöliittymä 
Seuraavana esitellään KeikkaApp-sovelluksen käyttöliittymä sekä sen toiminnot. 
6.4 Rekisteröityminen 
Kun sovellusta käytetään ensimmäisen kerran, avautuu sivu, jossa käyttäjää pyydetään 
rekisteröitymään kirjoittamalla käyttäjätunnuksen sekä sähköpostiosoitteen. Rekiste-
röinti on tarpeellinen, jotta käyttäjälle voidaan jatkossa lähettää ilmoituksia joka kerta, 
kun uusi työtehtävä on luotu. Rekisteröitymisen jälkeen, käyttäjä ei enää ikinä näe ky-
seistä sivua. 
Sovellus hakee automaattisesti listan sähköpostiosoitteista, jotka käyttäjä on tallentanut 
Android-alustalle, ja ehdottaa käyttäjää valitsemaan jonkun niistä tai sitten luomaan uu-
den sähköpostiosoitteen. Yrityksessä on kuitenkin kehotettu työntekijöitä valitsemaan 
oman Google -tilin rekisteröitymisen kohdalla, jotta ilmoitusten saamisessa ei tule ongel-
mia. 
Käyttäjän rekisteröityä, sovellus tallentaa sähköpostiosoitteen ja Registration ID:n yrityk-
sen palvelimelle. Tästä prosessista kerrotaan yksityiskohtaisemmin luvussa 9. 
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Kuva 9. Sovelluksen ensikäytössä tulee rekisteröityä 
6.4.1 Navigointi 
Sovellus koostuu useista eri sivuista, joten siinä on luonnollisesti navigointimenu. Aluksi 
navigointimenu oli toteutettu välilehdillä, eli käyttäjä pystyi navigoimaan sovelluksessa 
painikkeilla, jotka olivat aina näkyvillä. Kun sovellus kehittyi, ja siihen tuli uusia sivuja, 
välilehti-käyttöliittymä ratkaisu ei enää ollut käyttäjäystävällinen. Tämän takia navigointi-
menu vaihtui nk. ”Navigation Drawer” -menuksi, joka on erinomainen ratkaisu silloin, kun 
sovelluksessa on useita eri sivuja. Menun näyttäminen tapahtuu painamalla painiketta 
tai painamalla ja liikuttamalla sormea vasemmasta reunasta keskelle näyttöä. Toinen etu 
on se, että kyseinen painike on melkein kokonaan piilossa, eikä vie tilaa tai huomiota 
käyttäjältä.  
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Kuva 10. Navigointimenu auki ollessa 
Navigointimenun kohdat ovat täysin muokattavissa, ja niihin voi jopa laittaa alikohtia. 
Sovelluksen käyttäjää voidaan myös auttaa lisäämällä pieni kuva tekstin viereen. 
6.4.2 Työtehtävät tai ”keikat” 
”Kaikki keikat” -sivulla esitetään vieritettävä lista kaikista sillä hetkellä tekemättömistä 
työtehtävistä. Sovelluksen käynnistyessä käyttäjälle avautuu “Kaikki keikat” -sivu. Jokai-
sessa työtehtävässä on esitetty eri tietoja, jotka auttavat käyttäjiä näkemään, kuinka kii-
reellinen työ on ja jos joku on aloittanut sen tekemisen. 
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Kuva 11. Aloitusnäyttö / Kaikki keikat -sivu 
Värilliset ympyrät, jotka sisältävät joko T- tai V-kirjaimen, kertovat, jos työ on tehtävä 
tiettyyn aikaan (T) tai viimeistään johonkin aikaan (V). Oikealla oleva päivämäärä ja kello 
kertovat, milloin työ on tehtävä tai viimeistään tehtävä. Isompi mustanvärinen teksti on 
työkohteen osoite. Jos osoitteen teksti on enemmän kuin 30 merkkiä, niin loput piilote-
taan ja korvataan kolmella pisteellä, jotta listaa on helpompi seurata. Osoitteen alla oleva 
teksti on työn kuvaus, jossa näkyy, mitä kyseisessä työtehtävässä tulee tehdä. Tässä 
tekstissä on sama toiminto kuin osoitteen tekstissä, eli jos teksti on liian pitkä, niin loput 
piilotetaan. 
Jos käyttäjä painaa riviä listassa enemmän kuin 500 ms, niin hän suorittaa ”Long click” -
toiminnon, jolloin käyttäjä viedään uudelle ”Lisätiedot” –sivulle. 
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6.4.3 Lisätiedot 
”Lisätiedot”-sivulla esitetään kaikki työtehtävän tarvittavat tiedot. Tietoja ovat, kuka ja 
milloin työtehtävä on luotu sekä kenelle työtehtävä on annettu. Ne näkyvät vain tällä 
sivulla. Myös osoitteen ja lisätietojen koko teksti näkyy tällä sivulla eikä niitä ole osin 
piilotettu, jos ne ovat pitkät. 
Työtehtäviä voi varata itselleen tältä sivulta, ellei niitä ole erikseen annettu tehtäväksi 
toiselle käyttäjälle. Kun työtehtävän varaa itselleen, uusi ruutu ilmestyy käyttäjälle, joka 
ilmoittaa, onnistuiko varaus vai ei.  Tämän jälkeen sivun tiedot päivittyvät; työn tekijän 
tietona on nyt työn ottaneen henkilön nimi, ja työtehtävän status on ”työn alla”, eli kukaan 
muu ei voi varata sitä enää itselleen. 
 
Kuva 12. Lisätiedot sivu, jossa näkyy tarkasti työtehtävän tiedot 
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6.4.4 Kalenteri 
”Kalenteri”-sivulla sovellus näyttää työtehtävät niiden päivämäärän ja ajankohdan mu-
kaisesti. Jos työtehtäviä on monta samaan aikaan, niin kalenterinäkymästä tulee hiukan 
sekava, joten tämä ominaisuus on vielä työn alla. 
Kalenterinäkymän saavuttamiseksi on käytetty android-week-view-kirjastoa, jota on hie-
man muokattu ulkonäön kannalta. Kalenteria navigoidaan taaksepäin ja eteenpäin 
ajassa painamalla ja liikuttamalla sormea vasempaan ja oikeaan. 
 
Kuva 13. Kalenterinäkymä. jossa paksu viiva edustaa senhetkistä ajankohtaa 
6.4.5 Uuden työtehtävän luonti 
Sovelluksessa voidaan lisätä uusia keikkoja ”Lisää keikka”-sivulla. Sivu toimii eräänlai-
sena lomakkeena, jossa kaikki tiedot ovat pakollisia. Käyttöliittymän painikkeita on muu-
tettu android-bootstrap-kirjaston avulla. 
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Kuva 14. Lisää Keikka -sivu 
”Kohde”-tekstikenttään kirjoitetaan työtehtävän osoite tai alue. Syötetty teksti tarkiste-
taan ohjelmassa, että se ei ole liian lyhyt eikä liian pitkä. Jos on, niin siitä huomautetaan 
käyttäjälle. Tekstikenttään mahtuu vain yksi rivi tekstiä. 
”Tiedot”-tekstikenttään kirjoitetaan kaikki tarpeellinen tieto työtehtävästä. Tekstikenttään 
mahtuu monta riviä tekstiä, koska siihen yleensä kirjoitetaan tarkkoja ohjeita työnteki-
jälle. 
”Tekijä”-valikko on ”Spinner”-komponentti, josta valitaan työtehtävän tekijä. Vaihtoehtoi-
hin kuuluu kaikki yrityksen työntekijät, sekä ”avoin”, jolloin kuka tahansa voi varata työ-
tehtävän itselleen. 
”PVM”-painikkeen valitseminen avaa uuden ikkunan, jossa on ”DatePicker”-kompo-
nentti, jonka avulla käyttäjä pystyy valitsemaan työtehtävän päivämäärän. Päivämäärän 
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valitseminen on tehty komponentin avulla sen takia, koska se estää päivämäärien tallen-
tamisen väärässä muodossa, helpottaa päivämäärän asettamista eikä virheellisiä päivä-
määriä synny tällä tavalla. 
 
Kuva 15. Päivämäärän valitseminen DatePicker-komponentin avulla 
”AIKA”-painikkeen valitseminen avaa uuden ikkunan, jossa on ”TimePicker”-kompo-
nentti, jonka avulla käyttäjä pystyy valitsemaan työtehtävän ajankohdan. Ajankohdan va-
litseminen on tehty komponentin avulla, koska se estää ajankohtien tallentamisen vää-
rässä muodossa, helpottaa niiden asettamisen eikä virheellisiä ajankohtia synny tällä 
tavalla. 
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Kuva 16. Ajankohdan valitseminen TimePicker-komponentin avulla 
Viimeiset tiedot koostuvat RadioGroup-komponentista, jossa on kaksi radio-komponent-
tia: ”Tehdään” ja ”Viimeistään”. Oletusarvona on ”Tehdään”.  
Viimeinen toiminto on tallentaa uusi työtehtävä palvelimelle: kun kaikki tiedot on asetettu, 
eikä niissä ole ongelmia, tallennus tapahtuu valitsemalla ”TALLENNA”-painiketta. Tiedot 
lähetetään palvelimelle, jonka jälkeen uusi ikkuna aukeaa sovelluksessa ja siihen tulee 
tieto palvelimelta, jos tallennus tietokantaan onnistui.  
6.5 Testaus 
Tässä luvussa käsitellään KeikkaApp-sovelluksen testaus sekä ohjelmoinnin aikana 
esiintyneet ongelmatilanteet. 
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6.5.1 Ongelmatilanteita ja ratkaisuja 
Sovellusta kehitettäessä ilmeni aika ajoin erilaisia haasteita, joista merkittävimmät esi-
tellään tässä luvussa. Ensin esitellään ongelma, jonka jälkeen käydään läpi ongelman 
ratkaisu. Ongelmatilanteet johtuivat lähes aina joko ohjelmoijasta tai halutusta ominai-
suudesta. 
Etusivu, joka listaa kaikki avoimet työtehtävät, sisälsi aluksi vain osoitetiedot. Tämä 
osoittautui sekavaksi ja hankalaksi, koska sovelluksen käyttäjät eivät nähneet tarpeeksi 
tietoa työtehtävistä, joten heidän piti aina mennä ”Lisätiedot”-sivulle tarkistamaan työteh-
tävän tiedot. Tästä aiheutui ylimääräistä vaivaa käyttäjille, eikä sovellus näin auttanut 
heitä. 
Erittäin harvinainen, mutta oikea ongelma huomattiin, kun työntekijä lopetti yrityksessä. 
Hän pystyi vielä käyttämään KeikkaApp-sovellusta, josta muodostui iso ongelma. Tämän 
ongelman ratkaisu oli aina tarkistaa käyttäjän oikeudet, kun hän suorittaa jonkin toimin-
non sovelluksessa. Näin ulkopuolisilta estettiin kaikki sovelluksen toiminnot. 
”Lisää keikka” -sivun kehityksen myötä huomattiin mahdollinen ongelma; jos sovelluksen 
käyttäjä tekee kaksi työntehtävää samoilla tiedoilla, niin ne tallentuvat sellaisenaan tie-
tokantaan. Tämän jälkeen sovelluksen etusivulla näkyy kaksi samaa työtehtävää. Tä-
män estämiseksi palvelinpuolella olevaan sovelluslogiikkaan lisättiin tarkistus, kun uusia 
työtehtäviä luodaan: jos uudella, tallennettavalla työtehtävällä on sama osoite ja tiedot 
kuin tietokannassa olevalla työtehtävällä, niin sovelluksen käyttäjälle huomautetaan työ-
tehtävän tallentamisen epäonnistumisesta sekä sen syystä. 
6.5.2 Testaus 
Sovellusta testattiin nk. integrointitestaus metodilla kehityksen myötä. Sovellus koottiin 
yhdeksi kokonaisuudeksi, ja testattiin kertarysäyksellä. Tämä tehtiin sen takia, koska so-
velluksen toivotut ominaisuudet ja toiminnot olivat hyvin tiedossa ennen kuin sovellusta 
alettiin kehittää. 
Yrityksen yhteyshenkilö sai sovelluksen testikäyttöön, ja toimi sovelluksen ulkopuolisena 
testaajana. Näin saatiin aikaan prosessi, jossa testaaja antoi palautetta kaikista asioista, 
joita tuli parantaa. Yhteyshenkilö ymmärsi hyvin sovelluksen toimintaperiaatetta, koska 
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hän vastasi siitä, mitä toimintoja sovelluksen piti sisältää. Tämän takia sovellus annettiin 
myöhemmin yrityksen kaikille työntekijöille, jotta saatiin palautetta sovelluksen käytöstä 
henkilöiltä, jotka eivät ole ennen käyttäneet sitä. Yhteyshenkilö toimi ohjelmoija mukaan 
lukien sovelluksen päätestaajana, ja hänen tuli arvioida sovelluksen toimivuutta käyttä-
jänä, jolla ei ole ohjelmointiteknisiä tietoja. Sovelluksen ulkoasua mietittiin lopuksi, kun 
toiminnot ja ominaisuudet toimivat oikein. 
Testauksen myötä ulkoasua muokattiin jatkuvasti ja korvattiin kerran kokonaan uudella 
ulkoasulla. Näin sovelluksesta saatiin käyttäjäystävällisyydeltään parempi ja myös pa-
remman näköinen. Työtehtävän tilan esittämiseksi käytetään joko vihreää, keltaista tai 
punaista väriä, ja tämä osoittautui käyttäjien kannalta tärkeäksi ominaisuudeksi. 
Verkkosivuihin on mahdollista toteuttaa lisätoimintoja, jotka helpottavat käyttäjiä esim. 
työtehtävien etsimisessä ja niiden muokkaamisessa. 
6.6 Tekninen toteutus 
Android-sovelluksen voi tehdä monella eri tavalla, eikä välttämättä ole olemassa yhtä 
oikeaa ratkaisua. Käyttöliittymä voi periaatteessa olla minkälainen tahansa, kunhan se 
näyttää kaikki tarvittavat tiedot. On tärkeää, että sovelluksen koodi on ohjelmoitu hyvin, 
jotta sovellus toimii sulavasti ja nopeasti. Verkkoyhteyksien käyttäminen on tehty huolel-
lisesti, jotta turhia tai pitkiä pyyntöjä ei tehdä sekä käyttöliittymä on käyttäjäystävällinen, 
jolla käyttäjän on helppo tarkastella työtehtäviä. 
6.6.1 Käyttöliittymän toteutus 
Käyttöliittymän sivut on toteutettu Fragment-luokkien avulla, eli niillä on yksi Activity-
luokka, joka on isäntänä kaikille sovelluksen sivuille. Isoin syy Fragment-luokkien käy-
tölle on, että jatkossa sovelluksen käyttöliittymää on helpompi kehittää riippuen sovel-
lusta käyttävän alustan näytön koosta. Näin ollen isommassa näytössä voidaan näyttää 
enemmän tietoa, jos se nähdään tarpeelliseksi. Sivujen mahdollinen liittäminen ”ViewPa-
ger” -komponenttiin on helpompaa, sillä ne toimivat valmiiksi alaluokkina Fragment-luo-
kalle. 
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Listanäkymä on toteutettu ”ListView”- komponentilla, joka on tavallisin toteutus listanäky-
mälle. Uudempi ja tehokkaampi komponentti on ”RecyclerView”, jota on hyvä käyttää 
silloin, kun lista koostuu monista riveistä, eli silloin kun listan lähdedata on suuri. Kun 
käyttäjä vierittää listaa alas- tai ylöspäin, se tapahtuu paljon nopeammin ja sulavammin 
”RecyclerView” -komponentissa. Tämä johtuu siitä, että se voi korvata jonkin rivin uudella 
tiedolla, sen sijaan että se luo uuden rivin. Se tarjoaa myös oletus animaatioita, jos lis-
talta poistetaan tai lisätään rivejä. Jatkokehityksessä ”ListView” -komponentti saatetaan 
korvata ”RecylerView” -komponentilla, jotta sovelluksesta tulisi enemmän käyttäjäystä-
vällinen [10]. 
6.6.2 Työajan seuranta 
Työajan seuranta voidaan suorittaa silloin, kun työtehtävää on aloitettu tekemään. Kun 
käyttäjä painaa ”Aloita” -painiketta Lisätiedot-sivulla, niin sovelluksessa käynnistetään 
Service (palvelu) kutsumalla Context.startService(), jonka jälkeen sovellus yhdistetään 
palveluun Context.bindService() -kutsulla. Näin ajankulkua voidaan laskea taustalla pal-
velussa sekunnin välein, ja samalla esittää sitä ”Lisätiedot” -sivulla. Jos käyttäjä poistuu 
sovelluksesta, niin sovelluksessa luodaan ilmoitus, jossa ajankulku näkyy. Jos käyttäjä 
painaa ilmoitusta, niin hänet viedään takaisin ”Lisätiedot” -sivulle. 
6.6.3 Datan hakeminen palvelimelta 
KeikkaApp-sovellus hakee aina kaikkien työtehtävien tiedot suoraan palvelimelta, ja esit-
tää niitä sen jälkeen käyttäjälle. Näitä tietoja ei tallenneta väliaikaisesti alustalle, kuten 
esimerkiksi SharedPreferences:iin tai SQLite-tietokantaan, vaan ne ovat olemassa aino-
astaan sovellusta käytettäessä. Jos työtehtäviin tulee muutoksia, ohjelmoijan ei tarvitse 
valmistautua siihen mitenkään, sillä tuoreimmat tiedot näkyvät aina sovelluksessa, kun 
käyttäjä päivittää tarkastelunäkymän. Sovellus tallentaa vain käyttäjän käyttäjänimen ja 
sähköpostiosoitteen käyttäen SharedPreferences:iä, jotta sovellus pystyy autentikoi-
maan palvelimen kanssa.  
Tämä on melko yksinkertainen tapa toteuttaa sovelluksen logiikkaa, josta muodostuu 
suuri etu ohjelmoijalle. Kehitysaikaa voidaan keskittää muuhun kuin tiedon tallentami-
seen. Vaikka työtehtäviä olisi kuinka paljon tahansa, niin ne eivät vie levytilaa alustalla. 
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Haittapuolena tällaisessa logiikassa on suuren tiedonsiirron määrä. Jos yritys maksaa 
erikseen työntekijöiden mobiilidatan käyttämisestä, ja jos sovellusta käyttää monta työn-
tekijää, niin yritykselle tulee enemmän maksettavaa käytetystä tiedonsiirrosta, kuin seu-
raavan kohdan esimerkissä. Jos työtehtäviä on myös erittäin paljon, niin niiden hakemi-
nen saattaa kestää kauan. Tässä tapauksessa ohjelmoijan tulisi miettiä, jos on todella 
tarpeellista näyttää kaikki työtehtävät vai vain osa niistä. 
Toinen tapa toimia, on että sovellus hakee ensimmäisen kerran kaikki työtehtävät, ja 
tallentaa ne sen jälkeen esimerkiksi SQLite -tietokantaan. Tämän jälkeen sovellusta käy-
tettäessä se hakisi vain uusimmat työtehtävät, ja tallentaisi ne tietokantaan. Kun työteh-
täviin tehdään muutoksia, kuten tila tai lisätietoja, niin silloin tietokantaan tallennetut työ-
tehtävät tulee päivittää uusilla tiedoilla. Tästä johtuen ohjelmoijan on pakko varautua tä-
hän, ja se tekee sovelluksen kehittämisestä hankalampaa sekä enemmän aikaa vievää 
kuin ensimmäisessä vaihtoehdossa. 
Suurin hyöty tällaisessa toimintaperiaatteessa on, että sovellus kuluttaa mahdollisimman 
vähän dataa tiedonsiirtoon. Tällainen toteutus sopii hyvin tapauksissa, jossa sovelluksen 
käyttäjä maksaa käytetystä tiedonsiirrosta. Myös tietojen hakeminen on nopeaa tällä ta-
valla, sillä vain uusimmat työtehtävät haetaan. 
Haittapuolena on levytilan käyttö Android-alustassa. Mitä enemmän työtehtäviä tulee, 
sitä enemmän levytilaa se käyttää. Edullisemmat Android-alustat sisältävät yleensä suh-
teellisen vähän levytilaa, joten tästä voisi mahdollisesti muodostua ongelma sovelluksen 
käyttäjille tulevaisuudessa (käyttäjän oman datan määrä huomioiden). 
Verkkoyhteyksien käyttäminen Android-sovelluksessa on melko helppoa kirjastojen 
avulla. Android API tarjoaa HttpURLConnection -luokan, jolla voidaan lähettää ja vas-
taanottaa dataa internetissä. Se on nopea ja helppo toteuttaa, mitkä olivatkin suurimmat 
syyt miksi KeikkaAppin alkuvaiheessa käytettiin kyseistä luokkaa. On tärkeää muistaa, 
että verkkoyhteyksien käyttäminen tulee tehdä omassa säikeessä, jotta sovellus ei hi-
dastu sillä välin, kun se kommunikoi palvelimen kanssa. 
Nykyään suositellaan käyttämään muita kirjastoja, jotka ovat mm. nopeampia tiedon vä-
lityksessä ja jotka tarjoavat enemmän ominaisuuksia kuin HttpURLConnection -luokka. 
Kun KeikkaAppin perustoiminnot olivat kunnossa, verkkopyyntötoimintoihin tehtiin iso 
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muutos. Android API:n tarjoama HttpURLConnection -luokka vaihdettiin Squaren kehit-
tämään OkHTTP -kirjastoon. Siinä on oletuksena toimintoja, jotka säästävät kaistanle-
veyttä ja nopeuttavat pyyntöjen tekoa palvelimen kanssa. Kun sovellus pystyy hakemaan 
ja esittämään työtehtäviä nopeammin, se on mukavampi käyttäjän kannalta [11; 12]. 
Muita suosittuja verkkokirjastoja ovat mm. Volley ja Retrofit. Volley on Googlen kehittämä 
HTTP kirjasto, jolla voidaan suorittaa pyyntöjä palvelimelle, ja joka tarjoaa aputoimintoja 
kuvien lataamiseen sekä niiden tallentaminen välimuistiin. Retrofit on Squaren kehittämä 
HTTP asiakasohjelma, joka on suosittu REST-rajapinta ympäristöissä. Kuvien lataami-
seen suositellaan Picasso -kirjasto ja HTTP pyyntöjen toteuttamiseen OkHTTP –kirjas-
toa [11; 12; 13]. 
6.6.4 Milloin dataa tulisi hakea 
Yrityksen koolla on merkitystä silloin, kun työtehtävien tietoja haetaan sovellukseen. Jos 
työtehtävien tiedot koostuvat pääosin tekstistä, niin tietoja voidaan hyvin hakea silloin 
kun sovellusta käytetään. Tietojen lataaminen ja näyttäminen käyttöliittymässä tapahtuu 
melko nopeasti, joten sovelluksen käyttäjälle ei aiheudu harmia. Näin on myös tehty 
KeikkaApp:issa. 
Jos työtehtävien määrä on erittäin suuri, tai jos tiedot sisältävät paljon kuvia, niin silloin 
kannattaa miettiä, jos työtehtäviä haetaan ja tallennetaan Android-alustalle taustalla ta-
savälein, esimerkiksi Service-luokan avulla. Näin ollen työtehtäviä voidaan ladata ja tal-
lentaa tietokantaan jopa silloin kun näyttö on suljettu. Käyttäjille ei aiheudu mitään häiri-
öitä ja sovelluksen käyttö on sulavampaa. Vaihtoehtoisesti käyttäjää tulisi huomauttaa 
jollain tavalla, että työtehtävien lataamisessa menee hetki. Toinen tapa on, että näyte-
tään vain tietty määrä työtehtäviä, jolloin datan hakeminen palvelimelta tapahtuu nope-
asti. 
7 Selainpohjainen käyttöliittymä 
Yritykselle rakennettiin myös responsiiviset verkkosivut Android-sovelluksen kehittämi-
sen ohella. Verkkosivut on tarkoitettu lähinnä toimistotyöntekijöille, jotka tekevät paljon 
töitä tietokoneella. Heidän on helpompi tarkastella, lisätä ja muokata työtehtäviä tietoko-
neella kuin Android-alustalla. Isompi näyttö helpottaa erityisesti työtehtävien tarkastelua 
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silloin, kun niitä on paljon. Toimistotyöntekijöille haluttiin yksinomaan muokkausominai-
suus, jolla he pystyvät muokkaamaan työtehtävien tietoja. Sen lisäksi sivuihin on toteu-
tettu edistyneemmät tarkastelutoiminnot, joilla työtehtäviä pystytään löytämään helpom-
min ajankohdan, osoitteen tai työtehtävien lisätietojen perusteella. 
Android-alusta ja verkkosivut käyttävät palvelinpuolella samaa tietokantaa, jotta tiedot 
pysyvät jatkuvasti ajantasalla. Tietojen haku ja tallennus on toteutettu myös palvelinpuo-
lella samalla logiikalla sekä Android-alustoille että verkkosivuille. 
Jotta verkkosivuja voidaan käyttää, niin niiden etusivulla kirjaudutaan sisään järjestel-
mään. Tämän jälkeen voidaan navigoida menun avulla eri sivuille, joissa toiminnot sijait-
sevat.  
Kuten Android-sovelluksessa, myös verkkosivuissa luodut työtehtävät saavat aikaan il-
moituksen KeikkaAppin käyttäjille. Ilman tätä ominaisuutta, verkkosivuja ei olisi vielä to-
teutettu tässä vaiheessa. 
Verkkosivut on luotu käyttämällä eri teknologioita, kuten PHP, JQuery, HTML, CSS, 
JSON, Ajax ja ”Bootstrap” -kehys. Niillä saadaan aikaa dynaamiset sivut, jotka ovat 
aina ajan tasalla ja tarjoavat ominaisuuksia, joilla työtehtäviä voidaan suodattaa ja 
etsiä taulukoista. 
8 Googlen GCM 
8.1 Yleistä 
Google Cloud Messaging (GCM) on Googlen maksuton palvelu, joka mahdollistaa ke-
hittäjille viestien lähettämisen asiakasohjelmista palvelimille ja toisinpäin. Sitä hyödyn-
netään useimmiten silloin, kun sovelluksen käyttäjille halutaan ilmoittaa jostain asiasta 
[14]. 
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Kuva 17. GCM-arkkitehtuuri 
Jotta sovelluksen käyttäjille voidaan lähettää ilmoituksia, niin ensin sovellus tulee rekis-
teröidä GCM-palveluun. Tämä tapahtuu yleensä taustalla silloin, kun käyttäjät suorittavat 
sovelluksen ensimmäisen kerran. Lyhyesti prosessia voidaan kuvata näin: 
 Ensimmäisellä käyttökerralla sovellus rekisteröityy GCM palveluun, joka 
palauttaa uniikin merkkijonon, jos rekisteröinti onnistui. 
 Seuraavaksi sovellus lähettää merkkijonon kehittäjien palvelimelle, jossa 
se tallennetaan tietokantaan. 
 Nyt kehittäjät voivat kohdistaa sovellukseen ilmoituksia lähettämällä merk-
kijonon + dataa GCM-palveluun. 
 GCM vastaanottaa tiedot, ja lähettää merkkijonon omaavalle sovellukselle 
viestin. Sovellus vastaanottaa samat tiedot, ja reagoi siihen kehittäjien oh-
jeiden mukaisesti. 
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Kuva 18. GCM-palvelun rekisteröinti prosessi 
Yleisimmät viestityypit jotka lähetetään GCM palveluun, ovat Notification- ja Data-tyyp-
piä. Ne eroavat hiukan toisistaan; ensimmäisessä viestin maksimikoko on 2 kB ja siinä 
on joukko esiasetettuja avaimia, toisessa viestin maksimikoko on 4 kB, ja se koostuu 
avain-arvo -pareista [15]. 
 
Kuva 19. Esimerkki Notification-tyypin sisällöstä, josta halutaan ilmoittaa sovelluksessa.  
 
Kuva 20. Esimerkki Data-tyypin sisällöstä, josta halutaan ilmoittaa sovelluksessa.  
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8.2 GCM tietoturva Android-alustoilla 
GCM on saanut kritiikkiä siitä, että sovelluksen käyttäjät eivät pysty estämään ilmoituk-
sien sisältöä mitenkään. Myös antivirussovellukset kärsivät samasta ongelmasta. Tämä 
johtuu siitä, että Android-käyttöjärjestelmä toimittaa vastaanotetut viestit niihin liittyviin 
sovelluksiin. 
 
Tästä muodostuu suuri ongelma siksi, koska verkkorikolliset pystyvät lähettämään teks-
timainoksia, hyperlinkkejä tai komentoja käyttäjille. Mainoksilla voidaan näyttää hyödylli-
siä sovelluksia tai hauskoja pelejä, jotka kuitenkin ovat haittaohjelmia. Komennoilla voi-
daan esimerkiksi poistaa tulevia SMS-viestejä tai luoda pikakuvakkeita haitallisille verk-
kosivuille. 
Tällä hetkellä ainut tapa estää verkkorikollisia kommunikoimasta haittaohjelmien kanssa, 
on sulkea kehittäjätilit, joilla rekisteröidään haittaohjelmia [16]. 
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9 Yhteenveto ja jatkokehitys 
Kokonaisuudessaan sekä sovellus että vastaava verkkosivu täyttävät niille asetetut toi-
minnalliset kriteerit, ja ne ovat olleet aktiivisessa käytössä lähes vuoden. Sovelluksen 
jatkokehitysmahdollisuudet ovat laajat; koodin optimointi, kalenterin uusiminen, GPS 
seuranta, tuotetietokannan lisääminen ja sovelluksen integroiminen laskutusohjelmaan. 
Erityisesti verkkoyhteyksien käyttämisessä, sekä datan lähettäminen ja vastaanottami-
nen niiden kanssa Android-sovelluksessa, on parantamisen varaa. 
Palvelinpuolella olevassa sovelluslogiikassa on vielä hiukan parantamisen varaa. Esi-
merkiksi REST-rajapinta voidaan parantaa käyttämällä MVC-mallia. 
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