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portion of the work carried out over the past several years. The system allows file owners to specify 
various types of access not only to their files, but to records of information within those files as well. The 
generalized file structure incorporated in the system, and its associated storage and retrieval algorithms, 
permit the user to choose among a number of possible file structures, including the well-known inverted, 
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FORWARD 
THE EXTENDED DATA M A N A W N T  FACILITY 
An advanced data management system developed by the  project on 
Computer Aids t o  Human I n t e l l e c t  sponsored by the Information Systems 
Program of ONR has been placed in to  regular service on the RCA SPECTRA 
7 0 / 4 6 ~  time-shared computer system a t  the Moore School of E lec t r i ca l  
Engineering of the University of Pennsylvania. This system provides 
extensive f a c i l i t i e s  f o r  information storage and re t r ieva l ,  multi-level 
access control, and general problem solving. 
Incorporating a number of new concepts i n  the areas of f i l e  s t ructure,  
data protection, and time-shared operating systems f o r  large-scale com- 
puters, the new data management system represents a major portion of the 
work carried out over the past several years. The system allows f i l e  
owners t o  specify various types of access not only t o  t h e i r  f i l e s ,  but 
t o  records of information within those f i l e s  a s  well. The generalized 
f i l e  s t ructure incorporated i n  the system, and i t s  associated storage and 
r e t r i eva l  algorithms, permit the user t o  choose among a number of possible 
f i l e  s t ructures ,  including the well-known inverted, m u l t i l i s t  and index- 
sequential f i l e s .  Such a choice of f i l e  s t ructures  i n  a single system has 
never before been available.  The system a l s o  provides f o r  the def ini t ion 
of problem solving procedures and allows u s e r ' s  programs t o  request data 
management service during execution. 
The design, programing, tes t i rp;  and u t i l i z a t i o n  of the  
Extended Data Management F a c i l i t y  of the  Moore School of E lec t r i ca l  
Engineering, University of Pennsylvania has been conducted over the  
span of th ree  years.  A project  of t h i s  magnitude has many contributors,  
some of them staying with the project  throughout and others who have 
contributed various portions.  I n  the  nature of an educational i n s t i t u -  
t ion,  such a s  the  Moore School, generations of graduate students par t ic ipa te  
i n  research and development work and continue on-going research. The 
project  was s t a r t ed  with introduction of time sharing computer i n t o  
the  Moore School, the HCA Spectra 70146~.  This i s  a machine tha t  has 
hardware f a c i l i t i e s  f o r  v i r t u a l  memory, used i n  conjunction with a 
time sharing operating system. The novelty of such a system was a 
major impetus i n  developing the  new data management system. The support 
Tor the  s t a f f  throughout has been received from the  Office of Naval 
Research, with the computer f a c i l i t i e s  supported by a grant from the 
National Science Foundation and from Moore School funds. I n i t i a l  plans 
and proposals were prepared by D r .  Noah S. Prywes i n  1969. Subsequently, 
project  management has been taken over by D r .  David K. Hsiao who did 
the major pa r t  of the  design and implementation. M r .  Frank Manola 
has had the chief ro le  i n  the  design and implementation next t o  Dr. 
Hsiao. When Mr. Manola l e f t  the Moore School i n  the  F a l l  of 1971, t h i s  
ro le  was taken over by Mr. Michael Horton who had the  major r.esponsibility 
f o r  t h i s  Reference Manual. D r .  Hsiao a l s o  l e f t  the  Moore School in the 
F a l l  of 1971 and D r .  Prywes again resumed responsibi l i ty  f o r  the pro jec t .  
Major ro les  i n  design and implementation were car r ied  out a l so  
by Jorge Gana, Barbara Desiato, Raymond E t s ,  Judi th  Hirsch, James McDonald, 
and Dionysios Kounknis. Addi t iona l l s  Andrew French, P ie r re  Muller, 
Jesus Ramirez and Barnet Corwin made contributions a t  various times. 
They a l l  a r e  o r  have been graadual;e studerlts i n  the  Couiputer allti ir l t 'om- 
t i o n  Science Program a t  the Moore School of E l e c t r i c a l  Engineering, 
University of Pennsylvania and nave performed t h i s  research and develop- 
ment a s  pa r t  of t h e i r  graduate t r a in ing  toward Master's o r  Ph.D. 
Degrees. The bibliography i n  t h i s  Reference Manual d e t a i l s  those spec i f ic  
contributions.  
M r .  A 1  Mathews was the  technical  wr i te r .  
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TfiE MOORE SCHOOL MTENDZD MANAGEMENT FACILITY (EDMF) 
SECTION 1 
INTRODUCTION 
1-1 GENERAL 
The purpose of the Moore School Ektended Data Management F a c i l i t y  
(EDMF) i s  t o  make avai lable  t o  the community of users the f u l l  power of 
the  recent software systems which have been developed, and t o  allow users 
from di f ferent  discipl ines  t o  share these systems resources and data 
i n  a common storage. This large scale integrat ion of software makes 
possible general purpose information storage, re t r ieva l ,  and dissemination 
capabi l i t ies .  
The f a c i l i t y  i s  comprised of a hardware computer complex using the  
RCA SPECTRA 70/46~ computer and various peripheral equipment a s  shown i n  
Figure 1-1. I n  addition t o  time-sharing, multiprogramming, multi-access, 
real-time, and on-line capabi l i t ies ,  t h i s  f a c i l i t y  includes a hierarchy 
of memory devices sui table  f o r  s tor ing  various types of information. 
These devices include a magnetic drum, magnetic tapes, and a high capacity 
magnetic disc  storage f a c i l i t y .  Ut i l iz ing  the hardware f a c i l i t i e s  and 
the software capabi l i t ies  associated with the RW SPECTRA 70/46, an 
integrated system known as the  Extended Data Management F a c i l i t y  (EDMF) 
has been implemented, comprised of such components a s  on-line f i l e  
creation, record storage, and information r e t r i eva l .  This EDMF provides 
the user  with general purpose information storage and re t r ieva l ,  programming, 
and f i l e  management capabi l i t ies .  Capabili t ies a r e  l i s t e d  under four 
1- 1 
4 TAPE DRIVES 
DISC DRIVES 
CARD READER 
FIGURE I - 1 THE MOORE SCHOOL- RC A SPECTRA 70/46G CONFIGURATION 
bas ic  categories; 1nput/Cutput Record Spec i f  i ca t  ion, f i l e  mnagement , 
data management, and interactive problem-solving f a c i l i t i e s .  
The EDMF software organization is pictured i n  Figure 1-2. 
CTlON CALLS 
USER PROGRAMS 
INSTRUCTIONS 
SYSTEM PROGRAMS 
T SOS BASIC DATA 
MANAGEMENT EXECUTIVE MANAGEMENT 
I 
FIGURE 1-2 EDMF SOFTWARE ORGANIZATION 
1 -  INFUT/CUT~JT RECORD SPECIFICATION 
Any f a c i l i t y  with information storage and r e t r i e v a l  capabili ty 
i s  concerned with records. In tu i t ive ly ,  a record i s  any col lect ion of 
information which i s  t o  be handled logical ly  a s  a uni t .  I n  normal 
use a record i s  f a r  from being an amorphous col lect ion of data.  Instead, 
a record usuall-y has some in terna l  structure,  which i s  important i n  
processing the information contained therein.  Above the  record i n  the 
data-structure hierarchy is the f i l e .  Thus, a f i l e  i s  a col lect ion of 
records. A s  with the record, the  f i l e  has an in terna l  s t ructure,  cal led 
a f i l e  structure.  Records within a par t icu lar  f i l e  a r e  usually considered 
t o  contain information on the  same general subject and often have ident ical  
or  similar record s t ructure (e .g., an Inventory f i l e )  . For the  purpose 
of discussion, a record can be thought of a s  a se t  of ordered pa i rs  ( f i e lds ) ,  
i n  the form (an a t t r ibu te ,  i t s  value). A record may be uniquely determined 
by i t s  f i e l d s  (attribute-value pa i rs ) ,  assuming there a re  no duplicate 
records i n  the  system. Any of these f i e l d s  may be used f o r  the r e t r i eva l  
of records, although it i s  recommended t h a t  only the  shorter  ones be so used. 
Before records can be retrieved f o r  processing, they must f i r s t  
be introduced in to  the system. Record specifications a re  needed t o  intro- 
duce raw material  i n to  the system a s  records, these specifications enabling 
the  user t o  describe the input material  i n  terms l i s t e d  i n  mble  1-1. 
Once the raw material  i s  completely specified, it may be entered in to  the  
system. The language processor w i l l  then extract  data from the raw 
material ,  transform it i n t o  f i e l d s  with a t t r i b u t e s  and values, pack the 
TABLE 1 - 1  RECORD SPEC1FICATIONS. 
Describes t he  length,  type, and code coilve~ibiorl 
Charac te r i s t i c s  of each datum and the  layout of the input  data. 
I-lssigns data  t o  t h e  a t t r i b u t e s  and t h e i r  
Composition 
Record Format 
, 
F i l e  S t ruc tu re  
Defines the  re la t ionsh ip  among t h e  g ive~ i  
f i e l d s  . 
1)ef ines  t h e  re la t ionsh ip  among t h e  given recor-ds  . 
f i e l d s  into records according t o  format, and arrange t h e  records in to  
a. f i l e  wi thin  t h e  prescribed logica l  structure. The same specif icat ion 
can be used t o  specify a new output record format for records already 
i n  t h e  system. I n  t h i s  case, re tr ieved records w i l l  be transformed in to  
the new output format from the  or ig ina l  by the EDMF. 
1- 3 FILF: MANAGEMENT 
The EDMF provides f l e x i b l e  use of d i f f e r en t  f i l e  s t ruc tu res ,  
f u l l y  automatic creat ion and de le t ion  of f i l e s ,  and p i v a c y  protect ion 
of a f i l e  t o  an extent  determined by t he  owner of the  f i l e .  
A s  mentioned i n  paragraph 1-2, some of the  shor te r  fie]-ds ( a t t r i bu t e -  
value pa i r s )  can be used f o r  r e t r i e v a l  of records. These f i e l d s  a r e  
ca l l ed  keywords. However, it i s  not enough merely t o  i den t i f y  records 
by keywords t o  obta in  e f f i c i e n t  r e t r i e v a l .  Addit ional  information rnust 
be provided so t h a t  records with common keywords may be r ead i l y  re t r i eved .  
For example, i f  a l l  records with the  keyword (author,  smith) a r e  connectetj , 
then  these  records can be re t r i eved  through t he  connection. 
The EDM?? provides t he  user  with the  choice of any one of the nor.mu l 
indexed sequent ia l ,  M u l t i l i s t ,  o r  inver ted  f i l e  s t ruc tu res ,  and, i n  
addi t ion,  allows the  user  t o  specify other  bas ic  f i l e  s t r uc tu r e s  a t  will. 
Using a generalized f i l e  s t ruc tu re ,  t h e  system can provide tlie use r  g rea t  
f l e x i b i l i t y  i n  f i l e  generation and organization.  For example, a user  
may experiment with various types  of s t ruc tu res  t o  determine which y i e l d s  
f a s t e r  access  f o r  spec i f i c  data  records. Furthermore, use rs  who have 
had f i l e s  processed by o ther  information r e t r i e v a l  systems may a l ready 
know t h e  type of f i l e  s t r uc tu r e  be s t  su i t ed  t o  t h e i r  p a r t i c u l a r  problems. 
The preferred type of f i l e  s t ruc tu re ,  then, would be spec i f i ed  when using 
t h e  system. 
The f i l e  management capab i l i ty  of f u l l y  automatic c rea t ion  a n d  
de l e t i on  of f i l e s  precludes t he  user having t o  be aware of t he  devices 
on which t he  f i l e s  res ide .  Within the  system, mecllanisms a r e  a v a i l a b l e  
which enable a f i l e  owne:. t o  d i r e c t l y  incorporate addi t ional  tnearis u f  f i l e  
protect ion.  
1-4 nATA MANAGEMENT 
The EDMF provides a l l  the data management f a c i l i t i e s  ordinarily 
associated with a time sharing system, and a l s o  provides the following 
addi t ional  capabi l i t ies :  
(1) Automatic storage of records in to  a f i l e  according t o  t h e i r  
common f i l e  structure.  
(2) Retrieval of records by Boolean and arithmetic expressions 
of multiple keywords. 
(3)  Effective r e t r i eva l  s t rategy f o r  use i n  a multiple access 
and time-sharing environment. 
(4) A query language f o r  specifying the  multiple keyword r e t r i eva l  
which can be used e i the r  through terminals interact ively or  
users '  programs d i rec t ly .  
1-5 IN'.ERACTIVE PROBLEM SOLVING 
The EDMF provides a simple but powerful in te rac t ive  language 
schema. This language schema enables the user t o  define new problem 
solving procedures and t o  make use of previously defined procedures. 
Each statement of the  language schema enables the  user t o  bring i n  a 
program by name (writ ten i n  any language avai lable  i n  the  system, e.g., 
COBOL, FORTRAN, and ASSEMBLY) from h i s  f i l e  f o r  execution, and t o  provide 
the running program with parameters and records. The parameters may 
ac tua l ly  be included i n  the  language schema, with the  records belonging 
t o  some f i l e .  The user i s  merely required t o  specify the s e t  of records 
with a Boolean and ari thmetic expression of keywords, and t o  include the 
expression i n  the  language schema. The language schema processor w i l l  
then r e t r i eve  these records by the  expression, then pass these records 
one a t  a time t o  the  running program whose name i s  i n  the  same language 
schema. Using t h i s  convention, the  user may aetempt t o  solve problems 
with stored programs and data without having t o  use the operating system 
job control  language f o r  cal l ing,  loading, and executing a program, and 
f o r  re t r iev ing  data f o r  the  program. 
- 6  SYNOPSIS OF SYS!l33B CAPABILITlCES 
Ihe EDMF simplifies f o r  the  tlser the problem of designating 
those records which the user wishes t o  use or  process. The user does 
not need t o  know the ac tua l  addresses of the desired records; it i s  
necessary only t o  specify i n  a logica l  expression the charac ter i s t ic  
contents of the records. The EDMF then assumes the responsibi l i ty  of  
determining the  ac tua l  record addresses and uses these addresses t o  
re t r ieve  the records. The heart  of the system i s  the implementation of the 
generalized f i l e  s t ructure and i t s  general r e t r i e v a l  algorithm. The 
generalized f i l e  s t ructure enables the  user t o  choose among many f i l e  
s t ructures ,  including the inverted f i l e ,  m u l t i l i s t  f i l e ,  and indexed 
sequential f i l e  t o  organize the records. A s ingle  se t  of access routines 
work with a l l  the above f i l e  structures,  and a l l  other definable f i l e  
s t ructures .  
The EJ3MF data management f'unctions a r e  summarized i n  mble  1-2. 
level access control, s e t s  up f i e l d  
level access control, establishes Type of processing t o  be 
f i l e  use pr ior i ty .  done on f i l e .  
Logical expression of key- 
words describing portion 
of f i l e  t o  be opened (no 
records outside t h i s  
Releases system control information 
f o r  f i l e  processing, releases f i l e  disconnected from pro- 
use pr ior i ty  which was established 
Reactivates a r e t r i eva l  request from 
where it l e f t  o f f .  
Name of f i l e  t o  be stored See Chapter 10 
TABLE 1-2 DATA MANAGEMENT FUNCTIONS. 
Record number iden- 
tifying record to 
be modified. 
Obtains specified records from Name of file to be used 
designated file. in search. 
Logical expression of key- 
words describing records 
to be retrieved. 
Number of records to be 
retrieved, either a fixed 
number or an indication 
that all records satis- 
fying the description 
are to be retrieved. 
Output specification - may 
specify user terminal, 
system printer, core image 
records, or a count of 
the records satisfying 
the description. 
Label which may be used in 
a CONTINUE request to 
refer to the retrieval. 
Deletes existing records from Name of f i l e  to be pro- 
TABLE 1 - 2 EDMF DATA MANAGEMENT FUNCTIONS (CONT'DJ 
record organization and f i l e  
F i l e  s t ructure - e.g. 
W t i l i s t ,  inverted 
TABLE 1- 2 EDMF DATA MAN4GEMEN.T FUNCTIONS (CONT'D.) 
SECTION 2 
RECORD ORGANIZATION 
2-1 GENERAL 
The EDMF utilizes a general record organization from which many 
fixed and variable length records of hierarchical and network fortnats 
can be derived. By identifying the characteristics of the record organi- 
zation, it is possible to segregate and store the global record structural 
information from the local and non-structural information. Such segrega- 
tion facilitates efficient use of storage, record reorganization, and 
multiple organizations for the same set of records. 
2-2 ORGANIZATION 
A f i e l d  (or  data item) consis ts  of two par ts ;  the  f i r s t  i s  ca l led  
an a t t r i b u t e  (or  f i e l d  name), and the second i s  termed i t s  value. The 
charac te r i s t ics  and re la t ions  of a f i e l d  may be specif ied t o  reveal the 
information ty-pe and organization of the f i e l d ~ ~ w i t h i n  a col lect ion.  
F ie ld  specif icat ions  of a col lect ion determine the  record organization 
of the  collection; such a col lect ion i s  referred t o  a s  a f i l e .  A record 
-
of a f i l e  is, therefore,  a subset of f i e l d s  sa t i s fy ing  the record organiza- 
t i o n  of the f i l e .  A f i l e  may consis t  of one o r  more records, a record 
\ 
consist ing of one o r  more f i e ld s .  Since a l l  records i n  a f i l e  contain 
s imilar  information type and organization, f i e l d s  of one record always 
contain t he  same information ty-pe and a r e  re la ted  t o  each other  a s  a r e  
f i e l d s  of another record. The information which d i f f e r s  from one record 
t o  another i s  the  value of the  a t t r i b u t e s  and the absence o r  presence of 
cer ta in  optional f i e l d s  within t h a t  record organization. For example, 
it w i l l  be noted i n  Figure 2-1 t h a t  a l l  Par t  No. records i n  the  Par t  No. 
f i l e  contain the same a t t r i b u t e s  of information and have the same organiza- 
t i o n  (four f i e l d s  re la ted  i n  the  same order and with the same indentation),  
but d i f f e r  i n  -the values associated with the a t t r i b u t e s  (par t  No. i n  
one record i s  TX 4240, i n  another record rlX 0035). 
F I G U R E  2-1 TYPICAL RECORD ORGANiZATlON 
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2-3 FIELD UVEL 
Each f i e l d  i s  assigned a l eve l  number. These l e v e l  numbers f o r  
a l l  of the  f i e l d s  es tab l i sh  a hierarchical  record organization. Thus, 
a record may be viewed as a t r e e  s t ruc ture  where each node of the  t r e e  
i s  a f i e l d  and the  depth of the  node i n  the  t r e e  represents a l e v e l  
number. The root of the  t r e e  i s  a t  the  top and i ts  f i e l d  i s  assigned 
the  l eve l  number zero. For a given non-terminal node of the  t ree ,  
there  is  always a subtree whose root is  t h a t  node. The f i e l d  associated 
with t h a t  node i s  cal led a superior f i e l d  and the f i e l d s  associated with 
t he  subtree a r e  cal led subordinate f i e l d s  of the  (superior)  f i e l d .  The l eve l  
number of a f i e l d  is  l e s s  than the l e v e l  number of each subordinate f i e l d .  , 
However, the  ac tua l  l e v e l  number assigned t o  a f i e l d  need not  be equal 
t o  t he  depth of t ha t  f i e ld ;  i n  e f f ec t  the  l eve l  number i s  r e l a t i v e  t o  
a l l  other l eve l  numbers assigned t o  the  other f i e l d s .  If there  are no 
f i e l d s  between a subordinate f i e l d  and a superior f i e l d  the  subordinate 
f i e l d  i s  cal led an i m e d i a t e  subordinate f i e l d  of the  (superior)  f i e l d .  
Conversely, the  superior f i e l d  i s  cal led the immediate superior f i e l d  of 
the  i m e d i a t e  subordinate f i e ld s .  
I n  Figure 2-1, f i e l d s  a t  the  seme l e v e l  extend from the same v e r t i c a l  
l i ne s .  Note t h a t  the f i e l d s  containing vendor number and vendor sources I 
a r e  a t  the  same level .  Although f i e l d s  containing vendor name, vendor 1 
address, purchase order, and date of purchase a r e  a t  one leve l ,  t h i s  l eve l  I I 
i s  subordinate t o  the  l eve l  of the f i e l d  containing vendor sourwce. The 1 
l e v e l  number i s  assigned t o  a f i e l d  exp l i c i t l y  by the programtier. The 
organizat.lon of f i e l d s  i n  term& of l eve l  o r  hierarchy iu a reco~+cl cull bc 
used to identify related field6 as sub-groups, groups, and divisions 
for ease in  reading and modifying f ie lds .  
Within a  record, some a t t r i b u t e s  may appear once, others many 
times. Figure 2-1 shows the following a t t r ibu tes  appearing twice 
within a  record: vendor source, vendor name, vendor address, vendor 
order, and date of purchase. This i s  qui te  common i n  business reports 
or records, but it becomes tedious t o  specify these a t t r i b u t e s  each time 
they a re  t o  be repeated within a  record. To ease the programmer's e f fo r t  
i n  specifying a  repe t i t ive  a t t r ibu te ,  a  repe t i t ion  number i s  assigned t o  
the a t t r i b u t e .  The repe t i t ion  number of an a t t r i b u t e  indicates the number 
of repe t i t ions  of the a t t r i b u t e  i n  the record. If the repetit iorl  number = n, 
the f i e l d  must occur n-tl times. I n  addition, the repeated a t t r ibu tes  will 
have the  same l eve l  a s  the or iginal  and every required a t t r i b u t e  of a  
lower l eve l  w i l l  be repeated. The absence of a  repe t i t ion  number indicates,  
by default ,  t ha t  the repe t i t ion  number i s  zero. A s  a  r e su l t ,  when specify- 
ing the  a t t r i b u t e  vendor source, it i s  necessary only t o  assign repe t i t ion  
number 1. Furthermore, when specifying the a t t r ibu tes  vendor name, vendor 
address, purchase order, and -- date of purchase, it is not necessary t o  
assign any repe t i t ion  number. (The absence of a repe t i t ion  number indicates 
implici t ly  t h a t  there i s  no repe t i t ion  involved.) Since the four a t t r ibu tes  
l i s t e d  above a re  a t  a  l eve l  lower than the r epe t i t i ve  a t t r ibu te ,  they will 
be repeated each time the  a t t r i b u t e  vendor source i s  repeated (see Figure 
2- 5 ATTRIBUTE OCCURRENCE 
Referring t o  the purchase order record i n  Figure 2-1, it w i l l  
be noted tha t  the a t t r i b u t e  p a r t  description appears f i r s t  under quantity 1, 1 
- 
then under quantity - 3. However, there i s  no par t  description under 
quantity - 2.  This i s  a case where an a t t r i b u t e  does not occur uniformly 
i n  the  record. Furthermore, an a t t r i b u t e  may not always occur uniformly 
i n  every record of a f i l e .  Such an occurrence of an a t t r i b u t e  i s  termed 
the optional occurrence of the  a t t r ibu te .  On the  other hand, the a t t r i b u t e  
purchase order no. appears i n  every purchase order record. Such an 
-- 
appearance of an a t t r i b u t e  i s  termed the required occurrence of the  a t t r ibu te .  
In  addition, if the occurrence of an a t t r i b u t e  of a f i e l d  is optional, 
then the occurrence of each a t t r i b u t e  of i ts  immediate subordinate f i e l d s  1 
w i l l  be determined by the following: 
1. The a t t r i b u t e  must occur i f  it is required and the optional 
a t t r i b u t e  of i t s  immediate superior f i e l d  appears. 
2. The a t t r i b u t e  cannot occur even though it i s  required i f  the 
optional a t t r i b u t e  of i t s  superior f i e l d  does not occur. 
2-6 VALUE TYPE AND SIZE 
The value of an a t t r i b u t e  may be alphanumeric, integer,  r ea l ,  
packed, unpacked, binary, e t c .  Such specif icat ions  a r e  useful  t o  a 
processing program f o r  handling the value. 
The s i ze  of a value i s  the number of characters t h a t  compose the 
-
value. This number may be f ixed o r  variable.  Where the  number i s  f ixed,  
the  value of the a t t r i b u t e  w i l l  have the same s ize  i n  every record where 
t he  a t t r i b u t e  appears. If the  number i s  not f ixed,  the  s i ze  of a value 
may vary from record t o  record. 
2-7 KEYWORD DESIGNATION 
A f i e l d  (attribute-value pair)  may or may not be used a s  an index 
f o r  r e t r i eva l  purposes. For example, a short  f i e l d ,  such a s  one whose 
a t t r i b u t e  i s  vendor name might be used i n  a retrieval statement, whereas 
-7 
a long one such a s  vendor address might not. Fields  designated by the 
user f o r  subsequent r e t r i eva l  and inquiry purposes a r e  referred t o  a s  
keywords. These keywords can be used by the  data management system for 
constructing a keyword directory f o r  the f i l e .  
- T~ILKAG't?: AND POINTERS 
!he records belonging t o  c1i;t'ferent f i l e s  m y  " re l a t e "  t o  each 
other  because they contain the same a t t r i b u t e s  and values. For exan~ple, 
the  purchase of a pa r t  from a vendor could r e su l t  i n  three records: a 
purchase order record showing the  cost  of the  purchase and the vendor 
from whom the purchase is procured, a vendor record describing t h e  vendor 
sour-ce and date of purchase, and a par t  record documenting the s a l e  price,  
name, and supplier of the  par t s .  These three records belong t o  three 
d i f f e r en t  f i l e s ,  namely, the  purchase order record i n  a purchase order 
f i l e ,  t he  vendor record i n  a vendor f i l e ,  and the pa r t  no. record i n  a 
par t  no. f i l e .  However, they a r e  a l l  re la ted  t o  t h i s  purchase. As 
i l l u s t r a t e d  i n  Figure 2-1 by the dotted l i nes ,  the  f i e l d  pa r t  number lX 11240 
- -- 
under quant i ty  - 3 i n  the  purchase order record r e f e r s  t o  the  pa r t  no. record 
whose pa r t  no. i s  ?X 4240. I n  the  same pa r t  no. record, the  f i e l d  vendor 
no. V1023 r e fe r s  t o  the  vendor record whose vendor number i s  V1023. It 
- 
w i l l  be noted t h a t  these three records a r e  i n  three d i f fe ren t  f i l e s ,  ye t  
they a r e  "related" because the  pa r t  TX 4240 which cost  $112.26 t o  stock 
and is  s e l l i n g  a t  a p r ice  of $149.99 was purchased from the  vendor K. P. 
Smith. I n  order t o  e s t ab l i sh  an effect ive cross-reference among these 
records so t h a t  a u s e r ' s  appl icat ion program can "trace" through the  
"dotted l i nes"  f o r  r e l a t ed  information (see Fig. 2 - l ) ,  linkages o r  pointers  
must be provided f o r  these f i e l d s .  
2-9 STORAGE OF iECORD SPECIFICATIONS 
When records a r e  collected together t o  form a f i l e ,  they usual ly  
have s imilar  o r  i den t i ca l  a t t r i b u t e s .  This is  because these records most 
l i k e l y  contain the  same type ( a t t r i bu t e s )  of information. Referring t o  
Figure 2-1, it w i l l  be seen t h a t  a l l  records i n  a vendor f i l e  contain t he  
a t t r i b u t e  vendor source. Thus, it i s  reasonable t o  expect t h a t  there  
w i l l  be only a l imited number of d i f f e r en t  a t t r i b u t e s  i n  each new record 
of a f i l e ,  even though the  t o t a l  number of a t t r i b u t e s  may be large.  Because 
of t h i s  charac te r i s t ic  of records i n  the  same f i l e ,  it i s  possible t o  save 
considerable f i l e  storage space by removing the a t t r i b u t e s  from the records 
themselves and s tor ing the  unique a t t r i b u t e s  i n  some cen t r a l  place associated 
with the  f i l e .  This cen t r a l  place i s  cal led the  record template, f o r  short ,  
template. It i s  important t o  note t h a t  records col lected i n  a f i l e  usually 
have not only the same type ( a t t r i bu t e )  of information, but  a l s o  the 
same general  organization. The descr ipt ion of t h i s  general organization 
i s  placed i n  the  same template. I n  so doing, information regarding the  
general organization of records of a f i l e  does not have t o  be stored 
redundantly i n  every record of the  f i l e .  This again r e s u l t s  i n  considerable 
saving of file storage space. The template contains not only the unique 
f i e l d  names ( a t t r i bu t e s ,  e tc . ) ,  but a l s o  information regarding the  re la t ions  
among the  f i e l d s  so named. Because f i e l d  r e l a t i ons  determine the  general 
rSecord. organizutlon of a f i l e ,  t h i s  information is referred t o  as the 
global record s t ruc tu ra l  specif icat ion of the  f i l e .  I n  addi t ion t o  
various non-structural  information such a s  a t t r i b u t e  value, information 
per ta ining t o  the presence and absence of ce r t a in  global s t r u c t u r a l  
fea tures  f o r  a given record organization a r e  stored i n  the  individual 
records. This information, which is  loca l  t o  a record, i s  referred 
t o  a s  the record control inf'ormation of the record. For each use r ' s  
1
record, a record control block i s  created t o  s tore  the control information, 
so tha t  the use r ' s  record consists of a l l  the values of i t s  a t t r ibu tes  
plus the record control block. Each entry of the record control block 
correspo~lds t o  a f i e l d  and i s  of the form (a f i e l d  number, s ize  of the 
value), where the f i e l d  number is  a posit ive integer which replaces the 
a t t r i b u t e  i n  the record. Assignment of posit ive integers as f i e l d  numbers 
i s  done by EDMF' f o r  the user. 
- 1  'ME EDMF' RECORDS 
' h e  records used i n  the EDMF a re  formatted records of a general 
type. When used with i t s  associated template, an EDMF record provides 
f l e x i b i l i t y  without excessive space penalties,  a s  well a s  features  which 
allow it t o  be eas i ly  updated ana expanded. Figure 2-2 i l l u s t r a t e s  the 
in te rna l  form of the EDMF record. The record consists of three parts;  
(1) header, (2) record control block, and (3) - t ex t .
The header of the EDMF record contains information used by the 
lowest l e v e l  EDMF I/O programs and i s  important i n  dealing with the record 
a s  a whole. The s i ze  of record entry i s  a 3 byte f i e l d  which contains a 
binary representation of the s ize  i n  bytes of the record. The pointer t o  
t e x t  entry gives the re la t ive  address of the f i r s t  byte of the t ex t  section 
-
of the record, counting from the f i r s t  byte of the header. By using t h i s  
pointer t o  t e x t  entry,  EDM?? programs which need t o  f ind  the  record t e x t  
may do so knowing only the address of the f i r s t  byte of the whole record. 
The control information entry i s  used t o  contain various in te rna l  codes 
associated with the record. For example, i f  the delete  b i t  i n  the control 
information entry i s  se t ,  then the record has been logical ly  deleted 
from the  f i l e ,  even though it may s t i l l  be physically present. 
The EDMF uses the  RCA Indexed Sequential Access Method (ISAM) a s  
i t s  basic input/output (I/o) method. The ISAM allows records t o  be stored 
and retrieved on the basis  of one 8-digi t  (decimal) key assigned t o  each 
ISAM record, and provides the programming t o  accomplish the storage and 
r e t r i eva l  t o  and from the physical devices. '191~s~ an ISAM record may be 
3 BYTES - - SlZE OF RECORD 
2 EIY TES - - COUNT 
5 BYTES-- DISC ADDRESS (ISAM Key) 
2 BYTES - - POINTER TQ T E X T ( V ~ U ~ S )  RELATIVE.. TO FlRST BYTE ' 
OF RECORD 
2 BYTES- - CONTROL INFORMATION 
2 BYTES -- FORMAT NUMBER 
3 BYTES-- SlZE OF VALUE 
I BYTE- - -  BLANK 
I BYTE -- - CONTROL INFORMATION 
3 BYTES---RELATIVE ADDRESS OF FIRST VALUE 
2 BYTES-- FORMAT NUMBER 
3 BYTES-- SIZE OF VALUE 
I BYTE --- BLANK 
I BYTE-- -  CONTROL INFORMATION 
3 BYTES -- - RELATIVE ADDRESS OF SECOND VALUE 
POINTER ( ISAM key 
VALUE OF ATTRIBUTE 
------ - I.- - -------om ---...-....I------- 
I Notes: 1. The Count f i e l d  i s  used when a record i s  broken in to  several  pieces f o r  IIO. 
2 .  The cbntrol  information i n  the  header i s  used among other things t o  
indicate  t h a t  a record i s  t o  be deleted.  This i s  a l s o  t r u e  f o r  the  
Control Information i n  the  Record Control Block. 
3.  The s i ze  of Value i n  the  RCB appears even though the  format may be 
f ixed-length. 
FIGURE 2-2  TYPICAL EDMF RECORD ON DISK 
vead in to  main storage from secondary storage by cal l ing ISAM with 
the 8-digi t  key of the record desired. ISAM, however, imposes many 
r e s t r i c t ions  on the records which it w i l l  handle, such a s  length, format;, 
e t c .  The EDMF, therefore,  uses one or more ISM4 records t o  implement 
the more general EDMF record. Since EDMF records have a design length 
of a maximum 16,777,216 bytes (142,000 bytes mimum a t  the present tim) 
while ISAM records a r e  r e s t r i c t ed  t o  l e s s  than a page (4096 'bytes), 
each EDMF record must be broken up in to  a number s f  1S.M records before 
being wri t ten t o  disc .  The count f i e l d  is  used t o  hold a number t e l l i n g  
the EDMF programming how many I S A M  records were required t o  hold the 
en t i r e  EDMF record, and the disc address f i e l d  holds the  ISAM key of the 
f i r s t  ISAM record i n  the sequence of ISAM records holding t h i s  EDMF 
record. 
The in terna l  form of the EDMF record a s  just  described, i s  the 
form of the records as  stored i n  the data f i l e .  It i s  designed f o r  
e f f ic ien t  processing by EDMF routines, and fo r  space conservation i n  the 
f i l e .  However, the record i s  never seen by the user  i n  t h i s  form. 
mere  a r e  two forms of the  record which the user can choose from 
f o r  seeing and handling the record. Both contain the ac tua l  a t t r ibu tes ,  
instead of format numbers associated with the a t t r ibu tes .  
Record Output Format 
The record output format i s  the form of the record a s  printed on 
e i the r  the high speed pr in ter  or  the teletype a f t e r  r e t r i eva l .  The choice 
of output device is  under user control. 
The basic  output format i s  t o  have a maximum of one attribute-value I 
I 
pa i r  on a physical l i n e  of the output device. If the s ize  of t h i s  I 
at-bribute-value exceeds one l ine ,  a s  rnany additional l i n e s  e re  used a s  I 
are needed. Each attribute-value pair i s  preceded by 8 l i n e  number which I 
I 
a l s o  denotes the ord.ering of t h a t  pa i r  i n  the record. 
A t  -the beginning of each record which i s  printed out, there i s  a I 
~*ecord number. This nurcber is used when referr ing t o  tha t  record f o r  I 
I 
the purposes of updating o r  deleting it. In  the EDMF, a coded form of the  I 
record 's  ISAM key i s  used a s  the record number, so t h a t  the updating 
routines can get the corresponding in terna l  form of the record with t h i s  
number. 
Line numbers a re  put i n  f ront  of each attribute-value pa i r  t o  indicate 
the sequential order of the attribute-value pa i r  i n  the record retrieved. 
The purpose of l i n e  numbers i s  t o  a i d  the user i n  picking out and referring 
t o  cer ta in  par t s  of the  record which he wishes t o  update. The l i n e  numbers 
a r e  assigned i n  multiples of one hundred, thereby allowing the user t o  
in se r t  addi t ional  attribute-value pa i rs  between already exis t ing  ones. 
Record Core Fomnat 
The second type of form of the  data record i s  called the record 
core format or core format. This form is  designed f o r  handling by 
programs, i n  which the record i s  stored i n  main memory. Records may be 
retr ieved i n  t h i s  form (instead of having them printed on an output device) 
when the  re t r ieve  f'unction i s  cal led through a program. This i s  a l s o  the  
form of the record accepted by the s tore  and update functions called via  
programs. 
Tile core format cons i s t s  of a header, followed by a series of 
attribute-va1u.e pa i r  en t r ies .  The basic form of t h e  record i s  shown 
i n  Figure 2- 3. 
HEADER 
ATTRIBUTE - 
VALUE 
Size of Record (includes header) 
Reference nuriber, unpacked. 
Control infomation 
Nmber of Directoly L i s t s  
Length of a t t r i b u t e  
Attr ibute  
Length of value 
Length of a t t r . -value entry 
Control information 
Number of Directory L i s t s  
Length of a t t r i b u t e  
Attr ibute  
Note: "Number of Directory Lists"  f i e l d  i s  used f o r  those 
attribu*e-value pa i r s  which a re  used a s  keywords 
when f i l e  charac ter i s t ics  allow a variable number of 
directory l i s ts .  Field i s  ignored f o r  other a t t r ibu te -  
value pairs .  
FIGURE 2-3 RECORD CORE FORMAT 
2-11 BIE EDMF 'lEMl?I,ATE: ( ~ e c o r d  F o m t  i lock) 
Preceding paragraphs discussed "s t ruc tura l  i ~ f l o r m t i o n "  which 
was t o  be stored! i n  the  ternplate. Tnis EDW template, a l s o  cal led the  
liecord Format Block (RFB), i s  c o ~ p r i s e d  of a s e t  01' en t r i e s  c o ~ t a i n i n g  
the s t ruc tu ra l  information, with one entry,  cal led a F o m t ,  f o r  every 
f i e l d  which m y  appear i n  arxy record of the  f i l e  ( there  i s  one WB, o r  
template, f o r  each f i l e ) .  Figure 2-4 shows the  breakdown of the  Hecord 
Format Block. It will be noted that the  RFB i s  s imilar  i n  form t o  the  
EDMP record, containing a header, a t ab l e  of contents ( s imi la r  t o  a Record 
Control  lock), and a se r i e s  of format e n t r i e s  s i m i l t r  t o  the  t e x t  i n  the  
i n t e rna l  form of an EDW record. 
The format number i n  each format i s  used as a l i n k  with the f o m t  
numbers appearing i n  t he  Record Control Block of each EDMF record. The 
format number required f o r  any processing function may be found i n  e i t h e r  
the  EDMF record o r  i n  the  Record Format Block, then matched i n  the LGB 
o r  the  record. 
The type of format entry  i s  a code which can be used t o  determine 
how the information associated with t h a t  format i s  t o  be processed (not 
current ly  used i n  the  system). Suff ic ient  space (4  bytes) has been 
reserved t o  allow the  address of a format processing program, or  other  
addresses, t o  be placed i n  t h i s  locat ion.  
The r epe t i t i on  number and s i z e  of value e n t r i e s  a r e  used only if the  
corresponding information i s  of f ixed s i ze .  For example, if a f i e l d  
repeats a f ixed number of times, then t h i s  information i s  contained i n  
the  format f o r  t ha t  f i e l d .  If the s ize  of value f o r  a f i e l d  i s  f ixed,  
then t h i s  i n fo rmt ion  i s  a l s o  contained i n  the  format f o r  t h a t  f i e l d .  
2 1WTEB- - POINTEH TO FIRST FOBMAT RELATILW, TO FIRST 
BYTI3 OF RFB 
I 2 BYTES- -CONTROL INFOKMhTION I 
OF FIRST FORMAT 
J 
2 BYTES- - FORMAT NUME3ER 
I 2 BYTES- - CON1ROL Z ~ O X ~ T I O N  I 
2 BYTES, , EELCl'iTVE ADDF33S.S OF SECOND FORMAT 
. I 
I 
TABLE 
OF 
CONTENTS 
-- - --- 
)I BYTES- - TYPE OF FORMAT 
2 BY TES - - NUMBIER f 1 2 BY TES- - REPETITION lVUMBER I FORMAT 
I 3 BYTES,, SIZE OF VALUE I ENTRY 
Notes: 1. A l l  r e l a t ive  addresses i n  the Wble of Contents a r e  re la t ive  
t o  the f i r s t  byte i n  the  f i r s t  format; i n  t h i s  way, a pointer 
t o  the f i r s t  format i s  placed i n  the header. This arrangement 
obviates the need f o r  changing re la t ive  addresses i n  the 'Pable 
of Contents if new formats a r e  added t o  the block. 
2.  Format numbers appear i n  the  lgble of Contents i n  order of t h e i r  
appearance i n  f i l e  records. 
3. The type of format f i e l d  may be used t o  indicate a program 
which processes the format. 
4. Like the s i ze  of the value entry, the repe t i t ion  number w i l l  
not appear i n  the format i f  the format may repeat a variable 
number of times. variable repe t i t ion  i s  indicated by a b i t  
i n  the  control information. 
1 BYTE - - CON'IXOL INFOIiMATION 
2 BY !lXS - , BLANK 
4 BYTES- - FIELD PROTECTION 14AaZ 
n BYTES - - FULL ATTRIBUTE NAME 
*. 
A 
FIGURE 2 - 4  T Y P I C A L  RECORD FORMAT BLOCK (RFB).  
- -  I--- 
Otherwise, t h i s  in fomat ion  i s  found i n  the  Record Control Block of each 
T11e field. protection data entry  i s  a l so  not currently used., but; 
space f o r  a f u l l  machine address has been reserved. This entry  i s  used 
i n  conneciiori w i t h  secur i ty  checking p roced~res .  
'The Lul l  a t t r i b u t e  name entry contains the  a t t r i b u t e  rmme f o r  %he 
f i e l d  t o  which the format r e f e r s .  'This name i s  connected t o  the  values 
with which it i s  associated dxring ED&F r e t r i e v a l s  and output i n  various 
forms t o  tne user .  It f a c i l i t a t e s  f i e l d  iden t i f ica t ion .  
The control  information e n t ~ j  i s  i l l u s t r a t e d  i n  Figure 2-5. The 
f i r s t  b i t  t e l l s  EDMF processing routines whether the repe t i t ion  number 
i s  fixed, and can therefore  be found i n  the  RFB, o r  variable,  and must be 
found by scanning the RCB of each record. The second b i t  perfo~ms a similar 
function f o r  the value s ize ,  informing the EDMF routines where 'to look f o r  
t h i s  information. The t h i r d  b i t  informs the EDMF whether o r  not the  
a t t r i b u t e  i s  i n  the directory (it may be used a s  pa r t  of a keyword i n  
r e t r i eva l  requests) .  The four th  b i t  t e l l s  the  EDMF whether o r  not the  
f i e l d  is required in every record. If a required f i e l d  i s  not present 
i n  a record, it w i l l  be re jected by EDMF storage routines.  The next two 
b i t s  inform the  EDMF how the  value i s  t o  be padded i n  the  f i e l d  if t h a t  
f i e l d  i s  of fixed length,  t o  the l e f t  with zeros i n  t he  case of numbers, 
o r  t o  the  r i gh t  with blanks i n  t he  case of alphabetic information. 
The l eve l  number enkry can be used t o  e s t ab l i sh  a h ie ra rch ica l  
re la t ionship between f i e l d s  of a record. By use of t h i s  entry,  a t t r i b u t e s  
and values can be arranged. i n  a t r e e  s t ruc ture  i n  which a group of f i e l d s  
BIT POSITION 
= 0 (RESET) Repetition number is variable. 
= 1 (SET) Repetition number is fixed. 
= 0 Value size is variable. 
= 1 Value size is  fixed. 
= 0 Attribute is not in the directory. 
= 1 Attribute is in the directory. 
- 
= 0 Attribute optionally appears in a record. 
= 1 Attribute appears in every record. 
= 00 Value is decimal (unpacked). 
= 10 Value is alphabetic. 
= 01 Unassigned. I 
= 11 Unassigned. I 
Unassigned. I 
FIGURE 2-5 EOMF RCB CONTROL INFORMATION 
nlsy defined as a subtree of a record. Figure 2-6 shows a record 
del'ilied w I t ~ l  l e v e l  riumbers f o r  the f i e l d s ,  and the c~rresplanding t r e e  
s t r uc tu r e .  It w i l l  be noted that when f i e l d s  of different l e v e l s  are 
used, the  neanings of t he  required-or-optional-occurrence en t ry  i n  t h e  
con t ro l  information changes. If a l l  f i e l d s  i n  a record are defined as 
having t he  same l e v e l ,  then a f i e l d  marked "required" must appear in every 
record. 
FIGURE 2-6 RECORD LEVEL AND TREE STRUCTURE 
J 
\ 
RECORD 
-
I NAME 
2 FIRST NAME 
2 LAST NAME 
2 MIDDLE NAME 
I LOCATION 
2 HOME 
3 STREET ADDRESS 
3 ClTY 
3 STATE 
2 BUSINESS 
3 STREET ADDRESS 
3 C l T Y  
3 STATE 
3 FlRM NAME 
I SOCIAL SECURITY NUMBER 
TREE 
-
SOCIAL SECURITY NUMOER 
I 
STREET ClTY STATE STREET CITY STATE FIRM 
i 
ADDRESS AODR€SS NAME 
. 
' - 1  ~ ? ~ C Q l l D - ~ L A T E  C O N l ~ C T I O N S  
To i l l u s t r a t e  how the Record Format Block and Record Control Block 
a re  connected together and u t i l i zed  i n  processing, the hierarchical  s t ructnre 
i s  shown i n  Figure 2-7. The Record Format Block corresponding t o  t h i s  
s t ructure i s  shown in  the same f igure.  Notice tha t  the a t t r i b u t e  A l  i s  
-
repeated i n  the record, whlle it appears only once fn the RFE. The format 
entry f o r  the f i e l d  w i l l  indicate t h a t  the a t t r i b u t e  repeats.  If a t t r ibu tes  
~8 - and A 9  - a re  indicated a s  "required", then they w i l l  repeat if A 1  does, 
-
Also shown i n  the  i l l u s t r a t i o n  i s  an EDMF record with hierarchical  s t ructure.  
Note tha t  the Record Control Block has as many en t r i e s  a s  there a re  f i e l d s  
i n  the records. When the  EDMF record i s  read in to  storage, the processing 
routines go down the en t r i e s  i n  the Record Control Block, picking off from 
the t e x t  section the number of bytes specified i n  the RCB entry, and apply- 
ing the  specified format t o  the value. 
To i l l u s t r a t e  how the  record and template organization f a c i l i t a t e  
updating, assume tha t  two new a t t r ibu tes ,  A20 and A21, a r e  t o  be added 
- -
t o  the records of the f i l e ,  producing the s t ructure shown i n  Figure 2-8. 
Following i s  the procedure f o r  adding the new f i e l d s  t o  the records: 
1. Add the new formats t o  the end of the RFB and assign new 
format numbers. 
2.  Add en t r i e s  f o r  the new formats i n  the tab le  of contents of the 
Record Format Block i n  the proper order t o  r e f l e c t  the  new 
record s t ructure.  
3. For each record tha t  is  t o  have the new f i e l d s  added, add 
the new values t o  the end of the record. 
4. Using the control information i n  the Record Format Block, 
generate a new Record Control Block f o r  the record. 
RECORD HIERARCHICAL STRUCTURE:A-REFERS TO AN ATTRIBUTE, 
V TO A VALUE. NOTE THAT ATTRIBUTE && REPEATS AS 00 ITS 
-
SUBFIELDS, AS AND &. 
RECORD FORMAT BLOCK 
FORMAT LEVEL REL. 1--f -- 
b LEVEL NUMBER 
POSSIBLE RECOCiD 
:ORMAT NO. R EL. ADDR. 
( 0  -- - - 0 )  
( I  -,,,, 29) 
( 2  ----- 35 
(3 ,,,, 40) 
( 1  - - - - - 5 7 )  
F IGURE 2 - 7 .  HIERARCHICAL STRUCTURE, R C B  AND RFB. 
A n e w  record and the new Record Format Block a r e  shown i n  Figure 2-8. 
Tlie re la t ive  address technique used enables the new f i e l d s  t o  be added 
with very l i t t l e  computation. New values and formats a r e  added a t  the 
end of the exis t ing information, and the new control information i s  
irlserted in place without recomputing the r e l a t ive  locations of the previous 
information. It is a l so  important t o  note tha t  old records, such as shown 
i n  Figure 2-7, may be processed without change by the new Record Format 
Block, even though the old record does not contain the new f i e lds .  Sinee 
the RCB of the old record does not r e fe r  t o  e i the r  of the  new format en t r ies ,  
t h e i r  existence i n  the RFB i s  ignored by the  in te rna l  processing routines 
during r e t r i eva l  of old records (records with the old s t ructure could 
not be stored i n  the system unless the new f i e l d s  added were specified as 
optiollal). This capabili ty allows new information t o  be added t o  sel-ected 
records on a f i l e  without requiring the  processing of every record i n  the 
f i l e  . 
RECORD HIERARCHICAL STRUCTURE: A=ATTRlBUTE;x=VALUE 
RECORD FORMAT BLOCK 
FORMAT LEVEL 
W 
C 
) LEVEL NUMBER 
POSSIBLE RECORD 
FORMAT No. RELADOR. 
( O - - - - , O )  
I 
FIGURE 2-8 HIERARCHICAL STRUCTURE,RCB AND RFB (WITH ADDITIONS ). 1 
SECTION 3 
FILES AND FIX3 S?RUCIURES 
3-1 GENERAL 
In  Section 2, the word "record" was used t o  describe a s e t  of 
f i e l d s  collected together f o r  storage and r e t r i e v a l  purposes. Similarly, 
the term " f i l e "  i s  used t o  describe a s e t  of records collected together 
f o r  the  same application and use. Records of a f i l e  are usually similar 
i n  the sense tha t  they contain most of the same a t t r ibu tes .  I n  the EDMF, 
the s imi lar i ty  among records of a f i l e  i s  evident by the  f a c t  t ha t  a l l  
records i n  the f i l e  a r e  specified by the same record template (RFB). 
The template determines the "organization" of each record, i .e . ,  how 
the individual f i e l d s  a re  related t o  one another within the  record. 
I n  the  same manner that the record m y  have an organization, the f i l e  
may a l s o  have a s t ructure which describes the individual records' relation- 
ships t o  one another within the  f i l e .  Section 2 describes specification 
of the organization of a record i n  terms of general character is t ics  such 
a s  f i e l d  lengths, repe t i t ion  numbers, e tc . ;  the s t ructure of a f i l e  may 
be similarly specified i n  terms of general f i l e  charac ter i s t ics .  F i l e s  
may be described i n  terms of a generalized f i l e  s t ructure i n  a manner 
s imilar  t o  tha t  by which records a r e  defined i n  terms of a generalized 
record organization by the template. 
3-2 FILE STRUCTURE 
Different methods of organizing records i n  f i l e s  ( f i l e  structures) 
have been developed t o  meet diverse processing requirements of users 
f o r  records i n  the f i l e s ,  and t o  interface between the pkvsical storage 
devices on which the records a re  stored with t h e i r  log ica l  relationships.  
Some applications, such a s  information r e t r i eva l  systems, require extremely 
f a s t  re t r ieva l ,  while permitting slower storage and update. Other applica- 
t ions ,  such a s  real-time recording of t e s t  data, require rapid storage of 
large volumes of information, but permit slower r e t r i eva l  and minimal 
update capabi l i t ies .  Attempts t o  meet various c r i t i c a l  requirements f o r  
these diverse applications have resulted i n  the development of f i l e  
s t ructures .  These requirements may include the minimization of overhead 
in  f i l e  processing operations, optimal use of storage space on high-speed 
storage devices, and reduction of access movement of d isc  storage devices. 
A l l  f i l e  s t ructures  can be described essent ia l ly  i n  terms of sequential 
and associat ive types. It w i l l  be seen that almost a l l  f i l e  s t ructures  
can be described i n  terms of a generalized f i l e  structure a s  implemented 
i n  the EDMF which allows considerable f l e x i b i l i t y  i n  the choice of f i l e  
s t ructures .  
3 - 3  KEYWORDS 
In  a large data base, f i l e  processing operations i n  which ident ica l  
processing i s  performed on every record i n  the f i l e  a r e  extreme cases. 
1x1 normal f i l e  processing, specified operations are performed on various 
records of tlie f i l e .  It i s  important t o  be able t o  describe i n  some way 
which records a re  t o  be operated on f o r  a specified operation ( re t r ieva l ,  
u p d t e ,  storage), no matter which f i l e  s t ructure of the records i s  
involved. 'Pwo methods ex i s t  of identifying records f o r  t h i s  purpose, 
ident i f ica t ion  by posit ion, and ident i f ica t ion  by content. 
When a record is  ident i f ied by position, the location, address, 
o r  other similar piece of information must be provided. This w i l l  enable 
system software t o  locate  the record posit ion and read the record therein.  
The same method i s  used f o r  locating data words i n  machine language 
computer instruct ions.  Section 2 s t a t e s  tha t  a record i s  defined a s  a 
se t  of attribute-value pa i rs .  Thus, the content of a record may be 
shown by displaying the attribute-value pa i rs  which make up the record. 
It i s  possible t o  r e fe r  t o  records by using the  attribute-value pa i rs  
from which they are  formed. For example, the attribute-value pa i r  
LAST NAME=SMITH may be said t o  re fer  t o  a l l  those records i n  a f i l e  which 
contain the f i e l d  named LAST NAME with the value SMIm (attribute-value 
pair,  U S T  NAME=SMI'M). Any record may be referenced by means of a l l  
of the attribute-value pa i r s  which make up the record. F'urthemore, a 
group of records may be referenced by the at t r ibute-value pa i r s  which 
a r e  common t o  these records. 
I n  the  EDMF, any s e t  of a t t r ibute-value pa i r s  making up a 
recot-d m y  be used t o  reference tha t  record. Generally, only a t t r i bu t e -  
va lue  pairs which a r e  of reasonably short  length a r e  recommended t o  be 
i~secl. i n  t h i s  way. For example, books i n  a l i b ra ry  can be described i n  
terms of many a t t r i bu t e s ,  such a s  author, subject, date  of publication, 
length, content ( t ex t ) ,  etc.  However, the  e n t i r e  t e x t  of a book i s  not 
l i k e l y  t o  be used t o  reference t h a t  book, even though one book may be 
distinguished from another by examination of the  t e x t .  Such snort  
a t t r ibute-value pa i r s  used t o  reference records w i l l  be cal led W O R D S .  
These keywords a r e  used t o  reference records i n  the  EDMF. 
3-4 SEQUENmL AND INDEXED SEQUENTIAL FILE STRUCTURES 
In a sequential f i l e  structure,  records appear one a f t e r  another 
both physically and logical ly .  I n  order t o  re t r ieve  a par t icu lar  record 
i n  the file, t h a t  f i l e  must be searched from f ron t  t o  back u n t i l  the 
desired record i s  found, since the records can only be accessed i n  the 
order i n  which they appear on the physical storage medium. Such a f i l e  
s t ructure i s  required f o r  sequential access devices such a s  magnetic tape. 
Since records a r e  most often referred t o  by keywords, t he  s e q ~ ~ e n t i a l  f i l e  
s t ructure can be extended t o  include keywords. The indexed sequential f i l e  
i s  construc5ed with each record indexed by one or more keywords and t h e i r  
records i n  a par t icu lar  keyword order. For example, an inventory f i l e  
would be maintained by pa r t  number order, so tha t ,  assuming ascending 
order, pa r t  number 00000 would precede par t  number 99999. Since here 
it i s  possible only t o  order records by one keyword a t  a time, the  f i l e  
would have t o  be reordered by a special  program i f  an order on some 
other keyword, such a s  supplier were desired. This character is t ic  makes 
reference t o  records by more than one keyword, such a s  pa r t  number and 
supplier,  very costly i n  terms of processing time. 
The sequential f i l e  s t ructure allows f a s t  access t o  the  next record 
-
i n  the f i l e  with very l i t t l e  overhead, and i s  sui table  f o r  tape-oriented 
systems. This charac ter i s t ic  i s  idea l  i n  applications where a l l  o r  almost 
a l l  records a r e  processed each time the f i l e  i s  used, but leads t o  
inef f ic ien t  processing where only a few records a r e  t o  be processed. 
3 -  A:;SOCIRTlVE FILE STRUCTURES 
Associative f i l e  s t ructures  take advantage of the  capabi l i t i es  of 
d i rec t  access storage devices by allowing storage and r e t r i eva l  of 
records on the basis  of keywords. The correspondence between the 
:.ecot*ds referenced by the  keywords and the  locations of the  records on 
the storage device a r e  maintained by the data management system. Once 
the locat ions  on the storage device a re  known, they can be used t o  re t r ieve  
tile records d i r ec t ly  without processing other records. This correspondence 
rnay be accomplished i n  two ways, hash coding, or  l i s t  s t ructur ing (through 
the use of pointers) .  
When - hash coding techniques a r e  used, the  referencing keyword i s  
transformed i n t o  a locat ion on the storage device. The b i t s  of the  record 
keyword a r e  manipulated t o  form a locat ion on the  storage device by means 
of a hashing algorithm. Often, during such a transformation, two o r  
more keywords may be transformed i n t o  the same storage locat ion.  I n  t h i s  
case, t h e i r  records must be linked i f  they a re  t o  be re t r ievable  by 
e i  tiler one of the  keywords. For example, i f  a transformation which makes 
use of the  f i r s t  f i ve  l e t t e r s  of the  a t t r i b u t e ,  and the f i r s t  f i v e  l e t t e r s  
of the value, the  two keywords AUIMOR=JOHNSON and AUTHOR=JOHNS w i l l  t rans-  
form t o  the same locat ion.  A l i n k  between the  two records must be 
established, such a s  t h a t  shown i n  Figure 3-1, so t h a t  e i t h e r  record 
may be successfully re t r ieved.  Since l i nks  must be used, the  chains of 
l inks  can r e s u l t  i n  high access time. A d i f f i cu l ty  i n  employing hashing 
techniques i s  d i f f i cu l ty  i n  implementation when multiple keyword r e t r i eva l s  
AUTHOR = JOHNSQM AUTHOR JOHNS 
AUTHO = JOHNS A UTHBe JOHNS 
I 2 3 4 5  
( LOCATION) 
PHYS lCAL 
ST0 RAGE 
PHYSICAL 
STdR AGE 
FIGURE 3-  I RECORD REFERENCING B Y  HASHING 
a r e  required. 
The second method of es tabl ishing correspondence i s  through the 
use of pointers ,  indexes, and d i rec tor ies .  A pointer i s  defined a s  any- 
thing which w i l l  allow system software t o  locate  a record, and is  the 
bas i s  f o r  two important elements i n  a f i l e  s t ructure ,  indexes and lists. 
I n  terms of f i l e s ,  an index i s  a s e t  of keywords with one o r  more pointers 
f o r  each keyword; the  index locates  records with t h a t  keyword on some 
pl~yslc!al storage device. The index of a book i s  s imilar  t o  t h i s  description, 
being a s e t  of keywords i n  alphabetical  order, with a s e t  of pointers  
f o r  each keyword indicat ing locations (pages) on a physical storage device 
(a book). An example of an index with one pointer per keyword i s  shown 
i n  Figure 3-2. 
A l i s t  of records i s  a s e t  of records linked by t h e i r  pointers.  
-
The presence of pointers i n  the records themselves w i l l  preserve the 
l og ica l  order of the records even though t h e i r  physical order may be 
d i f f e r en t .  For example, i n  Figure 3-3, four records of a l i s t  a r e  log ica l ly  
i n  sequential  order, and physically i n  a d i f fe ren t  order.  The log ica l ly  
sequential  s t ruc ture  i s  obtained by using pointers.  Physically, the 
f i r s t  record i s  a t  locat ion 129, the  second a t  34, t he  t h i r d  a t  locat ion 
83, and the  fourth  a t  67. I n i t i a l l y ,  there  i s  a pointer t o  the  f i r s t  
record. The f i r s t  record contains a pointer (34) t o  the second record, 
which contains a pointer (83) t o  the t h i r d  record, and so on. The l a s t  
record i n  the  l i s t  i s  designated by a special  symbol, i n  t h i s  case - **. 
Figure 3-3 simply shows how records may be connected i n  a l ist  by means 
of pointers ,  without any special  meaning being attached t o  the l ist .  
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' AUTHOR =TAYLOR 00513 
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FIGURE 3-2 TYPICAL INOLX 
LOCATION 23 LOCATION 59 LOCATION 17 LOCATION 105 
FIGURE 3 -3 TYPICAL LIST OF RECORDS. 
A be t t e r  way of using a l is t  i s  t o  connect a l l  records with a common 
keyword onto one l i s t .  Thus, i n  a personnel f i l e ,  there might be a 
l i s t  f o r  OCCUPATION=PROGRAMMER, another l i s t  f o r  BIRBI YEAR-1944, s t i l l  
another f o r  LAST NAME=SMITH, and so on. Thls i s  i l l u s t r a t e d  i n  Figure 3-4. 
(1n order t o  conserve space, the pointers a r e  not repeated a s  i n  Figure 3-3.)  
When records a re  connected t h i s  way i n  a f i l e ,  it i s  possible t o  f i n d  a l l  
records i n  the f i l e  with OCCLIPA!lXON=PROGRAMMER by knowing the  location 
of the f i r s t  record i n  the l is t  and t racing through the l is t  using the  
pointers.  Since any appropriate number of a t t r ibute-value pa i r s  in  a 
record may be t reated a s  keywords, mlny l ists can pass through the  record. 
For example, in  Figure 3-5, which is  a more detai led version of Figure 3-4, 
the f i r s t  record on the OCCLTPATION=PRCGRAMMER l i s t  contains LAST NAME=SMIBI 
a s  an attribute-value pair ,  and appears on the LAST NAME=SMTEl l is t  a s  
well. Allowing each record t o  be on a s  many l i s t s  a s  necessary avoids 
the duplication of records which would be necessary i f  separate l i s t s  
were required a s  i n  Figure 3-4. The location of the f i rs t  record on any 
l i s t  f o r  a keyword, and the keyword a r e  maintained i n  a directory. A 
possible directory fo r  the f i l e  of Figure 3-5 i s  shown i n  Figure 3-6. 
Many f i l e  s t ructures  a r e  b u i l t  around the concept of l is ts  of records. A 
discussion of some of the  more important f i l e  s t ructures  based on l is ts  
of records follows. 
FIGURE 3-4 TYPICAL KEYWORD LISTS 
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FIGURE 3 - 5  TYPICAL INTERCONNECT0 KEYWORD LISTS* 
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FIGURE 3-6 TYPICAL DIRECTORY FOR FILE 
3-6 MJLTILIST FIT;E STRUCWIIES 
Figure 3-5 shows a portion of a f i l e  with a m u l t i l i s t  f i l e  structure.  
ln such a f i l e ,  each keyword i s  associated with one, and only one l i s t .  
This l i s t  threads i t s  way through each and every record i n  the f i l e  tha t  
coritains the associated keyword. Note tha t  the directory of s ~ c h  a f i l e ,  
shown i n  Figure 3-6, has an entry f o r  each keyword, followed by -the loca- 
t i o n  of the f i r s t  record i n  the associated l i s t .  This locat ion i s  known 
a s  the Head of Lis t  Address, abbreviated HOIA. Since there e x i s t s  only 
-
one H O I A  per keyword, the directory, although it may be long, i s  re la t ive ly  
uncomplicated, consisting of fixed length en t r ies .  Retrieval of records 
containing any one keyword can be accomplished by finding the keyword in 
the directory, select ing the  proper HOLA, then t racing down the keyword 
l i s t .  The f a c t  tha t  many l i s t s  may pass thr-ough a record means tha t  the 
lYlultilist f i l e  s tmc tu re  a l so  allows f o r  multiple keyword re t r ieva ls .  
To retr ieve records containing the two d i f fe rent  keywords AU'PKOR=SMITH 
OH SUBJECT=CALCULUS, f o r  example, look up each keyword i n  the directory 
and locate the appropriate HOLA. Both l is ts  a re  then followed t o  t h e i r  
end, with the records appearing on e i the r  l i s t  being retained. A 
description of the contents of desired records, such a s  AUTHOR=SMTTH OR 
SUB,JECT=CALCULUS, is  referred t o  a s  a logica l  and arithmetic expression 
of k e z o r d s ,  strire L t  u t i l i z e s  the logical and relational operators A N D ,  
a - 
7 , , 8 'jvve ~ltdi$@r@l b ~ $  $ 3 4 &  4 b ! $ & b ~ F 4  >-ft+r bit- f,i;&$k(id f f f  &+t.j k-CT^"- 
i f  the length of each l i s t  i s  kept i n  the directory along with the keyword 
and HOLA. This is  i l l u s t r a t e d  i n  Figure 3-7. With t h i s  addi t ional  
. . - - - I . .  I . . . 1 . .  r KEYWORD 
4 
LIST LE NGTH HOLA 1 
i BIRTH YEAR = 1944 --------- I 8  i 4 - - -  ---------- 
NOTE: REFER ALSO TO FIGURES 3-5 AND 3-6 
7 -
- - - - -- - - - -- 
FIGURE 3-7 TYPICAL DIRECTORY FOR FlLE WITH LIST LENGTHS. 
information, any retrieval based on the logical expression of the fcm 
A - B - C  can be satisfied by selecting the shortest list in the keyword 
list A, B and C for the retrieval. This list (LAET NAbE=S$fI1141 list) 
is then searched to the end and all records containing the specified 
keywords retained. This procedure is possible only if the keywords in 
question are connected by tne AND operator, since only in this case  car^ 
it be assumed that all the required records are contained 3n the one 
selected list. 
3- ' i  INVERTED FILE STRUCTURES 
Figure 3-8 shows a por t ion of a f i l e  with an Inverted F i l e  s t ruc tu re .  
In such a f i l e ,  a l l  pointers  a r e  removed from the  records and placed i n  
the d i rec to ry .  With the  keyword, appears the  loca t ion  of every record 
i n  the  f i l e  containing t h a t  ke-yword. I n  terms of l i s t  s t ruc tu re ,  it 
can be s a id  t h a t  the  d i rec to ry  of an Inverted F i l e  contains,  f o r  each 
keyword, a HOG4 f o r  every record i n  t he  f i l e  containing t h a t  keyword. 
Each l i s t  i n  t he  f i l e  i s  one record long. Retr ievals  with t h i s  type of 
f i l e  a r e  accomplished by loca t ing  t h e  keywords i n  t he  d i rec to ry .  With an 
lnver ted  f i l e ,  however, the re  is  su f f i c i en t  information i n  t h e  d i rec to ry  
alone t o  determine exact ly  which records s a t i s f y  a given l og i ca l  expression. 
Therefore, f o r  a l o g i c a l  expression A AND B, both keywords a r e  found i n  
the  d i rec to ry  with respective loca t ions  appearing with both keywords ( i f  
d i f f e r en t )  used f o r  r e t r i e v a l .  This means t h a t  the re  need be only a s  
many f i l e  accesses a s  the re  a r e  records s a t i s fy ing  t he  request .  This 
cha r ac t e r i s t i c  i s  important if devices a r e  used which have high access 
times. Another advantage t o  t he  Inverted F i l e  i s  that it can determine 
the  number of records sa t i s fy ing  a l og i ca l  expression before any f i l e  
accesses a r e  made. The use r  may t a l l y  records i n  t he  f i l e  and abor t  any 
r e t r i e v a l  which would re tu rn  extremely l a rge  numbers of records. A d is-  
advantage of t h i s  type of s t r uc tu r e  i s  that t he  d i rec to ry  can become 
extremely l a rge .  
BIRTH YEAR = 1902-  ------ 
BIRTH YEAR= 1918 -------- 
BIRTH YEAR 1944--------* 
LASTNAME ALLEN------- 
OCCUPATION =CLERK -------- 
OCCUPATION = PROGRAMMER-- 23,59,17,105 
.-.----------- 
DIRECTORY 
F l L E  - 
- --__.---_I_---- - -  II_-- 
.-f 
i 1 PI PI, 
j 109 + 53 105 
' A L S M I T H  
I 
I CONTROLLER 
.---.-. -- 
i 
. - .  
- 
FRANK. SMITH 
PRESIDENT 
, JOHN REED 
PROGRAMMER 
1918 
FIGURE 3-8 TYPICAL INVERTED FlLE STRUCTURE 
\ 
3- 8 GENERALIZED FILE STRUCTURES 
Figure 3-9 shows a port ion of t he  di rectory of a f i l e  using the  
Generalized F i l e  s t ruc ture .  I n  addi t ion t o  t he  keyword and t h e  Head-of- 
L ist-Addresses (HOU) , t he  d i rec tory  contains two other  items of irxorma- 
t ion,  t h e  number of records i n  t he  f i l e  containing t h e  keyword, and the  
number of Head-of-List-Addresses f o r  t h a t  keyword. This information allows 
the Generalized F i l e  s t ruc ture  t o  support f i l e s  with any ncmber of l i s t s  
per keyword; f u r the r ,  t h e  number of l i s t s  can vary from keyword t o  key- 
word. A f i l e  can be constructed which i s  completely inver ted with respect  
t o  one keyword, i . e . ,  each record loca t ion  i s  i n  t h e  di rectory,  and i s  
pure M u l t i l i s t  with respect  t o  another keyword. (There i s  only one HOLA 
fo r  t h a t  keyword and records containing t h a t  keyword a r e  connected by 
pointers  .) A s  a r e s u l t ,  the  pure Inverted F i l e  and t he  pure M u l t i l i s t  
F i l e  may be described a s  spec ia l  cases of the  Generalized F i l e  s t ruc ture .  
A f i l e  s t r uc tu r e  which can be described i n  terms of l i s t  s t ruc tu r e s  i s  
considered a spec ia l  case of the  Generalized F i l e  s t ruc ture .  The EDMF, by 
u t i l i z i n g  the  Generalized F i l e  s t ruc ture  a s  i ts  basic  f r e e  s t ruc ture ,  
can process any of the  f i l e s  describable by t h i s  s t ruc ture  with t h e  same 
s e t  of processing programs. 
I 
3- 21 
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FIGURE 3-9 DIRECTORY ENTRY FORMAT 
SECTION 4 
OPERATION 
4-1 GENERAL 
Individual machine language instructions or F0RTRA.N statements 
a re  useful  by themselves, but should be combined in to  l i s t s  of instructi.ons 
o r  statements called programs t o  become effect ive.  A similar s i tua t ion  
holds t rue  f o r  EDMF or TSOS system commands. While the individual commands 
a re  very useful, it is the sequence of commands i n  which the  power of tine 
cotnmand language l i e s .  When using the  command language, the same sequence 
of commands must often be used repet i t ively.  For t h i s  reason, the TSOS 
enables the user t o  create and s tore  f i l e s  containing l i s t s  of commands 
and data.  It a l s o  enables the user t o  invoke the f i l e  of commands by 
direct ing the TSOS t o  read i t s  system commands from t h i s  f i l e .  Such a 
f i l e  of commands i s  called a procedure or PROC f i l e .  By u t i l i z i n g  pro- 
cedures, the user may combine exis t ing programs, system commands, pro- 
cedures, and data with new programs t o  form sequences of operations 
which w i l l  handle problems tha t  could not be handled by any exis t ing 
program, command, or procedure. Information contained i n  t h i s  section 
deals with exis t ing f a c i l i t i e s  within the TSCS f o r  creating and using 
these procedures. I n  addition, subsequent paragraphs discuss the enhance- 
ments provided by the  EDMF f o r  the creation and use of the various pro- 
cedures. 
4-2 E O S  PROCEDURES 
The TSOS provides no special  f a c i l i t i e s  f o r  creating procedures; 
instead, procedure f i l e s  a r e  created by using the standard TSOS f i l e  ' 
creation f a c i l i t i e s ,  including the  F i l e  Editor, the I I A ~  command, and 
various other TSOS access methods. The procedure must begin with a PROC 
-
command, and end with an ENDP command. It must sa t i s fy  cer tain minor 
-
r e s t r i c t i o n ~  on the form of the f i l e .  The user may place -thing in to  
the procedure provided the f i l e  can be processed a s  a standard TSOS 
command stream. 
A procedure i s  invoked when the  user issues a DO command with the 
name of the procedure f i l e  t o  be invoked a s  a parameter. TSOS then reads 
i t s  commands from the procedure f i l e  and performs the  indicated operations 
u n t i l  it reads another DO command or  an ENDP command. The ENDP command 
- -
causes the TSOS t o  return t o  i t s  or iginal  source (user terminal or  cards) 
f o r  subsequent commands. The DO command with another procedure name 
-
causes another procedure t o  be invoked. I n  t h i s  manner, DO commands may 
-
be imbedded i n  procedures which would r e su l t  i n  several leve ls  of pro- 
cedure executions. The f i r s t  ENDP command processed does not return 
-
control t o  the invoking procedure, but t o  the or iginal  command source 
a s  previously s tated.  Thus, procedures may not be "nestedt' ( r e fe r  t o  
Figure 4-1) . 
Unacceptable commands or  data appearing i n  the procedure, or  the 
abnormal termination of a program executed within the procedure w i l l  
cause subsequent commands and data t o  be skipped u n t i l  an - EN'DP or  STEP 
-
/ LOGON user 
/ DO PROCA 
file R O C A  
command streo rn 
file lPROC8 
f 9% PROC 0 
, / €NO? 
J 
FIGURE 4-  1 PROCEDURES INVOKING OTHER PROCEDURES 
NOTE : 
The use of TSOS procedures and the various applicable 
commands appear Spectra 70 Time Sharing Operating System - 
EXecutive Conrmand Language Reference Manual, RCA, No. 
70-00-628, August 1970; Spectra 70 Time Sharing Operating 
Sy-stem - Data Management System Reference Manual, RCA, 
No. 70-00-614, June 1970. 
4- 3 EDMF PROCEDURES 
The EDMF enhances procedure capability by providing a facility 
for creating procedures and commands to incorporate user programs into 
procedures. These facilities are discussed below: 
Passing Parameters to Programs in a Procedure. The MMEC command 
-- 
performs the same functions as the TSOS EXEC command. In addition, i-t 
-
allows the user to pass a parameter string to the program being executed. 
This command expands the utility of programs within a procedure because 
the user not only can pass parameters to the procedure as mentioned, but 
also can pass parameters to the individual programs within the procedure. 
This means that the function performed by the individual programs as 
well as those performed by the procedure may now be controlled by the user 
at the time he invokes the procedure. 
Defining and Substituting Formal Command Names and Parameters. The 
FPARAM command is an extension of the formal parameter capability of the 
TSOS procedure. It allows the formal parameter to include the command 
name in addition to the parameters of the cornmand. Figure 4-3 shows 
how FPARAM allows the user to substitute the command and a part of a 
parameter for dummy ones - a capability which does not exist in the TSOS 
procedure. 
Local Abbreviations and Command-Program Mix in Procedures. The 
EDMF procedure creation module, called PROC, allows the user to create 
-
the procedures he desires. In addition to cataloging the procedure file, 
allocating space for it, and placing the delimiting commands PROC and - E W P
in the file for the user, the procedure creation module provides two 
services which simplify the creation process. 
PROC C I 
8NAME 1 FILEA i procedure NEWPROC MEXEC PROG I ,  P A R A M = C ' ~   NAME^' with formol parameters E N D P  
invoked by: 
/ FPARAM NEWPROC,TEMPl, NAME 1, FILE.NAME2, TYPE =ADD 
/ 00 T E M P 1  
results in execution of commands: 
/ PROC C 
/ FlLE FILE A 
/ MEXEC PROGI, PARAM =C'TYPE=ADD' 
/ ENDP 
~nvoked by: 
/ FPARAM NEWPROC, TEMP2 ,NAME 1, ERASE, NAME2,TYPE~DELETE 
/ DO TEMP2 
results in execution of commands: 
/ PROCC 
/ ERASE FILEA 
/ MEXEC PROG I, PARAM =C'TYPE = DELETE' 
/ ENDP 
FIGURE 4-3 LIST OF FPARAM COMMAND 
F i r s t ,  the  PROC module enables the user t o  define and use abbre- 
-
viations,  cal led " local  names", f o r  long expressions which a r e  used 
repeatedly during procedure creation. This f a c i l i t y  is important when 
using EllW functions, since t h e i r  log ica l  expressions or  f i l e  names may 
be long and may repeat several times i n  a procedure. An example demon- 
s t r a t ing  the use of a loca l  name t o  abbreviate a long f i l e  name i s  sllown 
i n  Figure 4-4. Local names are  used fo r  ease i n  creating procedures; 
unlike formal parameters, they may - not be referred t o  when the procedure 
i s  invoked. 
- 
Once Second, the PROC module makes apparent t o  the user the differ ,  
between a function implemented a s  a cowand, and a function implemented 
as  a user program when t h a t  function i s  used from within a procedure, 
a s  shown i n  F i ~ r e  4-5. This f a c i l i t y  is  valuable i n  par t icu lar  when 
interim changes a r e  being made t o  the command language while the  command 
handling routines a r e  not yet ready t o  be added t o  the system. The pro- 
cedure creation process remains the same, whether the routine i s  a user 
program called by the MEXEC command or a system program with i t s  own 
command. 
This tenninol session: 
/ E X E C  PROC 
ENTER PROCEDURE NAME 
3t PROCESS 1 
BEG l N 
* LOCNAME X AA : = PERSONNEL. MASTER. 222 >0( X MC 
* END* 
END OF PROCEDURE 
* 
w 
b 
produces the procedure nomed PROCESS 1 os shown: 
/ PROC C 
/ OPEN PERSONNEL. MASTE R.  2 2 ,  TYPE * READ 
/ RETRIEVE PERSONNEL . MASTER. 2 2 .  C 'SEC URITY=  SECRET'.^ 
/ CLOSE PERSONNEL, MASTER.22 
/ FSTATUS PERSONNEL, MASTER, 22 
/ E N D P  
FIGURE 4 - 4  USE OF LOCAL ABBREVIATION DURING PROCEDURE 
GENERATION. 
Procedure definition : 
/ EXEC PROC 
b 
*OPEN FILEA, TYPE = READ 
JC R E T R I M  FILEA, C 'NAME =JOHN SMITH', 0 
JC COMPUTE 36.7 + 16 Jt JC3 
Commonds generated by EDMF : 
/ OPEN FILEA, TYPE =READ 
/ MEXECCOMPUTE, P A R A M = c ' ~ ~ . ~ +  16**3 '  
* 
NOTE: 
System recognizes 0P€W and RETRIEVE as valid common ds and treats 
them accordingly. 
User issues COMPUTE within procedure (definition) os if it were a command. 
EDMF recognizes this os on invalid cornmond, and generates an MEXEC 
command for the proer#n COllfQUTE with the proper parameter. 
FIGURE 4-5 PROGRAM SIMULATING A SYSTEM COMMANO WITHIN A 
PROCEDURE. 
SECrnON 5 
PROGRAMMING 
5-1 GENERAL 
Section 1 of t h i s  publication discusses the major concepts and 
f a c i l i t i e s  of the EDMF. These concepts include the generalized f i l e  
s t ructure and record organization and the major EDMF functions. These 
a r e  the concepts on which the design and programing of the  system 
revolve a r e  based. 
) - IN1E14FACLNG 
A s  stated i n  Section 1, the EDMF i s  intended t o  be a general 
purpose time sharing system. To implement it on the RCA Spectra 70/46~, 
the EDMF must be wri t ten a s  a time sharing operating system of the Spectra 
70. Since the  exis t ing RCA TSOS i s  a lso  a general purpose system, the 
TSOS can be incorporated a s  par t  of the EDMF. The combined EDMF and 
TSOS can then be used by those who desire the f a c i l i t i e s  of the EDMF, 
TSCS, o r  both. Furthermore, the EDMF is designed so t h a t  those users 
who do not wish t o  use the EDMF f a c i l i t i e s  may continue t o  use the 
standard TSOS f a c i l i t i e s  without the need of reprogramming. These 
considerations a re  of major importance i n  determining the EDMF-TSC6 
interfacing techniques and implementation decisions a s  discussed i n  
the following paragraphs. 
The basic components of the RCA Time-Sharing Operating System (TSOS) 
concerning users ' service requests (requests f o r  memory, I/O, e t c  .) and 
commands with which the EDMF' interfaces a r e  i l l u s t r a t e d  i n  Figure 5-1. 
The two top components, Interrupt Analyzer and Terminal Command Processor, 
handle user service requests from user programs (via SVC instructions) 
and terminal commands ( interact ively or from cards) , respectively. Once 
the service being requested i s  determined, they give control t o  an 
appropriate system program o r  sequence of programs t o  handle the request. 
Most of these servicing routines i n  turn c a l l  on common system routines, 
such a s  the memory management routines, f o r  service of various needs. 
The EDMF makes use of the same system routines t o  handle EDMF commands 
and service requests, s o  a s  f a r  as the TSOS i s  concerned, each EDMF 
service request (or command) is  simply another service request (command) 
USER REQUESTS VIA . T W S  USER REQUESTS V I A  TSQS 
SYSTEM MACRO CALL SYSTEM COMMANDS 
l NTERRUPT 
PROCESSOR 
I TSOS HIGMR+LD/EL EXGOWtVE, ROUTtNES I 
Coils from Executive routines 
requiring service. 
-- 
A program or sequence of programs 
for handling each system macro 
or command. 
1 LOWER LEVEL EXECUTIM ROUTINES I 
. 
I Dev i ce cwhol, memory monogenunt I 
FIGURE 5-1 TSOS CONTROL PROGRAM FLOW. 
t o  be switched by the Interrupt  Analyzer (or 'Perminal Commsnd processor) 
t o  the appropriate EDMF routine o r  sequence of routines f o r  processing. 
This i s  i l l u s t r a t ed  i n  Figure 5-2. In  t h i s  way the implementation i s  
concentrated on the EDMF rather  than modification of the TSOS. Further- 
more, services such as memory management a re  a l so  available t o  the EDMF 
system routines. TSOS users who do not wish t o  u t i l i z e  the EDMF may, 
then, continue on the system without the necessity of learning new con- 
ventions and vocabularies. 
The EDMF provides the same services t o  terminal users as it does 
t o  user programs. For example, the EDMF has a RETRIEVE command a s  well 
a s  a RETR macro, a STORE command and an ESTOR macro, and so on. This 
-
parallelism enables the EDMF t o  serve not only non-conversational users 
(user programs run i n  batch or  "background" mode) , but a l so  conversational 
users ( in te rac t ive  o r  terminal users) .  
For example, a natural  way of using a r e t r i eva l  request (e .g. macro) 
i n  a user program t o  ge t  multiple records sat isfying a logica l  expression 
i s  t o  put the request i n  a loop, ge t t ing  one record a t  a t i m e  through the 
loop. This is not, however, the natural  way of using a re t r i eva l  request 
from a terminal, since loops a r e  seldom used with commands. For t h i s  
reason, the EDMF r e t r i eva l  function i s  so designed t h a t  it can retr ieve 
a specified number of records, or  a l l  the records sat isfying a given logical  
expression. If it i s  desired t o  get a specified number of records (i.e., 
jus t  one a t  a time), the CONTINUE function m y  be used t o  continue the 
process of ge t t ing  the next record a f t e r  the RETRIEVE function is used 
once. Subsequent records can then be retrieved by repeated use of the 
CONTINUE function. 
USER REQUESTS VIA TSOS OR EOMF USER REQUESTS VIA TSOS OR EDYF 
SYSTEM MACRO CALL SYSTEM COMMANDS 
SVC l N STR UCT ION 
I EDMF -TWS HIGMR LEVEL EXECUTIVE ROUTINES I 
A progmrn or sequence ot progroms 
for hwding each SVC call or 
Calls f rorn Executive routines 
requiring service. 
I LOWER -LEVEL EXECUTIVE ROUTINES I I Device control ,memory monogemant. I 
FIGURE 5 - 2  E DM F CONTROL PROGRAM FLOW. 
5-3 EDMF I ~ T / C X J T P U T  
The TSOS, l i k e  many other time-sharing systems, prohibits the use 
of what i s  commonly called "I/o" programs. This means tha t  even system 
progralns cannot s e t  up t h e i r  own chains of channel commands and perform 
I/O d i rec t ly .  Because the  data channels a r e  designed t o  place data i n  
physical addresses, while the programs make references only t o  v i r tua l  
addresses, v i r t u a l  pages involved i n  110 operations must be "frozen" 
i n  physical memory (i.e., not swapped out) u n t i l  the data t ransfer  t o  
or from the  channel i s  completed i n  order t o  insure t h a t  data i s  trans- 
fe r red  t o  the proper place f o r  the program. For t h i s  reason, I/O 
operations involve coordination of both device control and memory manage- 
ment routines, as well a s  the task scheduler. The EDMF performs i t s  
I/O operations through the exis t ing TSOS, and i t s  choice of the higher 
l eve l  I/O (~ndexed Sequential Access Method - ISAM) of the TSOS a s  the 
basic I/O i s  influenced by a major change i n  the lowest l e v e l  TSOS logica l  
I/O during implementation of the  EDMF. By making such a choice of higher 
l eve l  I/O, any change of lowest l eve l  log ica l  I/O o r  physical I/O w i l l  
not e f f ec t  EDMF programs. 
5-4 EDMF/TSOS FILE PROTECTION 
Since the programs of the EDMF a re  designed t o  use I/O provided 
by the  TSOS, it follows that all f i l e s  created by the EDMF w i l l  be 
handled in terna l ly  a s  standard *BOS f i l e s  and w i l l  t'nerefore be subject 
t o  the standard TSOS f i l e  protection measures. I.L, enforce EIIV 
privacy protection and access control, the EDLW access control f a c i l i t i e s  
a re  placed "on top" of those of the TSOS. This arrallgement works as  
follows: If the user perf oms a l l  operations on EDl@l f i l e s  (i .e . , f i . l e s  
i n  the EDMF stanaard format) using the  EDMF, he i s  required t o  issue 
the EDMF - O E E  request, ra ther  than the !EXIS OPEN. The EDMF OPEN function 
- -
routes the user ' s  request through the EDMY colitrol mechanism, a s  well 
as se t t ing  up f o r  a l a t e r  TSOS - OPEN f o r  the f i l e  during storage o r  re t r ieva l .  
However, jus t  because the user s a t i s f i e s  the EDME' access control mechanism 
does not guarantee tha t  the TSOS - OPEN w i l l  be successfully carried out, 
because the  EDMF access control mechanism i s  "on top" of t h a t  of the 
TSOS. For example, a f i l e  owner may have granted a user access t o  a 
f i l e ,  and indicated t h i s  i n  the u s e r ' s  EDMF authori ty  item, but the f i l e  I 
I 
must a l s o  be catalogued with SHARE=YES under the TSOS. Otherwise, the I 
I 
EDMF OPEN function w i l l  not be carr ied through. If the f i l e  catalogued 
- I 
I 
under TSOS a lso  requires TSOS passwords, then those passwords must be I 
I 
supplied. Otherwise, the same - OPEN procedure w i l l  not take place. I 
EDMF privacy protection can onl-y be applied i f  access t o  f i l e s  i s  I 
I 
through the EDMF. Since a l l  f i l e s  created by the EDMF a r e  TSOS f i l e s ,  I 
I 
they might conceivably be accessed through the TSOS di rec t ly ,  thus 
l),ypassinl?; the EDMF access control routines. This poss ib i l i ty  is  
made unlikely by the following considerations. F i r s t ,  the EDMF 
records a r e  s p l i t  up internal ly ,  par t  being on the f i l e ,  and pa r t  
(e  .g . , the template) being i n  a system control block which is  stored 
i n  a separate system f i l e ,  and is inaccessible t o  users.  I n  order 
t o  reconstruct the record i n  user-readable form, the data from the system 
control block and the data i n  the EDMF f i l e  must be combined. Without 
authorized access, the unavailabili ty of the system control blocks would 
render such records i l l eg ib le .  Secondly, user f i l e  protection programs, 
which can be introduced fo r  t h e i r  EDMF f i l e s ,  could be used t o  defeat 
unauthorized access t o  i l l eg ib le  EDMF records by enciphering the  values 
i n  the EDMF record. Thirdly, the user must sa t i s fy  the TSOS f i l e  protection 
measures t o  do even t h i s .  
The EDMF provides protection of information a t  three levels :  
f i l e ,  record and f i e l d  leve ls .  The access r igh t s  t o  a f i l e  is  associated 
w i t h  the  users of  the  f i l e ,  ra ther  than the f i1e. i tsel . f .  I n  t h i s  way, 
d i f fe rent  users can have d i f fe rent  access r ights  t o  the same f i l e .  
The access r ights  t o  a l l  f i l e s  t h a t  a user can read and/or write 
a r e  described i n  a record, cal led an Authority I t e m  (AI), i n  a special  
system f i l e  called the Authority Item Fi le .  The authority item is 
described i n  d e t a i l  i n  Section 15. 
SECTION 6 
TdE OPEN FUNCTION 
6- 1 DESCRIPTLOX 
The purpose of the O?EE function i s  t o  check the u s e r ' s  access 
-
r igh t s  t o  the selected f i l e  and t o  prepare t h a t  f i l e  f o r  fur ther  
processing, which may include a lso  use of the STORE, RETRIEVE, ITPEATE, 
and DELETE functions of the EDMF. A 1 1  these functions require tha t  the 
f i l e  be opened pr ior  t o  any prozessing. The EDMF user has two options 
i n  ca l l ing  the - OPEN function; one option is through the OPEN command 
-
(issued conversationally a t  the terminal, o r  non-conversationally through 
peripheral equipment while the system i s  i n  the command mode). The other 
option i s  from a user program through the OPN macro-instruction. The 
-
OPEN function takes three parameters: (1) the name of the f i l e  t o  be 
-
opened, (2) a specification of whether the f i l e  i s  t o  be opened f o r  
read-only or f o r  update (read and write),  (3) a logica l  expression of 
keywords indicating a portion of the f i l e  t o  be opened. I f  such a 
description is  present, only the retrieved records which s a t i s m  the  OPEN 
description w i l l  be returned t o  the user.  
When a f i l e  i s  opened, i ts  template i s  retr ieved i f  it has not 
already been. m e  f i rs t  time tha t  the open function i s  cal led upon a f t e r  
logging on, the use r ' s  authority item is retrieved. A l l  other open's 
w i l l  use the same copy of the authori ty  item. 
For each f i l e  t h a t  a user has opened via  command or  macro, EDMF 
creates a control block called the  Service Status  Block (SSB) which 
contains information used by the retr ieve,  s tore  and update processes. 
When a f i l e  is successfully opened, a new SSB f o r  tha t  f i l e  is  added 
t o  the l i s t  of SSB's f o r  tha t  user. 
Each user has h i s  own l i s t  of SSB's f o r  the  EDMF f i l e s  t h a t  he 
has opened. Each SSB i n  the user 's  l is t  corresponds t o  a different 
EDMF f i l e  opened during t h a t  session. 
After the  SSB block i s  created, another control block, called the 
F i l e  Status  Block (FSB) i s  created. ?his block is associated with the 
f i l e  i n s h a d  of the uawp a s  the SSB's are.  If several d i f fe rent  users 
have opened the same EDMI? f i l e  a t  the same time, then a l l  the FSB's f o r  
the same f i l e  a r e  connected by pointers in to  a l is t .  A t  any time, there 
is a l i s t  of FSB's f o r  each EDMF f i l e  tha t  is  opened by any user  a t  
tha t  time. 
If only a par t  of a f i l e  i s  opened, by including a logica l  expression 
i n  the open commsnd o r  macro, then t h i s  description i s  stored i n  a control 
block cal led the User Description Block (UDB). 
The TSOS r e s t r i c t s  f i l e  opening (using the 33053 - OPEN function, 
not the  EDMF OPEN function) i n  an attempt t o  keep two users, who may be 
-
using the same f i l e ,  from conflicting with each other.  Generally, two 
ru les  a r e  enforced: (1) if one or  more users have opened a f i l e  f o r  
reading, no user may then open the  f i l e  f o r  writing; (2) i f  a user has 
opened a f i l e  for  writing, no other user may then open the  f i l e  f o r  any 
purpose. This i s  t o  prevent one user from reading information which 
w i l l  short ly  be changed by another user.  
The EDMF - OPEN minimizes confl ic ts  i n  a f i l e  opening by not issuing 
a TSOS OPEN f o r  the f i l e  u n t i l  a storage or  r e t r i eva l  process has begun. 
-
Instead, the TSOS - OPEN i s  issued by the SKIRE, RETRIEVX, UPRATE, or 
DELETI? function jus t  before an ac tua l  storage or r e t r i eva l  process begins. 
Furthermore, these functions issue a TSOS CLOSE r ight  a f t e r  the process 
i s  completed. This procedure reduces the auount of  t i n e  t h a t  a f i l e  i s  
open under TSQS, and thus minimizes the chances f o r  confl ic t .  A t  the 
same Lime, however, the  EDME' must provide f o r  protection of sh~lred f i l e s ,  
ensuring t h a t  a user who opens a portion of a f i l e  receives records 
only from t h a t  portion of the open f i l e .  In addition, it must insure t'mt 
any update would not confl ic t  with axv read of the same record. 
Once a f i l e  i s  opened by several users, the  storage and r e t r i eva l  
of records f o r  the users a r e  subject t o  the following checking. If a 
user opened a f i l e  f irst  ( h i s  FSB i s  a t  the head of the  l i s t  f o r  the f i l e ) ,  
then he i s  conf'ined t o  the open portion of the f i l e  and h i s  access r igh t s  
t o  the  f i l e .  Assuming the user opened the f i l e  f o r  read-only, then a newly- 
arrived user (whose FSB must follow the previous FSB) opening the same 
f i l e  f o r  record update w i l l  not be able t o  en ter  updated records in to  the 
portion of the f i l e  vhhh was opened by the previous user.  Once a user 
opens the f i l e  fo r  update, no subsequent aser  may re t r ieve  records 
from, o r  s tore  records in to  the  portion of the f i l e  opened by the  i n i t i a l  
user.  It can be seen tha t  the FSB and i ts  posit ion i n  the  FSB l i s t  f o r  
a given f i l e  play a c r i t i c a l  ro le  i n  t h i s  procedure. A s  an example, con- 
s ider  the  FSB l is ts  shown i n  Figure 6-1. The f i l e  ALPHA has been pa r t i a l ly  
opened f o r  record update by Smith, f o r  read only by Jones, and f o r  record 
update by Thomas, i n  t h a t  order. Each of the three opened portions i s  
Indicated by a logica l  expression of keywords. Similarly, the f i l e  BEm 
File BETA 
FSB List 
UDB 
SMITH 
File ALPHA 
FSB List 
UPDATE 
i 
JONES 
READ 
4 
- 
FIGURE 6-1 FILE STATUS BLOCKS AND USER DESCRIPTION BLOCKS 
FOR TWO FILES. 
I 
** 
U DB I YEAR= 1966 
+ - 
3 
THOMAS 
UPDATE 
4 
SUBJECT =AIRPLANES Y E A R =  1967 
d 
JONES 
READ 
* 
SMITH 
UPDATE 
L 
1 
. I v w 
THOMAS 
READ 
A 
C 
i 
PERCENTAGE = l o  NAME = YOOSER 
. 
LOCATION = NEWA RK 
has been opened f o r  read-only by Jones and Thomas, and f o r  record update 
by Smith, i n  tha t  order. Therefore, i n  the f i l e  ALPHA, Smith can s tore  
or retr ieve any record sat isfying the  expressior, YE AH=^$^. Jones can 
retrkeve tiny record sat isfying the  expression STBUTEC%AIF2LAh41S, provided 
it does not sa t i s fy  the expression ~ ~ ~ ~ = 1 9 6 6 .  Thomas can s tore  o-r 
-
re t r ieve  any record sa t i s fy ing  the expression Y F A R = . I ~ ~ ~ ,  provided it 
does not sa t i s fy  e i the r  of the  expressions provided by Smith o r  Jones. 
I n  f i l e  BEm, Jones can re t r ieve  any record sat isfying the  expression 
NAME=YOBSER. Thomas can re t r ieve  any record s a t i s e i n g  the expression 
LOCATION=NEWAFX, whether or  not it a l s o  s a t i s f i e s  Jones' expression. Smith 
may s tore  or  re t r ieve  any record sa t i sming  the  expression PERCEN'MGE=lO, 
provided it does not s a t i s f y  e i the r  of the expressions provided by Jones 
o r  Thomas. Each time a user opens a f i l e ,  a new FSB i s  created and 
attached a t  the end of the FSB l i s t  f o r  the f i l e .  Thus, i f  user Smith 
issues another EDMF OFEN fo r  the f i l e  ALPHA, there  w i l l  be an FSB placed 
-
a t  the end of the  l i s t  f o r  the  f i l e  ALPHA, i n  sp i t e  of the f a c t  t ha t  Smith 
already has an FSB on the l i s t .  This enables the user to open d i f fe rent  
portions of the same f i l e  f o r  different  processing. It should be noted 
i n  the preceding example, the STORE, UPDA'PE and DELETE functions a re  
considered t o  be updates by the OPEN function. 
-
- ' Ol'F:lil\ TTON 
The EDbT functions have been implemented i n  e i t he r  or  both of two 
I'o~sns. The f i r s t  form i s  that of macro c a l l s  which may be used by the 
app1icat;on programmer i n  wri t ing programs. The macros a re  avai lable  f o r  
use i n  Assembly Language programs. I n  addition, FORISIAN function sub- 
pr.oglaams a re  available.  me second form i s  t h a t  of the command format of 
the  RCA Time Sharing Operating System (TSOS) . The TSOS commsnd language 
i s  the  major means by which a user of the 150s communicates with the 
raccutive of the operating system. !?%rough the  TjOS command language the 
user can ident i fy  himself, specify and monitor work, manipulate data, e tc .  
Although the  user can employ EDMF macros i n  a more elaborate way, the  use 
of conrmands i n  l i e u  of macros can enhance d i r ec t  communication with the 
Executive of the operating system. I n  general, the average programmer w i l l  
use commands, while the  more advanced programmer w i l l  employ the macros. 
'ke  purpose of the  OPEN function, i n  general, i s  t o  check a u s e r ' s  
access r i gh t s  t o  the f i l e  he wishes t o  use. I f  the  u s e r ' s  iden t i f ica t ion  
checks out, the EDMF processor s e t s  up the necessary control  blocks f o r  
provessing the f i l e ,  then returns control  t o  the  user.  Since the OPEN 
function s e t s  up the f i l e  fo r  user processing, it must be the f i r s t  function 
cal led upon by the  user before attempting access t o  a f i l e .  
Syntax and f o m t  guides f o r  operational use of both the /OPEN 
command and the OPN m c r o  appear i n  Figures 6-2 and 6-3 respectively. 
READ 
I O P E N  tilenome [ , ~ P E ~ { ~ ~ ~ ~ ~ ~ } ] [ , D E S C R I P ~  logical expression] 
Fu1l.y qual i f ied TSOS 
f i l e  name, including 
user ideritif icat iorl .  
b 
TYPE = s igni f ies  
a mandatory 
choice between 
read only ( m ~ )  
and read and write 
1 (UPDATE) 
'AND' & for the  and operator.  
'OH' f o r  the  o r  o p e r ~ t o r .  
'ADNT' & f o r  t he  and-not 
/ OPEN TEST 1 
/ OPEN TEST 1, TYPE = READ 
/ OPEN TEST 1 ,TYPE =UPDATE 
/ OPEN TESTS. ,TYPE = REA0,DESCRIP~ C 'ALL TEST 1 A 8 0 V E  10' 
/ OPEN $ USER $.TEST 1, TYPEWPOATE 
FIGURE 6- 2 SYNTAX OF OPEN COMMAND 
,'$.j C) Le : 
C-ENIKiiAtPil:l! IAF?AMlC1C?;:II LIST 
P'OKM'C :;llOWI\I !PC 'INBTJI' 6.1. 
READ O P N  FILENAM =f i lenone [ ,TYPE={u~PTE)] [ , {  DESCRIP : b escription ' DESADDR: 'description 
2, A 
name 
EXAMPLES: 
Manle ol' t,Iic: i ' i  le (up t o  54 
(-.~a r-uc.terns iric91itui~ig prompt) 
I oL;ra poss i i,le keywords, max . 
2 permi ss  ib le  a t  one time, 
111 i . :' reqi, i tSed. 
. . 
1 )pi; ional, with ni;lnestorji cnoi ce between D;FSCHLl-J= 
avd DEfA3GH= (only one of these choices may be 
used in any one macro c a l l )  . 
Up'' "' 
,o~II IP= is  the  ac tua l  parstit ioning l og i ca l  
e x p ~ e s s i o ~ l  i n DNF' form (up t o  127 charac te r s ) .  
:: i:~~le quotes m u ~ t  ericlose the  expressiol! and an;. 
i t~ ter r ia l  quotes or ampersar~ds ruust be ilouble~t. 
L~~:SRPDII= i s  m~enoriic f o r  descript iorl  address and 
must be used wherl des i red Dl%' pa r t i t i on ing  expres- 
siol: is  more than 127 characters .  Logical expres- 
sion i s  placed ex te rna l  t o  the  macro and i s  
referenced by a symbolic address. 
'TYPE;. i s  optional  with a 
mndatory choice between 
HEEII) ( read only-def ~ 1 % )  , 
and UPUE (read and 
wr-ite -io the  f i l e .  
OPN FlLENAM = $ HORTON MULTTES 3,TYPE=READ, DESCRIP=~UTHOR=BENNET' 
OPN FILENAM = MULTTES3,TYPE=UPDATEt OESADDR=LOGEXPi 
. 
. 
LOGEX P I  DC C ' MONTH=MAY 68 Y E A R S I ~ ~ ~  "OR"KEY PHRASES= INFORMATION 
STORAGE AND RETRIEVAL8B PUBLISHER = THE MOORE SCHOOL 
OF  ELECTRICAL ENGINEE RING OF THE UNIVERSITY OF 
PENNSYLVANIA' 
FIGURE 6-3 SYNTAX OF OPN MACRO 
6-3 USE OF /OPEN COMMAND 
/OPEN i s  used t o  open a f i l e  which has been catalogued a s  par t  
of t h e  EDMF, and f o r  which a "template" describing the format of the 
records of the f i l e  ex i s t s .  In  the example shown i n  Figure 6-4, the 
f i l e  " i T U 1 ~ I I ; E "  and the template were created during a previoue run. 
The /OPE~U command has the f u l l y  qual i f ied P i l e  name including user 
ident i f ica t ion  as a parameter (e .g., /OPEN $FRENCH .R~MMYFILE, as i n  
Figure 6-4). Additional parameters may be added t o  the c o m n d  which 
w i l l  control various types of access t o  the f i l e  being opened on the one 
hand, and allow portions of the f i l e  t o  be opened on the other. The 
i l l u s t r a t i o n  shows the correct use of the command. The user, once given 
access t o  the  f i l e ,  may request the r e t r i eva l  of a l l  records i n  which 
the  value of the a t t r i b u t e  "AGE" equals 35 (~ig. 6-4) . The bottom portion 
of the i l l u s t r a t i o n  shows the r e su l t  when a user  attempts t o  re t r ieve  
records from a f i l e  which has not ye t  been opened. 
RECORD NO. 000004 
0d0100 r;It2fm = JAMES L. SMITH 
05020C7 ADDRESS = 3581 E.  HIGH STREET,  NOWHERE, MONTANA 
oo0300 AGE = 35 
RECORD NO. 000003 
000100 NAME = JOHN J .  DOE 
000200 ADDKESS = 124 N. MAIN STREET,  YCUH TOWN, IDAHO 
000300 ACE = 35 
FIEQUEST PROCESSING COMPUTED 
/I, OGOFF 
IVOTE: JTESULT OF OMITTING /OPEN COMMAND: 
IKETTIEVE: $FFZNCH. DUMMYFIL;E, C 'AGE=35 , 0 
AN EDMF OPEN HAS NOT BEEN I S S U E D  FOR $FRENCH. DUMMYFILE. 
FIGURE 6- 4 USE OF THEIOPEN COMMAND 
6-4 USE OF OPN MACRO 
The OPN macro i s  used i n  a program wri t ten i n  assembly language 
t o  perform the same function as  the /OPEN command. The OPN macro 
has as the keyword parameter, FILENAM, the f u l l y  qual i f ied f i l e  name 
( ~ i g u r e  6-5). A s  with the /OPEN command, addi t ional  parameters may be 
added t o  the macro t o  control types of access t o  the  f i l e  being opened 
and t o  allow p a r t i a l  opening of the f i l e .  The use of the OPN macro i n  
an assembly language program is shown i n  Figure 6-5. The resu l t s  of the 
program can be seen i n  Figures 6-6 and 4-7. Table 6-1 contains the 
format of the  generated parameter l i s t  f o r  the OPN macro. 
USING *,2 
END BEGIN 
RETRIEVED RECORDS ARE 
TO BE LISTED ON THE PRINTER 
FIGURE 6 - 5  ASSEMBLY LANGUAGE PROGRAM WITH OPN CALL 
B013 JOB SCXBDEUD AT 1329 ON 02/17/71, FOR T S N  2805. 
/LOGON FRENCH, , , PRIORI!I!Y=3 
/EXEC ASSEMB { BRING IN THE ASSEMBLER TO ASSEMBLE THE ABOVE USER PROGRAM. 
LO01 PROGRAM LOADING 
/EXEC * EXECUTE THE ABOVE ASSEMBLED PROGRAM. 
REQUEST I S  BEING PROCESSED ) EDMF RESPONSES 
REQUEST PRrnSSING COMPLETED 
C ~ 4 2 0  LOGOFF AT 1340 ON 02/17/71, FOR TSN 2805. 
C ~ 4 2 1  CPU TIME USED: 0014.0805 SECONDS 
FIGURE 6 - 6  OUTPUT OF ASSEMBLY LANGUAGE PROGRAM 
WITH OPN C A L L .  
BECORD NO. 000004 
000100 NAME = JAMES L. SMITH 
000200 ADDRESS = 3581 E. H I B I  STEIEET, NCIWHEm, MON'WNA 
000300 AGE = 35 
RECORD NO. 000003 
000100 NAME = JOHN J. DOE 
000200 ADDRESS = 124 N. MAIN S-T, Y CUR m, IDAHO 
000300 AGE = 35 
FIGURE 6-7 RECORDS RETRIEVED BY ASSEMBLY LANGUAGE 
PROGRAM WITH OPN C A L L .  
TABLE 6-  1 FORMAT OF GENERATED PARAMETER LIST 
FOR OPN MACRO 
B Y  T ES 
0 -  1 
2 - 55 
56 
7 
57 - 59 
60 - 6 3  
64 
65 - 191 
CONTENT 
m 
Length of file name. 
File name (left justified with spaces). 
Code for type of OPEN: 
~ ' 4 2 '  -- Read 
~ ' 4 3 '  -- Update 
Address of partitioning logical expression. 
Length of partitioning logical expression. 
Code for presence of partitioning description. 
X'OO' -- No description. 
X'FF' -- Description present. 
Partitioning logical expression if included 
in macro. 
SECTION 7 
THE CLOSE FUNCTION 
'7-1 DESCRIPTION 
The CLOSE function serves t o  deactivate control blocks of a f i l e  
which were s e t  up during the OPEN process f o r  the f i l e ;  it a l so  indicates 
-
t ha t  the f i l e  (or specified portion of the f i l e )  may no longer be accessed 
by EDMF routines. The EUMF user may c a l l  on the CLCEE: function by means 
of the CLOSE command or the CUE macro-instruction. The CLOSE function 
-
Lakes two parameters: (1) the filename of the f i l e  t o  be closed; (2) 
a logica l  expression of keywords indicating a portion of the  f i l e  t o  
be closed. (This logica l  expression must correspond exactly t o  a logica l  
expression given i n  a previous use of the OPEM function.) A complete 
discussion of the CLOSE process and i t s  control blocks, a s  well  a s  the 
specification f o r  the CLSE macro-instruction may be found i n  paragraphs 
-
7-2 through 7-5. 
'1-2 O r n W I T I O N  
The purpose of t he  CLOSE function i s  t o  remove a u s e r ' s  p r i o r i t y  
flold over a specif ied portion of a f i l e .  The user  i n i t i a t e s  the  EDMF 
CLOSE function wnen it i s  no longer desired t o  work with the  p a r t i t i o n  
of a f i l e  t h a t  had previously been opened. The CLOSE function makes 
necessaly changes i n  the  control  blocks, the  SSB, and tne FSB t o  indicate  
t h a t  the  user has f in i shed  a l l  processing of the  specif ied p a r t i t i o n  of 
tiie f i l e .  Once t h i s  has been done, the user  no longer has access t o  
t h a t  p a r t i t i o n .  If the  user wishes t o  work with it again, he must re- 
i n i t i a t e  the EDMF OPEN function. The CLOSE function i s  therefore  the  
l a s t  EDMF function t h a t  a user  would c a l l  upon. 
Syntax and format guides f o r  operational use of both t he  /CLOSE 
command and the  CLSE macro appear i n  Figures 7-1 and 7-2 respectively.  
/ CLOSE filename [, DESCRIP= lopicol expression] 
Di s junct ive  normal form express; on of 
~eywords using l o g i c a l  conr~ect lves .  
'AIVDt & f o r  the and opera to r .  
'OR '  + f o r  t h e  or operator. 
'ADNT' for t he  axid-not opern-co I-.  
i l  I 1 l s  q11a1 if Led 
l i : : ' ):;  i l e  x~ame 
EXAMPLES: 
/ CLOSE TEST 1 
/ CLOSE TEST 1, DESCRIP=C 'YEAR = 1965' 
/ CLOSE $USER 3. FILE 3 
FIGURE 7-1 SYNTAX OF CLOSE COMMAND 
Macro k] 
\\lame oL' L:,c .f :i l e  (up 
to ',)I c.llarat.ters) . 
f I 1 .~1 r-ee pos s i. b l e  key- 
w CI re { I  ;: , nlax . 2 per- 
m i s o i ~ t . l c :  a t  one time, 
I I L ~ . J !  .l rcqui-red. 
A 
1 
Optional,  w i t r i  rnandatory choice between 
DESCliTP 3 r d  'DESADIjR. (Only one of these  
choi-ces mag be used i n  any one macro c a l l . )  
llESCRIP= i s  t h e  a c t u a l  p a r t i t i o n i n g  log ica l  
express io r~  i n  DNF form (up t o  1'27 charac te r s ) .  
Single quotes must ericlose tile expression 
and any i n t e r n a l  quotes o r  ampersands must be 
doubled. 
DESAl?DR= i s  the  mnemonic f o r  descr  i ptiori 
address and must be used when des i red  DNF 
p a r t  i tiorling expressiorl i s  more than 12 1 
charac te r s .  Logical expression is  placed 
e x t e r n a l  t o  the macro and i s  referenced by 
a symbolic address.  
- 
EXAMPLES; 
CLSE FILENAM = $HORTON. MULTTES 3 
4 CLSE FI LENAM $ HORTON. MULTTES 3,DESCRIP = AUTHOR =BENNET' 
CLSE FILENAM = MULTTES3, DESADDR~LOGEXP 3 
LOGEXP3 DC C ' MONTH=MAY &&YEAR= 1965 "OR "KEY PHRASES =INFORMATION 
STORAGE AND RETRIEVAL a a PUBLISHER= THE MOORE SCHOOL 
OF ELECTRICAL ENGINEERING OF THE UNIVERSITY OF 
PENNSYLVANIA' 
FIGURE 7-2 SYNTAX OF CLSE MACRO 
7 - 3  CON'IROL BZOCKS 
During processing of the OPEN function, a Service Status  Block 
(SSB) and a F i l e  Status Block (FSB) a r e  created. The FSB entry 
es tabl ished f o r  the user a posi t ion i n  a p r i o r i t y  l is t  r e l a t i ve  t o  
the  use of the  specified f i l e  pa r t i t i on .  Now t h a t  the  user  has finished 
workirig with t h a t  par t i t ion ,  he should not maintain h i s  posi t ion on the  
p r io r i t y  l i s t .  He no lorger  has the  r i gh t  t o  block other users  from 
accessing the  records of the par t i t ion .  Therefore, the  system removes 
the  FSB entry from the  p r i o r i t y  l i s t  and a l s o  ina ica tes  i n  the corres- 
ponding SSB entry t h a t  the  EDMF CLOSE f m c t i o n  has been referenced and 
that the  pa r t i t i on  i s  not open f o r  h i s  use. 
' ( - ]I  IiETURN M USER 
Af tel* L)ol;h %lie F:;R allti SSR have been updated, the  system returns 
cor~L l -01  to the u s e r .  Tlle user is now f r e e  t o  continue processing any 
otl~cr. f i l e s  t ha t  had been opened, i n i t i a t e  the  EDMF OPEN function f o r  
anotherm F i l e  pa r t i t i on ,  o r  terminate the  session. 
7- 5 EDMI? CLSE MACRO 
One entrance to the CLOSE function is through the use of the 
EDMF' CLSE macro. This macro has three possible parameters. Of these 
three parameters, at least one, and not more than two, may appear in 
one macro call. The required parameter is the file name. me optional 
parameter can be either the actual partitioning description or the address 
of where this description can be found. If the optional parameter is 
omitted, the system assumes that the user desires to close out all the 
partitions of the specified file that had been opened. Otherwise, only 
the specified partition is closed. Thble 7-1 contains the format of the 
generated parameter list for the CLSE macro. 
TABLE 7-1 FORMAT OF GENERATED PARAMETER LIST FOR 
CLSE MACRO 
B Y T E S  
0 - 1  
2 - 55 
5 6 
57 - 59 
60 - 63 
64 -109 
CONTENT 
I 
Length of file name. 
File name (left justified with spaces). 
Code for type of close: 
X'48' -- Close all partitions of the file. 
~ ' 4 9 '  -- Close only the specified partition. 
Address of partitioning logical expression. 
Length of partitioning logical expression. 
Partitioning logical expression if included 
in the macro. 
SECTION 8 
THE RETRIEVE FUNCTION 
The RETRIEVE function allows the user t o  receive, from a f i l e ,  
records which sa t i s fy  a given expression of keywords. These records 
may be directed by the user  o r  u s e r ' s  program t o  a specif ic  output 
device or  buffer storage. Along with each output record, the user a l so  
receives a dynamically-generated record number which uniquely iden t i f i e s  
the record. This record number may be used i n  conjunction with the UPDATE 
function t o  ident i fy  the record f o r  modification. The RETRIEVE function 
i s  available through the RE'IWIEVE command, or  the  RETR macro-instruct i~n.  
-
The RETRIEVE function takes 5 parameters: (1) the f i l e  name; (2) the  
logica l  expression ( i n  disjunctive normal form) of keywords describing 
the records t o  be retrieved; (3) the  maxima number of records t o  be 
retrieved; (4) the output specification; (5) a l abe l  t o  be used i n  
connection with the CONTINUE function. The output specification includes 
the  current u s e r ' s  SYSaTT f i l e  (terminal, p r in ter ,  e t c .  ), the pr in ter ,  
the main storage, or  a count of the  number of records sa t i s fy ing  the 
expression. 
As mentioned above, the RETRIElrE function accepts a l abe l  a s  one 
of its parameters. Labels a r e  not required, but i f  specified, allows the  
user  t o  re t r ieve  a subset of the  records sat isfying the logica l  expression 
a t  the time of the c a l l  t o  RETRIEVE functions. After  examining and pro- 
cessing these records, the user may then c a l l  upon the CONTINUE function 
(see Section 9 )  t o  re t r ieve  another subset of these records f o r  pro- 
cessing. I f  a l abe l  is  not included i n  the  c a l l  t o  RE?RIF,VE, then the 
CONTINUE function cannot be called l a t e r  t o  complete the RETRIEVE. 
8-1 
Li' a l l  records sa t i s fy ing  the  log ica l  expression a r e  t o  be 
~ ~ e ' t r i e v e d  a t  once, then a l abe l  is  not needed, and any l a b e l  which 
i s  specif ied i s  e f fec t ive ly  ignored. 
A l a b e l  is  considered ac t ive  from the time of t he  i n i t i a l  c a l l  
t o  the  RETRIEVE function, u n t i l  the  time t h a t  the  r e t r i e v a l  request i s  
completed, e i t h e r  implic i t ly ,  when a l l  possible sa t i s fy ing  records have 
been re t r ieved,  o r  exp l i c i t l y ,  by the  user specifi,cation i n  t he  CONTINUE 
func.tion. A l abe l  cannot be act ive for  two d i f fe ren t  r e t r i e v a l  requests 
a t  the  same time, and the inclusion of an already ac t ive  l a b e l  i n  a 
c a l l  t o  the  RETRIEVE function w i l l  cause the c a l l  t o  be terminated. 
8-2 OPERATION 
When the mTRIEVE function i s  called, e i the r  by macro o r  command, 
the function t rans la tes  the  logica l  expression in to  a form eas i ly  
hacdled by the function handling routines. It checks t o  see whether 
any l abe l  included i n  the c a l l  i s  already active,  and whether an EDMF 
OPEN has been issued f o r  the f i l e .  
If no er rors  have been detected, a DM23 OPEN macro i s  executed. 
The directory is  then searched: f i r s t  t o  determine the prime keyword 
i n  each disjunct of the logica l  expression, and then t o  pick up the 
record addresses i n  the directory corresponding t o  these prime keywords. 
The RFB (template) i s  searched, and the format numbers f o r  each 
keyword i n  the logica l  expression a r e  put into a formst number l i s t ,  
so tha t  the number of times tha t  the template need be scanned is minimized. 
The RETRIEVE function now begins the  r e t r i eva l  of data records 
from the f i l e .  It combines the l ists  of record addresses f o r  a l l  of 
the prime keywords i n  the logica l  expression and re t r ieves  each of these 
records from disc  i n  descending order by record address. 
After  each record from t h i s  l i s t  i s  retrieved, it i s  checked t o  see 
whether it s a t i s f i e s  the  complete logica l  expression (each record w i l l  
a t  the very l e a s t  contain one prime keyword, but it may not contain a l l  
the  keywords i n  the prime keyword's complete dis junct) .  A t  the same time 
t h a t  t he  record is  checked f o r  sa t i s fac t ion  of the logica l  expression, 
the  pointers (record address) t o  the next record i n  the l i s t  s t ructure 
f o r  each of the prime keywords i n  the records i s  removed and merged with 
the l i s t  of records t o  be called from disc.  
1 f n record s a t i s f i e s  the  log ica l  expression and a l l  record 
l e v ( . L  aCcae::s ~.estr~.ic'tiont; (if any) i n  the user 's  authoritjr item, the  
I.;il:'l'li l l?'Vli: Suncation rhecks the output specification.  If the count option 
i d  specified,  the  t a l l y  of sa t i s fy ing  records i s  incremented. If the 
te le type or  p r in t e r  option is  specified, the  record i s  pr inted on the 
proper output device. If the  core option i s  specified (RETR macro only), 
the  record i s  converted i n t o  core fomnat. 
The IiETRIEVE process continues until.  e i t h e r  1) a l l  records i n  
the l is t  of record addresses maintained by the RETRIEVE function a r e  read 
f r o m  d i s c ,  o r  2) maximum numbers of records (as  specif ied i n  the  c a l l  
t o  t he  RETRIEVE function) sa t i s fy ing  the  log ica l  expression have been found, 
whic.ilever comes f irst .  If the l a t e r  condition i s  reached f i r s t ,  and a 
label  has been included i n  the  RETRIEVE c a l l ,  then the  l a b e l  i s  added t o  
a l i s t  of ac t ive  r e t r i e v a l  l abe l s  f o r  that user f o r  l a t e r  use by the 
CONTINUE function.  If the former condition i s  reached f i r s t ,  and i f  
r e t r i eva l  has already been CONTINUE1d, then the  l a b e l  i s  removed from the  
l i s t  of ac t ive  labe ls .  
A t  t h i s  point  if the  count function has been specif ied by the  
tIETRIEVE command, the  number of sat isfying records i s  pr inted.  I n  any 
case,  control  i s  now passed back t o  the  user .  
1;- 3 LOGICAL MPrnSSIOTJS 
Logical expressions are used to partition a f i l e  i n  $he OPEN 
command or OPN macro, and to specify a set of records to be retrieved 
by the REPRIEVE command or RETR macro. An EDI4F logical expression 
has the form-: 
kl lc k lc2 ... kmlc k 1 2  M n 
where k ' s  are keywords, and lc.'s are logical connectives. i 1 
The logical connectives allowed are: the logical "and", the 
logical "or", and the logical "and not'' which is a combination of the 
two logical connectives Ifand" and "not". 
In evaluating the logical expression, the "or" connectives have 
greatest scope and the "not" the least scope; that is, the expressions 
are in disjunctive normal form. For example, the expression: 
kl and $ and not k or k4 or k2 and k 3 3 
is to be interpreted as: 
(kl and ir2 and (not k ) )  or (k4) or (% and k ) 3 3 
However, the user is not able to change the order of evaluation of 
logical connectives by including parentheses in the logical expression, 
for - all user included parentheses in a logical expression are ignored. 
The combination of "and" and "not" into a single logical connective 
means that every disjunct in the logical expression must have at least 
one non-negated keyword. Only non-negated keywords can be used as 
prime keywords in the retrieval process, so this means that every 
disjunct can have a prime keyword for retrieval. 
A l l  l*:l)bTll' ILC;YW~IIYC 11as t1:e form: Attribute "relation" Value, 
wilcrae "1-c.lai;.ion" may be one of the  following: 
'EQ' or = equal 
'GT' o r  > greater  than 
'LT' o r  < l e s s  than 
greater  than or  equal t o  
l e s s  than o r  equal t o  
not equal (short  f o r  l e s s  than or greater  than) 
Examples of keywords are: 
NAME = W I L L I A M  SMI'DI 
Ihe only exception t o  the format a s  shown above is  the range 
search request, of the  form: 
Attr ibute  = Value1 "ID' Value2 e.g. YEAR = 1967 'TO' 1972 
This form i s  i n  e f f ec t  a shorthand way of requesting: 
Attr ibute  'GE' VALUE1 and Attr ibute  'LE' VAILE 2. 
The Attr ibute  i n  any keyword may be omitted; t h i s  i s  the so 
cal led "no at t r ibute ' '  case. That is, a keyword may be wri t ten as: 
' re la t ion '  value (e .g. = SMI'M, JOHN). Such cases a r e  interpreted a s  : 
AttrSibutel ' re la t ion '  value or  ... or  Attributen ' re la t ion '  value, 
where Attributel  through Attributen a r e  a l l  possible a t t r i b u t e s  used 
in keywords. This form of the keyword i s  useful when searching f o r  a 
par t icu lar  value which may appear more than one Attr ibute .  
In a logical expression, the logical connective "and" is 
specified by either 'AND1 or & (ampersand), the logical "or" is 
specified by I OR1 or + (plus), and the logical "and notr' is specified 
by 'ADJXT' . 
It should be noted that: YEAR 'NE' 1970 is - not logically equivalent 
to: "not" YEAR ' E & I  1970. The first keyword is non-negated and is 
satisfied by records which include YEAR as an attribute, with a value 
other than 1970, whether or not (YEAR, 1970) is an attribute-value pair 
in the record. The second keyword is negated and is satisfied ordy 
by those records for which (YEAR, 19'70) is - not an attribute-value pair 
in the record, whether or not (YEAR, "value"), where "value" is other 
than 1970, is also included in the record. 
I 11::l;: 05' 'RIE tWXIEVE (10MMhMI 
'file i.;ll:'Lli L)r:Vh' command statemerit is of the form: 
/IIET~IIEVE filename, C ' logical  expression' , [no. of records], 
[output specification],[label) 
Note tha t  a l l  parameters a r e  of the posit ional type. Trailing 
commas may be omitted when optional parameters have been omitted. 
The filename i s  required, and the f i l e  mst have previously been 
opened by cornnand or  macro. I f  the $userid. i s  omitted from the  filename, 
the user ' s  o-dn I D  is  assumed. 
The logica l  expression i s  required and must be of the form 
described i n  Section 8-3 with the following exception: a l l  apostrophes ( ' )  
must be repeated within the logica l  expression. Therefore, an example 
of t h i s  second parameter is: 
C ' NAME "LT" SMIWf ' ' ORt 'YEAR=1970&NAME=SMITH '
The number of records parameter specif ies  the maximum number 
of records t o  be retrieved a t  one time. This number must be between 
0 and 3276'7. If 0 i s  specified, o r  if t h i s  parameter i s  omitted, a l l  
records sat isfying the  description w i l l  be retrieved. 
me output specification can be e i ther :  PRINT, COUNT or  TTY. 
PRINT specifies tha t  a l l  records be printed on the  l i n e  pr in ter .  CWNT 
specif ies  tha t  the records themselves a re  not t o  be returned, but only 
a count of the number of records sat isfying the description. TTY 
specif ies  tha t  records a r e  t o  go t o  the pr in ter  i f  the job i s  non- 
conversational, o r  t o  the teletype if the job i s  conversational. TE 
i s  assumed i f  t h i s  parameter i s  omitted. 
The l a b e l  is  from 1 t o  f i v e  alphanumeric characters,  beginning 
with an alphabetic character.  This labe l ,  if present,  may be used 
l a t e r  i n  conjunctiorl with the  CONTINUE command. The l a b e l  i s  ignored 
if CCXTNT i s  the  output specif icat ion.  
Figure 8-1 contains sane examples of RETRIF,VE comruand statements. 
Figures 8-2 and 8-3 show some r e t r i e v a l  requests with resu l t ing  o ~ ~ t p u t .  
/II~I:IRIEVE F I ~  , c ADDRESS=BOSTON MASS. ,5  
/ ~ T R I E V E  TEST.FII;E,CINAME=JONES&SM=MAL;E', ,COUNT 
/F;ETRIEVE ABSTRACT, C ' CODE=59 ' ' OR' ' C O D E = ~ ~ B '  , ,PRINT 
/IG'IBIEVE AFIU,  C ' A U ~ O R = S P I E ~ L i  ,1, ,LABEL 
/IIETRIEVE B F I U ,  C ' Y E A R = ~ ~ ~ O  ' 'ADNT1 MONlX=MAY ,3, L l  
FIGURE 8-1 SAMPLE RETRIEVE COMMAND STATEMENTS 
/IIETHIEVE TESTQ,C~SM=F~, ,COUNT 
5 RE&UEST I S  BEING PROCESSED 
$ 
$ THERF: ARE 000003 RECORDS SATISFYING 'IHE RFQUEST DESCRIPTION 
/ I~TRIEVE ~ S T ; I , C ~ S M = M  -t S M = F ~ , , C ~ J M T  
$ m u E S T  I S  BEING PROCESSED 
% 
$ 'MERE ARE ooooo6 REC~RDS SATISFYING DIE RB&JEST DESCRIPTION 
/RJ~TRIEvE TEST2, C ' A m 0  ' , ,COUNT 
RE&UEST IS BEING PROCESSED 
$ 
$I 'EHE!LXE ARE 000005 WCORDS SATISFYING THE RE&UEST DESCRIPTION 
/RETHIEVE TESP, c I SEX=M&AGE=~O TOI 40 , 1 ,  LAB^ 
5 I m W S T  I S  BEING PROCESSED 
RECORD NO. 00006 
000100 NAME = NICHOLS, DENNIS 
000200 ADDRESS = TROOPER, PA 
000300 TELE NO = 245-6529 
000400 TELE NO = 176-9088 
000500 AGE = 12 
000600 SEX = M 
k $ REQUEST PROCESSING COMPLETED 
FIGURE 8-2 RECORD RETRIEVALS USING THE R E T R I E V E  COMMAND 
/RETRIEVE mST2, C ' A G P l O  & SEX=F ' , 2  
$ REQUEST IS B E I N G  PROCESSZD 
RECORD NO. 00007 
000100 NAbE = HOOVER, LAURA 
000200 ADDRESS = HOLLYWOOD, C A L I F  
000300 AGE = 21 
000400 SEX = F 
RECORD NO. 00003 
000100 NAME = L I T U ,  DORIS 
000200 ADDRESS = LONDON, ENGLAND 
000300 AGE = 43 
000400 SEX = F 
$ 
qd REQUEST PROCESSING COMHXTED 
/ ~ T R I E V E  !I!ES%, C 'AGE-10 ' ' TO ' ' 40 ' 
$ REQUEST IS BEING PROCESSED 
RECORD NO. 00007 
000100 NAME = HOOVER j LAURA 
000200 ADDRESS = HOLLYWOOD, CALIF 
000300 AGE = 21 
000400 SEX = F 
RECORD NO. 00006 
000100 NAME = NICHOLS, DENNIS 
000200 ADDRESS = TROOPER, PA 
000300 mm NO = 245-6529 
000400 TELE NO = 176-9088 
000500 AGE = 12 
000600 SEX = M 
RECORD NO. 00005 
000100 NAME = BROOKS, MICHAEL 
000200 ADDRESS = PHILADELPHIA, PA 
000300 TELE NO = 234-5678 
000400 AGE = 24 
000500 SEX = M 
RECORD NO. 00004 
000100 NAME = REYNOLDS, AURIC 
000200 ADDRESS = NEW YORK, NEW YORK 
000300 TE&E NO = 0~7-7890 
000400 AGE = 34 
000500 SEX = M 
k $ RE&UEST PROCESSING C C W L J 3 m  
FIGURE 8 - 3  RECORD RETRIEVALSUSIM THE RETRIEVE 
COMMAND 
0-5 USE OF 'ME RETR MACRO 
The form of the RETR macro statement is: 
[name] RETR ( FILENC1M = filename FILADDR = addr . of filename ' 
DESCRIP = ' logical  expression' 
DESADDR = addr. of log. expr. 
, [RECNO = no. of records], [LABEL = label]  
A s  with the RETRIEVE command, from 2 t o  5 parameters may appear; 
however, a l l  parameters i n  the RETR macro are  of the keyword type, 
and may appear i n  any order. 
Either FIWlDDR = or FIUNAM = but not both must be specified. 
If FILENAM = filename i s  used, then the  filename requirements a re  like 
those i n  the RETRIEVE command. If FILADDR = is  used, then the parameter 
must be the symbolic address of an area which contains the filename. If 
the  filename is l e s s  than 54 characters long, then the filename i n  
t h i s  area must be d i rec t ly  followed by a t  l e a s t  one blank (X ' 40 I ) .  
Either DESCRIP = or DESADDR = but not both must be specified. 
If DESCRIP = 'log. expr.' i s  used, then the logica l  expression must be 
i n  the form described i n  Section 8-3 with the following exception: a l l  
apostrophes and ampersands must be repeated (e  . g . DESCRIP = TWEg *,NE '
'SMIIX && YFAR ' I S  ' 1965 ' ) . I f  DESADDR = addr . of log. expr . i s used, 
then -the parameter must specify the  symbolic address of the logical  
expression ( i n  the exact form specified i n  Section 8-3). The implied 
length of t h i s  symbolic address i s  assumed t o  be the length of the 
logica l  expression. 
The no. of records parameter i s  optional, and i s  of the same 
form a s  described i n  Section 8-4. 
The l abe l  i s  a l s o  optional, and can be from 1 t o  5 characters. 
The output specification parameter may specify any option t'ht 
the RETRIEVE command may be used. I n  addition, the  output specification 
CUTSPEC = CORE may a l s o  be used. This new specif icat ion w i l l  cause a l l  
records retrieved t o  be converted in to  CORE FORMAT, and be passed back 
t o  the cal l ing program. CORE i s  the default  specification fo r  the RETR 
macro. 
When CWNT i s  specified, the  number of records sat isfying the 
description i s  returned i n  reg is te r  0 .  When CORE is specified, the 
number of retrieved records i s  returned i n  reg is te r  0, and the  address 
of a l i s t  of addresses of the core-formatted records i s  passed i n  
reg is te r  1. Each address i n  t h i s  l i s t  i s  a f u l l  word long, and the 
end of t h i s  l i s t  i s  followed by a f u l l  word of hexadecimal F ' s  (X'FFFFFFFF'). 
This l i s t  is a f u l l  page of c lass  6 memory, and i s  returned t o  the 
ca l l ing  program whether or  not any records were found t o  sa t i s fy  the 
logica l  expression. The core formatted records a re  placed i n  a 
contiguous area of c lass  6 memory. The number of pages of c lass  6 
memory i s  the  minimum number of pages needed t o  contain a l l  re t r ieved 
r e  cords. 
mble  8-1 shows the  generated macro l is t  f o r  the RETR macro. 
TABLE 8-1 FORMAT OF GENERATED PARAMETER LIST 
FOR RETR MACRO 
. 
13yte s 
0- L 
2 
3- 7 
8 
9- 11 
12- 15 
16-19 
var iable  
var iable  
Contents 
Number of requested records t o  be re t r ieved.  
X'0000' = A l l  records (default  case) 
Output specif icat ion code. 
X ' O O '  = m 
X'02' = PRINT 
X '04 ' = CORE (default  case) 
~ ' 8 0 '  = CCXJNT 
l abe l  ( l e f t  jus t i f ied ,  padded with blanks) 
Function code 
X'22' = Retrieval code 
Address of log ica l  expression 
Length of log ica l  expression 
J 
Address of filename 
Filename 
This f i e l d  i s  omitted i f  FII;ENAM= i s  not 
specified i n  the macro. If t h i s  f i e l d  i s  
present, then the  filename i s  followed by 
a s ingle  blank. 
Logical expression. 
This f i e l d  i s  omitted i f  DESCRIP= i s  not 
specif ied i n  the  macro. The m a x i m u m  s i ze  
of t h i s  area  i s  256 bytes. 
SECTION 9 
THE CONTSNUE rnCTI0N 
The CONTINUE function allows the user t o  continue a r e t r i e v a l  
request which was i n i t i a t e d  e a r l i e r  by a REmIEVE function.  For 
example, i f  a user wishes t o  receive one record a t  a time from a 
set of records sa t i s fy ing  a given log ica l  expression of keywords, the 
r e t r i e v a l  may be i n i t i a t e d  with an indicat ion t h a t  only one record 
i s  t o  be output. Subsequent records may then be received by repe t i t ive ly  
issuing a CONENUE Function. !The CONTINUE function i s  avai lable  
through e i t h e r  the  CONTINUE command o r  the  CONT macro-instruction. 
The CONTINUE function is  able  t o  continue labeled r e t r i eva l s  
a s  long as  the  l a b e l  remains ac t ive  with one r e s t r i c t i o n .  Labels 
used i n  t he  RETRIEVE command can be continued only by the CONTINUE 
command, and l abe l s  used i n  a RETR macro can be continued only by 
the  CONT macro. 
The user  is able  t o  modify t h e  o r i g i n a l ' r e t r i e v a l  specif icat ions  
i f  he desires  each time the  CONTINlTE function is  ca l led  upon. The 
user  may change the number of records t o  be returned t o  him, and may 
change the  output specif icat ion from TE t o  PRINT, o r  PRINT t o  TTf. 
He may a l s o  indicate  t h a t  he wishes only a count of the  remaining 
records. If the  output specif icat ion i s  changed t o  CCUNT, then &he 
number of records specif icat ion is  ignored, the  exact number of 
previously unretrieved records which s a t i s f y  the l og ica l  expression 
i s  determined,, and the  l a b e l  (and the corresponding r e t r i e v a l  request) 
i s  deactivated. 
The user may determine t h a t  he wishes t o  terminate a r e t r i eva l  
request before a l l  possible records have been re t r ieved.  This could 
occur a f t e r  any number of continuations of a labeled r e t r i eva l .  Tb 
accommodate the  user the CONTINUE function allows a user t o  deactivate 
a l abe l  or terminate the  r e t r i eva l  request i n  any c a l l  t o  the  function. 
A termination of r e t r i eva l  request w i l l  deactivate the  l a b e l  and return 
no new records. A request t o  deactivate a l abe l  w i l l  terminate the  
rBet,rieval request a f t e r  re t r iev ing  the  number of records indicated i n  
the c a l l  t o  CONTINUE. 
Deactivating a l a b e l  has two advantages. It f r ees  the  l abe l  so 
t h a t  it may be used i n  another c a l l  t o  the  RETRIEVE function. It a l so  
re leases  a l l  v i r t u a l  memory reserved f o r  the  r e t r i e v a l  request. Every 
user  theore t ica l ly  has one mill ion bytes of v i r t u a l  memory f o r  h i s  t ask .  
Each time t h a t  a labeled r e t r i eva l  request i s  i n i t i a t ed ,  some of t h i s  
memory i s  saved by the  r e t r i eva l  processing routines,  u n t i l  t h e  r e t r i eva l  
i s  terminated. This can be a normal termination - when a l l  possible 
~ ~ e c o r d s  have been retrieved, o r  the  termination can be exp l i c i t l y  
requested i n  a c a l l  t o  CONTTIKJE. It is  possible t h a t  enough labeled 
r e t r i e v a l  requests w i l l  be act ive a t  the  same time t o  use up a l l  one 
mil l ion bytes of v i r t u a l  memory. Therefore, it i s  advisable t o  terminate 
labeled r e t r i eva l s  when no longer necessary ( i . e .  when a l l  needed 
records have been re t r ieved) ,  or  e l s e  l i m i t  the number of l abe l s  t h a t  
a r e  ac t ive  a t  any one time. 
9-2 OPERAmON 
!Phe CONTINUE function processing f o r  macro and command is  
almost ident ical .  The l abe l  specified i n  the c a l l  t o  CONTINUE i s  
compared against the l i s t  of ac t ive  r e t r i eva l  labe ls .  If the labe l  
does not appear i n  the act ive l abe l  l i s t ,  nothing more i s  done. 
I f  the labe l  is  found, CONTINUE checks t o  see whether a CONT 
macro i s  t ry ing  t o  continue a RETRIEVE command, or  i f  a CON!l?INUE 
command i s  attempting t o  continue a RETR macro. I f  e i the r  i s  the case, 
then processing w i l l  be halted. Otherwise, a TSOS OPEN macro i s  
executed t o  re-open the  user f i l e .  
CONTINUF: processing checks t o  see whether any change has been 
requested i n  the output specification, or i n  the  number of records t o  
be retrieved a t  one time. If changes have been requested, the new 
requirements a r e  noted i n  the proper tab le  en t r i e s  used by the RETRIEVE 
process. 
The termination code i s  then checked. I f  immediate termination 
i s  requested, the routines then begin the process of releasing a l l  
v i r t u a l  memory and removing the l abe l  from the l ist  of ac t ive  labels .  
If a deactivation of the l abe l  i s  requested, then a switch i s  
s e t  t o  begin the  termination process a f t e r  the  next s e t  of records have 
been retrieved. The CONTINUE process then branches in to  the middle of 
the RETRIEVE process, and the next s e t  of records is  returned t o  the 
user.  
After a l l  the  requested records have been retrieved, i f  the 
r e t r i eva l  request has been completed, e i the r  through exp l i c i t  request f o r  
deactivation of the  label ,  o r  because a l l  possible records have been 
examined, then the l a b e l  i s  removed from the l i s t ,  a TSOS CLOSE 
mcro i s  issued f o r  t he  file, and control re turns  t o  the user.  
9- 3 USE (R? 'IZHE CONTINUE C M N D  
The EDMF CONTINUE command has the f om: 
/CONTINUE label[,no. of records] 
The parameters a re  mixed posi t ional  and keyword types. Only 
the f i r s t  posi t ional  parameter, the  labe l ,  is  required. The labe l  i s  
from one t o  f ive  alphanumeric characters, beginning with an alphabetic 
character. 
The second posi t ional  parameter, the new number of records t o  be 
retrieved, i s  optional. This number can be between 0 and 32767. If 
0 i s  specified, o r  i f  the parameter is omitted, the  old number of records, 
specified i n  e i t h e r  the or ig ina l  RETRIEVE command, or i n  the  previous 
CONTINUE command, w i l l  be re-used. 
The output specification parameter, OLTTSPEC=, has the same options 
a s  i n  the  RETRIEVE command, with the  same interpretat ions.  If t h i s  
parameter i s  not specified, then no change i n  output specif icat ion 
i s  made; the previous output specification remains i n  use. 
me f i n a l  keyword parameters, E',RM= and DEACTIV=, cannot both 
be used i n  the  same CONTINUE commsnd statement. The parameters TF,IIM=NO, 
and DEACTIV=NO ( the  default case), mean the  same thing - no exp l i c i t  
request t o  deactivate the  labe l .  I f  TERM=YES i s  specified, the 
r e t r i eva l  request is  t o  be ended with no new records retrieved. When 
TE:KM=YES i s  specified, the number of records and output specification 
parameters a re  i n  e f fec t  ignored. If DEACTIV=YES is  specified, then 
the Label i s  deactivated a f t e r  the next s e t  of records has been 
returned t o  the user.  
Figure 9-1 shows some examples of CONTINUE conrmand statements. 
Figure 9-2 shows some continuations of re t r ieva ls  of Figures 
8-2 and 8-3. 
/CONTINUE LABEL 
/CONTINUE LABEL,3 
/CONTINUE ABC, WlXE"l?C='PTY 
/CONTINUE ABC1,3, DEACTIVE=YES 
/CONTINUE ABLE, 2, TIERMINO 
/cOKITNUE COUGH, 2, WZ3PEC=PRINT 
/CONTINUE IIE12 3, TEBM=YES 
FIGURE 9-1 SAMPLE CONTINUE COMMAND STATEMENTS 
RECORD NO. 00005 
000100 NAME = BROOKS, MICHAEL 
000200 ADDRESS = PHILADELPHIA, PA 
O O O ~ O O  TELF, NO = 234-56@ 
000400 AGE = 24 
000500 SEX = M 
RECORD NO. 00004 
000100 NAME = REYNOLDS, A-C 
000200 ADDRESS = NEW YORK, NEW Y ORK 
000300 TELE NO = 0~7-7890 
000400 AGE = 34 
000500 SEX = M 
$ $ REQUEST PROCESSING COMPLFIrn 
FIGURE 9-2 CONTINUATION OF RETRIEVAL USING 
CONTINUE COMMAND (SEE FIGURE 6-21 
9-14 USE OF llE CONT MACRO 
The CONT macro has the form: 
[name] CONT label[,no. of records] ,CUTSPEC - CmT [ f:] I{rn DEACTIV = 
The parameters of the CONT macro are the same as those for 
the CONTINUE command, with the same interpretations. However, the 
CONT macro also allows the output specification OLTTSPEC=CORE (core 
format). When CORE is specified, the CONT macro returns the number 
of retrieved records in register 0 (as does the REPR macro), and a 
pointer to a list of core formatted record addresses in register 1. 
When CCUNT is specified, the remaining number of satisfying records 
is returned in register 0. 
Some examples of the CONT macro calls are: 
CONTIN CONT LA,5 
CONT ARRW, CXJTSPEC=CW 
A1 CONT A,TERM=YES 
CONT BLUE1,0, CU'ISPEC=PRINT,DEACmV=YES 
%ble 6)-1 contains the macro parameter list generated by the 
CONT macro. 
X1OOOO' = no change i n  number from previous 
X'OO1 = no exp l i c i t  deactivation of l abe l  
(default case). 
X ' O F 1  = deactivate l abe l  
X'FF' = terminate r e t r i eva l  
X'OO'  = TTY 
X '02 ' = PRINT 
~ ' 0 4 '  = CORE 
~ ' 8 0 '  = C W N T  
X'FFt = no change i n  output specif icat ion 
from previous re t r ieva l .  
TABLE 9-1 FORMAT OF GENERATED PARAMETER LIST 
FOR CONT MACRO 
SECTION 10 
THE STORE FUNCTIOII 
10- 1 DESCRIPTION 
The STORE function allows the user t o  s tore  one o r  more records 
into an EDMF data f i l e .  It can be used t o  s tore  recorcls i n  an empty 
f i l e ,  and can add new records t o  already created f i l e s .  It i s  available 
as a command (the STORE command), and a s  a macro instruct ion ( the ESTOR 
macro). The STOR% function parameters a re  the name of the f i l e ,  and the 
record(s) t o  be stored. An EDMF OPEN (update) must precede a c a l l  t o  
the STORE function. 
The ESTOR macro i s  easily placed inside a loop i f  more than a 
s ingle  record i s  t o  be stored, so the ESTOR macro i s  designed t o  accept 
one record per c a l l  t o  the STORE f'unction via  macro. The record t o  be 
stored must be a "core format" record (see Figure 10-1 f o r  core format 
record specification).  
Commands a r e  not eas i ly  placed i n  loops. Therefore, SWRE command 
is designed t o  accept any number of records per  c a l l  t o  the  STORE function 
v ia  command. 
The STORE Aurction checks each record against the template require- 
ments fo r  the f i l e .  If the record s a t i s f i e s  the template, the record 
i s  converted t o  in te rna l  form, the  keywords a re  added t o  the directory 
with pointers t o  other records i n  the l i s t  stored i n  the directory, then 
the  record is stored on disk. 
CORE FORMAT 
HEADER 
I f 
3 bytes Size of Record 
5 bytes Reference number, unpacked 
1 byte Control information 
Notes: 1. "Number of Directory Listsff field is used for 
those attribute-value pairs which are used as 
keywords when file characteristics allow a variable 
number of directory lists. Field is ignored for 
other attribute-value pairs. 
3 bytes Length of attr.-value entry 
1 byte Control information 
1 byte Number of Directory Lists 
2 bytes Length of attribute 
variable Attribute 
3 bytes Length of Value 
variable Value 
-
3 bytes Length of attr.-value entry 
1 byte Control Information 
1 byte Number of Directory Lists 
2 bytes Length of attribute 
variable Attribute 
3 bytes Length of Value 
variable Value 
. 
2. B e  length specified in the 3 byte "Size of Record" 
entry includes the 9 byte Header size. 
4 
FIGURE 10-1 CORE FORMAT RECORD 
10-2 OPERA!rION 
The STORE function f i r s t  checks t o  see that the f i l e  has been 
EDMF opened (update). I f  it has been, a TSOS OPEN i s  executed f o r  the 
f i l e .  I f  the  ESTOR macro has invoked the fknction, the core format 
record i s  checked t o  see t h a t  a l l  length f i e l d s  a r e  consistent.  &is  
provides the user with a check t o  see that the record i s  properly 
constructed. I f  the STORE command i s  invoked, the next record i s  read 
from the SYSDTR f i l e  ( t h i s  process i s  described i n  greater  d e t a i l  i n  
Section 10-3), packing it in to  core format. 
!Be record i s  then compared against the template, and a t  the same 
time converted i n t o  in te rna l  (disk) form. I f  the  record does not 
sa t i s fy  the template, it i s  rejected. Otherwise, each keyword i n  the 
record i s  added t o  the directory, and pointers t o  other records i n  the 
keyword l is ts  a r e  inserted in to  the record. The record ( in  in te rna l  
form) i s  then stored i n  the f i l e .  
If the STORE command is being executed, the next record ( i f  any) 
i s  read. If the ESTOR macro i s  being executed, or if no mare records 
a r e  t o  be stored by command, then a TSOS CLOSE macro is  executed f o r  
the f i l e ,  and control i s  returned t o  the user. 
1 -  3 TTSE (2" !EE SnlRE COMMAND 
The STOKE command allows a user t o  store any number of records 
in to  an EDMF data f i l e ,  without having t o  write a program. The STORE 
command statement i s  of the form: 
/SW filename (e  .g. /STORE TEsTJ.) 
The records t o  be stored by the STORE function are  read (using 
the TSOS RDA'IYI macro) from the SYSDW f i l e ,  following the execution 
of the STORE command statement. 
10- 3-1 The SYSD'I# F i le  
The S Y S D m  f i l e  i s  a logical  f i l e ,  not permanently associated 
with any one physical f i l e .  This " f i l eu  i s  normally the same a s  the 
command stream. !Bat is, i f  the task is  conversational, where commands 
are  inputted from a terminal, the SYSD'DFI f i l e  is normally associated 
wi th  the terminal. I f  the task i s  non-conversational, the SYSDm f i l e  
i s  normally the non-command statements (cards) making up the task (e.g. 
the data f o r  a program is normally typed on cards which d i rec t ly  follow 
the EXEC program command statement). 
The user i s  provided with the a b i l i t y  t o  change the  S Y S D m  " f i l e "  
t o  be associated with a catalo@aed SAM or ISAM f i l e .  In  t h i s  way, data 
fo r  the STORE command (or programs i n  general) can be prepared and edited 
using f i l e  edi tors  supplied with the operating system, and only have 
the  system read the data when a l l  keypunching er rors  are  out. 
The SYSDTYI " f i le"  can be relocated by the TSC6 command: SYSFILE. 
llhe SYSFILE  command statement is of the form: 
filename 
/SYSFILE S Y S D ~ =  
(PRIMARY) 
. 
I f  SYSDTX-filename i s  used, and i f  the f i l e  i s  a catalogued 
SAM or ISAM f i l e ,  every time an RlNTR macro i s  executed by a program 
or  command a record from t h i s  f i l e  w i l l  be read. I f  SYSDD~=(PRIMARY) 
i s  specified, the location of SYSDm reverts  t o  the location normally 
associated with the task ( i . e ,  the terminal f o r  conversation tasks,  and 
card reader f o r  non- conversational task) . SYSD~=(SYSCMD) specif ies  
t h a t  data i s  t o  be read from the same input stream as the  command stream. 
This option i s  nortnally invoked when a procedure (PROC) f i l e  i s  being 
executed and data is  t o  be read from the PROC f i l e .  
10-3-2 Input Format of Records f o r  STORE Command 
The form of each record t o  be accepted is: 
#first section of value 1 . . . 
. 
$$last section of value 1 . ..# 
$$firs t  section of value 2 . . .# 
# las t  section of l a s t  value i n  record . . .# 
Each printed l i n e  above represents a separate input l i n e  (or  card) 
from SYSDW. 
The symbol ' # I  i s  a special  system delimiter, and cannot appear 
as par t  of any a t t r i b u t e  01. value. It indicates the beginning and 
ending of every a t t r ibu te .  It a l so  indicates the end of the value. 
The maximum l i n e  s ize i s  80 characters. If a value cannot be contained 
on a single input l ine ,  it may be continued on a s  many l i n e s  a s  needed. 
The character ' # I  should only be included on the l a s t  section of the 
value. 
The f i r s t  two characters of every value l i n e  should be l e f t  blank 
(a blank being represented by the symbol: jb) .  The one exception t o  
t h i s  rule i s  t h a t  column 1 o r  columns 1 and 2 of the f irst  section of 
any value my contain a decimal number from 1 t o  99. If f i l e  s t ructure 
allows variable numbers of H O L A t s  (head of l i s t  addresses) f o r  each key- 
word i n  the directory, and if the value is  part of a keyword, %hen the 
number w i l l  be taken a s  the number of H a 1 s  t o  be used. Otherwise, 
t h i s  number w i l l  be ignored. The f i r s t  two columns on a s ingle  l i ne ,  
continuation sections f o r  a value should always be blask; otherwise, 
the record w i l l  be rejected. These blanks w i l l  be ignored. 
Should two or  more consecutive attribute-value pa i r s  i n  a record 
contain the  same a t t r i b u t e  name, then only the  f irst  a t t r i b u t e  l i n e  need 
be retained. For example: 
#NAME# 
$$MICHAEL HOR- 
$ $ F R A ~  MANOLA# 
)4$30~GE GANA# 
i s  equivalent to: 
#W 
$$MI- HORTON# 
#mW 
$$FRANK MANOLA# 
#m 
~~FJORGE WNA# 
The end of record statement i s  indicated by: ## appearing i n  
columns 1 and 2 a f t e r  the l a s t  value of the record has been read. Two 
o r  more records can be accepted by the  STORE command. The form of each 
addi t ional  record i s  exactly the same a s  the f i r s t  record. 
The command i s  ended by a statement of the form: EOF appearing 
i n  the first three columns of the input l i n e  immediately following the 
l a s t  record t o  be stored. 
An example of the conversational use of STORE command appears i n  
Figure 10-2. Note tha t  an OPEN command precedes the  STORE command. Lines 
preceded by the  percent sign ( '$ ' )  a r e  system messages. The a s t e r i sk  
('*') preceding input l i n e s  t o  the command a re  cues from the system t o  
type i n  a new l ine .  
/OPEN ~SE,UPDATE 
/STORE TEST;! 
*#NAME# 
* L I T T I E ,  DORIS# 
+DDRESS# 
* LONDON, ENGLANI# 
++AGE# 
* 43 i  
-tt#sar# 
* F# 
*# 
$RECORD ACCEPTED- RECORD NUMBER 00003 ASSIGNED 
%NAME# 
* REYNOLDS, AURIC# 
+DDRESS# 
* NEW YORK, NEW YORK# 
*#TELE NO# 
* OR7-78gO# 
*#AGE# 
* 34# 
*#sm# 
* M 
*# 
$RECORD ACCEP!ED- RECORD NUMBER 00004 ASSIGNED 
*Em 
/SY SFILE SY SDTA=STOREDATA 
/STORE msm 
$RECORD ACCEPTED- RECORD NUMBER 00005 ASSIGNED 
$RECORD ACCEPTED-  CORD NUMBER 00006 ASSIGNED 
$RECORD A C C E m -  RECORD NUMBER 00007 ASSIGNED 
$FBCORD ACCEPTED- RECORD NUMBER 00008 ASSIGNED 
FIGURE 10- 2 CONVERSATIONAL USE OF THE STORE COMMAND 
10-4 USE OF 'ME ESTOR MACRO 
The ESTOR macro allows the user t o  s tore  a s ingle  record ( i n  
core format) in an EDMF f i l e .  The form of the macro statement is: 
C FUSLDDR=address of filename [name] ESTOR record address, FILNAME=f ilename 
The record address i s  the  symbolic address of the core format 
record. The second parameter i s  a keyword parameter and e i the r  
FILNAME=, or  FILADDR=, but not both, i s  required. I f  FILADDR=address 
of filename i s  used, then the address of filename must be the symbolic 
address of a 54 byte area containing the filename, padded on the r ight  
with blanks (X '40 ' ) . 
The parameter l i s t  generated by the ESTOR macro is  found i n  
m b l e  10-1. 
TABLE 10- I FORMAT OF GENERATED PARAMETER LlST 
FOR ESTOR (AND UPDT) MACRO 
SECTION 11 
TtIE: UPDATE FUNCTION 
11-1 DESCRIPTION 
The UPDATE function allows the user t o  modify exis t ing records 
i n  EDMF data f i l e s .  It is available through the UPRAm command and 
UPDT macro. Records t o  be upd.ated a re  not described by log ica l  expression, 
but rather  by record num3er assigned a t  record storage time. This 
yecord number is printed with the record when retr ieved by the RETRIES'E 
function when the output specif icat ion is  TTY or  PRINT; the record slumber 
( 5  byte reference number) i s  stored i n  the core formatted records when 
retr ieved by the RETRnVE function (specif ical ly  by the RETR macro) 
with CORE output specification requested. 
Before the update function i s  cal led upon, the f i l e  t o  be updated 
must be opened (UPDATE), with e i the r  macro o r  command. 
The update technique used by EDMF i s  t o  do a s tore  and delete .  
That is, the new (modified) version of the record i s  stored a s  a new 
record, with a new record number assigned t o  it, and the  old version of 
the record i s  deleted. 
The UPDT macro is  used t o  restore  a core formatted record tha t  
has been modified by a program. It is the use r ' s  responsibi l i ty  
t o  modify the core format record himself, before ca l l ing  on the UPDATE 
function v ia  the UPDT macro. Those users who wish system help i n  
modifying the  core format can use the UPDATE: command. The command 
accepts requests t o  modify or  delete  exis t ing f i e l d s  i n  a record, 
o r  in se r t  new l i n e s  in to  the record. It uses these requests t o  update 
the  core formatted record, and then, i n  effect ,  c a l l s  on the routines 
which handle the UPDT macro processing t o  restore  the record. 
Section 11-2 describes the  operations performed by the  UPDATE 
function, Section 11-3 describes the use of the UPIIATE cotnmand, and 
Section 11-4 describes the  use of the UPDT macro. 
11-2 OPERATION 
The UPDATE flznction i s  basical ly  the storage of a modified 
core format record, and the deletion of the old record. %hen the 
UPDT macro i s  used, the user  must do the mod9fications of the  core 
format record himself. When the UPDATE cornnand is used t o  update a 
record, then the system modifies the core format record fo r  the  user, 
using information about the modifications desired supplied by Yne user. 
The user must supply the UPDA'I1E function with the name of the 
f i l e  t o  be used, and the record number of the record t o  be updated. 
Sections 9-3 and 9-4 discuss the way t h i s  irdormation i s  passed by 
UPDATE command and macro respectively. 
The function f i rs t  checks t o  see whether the  f i l e  i n  question 
has been opened (update), terminating i f  it has not been. I f  an EDMF 
open has been issued, then the  UPDATE function issues a 'PSOS OPEN 
macro f o r  the f i l e .  m e  record t o  be modified i s  then retrieved. If 
t h i s  record i s  found, and i f  t h i s  record is  not a directory section or  a 
previously deleted record, the process continues. 
I f  the function has been called via  the UPIXTE command, the 
record i s  converted from i t s  in terna l  format (as stored on disk) 
in to  i t s  core format. The user  then indicates the changes t o  be 
made i n  the record (see Section 11-3). After  a l l  changes a re  made, tne 
record i s  ready t o  be stored. Since the UPDT macro passes the 
already modified core format record t o  the UPDAm function, the  portion 
of the function which modifies the core format i s  skipped when entered 
via  UPDT. 
The UPaATE f'unction now passes the modified record t o  the 
STOm f'unction. The STOKE function checks whether the modified 
record s t i l l  sa t i s f i e s  the template requirements. If the template 
i s  violated, the UPDATE ia halted. Otherwise, the modified record 
i s  stored a s  a new record, end the UPJ3ATE function then c a l l s  on the 
DELETE function (described i n  Section 12) t o  delete the old record. 
Control then returns t o  the user. 
11- 3 USE OF THE UPDAm COMMAND 
The command statement i s  of the form: 
/uPDA!E filename, record number 
Both parameters a r e  required. The record number is  a one t o  f ive  
d i g i t  decimal. This number is printed by EDMF whenever the PRINT or 
T'PY output specifications a re  requested i n  the RETRIETdE function, and 
i s  stored i n  the core format record a f t e r  storage by the STORE and 
UPDATE functions, and by the REmIEVE function when the  CQRE output 
specif icat ion is requested. 
The UPDATE command i s  designed t o  modify one record per command 
statement. The information about the modifications t o  be made must 
appear on input l i n e s  following the  command statement. Like the STORE 
command, the  UPDATE command reads the information about a record from 
SYSDTR. Therefore, the information can be read from cards ( i n  batch mode), 
from the te letype ( i n  conversational mode), or from a SAM or  ISAM f i l e .  
(on a teletype, the system cues the  users  t o  supply a new l i n e  of 
information by typing an a s t e r i sk  (*) .) 
When a record i s  printed on a teletype or pr in ter ,  l i n e  numbers 
a r e  associated with each attribute-value pa i r  i n  the  record. 13hese 
numbers a re  assigned sequentially, beginning with l i n e  100, i n  increments 
of 100. These numbers a r e  used i n  the UPDATE command t o  indicate t o  
the system which l i n e s  t o  delete  or  replace, and where t o  in se r t  new l ines .  
The following types of statements allow the  user t o  modify the 
record: 
1) Deletion of l i n e s  (attribute-value pa i rs ) .  To delete  
a l ine ,  a statement of the following f o m  is needed: 
DEL l i n e  number 1 - l i n e  number 2 
This statement w i l l  delete  a l l  lines between line number 1 
and l i n e  number 2 inclusive. Both numbers a re  necessary, t h a t  is, i n  
order t o  delete  a single l ine ,  l i n e  number 2 should be s e t  equal t o  l i n e  
number 1. 
2 )  Inser t ion or  a new l ine .  A sequence of statements of the 
following form i s  needed t o  add a new l i n e  t o  the record: 
m i n e  number 
#at t r ibute  # 
P$value# 
!The l i n e  number must be between the  two l i n e s  i n  the  or ig ina l  
record between which the l i n e  i s  t o  be inserted. 
3) Replacement of a l ine .  The following sequence of statements 
allows the user t o  replace a l ine :  
@l@m number 
#attribute# 
PFvalu& 
where ' ' l ine number" i s  the l i n e  number i n  the old record tha t  
i s  t o  be replaced. 
4) Termination of the  update. The following statement terminates 
the UPDATE command: 
All statements must begin in column 1. Any number of statements 
may appear in the same execution of the UPDAD3 command. However, the 
line numbers specified in the statements must always be increasing. 
That is, statements affecting line i must appear before statements affecting 
line j of i is less than j. 
Figure 11-1 shows an example of an old record, a modification of 
this record using the UPDATE command, and the new version of the record. 
Note that the new version of the record has a new record number assigned 
to it. 
/OPEN TEST2 ,UPRATE 
/RETRIEVE: T E S ~ ,  C 'NAME=NICHOLS, DENNIS ' 
$ REQUEST IS mING PROCESSED 
RECORD NO. 00006 
000100 NAME = NICHOLS, DENNIS 
000200 ADDRESS = TROOPER, PA 
000300 !EZE NO = 245-6529 
000400 W NO = 176-9088 
000500 AGE = 12 
000600 S M  = M 
4 $ FEQUEST PROCESSING C W ~ ' P E D  
/upmm m s ~ 2 , 6  
*@DEL 300-400 
$IMPROPER LINE NUMBER 
*DEL 300-400 
*@01 
*#IDDRESS# 
* MOORE SCHOOL# 
*@lo2 
NQI 
* 578-999# 
*@OO 
*GE# 
* 25# 
+# 
/RETRIEVE TEST2,CfNCIME=NICHOLS, DENNIS' 
$ REQUEST IS BEING PROCESSED 
RECORD NO. 00009 
000100 NAME = NICHOLS, DENNIS 
000200 ADDRESS = mOOPER, PA 
000300 ADDRESS = MOORE SCHOOL 
000400 T ~ E  NO = 578-9099 
000500 AGE = 25 
000600 SEX = M 
4 $ REQUEST PROCESSING COMPT;E!ED 
FIGURE 1 1 - 1  EXAMPLE OF THE UPDATE COMMAND 
11-4 USE OF' W E  UPDT MACRO 
The UPDT macro statement is of the form: 
FILADDR=addr. of filename 
[name 1 UPDT (modified) record addr , C FILIUAME=f ilename 
The operands of the UFDT macro are exactly the  same as the  ESMR 
macro with the same interpretation (see Section 10). The generated 
parameter list is also the same as for ES'POR. 
11-4 USE OF 'DIE UF'DT MACRO 
The UPDT macro statement i s  of the fom: 
C ILADDR=addr . of filename [name UPDT (modified) record addr, FILNAME=f ilenarne 
'Ihe operands of the UNIT macro are  exactly the  same as the ESTOR 
macro with the same interpretation (see Section 10). The generated 
parameter l i s t  i s  a l so  the same a s  f o r  ESTOR. 
SECTION 12 
THE DEI;EIIE RFEORD FUNCTION 
12-1 DESCRIPTZON 
The DELE1CE RECORD function allows the user t o  delete  ex is t ing  
records from the EDMF f i l e s ,  and is  available i n  e i the r  the DELREC 
command o r  DELRC macro-instruction form. DELETE IIECORD,like the 
UPDATE function, requires the record number of the  record t o  be 
deleted, and the name of the f i l e .  I n  order t o  c a l l  on the  DELETE 
RECORD function, an EDMF OPEN (update) must have been performed. 
Records i n  EDMF f i l e s  may be connected with other records i n  the 
f i l e  in to  l ists .  A l is t  s t ructure must not be affected by the  deletion 
of any record within the l is t ,  so  the DELETE RECORD function must 
guarantee tha t  lists remain ( logical ly)  in t ac t .  I n  order t o  preserve 
the  l i s t  s t ructure,  the record t h a t  the user wishes t o  delete  i s  not 
completely removed from the  f i l e .  Rather, a de le te  indication i s  s e t  
i n  the  record so tha t  no other EDMF' functions w i l l  use the  record (except 
f o r  locat ing other records i n  the l ists passing through the  deleted 
record) + 
The record t h a t  i s  restored t o  the f i l e  a f t e r  delet ion need not 
contain a l l  the  or ig ina l  data. Only i n f o m t i o n  about keywords i n  the 
record that i s  needed t o  maintain the l i s t  s t ructure i s  kept i n  the 
deleted record. This minimizes the space requirements f o r  the  deleted 
record. 
12-2 OPERATION 
The D~~ RJlCORD f'unction checks f i r s t  t o  see that the f i l e  
i n  question has been properly opened (update). I f  so, a 'ISOS OPEN 
macro is  executed fo r  the f i l e ,  and the record t o  be deleted i s  retrieved. 
If the record actually exists,  and if it is not already deleted 
or i s  not a directory section (directory sections also have record 
numbers assigned), then the record is passed t o  a routine which s t r ips  
it of a l l  information not needed t o  maintain lists passing through the 
record. The record i s  then restored i n  the f i l e .  
A TSOS CLOSE i s  then executed for  the f i l e ,  and control returns 
t o  the user. 
12- 3 USE OF I)IE DELREC COMMAND 
The DELREC command allows the user to  delete a single record 
from a f i l e ,  by i t s  record number. !Be DELREC comznand statement is 
of the form: 
/C[ELREC f ilenarae, C record number ' 
Both parameters are required. Tne record number may be from 
1 t o  6 decimal digi ts .  The following are examples of D m C  statements: 
/DELREC Z E S W I L E , C ~ ~ O ~ ~  
/DELREC $HORTON.TES'II,C~~' 
12-4 USE aF 'IHE DEZRC MACRO 
'Ihe DELRC macro statement i s  of the form: 
FILNAME=filename 
CNlm' DELREC num addr, {FIIADDR=addr of filename 
The parameters of the macro are mixed positional and keyword. 
The f i r s t  (positional) parameter i s  the symbolic address of a 5 byte 
area containing the (record) reference number of the record t o  be deleted. 
The second (keyword) parameter must be ei ther  the name of the 
file from which the record comes, or the address of a 54 byte area 
containing the filename. This filename must be l e f t  justified, and 
padded with blanks on the right i n  t h i s  area. 
The parameter list generated for t h i s  macro is shown in !lbble 12-1. 1 
Address of 5 byte area containing 
filename, left justified and padded 
with blanks. Thi s  field is omitted 
TABLE 12 - 1  FORMAT OF GENERATED PARAMETER LIST FOR 
DELRC MACRO 
SECTION 1 3  
THE FILJ3 DEFINITION FUNCTION 
13- 1 DESCRIP!TXON 
!The FILE DEFINI'JXON function, available a s  the ADDFILE command, 
with no equivalent macro form, allows the user  t o  describe the f i l e  
s t ructure and record organization f o r  a new EDMF f i l e .  This command 
serves a threefold purpose. F i r s t ,  it allows a user  t o  specify the 
type of f i l e  s t ructure and the complete template (RFB) f o r  h i s  f i l e .  
Second, it catalogs the f i l e  a s  a permanent par t  of the system and 
a l loca tes  space f o r  the f i l e  on disk. Third, it adds the  f i l e  name t o  
the  user ' s  Authority Item (AI) - t o  indicate tha t  the user i s  an owner 
of the f i l e ,  and therefore w i l l  have complete access r igh t s  t o  the f i l e .  
I f  an A 1  does not e x i s t  f o r  the user, then a new one w i l l  be created 
f o r  him by the ADDFILE command. 
The templates f o r  a l l  of the EDMF data f i l e s  a r e  stored i n  a f i l e  
cal led the F i l e  Information F i l e  (FIF) . Each template i s  stored a s  a 
separate record i n  t h i s  f i l e .  mere  is  a l s o  a s ingle  l e v e l  directory 
record i n  t h i s  f i l e .  Each template has one entry i n  t h i s  directory record. 
me steps t h a t  the ADDFILE command performs are: 
1 )  Azlelyze the parameters of the ADDFILE command t o  ver i fy  tha t  
they a r e  acceptable. !The parameters needed w i l l  be described below. 
These parameters can include Z i l e  s t ructure information. 
2) Read in the format en t r i e s  f o r  the  RFB, complete the template 
and FIB, and then s tore  the FIB i n  the FIF. 
3) Allocate disk spce for the file. 
4) Add the file name t o  the user's Authority Item (creating a 
new A 1  if necessary). 
5 )  Print an analysis of the template so t h a t  the user can verify 
that his template is logically correct .  
13-2 OPERATION 
me FILE DEFINITION f'unction first retr ieves the directory of the 
FIF, and determines whether the f i l e  name being defined has already been 
used. If it has been, then control i s  returned t o  the user. This 
prevents a user from accidentally destroying an already created f i l e .  
!The function i s  now ready t o  create the template. It reads an 
input l i n e  from SYSDm, and checks whether t h i s  record i s  continued. 
If there i s  a continuation section, the next section i s  read. 
The data on t h i s  input l i n e  (and possibly a single continuation 
l ine)  is information about a single format i n  the f i l e .  This data i s  
analyzed f o r  errors,  and converted t o  the correct internal  form of a 
f o m t  entry i n  the RFB if no er ror  i s  found. 
The data about the other formats i n  the f i l e  is  read and analyzed 
i n  a l i k e  manner, u n t i l  a l l  format information i s  read. The template is  
then stored i n  the FIF. 
Space i s  then allocated f o r  the f i l e .  The r e s t  of the necessary 
catalog information i s  a l so  supplied t o  the Data Management System. 
'ihe f i l e  is  then added t o  the user 's  Authority Item (AI) indicating 
t h a t  the user owns the f i l e  (an A1 i s  created if none previously existed) .  
An analysis of the template created i s  printed. Control i s  then 
returned t o  the user, and records can now be stored i n  the f i l e .  
13- 3 USE OF 'ME ADDFILE COMMAND 
The general format of th i s  command is the following. (parameters 
enclosed in  square brackets are optional; the underlined parameters are 
the default cases. ) 
/ADDFEE filename 
Only the f i r s t  parameter, the filename, i s  required. The filename 
can be from 1 t o  44 alphanumeric characters and periods, beginning with 
an alphabetic character. The next three parameters are  keyword parsmeters, 
and i f  two or more of them are  used, they may appear i n  any order. 
The keyword parameters, INVERTED=, and LISTS= cannot appear 
sinrultaneously. ?hey indicate the type of f i l e  structure t o  be used 
for  the f i l e .  If LISIS=n is  specified, the nutliber of HOLA1s associated 
with each directory entry w i l l  be fixed a t  n (1 n r 255). If INVERm=YES 
is specified, then the directory i s  t o  be inverted. If INVERlD=NO or 
LISTS=VAR is specified, or if both parameters are omitted, the result  
w i l l  be the same: the number of HOLA's per directory entry will be 
designated a s  variable. 
me keyword parameters, MAXENTRY= and AVERGLEN= are included so 
that  the ADDFII;E command handling routine can request enough memory t o  
contain the template as  it is constructed. There are two possible 
approaches t o  take on the acquisition of memory fo r  the template. The 
first  approach is t o  request a memory area which is  assumed t o  be 
adequate t o  contain most templates, and then add the capabili ty t o  
acquire new memory if the template grows la rger  than expected. !This 
approach, which requires the command t o  release old memory and request 
la rger  areas,  is  ineff ic ient .  m e  second approach guarantees tha t  enough 
memory has been acquired a t  the beginning of the ADDFILE process by 
requiring the user t o  make a reasonable estimate of the number of format 
en t r i e s  t o  be added t o  the template, and the average length of the 
a t t r i b u t e  names. By kaowing these estimates i n  advance, t he  ADDFILE 
routine can request enough memory f o r  both the format section and the 
tab le  of contents of the  RFS. The command handling routine does not 
require these estimates t o  be exact, and as long a s  enough v i r t u a l  memory 
i s  available,  these estimates can be exaggerated. I n  the default  case, 
the ADDFILE routine se lec ts  400 a s  the maximum number of format en t r i e s  
allowed. Otherwise, t he  user can specify MAXENTRY=m, where m can range 
from 1 t o  32767. The average length of a t t r i b u t e  names i s  taken as  20 
characters i n  the  default  case. Otherwise, the user can specify h i s  
own average length estimate by including AVERGLEN=k i n  the  ADDFILE s ta te -  
ment, where k ranges from 1 t o  255. 
The maximum l i m i t  on the average length of a t t r i b u t e  names can 
sometimes be exceeded. This r e su l t s  from the f a c t  t h a t  the amount of 
space acquired f o r  the  RFB must be a multiple of 4096 (a r e s t r i c t ion  t h a t  
t he  TSOS imposes). I f  the amount of space required f o r  use by the  
A D D F I U  command (based on the two estimates) i s  not an exact multiple 
of 4096, the routine rounds up t o  the nearest multiple of 4096 and 
u t i l i z e s  a l l  the additional memory fo r  the expansion of format en t r ies .  
There a re  two types of input statements t o  the command: data 
and control statements. Both types a re  read by the ADDFILE command 
from the SYSD!lR f i l e .  
Each data statement contains complete information about a single 
format entry i n  the  tenrplate. m e  statement can be continued onto a 
second input l i n e  (or card) if necessary. Continuation i s  indicated 
by a hyphen ( ' - ' ) i n  the l a s t  column of the input l ine .  Each l i n e  
from %SDm can be up t o  80 characters. 
The form of each data statement is: a t t r i b u t e  name, re la t ive  
l eve l  number, [number of required repet i t ions of the format], [size 
of value), [type of data], [optionality of the format], [use of the  
format a s  a keyword] ' 
where : 
- a t t r i b u t e  names a r e  character s t r ings  of from 1 t o  78 characters. 
The character '#' should not be used a s  par t  of the  a t t r i b u t e  name; t h i s  
character i s  used a s  a special  character by the EDMF. 
- re la t ive  l eve l  number i s  a 1 t o  3 byte numeric. 
- number of repet i t ions has three possible entr ies:  I?, V, and 
(~,n). F s ign i f i e s  t h a t  the number of required repet i t ions i s  0 (zero). 
V s ign i f i e s  t h a t  the number of required repet i t ions i s  not fixed. 
( ~ , n )  s ign i f i e s  t h a t  there a r e  n required repet i t ions of the format, 
where n is  from 1 t o  3 decimal d ig i t s .  The defaul t  case is F. 
- s ize  of value has two possible entr ies:  V and (~,n). V 
s igni f ies  that the size of value i s  variable.  ( ~ , n )  s ign i f i e s  that the 
s ize  of value i s  fixed a t  n bytes, where n i s  f r o m 1  t o  5 decimal 
d ig i t s .  V i s  the default  case. 
- type of data has two possible entr ies:  R and L, where R sig- 
n i f i e s  tha t  values a re  a l p h a m e r i c ,  and L s igni f ies  that values a r e  
(unpacked) numeric. R i s  the defaul t  case. 
- optional i ty  of the format has two possible en t r ies :  R and 0, 
where R s igni f ies  that the format i s  required, and 0 s igni f ies  t h a t  
the  format i s  optional. The defaul t  case i s  R. 
- use of the format as a keyword has two possible entr ies:  P and 
N. P s ign i f i e s  tha t  the format i s  t o  be used as a keyword, and N sig- 
n i f i e s  that it i s  not t o  be used. N i s  the defaul t  case. 
Trail ing commas may be omitted from data statements. For example: 
NAME,l, (F, 1 )  , y y  and NAME,l, ( ~ , 1 )  a r e  equivalent data  statements . 
-re a r e  three control statements f o r  the ADDFILE command, two 
of which a r e  available t o  in te rac t ive  users of ADDFIU only. 
The f irst  control statement i s  of the form: ## . This s ta te -  
ment indicates t h a t  the template i s  complete, that a l l  formats have 
been read. This statement may be used by conversational and non-conver- 
sat ional  users of ADDFIm. The characters tuust appear i n  columns one 
and two of the input l i ne .  
The second control statement, available t o  conversational users 
only, allows a user t o  cancel the command a f t e r  reading any number of 
data statements. There a r e  two forms of t h i s  statement: #CAN# and 
//('ANcE~#. The first '#' character must appear in column one of the  
i 4 11)i I L 1 ine . 
'Ftie th i rd  corltrol statement, also available to conversational 
11::ul.:: only, allows a user to remove previously accepted data statement. 
The statement takes the form: #REMOVE# , with the first '#' character 
appearing in column one of the input line. 
For example: 
NAME,l,F,V,R,R,P 
#REMOVE# 
NAME,l,F,V,R,O,P 
is equivalent to: 
IUMX,l,F,V,H,O,P 
F'i~wre 13-1 contains examples of command s'tatements for the ADDFILE 
comruarld. Figure 13-2 shows an example of a template creation by the command. 
P1i~wre 13- 3 shows the analysis of the template printed by the command 
after template creation. . 
FIGURE 
DFILE F IU1  
A D D F I U  F I L E .  TWO, INVXRED=YES P' 
/ADDFII;F: AB . CD. l , L I S T S = 5  
/ADDFILE ABSTRACTS ,LISTS=VAR, MAXEN~(Y=~OOO 
/ADDFI~Z TEST1 ,AVERGLEN= 30, MAXENTRY=500 
/ADDFILF: ms~2, IFJERTED=NO 
3- 1 SAMPLE ADDFILE COMMAND STATEMENTS 
/ADDFILE ms~2 
*NAME,l,F,V,R,R,P 
*ADDIIESS,l,V,, ,R 
*TELE N O , ~ , V , ( F , ~ ) , L , O , N  
*AGE,l,F,V,L,R,P 
*SM,l,F, ( ~ 9 1 )  ,R ,R ,P  
*#Y $TEMPLATE ACCEPTED AND FILF: CAmLOGED I N  EDMF 
FIGURE 13- 2 EXAMPLE OF TEMPLATE CREATION USING ADDFILE 
ATTRIBUTE WMBER 001 = NAME 
I;EVEL NUMBER = 0001 
NUMBER OF REPETITIONS = 000 
VALUE S I Z E  IS VARIABLE: 
VALUE S I Z E  = ALPHABE!FIC 
Am31'1'BUTE: IS REQUIRED 
ATTRIBUTE IS I N  TIB DIRECTORY 
ATTHIBUD3 NUMBER 002 = ADDRESS 
LEVEL NUMBER = 0001 
NO FIXED NUMBER OF REPETITTONS 
VALUE S I Z E  IS VARIABLE 
VALUE TYPE = ALPHABETIC 
ATTRIBUTE IS REQUIRED 
AT"J33IBUTE IS NOT I N  TIE DIRECTORY 
ATTRIBUTE NUMBER 003 = !ELE NO 
1;EVEL NUMBER = 0002 
NO F M E D  NUMBER OF REPETITIONS 
VALUE S I Z E  IS F M E D  A T  00008 BYTES 
VALUE TYPE = NUMERIC 
ATTRIBU'PE IS  OPTIONAL 
A'ITRIBU'PE IS  NOT I N  'ME D I R E C T W  
ATTRIBUTE NUMBER 004 = AGE 
LEVEL NUMBER = 0001 
NUMBER OF REPETITIONS = 000 
VALUE S I Z E  IS VARIABLE 
VALUE TYPE = NUMERIC 
AT!RIBU!lE IS REQUIRED 
ATTRIBUTE IS I N  '?!HE DIRECTaRY 
ATII?IBU!E NUMBER 005 = SM 
LEVEL NUMBER = 0001 
NUMBER OF REPE!l?ITIONS = 000 
VALUE S I Z E  IS FIXED A T  00001 BYTES 
VALUE TYPE = ALPHABETIC 
ATTRIBUTE! IS REQUIRED 
A'ITRIBUTE IS I N  'DIE DIRECTORY 
TEMPLATE ACCEPTED AND F I L E  CA'WLOC;ED I N  EDMF 
FIGURE 13-3 TEMPLATE ANALYSIS IN ADDFILE 
SECTION 14 
?HE DELE!m FILE FUNCTION 
14-1 DESCRIPEOM 
'The purpose of the DELETE FILE function is to eliminate the 
-
template, erase the file, and eliminate all references to this file 
in authority items. Only the original creator of a file or the system 
administrator is allowed to delete an EDMF file. 
The finction is called via the DEIJFILE conrmand. There is no macro 
equivalent. The only parameter involved is the name of the file. 
14-2 OPERATION 
The DELETE FILE function first checks t o  see whether the user 
has pe~lnission t o  delete  the  f i l e ,  i . e .  is  e i the r  the or ig ina l  owner 
o r  system administrator. 
The directory of the FLF (see Section 13) i s  retrieved, and the 
directory entry fo r  the f i l e  t o  be deleted i s  removed. The updated 
directory i s  then read back t o  disk.  
The template f o r  the f i l e  is  removed from the FIF next. An ERASE 
macro fo r  the data f i l e  i s  then executed. 
A t  t h i s  point, a l l  authority items containing an entry f o r  the  
deleted f i l e  a r e  retrieved. The en t r i e s  a re  removed from t he  authori ty  
items, which a r e  then restored. Control i s  then returned t o  the user. 
14-3 USE OF 'I3IE DELFILE COMMAND 
me DELFILE command statement is of the fom: 
/DELFIL;E filename 
where the filename need not have t'ne $userid present. Only the system 
administrator may use the command with "$userid." prefixed t o  the 
filename . 
For example, user JONES ( i . e .  userid i s  JONES) wishes t o  delete the 
f i l e  TEST1, he should issue the command as: /DFL;FILE TESTL. If the 
system administrator wishes t o  delete  the f i l e ,  he must issue the command 
as: /DELFILE $JONES.  TEST^ . 
SECTION 15 
ACCESS AND SECURXTY 
15-1 GENERAL 
The EDMF privacy protection and access control f a c i l i t i e s  a re  
user-oriented, not f i le-or iented.  This means t h a t  each user has a 
designated access r ight  t o  any par t icu lar  data item o r  group of data 
items, and t h i s  access r igh t  may vary fromuser  t o  user. To enable 
the access r ight  of each user t o  be individually specified, t he  system 
associates  with each user a control block, cal led the Authority Item, 
-
which contains control information necessary f o r  regulating access t o  
data f o r  t h a t  user. The Authority Item f o r  a user has an entry for 
every f i l e  t o  which the user  has any access r ights ,  and i s  consulted 
whenever access i s  made t o  the f i l e .  If the user does not have access 
r ights  t o  a f i l e ,  there  is  no entry i n  the Authority Item f o r  t h a t  f i l e .  
Thus f i l e s  which a r e  t o t a l l y  inaccessible t o  a user a r e  a l s o  "invisible" 
t o  t h a t  user.  The specification of the Authority Item and a description 
of access control functions may be found i n  paragraph 15-4. 
15-2 ACCESS AND SECURITY LEVELS 
I n  addition t o  providing user-oriented access control, the 
EDMF allows the user t o  define access control a t  three d i f fe rent  leve ls  
of data organization: a t  the f i l e  level,  a t  the record level ,  and a t  
the f i e l d  level .  Protection a t  the f i l e  leve l  i s  concerned with the 
various r ights  t o  use the f i l e  a s  a whole --whether the user owns or  shares 
(may only read, or may both read from and write to) a f i l e .  This i s  the 
l eve l  a t  which TSOS f i l e  protection security functions. Protection or 
securi ty  a t  the record leve l  pertains t o  which records the user is  
permitted t o  use and which he i s  not. For t h i s  purpose, records are 
specified by means of logica l  expressions of keywords which describe the  
charac ter i s t ics  of the records t o  be protected or  not protected. These 
logica l  expressions a re  contained i n  the Authority Item entry f o r  the 
f i l e  t o  which they refer ,  along with a code indicating how the descrip- 
t ions  a r e  t o  be used. For example, an "allow" description indicates those 
records which a re  avai lable  t o  the user, while a t'deny" description 
indicates those records which a r e  not available t o  the user. Either 
type of description may be specified by means of a logica l  expression 
of keywords and applied t o  reading o r  writ ing of those records i n  the 
f i l e .  Protection a t  the f i e l d  or data item l eve l  has t o  do with 
individual f i e l d s  within records which the user may be r e s t r i c t ed  from 
using. For t h i s  purpose, f i e l d s  a r e  referred by the user t o  the system 
by t h e i r  a t t r i b u t e  names. Internally,  protected f i e l d s  a r e  ident i f ied 
and recorded by t h e i r  format numbers a s  used i n  the Record Formet Block 
i n  the Authority Item. 
15- 3 ACCESS AND SECURIW COTEROL 
Since access control can be defined a t  f i l e ,  record, and f i e ld  
levels, the EnMF system routines mst check user access a t  various levels 
in  each storage o r  re t r ieval  process. More specifically, the f i l e  level  
access is checked a t  the time the f i l e  i s  opened, whereas record level 
checking i s  performed a t  the time each record i s  retrieved and verified, 
and before the record i s  presented t o  the user. In addition, f i l e  
owners are  allowed complete access rights t o  the i r  own f i l e s  by the EDMF. 
Once a user i s  recognized a t  the f i l e  level as  an owner, further access 
control a t  the record and f i e l d  levels i s  inhibited. 
Since keywords represent f ields,  they a re  also subject t o  f i e ld  
protection. I f  a keyword is protected from use, then it w i l l  be removed 
from any logical expression containing the keyword. Only logical expressions 
of unrestricted keywords can be used for  retr ieval  purposes. This i s  t o  
prevent the user from obtaining information by default concerning f ie lds  
which are not t o  be accessed. For example, consider a f i l e  of records 
i n  which NAME is the a t t r ibute  of a f ie ld ,  and assume that  a user is  
not allowed t o  read the f i e ld  whose a t t r ibute  is  NAME. I f  the user 
employs a logical expression, NAME-SMI?H, and t h i s  keyword i s  not 
removed from the expression, the record could be received even though 
the system deletes the restr icted NAME f i e l d  from the retrieved record. 
In  t h i s  case, the user i s  able t o  get the restr icted information 
(NAME=SMI'PH) by the fac t  that  the re t r ieval  took place. The deletion 
of the restr icted f i e lds  (i.e., the keywords) from the logical expression 
prior  t o  re t r ieval  and the deletion of the restr icted f ie lds  from the 
record a f t e r  retr ieval  can prevent such mishaps from occurring. 
The file owner may specify any number of "allow" or "deny" 
logical expressions for record level protection. However, since "allow" 
and "deny" expressions mst be separately checked, logical expressions 
of the same type ("allow" or "deny") should be combined for greater 
checking speed. For example, the two expressions "allow A" and "allow B" 
take longer to check than the single expression "allow A or B" . It 
is possible for the file owner to supply contradictory descriptions at 
the record level. For example, the addition of "denyA or B" to a file 
which already has the entry "allow B or C" results in contradictory 
instructions to the system for B. ?Ihe system will resolve this contra- 
diction by giving priority to the "deny" expression. This is based 
on the assumption that privacy protection is better maintained if fewer 
records are made available. In the EDMF, the following algorithm is 
used to resolve the contradiction: 
(1) If the record satisfies a "denytt description, suppress the 
record; otherwise, go to 2. 
(2) If there are no "allowff descriptions, pass the record. If 
there are "allowtf descriptions, go to 3. 
( 3 )  If the record satisfies an "allowtf description, pass the 
record; otherwise, suppress the record. 
Note that in the algorithm above, the particular descriptions must 
apply to the function being performed by the user in order to be checked 
by the algorithm. This means that if the file is being written into, 
those descriptions not applicable to writing in the file are ignored by 
the algorithm. 
Ihe provision i n  the EDMF for  access control a t  several levels 
allows data with different protection requirements t o  be stored in  the 
same f i l e  while providing the user with the capability of completely 
specifying exact access control over other users of the f i l e .  
15-4 ACCESS CONTROL FUNCTIONS AND ROUTINES 
Tlle EDMF access control functions allow a f i l e  owner t o  assign 
or  revoke access r ights  t o  any user of h i s  f i l e s  and t o  display the 
access r ights  assigned t o  any other user. Other functions enable the 
EDMF t o  assign the f i l e  owner access r ights  t o  any new f i l e s  which are  
created and t o  remove information concerning access r ights  t o  any 
f i l e s  which have been deleted from the system. 
An AUTHORITY ITEM contains the access control information f o r  a 
-
single user and i s  i n  standard EDMF record format. The Authority Items 
f o r  a l l  users of the system are  contained i n  a single EDME' f i l e ,  called 
the Authority Item F i l e  (AD), which can be used only by the system 
access control programs. The logical  organization of the Authority 
Item is  shown i n  Figure 15-1. It consists of the user ident if icat ion 
and a ser ies  of sections, each of which contain access control inform&- 
t ion  f o r  one f i l e .  Die access control information f o r  a f i l e  consists 
of the f i l e  name, f i l e  access control data, and a s e t  of "protection 
entries" concerning res t r ic ted  keywords for  f ield-level  protection 
and logica l  expressions of keywords for  record-level protection. Since 
the Authority Item is stored as  an EDMF record, each type of access control 
i n f o m t i o n  is treated a s  a value and i s  therefore associated with an 
a t t r ibute .  The a t t r ibu tes  for  the various types of access control 
i n f o m t i o n  i n  the Authority Item are  shown i n  Figure 15-2. Access 
control a t  the f i l e  level  is centered around the f i l e  access control 
data with a t t r ibu te  FLACD as  shown i n  Figure 15-3. In addition t o  the 
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FlLE ACCESS CONTROL DATA 1 
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FIGURE 15-1 LOGICAL STRUCTURE OF AUTHORITY ITEM 
* Entry provided f o r  fu ture  expansion of access control  
c apab i l i t i e s .  
FIGURE 15- 2 ATTRIBUTES ASSOCIATED WITH FIELDS IN EDMF 
AUTHORITY ITEM. 
. 
ATTRlB UTE 
NAME 
USRID 
G C I N F 
FLNAM 
FLACO 
FLAPN 
RCPOE 
RCPPE 
FDPOE 
F D P E  
J 
CONTENTS 
r. 
User iden t i f  icet ion.  
General control  information. 
m 
F i l e  name. 
F i l e  access control  data .  
h 
* F i l e  access program entry.  
I 
Record protection descr ipt ion entry.  
* Record protection program entry. 
I 
F i e l d p r o t e c t i o n d e s c r i p t i o n e n t r y .  
I 
* 
Field  protect  ion program entry .  
FlGURE 15-3 FILE ACCESS CONTROL DATA. 
4 BYTES OF CONTROL INFORMATION, WHERE : 
User shares f i l e .  
No access t o  f i l e .  
Standard access control  v ia  EDMF functions only. 
Access control  v ia  user-supplied programs only. 
c :  
dd: 
8 :  
f :  
9: 
h:  
r 
i :  
) 
0 
I 
00 
01 
10 
1 1 
0 
I 
0 
I 
0 
I 
F i l e  protection program present. 
F i l e  protection program absent. 
No read or wr i te  t o  f i l e .  
Read only f i l e .  
Write only f i l e .  
Read and wri te  t o  f i l e  . 
7 - 8 8  
Record protect ion descr ipt ion present.  
Record protect ion descr ipt ion absent.  
Record protect ion program present.  
Record protect ion program absent.  
, 
Standard f i e l d  protect ion ac t i ve .  
Standard f i e l d  protect ion inact ive .  
0 
I 
0 
I 
Fie ld  protect ion descr ipt ion present.  
F ie ld  protect ion descr ipt ion absent. 
F ie ld  protect ion program present.  
F ie ld  protect ion program absent. 
f i l e - l e v e l  access control information, t h i s  f i e l d  a l so  indicates 
whetlier record-level o r  f ie ld- leve l  control information i s  present i n  
the Authority Item. Access control a t  the record and f i e l d  levels  is  
based on the protection ent r ies  shown i n  Figure 15-4. Each entry 
contains a code indicating whether it i s  an "allow" or "deny" entry. 
The entry a l so  contains the in te rna l  form of a logica l  expression of 
an a t t r i b u t e  name t o  be used f o r  access control. 
For Logical expression 
A 
t 
00  b b x x x x  DC B FORMAT NUMBER STACK I ' FOR LOGICAL EX PRESSION. 
R CP DE ENTRY (Record-Level Checking 
F DPDE ENTRY ( Fie Id - Leve l Checking ) 
0 0 b b  X X X X  IS ONE BYTE ENTRY TYPE CODE 
WHERE : 
n BYTE 
ATTRIBUTE NAME 
o o b b  x x x x  
FIGURE 15-4 AUTHORITY I T €  M PROTECTION ENTRIES. 
FORMAT NUMBER STACK FOR ATTRleUTE 
i 
2 BYTE 
ATTRIBUTE LENGTH 
ao : 00 
1 0 
I I  
bb: 00 
10 
I I 
xxx x  : oooo Entry deleted or no longer active otherwise 
x x x x  i s  ig nored, 
b ). 
7 
Not a pplicoble to reod. 
Deny reod according to entry(a 'deny" description) 
Allownodaccordin~toentry(ant'o~ow"dcacription~ 
15-5 STORAGE, l33TRIEVAL, AND UPDATE OF AUTHORITY ITEMS 
A l l  of the access control functions t o  be discussed i n  subsequent 
paragraphs involve storage, re t r ieva l ,  o r  update of users '  authority 
items. Since the authority items were implemented a s  standard EDW 
records, the access control functions may u t i l i z e  the standard EDMF 
STOFB, RETRIEVE, and UPDATE f inct ions f o r  processing the authority items. 
( ~ e f e r  t o  Sections 8, 10, and 11.) Each of these f inct ions contains a 
special  entry point f o r  use by system routines. By accessing a t  these 
entry points, system routines can bypass the privacy measures and access 
controls. In  the case of the STOHE and UPDATE functions, the cal l ing 
system routine uses the  system entry point and passes a parameter l i s t  
containing the address of the authority item t o  be stored or restored 
i n  the f i l e ,  the address of the record template f o r  the authority item 
f i l e ,  and other information. I n  the case of the RETRIEVE function, the 
system program c a l l s  the authority item re t r i eva l  routine AIRETR with 
the log ica l  expression f o r  the r e t r i eva l  of the required authority item(s). 
This log ica l  expression i s  based on the keywords whose a t t r ibu tes  a r e  
USRID (user ident i f icat ion)  or  FLNAM ( f i l e  name). Note t h a t  the authority 
items are  characterized by user ident i f icat ions and f i l e  names. AIRETR 
then t rans la tes  the logica l  expression, and enters  the RETRIEVE function, 
supplying a code indicating the r e t r i eva l  of an authority item. The 
code informs the  RETRIEVE f'unction tha t  the  retrieved records a r e  to be 
placed i n  privileged memory. I n  addition t o  serving a s  the  main routine 
f o r  authority item re t r ieva l ,  AIREm a l so  contains the  record template 
f o r  the authority item f i l e  a s  par t  of the routine. 'Phis means tha t  
t he  template i s  always in memory and available t o  any other system 
routine and the template f o r  the authority item fiZe does not 
appear I n  the F i l e  I n f o d t i o n  F i l e  (see Section 13) along with the 
user templates. This provides additional privacy protection t o  the 
system f i l e  since it is  impossible f o r  a user t o  reference the authority 
item without the  template. 
. 1 
I 
I 
I 
I 
15-6 ACCESS CONTROL FOR CFGATION AM) DELETION I I 
Fi l e  creation and deletion i n  the EDMF a r e  carried out by the 
functions ADDFILE and DELFILE. Since the creation of a new f i l e  involves 
the assignment of access r ights  t o  the f i l e  owner and the  deletion of 
a f i l e  involves the revocation of a l l  access r ights ,  these two functions 
have access control responsibi l i t ies .  
The ADDFIL;E function must create a new entry granting ownership 
t o  the f i l e  i n  the f i l e  owner's authority item. The f i l e  owner's 
authori ty  item is retrieved using AIRETR, and updated using the U m T E  
' function (see Section 11). If the owner does not yet  have an authority 
item, one w i l l  be created containing an entry fo r  the f i l e  just  generated. 
!he DELFILE function must delete  a l l  references t o  the deleted 
f i l e  i n  a l l  user authority items, since the f i l e  is  no longer accessible. 
DELFILE f i r s t  checks t o  see whether the  user issuing the request i s  the 
f i l e  owner. I f  the user i s  an owner, DELFIU c a l l s  AIRE1LII t o  re t r ieve  
a l l  authori ty  items containing references t o  the deleted f i l e  ( t h i s  
can be eas i ly  done since the f i l e  name r e su l t s  i n  a keyword l i s t  i n  the 
authori ty  item f i l e ;  the  EDMF RETRIEVE function may be used). AIIIE'13I 
returns a l l  these authority items t o  DELFILE. By ca l l ing  the UPIA933 
function, DELFIm can then remove the  en t r i e s  associated with the  deleted 
f i l e  from these authority items. 
15-7 ASSIGNMENT OF ACCESS R I m T S  
For each user of h i s  f i l e s ,  an owner may assign or  update 
access r ights  t o  these f i l e s  by using the  ACCESS function. The owner 
provides the ident i f ica t ion  of the user requiring acceso, the ..lame 
of the f i l e  t o  which access is  given, and the s2ecification of the 
access r igh t s  being granted. 
The ACCESS function (called via  the ACCESS command) f i r s t  ve r i f i e s  
t h a t  the user issuing the request is  ac tua l ly  the f i l e  owner. This i s  
done by cal l ing AIRETR t o  re t r ieve  the  authority item and by checking 
the  appropriate entry. Next, the authority item of the user t o  receive 
the access rights must be retrieved again usingAIREZ3. ( f f  the user 
has no authority item, the ACCESS function w i l l  create one. ) The ACCESS 
function then creates  a new authori ty  item entry using the  specification 
provided by the owner (urdess an updaae has been indicated, i n  which 
case the ex is t ing  entry f o r  the given f i l e  is appropriately modified). 
Once the updated authori ty  item has been created, the ACCESS function 
c a l l s  on the UPRATE n-Lnction t o  restore  the  updated authori ty  item t o  
the  f i l e  (or the STORl3 function if a new authority item has been created). 
15-8 RnrOCA!EON OF' ACCESS RIGHTS I - I 
I 
I 
The f i l e  owqer may deny any user accees r ights  t o  h i s  f i l e s  by I ,
using the DENY function called via the DENY command. me  wner  must 
-
provide the name of the f i l e  t o  which access is being denied and the 
name of the user whose access r ights  are being revoked. The DENY 
-
function ver i f ies  tha t  the user issuing the request i s  actually the 
f i l e  owner, a s  described i n  paragraph 15-7. Then, the authority item I 
of the user whose access r ights  are being revoked is retrieved using I 
I 
I I 
AIRE!I!R2 the entry f o r  the specified f i l e  name i s  deleted, and the updated I I 
I 
authority item is restored using the UPDATE function (see Section 11) . I I 
An additional function, DELUSER, may be used by the system administrator I I 
t o  delete  a user 's  en t i r e  authority item from the system, thus preventing I 
tha t  user from access t o  any EDMF f i l e .  In t h i s  function, the system 
administrator provides the identif icat ion of the user whose authority 
item is  t o  be deleted. The authority item i s  retrieved using AIRETR 
and deleted using the DELETE RECORD function (section 12) . 
15-9 DISPLAY OF ACCESS RIGHTS 
The file owner may display the access rights of users of his 
files by using the RIGHTS function (command). The file owner may 
specify that only rights granted to a particular user be displayed, or 
that rights granted to all users be displayed. The function checks to 
see whether the person issuing the request is the file owner. If so, 
it then retrieves all authority items containing entries for the file, 
transforms the internal codes to a readable form, and displays the 
information. 
SECTION 16 
FUNCTIONS FOR HIGEE3 LEVEL MNGUAGE PROGRAMMING 
16-1 GEFEFAL 
This section deals with a s e t  of functions which make the data 
management functions of tk EDMF avai lable  t o  the users of the higher- 
l e v e l  programming languages. These functions a r e  wri t ten i n  Assembly 
language and incorporated in to  the programming l ib ra ry  of the compilers 
of higher-level programming languages. Thus, the user may c a l l  upon 
these functions a s  he would c a l l  upon any other function, e.g. ,  SIl\J o r  
TAN i n  FORTEXAN programs or  i n  COBOL programs. 
The se t  includes functions t o  open a f i l e ,  t o  re t r ieve  records 
from the opened f i l e  which s a t i s f y  a given logica l  and arithmetic 
expression of keywords, t o  get  values of an a t t r i b u t e  from a retr ieved 
record, t o  delete  ( t o  inser t )  an attribute-value pa i r  from ( into)  a 
given record, t o  update a given record, t o  create new records, t o  s tore  
new records in to  a f i l e  and t o  close a f i l e .  
'Ihese functions can be c lass i f ied  in to  three categories a s  follows: 
(1) Fi le- level  functions which include the functions dealing 
with f i l e s .  They a re  the functions f o r  opening and closing a f i l e .  
(2) Record- l e v e l  f'unctions which include the  functions dealing 
with records of a f i l e .  They a r e  the f'unctions f o r  retrieving, deleting, 
i.r'clat+ I anti r l t ~ , ~ '  i JW L - O ~ O C ~ ~ S  in a f i l e .  
( 3)  Field- l eve l  f i n e  t ions which include the funct ions dealing 
with f i e l d s  of a record. They a re  the  functions f o r  ge t t ing  values, 
inserting, delet ing and updating f i e l d s  of a record. 
16-2 FILE-UXXL FUNCTIONS 
The FILE-IJ3VEL functions are the OPEN and CLOGE functions. 
16-2-1 OPEN Function 
27he OPEN function i s  an integer function of the following form: 
OPEN (p0 , p1 , p2, p3) 
or OPEN (p0,p1) 
where : 
OPEN i s  the name of the function, 
Po ie e i ther  a variable, or an element of an array which contains 
the  return code from the function; 
P1 i s  e i ther  a variable, or an element of an array which contains 
the name of the f i l e  t o  be opened, or  the name of the f i l e  i n  the form 
of a l i t e r a l  constant (7;n a w  case, the l a s t  character of the f i l e  name 
must be a blank. !Re blank character serves a s  delimiter which denotes 
the end of the f i l e  name) ; 
P2 i s  e i ther  a variable, or an element of an array which contains 
the Boolean expression of keywords i n  Disjunctive Normal Form (DW) , 
or  a Boolean expression i n  DNF i n  the form of a l i t e r a l  constant. (61 
any case, the l a s t  character of the logical  expression must be a #. 
The expression uniquely describes the portion of the f i l e  t o  be opened. 
The # character serves a s  delimiter which denotes the end of the logical  
expression); 
P i s  'READ' o r  'UPDAmt o r  a data area containing one of these 3 
two character s t r ings  ( ~ f  the  value of P i s  'REAI)' then the f i l e  is  t o  3 
be opened f o r  read-only. If a user a l s o  wants t o  write t o  the f i l e  then 
'UPDATE' has t o  be specified a s  value fo r  the F .). 3 
When only two parameters Po, P a re  specified, the named f i l e  is, 1 
by default, opened f o r  read and write.  
Figure 16-1 presents an example which i l l u s t r a t e s  the use of the 
OPEN function i n  a FORTRAN program. The program includes two statements 
which c a l l  the OPEN function. With the f i r s t  statement the user desires  
t o  open the portion, described by 'AU~OR=HSIAOf, of the f i l e  named 
'$KCXJN~Y~N.TEST' f o r  'W1 only. With the  second c a l l  t o  the OPEN 
function the user desires  t o  open f o r  'UPDATE1 ( i .e . ,  reading and 
writing) the f i l e  named by the  contents of FIL2. This i s  the defaul t  
case of the OPEN f'unction. 
Note t h a t  the name of the f i r s t  f i l e  is  read i n  from cards. The 
name of the second f i l e  i s  defined a s  a l i t e r a l  constant a s  a r e  a l l  the 
r e s t  of the parameters. 
Figure 16-2 presents an example which i l l u s t r a t e s  the  use of the 
OPEN function i n  a COBOL program. 
PROGRAM 'IES?!L 
INTEGER FIL~(~) ,FIL~ (4) / ' $ K O U N ~ N .  TEST ' / 
INTEGER DXS (4) / 'AUTKOR=HSLAO#' / 
INTEGER TYPE/ 'READ' /, OPEN, CLOSE 
INmmR CODE~,CO~,CODE~,CODE~ 
~ ( 5 , 1 0 ) ~ =  
10 FORMAT(~A~) 
CALL OPEN(CODE~,FIL~,DES,'~PIPE) 
CALL OPEN(CODE~, FIL~) 
WRITE (6,20) CODE^ 
 WRITE(^,^^) corn2 
20 FORMIT( ' CODEl= ' ,14) 
24 FORMAT( c-= ,14) 
IF(CODE~)~O, 30~40 
30 CALL CLOE~E(CODE~,FIW,DES) 
40 CALL CLCX~E(CODE~,F=) 
WRITE(~,~O)CODE~ 
'50 FORMAT( 'CODE3=' ,14) 
 WRIT^(^, 55) CODE^ 
55 FOREIAT(   CODE^=', 14) 
STOP 
END 
FIGURE 16- 1 FORTRAN PROGRAM USING OPEN AND CLOSE.. FUNCTIONS 
IDENTIFICATION DIVISION.  
PROCRAM- ID.  ' TEST' . 
ENVTRONhENT DIVISION.  
CONFIGURA'IIOIV SECTION. 
SOURCE-CaMFumR. RCA-SPECTRA 70-46~. 
OBJECT-COMRJ'ER. RW-SPECTRA 70-46~-  
INTUT-OUTFtJT SECTION. 
FILE-CONTROL. 
S m C T  PRINTOUT ASSIGN TO SYSLST RESERVE NO ALmRNA'liE ARFAS. 
I1ATA DIVISION.  
F m  SECTION. 
FD P R I N W T  
RECORDING MODE IS U 
RECORD CONDIINS 133 CHARACTEW 
mrn RECORDS ARE O M T ~  
DAm RFICORD IS PRINT-RECORD. 
01 PRINT-RECORD. 
02 FILLER PICTURE ~ ( 5 6 ) .  
02 PRINT-LINE-ROOT PIEIUKE S99999. 
02 FILLER PIC= ~ ( 7 3 ) .  
WORKINGSTORAGE SECTION. 
77 PR-CAm-C!rL P I C W l B  X VALUE ' 1' . 
77 ARG-NO-1 P I C W R F  Sg(5) COMHJ!mTLONAL. 
77 ARGNO-2  P I C m  ~ ( 1 6 )  
V A ~  IS ' $HORTON.  ZEST^ . 
77 ARG-NO- 3 PICTUIiE ~ ( 1 2 )  
VALUE IS ' Y E A E I > L ~ ~ ~ #  . 
77 ARGNO-4 PICTURE x(4) 
VALUE IS 'READ' . 
PROCEDURE DIVISION.  
OPEN CUTHJT PRINTCUT. 
ENrnR LINKArn .  
CALL ' OPEN' USING ARGNO-1,  ARG-NO-2, ARGNO- 3, ARDNO-4 . 
ENTER COBOL. 
MOVE SPACES TO PRINT- RECORD 
MOVE ARGNO-4 TO PRINT-LINE-ROOT. 
PERFORM PRINT-ROUmNE. 
STOP RUN. 
PRINT- RWTLNE 
WRI YB PRIN'G- RECORD AFTER ADVANCING PR-CARR-CTL LINES 
MOVE: ' - ' TO PH-CAKtl- CTI; . 
MOVE SPACES TO PRINWRECORD. 
FIGURE 16-2 COBOL PROGRAM USING THE OPEN FUNCTION 
16-2-2 CLOSE Function 
The CLCEE f'unction i s  an integer function and takes ei ther  three 
or  two parameters. The function has the following form: 
C L m  Po, p1,p2) or  CLWE (pO,pl) 
where : 
CLOSE i s  the name of the function; 
Po, p and P2 are  defined a s  Po, P1 and P2 i n  the OPEN f'unction 1 
respectively. 
When only two parameters Po, P1 are  specified, the named f i l e  is, 
by default, closed f o r  a l l  part i t ions.  
An example of the use of the CLOSE f'unction i n  a F O R W  program 
is presented i n  Figure 16-1. The first c a l l  of the CZCXSE function i n  
t h i s  program closes only a portion of a f i l e .  The portion of the f i l e  
t o  be closed i s  described by the contents of the parameter DES while the 
f i l e  is  named by the contents of the parameter PIL1. The second c a l l  
of the f'mction closes the f i l e  named by the contents of the parameter 
FIL2 (i.e., $KC~LTN'I#N.'PEST). 
16- 3 RECORD-LEVEL F U N C ~ O N S  
Tnere a re  three functions of the record-level available.  They 
a re  the STORE, RElRV and DELREC. 
16-3-1 STORE Function 
The STORE function i s  an integer function and has been designed 
t o  s tore  one record a t  a time. I t s  form i s  a s  follows: 
STORE i s  the name of the function; 
Po is  e i the r  a variable, or an element of an array which contains 
the return code from the function; 
P i s  e i t h e r  a variable, or an element of an array which contains 1 
the name of the f i l e  t o  which the new record has t o  be stored, o r  the 
name of the f i l e  i n  the form of a l i t e r a l  constant (1n any case, the 
l a s t  character of the f i l e  name must be a blank. The blank character 
serves as delimiter which denotes the end of the f i l e  name); 
P2 i s  e i the r  an element of an array which contains the  at t r ibu ' tes  
tha t  the  new record has t o  have, or  a sequence of a t t r i b u t e s  i n  the 
form of l i t e r a l  constants ( ' # I  is  used as  a delimiter between successive 
a t t r i b u t e s  and '##I t o  denote the end of the a t t r i b u t e  array.  The array 
of the a t t r i b u t e s  must be constructed according t o  the template or 
Record Format Block associated with the f i l e  specified i n  P1.); 
P i s  e i the r  an element of an array which contains the vaJues of 3 
the a t t r ibu tes  specified by P2, o r  a sequence of values i n  the form 
of l i t e r a l  constants ( I # '  i s  used a s  a delimiter between successive 
values and '##I t o  denote the end of the value array.) ;  
Pk i s  an element of an array which contains a sequence of posit ive 
integer numbers which establ ish a mapping from the ordered se t  of 
values onto the ordered s e t  of a t t r ibu tes  (1n other words, the numbers 
contained i n  the array denote the occurrences of the values of each 
a t t r i b u t e .  This parameter was added t o  avoid duplications of the a t t r i -  
butes with multiple values. For example, if an a t t r i b u t e  has t o  have 
f i v e  values and the parameter P4 was not specified, then t h i s  a t t r ibu te  
had t o  appear f i v e  times i n  the array specified i n  P2, while with P4 a s  
an argument it appears once. ) . 
An example which i l l u s t r a t e s  the use of the STORE function i s  
presented i n  Figure 16-3. Note tha t  the f i l e  is  opened f o r  update 
before a ca l l  i s  issued t o  the STOFE fhmction. The ATE? array contains 
3 a t t r ibu tes  and 3 is a l s o  the dimension of the OCC array.  On the 
other hand, the  VAL array contains 5 values which correspond t o  
O C C ( ~ )  + m ( 2 )  + O C C ( ~ )  = 2+1+1. A l l  the parameters a r e  defined a s  
l i t e r a l  constants. 
The log ica l  record corresponding t o  the example of the Figure 16-3 
is the  following: 
AUrnOR = HSIAO 
AUTBOR = HARARY 
MONTH = MAY 
YEAR = 1970 
PROGRAM TEST2 
INTEGER ~m(10) / r ~ ~ ~ ~ ~ ~ ~ m # ~ ~ # l  / 
INTEGER VAL (15) / ' H s I A ~ R A R Y ~ Y # ~ ~ ~ ~ ~  / 
INTEGER OCC ( 3) /2,1,1/ 
INTEGER FILAB (4) / ' $KOUN'LYIN. TEST ' / 
INTEGER TYPE (2) / 'UPDATE ' / 
INTEGER OPEN, STOEIE, CLOSE 
I N T E X l B  CODE1 CODE2 CODE3 
CALL OPEN (  CODE^ , FIUD , TYPE) 
IF   CODE^) 10,20,10 
20 CALL S ~ R E ( C O D E , F I L A D , A ~ , V A L ,  OCC) 
IF(CODE~) 10,30,10 
30 CAU CLOSE(CODE~,FILAD) 
IF  CODE^) 10,40,10 
10 P R I N E O  
50 FOFWT(~' , 'ERROTI~)  
40 STOP 
END 
FIGURE 16-3 FORTRAN PROGRAM USING OPEN, STORE AND CLOSE 
FUNCTIONS 
16- 3-2 WTRV Function 
The REmV function is an integer function. The function takes 
six possible parameters, four of which are required. The form of the 
function is as follows: 
REzRV (P~,~~,P*,P~,P~,P~) or 
~ T R V  ( P ~ ~ P ~ > P ~ ~ P ~ , P ~ )  01: 
V (P~>P~)P~,P~) 
where : 
RETRV is the name of the function; 
Po is d.efined as P in the STORE function; 0 
P1 is either a positive integer less than 100,000 or an integer 
data area containing such a number  h his positive integer serves as a 
label of the retrieval in which it appears as a parameter. The same 
set of parameters for a retrieve call may be associated with the same 
label) ; 
P2 is defined as P1 of the STORE function; 
P is either a variable, or an element of an array which contains 3 
a Boolean and arithmetic expression of keywords in Disjunctive Normal 
Form (DNF), or an expression in DNF in the form of a literal constant 
(In any case the last character of the expression must be a '#' The I#' 
character serves as delimiter which denotes the end of the expression); 
P4 is either a variable or an element of an array which contains 
the output specification 'PRINT', ' Y E ' ,  or lCOUNT1 (The output specifica- 
tion can also be in the form of a literal constant. PRINT causes 
retrieved records to be printed on the high speed line printer, TM 
causes them to be printed at the terminal, an6 COUNT returns the number 
of records exis t ing i n  the f i l e  specified by P2 and sat isfying the Boolean 
expression specified by P ); 3 
P i s  e i the r  a non-negative integer or an integer area containing 5 
such an integer (%is  integer number specifies the  maxinun nu'mber of 
records t o  be retrieved. If the number i s  zero, then a l l  the records 
sat isfying the  descriptior, w i l l  3e retrieved. If PI i s  not included > 
a s  a parameter t o  the REm function, then it i s  zero by defaul t ) .  
It is in teres t ing  t o  note the  use of the l a b e l  as a parameter i n  
the  RE'PRV function, When the  user issues a c a l l  t o  t i e  RETRV function, 
a search t o  a tab le  i s  in i t i a t ed .  'Ilhe enteies  of the tab le  have the 
form (&,a) where 1 i s  a l a b e l  and a i s  the address of an area which 
contains the s e t  of parameters associated with the l abe l  Q. 'It.Jo 
things can happen through the search along the  en t r i e s  o f  the table:  
(1) there i s  an entry ( ~ , a )  with R ident ica l  t o  the l a b e l  of the present 
ca l l ;  (2) there i s  not such an entry.  In  the second case, a new entry 
t o  the tab le  is generated. This entry corresponds t o  the present c a l l  
and associates  the present l abe l  with the present s e t  of parameters. 
I n  both cases the address component of an entry i s  used t o  supply the  
proper parameters f o r  the CONmNUE function of the  EDMF. &e user 
must be sure t h a t  he did not use the same l a b e l  with different  se t s  
of parameters. 
The four-prameter form of the RE?IIV function i s  used when it i s  
desired t o  receive records i n  'core format ' .  When a record i s  retrieved, 
the address of the record i s  returned t o  the user.  The user may use 
t h i s  address f o r  fur ther  processing of the record. When there a re  no 
more record5satisfying the description, a zero is  returned t o  the user. 
Pne five-parameter form of the function is  used when it is 
desired t o  spec- the output medium on which the  user wants t o  receive 
t h e  retrieved records. 
I n  the slx-parameter form, the RETRV function enables the user t o  
specify the maximum number of records t o  be retrieved a t  one time. 
Figure 16-4 presents a FORTRAN program which i l l u s t r a t e s  the use 
of the RETRV Function i n  i ts  six-parameter form. In  t h i s  program the 
f i l e  name, description, type and l abe l  a r e  read i n  from a terminal a t  
execution time. The r e s t  of the parameters a re  defined a s  l i t e r a l  con- 
s tants .  The values of the parameters CUT and NUMR determine tha t :  
(1) the desired maximum number of records t o  be retr ieved i s  
four  and 
( 2 )  the  retrieved records a r e  desired t o  be sent t o  the high 
speed l i n e  pr inter .  
Figure 16-5 presents a FORTf3AN program which includes a c a l l  t o  
the RE'IRV function i n  i t s  four-parameter form. I n  t h i s  case one record 
a t  a time i n  core f o m t  w i l l  be retrieved from the  f i l e  named 
$ K C X J N ' ~ ~ ~ N .  TEST and w i l l  s a t i s f y  the  description MONTH=MiY. I f  such 
a record does not ex i s t  i n  the f i l e ,  then CODE2 w i l l  hold a zero. 
16- 3-3 DELREC m c t i o n  
The DELREC function i s  an integer function of the following form: 
IIELrnC (p0 9 pl, p2) 
where : 
DELKEC i s  t h e  name of the f'unction; 
PROGRAM TESB 
INmGER F I L A D ( ~ )  , DES (4) , TYPE,LAR, C K T T ( ~ )  / ' P R I N T '  /, IwM.R/~/ 
INTBGER OPEN,~~V,CL06E,CODE1,CODE'2 ,CODE3 
READ(~, IO)  FLZAX) 
F O R W T ( ~ A ~ )  
RE%~(1,10) DES 
F23A~(1,20) TYPE 
FoRMAT(A~) 
-(1,30) -LAB 
FoBMAT(I~) 
m u  OPEN  CODE^, FILAD, DES, TYPE) 
I F ( C O D E ~ ) ~ O ,  50,40 
CALL FU~TRV(CODE~,LCIB,FILAD,DES, OUT,K'MR) 
IF(CODE~) 40,60,40 
CALL CLCBE ( c ODE 3, FILAD) 
GO TO 70 
WRI (2,80) 
FORMAT( ' ' , 'ERROR ' ) 
STOP 
END 
FIGURE 16-4 FORTRAN PROGRAM USING OPEN, RETRV AND CLOSE 
FUNCTIONS 
PROCRAM YES& 
INmGER FILAD(~) / '$KOUN~YLN. !EST '/,DES(3) / ' M ~ ~ ~ ' M = M A Y # ' /  
INTEGER TYPE (2) / 'UPIYITE ' /, LAB/2000/ 
INTEGER OPEN,RETRV,DELREC,CLOSE 
INTEGER CODE~,CODE~,CODE~,CODE~ 
CAU OPEN(CODE~,FILAD,DES,~) 
Il?(~0~~1)10,20,10 
20 CAU RE~V(CODE~,MB,FILAD,DES) 
IF ( CODE^) 10,30,40 
40 CALL DELREC ( CODE^, CODB~,FILAD) 
IF(cODE~)~O, 50,10 
30 PRINT~O 
60 FORMAT(' I ,  'NO HECQRDS WHICH SATISFY 'ME DES') 
50 CALL CLOS?I(CODE~,FIIAJ~) 
GO TO 70 
10 WRI ?IE (6,80) 
80 FORMAT(",'ERROR') 
70 STYIP 
END 
FIGURE 16-5 FORTRAN PROGRAM USING OPEN, RETRv,(CORE FORMAT), 
OELREC AND CLOSE FUNCTIONS 
Po i s  e i t h e r  a variable o r  an element of an array which contains 
the  re turn code from the  function; 
P i s  e i t h e r  a variable,  or an element of an array whieh contains 1 
the  address of the  record re t r ieved i n  core format (This address i s  
returned. t o  the  user when he issues  a c a l l ,  with appropriate parameters, 
t o  the  RFITRIEIT f i rc t ion . ) ;  
P2 is defined a s  P i n  the  STOliF: function. 1 
Figure 16-5 presents a program which i l l u s t r a t e s  the use of the  
DELREC function. Note tha t  (1) the f i l e  named $KOITN'I#N.'IEST i s opened; 
(2) a record is  ret r ieved from the f i l e  which s a t i s f i e s  the description 
MONTH=MAY i n  'core fo rna t ' ;  (3) the  address of t he  re t r ieved  record i s  
stored i n  CODE2 (see FZTRV function);  and (4) M C O D E 2  i s  passed a s  a 
parameter t o  t he  DE;ZBEC function. 
The f ie ld- level  functions a re  the following: GETV, INSERT, 
DELETE, UPDAm. 
16-4-1 GETV Function 
The GETV function allows the user: (1) t o  get the i - t h  value 
of an a t t r ibu te  from a record, and (2) t o  get the number of values of 
an a t t r i b u t e  i n  a record. The address of the record i n  'core format' 
i s  one of the parameters of the function. Thus, before the GETV function 
i s  called the user must make sure tha t  the record i n  'core format' i s  i n  
memory. 
The GETV i s  an integer function which takes e i the r  six or  three 
parameters. The form of the flmction is: 
GE" ( P ~ , P ~ , P ~ , P ~ , P ~ , P ~ )  O r  
mTv (po,p1,p2) 
where : 
GETV i s  the name of the function; 
P i s  e i the r  a variable, o r  an element of an array which contains 0 
the return codes from the function; 
P i s  e i the r  a variable o r  an element of an array which contains 1 
the address of a record (This address is returned t o  the user from the 
RETRV f'unction,); 
P2 is e i the r  a variable, or  an element of an array which contains 
an a t t r i b u t e  ( P ~  can a l so  be an a t t r i b u t e  a s  a l i t e r a l  constant.); 
P i s  e i the r  a variable, or  an element of an array i n  which the 3 
retr ieved value w i l l  be stored; 
P i s  e i the r  a variable, or an element of an array which contains 4 
a posi t ive integer number denoting the plaxinum length of the value t o  be 
retrieved; 
P i s  e i the r  a variable, or an elerne~t of an array which co~ltains  5 
a posit ive integer number i denoting the  r e t r i eva l  of the i - t h  value of 
the a t t r ibu te  specified i n  P2. 
The three-parameter form of the function i s  used when the FOiiTkRN 
or the COBOL user wants t o  receive i n  his program the number of values 
of an a t t r i b u t e .  If, f o r  example, the a t t r i b u t e  does not appear a t  a l l  
i n  the record i n  consideration, then the return code will be zero. 
On the other hand, i f  the a t t r ibu te  has f ive  values, tnen the return 
code w i l l  be f ive .  
The six-parameter form of the GETV function i s  used t o  get -values 
of an a t t r i b u t e  under consideration. The function locates  f o r  the speci- 
f i e d  a t t r i b u t e  the f i r s t  occurrence of i t s  value. When the number i 
specified i n  P i s  used, the function locates the i - t h  occurrence of the 5 
a t t r ibu te .  In  other words, the i - t h  value which corresponds t o  the 
a t t r i b u t e  i s  the one t o  be located. A t  t h i s  point an investigation must 
take place . What is  the re la t ion  between the length Rd of the desired 
value and the maximum length 1 specified i n  P4? If Q~ ( Am, then the 
m 
value i s  moved in to  the storage specified i n  P I f  ld r h, then the 3' 
l e f t  par t  of the value is  moved in to  the specified locat ion.  The moved 
par t  has length (id - % - 1). I n  any case the character '8' i s  added 
t o  the  end of a value. &is character serves a s  a delimlter t o  denote 
the end of the value. The return code informs the user wTBcb case 
occurred. 
The program of Eigure 16-6 i l l u s t r a t e s  the  use of the GETV 
function i n  i t s  six-parameter form. A t  f i r s t  the desired record is 
ret r ieved i n  'core format ' .  The address of the record i s  contained i n  
CODE2 and i s  passed a s  a parameter t o  GETV. The user des i res  t o  have 
the  second value of the  a t t r i b u t e  YEAR from t h i s  record. Ihe value 
i s  t o  be stored i n  the  locat ion reserved f o r  the  a r ray  VAL. The maximum 
length of the  value t o  be moved in to  VAL i s  f i v e  bytes. The r e su l t  of 
t he  function w i l l  be known through the value of the  re turn code. 
Figure 16-7 presents a FORaiAN program which uses GETV i n  three- 
parameter form. The user desires  t o  p r in t  the number of values of the 
a t t r i b u t e  AU?HOR on the high speed l i n e  pr in te r .  Note t h a t  the  values of 
TYPE and FILAD a r e  defined a t  execution time. 
16-4-2 INSERT Function , 
The INSERT function allows the FOR'PRAN or  the  COBOL user  t o  i n s e r t  
a new f i e l d  i n  a record. Each EDMF f i l e  has associated with it a tem- 
plate. The new f i e l d  must conform t o  the specif icat ion i n  the  record 
template of the  f i l e .  A s  i n  a l l  the  f ie ld- leve l  functions the INSERT 
funct ion requires the  address of a record a s  one of i t s  parameters. 
The address is  returned t o  the  user by the RETRV function.  
INSERT i s  an integer function and has e i t h e r  seven, o r  s ix ,  
o r  f i v e  parameters. The form of the  function is: 
INSERT ( P ~ , P ~ , P ~ > P ~ , P ~ , P ~ > P ~ )  Or 
INSERT ( P ~ > P ~ > P ~ , P ~ > P ~ , P ~ )  or  
INSERT ( P ~ , P ~ , P ~ > P ~ , P ~ )  
where : 
PROGN msTl 
INTEGER FILAD(~~) / '$KOUMTRN TEST ' /, DES (4) / 'YEA~=1984-#' / 
INTEGER v ~ ~ ( 3 . 5 )  ,LEN/;/, G Z C / ~ /  
INTEGER LAB/~oGo/ ,ATTR(~) / IYEAR ' / 
INTEaR OPEN,~TRV,GETV,CLOSE,CODE~,CODE~,CODE~,CODE~ 
REA?I(5,10) TYPE 
FoFOIAT(A~) 
MLL OEK ( CODE^, FILSID, DES, TYFE) 
IF ( CODE^) 20,30,20 
CALL RETRV(CODE~,ISIB,FIUD,DES) 
IF(coDE~)~o,~o,~$ 
CALL GETV(CODE~,CODE~,A.~,VAL,LEN,OCC) 
1~(~0~)~3)20,50,20 
~~1TE(6;,45) 
FORMAT( ' ' , 'NO RECORDS WdICH SATISFY !TH3 DESCRIPTION' ) 
CLOSE(CODE~,FILAD,DES) 
IF  CODE^) 20,60,20 
 WRITE(^, 70)  
FORWIT( ' ' , 'ERROR ) 
STOP 
END 
FIGURE 16 - 6 FORTRAN PROGRAM USING OPEN, RETRV(C0RE FORMAT), 
GETV, CLOSE FUNCTIONS 
PROGRAM T E S E  
INTEGER FILAD(~~) ,DES(~) /'AuT~~oR=HsIAC#~ / 
INTEGER LAB/SOOL)/,ATPR (2) / 'AUTROR '/, TYPE 
INmGER OPEN, RE'EIV, GETV 
INTEGER CODEl,CODE2,CODE3 
 READ(^, ~O)FILAD 
FoRMAT(~~A~) 
READ(1,20) TYPE 
FoRMAT(A~) 
CALL OPEN(CODE~, FILAD, DES , TYPE) 
IF(CODE~ j 30,40,30 
CALL RETRV(CODE~,LAB,FILAD,DES) 
IF(CODE:!) 30,50,35 
CALL GETV(CODE~,CODE~,ATTR) 
IF(CODE~) 30,60,60 
wwm(6,55) 
FORMAT(' ', 'NO RECORDS WHICH SATISFY ETE DES') 
GO TO 90 
WRITE (6,70)  CODE^ 
FORMAT( I , m NUMBER OF V A ~ S  IS = ' ,14) 
GO TO 90 
 WRITE(^,&) 
FORMAT(' I ,  'EF~OR') 
S W P  
END 
FIGURE 16-7 FORTRAN PROGRAM USING THE GETV FUNCTION IN ITS 
THREE PARAMETER FORM 
INSERT i s  the naw of the function; 
Po i s  defined as I$ i n  the GEW function; 
P i s  e i the r  a variable or an element of an array whlcn contains 1 
the address of the record retrieved i n  'core f o m t ' ;  
P2 i s  z i ther  a variable, or an element of an array c:ontains 
the name of the f i l e  i l z  tfhich the new record w i l l  be stored, or the name 
of tile f i l e  i n  the fom of a l i t e r a l  constant (1n any case, the l a s t  
character of the f i l e  name must be a blank. The blank character serves 
as delimiter which denotes the end of the f i l e  naaeJ; 
P i s  e i the r  a variable or an element of an array which contains 3 
the a t t r i b u t e  of the new f i e l d  to be added t o  the record, or the 
a t t r ibu te  i n  the form of a l i t e r a l  constant; 
P4 i s  e i the r  a variable or an element of an array which contains 
the value of the new f i e l d ,  or the value i n  the form of a l i t e r a l  
constant; 
P i s  e i the r  a variable or  an element of an array which contains 5 
the a t t r ibu te  of the f i e l d  a f t e r  which the new f i e l d  i s  t o  be inserted, 
or  the a t t r i b u t e  i n  the form of a l i t e r a l  constant; 
P is  e i the r  a variable or an element of an array vhich contains 6 
the  value of the f i e l d  a f t e r  which the new f i e l d  i s  t o  be inserted, 
or  the value i n  the form of a l i t e r a l  constant. 
The six-parameter form of the  function inse r t s  the new f i e l d  
Immediately a f t e r  the l a s t  occurrence of the a t t r i b u t e  specified i n  
P5. When seven parameters a re  specified, the new f i e l d  i s  inserted 
immediately a f t e r  the  f i e l d  defined by the  parameters P and P6. In  5 
t he  case of the five-parameter form, the new f i e l d  i s  inserted a t  t he  
end of the record. 
The return code provides the information about whether the new 
~ ~ e c o r d  s a t i s f i e s  the record template of the f i l e  or not. 
Figure 16-8 presents an example which i l l u s t r a t e s  the use of the 
INSERT function i n  s FORTRAN program. The address of the record i n  
which the new f i e l d  i s  t o  be inserted i s  contained i n  CODE2. The new 
f i e l d  t o  be inserted i n  the record i s  "YEAR=19711'. This f i e l d  w i l l  be 
inserted a f t e r  the f i e l d  "AC;E=35". The record which r e su l t s  from the 
addition of the new f i e l d  w i l l  be stored i n  the f i l e  named $KCUN'IWN.TEST. 
16-4- 3 DELETE Function 
The DELETE function allows the  user t o  delete one or  more f i e l d s  
from a record. The function takes e i the r  f ive  or four parameters. I n  
the five-parameter form the function deletes  one, and only, one f i e l d  
defined by the parameters. I f  the number of parameters t o  the function 
i s  four, then the function deletes  all the f i e l d s  associated with an 
a t t r i b u t e .  
A s  do a l l  the other f ie ld- leve l  functions, the DELF,TE function 
requires the address of the record a s  a parameter. This parameter is  
returned t o  the user from the REmV function. 'Phus, a c a l l  t o  mTRV 
must be issued before a c a l l  t o  the DELETE function. 
The use of the DELETE function, as well as a l l  of the f ie ld- leve l  
functions, i s  subject t o  possible violations t o  the record template. 
The user must take t h i s  in to  consideration before he c a l l s  the 
function. I n  case tha t  violations t o  the template a re  encountered the 
user w i l l  be informed by the return code of the function. 
PROGRAM !EST3 
IN'IECB? FILAD(~)/'$KUJN!@LN. 'EST '/,cIEs(~)/ 'AU'JXOR=HSIAO#' / 
INTEU3R  TYPE(^)/ 'UPI~ATE'/,AT~/ 'YEAR' / ,ATT~/  'AGE1 /,LAB/~OOO/ 
IN'IIEmR ~~~1/1971/, vAL2/ 35/ 
INTEGER OPEN,RE'IRV,INSERT,CLOSE 
INmU3R CODE~,CODE~,CODE~,CODE~ 
CALL OPEN(CODE~,FILAD,TY~) 
1~(00~~l)10,20,10 
CALL RETRV(CODE~,LAB,FILAD,DES) 
IF(CODE~)~O, 30,40 
CALL INSERT(CODE~, c O D E ~ , F ~ , A T T ~ , V A L ~ , A T T ~ , V A L ~ )  
IF(CODE~) 10,50,10 
CAU CLOGE  CODE^ , FILAD) 
IF(CODE~) 10,60,10 
w~1~~(6,70) 
FORMAT( " , 'NO RECORDS WHICH SA5'J3FY TEiE DESCRIPTION ' ) 
GO TO 60 
PRINT 80 
FO-T( I, 'ERROR') 
STOP 
END 
FIGURE 16-8 A FORTRAN PROGRAM USING OPEN, RETRV, INSERT 
AND CLOSE FUNCTIONS 
The DELETE is  an integer function of the following form: 
where : 
D m T E  i s  the name of the function; 
Po, PI, Pp are  defined respectively a s  Po, P1, P2 of the 
INSERT function; 
P is  e i the r  a variable or  an element of an array which contains 3 
the a t t r i b u t e  of the f i e l d  t o  be deleted, or  the a t t r ibu te  i n  the form 
of a l i t e r a l  constant; 
P4 i s  e i ther  a variable or  an element of an array which contains 
the value of the f i e l d  t o  be deleted, or  the value i n  the form of a 
l i t e r a l  constant. 
Figure 16-9 presents an example which i l l u s t r a t e s  the use of the 
DELETE function i n  a FORTRAN program. The f i e l d s  having l ' A U ~ O R "  a s  
the a t t r i b u t e  w i l l  be deleted. Consider the logica l  record of the 
Figure 16-10. I f  the program of Figure 16-9 i s  applied t o  t h i s  record, 
then the resul t ing record w i l l  be the one of Figure 16-11. Note t h a t  
the a t t r i b u t e  must be an optional a t t r ibu te  f o r  the records of the 
specified f i l e .  This is determined by the record temrplate of the 
f i l e .  If the a t t r i b u t e  "AUTROR" i s  mandatory, then the function w i l l  
not remove the f i e l d .  (TO remove it would r e su l t  i n  a violation of the 
template.) 
PROGRAM T E S ~  
1N'IEC;ER FTCAD(~)/'$K~JN'IPIN.TEST '/,DES(~)/'YECLR=~~~O#'/ 
INTEGER 'IWE(2) /'uPIYI!E'/,ATPR(~)/ 'AUTKOR' /,LAB 5000/ 
INTEGER O P E N , ~ ? R V , ~ ~ , C L O S E , C O D E ~ , C O D E ~ ,  COIE~,CODE~ 
CALL OPEN(CODE~,FILAD,~) 
lJ?(~0~~1)10,20, 10 
C A U  R?~~cRv(coDE~,LAB,FILAD~DES) 
IF(CODE~) 10,30,40 
CALL DELE~TE(CODE~, CODF,~,FIL~D,A!ITR) 
IF(~OD~3)10,50,10 
CALL CLOCSE(CODE~,FILCID) 
IF(CQDE~) 10,60,10 
PRINT 70 
FoIIMAT(' ' , 'NO REZORDG WHICH SATISFY 7EE DESCRIPTION') 
GO TO 60 . 
PRINT 80 
F-T( ' ' , 'ERROR') 
STOP 
END 
FIGURE 16-9 FORTRAN PROGRAM USING OPEN, RETRV, DELETE 
AND CLOSE FUNCTIONS 
RECORD NO. = HOOl 
AU!PHOR = D.K. HSIAO 
AU'M OR = F.  HARARY 
TITLE = A FORMAL SYSTEM 
YEAR = 1970 
MONTH = FEBRUARY 
TOPIC = INFORMAmON REZRIEVAL 
ABSTRACT = "'ME TMT" 
FIGURE 16 - 1  0 A RECORD BEFORE EXECUTION OF THE PROGRAM 
OF FIGURE 16-9 
rnCORD NO. = HOOl 
TI TLE = A FORMAL SYS'PEM 
YEAR = 1970 
MONTH = ??ZW?UARY 
TOPIC = INFORMATION F32RIEVAL 
ABSTRACT = "!ED3 'PMT' 
FIGURE 16-11 THE RECORD OF FIGURE 16-10 AFTER THE EXECUTION 
OF THE PROGRAM OF THE FIGURE 16-9 
The UPDATE function allows the FORTRAN or  COBOL user to  modify 
the value of a f i e l d  of a record. m e  function i s  an integer function 
and requires six parameters. Again the  address of the record i s  
required a s  one of the parameters of t h i s  f'unction. The f i e l d  t o  be 
modified is  determined by two parameters. Also, the value which w i l l  be 
subst i tuted a s  the value of the  specified f i e l d  i s  passed as a parameter. 
The length of t h i s  value may be d i f fe rent  from the length of the  value 
t o  be substi tuted. Thus, care must be taken t o  avoid violat ions on the 
record template associated with the specified f i l e .  
The form of the UPDATE RLnction ds a s  follows: 
uPmm (p0,p1,p2,p3,p4~p5) 
where : 
UP1C1A!E i s  the name of the  function; 
Po, P1, P2 a r e  respectively defined a s  P0,P1,P2 of the  INSERT 
f'unct ion; 
P i s  e i the r  a variable or an element of an array which contains 3 
the a t t r i b u t e  of the f i e l d  t o  be modified, o r  the a t t r i b u t e  i n  the form 
of a l i t e r a l  constant; 
P4 i s  e i the r  a variable, or an element of an array which contains 
the  value of the f i e l d  t o  be modified, o r  the value i n  the  form of a 
l i t e r a l  constant; 
P i s  e i t h e r  a variable, o r  an element of an array which contains 5 
the  value which w i l l  subs t i tu te  the value of the f i e l d ,  or  the new 
value i n  the  form of a l i t e r a l  constant. 
An example which shows how t o  use the UPDATe function is  
presented i n  Figure 16-12. The f i e l d  t o  be modified i s  "YEAR=1970". 
The value "1971" w i l l  replace the value "1970". When this program 
i s  executed, the new f i e l d  will be "YEAR=19711' . 
For violations of any kind, a return code of the function w i l l  
be supplied. For example, return code-10 means tha t  the specified 
a t t r i b u t e  does not appear in  the record. 
PROGRAM TEST 
IN'PEGER FILAD (4) , DES ( 3), TYPE/ 'UPDATE ' / , LAB/~OOO/ 
IN'PEC3ER ATTL/ 'YERR ' /, ~ ~ ~ 1 / 1 9 7 0 / ,  ~ ~ ~ 2 / 1 9 7 1 /  
I N m G E R  OPEN, RET!RV,UPDA?E, CLCXSE 
INTEGER C ODE1, CODE2, CODE 3,  CODE^ 
READ(5,10)  F I W  
10 F o R M A T ( ~ A ~ )  
READ (5,20) DES 
20 FQRE(IAT(~A~)  
CALL O~(CODE~,FILAD,TYPE)  
IF(CODE~) 3,40,30 
40 CALL RETRN(CODE~,LAB,FIIAD,DES) 
IF  CODE^) 30,50,60 
60 CALL UPDATE(CODE~, cODE~,FILAD,AT!!X,VAL~,VAL~) 
~ ( c 0 ~ ~ 3 )  30,701 30
70 CALL CLOSE(CODE~, FILAD) 
IF(COIDE~) 30,80,30 
50 m1m(6,90) 
90 FOFWT( ' ' , 'NO RECORDS WHICH SATISFY TKE DESCRIP'lflON ' ) 
GO m 80 
30 P R I N T  100 
loo F O ~ T ( ~ ~ , ~ E E I R O R ~ )  
80 STOP 
END 
FIGURE 16- 12 FORTRAN PROGRAM ILLUSTRATING THE USE 
'1 
OF THE UPDATE FUNCTION 
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