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Opinnäytetyö toteutettiin Jakamo Osakeyhtiön Jakamo web-sovellukseen liittyen. 
Jakamo Osakeyhtiö on teknologia-alan start-up-yritys, joka kehittää ja markkinoi 
tiedonjakamisen ja verkostohallinnan sähköistä alustaa, Jakamoa. Jakamo mah-
dollistaa yritysten välisen läpinäkyvän tiedonjakamisen ja -hallinnan. 
Työssä tutkittiin eri ratkaisuvaihtoehtoja käyttää Jakamoa mobiililaitteilla. Tutkitut 
vaihtoehdot olivat natiivit mobiilisovellukset, nykyisen Jakamo web-sovelluksen 
muuttaminen käyttämään responsive web design -tekniikkaa sekä erillisen, mobiili-
laitteille optimoidun sivuston rakentaminen. Ratkaisuvaihtoehtoja tutkittiin käyt-
töönoton, ylläpidon ja käyttäjäkokemuksen näkökulmasta.  
Työn tarkoituksena oli selvittää paras ratkaisuvaihtoehto Jakamon käyttöön mobii-
lilaitteilla. Yhtä parasta ratkaisuvaihtoehtoa ei löydetty, koska valitusta näkökul-
masta riippuen eri vaihtoehdoilla oli omat etunsa. Esimerkiksi käyttäjäkokemuksen 
näkökulmasta natiivit mobiilisovellukset todettiin parhaimmiksi, kun taas ylläpidon 
näkökulmasta responsive web design -tekniikkaa käyttävä mobiililaitteille optimoitu 
sivusto olisi tehokkain. Näin ollen ratkaisuvaihtoehtojen paremmuus esitettiin nä-
kökulmittain. Tämän opinnäytetyön pohjalta tullaan tekemään päätökset siitä, mi-
hin suuntaan Jakamo Osakeyhtiön mobiilistrategiaa viedään.  
Avainsanat: Verkko-ohjelmointi, responsive web design, mobiilisovellukset, web-
sovellukset 
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ple from the users’ point of view the native applications appeared to be the optimal 
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Käytetyt termit ja lyhenteet 
ADT – Android Developer Tools  
Eclipse-lisäosa, joka tarjoaa työkaluja Android-ohjelmien 
kehittämiseen 
C# Microsoftin kehittämä olio-ohjelmointikieli 
Direct3D Ohjelmistorajapinta, joka hoitaa 3D-grafiikan piirtämisen 
Eclipse Kehitysympäristö Java-ohjelmille 
Em-yksikkö Fonttikoon suhteellinen yksikkö 
Java Olio-ohjelmointikieli, käytetään muun muassa Android-
ohjelmien tekemiseen 
Mobiilikäyttöjärjestelmä 
Mobiililaitteille, kuten älypuhelimille, tarkoitettu käyttöjär-
jestelmä 
Mobile first Suunnitteluprosessi, jossa web-sovellus tai -sivusto suun-
nitellaan aluksi toimimaan mobiililaitteilla ja tämän jälkeen 
vasta pöytätietokoneilla ja muilla laitteilla 
MVC-arkkitehtuurimalli  
MVC-arkkitehtuurimalli on ohjelmistoarkkitehtuurityyli, jos-
sa käyttöliittymä erotetaan sovelluksen logiikasta  
Push notification Kolmannen osapuolen sovelluksista lähtöisin olevia vies-
tejä, joita voidaan lähettää mobiililaitteisiin 
REST-rajapinta Rajapinta, joka käyttää HTTP-metodeja operaatioiden 
suorittamiseen 
Sovelluskehys Sovelluskehys toimii sovelluksen runkona 
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Web-sovellus Sovellus, jonka ajamiseen käytetään web-selainta 
Viewport Internet-sivun käyttäjälle näkyvä alue 
XAML XML-pohjainen kieli, jota käytetään monissa Windows-
pohjaisissa ohjelmissa käyttöliittymän määrittelemiseen 
XNA Pelien tekemiseen tarkoitettu kehitysympäristö 
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1 Johdanto 
1.1 Työn tausta 
Internet-sivuja ja web-sovelluksia käytetään nykyään runsaasti mobiililaitteilla. In-
ternetin mobiilikäytön on ennustettu ylittävän internetin perinteisen käytön vuoden 
2014 aikana. Yritysten on yhä tärkeämpää huomioida mobiilikäyttäjät tuotteidensa 
ja sivustojensa suunnittelussa. Jakamo Osakeyhtiön mobiilistrategiaprosessissa 
on menossa analyysivaihe, jota varten tämä opinnäytetyö tehtiin. 
Jakamo Osakeyhtiö kehittää yrityksille web-sovellusta nimeltä Jakamo. Sovellus 
mahdollistaa yrityksissä läpinäkyvän ja tehokkaan tiedonjakamisen ja -hallinnan. 
Jakamossa käyttäjät voivat luoda suhteita toisten Jakamoa käyttävien yritysten 
kanssa. Jakamon käyttäminen perustuu niin sanottujen Jakamo-sovellusten käyt-
töön, jotka perustuvat valmistavan teollisuuden informaatioprosesseihin. Näiden 
sovellusten avulla yritykset voivat hoitaa esimerkiksi tilaushallinnan alihankki-
joidensa kanssa. 
1.2 Työn tavoite 
Työ tehtiin Jakamo Osakeyhtiölle, koska yritys tarvitsee tietoa eri mobiiliratkaisuis-
ta. Tietoa eri mobiiliratkaisuista tarvitaan siksi, koska Jakamo Osakeyhtiö haluaa 
saada kehittämänsä web-sovelluksen, Jakamon, käytettäväksi myös mobiililaitteil-
la. Näin ollen tarvitaan tieto siitä, mikä on paras vaihtoehto Jakamon käyttämiseen 
mobiililaitteilla.  
Vaihtoehtoisiksi toteutustavoiksi valittiin työnantajan toimesta natiivien sovellusten 
tekeminen Android-, iOS- ja Windows Phone 8 -käyttöjärjestelmälle, responsive 
web designia käyttävä web-sovellus ja mobiililaitteille optimoitu erillinen responsive 
web designia käyttävä web-sovellus. Responsive web design -tekniikan avulla voi-
daan web-sovelluksen käyttöliittymä optimoida toimimaan kaikenkokoisilla laitteilla.  
Työn tavoitteena oli tuoda esiin kunkin ratkaisun hyvät ja huonot puolet ja näiden 
pohjalta päästä johtopäätökseen siitä, mikä on paras ratkaisu juuri Jakamolle. 
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1.3 Työn rakenne 
Luvussa 2 kerrotaan Jakamo Osakeyhtiöstä ja sen tuotteesta Jakamosta. Luvussa 
käydään Jakamon synty ja historia sekä kerrotaan lyhyesti Jakamon toimintalogii-
kasta ja sen tuomista hyödyistä. 
Luvussa 3 tutustutaan verkkotekniikoihin, jotka ovat oleellisia Jakamon kannalta. 
Luvussa 4 perehdytään natiiveihin mobiilisovelluksiin. Luvussa tutustutaan tar-
kemmin Android-, iOS- ja Windows Phone -sovelluksiin. 
Luvussa 5 pohditaan natiivien mobiilisovellusten hyötyjä ja haittoja Jakamon ta-
pauksessa. Hyötyjä ja haittoja pohditaan käyttöönoton, ylläpidon ja käyttäjäkoke-
muksen näkökulmasta.  
Luvussa 6 pohditaan responsive web designia käyttävän web-sovelluksen hyötyjä 
ja haittoja Jakamon tapauksessa. Pohdinta tapahtuu käyttöönoton, ylläpidon ja 
käyttäjäkokemuksen näkökulmasta. 
Luvussa 7 pohditaan, mitä hyötyjä ja haittoja erillisen web-sovelluksen tekemises-
tä on Jakamon tapauksessa. Pohdinnassa oletetaan, että web-sovellus käyttää 
responsive web designiä ja on kohdistettu ainoastaan mobiililaitteille. Hyviä ja 
huonoja puolia pohditaan käyttöönoton, ylläpidon ja käyttäjäkokemuksen näkö-
kulmasta. 
Luvussa 8 tehdään aikaisempien pohdintojen perusteella johtopäätökset siitä, mi-
kä ratkaisuvaihtoehdoista on paras. 
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2 Jakamo Osakeyhtiö 
Jakamo Osakeyhtiö on teknologia-alan start-up-yritys, joka kehittää ja markkinoi 
tiedonjakamisen ja verkostohallinnan sähköistä alustaa kone- ja metallituoteteolli-
suuden yrityksille. Tuote on web-sovellus, jonka liiketoimintamalli perustuu yritys-
ten maksamiin lisenssimaksuihin. Jakamo mahdollistaa yrityksissä läpinäkyvän 
tiedon jakamisen ja sen tehokkaan hallinnan. 
Jakamon idea on syntynyt Management Design Intelligence Oy:n toteuttamissa 
teollisuuden kehitysprojekteissa. Konsulttitoimisto MDI on toteuttanut kehittämis-
projekteja Partnership Monitor -konsultointivälineellä, joka on tarkoitettu kahden 
yrityksen välisen liiketoimintasuhteen kehittämiseen. Partnership Monitorilla on 
kehitetty jo yli 350 liiketoimintasuhdetta suomalaisen teknologiateollisuuden yrityk-
sissä. Näistä kehittämisprosesseista saatua osaamista on lähdetty kehittämään 
verkostohallinnan työkaluksi yhdessä asiakkaiden kanssa. Tämän työn tuloksena 
on syntynyt Jakamo. Tällä hetkellä Jakamossa on rekisteröityneenä yli 150 yritys-
tä, joista 20 % on muualta kuin Suomesta. Kansainvälisen markkinan osuus on 
vahvasti kasvussa. Markkinasignaali on todella lupaava erityisesti Euroopan mark-
kinoita silmälläpitäen. (Uitto 2014.) 
Koska Jakamo on web-sovellus, on se tällöin myös alustariippumaton. Jakamon 
toimintalogiikka perustuu verkostosuhteiden luomiseen samalla alustalla, tarvitta-
vien Jakamo-sovellusten valintaan ja tiedon läpinäkyvään jakamiseen valittujen 
kumppanien kanssa. 
Jakamo Osakeyhtiön keskeisiä arvoja on käyttäjälähtöinen suunnittelu. Jakamo-
sovellukset onkin suunniteltu läheisessä yhteistyössä asiakkaiden kanssa. Tällä 
hetkellä Jakamo-sovelluksia on kaikkiaan kymmenen: 
– Auditoinnit 
– Ideat 
– Kehitystoimenpiteet 
– Kirjasto 
– Reklamaatiot 
– Sopimukset 
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– Tarjoukset 
– Tarjouspyynnöt 
– Tiedotteet 
– Tilaukset. (Uitto 2014.) 
Valmistavan teollisuuden informaatioprosesseihin perustuva monipuolinen sovel-
lusvalikoima, alustariippumattomuus sekä uudenlainen jakamisen logiikka auttavat 
Jakamoa käyttävää yritystä ottamaan oman verkostonsa potentiaalin aidosti käyt-
töönsä. Jakamon käyttäjät muun muassa tekevät päätöksiä nopeammin, ottavat 
toimittajat / asiakkaat tehokkaammin mukaan tuotekehitykseen ja lyhentävät aikaa 
ideasta innovaatioksi. He myös käyttävät murto-osan rahaa järjestelmän hankin-
taan verrattuna perinteisiin järjestelmiin. (Uitto 2014.) 
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3 Verkkotekniikat 
3.1 HTML 
HTML tulee englanninkielisistä sanoista HyperText Markup Language ja se on yksi 
Internet-sivujen tekemiseen käytetyistä ydinteknologioista. Sen avulla voidaan 
määritellä Internet-sivun rakenne. HTML:n avulla voidaan Internet-sivulle määritel-
lä erilaisia elementtejä, kuten esimerkiksi otsikoita, tekstikappaleita, taulukoita ja 
kuvia. (W3C [Viitattu 24.2.2014].) 
HTML-elementit määritellään kutakin elementtiä kuvaavilla tageilla. Tagit muodos-
tuvat avaus- ja sulkutageista. Esimerkiksi tekstikappaleen alussa käytetään teksti-
kappaletta tarkoittavaa <p> -tagia, jonka jälkeen tulee itse tekstikappaleessa oleva 
teksti. Kappaleen lopetus merkitään </p> -tagilla. (W3Schools [Viitattu 28.4.2014].) 
Tageille voidaan myös antaa attribuutteja. Attribuutit kertovat lisätietoa elementistä 
ja ne määritellään aina elementin avaustagissa. Attribuutit kirjoitetaan muotoon 
nimi=”attribuutin arvo”. Esimerkiksi HTML-linkkien osoite määritellään linkkiä ku-
vaavan <a> -tagin href-attribuutissa. (W3Schools [Viitattu 24.2.2014].) Seuraavas-
sa on määritelty HTML-linkki osoitteeseen http://www.google.com: 
<a href=”http://www.google.com”>Google</a>. 
3.2 CSS 
CSS (Cascading Style Sheets) on tekniikka, jonka avulla voidaan yhdistää tyylieh-
dotuksia rakenteellisiin dokumentteihin, kuten esimerkiksi HTML-sivuille. CSS-
tekniikkaa käytetään eniten Internet-sivujen ulkoasun määrittelemisessä. (Saari-
kumpu 2014.) 
CSS-tekniikan avulla voidaan sivun esitykseen liittyvät asiat erottaa sivun raken-
teesta ja asiasisällöstä. Tällöin samaa tyyliä voidaan käyttää monella eri sivulla, 
jolloin ylläpidossa tapahtuvat muutokset tarvitsee tehdä vain yhteen paikkaan. 
Muutokset tulevat heti voimaan jokaisella sivulla, johon kyseistä tyyliä on käytetty. 
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Tämän myötä myös ladattavien tiedostojen määrä vähenee ja tiedostokoot piene-
nevät. (Saarikumpu 2014.) 
CSS-tyylejä voidaan lisätä HTML-sivulle kahdella eri tavalla. Yksi tapa on lisätä 
viittaus erilliseen tyylitiedostoon. Lisäys tapahtuu <link>-tagin avulla, jolle anne-
taan href-attribuuttina polku haluttuun tyylitiedostoon (kuvio 1). Vaihtoehtoinen ta-
pa on kirjoittaa CSS-komennot suoraan HTML-koodiin (kuvio 2). Tällöin CSS-
komennot kirjoitetaan <script>-tagin sisään. Kummassakin tapauksessa koodi si-
joitetaan <head>-tagin sisään. (Korpela 2008, 4). 
 
Kuvio 1. HTML-koodi ulkoisen CSS-tiedoston lisäämiseen 
 
 
Kuvio 2. CSS-koodi on kirjoitettuna suoraan HTML-koodiin 
3.3 Responsive Web Design 
Vielä muutama vuosi sitten Internet-sivuja suunniteltaessa ei tarvinnut ottaa huo-
mioon sitä, kuinka sivusto toimii erikokoisilla näytöillä. Voitiin suunnitella yksi si-
vusto kiinteillä mitoilla pöytätietokoneita varten ja haluttaessa yksi erillinen sivusto 
pienempiä laitteita, kuten älypuhelimia varten. Nykyään Internet-sivuja käytetään 
kuitenkin pöytäkoneiden lisäksi myös tableteilla ja monilla erikokoisilla älypuheli-
milla. Internetin mobiilikäytön onkin ennustettu ylittävän perinteisen tietokonekäy-
tön vuoden 2014 aikana (Boyle 2014). Mobiilikäytön kasvu tuokin mukanaan myös 
haasteen suunnitella Internet-sivustot toimimaan kaiken kokoisilla laitteilla ja reso-
luutioilla. Internet-sivustojen tekemiseen on neljä eri tekniikkaa, jotka ovat fixed 
web design, fluid web design, adaptive web design ja responsive web design 
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(RWD). Näistä neljästä RWD-tekniikka soveltuu parhaiten sellaisille sivustoille, 
joita käytetään erikokoisilla laitteilla. (Grayce [Viitattu 28.4.2014].) 
RWD-tekniikan ideana on se, että sama sivu toimii kaiken kokoisilla näytöillä, eikä 
jokaiselle näyttökoolle tarvitse tehdä omaa sivua. Sivuston tekemisessä käytetään 
niin sanottua fluid foundation -tekniikkaa, jossa mitään mittoja ei aseteta absoluut-
tisiksi, vaan käytetään suhteellisia mittoja. Elementtien leveydet määritellään pro-
sentuaalisina mittoina ja fonttikoot määritellään pikselien sijasta em-yksiköinä. Em-
yksikkö on fonttikoon suhteellinen yksikkö ja se määräytyy sitä ympäröivän ele-
mentin fonttikoon mukaan. Sivuston perustana kannattaa käyttää fluid gridiä. Fluid 
grid koostuu kahdestatoista keskenään yhtä leveästä sarakkeesta. Sarakkeiden 
leveydet määritellään niin ikään prosentuaalisina leveyksinä absoluuttisten leveyk-
sien sijaan. (Grayce [Viitattu 20.2.2014].) 
Fontit muutetaan pikseleistä em-yksikköön jakamalla haluttu fonttikoko kontekstin 
fonttikoolla. Kontekstin fonttikoko on selaimissa oletusarvoisesti 16 px. Fonttikoon 
24 px muuntaminen em-yksikköön tapahtuu siis seuraavasti: 24 px / 16 px = 1,5 
em. (Grayce [Viitattu 18.2.2014].) Jos elementtejä asetetaan sisäkkäin, käytetään 
kontekstina aina äitielementin fonttikokoa (Grayce [Viitattu 19.2.2014]).  
Elementtien leveydet määritellään prosentuaalisiksi jakamalla halutun elementin 
leveys sen äitielementin leveydellä ja kerrotaan saatu luku 100 %:lla. Jos siis koh-
de-elementin leveys on 915px ja sen äitielementin leveys on 1000px, saadaan 
kohde-elementin prosentuaaliseksi leveydeksi 915px / 1000px * 100 % = 91,5 %. 
(Grayce [Viitattu 20.2.2014].) 
RWD-sivustoa suunniteltaessa on mietittävä, mitä sisältöä näytetään milläkin lait-
teella. RWD-sivuston rakenteen ja sisällön tulee määräytyä sen mukaan, minkä 
kokoisella laitteella sitä käytetään. Pienemmillä näytöillä tarkasteltaessa tulee 
näyttää vain tärkeimmät ja oleellisimmat asiat. Mitä isommaksi näyttökoko menee, 
sitä enemmän voidaan näyttää myös epäoleellista tietoa. (Grayce [Viitattu 
21.2.2014].) Tämä rakenteen ja sisällön muokkaaminen toteutetaan käyttämällä 
media queryjä. 
Media queryt ovat CSS:n ominaisuus, joiden avulla voidaan määrittää halutuille 
resoluutioille kullekin omat CSS-tyylit. Tällöin voidaan tyylitiedostojen avulla mää-
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rittää sivun ulkoasu ja rakenne käytettävälle laitteelle sopivimmaksi ilman, että itse 
sisältöä tarvitsee muuttaa. (W3C [Viitattu 25.2.2014].) Resoluutioiden lisäksi media 
queryt voidaan myös ehdollistaa käytettäväksi eri laitetyyppien perusteella, kuten 
tietokoneilla (screen), tulostuslaitteilla (print) tai televisioilla (tv) (W3C [Viitattu 
26.2.2014]). HTML-koodin head-osioon täytyy myös lisätä niin sanottu viewport 
meta -tagi, jotta media queryt toimivat. Viewport meta -tagi (kuvio 3) on HTML:n 
meta-tagi, jolle annetaan name-attribuutiksi ”viewport” ja content-attribuutiksi 
”width=device-width, initial-scale=1.0”. Content-attribuutin width=device-width 
asettaa viewportin leveyden samaksi kuin käytettävän laitteen leveys ja initial-
scale=1.0 määrittää sivun mahtumaan viewportin näkyvän alueen sisälle. (Grayce 
[Viitattu 25.2.2014].) 
 
Kuvio 3. Viewport meta-tagin määritys 
 
Tietyillä näytön resoluutioilla sivu alkaa hajota ja näyttää huonolta. Näitä pisteitä 
kutsutaan sivun breakpointeiksi. Ne siis määrittävät sen, millä näytön resoluutioilla 
sivun rakennetta ja ulkoasua tulee muuttaa, jotta sivun käyttökokemus pysyy hy-
vänä. (Grayce [Viitattu 27.2.2014].) Breakpointit tulee määrittää sisällön, eikä niin-
kään ennalta määrättyjen resoluutioiden mukaan (Grayce [Viitattu 28.2.2014]).  
Kuvio 4 havainnollistaa breakpointien käyttöä. Kuviossa on breakpointeiksi valittu 
320 px, 768 px ja 1024 px. Resoluution ollessa pienempi tai yhtä suuri kuin kysei-
selle breakpointille on asetettu, astuvat kyseisen breakpointin tyylit voimaan. Jos 
siis resoluutio on 321 px:n ja 768 px:n välillä, ovat 768 px:n breakpointin tyylit voi-
massa. Kun resoluutio on pienempi tai yhtä kuin 320 px, astuvat 320 px:n break-
pointin tyylit voimaan. Kuvio 5 osoittaa media queryjen määritelmät kyseisille 
breakpointeille. 
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Kuvio 4. Esimerkki sivuston rakenteesta ja sisällön sijoittelusta eri breakpointien 
välillä. (Quintagroup [Viitattu 28.2.2014].) 
  
 
Kuvio 5. Media queryjen määritteleminen 
 
3.4 PHP 
PHP on Rasmus Lerdorfin vuonna 1995 julkaisema ohjelmointikieli. Sitä käytetään 
eniten dynaamisten Internet-sivujen (HTML-dokumenttien) luomisessa, mutta sitä 
voidaan käyttää myös komentoriviskriptien ajamiseen. (Tatroe, MacIntyre & Ler-
dorf 2013, 1-6.) Versiosta 5 lähtien PHP on myös tukenut täysin olio-ohjelmointia 
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(Tuxradar [Viitattu 10.3.2014]). Tässä luvussa käsitellään PHP:n käyttöä Internet-
sivuilla, koska se on tämän opinnäytetyön kannalta oleellisin käyttötarkoitus. 
Toimiakseen Internet-sivuilla, PHP vaatii PHP-tulkin ja palvelinohjelmiston. PHP-
tulkki suorittaa PHP-komentoja vastaavat asianmukaiset toiminnot ja palvelinoh-
jelmisto hoitaa generoitujen dokumenttien lähettämisen. Kaikki suurimmat palve-
linohjelmistot, kuten Apache ja Microsoft IIS, tukevat PHP:tä. PHP:n yhteensopi-
vuus eri käyttöjärjestelmien kanssa on myös erittäin hyvä. Se toimii useilla eri alus-
toilla, kuten Windows, Mac OS X ja Linux. PHP toimii myös monen eri tietokannan 
kanssa. (Tatroe, MacIntyre & Lerdorf 2013, 1-6.) 
PHP-sivut ovat yleisesti ottaen HTML-sivuja, joissa PHP-komennot on sijoitettu 
HTML-koodin sekaan (kuvio 6). Tällöin tarvitaan jokin tapa, millä voi kertoa, mikä 
osa koodista on PHP-koodia. Seuraavassa on esitelty neljä eri tapaa siitä, kuinka 
näytölle saadaan tulostettua teksti ”Hello world!” käyttämällä PHP:n echo-
komentoa. Jokainen esimerkeistä toimii, mutta ensimmäinen on suositeltu ja sa-
malla suosituin tapa: 
- <?php echo ”Hello world!”; ?> 
- <? echo ”Hello world!”; ?> 
- <% echo ”Hello world!”; %> 
- <script language=”php”>echo ”Hello world!”;</script>. (Tatroe, MacIntyre & 
Lerdorf 2013, 58-61.) 
 
Kuvio 6. PHP-koodia upotettuna HTML-koodiin 
3.5 Agavi 
Agavi on MVC-arkkitehtuurimallia noudattava PHP5-sovelluskehys. Se on tehty 
erittäin joustavaksi ja on helposti laajennettavissa. Agavi tarjoaa perusrungon 
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PHP-sovellukselle ja ratkaisun monille PHP-sovelluksen yleisimmille ongelmille ja 
rutiinitoimenpiteille. (Agavi [Viitattu 7.3.2014].) 
MCV-arkkitehtuurimallissa sovellus jaetaan kolmeen osaan: malli (model), näkymä 
(view) ja ohjain (controller). Malli sisältää sovelluksen logiikan. Ohjaimen tehtävä 
on tulkita tuleva pyyntö ja päivittää sovellusta kommunikoimalla mallin kanssa. 
Tämän jälkeen ohjain vielä suorittaa asianmukaisen näkymän. Näkymä kommuni-
koi mallin kanssa valmistellen ja lähettäen tulosteen käyttöliittymälle. (Agavi [Viitat-
tu 28.4.2014].) 
 
Kuvio 7. Web-pyynnön käsittely Agavi-sovelluskehyksessä. (Agavi [Viitattu 
28.4.2014].) 
 
Web-pyynnön käsittely Agavi-sovelluskehyksessä on havainnollistettu kuviossa 7. 
Agavi-sovelluskehyksessä malli on PHP-luokka. Sovelluksessa voi olla useita mal-
leja tai se voi koostua ainoastaan yhdestä mallista. Ohjaimista käytetään Agavi-
sovelluskehyksessä nimeä action. Action on mallin tapaan PHP-luokka ja yhdellä 
actionilla voi olla yksi tai useampi sitä vastaava näkymä. Web-pyynnön saapuessa 
Agavi-sovelluskehyksen reititysmekanismi valitsee pyyntöön sopivan actionin. 
Tämän jälkeen action suorittaa sovelluksen päivityksen kommunikoimalla mallin 
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kanssa. Lopuksi action vielä määrittelee, mikä sitä vastaavista näkymistä suorite-
taan seuraavaksi. Tämän jälkeen näkymä suorittaa tulosteen valmistelun ja lähet-
tää sen käyttöliittymälle. Näkymä voi lähettää tulosteen monella eri tavalla, kuten 
esimerkiksi XML-, JSON- tai HTML-muodossa. (Agavi [Viitattu 28.4.2014].) 
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4 Natiivit mobiilisovellukset 
Natiivi mobiilisovellus on älypuhelimella toimiva sovellus, joka on ohjelmoitu tietylle 
käyttöjärjestelmälle tietyllä ohjelmointikielellä. Se tarjoaa nopean suorituskyvyn ja 
on luotettava, eikä välttämättä tarvitse Internet-yhteyttä toimiakseen. Natiivi mobii-
lisovellus pystyy myös käyttämään hyväkseen puhelimen eri laitteita ja ominai-
suuksia, kuten kameraa tai kompassia. (Janssen [Viitattu 17.3.2014].) 
Hybridit sovellukset usein sekoitetaan natiiveihin sovelluksiin, mitä ne eivät kuiten-
kaan ole. Hybridisovellus ladataan ja asennetaan natiivin sovelluksen tapaan lait-
teeseen. Hybridisovellus kuitenkin toimii niin, että sovellukseen on upotettuna 
web-selain, joka hoitaa sovelluksen ulkoasun näyttämisen. Sovellus itsessään on 
siis pelkästään niin sanottu säiliö web-selaimelle, joka näyttää palvelimelta ladat-
tavan HTML-koodin. (Budiu 14.9.2013.) 
Tässä luvussa käsitellään kolmea vuoden 2013 toisen neljänneksen suurinta äly-
puhelinkäyttöjärjestelmää markkinaosuudeltaan mitattuna: Googlen Android, Ap-
plen iOS ja Microsoftin Windows Phone (Gartner 2013). 
4.1 Android-sovellukset 
Android on Linux-pohjainen mobiililaitteiden käyttöjärjestelmä. Vuoden 2013 alku-
puoliskolla se on yleisin älypuhelimissa käytetty käyttöjärjestelmä (Gartner 2013). 
Androidin kehitys alkoi vuonna 2005, kun Google osti kahta vuotta aiemmin perus-
tetun Android Inc -nimisen yrityksen, jonka tavoitteena oli kehittää entistä älyk-
käämpiä mobiililaitteita. Vuonna 2007 Google ja joukko muita mobiilialan yrityksiä 
perustivat Open Handest Alliance (OHA). OHA:n tärkeimpiä tavoitteita oli luoda 
avoimia standardeja, jotka paremmin vastasivat kuluttajien tarpeita. Ensimmäinen 
konkreettinen tulos OHA:lta nähtiin vuonna 2007, kun Androidin ensimmäinen ver-
sio julkaistiin. Se lisensoitiin kokonaan avoimen Apache Licencen alaiseksi. En-
simmäinen Android-puhelin oli T-Mobile G1, joka julkaistiin lokakuussa 2008. (Har-
ju 2013, 11-13.) 
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Androidin sovelluskehitys tapahtuu pääasiassa Javalla. Saatavilla on kuitenkin 
myös Native Development Kit (NDK), joka mahdollistaa Android-ohjelmien tekemi-
sen muillakin kielillä kuten esimerkiksi C-kielellä. Javalla ohjelmoitaessa täytyy 
Java-luokat kääntää Dalvik executables -tiedostoiksi, koska Android ei tue Javan 
bytekoodia. Android-ohjelmat suoritetaankin näin ollen Dalvik-virtuaalikoneessa. 
Dalvik on varta vasten Androidille suunniteltu virtuaalikone, joka on optimoitu ak-
kuvirtaa käyttäville mobiililaitteille, joiden muisti ja prosessoriteho on rajallinen. 
(Harju 2013, 12-13.) 
Suosituin Android-kehitysympäristöistä on Eclipse. Androidin kehittäjäsivuilta voi 
suoraan ladata ADT Bundle -paketin, jonka mukana tulee kaikki tarvittava Android-
sovelluskehityksen aloittamiseksi. ADT Bundle sisältää seuraavat asiat: 
- Eclipse ADT-lisäosien kera 
- Android SDK 
- Android-alusta työvälineet 
- Viimeisin Android-alusta 
- Android-järjestelmäkuva emulaattoria varten 
(Harju 2013, 17-18.) 
Älypuhelimelle tehtyä Android-ohjelmaa voidaan myös käyttää Android-
tableteissa. Vähimmäisvaatimus tälle on se, että käyttöliittymä on tehty joustavak-
si. Useimmiten on kuitenkin suositeltavaa lisätä sovellukseen myös ylimääräisiä 
resursseja, kuten esimerkiksi paremmin skaalautuvia layouteja. (Android API gui-
des [Viitattu 10.3.2014].) Hyvänä esimerkkinä tästä on listausnäkymä (kuvio 8). 
Oletetaan, että sovelluksessa on lista henkilöiden nimistä. Kun älypuhelimella va-
litsee listasta henkilön, aukeavat kyseisen henkilön tiedot uuteen ikkunaan koko 
näytölle, peittäen samalla listausnäkymän. Tablettien suuremman näyttökoon an-
siosta voidaan sama listausnäkymä tabletilla toteuttaa esimerkiksi niin että kun 
listasta valitaan henkilö, aukeavat tämän tiedot listan viereen. Tällöin sovelluksen 
käytettävyys paranee huomattavasti. 
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Kuvio 8. Listausnäkymät tabletilla ja älypuhelimella. (Android API guides [Viitattu 
10.3.2014].) 
4.2 iOS-sovellukset 
iOS on Applen kehittämä mobiililaitteille suunnattu käyttöjärjestelmä. Sitä käyte-
tään iPhoneissa, iPadeissa ja iPodeissa. Tällä hetkellä uusin versio käyttöjärjes-
telmästä on iOS 7. (Apple [Viitattu 4.4.2014].) 
iOS-sovelluksia voi tehdä vain Mac-tietokoneella. Tietokoneeseen on asennettava 
Xcode-kehitysympäristö, jonka voi ladata ilmaiseksi Mac App Storesta. Xcoden 
mukana tulee kaikki tarvittava iOS-sovelluskehitykseen. Se sisältää muun muassa 
työkalut sovelluksen testaukseen, käyttöliittymäsuunnitteluun, versionhallintaan, 
sovelluksen simuloimiseen tietokoneella ja julkaisemiseen sovelluskaupassa. (Ap-
ple [Viitattu 5.4.2014].) 
iOS-sovellukset voidaan Android-sovellusten tapaan tehdä toimimaan niin tabletilla 
kuin puhelimellakin. Tällöin ei tarvita erillistä sovellusta iPadia ja iPhonea varten, 
vaan sama sovellus voidaan tehdä toimivaksi kummallakin. (iPhone FAQ [Viitattu 
5.4.2014].) Ohjelmointi iOS:lle tapahtuu C-pohjaisella olio-ohjelmointikielellä Ob-
jective-C:llä. 
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4.3 Windows Phone -sovellukset 
Windows Phone on Microsoftin kehittämä mobiilikäyttöjärjestelmä. Käyttöjärjes-
telmän ensimmäinen versio, Windows Phone 7, julkaistiin vuonna 2010. (Bhushan 
2013.) Tällä hetkellä uusin versio käyttöjärjestelmästä on Windows Phone 8, johon 
myös tässä opinnäytetyössä keskitytään. 
Windows Phone 8, myöhemmin WP8, sovelluskehitystä varten on tietokoneeseen 
asennettava Windows Phone SDK 8.0, jonka voi ladata Windows Phonen kehittä-
jäsivustolta. Windows Phone SDK 8.0 vaatii toimiakseen Windows 8 64 bit:n käyt-
töjärjestelmän. SDK:n mukana tulevat kehitystyökalut sisältävät: 
- Visual Studio Express 2012 
- Windows Phone -emulaattori (kuvio 9), jonka avulla sovelluksia voi ajaa ja 
debugata tietokoneella  
- Microsoft Expression Blend Windows Phonelle. (Vaughan 2013, 1-3.) 
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Kuvio 9. Windows Phone 8 -emulaattori 
 
Ohjelmointikielenä WP8-versiolle käytetään pääasiassa C#-kieltä, mutta myös Vi-
sual Basic on tuettu. Käyttöliittymän tekemisessä vaihtoehdot ovat XAML, XNA tai 
Direct3D, joista XNA ja Direct3D soveltuvat peleihin ja XAML muihin sovelluksiin. 
(Vaughan 2013, 1-3.) 
WP8-sovellukset eivät toimi Windows-tableteissa. Windows-tablettia varten on 
tehtävä erillinen Windows 8 -sovellus. Microsoft kuitenkin julkaisi tiedon huhtikuun 
2014 alussa pidetyssä Build-konferenssissä, että Windows Phone 8.1 -sovellukset 
tulevat toimimaan myös Windows 8.1 -tietokoneissa ja -tableteissa (Gallo 
2.4.2014). Windows 8 -sovelluksien ohjelmointikielenä toimii niin ikään C# ja käyt-
töliittymä voidaan toteuttaa käyttämällä XAML-kieltä. 
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5 Natiivi mobiilisovellus kolmelle eri alustalle 
Tässä luvussa käydään läpi, mitä etuja ja haittoja Jakamon tekemisestä natiiveille 
sovelluksille on. Sovellusalustoiksi on valittu Windows Phone 8, iOS ja Android. 
Etuja ja haittoja on tarkasteltu käyttöönoton, ylläpidon ja käyttäjäkokemuksen nä-
kökulmasta. 
5.1 Käyttöönotto 
Jakamosta on toteutettuna niin sanotut kevytversiot Windows Phone 8- ja Android-
sovelluksista. Näiden sovellusten toiminnot rajoittuvat tiedon hakemiseen ja sen 
näyttämiseen. Olemassa olevia tietoja ei siis sovelluksen kautta voi muokata, eikä 
uutta tietoa syöttää. Kevytversioiden johdosta kaikkia sovelluksia ei siis tarvitse 
lähteä rakentamaan alusta asti. Windows Phone- ja Android-sovellukset voidaan 
laajentaa mahdollistamaan myös tiedon syöttö, jolloin iOS-sovellus on ainoa, joka 
täytyy tehdä alusta asti. 
Olemassa olevia sovellusten kevytversioita varten on jo myös rakennettuna niitä 
palveleva REST-rajapinta. Rajapinnan toiminnallisuus rajoittuu sovellusten kevyt-
versioiden tapaan tiedon tulostamiseen, eikä tiedon tallennus tai muokkaaminen 
ole mahdollista rajapinnan välityksellä. 
Sovelluksia ei ole pakko toteuttaa itse. Niiden toteutus voidaan myös ostaa muual-
ta. Hyvää tässä on se, että tällöin osaamista kaikille kolmelle alustalle ei tarvitse 
löytyä omasta takaa ja perustan sovelluksille luovat juuri kuhunkin järjestelmään 
erikoistuneet henkilöt. Erityisesti startup-vaiheen yritykselle tämä on varteenotetta-
va vaihtoehto, koska se tarjoaa nopean tavan edetä ja antaa yrityksen omille oh-
jelmoijille mahdollisuuden keskittyä yrityksen ydintuotteen kehittämiseen. Toisaalta 
sovelluksen hinta voi nopeasti kavuta niin korkeaksi, että sovelluksen hankkiminen 
muualta ei ole enää kannattavaa. 
Kuten jo aikaisemmin mainittiin, natiivien sovellusten tekeminen vaatii tuntemusta 
kustakin alustasta. Koska alustoiksi on valittu Android, iOS ja Windows Phone, 
täytyy osaamista olla kolmesta eri alustasta. Android- ja iOS-sovellukset toimivat 
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myös kyseisiä käyttöjärjestelmiä käyttävissä tableteissa, mutta Windows Phone 8  
-sovellukset eivät toimi Windows 8 -tableteilla. Puhelinsovelluksen täytyy olla Win-
dows Phone 8.1 -sovellus, jolloin se toimii myös Windows 8.1 -tabletilla. Sovelluk-
set vaativat kuitenkin optimointia ja näin ollen lisätyötä, jotta ne toimivat moitteetta 
kummassakin, puhelimessa ja tabletissa. 
Natiivit sovellukset tulee julkaista sovelluskaupassa, jotta käyttäjät voivat ladata 
niitä. Tämä tapahtuu yleisimmin kunkin käyttöjärjestelmän omassa sovelluskau-
passa. Android-sovellukset julkaistaan Google Play -kaupassa, iOS-sovellukset 
App Storessa ja Windows Phone -sovellukset Windows Phone Marketplacessa. 
Rekisteröityminen kuhunkin kauppaan julkaisijaksi maksaa kullekin kaupalle omi-
naisen hinnan. Näistä kolmesta halvin on Google Play, joka vaatii 25 $ kertamak-
sun rekisteröidyttäessä. Google Play on myös ainoa sovelluskauppa näistä kol-
mesta, johon rekisteröityminen maksaa kertamaksun. App Storen (iOS Developer 
Program) rekisteröitymismaksu on 99 $ vuodessa ja Windows Phone Market-
placen (Windows Dev Center) 75 € vuodessa. Natiivien sovellusten kulut eivät siis 
rajoitu ainoastaan niiden kehittämiseen, vaan niiden julkaiseminen maksaa vielä 
erikseen, vaikka summat ovatkin pieniä suhteessa varsinaisiin kehityskuluihin. 
5.2 Ylläpito 
Natiivit sovellukset ohjelmoidaan kullekin alustalle ominaisella kielellään ja niistä 
jokaisesta tulee erillinen sovellus, joka kommunikoi Jakamon REST-rajapinnan 
kanssa. Tällöin mitään natiivien sovellusten koodia ei ajeta Jakamon palvelimella 
eli natiivit sovellukset ovat niin sanotusti erillään Jakamon web-sovelluksesta. Näin 
ollen on erittäin epätodennäköistä saada Jakamon ominaisuuksia rikki päivittämäl-
lä natiiveja sovelluksia.  
Tällä hetkellä rajapinnan päivitystoimenpiteillä on minimaalinen vaikutus Jakamon 
web-sovellukseen, sillä web-sovellus käyttää rajapintaa hyväkseen hyvin vähän. 
Tämä voi kuitenkin tulevaisuudessa muuttua, jos rajapintaa laajennetaan myös 
palvelemaan enemmän web-sovellusta. Tällöin natiivit sovellukset ja web-sovellus 
käyttäisivät samaa rajapintaa, jolloin rajapinnan päivityksessä täytyisi huomioida 
niin natiivit sovellukset kuin web-sovelluskin. 
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Koska natiivit sovellukset ovat ”erillään” web-sovelluksesta, voidaan niiden uusia 
ominaisuuksia kehittää rauhassa web-sovelluksen rinnalla. Natiivien sovellusten 
testaukseenkin voidaan kohdistaa enemmän resursseja, koska web-sovelluksen 
toiminta ei ole riippuvainen natiivien sovellusten päivityksistä.  
Web-sovelluksen päivittämisessä täytyy taas ottaa natiivit sovellukset huomioon. 
Web-sovellukseen voidaan kuitenkin tehdä ulkoasumuutoksia ilman huolta natii-
veista sovelluksista. Tämän mahdollistaa Jakamon käyttämä Agavi-sovelluskehys. 
Vaikka natiivien sovellusten kehitys voidaan tehdä web-sovelluksen kehityksen 
rinnalla, vaatii se kuitenkin paljon resursseja. Kun natiiveihin sovelluksiin halutaan 
esimerkiksi lisätä uusi ominaisuus, täytyy kyseinen ominaisuus lisätä vähintään 
kolmeen eri sovellukseen (Windows Phone, iOS ja Android). Tämä vaatii siis sen, 
että yrityksestä löytyy osaamista kaikista näistä kolmesta eri alustasta. Myös web-
sovelluksen rajapinta täytyy pitää ajan tasalla. 
Natiivien sovellusten ylläpitokin on käyttöönoton tapaan mahdollista ulkoistaa. 
Tämä on todennäköisintä silloin, kun myös sovellusten toteutus on hankittu yrityk-
sen ulkopuolelta. Vaikka ylläpidon ulkoistaminen onkin mahdollista, se ei välttä-
mättä ole kaikista paras vaihtoehto. Ylläpitokustannukset saattavat tällöin kasvaa 
hyvin suuriksikin suhteessa päivitysten kokoon. Myös päivitysprosessin hallinnointi 
saattaa muodostua työlääksi. 
5.3 Käyttäjäkokemus 
Käyttäjäkokemuksen kannalta natiivi sovellus on oiva valinta. Sovellus toimii te-
hokkaasti kun se asennetaan mobiililaitteeseen. Se pystyy hyödyntämään hyvin 
puhelimen laitteistoa, mikä tekee sen käytöstä sujuvaa. 
Sovelluksen ulkoasu voidaan rakentaa kullekin laitteelle ja käyttöjärjestelmälle op-
timaaliseksi. Näin tehtäessä ulkoasun tiedetään toimivan aina halutulla tavalla. 
Sovellus voidaan myös rakentaa noudattamaan kunkin alustan suunnitteluohjeita 
(design guidelines), niin ulkoasun kuin toiminnallisuudenkin osalta. Kun sovellus 
on toteutettu näin, on käyttäjän helppo ja nopea omaksua sen käyttö, koska se 
toimii samaan tapaan kuin kyseisen alustan muutkin sovellukset. 
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Natiivit sovellukset voivat myös tehokkaasti hyödyntää mobiililaitteen muita laitteita 
ja ominaisuuksia, kuten esimerkiksi puhelinta, osoitekirjaa tai kameraa, riippuen 
laitteesta. Sovelluksen kautta voi esimerkiksi ottaa kameralla kuvan ja jakaa se tai 
etsiä henkilön yhteystiedot ja nopeasti ja vaivattomasti tallentaa ne laitteeseen. 
Asia, mikä parantaa huomattavasti natiivien sovellusten käyttäjäkokemusta, on 
push notificationit. Push notificationien avulla voidaan käyttäjälle ilmoittaa Jaka-
mossa tapahtuvista asioista ilman, että käyttäjän tarvitsee avata itse sovellusta. 
Tämä tuo huomattavaa lisäarvoa sovellukselle, sillä käyttäjä saa tiedon uusista 
tapahtumista välittömästi. 
Koska natiiveissa sovelluksissa sovelluksen ulkoasu määritellään itse sovelluk-
sessa, tarvitsee verkosta ladata vain ydintieto. Tämä pienentää huomattavasti da-
tansiirtomäärää ja nopeuttaa tiedon lataamista ja näyttämistä. Esimerkiksi kun na-
tiivilla sovelluksella avataan Jakamosta tiedote, ladataan verkosta vain dynaami-
nen tieto, kuten muun muassa kyseisen tiedotteen nimi ja julkaisija. Kaikki muu on 
määritelty sovelluksen lähdekoodissa. Kun sama tehdään web-sovelluksella, dy-
naamisen tiedon lisäksi ladataan myös tiedotesivun rakenne ja tyylimäärittelyt 
(HTML- ja CSS-koodi). Tämä hidastaa tiedotteen näyttämistä huomattavasti ver-
rattuna natiiviin sovellukseen. Verkosta ladattavan tiedon määrän tulisi muutenkin 
olla mahdollisimman pieni, sillä mobiiliyhteydet eivät välttämättä ole kovin nopeita, 
ja mobiiliyhteyden laskutus saattaa myös perustua siirrettyyn datamäärään. 
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6 Responsive web designia käyttävä web-sovellus 
Tässä luvussa käsitellään käyttöönoton, ylläpidon ja käyttäjäkokemuksen näkö-
kulmasta RWD-tekniikan käyttämisen etuja ja haittoja Jakamon web-
sovelluksessa. RWD-tekniikan toteutukseen Jakamossa on kaksi vaihtoehtoa: 
muuntaa nykyinen fixed web designia käyttävä versio RWD-tekniikkaa käyttäväksi 
tai luoda kaikkia laitteita palveleva uusi web-sovellus, joka on tehty mobile first  
-periaatteella ja käyttäen RWD-tekniikkaa. 
6.1 Käyttöönotto 
Toisin kuin natiiveissa sovelluksissa, RWD-tekniikkaa käyttävässä web-
sovelluksessa koodaus täytyy tehdä ainoastaan yhteen paikkaan. On siis olemas-
sa vain yksi sovellus, joka palvelee kaikkia alustoja ja laitteita. Tämä vähentää oh-
jelmointityön määrää ja ohjelmointiosaamistakaan ei tarvitse löytyä usealle eri 
alustalle. 
Ohjelmointityön vähentyessä määrittelytyö taas lisääntyy. Koska web-sovelluksen 
täytyy toimia kaiken kokoisilla näytöillä hyvin, täytyy sovelluksen ulkoasulle löytää 
breakpointit ja määritellä miten sisältö näkyy breakpointien välillä. Jos sovellus 
luodaan alusta asti mobile first -periaatetta noudattaen, tämä ei ole niin hankala 
asia, koska aluksi luodaan ulkoasu, joka toimii pienimmillä näytöillä. Tässä ulko-
asussa on sovelluksen runko eli siinä on kaikki oleellisimmat ja tärkeimmät asiat. 
Tämän jälkeen voidaan runkoon lisätä enemmän näytettäviä asioita aina sitä mu-
kaan, kun näyttökoko kasvaa. 
Jos olemassa oleva sovellus halutaan muokata käyttämään responsive web de-
signia, on asia paljon työläämpi. Määrittelyssä täytyy miettiä kullakin sivulla, mitkä 
elementit ja mikä sisältö on vähemmän tärkeää eli löytää niin sanotusti sivun run-
ko. Tämän takia isommille näytöille suunnitellusta ulkoasusta on vaikeampi määri-
tellä pienemmälle näytölle suunniteltu ulkoasu, koska sisällön ja elementtien li-
sääminen on aina helpompaa kuin niiden karsiminen. 
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Nykyisessä Jakamon web-sovelluksessa HTML-koodi lisätään niin sanottuihin 
template-tiedostoihin. Template-tiedostot suoritetaan Agavi-sovelluskehyksen mal-
lien toimesta. Käyttöliittymään liittyvä koodi on siis ainoastaan template-
tiedostoissa. Näin ollen responsive web design -tekniikan käyttäminen Agavi-
sovelluskehyksen yhteydessä edellyttää muutosten tekemistä ainoastaan templa-
te-tiedoistoihin. 
RWD-web-sovellusta voidaan käyttää laajalla kirjolla laitteita, joiden joukossa on 
muun muassa niin kosketusnäytöllisiä kuin perinteisiäkin tietokoneita. Tämän joh-
dosta täytyy sovelluksen ulkoasussa käytettävät elementit ja tekniikat valita niin, 
että kaikkia sovelluksen ominaisuuksia on mahdollista käyttää kaikilla laitteilla. 
Esimerkiksi joissain sovelluksissa navigointi perustuu siihen, että hiiri tulee viedä 
navigointiotsikon päälle, ja hiiren ollessa otsikon päällä aukeaa näkyviin lista si-
vuista, mihin voi siirtyä klikkaamalla listasta kyseisen sivun nimeä. Laitteella, jossa 
on hiiri, sovellus toimii vallan mainiosti, mutta kosketusnäytöllisellä laitteella asia 
on toinen. Tällöin käyttäjä ei voi siirtyä etusivulta mihinkään, koska kosketusnäytöl-
lä ei ”hiirtä voi viedä” navigointiotsikon päälle. 
Nykyinen Jakamon web-sovellus perustaa osan toiminnoistaan juuri sellaisille tek-
niikoille, jotka eivät kosketusnäytöillä toimi. Tämän takia sovelluksen muuntaminen 
responsiiviseksi vaatii samalla myös joidenkin toimintojen toimintaperiaatteen 
muuttamista. Luotaessa sovellus alusta asti mobile first -periaatteella voidaan 
kaikki toiminnot toteuttaa tekniikoilla, jotka toimivat myös kosketusnäytöillä. Tällöin 
kuitenkin käytettävissä olevien tekniikoiden määrä on vähäisempi. 
6.2 Ylläpito 
Ylläpidon näkökulmassa on samoja piirteitä kuin käyttöönotonkin näkökulmassa. 
Päivitykset ja uusien ominaisuuksien tekeminen täytyy myös tehdä vain yhteen 
paikkaan. Tämä johtuu siitä, että sama sovellus palvelee kaikkia laitteita ja alusto-
ja. 
Vaikka RWD-web-sovelluksen päivittäminen onkin siinä määrin helpompaa, että 
koodaus tarvitsee tehdä vain yhteen paikkaan, on sovelluksen ulkoasun päivittä-
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minen samalla myös työlästä. Tämä johtuu siitä, että tehtäessä pienintäkin muu-
tosta ulkoasuun, täytyy varmistua siitä, että tehty muutos toimii oikein jokaisen 
breakpointin välillä. Jos esimerkiksi halutaan muuttaa painikkeen paikkaa, täytyy 
ensiksi tehdä määritelmät siitä, kuinka painike päivityksen jälkeen näkyy kunkin 
breakpointin jälkeen. Tämä vaatii enemmän työtä määrittelydokumenttien tekijöiltä. 
Kun määrittelyt on tehty, täytyy ohjelmoijan muutoksen tehtyään vielä varmistua 
siitä, että painike näkyy oikein jokaisen breakpointin jälkeen. Vaikka siis koodaus 
tehdäänkin vain yhteen paikkaan, täytyy jokainen muutos käytännössä tehdä use-
ammin kuin kerran, tämä kuormittaa enemmän muitakin kuin ohjelmoijia. 
6.3 Käyttäjäkokemus 
RWD-web-sovelluksen ulkoasu määräytyy sen mukaan, minkä kokoisella laitteella 
sitä käytetään, eikä sen mukaan mikä käyttöjärjestelmä laitteessa on. Tämän joh-
dosta sovelluksen ulkoasu on keskenään samankokoisilla laitteilla aina samanlai-
nen. Tällöin esimerkiksi käyttäjän vaihtaessa puhelinta on sovellus samannäköi-
nen kuin vanhassakin puhelimessa, vaikka uudessa puhelimessa olisi eri käyttö-
järjestelmä. 
Koska sama RWD-web-sovellus toimii kaikilla laitteilla ja alustoilla, on sen www-
osoite myös sama kaikille laitteille, toisin kuin erillisissä mobiilisivuissa. Erillisten 
mobiilisivujen www-osoitteen alkuun lisätään esimerkiksi m. ja tällöin sisältö löytyy 
kahdesta osoitteesta. Tämä on käyttäjän kannalta hankala, koska linkit sivustolle 
voivat olla erilaisia riippuen käytettävästä laitteesta. Tämä ei ole myöskään hyväk-
si hakukoneoptimoinnin kannalta, koska sisältöä löytyy kahdessa eri osoitteessa. 
RWD-web-sovellusta käytetään internetselaimilla. Selaimia on markkinoilla paljon 
ja uusimmat teknologiat vaativat, että selaimien päivitykset pidetään ajan tasalla. 
Koska selaimet hoitavat HTML- ja CSS-koodin tulkitsemisen, elementtien ja tyylien 
ulkoasu vaihtelee selainkohtaisesti. Tämä saattaa aiheuttaa sekaannusta, jos 
käyttäjä käyttää web-sovellusta monella eri selaimella.  
Kaikki tekniikat eivät myöskään toimi kaikissa selaimissa. Tähän vaikuttaa myös 
se, onko selaimesta asennettuna uusin versio. Jos siis käyttäjä käyttää huonom-
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min tuettua selainta ja mahdollisesti vielä vanhentunutta versiota siitä, saattavat 
web-sovelluksen jotkin ominaisuudet toimia huonosti tai lakata toimimasta koko-
naan.  
Eri selaimet ja niiden versiot voidaan ottaa huomioon web-sovelluksen kehitysvai-
heessa. Vanhojen selainversioiden tukeminen kuitenkin rajoittaa hyvin paljon sitä, 
minkälaisia ominaisuuksia sovellukseen voidaan tehdä. Yleensä juuri tämän takia 
uusimmista ja samalla käytettävyydeltään parhaista ominaisuuksista joudutaan 
luopumaan. 
Mitä pienemmällä laitteella RWD-web-sovellusta käytetään, sen vähemmän näy-
töllä tulee myös näkyä tietoa. Tämä on suositeltava käytäntö siksi, että pienemmil-
lä laitteilla on luonnollisesti vähemmän näyttötilaa ja näin ollen näytettävä sisältö 
tulee priorisoida. Priorisointi tehdään sen mukaan, mitä pienempi näyttö on, sitä 
oleellisempaa ja tärkeämpää näytettävän tiedon tulee olla, jolloin epäoleellisem-
mat tiedot piilotetaan. Tällöin pienellä laitteella sovellusta käyttävä käyttäjä ei pää-
se näihin epäoleellisimpiin tietoihin käsiksi. Osaa sivun sisällöstä ei ole tietenkään 
pakko määrittää piilotettavaksi pienemmillä näytöillä. Se on kuitenkin suositelta-
vaa, sillä useimmat sovellusta käyttävät käyttäjät eivät tarvitse näitä epäoleelli-
sempia tietoja. Tällöin sovelluksesta tulee selkeämpi ja käyttäjä löytää haluaman-
sa tiedot nopeammin. 
Epäoleellisemman sisällön piilottaminen ei kuitenkaan tarkoita sitä, että sisältöä ei 
ladata. Vaikka osa sisällöstä piilotetaankin pienemmillä laitteilla, niitä koskevat 
HTML- ja CSS-koodi ladataan siitä huolimatta. Käyttäjä huomaa tämän lataus-
ajoissa, muttei itse sivun sisällössä. Usein pienempien laitteiden, kuten puhelinten 
ja tablettien, internet-yhteydet ovat hitaampia tai käyttäjä on sellaisessa paikassa, 
missä internetyhteys on epävakaa. Tällöin siirrettävän datamäärän tulisi olla mah-
dollisimman pieni. Näin ei kuitenkaan web-sovellusta käytettäessä ole, sillä selain 
lataa kaiken HTML- ja CSS-sisällön, huolimatta käytettävän laitteen koosta. Tällöin 
ladattava datamäärä ei ole yhtään sen pienempi, kuin se olisi käyttäjän käyttäessä 
web-sovellusta kiinteällä internetyhteydellä pöytäkoneeltaan. 
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7 Mobiililaitteille optimoitu responsive web designia käyttävä 
web-sovellus 
Tässä luvussa käsitellään käyttöönoton, ylläpidon ja käyttäjäkokemuksen näkö-
kulmista hyviä ja huonoja puolia erillisen, mobiililaitteille kohdistetun, web-
sovelluksen tekemisestä. Web-sovellus sisältäisi kaikki tärkeimmät Jakamon toi-
minnot. Se tultaisiin toteuttamaan käyttäen responsive web designia ja se olisi op-
timoitu älypuhelimille ja tableteille. Näin ollen tuloksena olisi kaksi web-sovellusta, 
joista toinen on optimoitu mobiililaitteille. 
7.1 Käyttöönotto 
Tehtäessä erillistä mobiililaitteille optimoitua web-sovellusta, voidaan sovellus teh-
dä mobile first -periaatteen mukaisesti. Tämä helpottaa sovelluksen tekemistä sii-
nä määrin, että voidaan aluksi keskittyä tekemään sovellus toimivaksi pienimmillä 
mobiililaitteilla. Tämän jälkeen sovellusta voidaan laajentaa toimimaan myös suu-
rempinäyttöisillä laitteilla, kuten tableteilla. Kaikista suurimpinäyttöisille laitteille, 
kuten pöytätietokoneille, ei sovellusta tarvitse edes optimoida. Tämä johtuu siitä, 
että Jakamon varsinainen web-sovellus on tarkoitettu näitä suurempinäyttöisiä 
laitteita varten. 
Sovelluksen alulle paneminenkaan ei ole niin suuritöinen asia, kuin esimerkiksi 
natiivien sovellusten alulle paneminen. Erillisen web-sovelluksen tapauksessa tar-
vitsee tehdä yksi uusi sovellus, toisin kuin esimerkiksi natiivien sovellusten ta-
pauksessa tarvitsee tehdä kolme eri sovellusta. 
Erillinen web-sovellus on natiivien sovellusten tapaan irrallaan Jakamon varsinai-
sesta web-sovelluksesta. Tällöin erillisen web-sovellusta voidaan kehittää varsi-
naisen web-sovelluksen rinnalla. Tämä tarkoittaa myös sitä, että erilliseen web-
sovellukseen tehdyillä muutoksilla on hyvin pieni mahdollisuus rikkoa varsinaista 
web-sovellusta. 
Kuten jo aikaisemmin on mainittu, erillisen web-sovelluksen kehittäminen tarkoit-
taa sitä, että se toimisi varsinaisen web-sovelluksen rinnalla. Vaikka erillinen web-
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sovellus, joka käyttää RWD-tekniikkaa, onkin optimoitu mobiililaitteille, ei tämä sul-
je pois sitä, etteikö erillisestä sovelluksesta voida myöhemmin laajentaa kaikkia 
laitteita palvelevaa sovellusta. Jos nimittäin myöhemmin halutaan siirtyä yksin-
omaan kaikkia laitteita palvelevaan RWD-tekniikkaa käyttävään web-sovellukseen, 
olisi siirtyminen paljon helpompaa jo olemassa olevan mobiililaitteita palvelevan 
RWD-web-sovelluksen johdosta. Mobiililaitteille optimoidun RWD-web-sovelluksen 
kehityksessä saataisiin lisäksi selvitettyä parhaat toimintatavat ja tekniikat RWD-
tekniikasta, jotka sopivat parhaiten juuri Jakamon tarpeisiin. Tällöin siirryttäessä 
yksinomaan RWD-web-sovelluksen käyttöön, pystyttäisiin myös välttämään mah-
dollisia harha-askeleita, koska kyseiset askeleet olisi jo otettu mobiililaitteille opti-
moidun web-sovelluksen kanssa. Siirtyminen yksinomaan RWD-web-sovelluksen 
käyttöön saattaa olla tulevaisuudessa hyvinkin mahdollista, sillä RWD-sovellusten 
ja -sivustojen suosio on koko ajan kasvussa. 
7.2 Ylläpito 
Erillisen web-sovelluksen ylläpidossa päivitykset täytyy tehdä vain yhteen paik-
kaan varsinaisen web-sovelluksen lisäksi. Itse erillisen sovelluksen päivitykset 
vaativat määrittelytyötä riippuen siitä, onko sovellus tehty tukemaan pieninäyttöis-
ten laitteiden (älypuhelimet) lisäksi myös isompinäyttöisiä laitteita (tabletit). Jos 
sovellus tukee myös isompinäyttöisiä laitteita, täytyy määrittelyssä ottaa nämäkin 
laitteet huomioon, jolloin on varmistuttava siitä, että sovellus toimii kunkin kokoisel-
la näytöllä. Itse ohjelmoinnissa tämä on esimerkiksi natiiveja sovelluksia huomat-
tavasti helpompaa toteuttaa, koska koodaus tarvitsee tehdä varsinaisen web-
sovelluksen lisäksi ainoastaan yhteen paikkaan, eikä osaamista useasta alustasta 
tarvita. 
Koska erillinen web-sovellus on erillään Jakamon varsinaisesta web-
sovelluksesta, eivät niihin tehtävät ulkoasumuutokset vaikuta toisiinsa. Jos esi-
merkiksi erillisessä web-sovelluksessa halutaan painiketta siirtää sivun vasem-
masta laidasta oikeaan laitaan, voidaan kyseinen muutos tehdä ilman huolta siitä, 
miten se vaikuttaa varsinaiseen web-sovellukseen. 
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7.3 Käyttäjäkokemus 
Käyttäjäkokemukseltaan erillinen RWD-web-sovellus on pitkälti samanlainen kuin 
kaikkia laitteita palveleva RWD-web-sovellus. Erona kuitenkin se, että erillisen 
web-sovelluksen www-osoite on eri kuin varsinaisen web-sovelluksen. Tämä joh-
tuu siitä, että sovelluksia on kaksi ja ne ovat erillään toisistaan. 
Erillisellä web-sovelluksella ei voida myöskään hyödyntää kaikkia käytettävän lait-
teen sisältämiä laitteita ja ominaisuuksia. Näihin lukeutuvat muun muassa kamera 
ja push notificationit. Sovelluksen tehokkuus ei myöskään yllä samalle tasolle na-
tiivien sovellusten kanssa. Tämä johtuu siitä, että sovellus ei pysty hyödyntämään 
täysin käytettävän laitteen laitteistoa, koska sitä käytetään selaimessa. Myös la-
tausajat ovat pidemmät kuin natiiveissa sovelluksissa. Tämä johtuu juuri siitä, että 
pelkän dynaamisen tiedon lataamisen sijasta, kaikki ulkoasumäärityksetkin 
(HTML- ja CSS-koodi) ladataan verkosta. 
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8 Johtopäätökset 
Tässä opinnäytetyössä pyrittiin selvittämään, mikä on paras ratkaisu Jakamon 
viemisestä mobiililaitteille. Tarkasteltaviksi ratkaisuvaihtoehdoiksi valittiin kolme 
seuraavaa: 
- Natiivi mobiilisovellus Androidille, iOS:lle ja Windows Phone 8:lle 
- Responsive web designia käyttävä web-sovellus, joka palvelee kaikkia lait-
teita 
- Mobiililaitteille optimoitu erillinen RWD-web-sovellus nykyisen web-
sovelluksen rinnalle 
Opinnäytetyössä kävi ilmi, että natiivien mobiilisovellusten käyttäjäkokemus on 
ylivoimaisesti paras, kun taas käyttöönotto ja ylläpito vaativat muita enemmän työ-
tä ja osaamista. Natiivien sovellusten tehokas ja sujuva toimiminen sekä mahdolli-
suus käyttää mobiililaitteen omia laitteita ja ominaisuuksia, kuten esimerkiksi ka-
meraa ja push notificationeita, nostavat käyttäjäkokemuksen näistä kolmesta par-
haaksi. Näiden lisäksi latausajat ja ladattava datamäärä ovat pienimmät näistä 
kolmesta. Käyttöönoton ja ylläpidon suurempiin työmääriin vaikuttaa juuri se, että 
sovellukset halutaan saada kolmelle eri alustalle. Natiivien sovellusten käyttöön-
otossa ja ylläpidossa hyvää on kuitenkin se, että niitä voidaan kehittää ja päivittää 
web-sovelluksen rinnalla. Tämä tarkoittaa sitä, että natiivit sovellukset eivät sanele 
ehtoja web-sovelluksen päivityksille. 
Toisena vaihtoehtona oli responsive web designia käyttävä web-sovellus. Tästä 
vaihtoehdosta selvisi parhaiksi puoliksi sen yhteensopivuus kaikkien eri laitteiden 
kanssa. Käyttöönotossa ja ylläpidossa on vain yksi sovellus, mitä kehittää ja päivit-
tää. Näin ollen osaamista useasta alustasta ei tarvita. Käyttöönotto on kuitenkin 
todella työlästä, sillä ohjelmoinnin lisäksi määrittelytyö vaatii myös paljon työtä. 
Lisäksi sovellusta ei voisi julkaista, ennen kuin siinä on kaikki nykyisen web-
sovelluksen ominaisuudet (vertaa erillinen RWD-web-sovellus). Käyttöönoton ta-
paan myös päivitys vaatii paljon määrittelytyötä, sillä ulkoasut täytyy määritellä 
niin, että ne toimivat kaiken kokoisilla näytöillä. Käyttäjäkokemuksessa RWD-web-
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sovellus ei yllä natiivien sovellusten kanssa samalle tasolle, sillä useat eri näyttö-
koot ja vaatimus tukea myös kosketusnäyttöjä, asettavat rajoituksia valittaviin tek-
niikoihin. Myös latausnopeudet ja ladattavat datamäärät ovat suurempia, sillä dy-
naamisen tiedon lisäksi myös sivujen rakenne- ja tyylimäärittelyt täytyy ladata ver-
kosta. 
Kolmas vaihtoehto oli erillisen mobiililaitteille optimoidun RWD-web-sovelluksen 
tekeminen. Tässä vaihtoehdossa tuli esiin kahden aikaisemman vaihtoehdon hyviä 
ja huonoja puolia. Käyttäjäkokemus oli samaa luokkaa, kuin responsive web de-
signia käyttävän web-sovelluksenkin tapauksessa. Ainoana erona se, että tämä 
sovellus toimisi varsinaisen web-sovelluksen rinnalla ja palvelisi mobiililaitteita äly-
puhelimista tabletteihin, jolloin työpöytätietokoneet käyttäisivät varsinaista web-
sovellusta. Käyttöönoton kannalta tämä vaihtoehto oli paras, sillä se voidaan kehit-
tää olemassa olevan web-sovelluksen rinnalla käyttäen mobile first -ajattelutapaa. 
Myös ylläpito oli tässä tapauksessa helpointa, koska erilliseen RWD-web-
sovellukseen tehtävillä muutoksilla on erittäin pieni mahdollisuus rikkoa varsinaista 
web-sovellusta. Tässä tapauksessa ei myöskään osaamista usealle alustalle tarvi-
ta, sillä varsinaisen web-sovelluksen lisäksi olisi olemassa vain yksi sovellus, joka 
palvelee mobiililaitteita. 
Näin ollen voidaankin sanoa, että jos käyttäjäkokemuksesta ollaan valmiita tinki-
mään käyttöönoton ja ylläpidon kustannuksella, niin erillisen RWD-web-
sovelluksen tekeminen vaikuttaa olevan paras vaihtoehto. Käyttäjäkokemus on siis 
huonompi kuin natiivien sovellusten, mutta tätä kompensoi helpompi käyttöönotto 
ja ylläpito. Lisäksi tämä ratkaisuvaihtoehto antaa hyvät valmiudet sille, että tulevai-
suudessa voidaan, niin halutessa, helpommin siirtyä yhteen responsive web de-
signia käyttävään sovellukseen, joka palvelee kaikkia laitteita. 
Natiivit sovellukset ovat kuitenkin paras vaihtoehto, jos halutaan käyttäjäkokemuk-
seltaan paras ratkaisu, ja ollaan valmiita käyttämään hiukan enemmän resursseja 
käyttöönottoon ja ylläpitoon. Natiiveissa sovelluksissa on ylivoimaisesti paras käyt-
täjäkokemus, mutta ne vaativat etenkin käyttöönotolta enemmän työtä. 
Näistä kolmesta selkeästi huonoin vaihtoehto on responsive web designia käyttä-
vän web-sovelluksen tekeminen. Tämän vaihtoehdon hyvät ja huonot puolet ovat 
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lähes samat kuin erillisen RWD-web-sovelluksen tapauksessa. Huonona puolena 
erilliseen RWD-web-sovellukseen verrattuna on kuitenkin se, että kaikkia laitteita 
palvelevaa RWD-web-sovellusta ei voida kehittää varsinaisen web-sovelluksen 
rinnalla. Tällöin alkuvaiheen startup-yrityksenä, Jakamon kaikki ohjelmistokehitys-
resurssit menisivät sovelluksen käyttöönottoon eli käytännössä olemassa olevan 
tuotteen muuntamiseksi toimimaan mobiililaitteilla. Tämä taas käytännössä pysäyt-
täisi muun sovelluskehityksen, johon etenkin startup-yrityksessä ei ole varaa. 
Taulukko 1 kuvaa kunkin ratkaisuvaihtoehdon soveltuvuutta eri näkökulmista kat-
sottuna. 
Taulukko 1. Ratkaisuvaihtoehtojen soveltuvuus näkökulmittain 
 
Natiivit sovellukset RWD web-sovellus 
Mobiililaitteille optimoi-
tu RWD-sovellus 
Käyttöönotto - - + 
Ylläpito - + + 
Käyttäjäkokemus + - - 
 
Tehtävänä oli tuoda esiin kunkin vaihtoehdon hyvät ja huonot puolet ja näiden 
pohjalta löytää paras ratkaisuvaihtoehto. Yksiselitteisesti parasta vaihtoehtoa ei 
kuitenkaan voida tässä vaiheessa sanoa. Tämä johtuu siitä, että näkökulmien 
(käyttöönotto, ylläpito ja käyttäjäkokemus) tärkeysjärjestystä ei oltu työnantajan 
toimesta vielä määritetty. Yhteenvetona voidaan kuitenkin todeta, että käyttöön-
oton kannalta erillinen mobiililaitteille optimoitu web-sovellus on paras vaihtoehto. 
Ylläpidon kannalta parhaat vaihtoehdot ovat responsive web designia käyttävä 
web-sovellus ja erillinen mobiililaitteille optimoitu web-sovellus, näiden kahden vä-
lillä ei ole merkittävää eroa. Käyttäjäkokemuksen kannalta natiivit sovellukset ovat 
puolestaan paras vaihtoehto. On huomattava, että nämä johtopäätökset on tehty 
startup-vaiheen yrityksen näkökulmasta, jolloin valitun ratkaisun toteutuksessa on 
otettava huomioon käytettävät resurssit ja nopea eteneminen. 
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9 Yhteenveto 
Työssä tutkittiin vaihtoehtoisia tapoja käyttää Jakamo Osakeyhtiön Jakamo-
nimistä web-sovellusta mobiililaitteilla. Aluksi tutkittiin tekniikoita, joita web-
sovelluksessa käytetään. Tämä sisälsi myös responsive web design -tekniikan, 
joka mahdollistaa web-sovelluksen käyttöliittymän optimoimisen mobiililaitteille. 
Tämän jälkeen tutkittiin kolmea suosituinta mobiilikäyttöjärjestelmää ja niiden so-
velluskehityksen vaatimuksia. 
Kun tarvittavat tekniikat oli kartoitettu ja tutkittu, siirryttiin pohtimaan kolmen ratkai-
suvaihtoehdon etuja ja haittoja. Ratkaisuvaihtoehdoiksi oli työnantajan toimesta 
valittu natiivien mobiilisovellusten tekeminen kolmelle eri alustalle, responsive web 
designia käyttävän web-sovelluksen tekeminen ja mobiililaitteille optimoidun res-
ponsive web designia käyttävän web-sovelluksen tekeminen. Etuja ja haittoja poh-
dittiin käyttöönoton, ylläpidon ja käyttäjäkokemuksen näkökulmasta. 
Työssä tultiin siihen tulokseen, että käyttäjäkokemuksen kannalta paras ratkaisu 
on natiivien mobiilisovellusten tekeminen. Käyttöönoton ja ylläpidon kannalta mo-
biililaitteille optimoidun responsive web designia käyttävän web-sovelluksen teke-
minen on paras vaihtoehto. Yhtä parasta vaihtoehtoa ei löytynyt, koska ratkaisu-
vaihtoehtojen paremmuus vaihteli näkökulmien välillä ja näkökulmien tärkeysjär-
jestystä ei oltu työnantajan toimesta vielä määritetty. 
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