A bidirectional transformation consists of pairs of transformations -a forward transformation get produces a target view from a source, while a putback transformation put puts back modifications on the view to the source-satisfying sensible roundtrip properties. Existing bidirectional approaches are get -based in that one writes (an artifact resembling) a forward transformation and a corresponding backward transformation can be automatically derived. However, the unavoidable ambiguity that stems from the underspecification of put often leads to unpredictable bidirectional behavior, making it hard to solve nontrivial practical synchronization problems with existing bidirectional transformation approaches. Theoretically, this ambiguity problem could be solved by writing put directly and deriving get , but differently from programming with get it is easy to write invalid put functions. An open challenge is how to check whether the definition of a putback transformation is valid, while guaranteeing that the corresponding unique get exists. In this paper, we propose, as far as we are aware, the first safe language for supporting putback-based bidirectional programming. The key to our approach is a simple but powerful language for describing primitive putback transformations. We show that validity of putback transformations in this language is decidable and can be automatically checked. A particularly elegant and strong aspect of our design is that we can simply reuse and apply standard results for treeless functions and tree transducers in the specification of our checking algorithms.
Introduction
Bidirectional transformations (BXs for short) [6, 10, 16] , originated from the view updating mechanism in the database community [1, 7, 12] , have been recently attracting a lot of attention from researchers in the communities of programming languages and software engineering since the pioneering work of Foster et al. on a combinatorial language for bidirectional tree transformations [10] . Bidirectional transformations provide a novel mechanism for synchronizing and maintaining the consistency of information between input and output, and have seen many interesting applications, including the synchronization of replicated data in different formats [10] , presentation-oriented structured document development [17] , interactive user interface design [22] or coupled software transformation [20] .
A bidirectional transformation basically consists of a pair of transformations: the forward transformation get s is used to produce a target view v from a source s, while the putback transformation put s v is used to reflect modifications on the view v to the source s. These two transformations should be well-behaved in the sense that they satisfy the following round-tripping laws.
The GetPut property requires that not changing the view shall be reflected as not changing the source, while the PutGet property requires all changes in the view to be completely reflected to the source so that the changed view can be computed again by applying the forward transformation to the changed source. where we use the view to replace A elements, impose no effect on B elements, and stop when both the source and view lists are empty. We also deal with the cases when the view and the source lists do not have sufficient elements.
Bidirectional programming is to develop well-behaved BXs in order to solve various synchronization problems. A straightforward approach to bidirectional programming is to write two unidirectional transformations. Although this adhoc solution provides full control over both get and putback transformations and can be realized using standard programming languages, the programmer needs to show that the two transformations satisfy the well-behavedness laws, and a modification to one of the transformations requires a redefinition of the other transformation as well as a new well-behavedness proof.
To ease and enable maintainable bidirectional programming, it is preferable to write just a single program that can denote both transformations, which has motivated two different methods. One is to allow users to write the forward
