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Sommario
Elaborato  di  tesi  magistrale  che  descrive,  l'intero
processo  di  realizzazione  di  un'interfaccia  avanzata  per
l'autocorrezione,  da  parte  degli  studenti,  di  esercizi  d'esame
caricati,  dai  docenti,  sulla  piattaforma  Web-CAT.
Esso parte dalla descrizione step-by-step del set up dell'ambiente 
di lavoro e continua con il commento ad uno shell script realizzato 
per l'automatizzazione di tale processo.
Si  passa  poi  a  dare  uno  sguardo  alla  concreta  realizzazione 
dell'interfaccia (avvenuta utilizzando i  WebObjects), passando da 
alcune  simulazioni  d'esame  per  la  verifica  del  suo  corretto 
funzionamento, giungendo fino alla guida di installazione ed alle 
guide  all'uso  (differenziate  per  gli  utenti  docenti  e  studenti) 
dell'intero sistema.
Infine, si suggeriscono nuovi spunti di ampliamento migliorativo 
del sistema oggetto di studio.
4
Indice
1 Introduzione...................................................................................8
2 Struttura dell'elaborato................................................................11
3 Requisiti del sistema....................................................................12
3.1 Obiettivi.....................................................................................12
3.2 Requisiti dell'interfaccia...........................................................12
3.2.1 Interfaccia lato docente........................................................12
3.2.2 Interfacce lato studente........................................................14
3.2.3 Interfacce in comune............................................................17
4 Analisi qualitativa della struttura di Web-CAT...........................19
4.1 Preambolo.................................................................................19
4.2 Struttura del database.............................................................20
4.3 Struttura del codice..................................................................22
4.4 Maggior dettaglio.....................................................................25
5 Scelte progettuali e sviluppo software.........................................28
5.1 Introduzione.............................................................................28
5.2 Il database................................................................................29
5.2.1 Astrazione delle tabelle in classi Java..................................30
5.3 Classi principali........................................................................33
5.3.1 Classi create..........................................................................39
5.3.2 Rules e pattern composite...................................................40
5.3.3 Listing's lines........................................................................41
5.3.4 StudentExamManager.........................................................42
5.3.5 Il file descriptor e struttura della sottomissione d'esame...45
5.3.6 Perl scripts............................................................................47
5.3.7 Pattern proxy su StudentDescriptor....................................48
6 Setup dell'ambiente di sviluppo..................................................48
6.1 Gli strumenti software usati....................................................48
6.2 Installazione di eclipse e dei WebObjects...............................49
5
6.3 Installazione di WOLips...........................................................51
6.4 Binding dei WebObjects con eclipse e WOLips......................52
6.5 Installazione di Project Wonder..............................................53
6.6 Conclusione..............................................................................53
7 Web-CAT: dal codice sorgente al build.......................................54
7.1 Prima di cominciare..................................................................55
7.2 Reperire i sorgenti di Web-CAT...............................................56
7.2.1 Aggancio al repository CVS e check out dei sorgenti...........56
7.3 Reperire le librerie mancanti...................................................58
7.3.1 Il supporto a runtime del servlet container.........................60
7.3.2 Eliminare le incompatibilità tra diverse versioni dei 
WebObjects....................................................................................61
7.3.3 Da un'istanza Web-CAT, al workspace di eclipse................66
7.3.4 Consistenza dei classpaths...................................................69
8 WebObjects in breve....................................................................70
8.1 Cos'è WebObjects?...................................................................70
8.2 Cenni storici.............................................................................70
8.3 Strumenti per la programmazione...........................................71
8.4 Concetti base............................................................................72
8.4.1 Key-Value Coding (KVC)......................................................74
8.4.2 Request-Response Loop......................................................75
9 Guide............................................................................................77
9.1 Guida all'installazione..............................................................77
9.2 Guida per il docente.................................................................79
9.2.1 Creare un nuovo esame........................................................79
9.2.2 Caricare un esame...............................................................80
9.2.3 Controllare le correzioni......................................................82
9.3 Guida per lo studente..............................................................83
10 Esempi d'esame.........................................................................89
6
10.1 Simple Algorithms (versione Java)........................................91
10.1.1 Testo.....................................................................................91
10.1.2 Una soluzione......................................................................91
10.1.3 File di test JUnit.................................................................93
10.2 Integer Stack (versione Cpp).................................................95
10.2.1 Il testo.................................................................................95
10.2.2 Una soluzione.....................................................................96
10.2.3 Il file di test CxxTest..........................................................98
10.2.4 La simulazione...................................................................99
10.3 String Checks (versione Java)..............................................102
10.3.1 La traccia...........................................................................102
10.3.2 Una soluzione...................................................................103
10.3.3 Il file di test JUnit.............................................................104
10.4 An infinite FIFO Structure (versione Java).........................106
10.4.1 Testo..................................................................................106
10.4.2 Una soluzione...................................................................107
10.4.3 Il file di test JUnit.............................................................108
10.4.4 La simulazione..................................................................109
11 Sviluppi futuri proposti..............................................................111
12 Conclusioni................................................................................113
13 Riferimenti bibliografici............................................................115
14 Riferimenti sitografici...............................................................116
14.1 Da sourceforge.......................................................................116
14.2 Da wikipedìa..........................................................................117
 Ringraziamenti.............................................................................122
7
1 Introduzione
Nell'intero  arco  temporale  di  durata  di  un  corso  di 
programmazione universitario, un docente, può trovarsi di fronte 
mediamente un centinaio di studenti e di conseguenza, trovarsi a 
dover correggere, testare e valutare, un elevato numero di compiti 
[DELVIGNA 2012].
Si possono fare le stesse considerazioni se si pensa che durante lo 
svolgimento di un'esercitazione in laboratorio di una classe avente 
un  elevato  numero  di  studenti,  risulta  difficile,  per  al  più  due 
docenti, riuscire ad assistere in modo adeguato ciascuno studente 
[DELVIGNA 2012].
Si  consideri,  inoltre,  che  la  recente  riforma  del  sistema 
universitario  italiano ha drasticamente  peggiorato la  situazione. 
Essa è stata fonte di scoraggiamento nell'intrapresa della carriera 
accademica, principalmente per via dei tagli ai fondi destinati alle 
borse di studio per i dottorati di ricerca, creando il conseguente 
effetto di riduzione del numero di dottorandi che, nella prima fase 
del  loro  percorso  accademico,  costituiscono  un  valido  ed  attivo 
aiuto nell'ambito didattico [CILEST 2013].
A fronte  di  tutte  queste difficoltà  (che comunque non risultano 
essere  le  sole),  ci  si  è  resi  conto che  converrebbe adottare  uno 
strumento software di assistenza all'insegnamento  (software for 
teaching assistance).
A  tale  proposito,  dopo  diverse  analisi,  si  è  deciso  di  eleggere 
l'applicazione  Web-CAT1 a  migliore  strumento,  in  circolazione 
1 Web-CAT  (Web-based  Center  for  Automated  Testing) è  un'applicazione  web (basata  su 
WebObjects e  Project  Wonder,  vedi capitolo  8)  per  il  testing  automatico  di  esercizi  di 
programmazione. I linguaggi di programmazione da esso supportati nativamente sono due 
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utilizzabile.  Il  motivo  predominante  di  tale  scelta  è  dovuto  alla 
natura  open  source dell'applicazione  sopra  menzionata 
[DELVIGNA 2012], ovvero alla non preclusione della possibilità di 
apportarvi, facilmente, eventuali modifiche strutturali.
Vien da sé  che si  può far  meglio  che restringersi  all'assistenza 
software  per  le  sole  attività  di  insegnamento  ed  esercitazione 
(che indicheremo più brevemente con assistenza software per le  
attività  d'insegnamento). Si può estendere,  infatti,  tale concetto 
anche all'assistenza per la correzione e la valutazione degli esami 
(più in breve all'assistenza software per le attività d'esame).
Inutile dire che  Web-CAT è un software completo per gli aspetti 
riguardanti  l'assistenza  alle  attività  d'insegnamento [CILEST
2013] e  [MUWCAT 2012].  Esso,  però,  non copre  nessuno degli 
aspetti riguardanti l'assistenza alle attività d'esame.
Attualmente tra gli strumenti che forniscono al docente assistenza 
software  per  le  attività  d'esame,  vi  è  quello  descritto  in 
[LETTIERI 2013]. Questo software è stato testato per più di un 
decennio  per  la  valutazione  degli  esercizi  di  programmazione 
eseguiti dagli studenti durante l'esame di  Calcolatori Elettronici 
per il  corso di laurea triennale in Ingegneria Informatica presso 
la facoltà di Ingegneria dell'Università di Pisa.
Cpp e Java.  Per entrambi, il sistema si  appoggia, per quanto riguarda il processo di  TDD 
(Test Driven Development, in italiano Sviluppo guidato dalle verifiche), a due frameworks 
(Junit [sJUNIT], per il testing di units scritte in Java e CxxTest [sCXXTEST] per il  testing di 
units scritte  in  Cpp) immersi  all'interno  dei  due  rispettivi  plugins  CppTddPlugin e 
JavaTddPlugin (per approfondimenti ulteriori si considerino [SALVINI 2012] e [FORMICH
2013]).  Tuttavia,  Web-CAT è  stato  progettato  in  modo  tale  da  poter  essere  facilmente 
ampliato.  Pertanto  è  possibile  trovare  in  rete  diversi  plugins  (ad  esempio  quello  per  il 
linguaggio  Python [fPYTHON]),  oppure  è,  altresì,  possibile  scriversi  autonomamente  il 
proprio plugin (ad esempio quello per il linguaggio di programmazione C [AMADIO 2013]) 
da installare in un secondo momento.
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Sebbene  sia  un  valido  strumento  di  assistenza  alle  attività  
d'esame, esso ha due grosse limitazioni:
1. è  limitato  alla  compilazione  dei  soli  esercizi  di 
programmazione gcc compatibili2,
2. l'interazione con lo  studente  è  ristretta  al  singolo  appello 
d'esame,  pertanto  non  è  facilmente  possibile  estrapolare 
dati  che coinvolgano uno studente e tutto il  suo percorso 
didattico/accademico (ovvero storici  delle  esercitazioni  da 
lui svolte e degli appelli d'esame di cui egli ha già usufruito) 
dai  quali  generare  reports  statistici onnicomprensivi  dei 
rendimenti  di  tutti  gli  studenti  e  costituenti  feedbacks 
sull'efficacia delle lezioni svolte.
I  principali  vantaggi,  ottenuti  mediante  l'uso  di  un  software 
assistant, derivano principalmente  dall'accrescimento,  dai  punti 
di  vista  quantitativo  e  qualitativo,  delle  interazioni studente-
docente. Essi coinvolgono entrambe le parti, infatti:
1. lo  studente  conosce  quasi  in  tempo  reale  l'esito  (od 
addirittura il voto) del suo esame,
2. il docente deve far meno fatica nella  gestione delle attività 
d'esame,  poiché le effettive attività di correzione e testing, 
sono lasciate agli studenti e/o all'assistente software. Risulta 
chiaro,  quindi,  che l'unica  attività  svolta  dal  docente  sarà 
quella di valutazione3 degli elaborati.
2 Con gcc si può effettuare il building (compilazione + linking) dei soli sorgenti scritti con i  
linguaggi di programmazione C/Cpp e GNU Assembler.
3 Valutazione “non cieca”, ovvero l'assistente software deve fornire al docente alcuni strumenti 
di supporto alla valutazione degli elaborati modificati dagli studenti.
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2 Struttura dell'elaborato
Scopo di questo elaborato è quello di descrivere l'intero processo, 
nello  specifico,  di  realizzazione  di  un'interfaccia  avanzata  per 
l'autocorrezione,  da  parte  degli  studenti,  di  esercizi  d'esame 
caricati,  dai  docenti,  sulla  piattaforma  Web-CAT e  nel  generico, 
dell'illustrazione di  tutti  i  passi  da  seguire  per  quanti  volessero 
continuare  l'opera  di  customizzazione  innovativa  di  tale 
piattaforma.
Andando  in  ordine  e  specificando  meglio,  si  descriveranno  gli  
steps  necessari da  compiere  per  poter  cominciare  a  muovere  i 
primi passi con WebObjects e Project Wonder4.
Verranno descritte tutte le problematiche incontrate nella fase di 
preparazione del nostro sistema per la programmazione con tali 
frameworks e sempre più approfonditamente si analizzerà il set-
up ultimo di un workspace eclipse (coadiuvato dal plugin WOLips 
per  la  programmazione  con  WebObjects e  Project  Wonder) 
contenente  tutte  i  files  necessari  per  poter  portare  a  termine 
correttamente il processo di build di Web-CAT.
Successivamente, si andranno ad introdurre alcuni concetti base 
dei  WebObjects (un  po'  di  storia,  il KVC,  il  Request-Response 
Loop,  …) [WOPROGUIDE  2007],  [WOPROGUIDE  2007] e 
[sWOCOMMUNITY],  che assieme ad una breve analisi qualitativa 
della struttura di Web-CAT, sia quella del suo database, sia quella 
generica del  codice sorgente,  consentiranno in prima battuta di 
definire  alcune  scelte  metodologiche  nella  strutturazione  del 
nuovo codice sorgente che si è andato a produrre.
4 Sono due  frameworks (o meglio due raccolte di  frameworks), su cui  Web-CAT è basato. 
Avremo modo di trattarli dettagliatamente nel seguito (capitolo 8).
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Successivamente si descriverà la fase di sviluppo software vera e 
propria,  addentrandosi  negli  aspetti  software  di  più  difficile 
comprensione.
Ci si avvierà verso le conclusioni commentando qualche  caso di 
test effettuato per verificare l'effettivo funzionamento del sistema, 
conclusioni  che  verranno  accompagnate  da  alcuni  suggerimenti 
sugli sviluppi futuri.
3 Requisiti del sistema
3.1 Obiettivi
Dall'analisi  dei  capitoli  precedenti  si  evince  che  integrare  in
Web-CAT  un'interfaccia avanzata per l'autocorrezione di esercizi 
di  programmazione,  svolti  in  sede  d'esame,  porterebbe  ad  un 
miglioramento  netto  nel  supporto  fornito  da  tale  applicazione 
nell'ambito dell'assistenza alle attività d'esame.
Perciò  gli  obiettivi finali,  di  tutto  il  lavoro  di  tesi,  saranno la 
progettazione, la realizzazione ed il test di tale interfaccia.
3.2 Requisiti dell'interfaccia
Per l'analisi dei requisiti, è conveniente suddividere l'interfaccia in 
due sotto-interfacce:
1. interfaccia lato docente,
2. interfaccia lato studente.
3.2.1 Interfaccia lato docente
Tenendo  sempre  bene  in  mente  gli  obiettivi  dell'applicazione 
(paragrafo  3.1),  affinché  ci  sia  valore  aggiunto  alla  stessa,  al 
docente  devono  essere  consentite  sostanzialmente  cinque 
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operazioni:
1. poter creare un nuovo esame,
2. fare l'upload di tutte le prove d'esame sul sistema,
3. esaminare le correzioni sottoposte da ciascuno studente,
4. commentare il codice sorgente sottoposto a correzione,
5. poter decidere il voto d'esame.
Per la creazione di un nuovo esame al docente dovrà essere messa 
a disposizione una maschera attraverso cui poter inserire nome e 
descrizione  dell'esame.  Successivamente,  potranno  essere 
specificati ulteriori dettagli sugli esami (se possibile, adattando le 
interfacce  già  fornite  dall'applicazione  per  la  modifica  degli 
assignment,  così da poter sfruttare le informazioni contenute in 
[MUWCAT 2012]).
Dopo aver specificato tutti i dettagli ad esso relativi, il docente sarà 
pronto  a  poter  fare  l'upload  di  un  esame.  Per  poter  fare  ciò 
occorrerà introdurre un'interfaccia da cui poter selezionare il file 
da  caricare  (esso  potrebbe  essere  un  archivio  “well-formed” 
contenente  le  prove  d'esame  e  tutte  le  informazioni  necessarie 
all'interfacciamento alle strutture interne a  Web-CAT).  Potrebbe 
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Figura 3.1: modellazione dei requisiti funzionali lato docente
essere necessario, durante questa fase, stampare del testo per dare 
al docente l'idea di responsiveness, quindi non di congelamento.
Quando  questa  operazione  sarà  completata,  ciascuno  studente 
troverà, caricato sul sistema, l'elaborato da sé svolto e consegnato. 
Tale elaborato (che potrà essere costituito da uno o più files) non 
verrà  mai  modificato  direttamente, ovvero,  la  sua  versione 
originale sarà  sempre a disposizione sia  del  docente,  che dello 
studente.
Qualora uno o più studenti abbiano modificato uno o più files, al 
docente dovrà esser data la possibilità di analizzare le modifiche 
apportate.  Tale operazione è in comune sia allo studente che al 
docente, ovviamente il docente deve poter analizzare le modifiche 
di  tutti  gli  studenti,  mentre  uno studente  soltanto quelle  da  sé 
sottoposte.  Pertanto  si  discuterà  di  questo  requisito  in  un
sotto-paragrafo dedicato.
Per  quanto  riguarda  il  commento  al  codice  e  la  possibilità  di 
stabilire il voto di un esame, osserviamo che tali requisiti sono già 
soddisfatti  da  Web-CAT e  pertanto  si  potranno  conoscere  in 
dettaglio da [MUWCAT 2012].
Il lettore attento, avrà già osservato la modellazione dei requisiti 
mediante il diagramma dei casi d'uso in figura 3.1.
3.2.2 Interfacce lato studente
Lo studente deve poter compiere, invece, queste altre operazioni:
1. apportare  modifiche  ai  files  d'esame sottomessi  e  caricati 
dal docente,
2. sottomettere  (quindi  rendere  applicabili)  tali  modifiche al 
sistema,
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3. poter visualizzare come le modifiche sono state applicate ai 
files sottomessi originariamente,
4. ottenere  informazioni  sull'esito  dell'esame  (sia  prima  che 
dopo aver applicato le modifiche).
Le  correzioni apportate  dallo  studente  ad  un  generico  file, 
costituente l'elaborato consegnato o parte di esso, potranno essere 
soltanto scelte tra le seguenti azioni:
• cancellazione di una o più righe,
• sostituzione di una o più righe,
• inserimento di una o più righe,
• sostituzione di una parola.
Uno sketch di tale interfaccia potrebbe essere quello di figura 3.2.
L'insieme  globale  di  tutte le  modifiche,  che  lo  studente  vorrà 
applicare al  proprio  elaborato,  verrà  conservato  separatamente 
dall'elaborato originale e all'occorrenza memorizzato in più files.
In altre parole, qualora la consegna fosse costituita da un singolo 
file,  allora  tutte  le  correzioni ad  esso  apportate,  saranno 
memorizzate  in  un  singolo  file  delle  modifiche (che per  brevità 
chiameremo modset).
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Figura 3.2: sketch dell'interfaccia di correzione degli elaborati
Se invece l'elaborato fosse costituito da più files e se più di uno fra 
questi  fosse  sottoposto  a  correzione,  allora  diversi  modstes 
saranno  utilizzati  per  il  loro  immagazzinamento,  ciascuno  dei 
quali associato ad uno dei files facenti parte della consegna.
Non  c'è  bisogno  di  creare  alcun  modset qualora  uno  studente 
decidesse  di  non modificare  un determinato file  consegnato,  in 
altre  parole  soltanto  per  i  files  che  lo  studente  ha  scelto  di 
modificare verrà creato un modset associato.
Dall'elaborazione  combinata  del  file  originale con  il  modset 
associato ad esso saranno generati tre files:
• il primo sarà quello utilizzato per il re-test dell'elaborato,
• gli  altri  due saranno di  presentazione e  saranno utilizzati 
per  fornire  una  overview  generale  delle  modifiche 
(disponibile sia agli studenti che ai docenti) per la messa in 
evidenza delle correzioni apportate.
Si  osservi,  infine,  la  modellazione  dei  requisiti  mediante  il 
diagramma dei casi d'uso in figura 3.3.
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Figura 3.3: modellazione dei requisiti funzionali lato studente
3.2.3 Interfacce in comune
L'interfaccia in comune allo studente ed al docente è quella che 
d'ora in avanti  chiameremo  overview per la messa in evidenza  
delle modifiche, o più in breve overview delle modifiche.
Tali modifiche verranno applicate sempre a partire dagli elaborati 
“originali” ovvero quelli caricati inizialmente dal docente.
L'overview delle modifiche, sarà strutturata su due colonne:
1. nella prima (“original-side”) si ritroverà l'elaborato iniziale, 
al quale non saranno apportate modifiche nei contenuti, ma 
solo nella presentazione;
2. nella seconda (“shadow-side”), invece, verrà mostrato come 
sarà il nuovo file generato (con l'applicazione del modset), e 
verranno  altresì  messe  in  evidenza  le  differenze  con  la 
vecchia versione del file.
Uno sketch di questa interfaccia è visibile in figura 
Ad esempio, qualora si fosse deciso di eliminare alcune righe da 
un file  consegnato, nella prima colonna di  questa overview, tali 
righe comparirebbero colorate di rosso (e non eliminate), mentre 
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Figura 3.4: sketch della overview delle modifiche
nella  seconda  colonna  esse  non  apparirebbero.  Al  loro  posto 
comparirebbero invece delle righe vuote.
Ancora, se si decidesse di aggiungere una o più righe, nella prima 
colonna  verrebbero  aggiunte  tante  righe  vuote,  quante  sono  le 
righe aggiunte che effettivamente compariranno colorate di verde 
nella seconda colonna.
Come  già  rammentato,  lo  studente  dovrà  poter  accedere 
solamente alla  propria overview delle modifiche, ovvero a quella 
relativa  ai  propri  files,  mentre  il  docente  potrà  consultare  le 
modifiche apportate da tutti gli studenti, e qualora volesse.
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Figura 3.5: esempio di come l'overview delle modifiche potrebbe apparire
4 Analisi qualitativa della struttura 
di Web-CAT
4.1 Preambolo
A  questo  punto  dell'elaborato  si  preferisce  descrivere 
qualitativamente la struttura di Web-CAT, poiché partendo da tale 
descrizione,  ci  si  può  più  facilmente  addentrare  nell'analisi 
dettagliata  del  codice  sorgente,  fornendo  informazioni  che 
possano essere utili al lettore che ha bene in mente ciò che vuole 
andare  a  programmare  (molto  probabilmente  egli  avrà  a 
disposizione una specifica più o meno formale), ma che non sa da 
dove cominciare a modificare.
È comprensibile non descrivere ciascun metodo di ciascuna classe 
qui, per il semplice motivo che, nonostante tutto,  Web-CAT gode 
di una documentazione del sorgente generata con Javadoc.
Laddove questa fosse incompleta o incomprensibile sarà compito 
del  lettore  andare  ad approfondire  (utilizzando  breakpoints nel 
sorgente, stampando stringhe sullo stream di output o di errore, 
…) a cosa serve questa o quella classe, oppure, il funzionamento di 
questo o di quel metodo.
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4.2 Struttura del database
Per  delineare  la  struttura  del  database  di  Web-CAT, in  questo 
elaborato si sono sperimentate sostanzialmente due vie entrambe 
efficaci, ma sostanzialmente diverse:
1. avendo installato un'istanza locale di 
Web-CAT  (paragrafo  7.1), è  stato 
necessario  disporre  di  un  DBMS. 
Pertanto una volta che  Web-CAT ha 
terminato  la  procedura  di 
installazione,  è  stato  possibile 
scovare  la  struttura  del  database 
nominato WebCAT (dopo  averlo 
selezionato) utilizzando due semplici 
comandi SQL:
1. mysql> show tables;
mediante  questo  comando,  si 
ottiene la  lista  di  tutte  le  tabelle 
presenti nel database (figura 4.1),
2. mysql> describe <table_name>;
mediante quest'altro comando, si ottiene la struttura di 
una specifica tabella presente nel database.
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Figura 4.1: some tables in 
Web-CAT's database
I principali svantaggi di questo metodo sono due:
1. occorre  per  forza  avere  l'accesso  ad  un  DBMS 
contenente il database di un'istanza di Web-CAT,
2. così facendo si ottiene la struttura fisica del database 
in  termini  di  una  lista  di  tabelle  memorizzate. 
L'ideale,  invece,  sarebbe  ottenere  uno  schema
entity-relationship del database.
2. È  possibile  combinare  le 
informazioni  proveniente  dagli 
EOModels associati  ad  esempio  ai 
progetti  Core e Grader (dettagli al  
paragrafo  4.3),  per avere  senza  la 
necessità  di  installare  un'istanza 
Web-CAT,  uno  schema  contenente 
tutte  le  informazioni  che  si 
otterrebbero  consultando  uno 
schema entity-relationship.
In  figura  4.2 è  mostrato  quanto  scritto.  In  particolare 
notiamo  per  la  tabella  Department, gli  attributi  id,  
abbreviation,  … e  le  relazioni  courses (1  a  molti,  con  la 
tabella  Course)  e  institution (1  a  1,  con  la  tabella 
AuthenticationDomain).
21
Figura 4.2: Schema ottenuto 
da un EOModel
4.3 Struttura del codice
Da subito, si è capito che  Web-CAT fosse un'applicazione avente 
un'alta  modularizzabilità.  Infatti,  tramite  Web-CAT stesso,  è 
possibile disabilitare il  funzionamento selettivo di alcuni moduli 
(in  terminologia  Web-CAT, derivante  dalla  terminologia 
WebObjects/Project  Wonder,  frameworks) non essenziali  per  il 
funzionamento dell'applicazione.
In prima battuta,  quindi,  si  è  pensato di  andare  a  vedere  quali 
fossero le relazioni di dipendenza presenti tra i frameworks.
All'inizio, quando non si sapeva bene come procedere, si è deciso 
di pensare uno script, che combinando le informazioni prese da 
ciascuno dei files  “.classpath” dai progetti  Web-CAT presenti nel 
workspace  eclipse (paragrafo  7.3.4),  tracciasse  un  grafo  delle 
dipendenze tra essi.
Si è quindi costruito un bash script che analizzando i files di cui si 
è discusso precedentemente, generava un DOT script5.
Quest'ultimo script veniva processato tramite il comando
$ dot -T gif -o mygraph.gif mygraph.dot
che  genera,  a  partire  da  un  grafo  memorizzato  nel  file 
mygraph.dot, un file di tipo GIF chiamato mygraph.gif.
5 DOT è un linguaggio per la descrizione di grafi [wDOT].
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Tale  grafo  è  di  difficile  (eufemisticamente  parlando)  lettura  e 
comprensione (ne viene presentato uno stralcio in figura 4.3).
Tuttavia  da esso  è  stato  possibile  effettuare  una distinzione tra 
progetti “stand alone”, ovvero che non sono inclusi in nessun altro 
framework, e tutti gli altri.
Si è quindi proceduto con un'ispezione sommaria di tutto il codice 
(centinaia  di  migliaia  di  righe  di  codice)  che  assieme a  quanto 
appreso  sui  WebObjects (capitolo  8)  ha  permesso  di  capire 
praticamente come il pattern MVC era stato applicato.
Il  progetto  che  permette  l'avvio  di  Web-CAT è  il  progetto 
Bootstrap. Esso non è un WOFramework, ma a fine build, risulta 
essere  un  semplice  JAR  file, da  copiare  nella  directory  “WEB-
INF/lib” di  Web-CAT6. Tra  le  sue  funzioni  quelle  di  init() e 
generazione del classpath dinamico sono essenziali per il corretto 
funzionamento dell'applicazione. Tra le altre, individuiamo in esso 
le  capabilities per  l'aggiornamento  automatico7,  sia  dei  plugins 
che dei frameworks installati ed attivi nell'applicazione.
6 Come spiegato in [sTCATCLASSLOAD] ed accennato nel sotto-paragrafo 7.3.1, le primissime 
classi ad esser caricate, subito dopo quelle essenziali per lo start di Tomcat, sono contenute a 
partire da questa directory.
7 È possibile disabilitare questa funzionalità creando, a partire dalla directory  WEB-INF, un 
file di testo chiamato update.properties e scrivere al suo interno updateAutomatically=0.
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Figura 4.3: Parte del grafo generato dal comando dot
Tutti  i  frameworks  che  contengono  nel  nome  la  stringa 
ForPlugins, sono  frameworks  piccoli,  nel  senso  che  essi  sono 
costituiti  da poche classi  (a volte addirittura una soltanto).  Essi 
servono ad interfacciarsi  con i  plugin esterni a Web-CAT, come 
Clover8, Checkstyle9, PMD10, ...
Il progetto Core che, come il nome suggerisce, è il più importante 
tra tutti. Fornisce molte funzionalità tra le quali le più importanti 
comprendono le gestioni
1. del wizard di installazione,
2. degli archivi,
3. della GUI.
In  particolare,  per  quanto  riguarda  la  gestione  della  GUI,  il 
progetto  Core utilizza dojo  toolkit un  potente  framework 
Javascript, per lo sviluppo Javascript cross-platform.
I progetti  Grader e  Reporter, assieme ai  plugins costituiscono le 
funzionalità  per  lo  svolgimento  di  tutte  le attività  di  teaching 
assistance  via  software vera  e  propria (concetto  ampiamente 
definito nel capitolo 1).
Tramite  il  Grader, è  possibile  gestire  gli  assignments, sia  lato 
docente, sia lato studente. Il  Reporter si preoccupa di fornire la 
logica per la generazione e la presentazione di  reports statistici 
ovvero  grafici  generici  sull'andamento  della  classe  nello 
svolgimento di un determinato assignment, o specifici sul singolo 
studente.
8 Profiler in Java per l'analisi della copertura del codice
9 Tool  di  sviluppo  in  Java,  per  controllare  che  il  codice  scritto,  in  generale  da  un 
programmatore, aderisca ad un determinato coding standard.
10 PMD (probabilmente è l'acronimo per  Programming Mistakes Detector) è un analizzatore 
di codice sorgente. Serve a scovare, ad esempio, oggetti o variabili non usate, ecc.
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I plugins, infine, svolgono autonomamente le attività di analisi e 
tests delle sottomissioni fornite per un determinato assignment.
4.4 Maggior dettaglio
Dopo  aver  ampiamente  descritto  gli  strumenti  utilizzati  per 
compiere l'analisi  in oggetto, si è capito che per raggiungere gli 
obiettivi prefissi, occorre modificare il progetto Grader.
Andiamo ad  analizzare  più  nel  dettaglio  come esso  funziona,  e 
quali sono le principali classi da esso coinvolte (figura 4.4).
Osserviamo  che  la  classe  User (generalizzata  in  Student ed 
Instructor che non sono per forza due entità distinte) interagisce 
con  la  classe  Course  (la  classe  incaricata  di  gestire  un  corso 
universitario),  infatti  l'utente  può  appartenere  ad  (quindi 
interagire  con)  un  corso  sia  come  studente  che  come  docente. 
Infatti, un corso può essere seguito da uno o più studenti e tenuto 
da  uno  o  più  docenti  (che  possono  aggiungere  o  rimuovere 
studenti dal corso). Un docente può creare degli  assignments, da 
sottoporre  agli  studenti  [CourseOffering ed AssignmentOffering 
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Figura 4.4: analisi delle classi relative al Grader
sono due classi  “proxies”, che inglobano informazioni  temporali 
(data di inizio e fine, semestre, ecc.) sui reali contenuti informativi 
associati che sono rispettivamente Course ed Assignment].
Un docente che crea un nuovo assignment non fa altro che creare 
due  oggetti,  uno  Assigment vero  e  proprio  ed  un 
AssignmentOffering ai  quali  è  collegata  una  lista  studenti 
(proveniente dal corso per cui l'assignment viene creato).
Agli  occhi  del  sistema,  uno  studente  che  dopo  aver  svolto, 
consegna  un  assignment, ha  creato  un  nuovo  oggetto  di  tipo 
submission.  È  la  submission che  viene  processata  dal
grader  processor (classe  statica,  pattern  Singleton)  che  ha  il 
compito  di  lanciare  i  plugin  (metodo  execute())  ai  quali  è 
demandata tutta la parte di testing, esecuzione e grading.
Il diagramma di sequenza in figura  4.5 mostra come avviene per 
l'espletazione delle funzioni di supporto all'insegnamento.
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Figura 4.5: diagramma di sequenza attività d'insegnamento
L'altro  diagramma,  in  figura  4.6,  mostra  come  avviene  
l'espletazione delle funzioni di supporto all'esame.
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Figura 4.6: sequenza delle funzioni di supporto all'esame
5 Scelte progettuali e sviluppo 
software
5.1 Introduzione
In questo capitolo verrà descritto il codice nel dettaglio. Sebbene 
verranno presentate tutte le modifiche relative apportate alle classi 
ed  ai  metodi  Java già  esistenti,  ed  inoltre  si  presenteranno  le 
nuove  classi  introdotte,  non  si  scenderà  sempre  nel  dettaglio 
dell'analisi del codice sorgente.
Questo perché:
1. la  maggior  parte  del  codice  modificato e/o creato è  stato 
ampiamente commentato, specialmente e soprattutto nelle 
parti di più difficile comprensione,
2. si  preferisce  concentrare  i  dettagli  descrittivi  su  aspetti 
progettuali e/o metodologici (ad esempio l'analisi di questo 
o quel design pattern, …)  e talvolta si utilizzeranno anche 
degli schemi.
Si tenga presente che in fase di progetto si è seguita come linee 
guida principale i seguenti due principi assiomatici:
1. non  esiste  un  problema  di  progettazione  che  non  possa 
essere risolto aggiungendo un livello di indirezione,
2. KISS: keep it simple, stupid.
Essendo Web-CAT un'applicazione sviluppata da altri, ovvero non 
è  stata  da  noi  progettata  “from  scratch”,  è  stato  necessario 
adeguarsi alle metodologie di progetto usate dai progettisti.
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Non avendo poi a disposizione documenti di specifica del progetto 
originario e disponendo di  una specifica  non formale di  quanto 
occorreva  fare  (far  riferimento  al  capitolo  3)  si  è  deciso 
forzatamente di introdurre le modifiche necessarie al sistema sotto 
forma di  patches, ampiamente documentate in questo elaborato. 
Per quanto letto in [DOMENICI 2008], tale pratica è sconsigliata 
per scongiurare il degrado del codice a fronte di un documento di 
specifica rigoroso (documento che, se  esiste,  non si  è riuscito a 
reperire).  Ad ogni modo, per quanto detto finora, si  è deciso di 
introdurre  l'insieme  più  ristretto  possibile  di  modifiche  alle 
componenti originali del sistema.
5.2 Il database
Come  unica modifica  al  database  di  Web-CAT si  è  deciso  di 
aggiungere  una  nuova  colonna  alla  tabella  TASSIGNMENT 
digitando il comando:
mysql> alter table TASSIGNMENT add column isAnExam BIT(1);
Il  tipo  BIT(1) indica  che  il  dato  isAnExam potrà  essere  0  o  1 
(ovvero un  booleano) per distinguere un normale  assignment da 
un esame.
Questo ci tornerà comodo per due motivi:
1. per  gli  scopi  dell'elaborato  sondando  questo  attributo  si 
discerneranno gli assignments dagli esami,
2. inoltre questa modifica sarà completamente trasparente  al 
sistema (in particolare al  Grader Processor) che crederà di 
trovarsi  di  fronte  sempre  ad  assignments,  e  quindi  di 
continuare  ad  effettuare  normalmente  il  grading 
automatico!
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In  accordo  all'assioma  1. enunciato  al  paragrafo  5.1,  eseguendo 
questo  comando  non  si  è  fatto altro  che  aggiungere  un  nuovo 
livello di indirezione!
Affinché le  giuste modifiche avvengano anche a  livello  Java  (si 
ricordi  quanto  detto  sull'EOF ai  paragrafi  8.2 e  8.4)  occorrerà 
aggiornare le classi dei progetti per l'accesso (astratto) al database.
Per  fare  ciò  ci  viene  in  aiuto  l'Entity  Modeler  di  WOLips 
(paragrafo 8.3)e la guida dettagliata (di cui anche il sottoscritto ha 
contribuito al miglioramento) “Your first REST Project”, a partire 
da [sWOTUTORIALS].
5.2.1 Astrazione delle tabelle in classi Java
Abbiamo  detto  che  attraverso  l'Entity  Modeler vengono 
interfacciate le tabelle del database al codice Java.
Si guardi quindi la struttura del database di Web-CAT (paragrafo 
4.2 e figura 4.2) e si pensi che a ciascuna tabella l'Entity Modeler, 
fa corrispondere una classe.
L'Entity Modeler si preoccupa di costruire per noi i setter e i getter 
(si guardi il Key-Value Coding (KVC) al sotto-paragrafo 8.4.1), per 
scrivere e leggere tuple delle tabelle del database.
Le  modifiche  apportate  al  database  vengono  memorizzate 
temporanemante in un oggetto contesto (EOContext), e scaricate 
verso  il  database  quando  su  tale  oggetto  viene  richiamato  il 
metodo “saveChanges()”.
Pertanto ad ogni tabella presente nel database corrisponderà una 
classe,  e  ad  ogni  tupla  presente  in  per  quella  stessa  tabella  un 
oggetto della classe ad essa associata.
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Per  farla  breve,  quindi,  le  classi  principali  che  useremo  per 
l'accesso  al  database  (generate  automaticamente
dall'Entity Modeler), saranno:
• Assignment: la  classe  relativa  ad un  assignment o  ad un 
esame,
• Course: classe relativa ad un corso,
• Department:  classe  relativa  al  mantenimento  delle 
informazioni sui dipartimenti,
• EnqueuedJob:  letteralmente  lavoro  in  coda,  tiene  traccia 
delle sottomissioni che devono ancora essere processate dal 
sistema,
• Submission: identifica una determinata sottomissione di un 
assignment, ma anche di un esame,
• User: classe per la gestione degli utenti.
Si rimanda al paragrafo  4.2 in cui si è discusso su come ottenere 
tutte  le  informazioni  relative  alla  corrispondenza  “tabella 
SQL”-”classe Java”.
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Pertanto  le  classi  che  andremo  a  considerare  per 
l'implementazione  delle  funzionalità  di  supporto  alle  attività 
d'esame saranno quelle di figura XX.
Si  osservi  che  non  si  fa  altro  che  aggiungere  un  livello  di 
indirezione  alla  classe  assignment, per  permettere  alle  nuove 
entità  exam di  “pesare“, agli occhi del sistema (ed in particolare 
del grader e dei plugins) quanto un assignment.
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Figura 5.1: nuova struttura del progetto Grader di Web-CAT
5.3 Classi principali
L'interazione  utente-sistema  è  differenziata  a  seconda  che  al 
sistema si presenti uno studente od un docente.
Poiché il codice è stato ampiamente commentato, ci si soffermerà 
a commentarne solamente una piccola parte.
I components a cui si sono applicati delle patches, per adattarli ai 
nostri scopi sono i seguenti:
• EditAssigmentPage WO, per l'editing delle proprietà di un 
assignment e quindi di un esame,
• GraderHomeStatus  WO, per  rendere  fruibili,  sia  lato 
studente che lato docente, le nuove funzionalità introdotte,
• NewAssignmentPage  WO, per  la  creazione  di  un  nuovo 
assignment e quindi di un nuovo esame,
A  titolo  dimostrativo  si  presenta  solo  uno  snippet di  codice 
relativo ad una patch apportata al GraderHomeStatus WO (si noti 
che siamo sulla “View” del design pattern MVC).
<!-- GraderHomeStatus.html -->
<wo:if condition = "$anAssignment.isAnExam"> 
 <wo:WCButton label = "Submit Student Exams" iconClass = "upload"
    action = "$submitExams" /> 
 <wo:if condition = "$someoneSubmittedChanges"> 
  <wo:WCButton label = "Submitted Changes Panel"
    action = "$submittedChangesPanel" /> 
 </wo:if> 
</wo:if>
Questo pezzo di codice è contenuto all'interno di un ciclo iterativo 
(<wo:loop  …  >). Si  notino  i  bindings  inline distinguibili  dal 
simbolo “$” che, di default, li introduce.
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Andiamo a commentare le parti più importanti di questo snippet:
• anAssigment: è sostanzialmente un iteratore che scorre una 
lista di  assigments  (lato docente). Tale lista viene riempita 
in fase di creazione della risposta (si  faccia riferimento al 
sotto-paragrafo  8.4.2,  sulla  Request-Response  Loop),  a 
partire  dal  database.  Pertanto  anAssigment gode  della 
proprietà  isAnExam  che  vale  true  qualora  questo 
anAssignment fosse, in realtà, un esame. Quanto racchiuso 
entro il  tag condizionale è  mostrato solo  se  la  condizione 
relativa è soddisfatta,
• WCButton:  è un  component introdotto  dal  Core  di  Web-
CAT per  la  customizzazione  dei  bottoni  mediante  il 
framework Javascript, dojo toolkit,
• someoneSubmittedChanges: è un metodo che analizzeremo 
in seguito, che restituisce vero se almeno uno studente ha 
sottomesso qualche correzione,
• submitExams e submittedChangesPanel  sono metodi usati 
per  passare  alla  visualizzazione  di  un  altro  component. 
Servono  per  settare  le  variabili  necessarie  da  passare  al 
relativo component.
Passiamo  a  visionare  qualche  pezzo  di  codice  Java,  per  capire 
come avviene effettivamente il binding.
In  particolare  analizzeremo  someoneSubmittedChanges e 
submittedChangesPanel.
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//GraderHomeStatus.java
public boolean someoneSubmittedChanges() {
 assignmentOffering = currentAssignments.get(course()).get(anAssignment()).get(0);
 selectAssignment(assignmentOffering);
 if (!assignmentOffering.assignment().isAnExam())
  return false;
  NSArray<User> users = User.studentsForCourse(localContext(),
  assignmentOffering.courseOffering());
  submissions = Submission.objectsMatchingQualifier(
    localContext(),
    Submission.user.in(users).and(
      Submission.assignmentOffering.eq(assignmentOffering)));
  if (submissions.isEmpty())
   return false;
  for (Submission s : submissions) {
    String modsetDir = NSPathUtilities.stringByNormalizingPath(
      NSPathUtilities.stringByDeletingLastPathComponent(s.dirName()) +
        File.separator + "2" + File.separator + "committed.modsets");
   if (new File(modsetDir).exists())
    if (!FileGoodies.listFile(modsetDir).isEmpty())
     return true;
  }
  return false;
}
Il funzionamento del metodo è abbastanza semplice ed intuitivo: si 
prendono  tutti  gli  studenti  che  possono  sottomettere  una 
soluzione all'esame selezionato, dopodiché si controlla se almeno 
uno  tra  questi  ha  sottomesso  qualcosa.  Per  ogni  sottomissione 
quindi,  si  ricava  il  path  della  sottomissione  shadow 
corrispondente, e qui si va a controllare se è avvenuto il commit di  
almeno un modset. Se sì, allora si esce ritornando true, altrimenti 
si continua. Se entro la fine non è stato trovato nessun modset, si 
restituisce false.
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//GraderHomeStatus.java
public WOActionResults submittedChangesPanel() {
 if (!someoneSubmittedChanges())
  return null;
  assignmentOffering =
   currentAssignments.get(course()).get(anAssignment()).get(0);
  selectAssignment(assignmentOffering);
  SubmittedChangesPanelPage s =
   (SubmittedChangesPanelPage) pageWithName(
     SubmittedChangesPanelPage.class.getName());
  s.setAssignment(assignmentOffering.assignment());
  return (WOComponent) s;
}
Per una questione di robustezza del codice ([DOMENICI 2008]), 
si  introduce  un  controllo  ulteriore  sul  metodo 
someOneSubmittedChanges(). Si  selezione  l'assegnamento 
corretto, si crea la nuova pagina con il metodo pageWithName(), 
si setta al suo interno l'opportuno KVC e si completa l'azione.
Invece, in generale i nuovi components introdotti sono 4:
• ChangesPage WO,  per la sottomissione ed il commit, lato 
studente, delle correzioni,
• ShowDifferencesPage WO, per l'analisi delle differenze lato 
studente,
• SubmitExamPage  WO, per  l'upload,  lato  docente,  di  un 
intero esame,
• SubmittedChangesPanelPage  WO, per  l'analisi  lato 
docente,  delle  modifiche  effettuate  dallo  studente  su  un 
esame consegnato.
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A  titolo  d'esempio  si  commenterà  parte  del  ChangesPage 
Component.
// ChangesPage.wod
ListingsViewer : WOBrowser {
 list = listings;
 item = line;
 displayString = line.htmlPrintable;
 multiple = "true";
 selections = selectedLines;
 escapeHTML = "false";
 id = "listings";
 size = listings.count;
}
FileSelectorObserver : AjaxObserveField {
 observeFieldID = "filesSelectorContainer";
 updateContainerID = "listingsContainer";
 fullSubmit = false;
 action = loadListings;
}
Viene dichiarato e definito un elemento di tipo  WOBrowser (in 
HTML tag select):
• l keyword list serve per il binding con un array (si sono usati 
gli NSMutableArray<Line>s di WebObjects),
• la keyword  item serve da binding per un singolo elemento 
dell'array (oggetto Line line),
• la keyword  displayString serve a dire al componente cosa 
mostrare a video,
• multiple = true indica se è possibile selezionare più di una 
riga per volta,
• selections fa  il  bind,  sempre  con  un  altro  array 
NSMutableArray<Line> che conterrà le linee selezionate,
• escapeHTML specifica se occorre fare l'escape delle HTML  
entities,
• id e count sono attributi derivati direttamente dall'HTML.
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// ChangesPage.wod
<wo:form multipleSubmit = "true">
...
  <wo name = "FileSelector" />
  <wo name = "FileSelectorObserver" />
...
  <wo:AjaxUpdateContainer id = "listingsContainer">
    <wo name = "ListingsViewer" />
    <wo name = "RulesContainerUpdater" />
  </wo:AjaxUpdateContainer>
...
</wo:form>
Tutto racchiuso in una form html che consente il submit multiplo, 
il  nostro  componente  WOBrowser per  la  visualizzazione  di  un 
listato  (che  abbiamo  chiamato  ListingsViewer) è  a  sua  volta 
racchiuso  in  un  componente  di  tipo  AjaxUpdateContainer.  
Pertanto le azioni intraprese sulla selection list contenente l'elenco 
dei files della sottomissione (chiamata FileSelector) è agganciata a 
sua  volta  ad  un  AjaxObserveField  component  
(FileSelectorObserver) che  osserva un  component (selezionato 
tramite  il  suo  id) lancia  un'azione  che  aggiorna  un  altro 
component (sempre  selezionato  mediante  id): quando  viene 
selezionato  un  nuovo  file  dal  FileSelector  WOBrowser, quindi 
l'observer chiama  il  metodo  loadListings che  contestualmente 
aggiorna  le  strutture  bindate  al  LisitingsViewer e  aggiorna 
l'AjaxUpdateContainer, tale azione produce l'aggiornamento della 
vista corrente.  Con lo stesso meccanismo vengono aggiornate le 
altre viste (contenute in  AjaxUpdateContainers diversi) legate al 
file selezionato.
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public WOActionResults loadListings() {
 ...
 if (!thisManager.isSubmissionZip() || thisManager.isOneFileSubmission())
  return null;
 listings = selFilesEntry.get(0).getOriginalFileLines();
 if (listings.isEmpty())
  System.out.println("Warnings: cannot load " +
   thisManager.filesEntries().get(0).getRelativeFileName());
  rules = selFilesEntry.get(0).perlRulesLoader();
  removeDuplicateRules();
  if (rules.isEmpty())
   System.out.println("Warnings: cannot load " +
    selFilesEntry.get(0).getRelativeAssociatedModsetName());
 return null;
}
Si notino solamente i bindings con l'array listings, l'array rules.
5.3.1 Classi create
Al  di  là  dei  components,  sono  state  modificate  un  numero 
inprecisato  di  classi.  Altre  invece  sono  state  necessariamente 
create  “from scratch”.  Riporiamo ora un elenco di tali classi, nel 
seguito si descriveranno le classi più importanti.
È  stato  creato  un  nuovo  Java package  org.webcat.grader.diff 
(figura 5.2) contenente:
• le classi per la gestione delle Rules,
• la  classe  per  la  gestione  della 
visualizzazione del listato,
• una classe  proxy per  descrivere  in 
maniera  più  leggera  uno  studente 
(un User),
• la classe per il richiamo degli script Perl.
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Figura 5.2: 
org.webcat.grader.diff 
view
Inoltre, la classe cuore di tutte le attività di supporto all'esame è la 
classe org.webcat.grader.StudentExamManager.
5.3.2 Rules e pattern composite
Per l'implementazione delle regole si è pensato bene di utilizzare il 
design pattern Composite (figura 5.3),
o meglio un suo affine, visto che per noi la struttura ad “ad albero” 
tipica del pattern, si tramuta in un albero generico ad un unico 
livello,  pertanto  la  struttura  delle  classi  implementanti  questo 
pattern è quella mostrata in figura 5.4.
Si notino i metodi  statement() che servirà a popolare i  modsets 
(vedi sotto-paragrafo 5.3.4), e humanFriendly() per il display delle 
regole  all'interno  del  Rules  Container (che  altro  non  è  che  un 
WOBrowser, al pari di quello descritto all'inizio del paragrafo 5.3 
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Figura 5.3: il software design pattern Composite
Figura 5.4: implementazione del pattern (pseudo)-composite
per contenere i  listati  di  codice,  sempre presente all'interno del 
ChangesPage WO Component).
5.3.3 Listing's lines
La  granularità  minima  nella  visualizzazione  di  un  listato  è 
incentrata sull'elemento linea. Potendo disporre di mezzi potenti 
(offerti  dal  pattern  MVC e  da  speciali  WOComponents, in 
particolare  WOLoop  e  WOBrowser  immersi  direttamente  nel 
codice  HTML),  possiamo facilmente  associare  a  tutta  o  ad una 
parte  di  di  pagina,   attraverso  WOLoop  e  WOBrowser 
Compontents una lista di oggetti, non per forza di tipo String.
È per questo motivo che si è deciso di visualizzare, praticamente 
tutti i listati presentati all'interno dell'interfaccia, o attraverso un 
WOLoop o attraverso un WOBrowser.
La  classe  Line fornisce  tanti  metodi,  ma  grosso  modo  (come 
sempre per i dettagli si rimanda alla documentazione ottenuta via 
Javadoc ed al codice sorgente stesso) i più importanti sono:
• Line(int index, String text, String color)
(il costruttore) per creare una linea contenente il testo text, 
avente indice index, e colore color,
• htmlPrintable()
che  stampa  una  linea  di  codice  (indice  +  testo)  per  la 
presentazione HTML, tramite un WOBrowser.
Il processo di creazione di un listato avviene in modo diverso a 
seconda  che  si  stia  presentando  i  listati  per  l'analisi  delle 
differenze oppure il listato per l'inserimento delle correzioni.
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Tutto  sommato,  però  il  loro  funzionamento  è  lo  stesso  e  viene 
presentato a titolo dimostrativo:
...
ArrayList<String> lines = getContent(filePath);
...
int count = 1;
 for (String text : lines) {
  result.add(new Line(count, text, lineColor.lineColor));
  count++;
}
...
Si  carica  il  contenuto del  file  in  un array (attraverso il  metodo 
getContent(.)) scorrendo questo array si riempie un nuovo array 
(result) con la giusta configurazione di indice, testo e colore.
5.3.4 StudentExamManager
La classe che racchiude la maggior parte della logica, per arrivare a 
generare  la  nuova  sottomissione  a  cui  siano  state  applicate  le 
modifiche dallo studente.
Questa classe agisce coadiuvata da alcuni  scripts Perl (di  cui  si 
parlerà  al  sotto-paragrafo  5.3.6)  presi  dal  sistema  descritto  in 
[LETTIERI 2013].
Prima di  descrivere il  funzionamento della  classe,  introduciamo 
un po' di terminologia:
• modset,  con questo termine ci si riferirà ad uno script perl 
adibito  a  contenere  astrattamente  tutte  le  correzioni  da 
effettuare su un particolare file, concretamente un elenco di 
statements  Perl  (vedi  sotto-paragrafo  5.3.2 che  verranno 
eseguiti,  dall'interprete  richiamato  in  seguito.  Più 
precisamente  questi  statements  possono essere  solamente 
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di 4 tipi (tanti quanti sono i tipi di regole):
◦ rule_d(“is-if”), per eliminare il range di righe “is-if”,
◦ rule_s(“is-if”,  source,  dest), per  rimpiazzare  la  parola 
source, con quella dest nel range di righe “is-if”,
◦ rule_c(is, if, lines...), per sostituire da riga  is  a riga  if  con 
lines...
◦ rule_i(is, lines...), per inserire lines... a partire da riga is .
A seconda dell'operazione che si  sta  andando a  chiamare 
queste routines sono definite in un diverso script Perl,
• ruleset, l'insieme  delle  regole  così  come  contenuto  nel 
WOBrowser, a partire dal component ChangesPage WO,
• meta-modset,  formato intermedio,  generato da uno script 
perl, per la semplificazione del parsing delle regole con Java,
• committed-modset, il  modset associato  ad  un  file  della 
sottomissione originale di cui è stato fatto il commit, ovvero 
lo studente ha deciso di memorizzare,
• original-side, nella  visualizzazione  delle  differenze 
evidenzia le modifiche sul file sottomesso in sede d'esame, 
praticamente  è  la  parte  sinistra  della  overview  delle 
differenze,
• shadow-side, nella visualizzazione delle differenze evidenzia 
le  modifiche  sul  nuovo  file  prodotto  dalle  correzioni 
sottomesse,  praticamente  è  la  parte  destra  della  overview 
delle differenze,
• compiler-side, coincide con la shadow-side, epurata da tutte 
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le  modifiche  necessarie  per  la  corretta  visualizzazione  da 
browser (tag HTML, strip delle HTML entities, …).
Quindi  per  ciascun file  della  sottomissione,  sono associati  tanti 
altri files: un modset, un meta-modset, un committed-modset, un 
file contenente l'original-side, un file contenete la shadow-side, un 
file contenente la compiler-side!
Quindi  viene  creato  un  oggetto  wrapper, che  a  partire  da  un 
singolo files della sottomissione, genera tutti gli altri nomi files di 
cui si hanno bisogno, per poi poter permettere l'interfacciamento e 
l'interazione  agli  scripts  perl  ed  alle  routine  java  di 
lettura/scrittura da file. Il nome della classe a cui appartiene tale 
oggetto è FilesEntry ovvero una entry per la gestione di tanti files. 
Praticamente ogni selection list fungente da file selector è bindata 
ad arrays di FilesEntry (NSMutableArray<FilesEntry>)!
Si  tenga  conto  del  fatto  che  oltre  ai  files  anche  le  directories 
devono essere correttamente gestite, ovviamente la gestione delle 
directory non è orientata al file, ma alla sottomissione, per cui le 
directories  vengono  gestite  direttamente  dagli  oggetti  di  tipo 
StudentExamManager. Esse sono:
• original-submission-directory,
• shadow-submission-directory,
• original-tmp-directory,  serve  sostanzialmente  per 
scompattare gli archivi e poter agire singolarmente sui files 
per la presentazione,
• shadow-tmp-dir,  serve  per  memorizzare  i  files  di  tipo 
compiler-side che faranno parte della nuova sottomissione,
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• modset-dir, serve per contenere i modsets temporanei,
• committed-modset-dir,  serve  per  contenere  i  committed 
modsets da cui verranno generate le differenze.
5.3.5 Il file descriptor e struttura della sottomissione 
d'esame
Per  caricare  l'esame  nel  sistema  il  docente  dovrà  creare  un 
archivio  ZIP  “well-formed”.  La  struttura  pensata  come 
caratteristica di questo archivio è mostrata in figura XX.
Per ciascuno studente dovrà 
essere creata  una directory. 
All'interno  di  ciascuna 
directory,  si  troverà  un 
descrittore  di  studente  nel 
“formato  Lettieri” 
([LETTIERI  2013] e 
[MUWCAT 2012]).
Questa  struttura  sarà 
fondamentale  affinché  il 
caricamento  dell'esame 
avvenga in modo corretto.
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Figura 5.5: esempio di archivio zip per la 
sottomissione di un esame
In figura viene mostrato un diagramma di attività per la corretta 
preparazione di questa struttura.
E poi l'ulteriore diagramma delle attività rivolto al docente per il 
corretto caricamento degli esami in figura.
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Figura 5.6: diagramma delle attività per la 
preparazione dell'archivio
Figura 5.7: diagramma per il docente per il 
corretto upload di un esame
5.3.6 Perl scripts
Gli  scripts  Perl  usati  provengono  dal  sistema  descritto  in 
[LETTIERI 2013] e sono essenzialmente tre.  Il  primo serve per 
interfacciare le rules al sistema Java/WebObjects (figura 5.8).
Gli  altri  servono per  la  generazione  delle  viste  presentate  nella 
overview generale delle differenze e per la generazione dei nuovi 
files da compilare.
Per  comodità  viene  mostrato  solo  il  diagramma  delle  attività 
relativo alla generazione della “original view” (figura 5.9).
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Figura 5.8: generazione del meta-modset
Figura 5.9: generazione del contenuto della original-side
5.3.7 Pattern proxy su StudentDescriptor
Un oggetto di tipo User è abbastanza costoso in termini di spazio, 
pertanto si è deciso di utilizzare in prima battuta un oggetto Proxy 
di tipo StudentDescriptor, molto più snello.
Tra le altre cose un oggetto di questo tipo, crea un User a partire 
dalle informazioni contenute.
6 Setup dell'ambiente di sviluppo
In questo primo capitolo si potranno trovare tutte le operazioni da 
svolgere per la primissima installazione dell'ambiente di sviluppo 
basato  sui  WebObjects.  Successivamente  si  analizzerà  come 
importare  il  codice  sorgente  di  Web-CAT,  in  tale  ambiente  di 
sviluppo, e quali sono tutte le librerie aggiuntive da installare per 
ottenere  con  successo  il  primissimo  build  di  questa  WO 
Application complessa. Infine verrà presentato uno shell script per 
l'automatizzazione di quest'ultima operazione.
Si ricorda al lettore che sebbene si è lavorato su Windows 7 in fase 
iniziale, si è poi deciso di passare ad un sistema *nix-like (Ubuntu) 
per  vari  motivi  che  saranno  delineati  nel  corso  della  lettura. 
Pertanto questo capitolo farà riferimento al setup di un ambiente 
di sviluppo all'interno del sistema operativo Ubuntu Linux 12.04.
6.1 Gli strumenti software usati
Prima  di  cominciare,  sembra  quasi  inutile  ricordare  che  è 
necessario  che  sul  proprio  sistema  sia  installata,  almeno,  una 
JRE11.
11 Java Runtime Environment [wJRE].
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È bene controllare ciò digitando da terminale:
$ java -version
Se  non  si  ottengono  messaggi  di  errore  si  può  proseguire,  in 
alternativa  si  può  installare,  ad  esempio,  la  OpenJDK  JRE 
[http://openjdk.java.net] digitando:
$ sudo apt-get install openjdk-7-jre
I primi due fondamentali passi da seguire sono:
6.2 Installazione di eclipse e dei WebObjects
1. reperire  Eclipse  Indigo  (v3.7)  Sr2,  IDE  for  Java  EE 
Developers 
[http://www.eclipse.org/downloads/packages/release/indig
o/sr2],  poiché  le  altre  versioni  più  recenti  sono 
incompatibili  con  il  plugin  (WOLips) che  andremo  ad 
installare  successivamente.  Decomprimere  il  file  archivio 
scaricato  in  una  directory  di  vostro  gradimento  e  per 
comodità  potete  creare  un  collegamento  simbolico 
all'eseguibile;
$ tar -zxvf \ eclipse-java-indigo-SR2-linux-gtk-x86_64.tar.gz
$ ln -s ~/eclipse/eclipse ~/Scrivania/eclipse
2. I frameworks WebObjects  , è possibile seguire questa guida 
[http://wocommunity.org/display/documentation/Deployi
ng+on+Linux],  che  copre  molte  questioni  relative 
all'installazione dei WebObjects, ma che purtroppo ne lascia 
scoperte  alcune  fondamentali,  oppure  è  possibile  fare 
quanto descritto qui:
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1. Si effettui il download nella vostra home directory dalla 
rete del  file  WOInstaller.jar  
[http://webobjects.mdimension.com/wolips/WOInstalle
r.jar]
2. Si digitino poi i seguenti comandi da terminale:
$ sudo mkdir /Developer/WebObjects/Versions/WebObjects543
$ sudo chown -R <user_proprietario> /Developer
$ sudo chgrp -R <user_proprietario> /Developer
$ java -jar WOInstaller.jar 5.4.3 \ 
/Developer/WebObjects/Versions/WebObjects543
3. Verrà avviato il processo di download di tutti i  WebObjects 
“essenziali”. Come è facilmente intuibile verrà installata la 
versione  5.4.3 a  partire  dalla  directory 
/Developer/WebObjects/Versions/WebObjects543.
4. Al termine di questo processo, si avvii eclipse.
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6.3 Installazione di WOLips
Una volta entrati in eclipse si devono compiere i seguenti steps per 
scaricare  ed  installare  il  plugin  WOLips 
[http://wiki.wocommunity.org/display/WOL/Install+WOLips+wi
th+Eclipse+Update+Manager] per l'integrazione dei WebObjects 
su eclipse:
1. Occorre recarsi nel menu Help > Install New Software...,
2. sulla  nuova  finestra  che  si  apre  cliccare  su  Add... e 
completare i campi in questo modo:
Name: WOLips37Stable
Location: 
http://kenkins.wocommunity.org/job/WOLips37Stable/lastSuccessfulBuild
/artifact/temp/dist 
3. Quindi verrà caricata da un repository una lista di plugins 
disponibili, da cui occorrerà selezionare solamente il plugin 
WOLips.
4. Occorrerà poi proseguire con l'installazione ed al termine, 
premere Not Now ed uscire da eclipse.
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Figura 6.1: eclipse plugin installation form
6.4 Binding dei WebObjects con eclipse e 
WOLips
Ora, bisognerà procedere con gli ultimi due passi finali:
1. Risolvere  un  bug  del  plugin  installando  la  libreria 
WebKitGTK [http://webkitgtk.org/]:
$ sudo apt-get install libwebkitgtk-1.0-0
2. Infine  editare,  in  maniera  appropriata,  il  file 
wolips.properties affinché  i  frameworks  vengano 
riconosciuti da eclipse:
$ gedit ~/Library/Application \ Support/WOLips/wolips.properties
Supponendo di aver seguito alla lettera tutta la procedura 
bisognerà cancellare l'intero contenuto del file (oppure se il 
file non è stato creato, crearlo) e sostituirlo con questo:
wo.apps.root=/Developer/WebObjects/Versions/WebObjects543/User/Applica
tions 
wo.extensions=/Developer/WebObjects/Versions/WebObjects543/User/Exten
sions 
wo.local.frameworks=/Developer/WebObjects/Versions/WebObjects543/Loca
l/Library/Frameworks 
wo.local.root=/Developer/WebObjects/Versions/WebObjects543/Local/Library 
wo.system.frameworks=/Developer/WebObjects/Versions/WebObjects543/Sy
stem/Library/Frameworks 
wo.system.root=/Developer/WebObjects/Versions/WebObjects543/System/Li
brary 
wo.user.frameworks=/Developer/WebObjects/Versions/WebObjects543/User/
Library/Frameworks 
wo.user.root=/Developer/WebObjects/Versions/WebObjects543/User/Library 
wolips.properties=wolips.properties
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Sostanzialmente  in  questo  file,  vengono memorizzate  una 
serie  di  variabili,  utilizzate  poi  da  ant 
[http://ant.apache.org/] nei files  build.xml, per il  building 
semplificato  dei  progetti  WebObjects (ma  anche  di  quelli 
Wonder).
6.5 Installazione di Project Wonder
Per il  completamento dell'installazione di  Project  Wonder 
occorrerà poi seguire il procedimento (per le versioni 5.4.x) 
descritto  egregiamente  in 
[http://wiki.wocommunity.org/display/documentation/Bin
ary+Frameworks+Installation+and+Upgrade],  stando 
attenti ad usare i giusti  paths (si può usare come  runtime 
path 
”/Developer/WebObjects/Versions/WebObjects543/System/Library/Framework”).
6.6 Conclusione
Se gli steps enumerati in questo capitolo sono stati seguiti senza 
incappare  in  alcun  intoppo,  il  lettore  sarà  pronto  a  muovere  i 
primi  passi  per  familiarizzare  con  il  mondo  dei  WebObjects e 
Project  Wonder. Buoni  punti  di  partenza  sono  i  siti 
[sWOTUTORIALS] e  [sWONDERTUTS].  Verrà  fatto  qualche 
breve accenno all'uso dei  di  tali  frameworks anche nel  corso di 
questo elaborato.
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7 Web-CAT: dal codice sorgente al 
build
Chi  non  ha  mai  avuto  modo  di  metter  mano  su  un  progetto 
abbastanza  complesso  come  Web-CAT,  può  trovarsi  spaesato 
vedendosi  davanti  milioni  e  milioni  di  righe  di  codice,  le  quali 
fanno, per giunta,  riferimento a quasi un centinaio di  “external  
jars” dei  quali,  in  partenza,  si  ignora  ogni  caratteristica  (e 
soprattutto numero di versione!).
In una delle poche emails a cui il principale sviluppatore di Web-
CAT, Stephen Edwards, ha risposto si leggeva:
[..]  Be  aware  that  we  do  not  currently  have  a  documented  set  of
instructions  describing  how  to  setup  a  development  environment
and  build  Web-CAT  from  source.  We  have  had  a  number  of  people
set  up  their  own  builds,  but  they  all  required  a  bit  of  tinkering
to get things working correctly. [..]
Perciò  non  si  pensi  che  quanto  si  sta  andando  a  leggere  nelle 
prossime righe sia stato una passeggiata. Non si pensi neppure che 
sia  l'unico  modo per  far  funzionare  le  cose,  è  però  il  primo in 
assoluto  individuato  da  uno  studente  dell'Università  di  Pisa  e 
sicuramente potrà essere raffinato e migliorato con il susseguirsi 
delle release ufficiali di  Web-CAT associato a lavoro in termini di 
impegno,  tenacia  e dedizione (qualche spunto di miglioramento 
potrà essere trovato nel capitolo 11).
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7.1 Prima di cominciare
Vi  è  l'esigenza  di  seguire  questi  steps  preliminari  al  setup 
dell'ambiente di sviluppo, in locale, specifico per Web-CAT, poiché 
la  corretta  messa  in  piedi  dell'ambiente  di  lavoro  non  può 
prescindere dalla presenza di un'istanza funzionante di Web-CAT.
1. Installare  un  DBMS12,  la  scelta  più  ovvia  consiste  nel 
ricadere  sul  DBMS  open  source  più  diffuso  al  mondo: 
MySQL [http://www.mysql.it/]. Questo può essere ottenuto 
eseguendo il comando:
$ sudo apt-get install mysql-server
Per  maggiori  dettagli  fare  riferimento  a 
[https://help.ubuntu.com/12.04/serverguide/mysql.html].
2. Installare  un  servlet  container,  in  quest'elaborato  si  farà 
riferimento  alla  famiglia  di  versioni  7.0.x  del servlet 
container Apache Tomcat.
Per  l'installazione  occorre  far  riferimento  alla,  molto 
esaustiva,  documentazione  ufficiale  di  Tomcat 
[http://tomcat.apache.org/tomcat-7.0-doc/index.html].
3. Scaricare  l'ultima  release  completa  di  Web-CAT (è  un 
archivio di tipo WAR13) da [fLATESTWC],
4. Effettuare il deployment del file WAR14 appena scaricato,
5. Quindi,  avviare  Tomcat ed  attendere  che  Web-CAT si 
aggiorni automaticamente.
12 Database management system [wDBMS].
13 Web application Arrchives, maggiori informazioni, consultare [wWARFILE].
14 Ai  fini  di  questo  elaborato,  si  intende  decomprimere  l'archivio  WAR,  in  una  directory 
risiedente all'interno della wwwroot di Tomcat (ovvero la directory webapps). Per maggiori 
dettagli, leggere [wDEPLOY].
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6. Proseguire,  infine,  con  il  wizard per  il  completamento 
dell'installazione di Web-CAT.
7.2 Reperire i sorgenti di Web-CAT
Web-CAT è  un  progetto  open source,  rilasciato  tramite  la  nota 
piattaforma,  per  lo  sviluppo  collaborativo  di  software, 
SourceForge [fHOME].  Dovrebbe  essere  noto  che,  questa 
piattaforma può integrare il  ciclo di vita dei progetti che ospita, 
con alcuni sistemi di controllo versione come ad esempio SVN15 o 
CVS16.  Pertanto,  ciò  che  si  andrà  a  fare  ora,  sarà  andare  a 
prelevare,  dal  repository17 CVS,  i  sorgenti  di  Web-CAT tramite 
eclipse.
7.2.1 Aggancio al repository CVS e check out dei sorgenti
Avviare  eclipse, e scegliere dalla  barra 
dei menu:
Window > Open Perspective > Other...
Dalla  finestra  che  appare  selezionare, 
CVS Repository Exploring (figura 7.1).
Quindi  premere  il  bottone  Ok per 
confermare.
Nella  nuova  prospettiva aperta, 
individuare  il  pannello  CVS 
Repositories, cliccare con il tasto destro 
del  mouse  e  selezionare  nel  menu  a  tendina  mostrato:  New  > 
Repository Location...
15 SubVersioN [wSVN].
16 Concurrent Versions System [wCVS].
17 È  inteso  qui  come  una  sorta  di  contenitore di  tutte  quelle  versioni  dei  sorgenti 
dell'applicazione,  che  nel  tempo  hanno  sperimentato  un  commit, ovvero 
l'immagazzinamento nel repository da parte degli sviluppatori.
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Figura 7.1: List of Perspectives
Nella nuova finestra aperta inserire i dati mostrati in figura 7.2, od 
in alternativa reperibili da [fSOURCECODE].
Verrà quindi creata una nuova entry relativa al repository di Web-
CAT.
Da questa entry, scegliere Head > Web-
CAT,  quindi  selezionare  gli  eclipse 
projects che ci serviranno per il  nostro 
primo  build.  Non  è  necessario 
selezionarli tutti, ma in ordine alfabetico 
bisognerà scegliere:
Admin,  AntForPlugins,  BatchProcessor,  
BIRTRuntime,  Bootstrap,  
CheckstyleForPlugins,  CloverForPlugins,  
Core,  DBUpdateEngine,  
EOJDBCPrototypes, ExternalJars, Grader,  
Notifications,  Opinions,  PerlForPlugins,  
PMDForPlugins,  Reporter,  Web-CAT,  
WebObjectsUpdater e WonderUpdater.
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Figura 7.2: Connessione al repository CVS
Figura 7.3: Lista parziale dei 
progetti eclipse da reperire
Dopo  averli  selezionati,  fare  click  col  destro  e  scegliere  Check  Out, 
quindi passare alla WOLips perspective.
I progetti verranno creati all'interno del vostro attuale workspace. Già 
da ora, sarebbe cosa buona e giusta eseguire questi due mini steps per 
poter portare a termine l'operazione di build:
1. Disattivare  il  build  automatico al  salvataggio  dei  progetti: 
considerando che il peso del prodotto dall'operazione di build si 
aggira attorno ai  100 Megabytes, questa è un'operazione troppo 
costosa,  da  eseguire  ad  ogni  salvataggio  di  un  singolo  file 
modificato,
2. Disattivare  il  WOLips  incremental  builder, per  il  progetto 
Bootstrap: sebbene nasca come tale, questo progetto in sé non è 
un  WO  project,  ma  un  comunissimo  Java  Project (per  la 
precisione  un  JAR  project),  pertanto  quando  il  WOLips 
incremental  builder (ovvero  il  builder  specifico  per  i  WO 
projects), proverà ad effettuare il build di tale progetto genererà 
un'eccezione  (NPE18),  interrompendo  il  processo  di  build, 
impedendo  la  generazione  del  prodotto  dell'operazione  di 
building.
7.3 Reperire le librerie mancanti
Come accennato nell'introduzione,  Web-CAT ha  bisogno,  per  la 
sua  corretta  esecuzione,  di  numerosi  JAR  files19 di  supporto  al 
nutrito numero di sorgenti Java.
18 (Java) Null Pointer Exception.
19 Java ARchive, maggiori dettagli [wJARFILE].
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Un JAR file è sostanzialmente un archivio ZIP contente un certo 
numero  di  classi  Java20 pseudo-compilate (files  di  tipo  class) 
interamente  costituenti  o  facenti  parte  di  uno  o  più  Java 
packages21.  Ogni  tanto,  alcune  classi  o  alcuni  singoli  metodi 
appartenenti a tali packages all'interno di uno stesso archivio JAR 
possono  subire  aggiornamenti,  rimozioni,  spostamenti, 
deprecazioni22,  …  pertanto  l'evoluzione  del  codice  presente 
all'interno di un archivio JAR, costituisce l'evoluzione del file JAR 
stesso.  Si  rende  necessario,  quindi,  tener  traccia  di  questo 
processo evolutivo, attribuendo ad ogni evoluzione del file JAR un 
numero di versione differente.
È  importante,  quindi,  non  solo  reperire  gli  archivi  JAR,  ma 
reperire  quelli  che  abbiano  la  stessa  versione  utilizzata  dagli 
sviluppatori originari. 
Ovviamente l'upload di tali files verso un  repository CVS non è 
contemplato  (come  giusto  che  sia)  durante  un'operazione  di 
commit  della  versione 
[http://stackoverflow.com/questions/17512294/how-to-get-
entirely-a-project-from-a-cvs-repository],  pertanto  è  stato 
doveroso  ingegnarsi  per  reperire  tali  files,  o  meglio  le  giuste 
versioni di tali files.
20 Controllare se una classe è contenuta all'interno di una lista di archivi JAR è un'operazione  
che può essere facilmente compiuta mediante uno shell script. Ne presento uno semplice  a 
[http://stackoverflow.com/questions/1342894/find-a-class-somewhere-inside-dozens-of-
jar-files/17345301#17345301].
21 Un Java package è un modo per ordinare o meglio organizzare un insieme di Java classes 
[wJAVAPACKS].
22 Per noi, la deprecazione è l'atto di attribuire lo status di deprecato/a ad un metodo o ad una 
classe. Tale status indica che l'uso di tale metodo o classe è da evitare, poiché nelle future 
versioni, dell'archivio JAR in cui contenuti, esso/a verrà rimosso/a.
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Sebbene nei  files  readme.txt, presenti  in qualcuno degli  eclipse 
projects, reperiti seguendo le istruzioni nel paragrafo precedente, 
vi fosse traccia dei files JAR da utilizzare, talvolta, era impossibile 
trovare tali archivi in rete.
È  qui  che  ci  torna  utile  l'istanza  di  una  versione di  Web-CAT 
aggiornata e funzionante sulla nostra macchina! (paragrafo 7.1)
Infatti  sarà  proprio  da  questa  istanza  che andremo a  prelevare 
tutti quei  JAR files utili al nostro scopo  ultimo, ovvero quello di 
essere in grado di modificare i files sorgenti di Web-CAT.
7.3.1 Il supporto a runtime del servlet container
È  necessario  che  eclipse riconosca il  nostro  servlet  container 
installato. Se sono stati seguiti i passi descritti in uno dei paragrafi 
precedenti, tale servlet container sarà Apache Tomcat.
Per installare23 Tomcat all'interno di eclipse, e rendere disponibile 
il  contenuto  della  sua  directory  lib è  necessario  compiere  i 
seguenti passi:
1. Scegliere,  dalla barra dei menu,  Window > Show View > 
[Other... >] Servers. Comparirà una nuova scheda in basso, 
intitolata “Servers”.
2. Cliccare col tasto destro in tale scheda e selezionare New > 
Server.
3. Negli steps successivi verrà chiesto di inserire la directory in 
cui abbiamo installato Tomcat.
23 Agli occhi d'eclipse, si intende.  Tomcat è già risiedente nel file system (avendolo installato 
precedentemente)  e  a  partire  dalla  sua  home  directory,  all'interno  della  directory  lib 
troviamo i files JAR che possono essere inclusi nel classpath di un progetto. Tra le altre cose 
da sapere, questa directory è la prima visitata dal classloader, di Tomcat. In altre parole le 
prime  classi  da  caricare,  vengono  ricercate  a  partire  da  questa  directory 
[sTCATCLASSLOAD].
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Ora  sarà  possibile  includere  nei  buildpaths dei  progetti  che 
necessitano  del  supporto  della  Runtime  Server  Library,  che 
risultano essere Bootstrap, Core e Web-CAT.
Verrà mostrato come farlo per il progetto Bootstrap, sarà compito 
del lettore farlo per i restanti progetti:
1. Cliccare col tasto destro sul progetto  Bootstrap e scegliere 
Build Path > Add Libraries...
2. Comparirà  una  finestra  da  cui 
occorrerà  selezionare Server 
Runtime e procedere.
3. Selezionare  in  seguito il  servlet 
container desiderato (Tomcat) e 
premere il bottone Finish.
7.3.2 Eliminare le incompatibilità 
tra diverse versioni dei WebObjects
Nel capitolo precedente è stato illustrato, molto dettagliatamente, 
come  installare  WebObjects e  Project  Wonder per  un  sistema 
operativo  *nix-like. Tuttavia questo tipo di installazione sarebbe 
risultato essere il più corretto, qualora si avesse voluto cominciare 
lo sviluppo di una nuova  WO Application (oppure di una nuova 
Wonder Application). Questo non è il nostro caso. Non esiste una 
spiegazione  logica  del  perché  si  afferma  questo,  ma 
quest'affermazione è dettata da innumerevoli test empirici  (trial  
and error).
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Figura 7.4: add libraries window
Una valida ipotesi potrebbe, comunque, essere la seguente:
le versioni di WebObjects e Project Wonder installate al capitolo 6 
sono  rispettivamente  la  5.4.3  e  la  5.0. È  probabile  che  gli 
sviluppatori originari di Web-CAT abbiano cominciato  lo sviluppo 
appoggiandosi su versioni a queste precedenti e che nel continuare 
lo sviluppo abbiano poi utilizzato versioni più aggiornate ma solo 
per  alcuni  frameworks  (essendo  sia  WebObjects che  Project  
Wonder una  collezione  modulare  di  frameworks)  e  quindi 
strutturando l'intero progetto sulla coesistenza contemporanea di 
frameworks di una versione e frameworks di un'altra.
Pertanto, nel nostro caso, la cosa più  furba da fare è appoggiarsi 
completamente  all'istanza  di  Web-CAT installata  in  precedenza, 
sarà  da  lì,  che  andremo  ad  estrapolare un'installazione  dei 
WebObjects (e  Project  Wonder)  sicuramente  compatibile,  oltre 
che funzionante.
Per fare ciò occorrerà copiare a partire dalla webapps directory di 
Tomcat, tutte  quelle  directories  (risiedenti  in ./Web-CAT/WEB-
INF/Web-CAT.woa/Contents/Library/Frameworks),  relative  ai 
frameworks  WebObjects e  Project  Wonder. Bisognerà  però 
escludere i frameworks prodotti dalla fase di building di Web-CAT, 
ovvero tutte le directories che contengano nel proprio nome, nomi 
dei progetti eclipse costituenti i sorgenti di Web-CAT.
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Ipotizzando  che  il  lettore  abbia  seguito  correttamente  tutti  gli 
steps per l'installazione di WebObjects e Project Wonder (capitolo 
6), ora si andrà ad eseguire qualcosa di simile a quanto effettuato 
in precedenza:
1. Creare una nuova directory che ospiterà la nuova versione 
dei WebObjects, digitando il comando
$ mkdir \ 
/Developer/WebObjects/Versions/WebObjectsWebCAT
2. All'interno  di  essa  occorre  ricreare  la  stessa  struttura  di 
directories presenti a partire dalla versione dei WebObjects 
installata  in  precedenza.  È  possibile  visualizzare tale 
struttura utilizzando il comando tree:
$ tree -d -L 3 \ /Developer/WebObjects/Versions/WebObjects
Che restituirà:
WebObjects
├── Local 
│   └── Library 
│       └── Frameworks 
├── System 
│   └── Library 
│       └── Frameworks 
└── User 
    ├── Applications 
    ├── Extensions 
    └── Library 
        └── Frameworks
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e pertanto la struttura di directories, da andare a ricreare, 
sarà la seguente:
WebObjectsWebCAT
├── Local 
│   └── Library 
│       └── Frameworks 
├── System 
│   └── Library 
│       └── Frameworks 
└── User 
    ├── Applications 
    ├── Extensions 
    └── Library 
        └── Frameworks 
3. Ora si potrà andare a copiare le directories di cui si parlava 
precedentemente, ovvero le directories: Ajax.framework,  
JavaWOExtensions.framework, WOOgnl.framework ,  
ERDirectToWeb.framework, JobQueue.framework,  
WOUnitTest.framework , ERExtensions.framework,  
WebObjectsUpdater.framework , ERJars.framework,  
WonderUpdater.framework ,  
JavaDirectToWeb.framework,  
JavaFoundation.framework ,  
JavaDTWGeneration.framework,  
JavaJDBCAdaptor.framework ,  
JavaEOAccess.framework, JavaWebObjects.framework ,  
JavaEOControl.framework,  
JavaWOJSPServlet.framework,  
JavaEOProject.framework , all'interno dalla directory:
.../WebObjectsWebCAT/System/Library/Frameworks.
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4. Ora bisognerà rendere il tutto visibile agli occhi di  eclipse. 
Pertanto  sarà  opportuno  creare  un  file 
wolipsWebCAT.properties, a partire dalla posizione
~/Library/Application Support/WOLips
per fare ciò il comanda da digitare sarà:
$ gedit ~/Library/Application\
Support/WOLips/wolipsWebCAT.properties
Quando si aprirà il nostro editor di testo, quindi occorrerà 
scrivere il  nostro nuovo set di  keyword=value, necessario 
alla  corretta  configurazione  dei  frameworks,  tramite 
WOLips, all'interno di eclipse:
wo.apps.root=/Developer/WebObjects/Versions/WebObjectsWebCAT/User/Ap
plications 
wo.extensions=/Developer/WebObjects/Versions/WebObjectsWebCAT/User/E
xtensions 
wo.local.frameworks=/Developer/WebObjects/Versions/WebObjectsWebCAT/
Local/Library/Frameworks 
wo.local.root=/Developer/WebObjects/Versions/WebObjectsWebCAT/Local/Li
brary 
wo.system.frameworks=/Developer/WebObjects/Versions/WebObjectsWebCA
T/System/Library/Frameworks 
wo.system.root=/Developer/WebObjects/Versions/WebObjectsWebCAT/Syste
m/Library 
wo.user.frameworks=/Developer/WebObjects/Versions/WebObjectsWebCAT/
User/Library/Frameworks 
wo.user.root=/Developer/WebObjects/Versions/WebObjectsWebCAT/User/Libr
ary 
wolips.properties=wolipsWebCAT.properties
Tale  file  è  stato  introdotto  dalle  nuove  versioni  di 
WebObjects (dalla 5.4.x). Nelle versioni precedenti “le trait  
d'union”, tra i frameworks e WOLips era un altro file:
~/Library/wobuild.properties
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Pertanto  sarà  necessario  andare  a  crearlo  ed  editarlo  in 
maniera appropriata:
$ gedit ~/Library/wobuild.properties
quindi impostare il suo contenuto a:
wo.woroot=/Developer/WebObjects/Versions/WebObjectsWebCAT/User
wo.wolocalroot=/Developer/WebObjects/Versions/WebObjectsWebCAT/Loc
al
wo.wosystemroot=/Developer/WebObjects/Versions/WebObjectsWebCAT/S
ystem
Con le tutte le operazioni effettuate in questo paragrafo, non si è 
fatto  altro  che  installare  una  nuova  versione  di  WebObjects.  È 
possibile  quindi far  coesistere più versioni  di  WebObjects,  nello 
stesso ambiente operativo. Solamente una per volta, però, potrà 
essere usata da  eclipse. È possibile selezionare quale versione di 
WebObjects usare scegliendo  Window > Preferences > WOLips, 
dall  barra dei menu di  eclipse e  digitando nel campo “WOLips 
Properties File” uno dei nomi dei files presenti nella directory
~/Library/Application Support/WOLips
che avendo seguito quanto scritto precedentemente potrà essere 
wolips.properties oppure, wolipsWebCAT.properties.
7.3.3 Da un'istanza Web-CAT, al workspace di eclipse
Non è stato facile collezionare tutte le informazioni che verranno 
riportate  di  seguito,  e  sicuramente  mentre  Web-CAT verrà 
modificato,  aggiornato  e  migliorato,  queste  informazioni  non 
saranno più del tutto utili.
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Figura 7.5: WOLips Properties File selector
Il deployment dell'archivio WAR di Web-CAT deve aver creato, a 
partire  dalla  directory  “webapps” di  Tomcat una  tree  structure 
simile a questa:
…/webapps/Web-CAT/WEB-INF/Web-
CAT.woa/Contents/Library/Frameworks
Sarà a partire da questo percorso che andremo a prendere i files 
JAR da  posizionare  opportunamente  nel  workspace,  per  essere 
più  precisi,  la  direzione  della  copia  sarà da  una  directory 
risiedente  a  partire  da  questo  percorso  verso  una  directory 
risiedente a partire dal path dell'eclipse worksapce.
Detto ciò, verrà ora l'elenco di precise operazioni da compiere per 
far in modo che il  workspace di eclipse contenga una versione di 
Web-CAT buildabile senza errori:
• Copiare  la  directory 
ANTForPlugins.framework/Resources/ant all'interno della 
directory AntForPlugins.
• Copiare  il  file 
CheckstyleForPlugins.framework/Resources/checkstyle-
all.jar all'interno della directory CheckStyleForPlugins.
• Copiare  la  directory 
CloverForPlugins.framework/Resources/clover all'interno 
della directory CloverForPlugins.
• Copiare  il  contenuto  della  directory 
EOJDBCPrototypes.framework/Resources/Java all'interno 
della directory EOJDBCPrototypes/Libraries.
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• Copiare  i  files 
ExternalJars.framework/Resources/Java/*.jar  (tranne 
externaljars.jar)  all'interno  della  directory 
ExternalJars/Libraries.
• Copiare  la  directory 
PerlForPlugins.framework/Resources/lib all'interno  della 
directory PerlForPlugins.
• Copiare  la  directory 
PMDForPlugins.framework/Resources/pmd  all'interno 
della directory PMDForPlugins.
• Copiare  il  file 
Reporter.framework/Resources/Java/webcat-oda-*.jar 
all'interno della directory Reporter/Libraries.
• Scaricare il  file  “dojo-release-1.5.1-src.*”,  decomprimerlo e 
copiare  il  contenuto  di  tale  directory  (costituito  da  altre 
quattro  directories)  all'interno  della  directory  Core/dojo-
release.
• Copiare  i  files 
BIRTRuntime.framework/Resources/Java/*.jar (tranne 
birtruntime.jar)  all'interno  della  directory 
BIRTRuntime/Libraries.
• Copiare  la  directory 
BIRTRuntime.framework/Resources/ReportEngine 
all'interno della directory BIRTRuntime/Resources.
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Le  operazioni  di  copiatura  di  files  e  directories  riportate  in 
precedenza possono essere eseguite mediante l'uso di uno script 
bash.  Tale  script  è  stato  programmato  e  sarà  molto  utile  per 
semplificare lo sviluppo del  lettore che si  vorrà cimentare nella 
modifica dei sorgenti di Web-CAT.
Il nome di questo script è
webcatEasyBuilder.sh.
Il  suo  listato  è  di  facile  comprensione  ed  è  reperibile 
nell'appendice A di questo elaborato.
7.3.4 Consistenza dei classpaths
A questo punto bisogna fare in modo che tutti i files e le directories 
copiate siano  visibili agli occhi di eclipse.  Per fare ciò occorrerà 
editare  tutti  i  files  chiamati  “.classpath” all'interno  di  ciascuna 
directory associata ad un progetto eclipse.
In realtà è necessario editare tutti i files “.classpath” relativi a quei 
progetti  eclipse che sono stati  interessati,  nelle serie di  copia di 
files precedenti,  da una copia del tipo
da *.framework/*.jar a */Libraries
ovvero:  BIRTRuntime,  EOJDBCPrototypes,  ExternalJars  e  
Reporter.
I  files  .classpath sono dei  files  xml aventi  come  child  elements 
(del parent element “classpath”) “classpathentry” che rappresenta 
una  singola  componente  dell'intero  classpath  relativo  a  quel 
progetto.  Per  ciascuno  di  questi  elements, l'attributo  più 
significativo  è  quello  “path”. Sarà  questo  che  andremo  a 
modificare.
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Le modifiche da apportare a ciascun  path attribute,  relativo ad 
una  singolo  classpathentry  element, sono  condensabili  nel 
seguente periodo: per ciascun classpathentry element presente nel 
file avente un path attribute del tipo
path = “*.jar”
(ed  un  kind attribute del  tipo  kind = “lib”),  modificare  il  path 
attribute in modo da renderlo del tipo
path = “Libraries/*.jar”.
8 WebObjects in breve
8.1 Cos'è WebObjects?
Sebbene  ci  si  riferisca  erroneamente  ad  essa  con  il termine 
framework,  in  realtà,  WebObjects è,  più  specificamente,  una 
collezione  di  frameworks indipendenti,  tutti  basati  su  Java e 
utilizzati principalmente per lo sviluppo di web applications.
Poggiante su questa  raccolta di  frameworks madre, vi è un'altra 
collezione di frameworks, Project Wonder.
8.2 Cenni storici
L'intera  collezione  di  WebObjects è  nata  come  contorno  ad  un 
primissimo framework padre, DBKit, che poi ha cambiato nome 
in  Enterprise  Objects  Framework (EOF),  per  fornire  degli 
strumenti per la realizzazione di applicazioni web dinamiche.
EOF serviva per fornire un'astrazione “object-relational” di vecchi 
databases. Esso fu sviluppato e rilasciato in principio da NeXT,  e 
successivamente da  Apple,  che  a  sua  volta  ha  poi  smesso  di 
rilasciarlo.
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Appoggiandosi  su  tale  collezione  di  frameworks, è  stata 
sviluppata,  da  una  modesta  comunità  di  sviluppatori 
[sWOCOMMUNITY],  una  nuova  suite  di  frameworks,  Project 
Wonder, mediante un progetto open source, che è diventata più 
grande di WebObjects stessa!
8.3 Strumenti per la programmazione
Per  lo  sviluppo  in  ambito  WebObjects/Project  Wonder si  può 
utilizzare  una  versione  di  eclipse,  equipaggiata  con  il  plugin 
WOLips (paragrafo 6.3).
Nella WOLips perspective di eclipse, viene quindi offerto un valido 
supporto  per  poter  gestire  tutti  gli  aspetti  relativi  allo  sviluppo 
WebObjects  (alcuni  di  questi  aspetti  sono  trattati  alla  fine  del 
sotto-paragrafo 7.3.2).
Per la gestione dei  Components24, vi è (generalmente in basso a 
sinistra)  un  pannello 
intitolato  Related (figura 
8.1) che  ci  permette  di 
interagire con ciascuno dei 
files collegati a tale Component (i dettagli riguardanti ciascuno di 
questi files verranno analizzati nel paragrafo 8.4).
Sempre  nella  colonna  sinistra  di  tale  perspective vi  è  il  WO 
Explorer Panel, che ci permette di esplorare i diversi WO Projects 
(o Wonder Projects) presenti nel workspace e dal quale se ne può 
facilmente dedurre la struttura.
24 Un  Component, nel  gergo  WebObjects è  un insieme di  più  files,  che  nell'ambito  di  una 
WOApplication serve a gestire una pagina o parte di una pagina statica o dinamica.
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Figura 8.1: Related Panel
Un altro strumento essenziale per sviluppare con i  WebObjects è 
l'Entity  Modeler  (figura  8.2), ovvero  una  maschera  per 
l'interazione con il  DBMS, e per la creazione assistita e visuale di 
entità e relazioni.
Esso  offre  inoltre  la  possibilità  di  generare  automaticamente  le 
classi  ed i metodi che forniranno la totale astrazione dal  DBMS 
utilizzato, mediante un suo componente chiamato EOGenerator.
8.4 Concetti base
È bene precisare  che  WebObjects non è  adatta  allo  sviluppo di 
“semplici siti web”, essa è nata per la realizzazione di applicazioni 
web aventi una certa complessità.
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Figura 8.2: Entity Modeler view
Per sopperire a tale compito, la progettazione di un'applicazione 
web  con  WebObjects deve  necessariamente  seguire  il  famoso 
design pattern MVC25 (Model-View-Controller):
• il  Model è  basato  sull'EOF (come  già  specificato  in 
precedenza  nel  paragrafo  8.2),  che  assieme  all'Entity 
Modeler  (e  quindi  anche  l'EOGenerator) permettono  la 
facile gestione ed interazione con il DBMS;
• la  View è  concentrata  sull'uso  dei  Components,  unità  di 
visualizzazione  WebObjects che  comprendono  più  files, 
gestibili  e  selezionabili  attraverso  il  Related  Panel  
(paragrafo 8.3).
Tra questi, i principali, costituenti il Component, sono tre:
◦ un  file  HTML nel  quale,  sullo  stile  del  PHP,  possono 
essere  immersi,  direttamente  nel  codice,  i  tags 
WebObjects
<weboject ..>..</webobject>
oppure abbreviati
<wo ..>..</wo>
attraverso  i  quali  si  effettua  una  sorta  di  binding  con 
delle entità definite e/o dichiarate in un altro file, ovvero
◦ un file WOD. Esso è un file contenente diversi “elementi” 
WebObjects,  ad esempio quelli visuali come  i  "bottoni", 
oppure semplice "testo", ma anche oggetti più complessi 
quali  ajax  containers auto  aggiornanti,  oppure  oggetti 
per la visualizzazione condizionale, ecc.
25 È un pattern che specifica di mantenere indipendenti il modello dei dati (Model) e le logiche 
di presentazione (View) e di business (Controller) all'interno dello stesso programma.
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Tali  “elementi” sono descritti  all'interno del  file  WOD, 
mediante una lista di entries del tipo keyword=value.
Il  lato  keyword è  specifico  per  ogni  elemento  (per  un 
bottone,  ad  esempio  saranno  rilevanti  le  keywords 
"value" ed  "action", mentre  saranno del  tutto  prive  di 
significato  le  keywords  “condition”  e/o  “frequency”). 
Esso definirà  implicitamente il  tipo  del  contenuto  del 
lato  value che  potrà essere una semplice stringa statica, 
oppure  un  qualsiasi  altro  oggetto  Java dichiarato  e 
definito  in  un  qualche  altro  file  Java facente  parte 
dell'applicazione, oppure in
◦ un file Java [WOPROGUIDE 2007];
• Il Controller, distribuito su tutte le classi Java (non ottenute 
automaticamente mediante l'uso dell'EOGenerator).
8.4.1 Key-Value Coding (KVC)
Il  Key-Value  Coding è  un  protocollo  (all'interno 
dell'EOKeyValueCoding) utilizzato  per leggere e scrivere variabili.
È molto utile per passare valori attraverso le pagine e si basa sui 
concetti  di  setter e  getter per  una  variabile  ed  introduce  molti 
vantaggi:
1. codice  più  snello,  non  c'è  bisogno  di  scrivere  setters e/o 
getters particolari,
2. design pattern più forte, derivante dall'uso oculato di questo 
paradigma  che  si  tramuta  in  codice  più  trasparente  e 
comprensivo,
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3. ottemperanza  ad  uno  dei  principi  generali  di  Java (o  se 
vogliamo,  dei  linguaggi  di  programmazione  orientati  agli 
oggetti),  ovvero  quello  di  non consentire  l'accesso  diretto 
alle proprietà di un oggetto [MENDIS 2002].
Un  esempio  di  KVC, chiamata  attribute,  potrebbe  essere  il 
seguente:
...
private String attribute; // attribute KVC
public String attribute() { // il getter
  return attribute;
}
public void setAttribute(String a) { // il setter
  attribute = a;
}
...
8.4.2 Request-Response Loop
Ogni  azione intrapresa  da  un  utente  è  comunicata  ad una  WO 
Application  (o  Wonder  Application)  attravero  il  web  server e 
l'adattatore WebObjects.
Tutti i  dettagli relativi a tale azione, vale a dire il  contenuto dei 
campi  di  testo,  lo  stato  dei  radio  buttons e  dei  checkboxes, le 
informazioni  relative  alla  sessione,  ecc. sono  codificate  nella 
richiesta HTTP. Tale richiesta è decodificata dall'azione congiunta 
dell'adattatore  WebObjects e  dal  comportamento  di  default 
dell'applicazione.
Questo processo di decodifica, che ha l'effetto finale di generare 
una pagina di risposta da restituire al web browser, costituisce il 
request-response loop [WOPROGUIDE 2007].
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Diversi metodi sono usati nel processing della richiesta, ma due di 
essi sono protagonisti:
1. public void setAttibute(Object attributeValue)
nel  processare  la  richiesta,  il  codificatore  key-value 
(paragrafo  8.4.1),  cerca questo metodo (setter) per settare 
una key nominata attribute.
2. public WOActionResults invokeAction(..)
metodo che invoca la generazione di una richiesta. Esso può 
anche restituire una nuova pagina.
Anche nella generazione della risposta sono diversi i metodi usati, 
i principali sono i seguenti:
1. public Object attribute()
nella  generazione  della  risposta,  il  codificatore  key-value 
(paragrafo 8.4.1), cerca questo metodo (getter) per leggere 
il valore di una key nominata attribute.
2. public void appendToResponse(..)
metodo  invocato  appena  prima  il  completamento  della 
risposta.
Questa  descrizione  è  molto  sommaria  e  scarna,  per 
approfondimenti si rimanda ai documenti [WOPROGUIDE 2007] 
e [WOSTART 1997], nonché al sito [sWOCOMMUNITY].
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9 Guide
9.1 Guida all'installazione
L'installazione  dell'interfaccia  oggetto  di  questo  elaborato, 
consiste in un avanzamento di versione del framework Grader.
Tale  compito  è  espletato  dalla  componente  Bootstrap. Tale 
componente è di vitale importanza per il sistema (paragrafo 4.3). 
Tra  le  primissime  attività  che  essa  svolge  (tramite  la  funzione 
init()),  c'è  la  ricerca  di  versioni  più  recenti  dei  frameworks  
installati, attraverso  internet.  Se  presenti,  quindi,  i  nuovi 
frameworks (memorizzati  all'interno  di  archivi  JAR), vengono 
scaricati  e  memorizzati  all'interno  della  directory  WEB-
INF/pending-update, da  qui,  automaticamente,  essi  verranno 
installati nel sistema. Qualora vi fosse la necessità di aggiornare il 
Bootstrap di Web-CAT, basterà semplicemente rimpiazzare il suo 
vecchio  file  JAR, risiedente  all'interno  della  directory  WEB-
INF/lib, con un nuovo file JAR.
Pertanto  per  installare  una  nuova  versione  del  framework 
Grader, su un'istanza di Web-CAT funzionante occorrerà (mentre 
Tomcat è inattivo):
1. eseguire  il  processo  di  building del  progetto  Grader 
risiedente in un  workspace di  eclipse (messo su a partire 
dalle istruzioni elencate nel capitolo 7), seguendo le seguenti 
istruzioni:
a) cliccare col tasto destro sul relativo file build.xml,
b) scegliere Run As > Ant Build,
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c) attendere  finché un file  del  tipo  Grader_x.y.z.jar, non 
viene creato all'interno della directory del  workspace di  
eclipse;
2. copiare  il  file  generato  all'interno  della  directory  WEB-
INF/pending-updates,
3. reperire il  JAR denominato  myutils.jar (materiale digitale 
allegato alla tesi) e copiarlo nella directory WEB-INF/lib,
4. avviare  Tomcat ed  attendere  che  i  cambiamenti  abbiano 
effetto.
Si  ricordi  inoltre  che  bisogna  apportare  manualmente  una 
modifica  al  database  di  Web-CAT. In  particolare  occorrerà 
aggiungere una nuova colonna alla tabella tassignment. Si mostra 
un esempio di come fare questo utilizzando il mysql client da linea 
di  comando.  Dopo aver  fatto  il  login  al  server  (in  genere,  se  il 
server è in locale il comando per l'accesso è $ mysql -u “root” -p), 
si procederà quindi con la selezione del database:
mysql> use WebCAT;
poi si procederà con l'aggiunta di una nuova colonna, digitando il 
comando:
mysql> alter table TASSIGNMENT add column isAnExam BIT(1);
In  accordo all'assioma  1. enunciato  al  paragrafo  5.1,  eseguendo 
questo comando non si fa altro che aggiungere un nuovo livello di 
indirezione!
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9.2 Guida per il docente
Le nuove azioni che un docente può eseguire grazie all'interfaccia 
oggetto di questo elaborato, sono sostanzialmente tre:
1. creare un nuovo esame,
2. fare l'upload degli elaborati svolti dagli studenti,
3. esplorare le correzioni sottomesse dagli studenti.
9.2.1 Creare un nuovo esame
La creazione di un nuovo esame è del tutto analoga alla creazione 
di  un  nuovo  assignment, così  come  essa  è  documentata  in 
[MUWCAT 2012].
L'unica differenza è che la nuova interfaccia presenta un'opzione 
in più (figura 9.1), ovvero un checkbox che permette di stabilire se 
la nuova creazione verrà annoverata tra gli  assignments o tra gli 
esami. Se  vogliamo,  possiamo  dire  che  è  stato  aggiunto  un  
ulteriore livello di indirezione (assioma 1., enunciato al paragrafo 
5.1).
Qualora  il  checkbox  fosse  spuntato verrebbe  creato  un  nuovo 
esame, avente nome e titolo indicati contestualmente.
Dopo aver premuto il tasto “Create”, sarà possibile continuare con 
la creazione di un esame come se si  stesse creando un normale 
assignment (vedi [MUWCAT 2012] e/o [DELVIGNA 2012]).
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Figura 9.1: nuova interfaccia per la creazione degli assignments e/o degli 
esami
9.2.2 Caricare un esame
Quando un nuovo esame è stato creato,  il  docente potrà vedere 
comparire  nella  Grader home status una entry  ad esso relativa 
(figura 9.2). Si noti che nel contesto di tale entry compare il tasto 
“Submit  Student  Exams”, che  consentirà  di  caricare  gli  esami 
relativi a ciascuno studente.
Affinché il sistema accetti la sottomissione da parte del docente, 
egli dovrà seguire determinati accorgimenti nella creazione del file 
da sottomettere attraverso la form che si troverà dinanzi (figura 
9.3).
Una volta che questo file è stato selezionato, bisognerà cliccare sul 
tasto  “Upload” per  completare  le  operazioni  di  caricamento 
automatico (che può comprendere la creazione di nuovi utenti, e la 
loro  contestuale  aggiunta  ad  un  corso,  qualora  ve  ne  fosse  la 
necessità.  Queste  operazioni  sono  sempre  tra  loro  distinte  ed 
indipendenti  nel  normale  funzionamento  di  Web-CAT, per 
maggiori dettagli si rimanda a [MUWCAT 2012]).
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Figura 9.2: entry associata ad un esame appena creato
Figura 9.3: form per la sottomissione di un esame
Il  file  in questione dev'essere  necessariamente un  archivio ZIP, 
ben strutturato. Ovvero, per ogni studente dovrà essere creata una 
directory.  Il  nome  di  tale  directory  sarà  l'username che  sarà 
associato allo studente all'interno di Web-CAT.
Ciascuna directory  associata  ad uno studente  dovrà contenere  i 
files d'esame. Qualora la sottomissione d'esame comprendesse più 
files, essi dovranno essere compressi in un unico archivio, sempre 
di tipo ZIP. Oltre ad i files d'esame la directory dovrà contenere un 
altro file di testo nominato matricola.txt.
All'interno di tale files dovranno comparire su unica riga quattro 
campi separati da spazi (o tabulazioni):
<matricola> <nome> <cognome> <password>
Un esempio di contenuto del file matricola.txt potrebbe essere:
423296 Filippo Lauria mypass
Mentre  la  struttura  di  un  file  exam.zip, d'esempio,  potrebbe 
essere:
exam.zip
├── dramaqueen 
│   ├── matricola.txt 
│   └── HelloWorld.zip 
├── lucas 
│   ├── matricola.txt 
│   └── boh.zip 
├── maverick 
│   ├── matricola.txt 
│   └── zipNamesCanBeDifferents.zip 
├── tommy 
│   ├── matricola.txt 
│   └── CiaoMondo.zip 
└── xkid 
    ├── matricola.txt 
    └── piz.zip
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9.2.3 Controllare le correzioni
Finché nessuno studente sottomette correzioni, il docente non ha 
nulla  da  controllare.  Non  appena  uno  studente  sottomette  una 
correzione, allora  il docente potrà vedere comparire nella Grader 
home status una entry  leggermente differente da quella vista in 
figura 9.2. Si noti infatti che in tale entry troviamo un nuovo tasto, 
ovvero, “Submitted Changes Panel” (figura 9.4).
Premendo su  tale  tasto  il  docente  si  ritroverà  di  fronte  ad una 
schermata che esalterà le differenze tra la versione consegnata e la 
versione  modificata  di  un  determinato  file,  appartenente  ad un 
determinato studente.
Mediante due  selection lists, il docente potrà navigare tra i files 
modificati e tra gli studenti che hanno apportato modifiche.
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Figura 9.4: comparsa del tasto "Submitted Changes Panel" in una entry riferita 
ad un esame
Figura 9.5: le selection lists per la selezione degli studenti che hanno modificato 
e dei files da essi modificati
Attraverso la pressione del tasto “View or Grade” poi, si ritorna al 
classico  funzionamento  di  Web-CAT,  per  cui  si  potrà 
comodamente far riferimento a [MUWCAT 2012], ricordando che:
• agli  occhi  di  Web-CAT, le  modifiche  sono  una  nuova 
sottomissione,
• pertanto  il  numero  di  sottomissioni  degli  studenti  che 
decidono di apportare correzioni, non sarà mai superiore a 
due,
• viceversa  il  numero  di  sottomissioni  degli  studenti,  che 
decidono  di  non  apportare  correzioni,  non  sarà  mai 
superiore ad uno.
9.3 Guida per lo studente
Finché un docente non avrà terminato la procedura di upload di 
un esame (sotto-paragrafo 9.2.2), allo studente non è consentito di 
compiere alcuna azione e pertanto, qualora egli fosse già iscritto al 
corso  che  sta  offrendo l'esame,  potrà  sì  visualizzare  una  nuova 
entry relativa all'esame, ma tale entry risulterà essere vuota (figura 
9.6).
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Figura 9.6: entry lato studente relativa ad un esame per cui non è 
ancora avvenuto l'upload degli elaborati
Quando il  docente avrà terminato la procedura di upload di un 
esame (sotto-paragrafo  9.2.2),  invece  tale  entry  risulterà  essere 
come in figura 9.7:
Tale  configurazione  permette  allo  studente  di  visionare  il 
punteggio  ottenuto  utilizzando  il  pulsante  “Latest  Results” (far 
riferimento a [MUWCAT 2012]).
Qualora il punteggio non fosse soddisfacente per lo studente, egli 
potrà  andare  a  sottomettere  le  proprie  correzioni,  andando  a 
premere il tasto “Submit Changes”.
Si presenterà una pagina contenente una selection list, per mezzo 
della  quale  sarà  possibile  selezionare  il  file  da  voler  modificare 
(qualora la consegna fosse costituita da più files).
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Figura 9.7: entry lato studente relativa ad un esame per cui è 
avvenuto l'upload degli elaborati
A ciascun file saranno applicabili le azioni di cui si è brevemente 
discusso nel capitolo 3 e riportate in figura 9.8.
Il listato del file sarà presentato in forma “interattiva” (simulata 
mediante  una  selection  list  multipla),  attraverso  cui  potranno 
essere  selezionate le linee con del semplice ed intuitivo drag and 
drop (figura 9.9).
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Figura 9.8: pannello principale per la sottomissione delle 
modifiche da parte di uno studente
Figura 9.9: stralcio di un listato presentato nella 
procedura di sottomissione delle correzioni. In esso 
sono selezionate le linee da 18 a 21.
Le  azioni  verranno  prese  in  considerazione  soltanto  in  caso  di 
selezione non nulla e contigua. Al completamento di ogni azione, 
verrà tenuta traccia di essa all'interno del box Rules. Per esempio, 
in  figura  9.8,  lo  studente  aveva  scelto  di  cambiare  le  linee  che 
vanno da 26 a 27 con dell'altro contenuto.
In tale ottica, le azioni che necessitano dell'inserimento di ulteriori 
contenuti,  permettono  di  farlo  attraverso  il  box  “Action 
Completion Area”. In figura 9.10 vediamo come si presenta questo 
box nel caso si volesse rimpiazzare una parola con un'altra.
Un'azione  completata  viene  collezionata  all'interno  del  box 
“Rules”.   È  possibile  svuotare  tale  box  selezionando  l'azione 
“Delete All Rules”, oppure è possibile selezionare un'unica regola, 
tra  quelle  inserite  ed  eliminarla  utilizzando  il  tasto  “Delete 
Selected Rule”.
Quando  uno  studente  ha  terminato  l'inserimento  di  regole  da 
applicare ad un determinato file, egli dovrà necessariamente (se 
vorrà che tali azioni siano tenute nel conto della generazione delle 
differenze)  premere  sul  tasto  “Store  Rules”. A  quest'azione 
corrisponde il  commit delle regole al sistema. Questa è una fase 
delicata  della  procedura di  sottomissione delle  regole,  poiché la 
generazione  delle  differenze  avviene  sulle  correzioni  che  hanno 
sperimentato il commit.
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Figura 9.10: action completion area d'esempio
La conferma di avvenuto commit avviene mediante la comparsa di 
un ulteriore box (figura 9.11) avente titolo “Status Message”.
Con l'avvenuto commit delle correzioni, lo studente può andare ad 
applicare e visualizzare le correzioni desiderate premendo il tasto 
“Show Differences”.
La pressione di tale tasto produce la visualizzazione dell'overview 
generale delle modifiche (presentata nel capitolo ), specifica per 
questo studente.
Attraverso una  selection list  (nel caso di sottomissione multipla), 
lo  studente  potrà  scorrere  tutti  i  files  da  egli  modificati  ed 
analizzare l'effettiva applicazione delle modifiche sottoposte.
In figura 9.12 è mostrato un esempio (a colori invertiti “per motivi  
di  inchiostro”) di  come  le  differenze  possano  esser  messe  in 
evidenza.  In  particolare  in  questo  stralcio  di  overview  delle  
differenze (esempio collegato alle figure che vanno dalla  9.8 alla 
9.11)  viene messa in evidenza la decisione da parte dello studente 
di sostituire le righe 26 e 27, con un nuovo pezzo di codice che 
comprende le righe da 26 a 30.
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Figura 9.11: il messaggio che compare all'avvenuto 
commit delle regole
Figura 9.12: scorcio della overview delle differenze
Si  noti  l'aggiunta   di  un  padding (in  questo  caso  di  tre  righe) 
qualora il testo aggiunto sia in termini di numero linee maggiore 
rispetto a quello originario.
Se  lo  studente  si  riterrà 
soddisfatto  delle  modifiche 
apportate,  allora  egli  potrà 
procedere  con  il  regrading della 
sottomissione,  che  avverrà 
attraverso  la  pressione  del  tasto  “Request  for  Grading” (figura 
9.13).
Tale  processo  non  è  istantaneo  (come  ad  esempio  può  essere 
considerata la pressione di un bottone).  Per rendere l'idea della 
complessità computazionale che sta dietro, si consideri infatti che 
l'azione  di  “Request  for  Grading” comporta  la  chiamata  di  un 
plugin di  Web-CAT. Tale azione comporta il  richiamo di  Ant, il 
quale  richiama  il  compilatore  (gcc  o  java). L'output  del 
compilatore è poi processato da alcuni script  Perl, che generano 
files  HTML usati  infine  dal  framework  Reporter per  la 
generazione di alcuni reports (di cui si è già parlato nel capitolo 1e 
nel paragrafo 4.3).
Tutto questo va aggiunto al fatto il lettore non sarà l'unico, in quel 
preciso istante, ad utilizzare il sistema.
Riassumendo, non bisogna preoccuparsi  se il  nuovo output non 
viene subito presentato, è solo questione di tempo (d'esecuzione).
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Figura 9.13: dettaglio del bottone 
"Request for Grading"
10 Esempi d'esame
Verranno presentati in questa sezione alcune simulazioni d'esame 
sottoposte al sistema per testarne l'effettivo funzionamento.
Tutti  gli  esempi  d'esame  sono  stati  realizzati  per  i  plugin 
nativamente  supportati  da  Web-CAT, ovvero  CppTddPlugin  e 
JavaTddPlugin ([SALVINI 2012] e [FORMICH 2013]).
Una  singola  simulazione  d'esame  sarà  costituita  dai  seguenti 
elementi:
1. una traccia,
2. una soluzione corretta,
3. un file per il testing automatico,
4. un  archivio  ZIP,  per  la  simulazione  del  caricamento 
dell'esame (sotto-paragrafo 9.2.2).
I nomi delle simulazioni d'esame proposte sono i seguenti:
1. Simple  Algorithms:  lo  studente  dovrà  programmare  una 
classe che fornisce essenzialmente tre metodi:  mcd() per il 
calcolo del minimo comune divisore,  mcm() per il  calcolo 
del minimo comune multiplo ed  avg() per il  calcolo della 
media fra due numeri interi,
2. Integer  Stack: lo  studente  dovrà  implementare  una  pila, 
ovvero una struttura dati LIFO, di interi.
3. An Infinite FIFO Structure: lo studente dovrà implementare 
una coda di interi.
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4. String  Checks: lo  studente  dovrà  fornire  due  metodi: 
isPalindrome() che controlla  se  la  stringa è  palindroma e 
occurrences() che  conta  il  numero  di  occorrenze  di  un 
determinato carattere all'interno della stringa.
Come spiegato in [MUWCAT 2012] ad ogni assignment (e quindi 
per estensione ad ogni esame) dev'essere associato un file di test. 
Tale file dovrà essere creato seguendo le specifiche del framework 
CxxTest in  caso  di  esame  Cpp [sCXXTEST] oppure  quelle  del 
framework Junit in caso di esame Java [sJUNIT].
L'archivio ZIP sottomesso per il caricamento dell'esame servirà a 
creare degli studenti aventi usernames “di fantasia”.
Per ciascuna delle simulazioni, sarà simulato il non superamento 
dell'esame  da  parte  di  uno  a  caso  tra  gli  studenti  che  vi 
partecipano  (sbagliando  di  proposito)  quindi  il  suo  intervento 
nella  sottomissione  di  correzioni  che  applicate  alla  consegna 
sbagliata, gli permettono di superare tutti i tests.
Per  brevità  di  trattazione  non  saranno  esposti  tutte  le  10 
simulazioni d'esame create, esse saranno tuttavia disponibili  nel 
materiale  digitale  di  supporto  a  questo  elaborato  indicato  al 
capitolo 12 relativo alle Conclusioni.
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10.1 Simple Algorithms (versione Java)
10.1.1 Testo
Si scriva il codice sorgente in Java di una classe pubblica nominata 
SimpleAlgorithms, la quale fornisce al chiamante un costruttore:
• public  SimpleAlgorithms(int  a,  int  b), che  costruisce  un 
oggetto  di  tipo  SimpleAlgorithms, partendo  da  due 
argomenti di tipo intero,
e tre metodi:
• public int mcd(), che restituisce il minimo comune divisore,
• public int mcm(), che calcola il minimo comune multiplo,
• public int avg(), che restituisce la media,
tra i parametri forniti in fase di costruzione.
10.1.2 Una soluzione
/** 
 * Wrapper for some (educational) algorithms. 
 * 
 * @author Filippo Laurìa 
 * 
 */ 
public class SimpleAlgorithms { 
 private int a; 
 private int b; 
 /** 
  * Builds a SimpleAlgorithms object 
  * 
  * @param x 
  *            first integer 
  * @param y 
  *            second integer 
  */ 
 public SimpleAlgorithms(int x, int y) { 
  a = x; 
  b = y; 
 } 
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 /** 
  * calculates mcm() (minimum common multiple) 
  * between <i>a</i> and <i>b</i> 
  * 
  * @return minimum common multiple 
   *         between <i>a</i> and <i>b</i> 
  */ 
 public int mcm() { 
  if (a == b) 
   return a; 
  else { 
   int i = a; 
   int j = b; 
 
   while (i != j) { 
    if (i < j) 
     i += a; 
    if (i > j) 
     j += b; 
   } 
   return i; 
  } 
 } 
 /** 
  * calculates mcd() (minimum common divisor) 
   * between <i>a</i> and <i>b</i> 
  * 
  * @return mcd() (minimum common divisor) 
   *         between <i>a</i> and <i>b</i> 
  */ 
 public int mcd() { 
  int t; 
  if (a > b) { 
   t = b; 
   b = a; 
   a = t; 
  } 
  int mcd = a; 
  for (t = a; t > 0; t--) 
   if ((b % t == 0) && (a % t == 0)) { 
    mcd = t; 
    t = 0; 
   } 
  return mcd; 
 } 
 /** 
  * calculates average value 
   * between <i>a</i> and <i>b</i> 
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  * 
  * @return average value between 
   *         <i>a</i> and <i>b</i> 
  */ 
 public int avg() { 
  return (a + b) / 2; 
 }
}
10.1.3 File di test JUnit
import org.junit.*; 
import static org.junit.Assert.*; 
 
/** 
 * A class for testing {@link SimpleAlgorithms} methods 
 * 
 * @author Filippo Laurìa 
 * 
 */ 
public class SimpleAlgorithmsTest { 
 /** 
  * A single method test. 
  * 
  * @param a 
  *            first integer 
  * @param b 
  *            second integer 
  * @param rightMcm 
  *            expected value for mcm 
  * @param rightMcd 
  *            expected value for mcd 
  * @param rightAvg 
  *            expected value for avg 
  */ 
 private void _runTest(int a, int b, int rightMcd, int rightMcm, int rightAvg) { 
  SimpleAlgorithms s = new SimpleAlgorithms(a, b); 
  int mcd = s.mcd(); 
  if (mcd != rightMcd) { 
   fail("mcd => input: " + a + ", " + b + ", returned value: " + mcd 
     + ", right value: " + rightMcd); 
  } else { 
   assertEquals(new Integer(mcd).longValue(), 
     new Integer(rightMcd).longValue()); 
  } 
  int mcm = s.mcm(); 
  if (mcm != rightMcm) { 
   fail("mcm => input: " + a + ", " + b + ", returned value: " + mcm 
     + ", right value: " + rightMcm); 
  } else { 
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   assertEquals(new Integer(mcm).longValue(), 
     new Integer(rightMcm).longValue()); 
  } 
  
  int avg = s.avg(); 
  if (avg != rightAvg) { 
   fail("avg => input: " + a + ", " + b + ", returned value: " + avg 
     + ", right value: " + rightAvg); 
  } else { 
   assertEquals(new Integer(avg).longValue(), 
     new Integer(rightAvg).longValue()); 
  } 
 } 
 /** 
  * First test method 
  */ 
 @Test 
 public void testOne() { 
  _runTest(10, 20, 10, 20, 15); 
 } 
 /** 
  * Second test method 
  */ 
 @Test 
 public void testTwo() { 
  _runTest(3, 17, 1, 51, 10); 
 } 
 /** 
  * Third test method 
  */ 
 @Test 
 public void testTre() { 
  _runTest(99, 33, 33, 99, 66); 
 } 
 /** 
  * Fourth test method 
  */ 
 @Test 
 public void testFou() { 
  _runTest(11, 29, 1, 319, 20); 
 } 
 /** 
  * Fifth test method 
  */ 
 @Test 
 public void testFiv() { 
  _runTest(18, 51, 3, 306, 34); 
 } 
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 /** 
  * Sixth test method 
  */ 
 @Test 
 public void testSix() { 
  _runTest(22, 33, 11, 66, 27); 
 } 
 /** 
  * Seventh test method 
  */ 
 @Test 
 public void testSev() { 
  _runTest(101, 45, 1, 4545, 73); 
 } 
}
10.2 Integer Stack (versione Cpp)
10.2.1 Il testo
Si  scriva  il  codice  sorgente  in  Cpp per  una  classe  chiamata 
IntegerStack, la quale implementi una pila, ovvero una struttura 
dati di tipo  LIFO, di numeri interi.  In particolare la classe dovrà 
essere munita di:
• un  costruttore  IntegerStack() ed  un  distruttore 
~IntegerStack(),
• un  metodo  void  push(int  v), per  eseguire  il  push  di  un 
valore intero sullo stack,
• un metodo  int pop(), che estrae dallo stack l'ultimo valore 
inserito, oppure “0” se lo stack è vuoto.
Dovrà essere inoltre ridefinito l'operatore “<<” per visualizzare il 
contenuto della pila. L'output dovrà essere di questo tipo:
[ <ultimo> <penultimo> … <primo> ]
La  classe  dovrà  essere  contenuta  in  due  files:  uno  avente 
estensione hpp l'altro cpp.
95
10.2.2 Una soluzione
// IntegerStack.hpp
#ifndef IntegerStack_hpp 
#define IntegerStack_hpp 
#include <iostream> 
using namespace std; 
/** 
 * An Integer Stack 
 */ 
class IntegerStack { 
  private: 
    struct Entry { 
      int info; 
      Entry* pun; 
    }; 
    Entry* head; 
  public: 
    IntegerStack(); 
    ~IntegerStack(); 
    void push(int); 
    int pop(); 
    friend ostream& operator<<(ostream& o, const IntegerStack& s) { 
      o << "[ "; 
      Entry* p = s.head; 
      while (p != NULL) { 
        o << p->info << " "; 
        p = p->pun; 
      } 
      o << "]"; 
      return o; 
    } 
}; 
#endif
//file IntegerStack.cpp
#include "IntegerStack.hpp" 
/** 
 * Builds an IntegerStack 
 */ 
IntegerStack:: IntegerStack() { 
head = NULL; 
} 
/** 
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 * Destroys an IntegerStack 
 */ 
IntegerStack:: ~IntegerStack() { 
  while (head != NULL) { 
    Entry* q = head; 
    head = head->pun; 
    delete q; 
  } 
} 
/** 
 * @param v 
 *  an int value to push into 
 *  the stack 
 */ 
void IntegerStack:: push(int v) {  
  Entry* q = new Entry; 
  q->info = v; 
  q->pun = NULL; 
  
  if (head == NULL) { 
    head = q; 
    return; 
  } 
  Entry* p = head; 
  head = q; 
  head->pun = p; 
} 
/* 
 * @return 
 *  an int value popped from 
 *  the stack, or 0 if stack 
 *  is empty. 
 */ 
int IntegerStack:: pop() { 
  if (head == NULL) 
    return 0; 
  Entry* p = head->pun; 
  int t = head->info; 
  delete head; 
  head = p; 
  return t; 
}
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10.2.3 Il file di test CxxTest
#include <cxxtest/TestSuite.h> 
#include <sstream> 
#include <string> 
using namespace std; 
#include "IntegerStack.hpp" 
class IntegerStackTest : public CxxTest::TestSuite { 
  public: 
    void testCreatePushAndPop() { 
      IntegerStack* s = new IntegerStack(); 
      s->push(100); 
      s->pop(); 
      ostringstream oss; 
      oss << *s; 
      delete s; 
      if (oss.str().compare("[ ]") == 0) 
        TS_TRACE("Create, push and pop test => ok."); 
      else { 
        ostringstream errStream; 
        errStream << "expected: \"[ ]\", returned: \"" <<
          oss.str() << "\""; 
        TS_FAIL(errStream.str()); 
      } 
    } 
    void testOnlyCreate() { 
      IntegerStack* s = new IntegerStack(); 
      ostringstream oss; 
      oss << *s; 
      delete s; 
      if (oss.str().compare("[ ]") == 0) 
        TS_TRACE("Only create test => ok."); 
      else { 
        ostringstream errStream; 
        errStream << "expected: \"[ ]\", returned: \"" <<
          oss.str() << "\""; 
        TS_FAIL(errStream.str()); 
      } 
    } 
    void testCreateAndPushThreeValues() { 
      IntegerStack* s = new IntegerStack(); 
      s->push(-1); 
      s->push(10); 
      s->push(300); 
      ostringstream oss; 
      oss << *s; 
      delete s; 
      if (oss.str().compare("[ 300 10 -1 ]") == 0) 
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        TS_TRACE("Create and push three values test => ok."); 
      else { 
        ostringstream errStream; 
        errStream << "expected: \"[ 300 10 -1 ]\", “ <<
          ”returned: \"" << oss.str() << "\""; 
        TS_FAIL(errStream.str()); 
      }  
    } 
    void testCreatePushSomeAndPopSome() { 
      IntegerStack* s = new IntegerStack(); 
      s->push(43); 
      s->push(10); 
      s->push(-12); 
      s->push(33); 
      s->push(88); 
      s->pop(); 
      s->pop(); 
      s->pop(); 
      ostringstream oss; 
      oss << *s; 
      delete s; 
      if (oss.str().compare("[ 10 43 ]") == 0) 
        TS_TRACE("Create, push some values and “ +
          ”pop some values test => ok."); 
      else { 
        ostringstream errStream; 
        errStream << "expected: \"[ 10 43 ]\", returned: \"" <<
          oss.str() << "\""; 
        TS_FAIL(errStream.str()); 
      } 
    } 
};
10.2.4 La simulazione
Lato docente si è creato un archivio contenente le sottomissioni 
per  5 studenti  (dramaqueen , lucas , maverick , tommy , xkid), 
con la procedura indicata nel sotto-paragrafo 9.2.2.
Tutti  gli  studenti  hanno  sottomesso  la  soluzione  proposta 
(inserimento  ed  estrazione  nella  e  dalla  testa  di  una  lista 
concatenata)  e  quindi  hanno  totalizzato  il  massimo  dei  punti 
totalizzabili, eccetto uno (xkid) che ha sbagliato l'implementazione 
(inserimento  in  testa,  ma  estrazione  dalla  coda  di  una  lista 
concatenata che di  fatto  implementa  non più una pila,  ma una 
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coda). Possiamo  notare  questo  dalla  barra  presente  nella  entry 
relativa all'esame nella grader home status page (figura 10.1). Per 
l'interpretazione di tale grafico si rimanda al [MUWCAT 2012]).
Ancora  una  volta,  per  la  consultazione  di  tutta  la  reportistica 
riguardante la sottomissione, si rimanda a [MUWCAT 2012].
In figura  10.2 osserviamo ciò che invece viene a comparire nella 
grader  home  status  page di  xkid,  lo studente  che  ha  fallito 
parzialmente i tests.
Questo si  capisce anche dalla visualizzazione dei  reports (figura 
10.3).
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Figura 10.1: la entry relativa all'esame (lato docente) dopo che il grading processor ha 
terminato il processo di grading.
Figura 10.2: la entry relativa all'esame (lato studente) dopo che il grading 
processor ha terminato il processo di grading.
Figura 10.3: latest results view
In figura  10.4 è  evidenziata  la 
parte  di  codice  che  fa  fallire  i 
tests.
Pertanto attraverso l'interfaccia 
di  sottomissione  delle 
correzioni, lo studente può scegliere di rimpiazzare le righe da 37 a 
40 con altre righe (figura 10.5).
Prima  di  completare 
l'operazione,  allo 
studente viene mostrata 
l'overview per la messa 
in  evidenza  delle  
modifiche (figura 10.6).
Premendo  sul  bottone  “Request  for  Grading” lo  studente  può 
avviare la procedura di applicazione delle correzioni ed attendere 
l'espletazione  da  parte  del  sistema  di  tutte  le  operazioni  che 
forniranno la nuova valutazione (che come spiegato nel paragrafo 
9.3, non è istantanea).
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Figura 10.5: completamento dell'azione di modifica 
delle righe da 37 a 40
Figura 10.4: inserimento (errato) in coda, 
anziché in testa
Figura 10.6: messa in evidenza della modifica apportata all'esercizio
Ritornando dopo qualche tempo a controllare il pannello  “Latest  
Results”, lo studente quindi apprende il nuovo voto (figura 10.7).
10.3 String Checks (versione Java)
10.3.1 La traccia
Si  scriva  il  codice  sorgente  in  Java di  una  classe  pubblica 
nominata  StringChecks,  la  quale fornisce  al  chiamante  un 
costruttore:
• public StringChecks(String s), che costruisce un oggetto di 
tipo  StringChecks, partendo  da  un  argomento  di  tipo 
stringa,
e due metodi:
• public boolean isPalindrome(),  che restituisce vero qualora 
la stringa passata in fase di costruzione è palindroma,
• public int occurences(char c), che conta il numero di volte 
che  il  carattere  passato  come  parametro  è  contenuto 
all'interno  della stringa passata in fase di costruzione.
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Figura 10.7: results dopo l'apporto di correzioni
10.3.2 Una soluzione
/** 
 * This class provides few simple methods to recall onto {@link String} 
 * 
 * @author Filippo Laurìa 
 * 
 */ 
public class StringChecks { 
  private String s; 
  private int len; 
 
  /** 
   * Builds a {@link StringChecks} 
   * object starting from a {@link String} 
   * 
   * @param v 
   *            a {@link String} [v]alue 
   */ 
  public StringChecks(String v) { 
    s = v; 
    len = s.length(); 
  } 
  /** 
   * Checks if {@link String} associated to this 
   * {@link StringChecks} object is a palindromic {@link String}. 
   * 
   * @return true if {@link String} associated to this 
   *         {@link StringChecks} object is a palindromic 
   *         {@link String}. 
   */ 
  public boolean isPalindrome() { 
    for (int i = 0; i < len / 2; i++) { 
      if (!(s.charAt(i) == s.charAt(len - i - 1))) 
        return false; 
    } 
    return true; 
  } 
  /** 
   * Counts the occurrences of char <i>c</i> into {@link String} 
   * associated to this {@link StringChecks} 
   * 
   * @param c 
   *            a character 
   * @return the occurrences number of char <i>c</i> 
   *         into {@link String} associated to this 
   *         {@link StringChecks} 
   */ 
  public int occurrences(char c) { 
    int result = 1; 
103
    for (int i = 0; i < len; i++) 
      if (s.charAt(i) == c) 
        result++; 
    return result; 
  }
}
10.3.3 Il file di test JUnit
import org.junit.*; 
import static org.junit.Assert.*; 
 
/** 
 * A class for testing {@link StringChecks} methods 
 * 
 * @author Filippo Laurìa 
 * 
 */ 
public class StringChecksTest { 
  /** 
   * A private method to test method for 
   * palindromic {@link String}s. 
   * 
   * @param s 
   *            {@link String} to test 
   * @param rightIsPalindrome 
   *            expected value 
   */ 
  private void _runTestPalindrome(String s, boolean rightIsPalindrome) { 
    StringChecks ch = new StringChecks(s); 
    boolean isPalindrome = ch.isPalindrome(); 
    if (isPalindrome == rightIsPalindrome) 
      assertTrue(isPalindrome == rightIsPalindrome); 
    else 
      fail("isPalindrome() => input: " + s + ", returned value: " 
          + isPalindrome + ", right value: " + rightIsPalindrome); 
  } 
  /** 
   * A private method to test method for 
   * occurrences count into {@link String} 
   * 
   * @param s 
   *            {@link String} to test 
   * @param c 
   *            char to search for 
   * @param rightOccurrences 
   *            expected value 
   */ 
  private void _runTestOccurrences(String s, char c, int rightOccurrences) { 
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    StringChecks ch = new StringChecks(s); 
    int occurrences = ch.occurrences(c); 
    if (occurrences != rightOccurrences) 
      fail("occurences() => input: " + s + " (" + c 
          + "), returned value: " + occurrences + ", right value: " 
          + rightOccurrences); 
    else 
      assertEquals(occurrences, rightOccurrences); 
  } 
  /** 
   * first test for palindromic {@link String}s 
   */ 
  @Test 
  public void testPalindromeOne() { 
    _runTestPalindrome("osannaso", true); 
  } 
  /** 
   * second test for palindromic {@link String}s 
   */ 
  @Test 
  public void testPalindromeTwo() { 
    _runTestPalindrome("ciao", false); 
  } 
  /** 
   * third test for palindromic {@link String}s 
   */ 
  @Test 
  public void testPalindromeTre() { 
    _runTestPalindrome("asxdbxsa", false); 
  } 
  /** 
   * first test for occurrences count 
   */ 
  @Test 
  public void testOccurrencesOne() { 
    _runTestOccurrences("thisisatest", 't', 3); 
  } 
  /** 
   * second test for occurrences count 
   */ 
  @Test 
  public void testOccurrencesTwo() { 
    _runTestOccurrences("No occurrences", 'x', 0); 
  } 
  /** 
   * third test for occurrences count 
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   */ 
  @Test 
  public void testOccurrencesTre() { 
    _runTestOccurrences( 
        "Trentatré trentini entrarono a Trento trotterellando", 't', 9); 
  } 
}
10.4 An infinite FIFO Structure (versione Java)
10.4.1 Testo
Si  scriva  il  codice  sorgente  di  una  classe  Java  per 
l'implementazione di una coda di interi, ovvero una struttura dati 
di tipo FIFO.
La  classe,  devessere  chiamata  AnInfiniteFIFOStructure, e  deve 
fornire un costruttore:
• public AnInfiniteFIFOStructure(), che costruisce un oggetto 
di tipo AnInfiniteFIFOStructure,
e due metodi:
• public  void  insert(int  v),  che  inserisce  in  coda  l'intero  v 
passato come parametro,
• public  int  extract(), che  restituisce  il  primo  (in  ordine 
cronologico) intero inserito.
Dovrà essere inoltre ridefinito il metodo
public String toString()
per  poter consentire la visualizzazione del contenuto della  coda. 
L'output di tale metodo dovrà essere di questo tipo:
[ <primo> <- <secondo> <- … <- <ultimo> ]
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10.4.2 Una soluzione
public class AnInfiniteFIFOStructure { 
  private class Node { 
    public int info; 
    public Node pun; 
  }; 
  private int nodes; 
  private Node head; 
  public AnInfiniteFIFOStructure() { 
    nodes = 0; 
    head = null; 
  } 
  public void insert(int v) { 
    nodes++; 
    if (head == null) { 
      head = new Node(); 
      head.info = v; 
      head.pun = null; 
      return; 
    } 
    Node p = head; 
    while (p.pun != null) 
      p = p.pun; 
    Node q = new Node(); 
    q.info = v; 
    q.pun = null; 
    p.pun = q; 
  } 
  public int extract() { 
    if (nodes == 0) 
      return 0; 
    nodes--; 
    int v = head.info; 
    head = head.pun; 
    return v; 
  } 
  public String toString() { 
    String result = "[ "; 
    if (nodes > 0) { 
      Node p = head; 
      while (p != null) { 
        result += p.info + ((p.pun != null) ? " <- " : " "); 
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        p = p.pun; 
      } 
    } 
    return result + "]"; 
  } 
};
10.4.3 Il file di test JUnit
import org.junit.*; 
import static org.junit.Assert.*; 
/** 
 * A class for testing {@link AnInfiniteFIFOStructure} methods 
 * 
 * @author Filippo Laurìa 
 * 
 */ 
public class AnInfiniteFIFOStructureTest { 
  private static AnInfiniteFIFOStructure queue; 
  private void _testQueueStatus(String expectedStatus, int...toInsert) { 
    int n = toInsert.length; 
    for (int i = 0; i < n; i++) 
      queue.insert(toInsert[i]); 
    String actualStatus = queue.toString(); 
    if (actualStatus.equals(expectedStatus)) { 
      assertEquals(actualStatus, expectedStatus); 
      return; 
    } 
    fail("actual status is: \"" + actualStatus + "\", while expected is: \"" + expectedStatus 
+ "\""); 
  } 
  private void _testQueueExtractions(int...expectedValues) { 
    int n = expectedValues.length; 
    for (int i = 0; i < n; i++) { 
      int actualValue = queue.extract(); 
      if (actualValue != expectedValues[i]) { 
        fail("actual extracted value is: \"" + actualValue + "\", while expected is: \"" + 
expectedValues[i] + "\""); 
        return; 
      } 
      assertEquals(actualValue, expectedValues[i]); 
    } 
  } 
  @BeforeClass 
  public static void initClass() { 
    queue = new AnInfiniteFIFOStructure(); 
  } 
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  public void testInsertion() { 
    _testQueueStatus("[ 10 <- 20 <- -1 <- 2 <- 34 <- 9 ]", 10, 20, -1, 2, 34, 9); 
  } 
  public void testExtraction() { 
    _testQueueExtractions(10, 20, -1); 
  } 
  public void testMixed() { 
    _testQueueStatus("[ 2 <- 34 <- 9 <- 1 ]", 1); 
    _testQueueExtractions(2, 34); 
  } 
};
10.4.4 La simulazione
Con  riferimento  alla  simulazione  presentata  al  sotto-paragrafo 
10.2.4, andiamo a presentare quest'altra simulazione, tralasciando 
le cose che sono simili tra le due simulazioni, per non appesantire 
troppo la trattazione.
Ancora una volta, lato docente si è creato un archivio contenente le 
sottomissioni  per   5  studenti  (dramaqueen,  lucas,  maverick,  
tommy, xkid), con la procedura indicata nel sotto-paragrafo 9.2.2.
Tutti gli studenti hanno sottomesso la soluzione proposta e quindi 
hanno totalizzato il  massimo dei  punti  totalizzabili,  eccetto uno 
(sempre  il  solito,  xkid) che  ha  nuovamente  sbagliato 
l'implementazione. Tralasciamo  la barra  presente  nella  entry 
relativa  all'esame  nella  grader  home  status  page e  andiamo 
direttamente al lato studente.
Infatti, lo studente si accorge di aver “sbagliato qualcosa” quando 
consultando il report si trova dinanzi il risultato di figura 10.8.
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Figura 10.8: lo studente apprende di aver totalizzato 0/25 punti
Allora egli decide di modificare la soluzione ed individuando dov'è 
il  problema  (anche  grazie  all'ausilio  della  soluzione  fornita  dal 
docente), sottomette la correzioni e procede con il commit delle 
stesse  e  la  visualizzazione  dell'overview  generale  di  messa  in  
evidenza delle differenze (figura 10.9)
Premendo  sul  bottone  “Request  for  Grading” lo  studente  può 
quindi  avviare  la  procedura  di  applicazione  delle  correzioni  ed 
attendere l'espletazione da parte del sistema di tutte le operazioni 
che  forniranno  la  nuova  valutazione  (che  come  spiegato  nel 
paragrafo 9.3, non è istantanea).
Ritornando dopo qualche tempo a controllare il pannello  “Latest  
Results”, lo studente quindi potrà apprendere il nuovo voto (figura 
10.11).
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Figura 10.10: messa in evidenza della modifica apportata all'esercizio
Figura 10.9: le modifiche che xkid ha apportato alla prima sottomissione
Figura 10.11: correggendo il compito xkid è passato da 0/25 a 25/25!
11 Sviluppi futuri proposti
Nel corso dello svolgimento di questo elaborato sono stati tanti gli 
spunti  di  migliorie,  sia  per  quello  che  riguarda  Web-CAT,  ma 
anche più in generale il plugin WOLips.
Infatti,  per  quanto  detto  al  paragrafo  4.2,  sarebbe  utile 
equipaggiare  WOLips (oppure  mantenersi  al  di  furi  di  eclipse 
utilizzando “bash e dot”, fare riferimento al paragrafo 4.3) di una 
funzionalità che partendo da uno o più  EOModels,  riesca a tirar 
fuori lo schema E-R dell'intero database associato all'applicazione 
considerata.
Rimanendo invece su Web-CAT, si potrebbe innanzitutto livellare i 
frameworks  WebObjects/Wonder  Project ad  un'unica  versione 
(per l'ipotesi fatta al sotto-paragrafo 7.3.2), inoltre strutturalmente 
si  potrebbe  ripensare  diversamente  all'intero  progetto.  Non più 
come tanti progetti separati e tra loro scorrelati, ma invece come 
un unico progetto padre (o wrapper) avente al suo interno diversi 
progetti figli, poiché tra essi non c'è scorrelazione totale.
Andando più nel dettaglio si potrebbe pensare ad un monitoraggio 
del  Grader  Queue  Processor  e  più  in  particolare  della  Grader 
Queue, vera e propria, affinché (sia lato docente, sia lato studente) 
si abbia una visione in tempo reale dell'effettivo avanzamento del 
processo di grading (con  Project Wonder non dovrebbe difficile 
far  questo,  si  potrebbe  pensare  ad  un  thread  che  monitora  la 
“queue” che altro non è che una tabella di un database, associato 
ad un AjaxUpdateContainer auto aggiornante).
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Continuando,  si  potrebbero  riorganizzare  le  proprietà  di 
visualizzazione  della  messa  in  evidenza  delle  differenze  in  una 
tabella  del  database  e  rendere  l'interfaccia  personalizzabile  da 
parte di ciascun utente.
È  possibile,  inoltre,  facilmente  collegare  (qualche  modifica  al 
progetto  Bootstrap)  Web-CAT, con  un  update  provider (gergo 
Web-CAT per  definire  un  repository  da  cui  scaricare 
aggiornamenti  per  frameworks  e  plugins), dedicato  alla  sola 
istanza  di  Web-CAT  funzionante  sui  server  del  dipartimento  di 
ingegneria  dell'informazione,  e  parallelo  a  quello  ufficiale 
dell'applicazione.
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12 Conclusioni
Si è osservato mediante questo documento come, attualmente, sia 
le  attività  di  supporto  all'insegnamento  che  quelle  di  supporto 
all'esame presentino molte difficoltà tra loro eterogenee.
Si è mostrato come superarle mediante l'uso del calcolatore. Si è 
spiegato, inoltre, che questo non va altro che a beneficio sia dei 
docenti che degli studenti.
Si  è  messo  in  evidenza  nel  dettaglio  tutte  le  fasi  di  analisi, 
progettazione,  implementazione  e  test  di  un'interfaccia  per  il 
supporto  alle  attività  d'esame  nei  corsi  universitari  di 
programmazione.
Di questa sono stati forniti tutti i manuali utenti: per l'installatore, 
per lo studente e per il docente.
Si è inoltre mostrato nel dettaglio, dopo aver descritto in breve i 
frameworks  WebObjects,  come  metter  su  “from  scratch”  un 
ambiente di sviluppo adatto.
Si  spera,  infine,  che  il  lettore  possa  aver  beneficiato  di  quanto 
scritto.
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Appendice A: 
#!/bin/bash 
# webcatEasyBuilder.sh 
# 
# usage: 
#  $ ./webcatEasyBuilder.sh <Web-CAT up-to-date local istance> <eclipse workspace> 
# 
# description: 
#  Starting from a local updated istance of Web-CAT, updates an eclipse workspace 
#  containing Web-CAT source code. 
# 
# author: 
#  Filippo Lauria (filippo.lauria1@gmail.com) 
# 
clear 
#$1 = ${frameworkPath} 
#$2 = jar to skip (tolower) 
function CopyExcept { 
 cd "$1/Resources/Java" 
 IFS=$'\n' 
 jars=( $( ls -l | grep ".jar" | awk '{print $NF}' ) ) 
 for jar in ${jars[*]} 
  do 
   jar_tolower=$( echo ${jar} | awk '{print tolower($0)}' ) 
   projectName_tolower=$( echo "${projectName}.jar" | awk '{print tolower($0)}' ) 
   if [ ! "${jar_tolower}" == "${projectName_tolower}" ]; then 
    printf "\tCopiando ${jar}.. " 
    cp -f "${jar}" -t "${workspace}/${projectName}/Libraries" 
    printf "\tfatto.\n" 
   fi 
  done 
 unset jars 
 unset jar 
 unset jar_tolower 
} 
scriptDir="$( cd "$( dirname "${BASH_SOURCE[0]}" )"; pwd )" 
echo "Base dello script ${scriptDir}." 
workspace="$( cd "$2"; pwd )" 
echo "Eclipse workspace: ${workspace}." 
printf "Generando la lista dei progetti.. " 
cd "${workspace}" 
IFS=$'\n' 
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projects=( $( ls -l | grep ^d | awk '{print $9}' ) ) 
echo "fatto." 
if [ ! -d "$1/WEB-INF/Web-CAT.woa" ]; then 
 echo "Sembra che \"Web-CAT\" non sia installato dove indicato." 
 echo "Controlla il path passato come primo parametro." 
 exit 1 
fi 
if [ ! -d "${workspace}/.metadata" ]; then 
 echo "Not a valid workspace." 
 exit 1 
fi 
if [ $( command -v curl ) != "" ]; then 
 echo "curl installato." 
fi 
perlPatcher="${workspace}/Web-CAT/patchClasspathTxt.pl" 
if [ ! -f "${perlPatcher}" ]; then 
 echo "Web-CAT is not in this workspace." 
 exit 1 
fi 
echo "Lavorando su Web-CAT.. " 
classpathFile="${workspace}/Web-CAT/.classpath" 
if [ -f "${classpathFile}" ]; then 
 printf "\tpatching .classpath.. " 
 perl "${perlPatcher}" "${classpathFile}" 
 echo "fatto." 
fi 
echo "fatto." 
for projectName in ${projects[*]} 
 do 
  cd "${scriptDir}" 
  frameworkName="${projectName}.framework" 
  frameworkPath="$1/WEB-INF/Web-CAT.woa/Contents/Library/Frameworks/$
{frameworkName}" 
  projectPath="${workspace}/${projectName}" 
  
  if [ -d "${frameworkPath}" ]; then 
   echo "Lavorando su ${projectName}.. " 
   classpathFile="${workspace}/${projectName}/.classpath" 
   if [ -f "${classpathFile}" ]; then 
    printf "\tpatching .classpath.. " 
    perl "${perlPatcher}" "${classpathFile}" 
    echo "fatto." 
   fi 
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   case ${projectName} in 
    ANTForPlugins ) 
     cp -rf "${frameworkPath}/Resources/ant" -t "${projectPath}" 
    ;; 
    Core ) 
     dojoPath="${scriptDir}/dojo-release-1.5.1-src.tar.gz" 
     if  [ ! -f "${dojoPath}" ]; then 
      printf "\tScaricando dojo-release-1.5.1-src.tar.gz.. \n" 
      curl "http://download.dojotoolkit.org/release-1.5.1/dojo-release-1.5.1-src.tar.gz" > "$
{dojoPath}" 
      printf "\tfatto.\n" 
     fi 
     tar xfz "${dojoPath}" 
     cd "dojo-release-1.5.1-src" 
     cp -rf dijit dojo dojox util -t "${projectPath}/dojo-release" 
     cp -rf dijit dojo dojox -t "${projectPath}/WebServerResources" 
     printf "\tRipulendo.. " 
     rm -rf "${scriptDir}/dojo-release-1.5.1-src" 
     rm -f "${scriptDir}/dojo-release-1.5.1-src.tar.gz" 
     printf "fatto.\n" 
    ;; 
    CheckstyleForPlugins ) 
     cp -f "${frameworkPath}/Resources/checkstyle-all.jar" -t "${projectPath}" 
    ;; 
    PerlForPlugins ) 
     cp -rf "${frameworkPath}/Resources/lib" -t "${projectPath}" 
    ;; 
    EOJDBCPrototypes | ExternalJars ) 
     CopyExcept "${frameworkPath}" "${projectName}" 
    ;; 
    CloverForPlugins ) 
     cp -rf "${frameworkPath}/Resources/clover" -t "${projectPath}" 
    ;; 
    PMDForPlugins ) 
     cp -rf "${frameworkPath}/Resources/pmd" -t "${projectPath}" 
    ;; 
    Reporter ) 
     CopyExcept "${frameworkPath}" "${projectName}" 
 
     cd "${frameworkPath}" 
     cd "../BIRTRuntime.framework/Resources/Java" 
     cp -f "modelapi.jar" "engineapi.jar" "coreapi.jar" "scriptapi.jar" "js.jar" -t "$
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{projectPath}/Libraries" 
    ;; 
    BIRTRuntime ) 
     CopyExcept "${frameworkPath}" "${projectName}" 
     cd "${frameworkPath}/Resources" 
     cp -rf "ReportEngine" "${projectPath}/Resources" 
    ;; 
    * ) 
    ;; 
   esac 
   printf "Fatto.\n" 
  fi 
 done
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