is created it may not suffice to construct all the objects desired.
n t s . H e e n v i s i o n e d a c o m p l e t e i n d u s t r y softwar e s y s t e m s t h a t c a n be extended and maintained over a s i m i l a r t o t h e s e m i c o n d u c t o r i n d u s t r y w i t h f a c t o r i e s s o l e l y lifespan of many years. The paper extracts requirements for a d e d i c a t e d t o t h e m a s s -p r o d u c t i o n o f a l l k i n d s o f s o f t w a r e k n o w l e d g e -b a s e d s y s t e m c o n s t r u c t i n g s y s t e m . T h e s e components. These components a r e c a t a l o g e d a n d placed into r e q u i r e m e n t s a r e u s e d t o r a t i o n a l i z e t h e D r a c o m e t h o d o l o g y
libraries for ready access. [Neighbors84b] .
" I w o u l d l i k e t o s e e c o m p o n e n t s b e c o m e a d i g n i fi e d T h e re are two primary approaches to pr o d u c i n g a n y t h i n g : t h e b r a n c h o f s o f t w a r e e n g i n e e r i n g . I w o u l d l i k e t o s e e c r a f t s m a n a p p r o a c h a n d t h e m a s s -p r o d u c t i o n a p p r o a c h . T h e
standard catalogues of routines, classified by precision, craftsman approach relies on a highly skilled craftsman to build r o b u s t n e s s , t i m e -s p a c e p e r f o r m a n c e , s i z e l i m i t s , a n d an object from raw materials. The raw materials are fashioned b i n d i n g t i m e o f p a r a m e t e r s . I w o u l d l i k e t o a p p l y into custom parts and fitted together to form custom assemblies.
routines in the catalogue to any one of a large class of The mass-production approach relies on prebuilt standard parts often quite different machines…What I have just asked a n d s t a n d a r substituted for some of the more mechanically oriented terms appropriate to mass production." [McIlroy68] With the craftsman approach, the custom parts and assemblies are tailored to the specific problem at hand. These custom parts can have a very efficient implementation; probably better than Further, if the idea of software components works well perhaps could be built from standard parts. Given the time, a craftsman w e c o u l d b i n d t h e m t o g e t h e r u s i n g o t h e r a n a l o g i e s t o t h e always builds a better object than one constructed from standard hardware world like "busses" and "sockets". If these techniques parts. By "better" here we mean more responsive to the goals of w o r k
e d t h e y w o u l d m o v e s o f t w a r e p r o d u c t i o n o u t o f t h e construction. The craftsman approach has its drawbacks in that
craftsman era and into the mass production era. These are brave craftsmen are expensive to employ and hard to find. Any system and intuitive ideas that have not come to pass. Why? It is a goal built by a craftsman is a custom system and will require custom of this paper to answer that question using experience. maintenance. This means that the maintenance must be done by a craftsman who must shape new custom parts to fit with the old
In 1973 I became a project software manager in a company that custom parts in an object.
s p e c i a l i z e d i n s e l l i n g c u s t o m r e a l -t i m e , h i g h -s p e e d d a t a acquisition and control systems. I had read McIlroy's vision of The mass-production approach offers cheaper construction costs software compo n e n t s a n d b e c a m e c o n v i n c e d that constructing s i n c e t h e o b j e c t i s b u i l t f r o m p r e b u i l t s t a n d a r d p a r t s . A n systems using software components was the way to go. I asked a s s e m b l y i s a s t r u c t u r e o f s t a n d a r d p a r t s t h a t c o o p e r a t e t o the programmers on my project to extract components from the p e r f o r m a s i n g l e f u n c t i o n . T h e u s e o f s t a n d a r d p a r t s a n d systems they had built. Programmers throughout the company a s s emblies implies the availability s o m e k n o w l e d g e a b o u t t h e b e c a m e i n t e r e s t e d a n d s u b m i t t e d c o m p o n e n t s . A p r o g r a m m e r f a i l u r e m o d e s a n d l i m i t s o f t h e p a r t s . T h i s i n f o r m a t i o n i s had to submit a component to get a copy of the catalog and the u n a v a i l a b l e w i t h c u s t o m p a r t s . U s e o f s t a n d a r d p a r t s a l s o ob j e c t m o d u l e l i b r a r y . I t w a s n o t a r e s t r i c t i o n . I t w a s m o re a c r e a t e s a l a n g u a g e f o r d i s c u s s i o n o f f u t u r e o b j e c t s a n d matter of pride.
The company made data acquisition hardware so the first wave by most source program libraries. The problems encountered by of components were drivers for the hardware. All the work was this scheme are: i n a s s e m b l y l a n g u a g e s o t h e c o m p o n e n t s w e r e a s s e m b l e d , cataloged, and placed in an object module library. The second 1. classification problem: What is a proper language or w a v e o f c o m p o n e n t s w e r e a s s e m b l y l a n g u a g e r o u t i n e s t h a t s c h e m e f o r s p e c i f y i n g a n d s e a r c h i n g " w h a t " c a m e f r o m t h e c o m p u t e r m a n u f a c t u r e r t o p e r f o r m u s e f u l descriptions? f u n c t i o n s l i k e e m u l a t e t h e fl o a t i n g p o i n t h a r d w a r e , s t r i n g 2. search problem: The burden of searching the library handling, formatted printing, math functions, etc. At this point is placed on the potential user of a part. Quite often it we could snap together a simple and not very fast system. The i s e a s i e r f o r a p o t e n t i a l u s e r t o b u i l d a p a r t f r o m third wave of components came from a completely unexpected s c r a t c h r a t h e r t h a n fi n d a p a r t i n a l i b r a r y a n d source -the senior systems analysts. Systems analysts specified u n d e r s t a n d t h e c o n s t r a i n t s o n i t s u s e a n d t h e what the systems did. Programmers simply made the hardware ramifications of its design decisions. do that. Project software managers and not programmers talked t o s y s t e m s a n a l y s t s . T h e r e w e r e v e r y f e w o f t h e m ( 3 p e r 2 5
A software component library offering components that can be programmers). They had been in this business for many years changed before use must store "how" information in addition to and only got involved with an actual system to fix a mess. They " w h a t " i n f o r m a t i o n f o r e a c h p a r t . T h i s " h o w " i n f o r m a t i o n submitted the most wondrous components! They were "tricks" describes how the part performs its function and how changes that really made the systems fast. The following are some of the are made. Organizing a library allowing change will encounter components submitted by the systems analysts:
the following additional problems: 1. Methods for using the timers to interrupt before the
s t r u c t u r a l s p e c i fi c a t i o n p r o b l e m : W h a t i s a p r o p e r d a t a i n t e r r u p t t o a v o i d t h e i n t e r r u p t c o n t e x t s w i t c h
l a n g u a g e o r s c h e m e f o r s p e c i f y i n g " h o w " time.
d e s c r i p t i o n s a n d c o n s t r a i n t s o f u s a g e b e t w e e n 2. O p t i m a l i n t e r l e a v i n g o f s e n s o r d a t a r e q u e s t s a n d software parts? reads to avoid data settling time.
2. flexibility problem: Which design and implementation 3. Arcane algorithms for converting synchro bit data to decisions are flexible and which are fixed in each of angles without sine and cosine tables.
the software parts in the library.
As programmers who had experienced these problems and did W i t h i n t h e c o n t e x t o f t h e e x i s t i n g t o o l s a t t h e c o m p a n y ( t e x t not invent these answers we quickly made t h e s e t e c h n i q u e s a e d i t o r s , l i n k e r s , a n d o b j e c t m o d u l e l i b r a r i e s ) w e p u s h e d t h e part of our repertory and systems.
s o f t w a r e c o m p o n e n t l i b r a r y c o n c e p t t o i t s l i m i t . I e n t e r e d graduate school hoping that Computer Science could solve my T h e s o f t w a r e c o m p o n e n t l i b r a r y w a s a s u c c e s s o v e r t h e library problems. t r a d i t i o n a l c r a f t s m a n a p p r o a c h t a k e n b y t h e c o m p a n y . We produced small systems (5000 assembly lines) that interfaced to
In graduate school I learned of projects [Corwin72, Campos78] o t h e r s y s t e m s m o s t l y a s e q u i p m e n t ( s w i t c h e s a n d s e n s o r s ) . t h a t n o t o n l y h a d t r i e d s o f t w a r e c o m p o n e n t l i b r a r i e s b u t h a d Ultimately, we reduced the time to build a new custom system e x t e n d e d t h e h a r d w a r e a n a l o g y t o i n c l u d e " s o c k e t s " a n d i n t h i s c o n s t r a i n e d d o m a i n t o 2 0 % o f t h e c r a f t s m a n " b u s s e s " b e t w e e n t h e c o m p o n e n t s . T h i s l e t t h e m c h a r a c t e r i z e development time. However problems began to appear with the a n d t y p e t h e d a t a fl o w i n g b e t w e e n t h e m o d u l e s . T h i s w o r k software component library. As the "inventor" of this concept at suffered from the same general library problems I had met in t h e c o m p a n y I b e c a m e t h e a g e n t f o r fi n d i n g a n d m o d i f y i n g building small component libraries. However, a more ominous components from the library. In this role as a librarian certain p r o b l e m o c c u r r e d t o m e a s I r e a d h o w t h e i r a s s e m b l y p r o b l e m s w i t h t h e l i b r a r y b e c a m e a p p a r e n t . I n s o m e c a s e s a m e c h a n i s m a s s e m b l e d a n d c h e c k e d t h e c o m p o n e n t programmer was looking for a program part that could just be interconnections. Inherent in all the software component work is " p l u g g e d i n " w i t h o u t c h a n g e . I n o t h e r c a s e s t h e p r o g r a m m e r t h a t ( i n M c I l r o y ' s v i s i o n ) t h e c o m p o n e n t b u s i n e ss will "sca l e was looking for a p r o g r a m p a r t t h a t c o u l d b e c h a n ged before up" to cover all aspects of software production on all sizes of use. As an example, a senior analyst had submitted a component systems. The library problem limits the straightforward idea of that calibrated and accessed a nonlinear temperature sensor with software component libraries from scaling up: 0.01 degree accuracy through a very complex interpolation. A p r o g r a m m e r w i t h a n e w a p p l i c a t i o n o n l y n e e d e d 0 . 5 d e g r e e
"If the parts in the library are to be modified and reused, accuracy at higher speed. Neither of us knew how to change this t h e n t h e y m u s t b e s m a l l t o b e g e n e r a l , fl e x i b l e , a n d complex component. This is an important consideration in the understandable. However, if the parts in the library are design of a library of reusable program parts. What a part does small, then the number of parts in a usable library must only allows its reuse without change. What a part does, how it b e v e r y l a r g e . T h e s e t w o o b j e c t i v e s a r e a l w a y s i n does it, and how changes may be made allows the reuse of a con fl i c t . I f a l i b r a r y c o n t a i n s m a n y s m a ll parts, then it component with change. l e s s e n s t h e s t r u c t u r a l s p e c i fi c a t i o n a n d fl e x i b i l i t y p r o b l e m s w h i l e i n c r e a s i n g t h e c l a s s i fi c a t i o n a n d One straightforward way of organizing a collection of software searching problems. If a library contains a small number parts is to put each part into a library of source code indexed by o f l a r g e p a r t s , t h e n i t l e s s e n s t h e c l a s s i fi c a t i o n a n d the "what" description of each part. P tential users of the part o s e a r c h i n g p r o b l e m s w h i l e i n c r e a s i n g t h e s t r u c t u r a l would search through the "what" descriptions of the parts of the specification and flexibility problems." [Neighbors80] library and select the appropriate part. This is the scheme used Program Transformations m i l l i o n s o f t i n y c o m p o n e n t s . T h e d a t a p a s s e d a l o n g " b u s s e s " and "sockets" between components changes at component use I b e c a m e i n t e r e s t e d i n p r o g r a m t r a n s f o r m a t i o n s a s a w a y t o time rather than being fixed at component creation time. How i n t r o d u c e fl e x i b i l i t y i n t o s o u r c e c o d e s o f t w a r e c o m p o n e n t s . I c o u l d s u c h a l i b r a r y b e o r g a n i z e d ? T h e " l i b r a r y p r o b l e m " b e l i e v e d t h a t v e r y g e n e r a l c o m p o n e n t s , s u c h a s t h e h i g h stopped the mass production of software components.
accuracy temperature sensor component discussed earlier, might b e t r a n s f o r m e d i n t o d i f f e r e n t l o w e r a c c u r a c y v e r s i o n s W rking on the data acquisition and control systems gave me o dynamically without having to store those versions explicitly. If respect for people like the s e n i o r s y s t e m s a n a l y s t s w h o k new t h i s c o u l d b e d o n e , i t w o u l d a i d t h e " l i b r a r y p r o b l e m " b y how your system worked before you explained it to them. Later reducing the number of components in the library. I w o u l d c o m e t o c a l l t h e m " D o m a i n A n a l y s t s " b e c a u s e t h e y u n d e r s t a n d h o w t h e e n t i r e c l a s s o f s y s t e m s t h a t a d d r e s s e s a Source-to-source program transformations treat a program as an specific problem domain should work. As with the acquisition algebraic o b j e c t w i t h r e w r i te rules. Each transformation has a a n d c o n t r o l s y s t e m s d o m a i n , t h e d o m a i n s a r e n e v e r f o u n d i n l e f t -h a n d p a t t e r n ( L H S ) , a r i g h t -h a n d p a t t e r n ( R H S ) , a n d books -perhaps they should be but it is hard to classify material enabling conditions (EC) on the pattern variables Press86] are successes because they serve as guides s u p p l y i n g i n f o r m a t i o n a b o v e t h e l e v e l o f The original matrix multiply is rewritten as: p r o g r a m m i n g l a n g u a g e c o d e . T h i s t e l l s t h e p r o g r a m m e r w h a t the p a r t d o e s a n d h o w i t d o e s i t . m o s t o p e r a t i o n s o n n u m b e r s a r e n o t t h e p r o b l e m .
END;
They may be used as research examples, but if that is the extent of the work, then the reader should be wary General program transformation rules that apply to assignments, of whether the work will "scale up" or not.
l o o p s , a n d a r i t h m e t i c c a n s p e c i a l i z e t h i s p r o g r a m . T h e r e a r e 5. Hard w a r e a n a l o g ies such as "busses" and "sockets" about 30 low-level transformations applied. The major steps in cons t r a i n s o f t w are. Software components pass more the transformation of the inner loop are shown below. c o m p l e x s t r u c t u r e s t h a n h a r d w a r e c o m p o n e n t s . The "T ylor expansion method" is a general expansion of the a T p e r f o r m t h i s s i m p l e t r a n s f o r m a t i o n a t t h e l o w l e v e l o f o e x p o n e n t i a t i o n o p e r a t o r w h e r e t h e n u m b e r r a i s e d t o a p o w e r a b s t r a c t i o n o f a n a l g o r i t h m i c p r o g r a m m i n g l a n g u a g e t h e m u s t b e p o s i t i v e . T h e m a c r o e x p a n s i o n o f X * * 2 u s i n g t h e transformation system has to use many transformations from a T ylor expansion method is shown in figure 2 . a l a r g e s p a c e o f p o s s i b l e t r a n s f o r m a t i o n s . T h i s i s a b i g s e a r c h p r o b l e m a n d h a r d w o r k . P l a n n i n g s e q u e n c e s o f t h e s e s i m p l e BEGIN l o w -l e v e l t r a n s f o r m a t i o n s c a n r e q u i r e a l o t o f A I p l a n n i n g SUM:=1; TOP:=2*LN(X); TERM:=1; [Fickas85] . operations. This new language is at a higher level of abstraction
t han the usual algorithmi c p r o g r a m m i n g l a n g u a g e . G i v e n t h a t
1 i s t h e i d e n t i t y m a t r i x i n t h i s n e w l a n g u a g e t h e i d e n t i t y m a t matrix multiply becomes the simple transformation. 
t i p l y b y c h a i n i n g t o g e t h e r m a n y l o w -l e v e l a l g o r i t h m i c l a n g u a g e s o u r c e -t o -s o u r c e t r a n s f o r m a t i o n s s i m i l a r Notice that this is similar to the transformation for multiplying
to the process of transforming matrix multiply by the identity integers or reals by 1 in algorithmic languages. From this simple m a t r i x . T h e " T y l o r e x p a n s i o n m e t h o d " e x p a n s i o n c a n n o t b e a example we can see that a lot of hard work can be avoided by r e d u c e d t o a s i m p l e m u l t i p l y b y g e n e r a l l o w -l e v e l creating levels of abstraction above algorithmic languages that t r a n s f o r m a t i o n s b e c a u s e i t i s a n a " W a r e a b l e t o m a k e f u l l u s e o f t h e a l g e b r a i c l a w s e t h e t r a n s f o r m a t i o n s u n d e r t h e a s s e r t i o n s t h a t A i s a n u p p e rappropriate to this higher level. F r example, once calls o triangular matrix and B is a lower-triangular matrix.
t o s e t o p e r a t i o n s h a v e b e e n r e p l a c e d b y t h e i r l i s t p r o c e s s i n g b o d i es many possibilities f o r r e a r r a n g e m e n t
and optimization will have been lost.
These examples show that very simple mechanisms (source-to-I n s o m e c a s e s i f a t r a n s f o r m a t i o n i s n o t p e r f o r m e d a t a h i g h source transformations) applied at a higher level of abstraction enough level of abstraction then the effect of the transformation can exceed in power v e r y c o m p l e x m e c h a n i s m s ( A I p l a n n i n g m a y n e v e r b e a c h i e v e d . C o n s i d e r t h e c a s e o f a n a l g o r i t h m i c a n d d a t a fl o w a n a l y s i s ) a p p l i e d a t l o w e r l e v e l s o f a b s t r a c t i o n . l a n g u a g e a n d a n e x p o n e n t i a t i o n op e r a t o r ( * * ) . I f t h e p h r a s e Some optimizations are no longer possible as we go to lower X * * 2 w e r e e n c o u n t e r e d i n a p r o g r a m w e c o u l d e m p l o y t h e levels of abstraction. Level of abstraction knowledge about the simple source-to-source transformation problem domain is more powerful than general mechanisms.
LHS: X**2 <=> RHS: X*X
T h e r e a d e r m i g h t w e l l a s k " W h o w o u l d w r i t e p r o g r a m s EC: X is side-effect free c o n t a i n i n g s u c h s t a t e m e n t s a s X * * 2 ? " S y s t e m s t h a t c o m b i n e very general software components create such statements all the t o c o n v e r t i t t o m u l t i p l i c a t i o n ; o r w e c o u l d m a c r o e x p a n d a t i m e . T h e y r e fl e c t g e n e r a l i t y t h a t i s n o t b e i n g u s e d i n a general implementation of the exponentiation operator and then particular case. The role of source-to-source transformations is t r y t o s i m p l i f y . T h e " b i n a r y s h i f t m e t h o d " i s a g e n e r a l t o s m o o t h o u t t h i s g e n e r a l i t y u s i n g a s i m p l e m e c h a n i s m o n expansion of the exponentiation operator when the power is a concepts at a high level of abstraction. Any work that seriously positive integer. The macro expansion of X**2 using the binary u s e s l a y e r s o f k n o w l e d g e a b s t r a c t i o n w i l l e m p l o y s i m p l e shift method is shown in figure 1 .
source-to-source transformations for optimization.
I i n v e s t i g a t e d a s i m p l e s c h e m e o f M a r k o v p r o c e s s e s t h a t The arc h i t e c t u r e i s s e p a r a t e f r o m function. The basic tenet of provides a procedural capability with proof of termination for g o o d d e s i g n i s t h a t a s y s t e m a r c h i t e c t u r e s h o u l d f o l l o w t h e source to source transformations [Neighbors80]. This scheme is d e c o m p o s i t i o n o f t h e s y s t e m f u n c t i o n . T h i s t e c h n i q u e b r e a k s u s e f u l f o r t r a n s f o r m a t i o n s t h a t m u s t p r o p a g a t e o r u s e g l o b a l down when we stop modeling the objects and operations of the information. p r o b l e m d o m a i n a n d s t a r t u s i n g k n o w n C o m p u t e r S c i e n c e a b s t r a c t i o n s t o m o d e l t h e p r o b l e m . T h e c l o s e n e s s o f t h e t o p Lessons from Program Transformation Research:
l e v e l s o f a r c h i t e c t u r e a n d f u n c t i o n s o m e t i m e s l e a d s t o t h e i r confusion. 1. T h e r e a r e f e w , i f a n y , e q u i v a l e n c e p r e s e r v i n g I n S o f t w a r e E n g i n e e r i n g t h e r e a r e t w o b a s i c a p p r o a c h e s t o transformations. This is not a problem as exemplified developing system architecture: stepwise refinement [Wirth71, b y o p t i m i z i n g c o m p i l e r s . C o r r e c t n e s s p r e s e r v i n g D i j k s t r a 6 9 ] a n d l a y e r s o f v i r tual machines [Dijkstra68]. S t r i c t transformations in a given context are the issue.
stepwise refinement stresses the decomposition of a system: 2. Using concepts at the "right" level of abstraction is a n e x t r e m e l y powerful optimizati o n t e c h n i q u e . T h i s " A g u i d e l i n e i n t h e p r o c e s s o f s t e p w i s e r e fi n e m e n t r e p r e s e n t s a t r a d e o f f b e t w e e n p l a n n i n g a n d
should be the principle to decompose decisions as much knowledge.
a s p o s s i b l e , t o u n t a n g l e a s p e c t s w h i c h a r e o n l y 3. The rules of exchange in a domain must be absolute s e e m ingly interdepende n t , a n d
t o d e f e r t h o s e d e c i s i o n s w i t h r e s p e c t t o t h e s e m a n t i c s o f t h e d o m a i n . T h i s
w h i c h c o n c e r n d e t a i l s o f r e p r e s e n t a t i o n a s l o n g a s m e a n s t h e r u l e s a p p l y i n d e p e n d e n t o f a n y possible.
" [Wirth71] i m p l e m e n t a t i o n s c h o s e n f o r t h e d o m a i n . T h e granularity of the semantics of a domain only applies
Strict stepwise refinement results in architectures that are treeto statements in the domain -not implementations.
like as functions are subdivided into separate subfunctions. The module reference structure of a system produced using stepwise refinement might appear as shown in figure 3.
System Architecture

Software Engineering system architecture theories gave me the t o o l s t o c o p e w i t h c o m p l e x i t y . I f s o f t w a r e c o m p o n e n t s w e r e e v e r t o b e a s u c c e s s , c l e a r l y s o m e t h i n g b e y o n d i n c l u d i n g
millions of components into a flat catalog must be the goal. The early Software Engineering discussions on levels of abstraction provided very strong ideas.
" W u n d e r s t a n d c o m p l e x t h i n g s b y s y s t e m a t i c a l l y e b r e a k i n g t h e m i n t o s u c c e s s i v e l y s i m p l e r p a r t s a n d understanding how these parts fit together locally. Thus, Inherent in the stepwise refinement model is the assumption of we have different levels of u n d e r s t a n d i n g , and each of fl e x i b i l i t y a t t h e b o t t o m o f t h e a r c h i t e c t u r e . T h e p r i m a r y these levels corresponds to an abstraction of the detail of constraining factors come from higher levels of abstraction. the level it is composed from. F r example, at one level o o f a b s t r a c t i o n , w e d e a l w i t h a n i n t e g e r w i t h o u t C r e a t i n g a r c h i t e c t u r e s f r o m l a y e r s o f v i r t u a l m a c h i n e s w a s considering whether it is represented in binary notation described by Dijkstra. o r t w o ' s c o m p l e m e n t , e t c . , w h i l e a t d e e p e r l e v e l s t h i s representation may be important. At more abstract levels the precise value of the integer is not important except as " P h r a s i n g t h e s t r u c t u r e o f o u r t o t a l t a s k [ b u i l d a it relates to other data." [Knuth74] multiprogramming operating system] as the design of an ordered sequence of machines provided us with a useful f r a m e w o r k i n m a r k i n g t h e s u c c e s s i v e s t a g e s o f d e s i g n The problems with building large software systems in the late a n d 
t r a c t i o n . S u d d e n l y t h e r e w a s a l o t o f t h o u g h t the broad characteristics of the final machine A[n] (the a b o u t h o w l a r g e s y s t e m s a r e p a r t i t i o n e d i n t o p a r t s a n d h o w
value of 'n' as yet being decided) the decisions we had t h e s e p a r t s a r e i n t e r f a c e d . L a t e r r e s e a r c h p r o g r a m m i n g to take fell into two different classes: languages such as Clu and Alphard incorporated the abstraction i d e a a n d p r o v i d e d t h e a b i l i t y t o c r e a t e c o m p o n e n t i n t e r f a c e s stronger than "sockets" and "busses". The result of partitioning 1. we had to dissect the total task of the system a s y s t e m i n t o p a r t s b e c a m e k n o w n a s t h e a r c h i t e c t u r e o f a into a number of subtasks s y s t e m . T o l s t h a t p r o d u c e c o d e u s i n g s o f t w a r e c o m p o n e n t s o 2. we had to decide how the software taking care create system architectures either implicitly or explicitly.
of those various subtasks should be layered. It i s o n l y t h e n t h a t t h e i n t e r m e d i a t e m a c h i n e s System architecture is how a system is structured to perform its ( a n d t h e o r d i n a l n u m b e r ' n ' o f t h e fi n a l function. F r a specific system there is only one system function o machine) are defined. but there are many architectures that can provide that function.
System Architecture
R o u g h l y s p e a k i n g t h e d e c i s i o n s o f t h e fi r s t c l a s s ( t h e L a t e r w o r k [ P r n a s 7 2 ] i n t r o d u c e d t h e p r i n c i p l e o f m a x i m a l a dissection) have been taken on account of an analysis of " i n f o r m a t i o n h i d i n g " a s a c r i t e r i a f o r d e t e r m i n i n g w h i c h the total task of transforming A[0] into A[n], while the a p p r o a c h t o u s e i n t h e s u c c e s s i v e s t e p s o f d e v e l o p i n g a n d e c i s i o n s o f t h e s e c o n d c l a s s ( t h e o r d e r i n g ) have b e e n
architecture. much more hardware bound." [Dijkstra68] T h e r e a d e r m a y a s k " W h a t d o e s a l l o f t h i s d i s c u s s i o n a b o u t architecture have to do with generating software using software F l l o w i n g t h e a b o v e p r e s c r i p t i o n r e s u l t s i n a r c h i t e c t u r e s t h a t o c o m p o n e n t s ? " T h e a b i l i t y o f a p r o g r a m g e n e r a t i o n s y s t e m t o h a v e s o m e f u n c t i o n a l d e c o m p o s i t i o n b u t a r e p r i m a r i l y produce variations in architecture indicates an ability to create o r g a n i z e d a s l a y e r s o f i m p l e m e n t i n g f u n c t i o n . T h e m o d u l e a n d u s e a b s tractions. Ultimately, all generated p r o g r a m s m u s t reference structure of a system produced using layers of virtual use abstractions imposed on them from the outside world (e.g., machines might appear as shown in figure 4.
fi l e s y s t e m s , g r a p h i c s s y s t e m s , d a t a b a s e s y s t e m s ) . T h e s e abstractions are not only useful for structuring the system but they can also be used to explain the developed system to people. I s h o w e d t h a t c h a n g i n g t h e a r c h i t e c t u r e o f a s y s t e m c a n c o m p l e t e l y c h a n g e t h e t i m e a n d s p a c e c h a r a c t e r i s t i c s o f t h e s y s t e m f u n c t i o n [ N e i g h b o r s 8 0 ] . T h i s i s n o t a b i g s e c r e t . P r o g r a m m e r s h a v e b e e n i n s t a n t i a t i n g p r o c e d u r e b o d i e s i n l i n e for years to gain execution speed. F r these reasons we should o be suspicious of program generation systems that only address system function and don't address system architecture. What do they provide as an architecture?
Lessons from System Architecture Research: 
S y s t e m a r c h i t e c t u r e e x i s t s a n d i t i s s e p a r a t e f r o m
S y s t e m a r c h i t e c t u r e h a s a b i g i m p a c t o n t h e I n h e r e n t i n t h e l a y e r s o f v i r t u a l m a c h i n e s m o d e l i s t h e performance and maintainability of a system. a s s u m p t i o n o f fl e x i b i l i t y a t t h e t o p o f t h e a r c h i t e c t u r e . T h e
3. E n c a p s u l a t i o n m e c h a n i s m s s u c h a s p a c k a g e s a n d abstraction.
objects are used to create system architecture.
S t e p w i s e r e fi n e m e n t f o c u s e s o n c r e a t i n g a r c h i t e c t u r e s a s t h e examination of large systems to determine how the developers approaches to architecture are opposed (one suggesting vertical of these systems had survived all these years without the new partitioning and one suggesting horizontal partitioning) there is abstraction mechanisms. After all, large systems did exist. How a g r e e m e n t . Both approaches s t r e s s t h e n e e d f o r e n c a p s u l a t i o n did they get them to work? and simply suggest two methods for determining the next unit of encapsulation. M y c u r i o s i t y l e d m e t o s p e c i a l i z e i n S o f t w a r e E n g i n e e r i n g t e c h n i q u e s a p p l i e d t o i n d u s t r i a l l a r g e s y s t e m s . T h e i n d u s t r i a l Real programs of course use both methods and result in module o r g a n i z a t i o n s t o l e r a t e d m e b e c a u s e I c o u l d t r a n s l a t e p r o v e n reference structures that might appear as shown in figure 5 .
Large Systems
S o f t w a r e E n g i n e e r i n g fi n d i n g s i n t o t h e o r g a n i z a t i o n . O r g a n i z a t i o n a l i n f r a s t r u c t u r e i s s u e s s u c h a s c o d i n g s t a n d a r d s , lifecycle models, management tools, document control, version control, and configuration management are vital for industry. At the same time I made it an issue to talk to everyone involved with a large system and to scan the actual source code of the systems.
It is impossible to examine the source code of a large system by h a n d . A m i l l i o n l i n e s y s t e m m a y h a v e a s m a n y a s 8 0 0 0 modules! Examining 40 modules per day (5000 lines per day) it w o u l d t a k e a c o m p l e t e y e a r t o e x a m i n e e a c h m o d u l e . L a r g e s y s t e m s a r e u s u a l l y o l d s y s t e m s . I t t a k e s a l o n g t i m e f o r a s y s t e m t o g r o w t o a m i l l i o n l i n e s . T p i c a l l y a m i l l i o n l i n e y system is between 15 to 25 years old. They are written in the s o u r c e c o d e . A t a b u r d e n e d m a n -y e a r c o s t o f $ 9 0 , 0 0 0 t o $150,000, a million line system costs between $3 million and T h e d e v e l o p e r s o f l a r g e s y s t e m s g e t t h e m t o w o r k b y v e r y $15 million per year to maintain. These systems must earn their c a r e f u l l y c o n t r o l l i n g i n t e r c o n n e c t i o n s b e t w e e n c o m p o n e n t s i n k e e p e v e r y y e a r o r d i e . T h e y a r e k e p t a l i v e b y c a r e f u l t h e s y s t e m a • Inability to add new features.
• Inability to correct errors without introducing errors (critical mass).
• Inability to get a consistent build of the entire system.
• G e n e r a l a g r e e m e n t t h a t t h e s y s t e m i s a " s p a g h e t t i code mess."
It is surprisingly easy to bring such a system back under control. F i r s t , n o s y s t e m g e t s t o b e t h i s l a r g e w h i l e t r u l y b e i n g a " s p a g h e t t i c o d e m e s s . " T h e d e v e l o p e r s a r e r e a l l y s a y i n g t h a t they do not understand how the system fits together anymore. The steps to bring the system under control are: The coupling should include definition, control, data, and message coupling. T h e n u m b e r o f c a l l s t o o t h e r r o u t i n e s c o n t i n u e s t h e c a r e f u l partitioning of a large system. Figure 7 indicates that about half 3. F rm these tightly coupled modules into subsystems o of the routines only call three or fewer routines. These systems a n d i d e n t i f y t h e s u b s y s t e m ' s i n t e r f a c e a n d c o n t a i n t h o u s a n d s o f m o d u l e s . C l e a r l y t h e t r a d e o f f b e t w e e n responsibilities to the rest of the system. using a part of the "name space" to create a new routine and 4. Assign 10,000 to 30,000 source code lines worth of encapsulating information in routines is taken very seriously.
subsystems to each programmer. L a r g e s y s t e m s a r e r a r e . T h e y a r e e v o l u t i o n a r y s u r v i v o r s . F r o I have found that even though there is a constant lines of code e a c h 2 0 y e a r o l d l a r g e s y s t e m t h e r e w e r e m a n y c o m p e t i n g per programmer ratio the programmers are not assigned specific s
y s t e m s t h a t c o u l d n o t g r o w t o t h i s s i z e . T h e s e s y s t e m s a r e sections of code approximating this size. Instead the systems are under control? W ll, no it is not yet. Extremely large systems e loosely divided into five to ten large chunks. A programmer is a r e o v e r 1 0 m i l l i o n s o u r c e c o d e l i n e s a n d o v e r 3 0 y e a r s o l d . e x p e c t e d t o w o r k i n t w o o r m o r e c h u n k s . T h i s p r o v i d e s t h e S y s t e m s o f t h i s s i z e c o n t a i n h u n d r e d s o f s u b s y s t e m s . E a c h m a n a g e m e n t w i t h t h e s e c u r i t y t h a t t h e l o s s o f a s i n g l e
s u bsystem makes its interface public but we do n o t w a n t j u s t programmer does not leave any codes uncovered. This costs the a n y o n e c a l l i n g a s u b s y s t e m . N e w m o d u l e e n c a p s u l a t i o n management in that the programmers must fall back into a kind s c h e m e s s u c h a s A d a p a c k a g e s a n d O b j e c t -O r i e n t e d o f l a r g e s y s t e m " m a i n t e n a n c e p r o g r a m m i n g . " T h i s f o r m o f Programming (OOP) do not suffice to build large systems. Both p r o g r a m m i n g c a r efully brackets changes by IF-THEN clause s are valuable encapsulation mechanisms and should be used to t o m a k e s u r e t h a t t h e c h a n g e d o e s n ' t i n t r o d u c e e r r o r s . 
B o t h o f t h e s e e n c a p s u l a t i o n m e c h a n i s m s h a v e d i f fi c u l t y w i t h g l o b a l i s s u e s . T h e A d a A s s i g n i n g a s u b s y s t e m w i t h a n e x p l i c i t i n t e r f a c e t o a n p a c k a g e u s e r s h a v e r u n i n t o t h e p r o b l e m o f h a v i n g t o f o r m i n d i v i d u a l p r o g r a m m e r c h a n g e s t h e p r o g r a m m e r s ' o u t l o o k o n m u l t i p l e p a c k a g e s i n t o h i g h e r l e v e l g r o u p s t o p r o v i d e a n t h e c o d e . F r o m t h e i n t e r f a c e d e fi n i t i o n s a n d i n t e r c o n n e c t i o n abstraction. a n a l y s i s t h e p r o g r a m m e r k n o w s t h e c o n t e x t i n w h i c h e a c h routine is called. The code actually begins to shrink as special " P a c k a g e s a r e a n e c e s s a r y m e c h a n i s m i n t h e c a s e s b u i l t i n t o t h e c o d e o v e r t h e y e a r s a r e i d e n t i fi e d a s n o decomposition of Ada systems…However, packages are longer in use (dead code) and removed. A "pride in ownership" n o t a s u f fi c i e n t m e c h a n i s m f o r d e c o m p o s i t i o n o r sets in as the programmer realizes that if he carefully cleans up r e u s a b i l i t y . T h e r e a s o n f o r t h i s i s t h a t t h e r e a r e s o m e
his subsystems it will make his job much easier. He, personally, abstractions that are simply too intellectually large to be will benefit from this work. This is a powerful new incentive.
c o n v e n i e n t l y c a p t u r e d i n a s i n g le package .
" [ B o o c h 8 7 , pg. 556] Massive change occurs in large systems. A large percentage of t h e m o d u l e s a r e c h a n g e d e v e r y y e a r b y t h e s u p p o r t i n g S i m i l a r l y , O O P d o e s n o t d i s c u s s h o w d e s c e n d a n t o b j e c t s a r e p r o g r a m m e r s . I t i s t h e t r i c k o f l a r g e s y s t e m m a n a g e m e n t t o c o n s t r a i n e d . A s a n e x a m p l e , a l l g r a p h i c o b j e c t s m u s t h a v e a harness the massive change to improve the system. I have found method of rendering, but it cannot be inherited since there is no a s s i g n i n g s u b s y s t e m s t o i n d i v i d u a l p r o g r a m m e r s t o b e g l o b a l m e t h o d o f r e n d e r i n g f o r a l l g r a p h i c s o b j e c t s .
A n y successful in achieving an improvement in system structure and inheritance here is an error. W must define a graphics object e reliability.
that requires all descendant graphics objects to define their own r e n d e r i n g .
T h i s i s a g l o b a l r e s o u r c e r e q u i r e d o f a l l g r a p h i c s descendant objects. O O P a n d p a c k a g e -l i k e e n c a p s u l a t i o n s d o n o t p r o v i d e information about the control and flow of resources in the total s y s t e m . M o d u l e I n t e r c o n n e c t i o n L a n g u a g e s ( M I L s ) w e r e d e s i g n e d t o p r o v i d e t h i s i m p o r t a n t a r c h i t e c t u r a l f u n c t i o n f o r s y s t e m s w i t h m a n y s u b s y s t e m s [ D e
R e m e r 7 6 , C o o p r i d e r 7 9 , Tichy79, Prieto-Diaz86]. MILs form the resources presented by the subsystems into an architecture for the overall system. MILs are based on the difference between programming-in-the-large (PL) and programming-in-the-small (PS).
" S t r u c t u r i n g a l a r g e c o l l e c t i o n o f m o d u l e s t o f o r m a s y s t e m [ P L ]
i s a n e s s e n t i a l l y d i f f e r e n t i n t e l l e c t u a l activity from that of constructing the individual modules 
i n g s y s t e m m o d u l e s r a t h e r t h a n w i t h t h e What do these subsystems look like? Once again this is not very
process of programming each module. surprising but they look like small systems embedded in a large system. The subsystem is partitioned by both decomposition for P S i s c o n c e r n e d w i t h b u i l d i n g m o d u l e s u s i n g c o n v e n t i o n a l i t s i n t e r f a c e f u n c t i o n a n d l a y e r s o f a b s t r a c t i o n f o r u t i l i t y p r o g r a m m i n g l a n g u a g e s . I t f o c u s e s o n h o w a p a r t i c u l a r p a r t s u p p o r t . F i g u r e 8 s h o w s t h e s t r u c t u r e o f a t y p i c a l s u b s y s t e m .
( m o d u l e ) o f a s y s t e m p e r f o r m s i t s f u n c t i o n . P L i s c o n c e r n e d The structure of a large system is very vertical except for global with building systems. It focuses on how the system modules r o u t i n e s t h a t m a n a g e t h e d a t a b a s e . I t s e e m s t h a t a l l l a r g e cooperate (through calls and data sharing) and what functions systems are database systems because the data they manage is each module provides. The MIL specification of a system is a t o o l a r g e t o fi t i n t o m a i n m e m o r y . T h e d a t a b a s e r o u t i n e s a r e formal written description of the system architectural design. A always the most called routines in a large system. version of the system must conform to this description before it c a n b e c o n s t r
u c t e d . A m a i n t e n a n c e p r o g r a m m e r c a n n o t O n c e w e h a v e p a r t i t i o n e d o u r s y s t e m i n t o s u b s y s t e m s a n d k n o w i n g l y o r u n k n o w i n g l y v i o l a t e t h e s y s t e m d e s i g n w i t h o u t a s s i g n e d t h e m t o i n d i v i d u a l p r o g r a m m e r s i s o u r l a r g e s y s t e m
explicitly changing the system design.
The MIL specification of a complete system must include three packages, modules) are different from programmingitems:
in-the-large structures (MILs). MILs are required to control the use of encapsulated abstractions.
A PS (programming language) description of each of 3. S u b s y s t e m a r c h i t e c t u r e e r o d e s a s t h e s y s t e m i s the modules in the system. m a i n t a i n e d . F i n d i n g e x i s t i n g c o m p o n e n t s i n a l a r g e e x i s t i n g s y s t e m m u s t d e a l w i t h t h i s i s s u e . B r i n g i n g 2.
A PL (MIL resource language) description stating the l a r g e s y s t e m d e v e l o p m e n t u n d e r c o n t r o l e n t a i l s r er e s o u r c e s p r o v i ded and required by e a c h m o d u l e i n e s t a b l i s h i n g t h e a r c h i t e c t u r e a n d a s s i g n i n g the system.
r
e s p o n s i b i l i t i e s w i t h r e s p e c t t o t h a t a r c h i t e c t u r e . 3. A PL (MIL interconnection language) description of
A s s i g n i n g s u b s y s t e m s w i t h e s t a b l i s h e d a n d the resource flow between the constituent modules of d e f e n s i b l e i n t e r f a c e s t o i n d i v i d u a l p r o g r a m m e r s the system. promotes pride in ownership. The method harnesses the force of change on the system. I n a M I L d e s c r i p t i o n , r e s o u r c e s a r e a n y e n t i t y i n a P S 4. A mechanism that constructs systems from reusable programming language (e. 
Generation
An example of a MIL description of a module is shown below. Declarations such as module, function, and consist-of I b e c a m e i n t e r e s t e d i n a u t o m a t i c p r o g r a m m i n g a n d p r o g r a m are part of the MIL syntax. Note that the MIL description code g e n e r a t i o n b e c a u s e t h e s e a r e a s t o o k t h e i d e a o f l e v e l s o f for XA and YBC could be written separate from the description abstraction right up to the user's problem domain. of ABC. 
" A m o d e l o f t h e p ro b l e m d o m a i n m u s t b e b u i l t a n d i t module ABC m u s t c h a r a c t e r i z e t h e r e l e v a n t r e l a t i o n s h i p s b e t w e e n
S o f t w a r e E n g i n e e r i n g e x p l a i n e d t h e i d e a o f a b s t r a c t i o n s a n d
requires x has-access-to module Z decomposition much better than Artificial Intelligence described 
m u c h i m p r e s s e d b y t h e p o w e r o f p r o g r a m t h i s f o r m t o g u a r a n t e e t h e v a l i d i t y o f t h e s y s t e m a r c h i t e c t u r e 2 g e n e r a t o r s t h a t a c t u a l l y p r o d u c e d s u c c e s s f u l a p p l i c a t i o n during maintenance. p r o g r a m s f r o m h i g h -l e v e l d o m a i n -s p e c i fi c d e s c r i p t i o n s o f t h e problem.
Program generators are very narrow in their scope of P ople have found the concept of subsystems to be important in e application -usually business data processing in COBOL. They l a r g e s y s t e m d e v e l o p m e n t . A s w i t h m o d u l e s a n d o t h e r rely on a broad rigid model of the problem domain with a very encapsulation mechanisms, this concept should be an important simple mechanism to assemble the resulting code. Often simple aspect of architecture for a tool that builds large systems out of c o n d i t i o n a l m a c r o e x p a n s i o n f r o m a n a s s e m b l e r i s u s e d ! T h e s o f t w a r e c o mponents. In fact, as w i t h h a n d -b u i l t s y s t e m s , t h e knowledge about the problem domain is held as text strings in
early operating systems.
Lessons from Large System Research:
The power of program generators was not lost on the automatic programming community. 1. T learn about large systems you must actually look o i n t o l a r g e s y s t e m s . P r i m a r i l y l a r g e s y s t e m s o f a " T h e p e o p l e w h o w o r k i n t h i s a r e a [ a u t o m a t i c m i l l i o n s o u r c e l i n e s o r m o r e a r e f o u n d o n l y i n p r o g r a m m i n g ] f u l l y r e a l i z e t h a t f o r p r a c t i c a l s o l u t i o n s , i n d u s t r y . E x p e r i e n c e w i t h 1 0 , 0 0 0 s o u r c e l i n e s a n d their ideas will have to be combined with those of the b e l o w d o e s n o t t r a n s l a t e w e l l i n t o t h e l a r g e s y s t e m fi r s t t y p e [ p r o g r a m g e n e r a t i o n ] , i n c o r p o r a t i n g s p e c i fi c arena.
knowledge of the domain being treated." [Feldman72] 2. S y s t e m a r c h i t e c t u r e i s v e r y i m p o r t a n t i n l a r g e ________________________________________________________________________ systems. Programming-in-the-small structures (OOP, 2. Program generators were later to be known as 4th Generation Languages (4GLs).
Automatic Programming and Program Generation
F r o m a f o r m a l t h e o r y s t a n d p o i n t a u t o m a t i c p r o g r a m m i n g h a d
4. T h e b u r d e n o f s e a r c h f o r e i t h e r i m p l e m e n t a t i o n s been shown to be a solvable problem [Green69] using theorem (refinements) or optimizations must not be placed on p r o v i n g . H o w e v e r , t h e c o m p u t a t i o n a l c o m p l e x i t y o f t h e o r e m the end user. The tool must suggest implementations proving makes the technique impractical. This early experience a
n d o p t i m i z a t i o n s i n t h e c o n t e x t o f t h e p r o b l e m w i t h f o r m a l t h e o r y c o m p l e x i t y p r o b l e m s m a y h a v e p u s h e d
(library problem from software component libraries; automatic programming towards knowledge-based approaches. p i c k i n g t h e r i g h t t r a n s f o r m a t i o n f r o m p r o g r a m transformations). T me this was a quandary. On one hand program generation is o 5. T h e i m p l e m e n t a t i o n a n d o p t i m i z a t i o n m e c h a n i s
T a d d r e s s t h e s e r e q u i r e m e n t s w e h a v e p r o p o s e d a d i f f e r e n t o 1. Problem domain specific specification languages are m e t h o d o l o g y o f b u i l d i n g s y s t e m s . T h i s h a s b e e n c a l l e d t h e s u c
c e s s f u l a n d v e r y p o w e r f u l . P r o g r a m g e n e r a t o r s "Draco Methodology" a f t e r t h e fi r s t s y s t e m t h a t w e b u ilt that and 4GLs prove this and are widely used.
u
s e d t h i s a p p r o a c h [ N e i g h b o r s 8 4 a , F r e e m a n 8 7 ] . T h e 2. D o m a i n -s p e c i fi c k n o w l e d g e -b a s e d s y s t e m s w i t h
organizational dataflow of the method is shown in figure 9 . w e a k m e c h a n i s m s h a v e b e e n m o r e e f f e c t i v e t h a n strong mechanisms (theorem proving, planning) with weak (general) knowledge bases.
3. T h e p o w e r o f t h e r e fi n i n g ( c o m p o n e n t a s s e m b l y ) m e c h a n i s m m u s t b e c a r e f u l l y b a l a n c e d a g a i n s t t h e ability to plan refinement using the mechanism.
Methodology
Our goal is to construct software using components. W need to e f o r m t h e l e s s o n s f r o m t h e t e c h n i q u e s w e h a v e e x a m i n e d i n t o r e q u i r e m e n t s f o r a t o o l t h a t w i l l d o t h i s . T h e p r i m a r y r e q u i r e m e n t s a n d t h e i r r a t i o n a l e a r e l i s t e d b e l o w . E a c h r e q u i r e m e n t l i s t s t h e c o n c e p t a n d s e c t i o n i n t h i s p a p e r t h a t motivates the requirement.
Requirements(motivation):
1. The tool must accept a description of the objects and following actions may be applied to the internal form. There are six parts to a domain description:
1. Print the internal form into the external syntax of the P rser domain. a
The parser description defines the interface between the 2. O p t i m i z e t h e i n t e r n a l f o r m i n t o a s t a t e m e n t i n t h e domain and the mechanism. There are four parts to the same domain language. parser: external syntax (BNF), semantic checks, internal form tree, and database schema for the domain.
3. Input the internal form to a p r o g r a m g e n e r a t o r that restates the problem in the same domain.
Printer
T h e p r i n t e r d e s c r i p t i o n d e fi n e s h o w t o c o m m u n i c a t e 4. A n a l y z e t h e i n t e r n a l f o r m f o r p o s s i b l e l e a d s f o r domain-specific information to the user. This is necessary optimization, generation, or refinement. for the mechanism to be able to interact with users in the 5. I m p l e m e n t t h e i n t e r n a l f o r m u s i n g s o f t w a r e l a n g u a g e o f t h e d o m a i n a n d d i s c u s s t h e d e v e l o p i n g components each of which has multiple refinements. system. R e fi n e m e n t s m a k e i m p l e m e n t a t i o n d e c i s i o n s b y Optimizations restating the problem in other domain languages. T h e o p t i m i z a t i o n s r e p r e s e n t t h e r u l e s o f e x c h a n g e b e t w e e n t h e o b j e c t s a n d o p e r a t i o n s o f t h e d o m a i n .
F r every problem domain there is a different textual language. o O p t i m i z a t i o n s o n l y w o r k w i t h i n t h e d o m a i n . T h e r e a r e P o p l e d e a l w i t h j a r g o n a n d n o t a t i o n a l l t h e t i m e . I t i s t h e e three parts to the optimization s p e c i fi c a t i o n s : s o u r c e -t oe x p e r i e n c e o f a u t o m a t i c p r o g r a m m i n g t h a t p e o p l e h a v e n o s o u r c e o p t i m i z i n g r u l e s , s o u r c e -t o -s o u r c e o p t i m i z i n g p r o b l e m l e a r n i n g a n e w n o t a t i o n i f i t h e l p s t o s o l v e t h e i r p r o c e d u r e s , a n d o p t i m i z a t i o n a p p l i c a t i o n s c r i p t s . T h e problem. optimization application scripts are plans of optimizations defined for the domain. Optimizations are guaranteed to " T h e r e a r e m a n y l a r g e g r o u p s o f c o m p u t e r u s e r s w h o be correct independent of any particular implementation would be willing to use an artificial language if it met ( i . e . , c o m p o n e n t r e fi n e m e n t ) c h o s e n f o r a n y o b j e c t o r their needs." [Feldman72] o p e r a t i o n i n t h e d o m a i n . T h i s c a n b e g u a r a n t e e d s i n c e optimizations do not cross domain boundaries.
D o m a i n -s p e c i fi c a r t i fi c i a l l a n g u a g e s l i k e S Q L a n d B N F a r e Components easil y u n d e r s t o o d once their notations are defined. The Draco T h e s o f t w a r e c o m p o n e n t s s p e c i f y t h e s e m a n t i c s o f t h e methodology exploits this uniquely human language capability. domain. There is one software component for each object and operat i o n i n t h e d o m a i n . T h e s o f t w a r e c o m p o n ents "It is a frequent misunderstanding that there is a separate m a k e i m p l e m e n t a t i o n d e c i s i o n s . E a c h s o f t w a r e c a t e g o r y o f l a n g u a g e s c a l l e d a p p l i c a t i o n -o r i e n t e d . I n component has one or more refinements that represent the reality, all languages are application-oriented, but some d i f f e r e n t i m p l e m e n t a t i o n s f o r t h e o b j e c t o r o p e r a t i o n .
are for larger or smaller application areas than others." Each refinement is a restatement of the semantics of the [Sammet76] o b j e c t o r o p e r a t i o n i n o n e o r m o r e d o m a i n l a n g u a g e s k n o w n t o D r a c o . T h u s , c o m p o n e n t r e fi n e m e n t s c r o s s Using specialized languages is an alternative to using program domain boundaries.
l i b r a r i e s . T h e l a n g u a g e s s e r v e a s a g e n e r a l d e s c r i p t i o n t h a t language but as a surface description scheme for combining the specific code generation is algorithmic in nature. This is s o f t w a r e p a r t s t h a t m a k e u p t h e F O R T R A N r u n -t i m e l i b r a r y . s i m i l a r t o p r o g r a m g e n e r a t o r s . T h e g e n e r a t e d p r o g r a m s W uld FORTRAN have been nearly as successful if it had been o a r e k e p t i n t h e i n t e r n a l f o r m d e s c r i b e d b y t h e p a r s e r presented as a "library of interesting and useful numeric input, description. The construction of optimal hash functions is c a l c u l a t i o n , a n d o u t p u t r o u t i n e s w i t h d e s c r i p t i o n s " ? A l i b r a r y an example of a generator.
would not have been as successful because the burden of using the library and knowing the interconnection limitations is placed Analyzers u p o n e v e r y p o t e n t i a l u s e r o f t h e l i b r a r y . H a v i n g a d o m a i n -A n a l y z e r s a r e d o m a i n -s p e c i fi c p r o c e d u r e s t h a t g a t h e r s p e c i fi c l a n g u a g e t h a t t i e s t h e l i b r a r y t o g e t h e r r e m o v e s t h i s information about an input instance of domain notation.
burden at the expense of learning the language. The information is kept in a database under the schema d e fi n e d i n t h e p a r s e r d e s c r i p t i o n . D a t a fl o w a n a l y z e r s , It is easiest to think of the Draco refinement mechanism as the execution monitors, theorem provers, and design quality s i m p l e m a c r o e x p a n s i o n o f a p r o g r a m g e n e r a t o r a n d t h e m e a s u r e s a r e e x a m p l e s o f a n a l y z e r s . T h e i r r e s u l t s a r e o p t i m i z a t i o n m e c h a n i s m a s s i m p l e s o u r c e -t o -s o u r c e u s e d t o c h e c k p r e c o n d i t i o n s o n r e fi n e m e n t s a n d t r a n s f o r m a t i o n s a p p l i e d t o d o m a i n -s p e c i fi c l a n g u a g e s . [Neighbors84a] . Referring to figure 9 we have been fortunate to A message of this work is that neither sophisticated Artificial h a v e a f e w p e o p l e t r y t h e i r h a n d s a s " A p p l i c a t i o n D o m a i n I n t e l l i g e n c e p l a n n i n g m e c h a n i s domains is available. W have been less successful in interesting people to try being a e Lessons from Using a Prototype System: "Modeling Domain Analyst." In my dissertation [Neighbors80] I tried out the idea of modeling domains using Draco. The idea 1. P r o g r a m s r e fi n e d t h i s w a y a r e v e r y e f fi c i e n t . a p p e a r e d t o w o r k a n d b r o u g h t o u t a l o t o f i n t e r e s t i n g i s s u e s O p t i m i z i n g t r a n s f o r m a t i o n s a p p l i e d a t a l e v e l o f a b o u t m a i n t a i n i n g c o n s i s t e n t i m p l e m e n t a t i o n s d u r i n g a b s t r a c t i o n a b o v e c o m m o n p r o g r a m m i n g l a n g u a g e s r e fi n e m e n t . D r a c o w a s u s e d a s a m e c h a n i s m t o c o n v e r t i t s e l f a r e t h e k e y . T h e s e a r e s e l d o m d i s c u s s e d i n t h e f r o m o n e c o m p u t e r t o a n o t h e r [ A r a n g o 8 6 ] . T h i s w a s a l i t e r a t u r e b e c a u s e t h e a b s t r a c t i o n s ( t h r o u g h d o m a i n t r a n s l a t i o n f r o m o n e l e v e l o f a b s t r a c t i o n t o t h e s a m e l e v e l o f a n a l y s i s ) a r e h a r d t o d e t e r m i n e a n d n o t u s u a l l y o f abstraction. The idea of "modeling domains" was not severely general interest. c o m p o n e n t r e fi n e m e n t s i t b e c o m e s c l e a r t h a t t h e that a database system has been the core of every large system I ability to use subsystems consisting of pre-optimized have examined this is clearly a comple x a n d i m p o r t a n t s e t of and pre-refined parts of existing domain hierarchies is modeling domains. As with application domains I would think i m p o r t a n t . F r l a r g e m o d e l i n g d o m a i n s s u c h a s o o u r e x p e r i e n c e w i t h m o d e l i n g d o m a i n s a s u c c e s s b e c a u s e i n d a t a b a s e c o n c e p t s i t i s i m p o r t a n t t h a t a s y s t e mevery case the modeling domain analyst has come away from specific implementation can be refined by the system. the experience with a better understanding of the domain. F r o H o w e v e r , m o s t o f t h e t i m e y o u w o u l d n o t w a n t t o m o d e l i n g d o m a i n s t h i s i m p r o v e d u n d e r s t a n d i n g c o m e s f r o m r e fi n e t h e d e f a u l t , g e n e r a l v e r s i o n o f a d a t a b a s e i n c o n s i d e r i n g a r c h i t e c t u r e s a n d i m p l e m e n t a t i o n s w i t h o u t detail. expanding the function of the domain.
3. Academics are generalists. As generalists they prefer t o w o r k o n t h e g e n e r a l p a r t o f t h e p r o b l e m , t h e W have done a lot of work on the models and mechanisms for e refinement mechanism. They are not really motivated c o n s t r u c t i n g s y s t e m s u s i n g t r a n s f o r m a t i o n a l i m p l e m e n t a t i o n to produce application problem domains that test their methods [Corwin72] e f f o r t s t o d e v e l o p n e w m e c h a n i s m s f o r r e fi n e m e n t a n d W . C o r w i n a n d W . W u l f , A S o f t w a r e L a b o r a t o r y transformation. These will have to deal with planning using a Preliminary Report, Report CMU-CS-71-104, Carnegiecomplex mechanism and computational complexity.
Mellon University, August 1971.
[Darlington73] W have tested a simple method for software construction using e J. Darlington, "A System Which Automatically Improves c o m p o n e n t s t h a t i s d e r i v e d f r o m t h e l i t e r a t u r e a n d i n d u s t r y P r o g r a m s " , 3 r d I n t e r n a t i o n a l J o i n t C o n f e r e n c e o n e x p e r i e n c e . I t w o r k s . [Dijkstra68] t h e e x i s t i n g C o m p u t e r S c i e n c e l i t e r a t u r e a n d p r a c t i c e b e E . D i j k s t r a , " C o m p l e x i t y C o n t r o l l e d b y H i e r a r c h i c a l r e c o g n i z e d a s a n i m p o r t a n t c o n t r i b u t i o n . W i t h o u t s t r o n g O r d e r i n g o f F u n c t i o n a n d V r i a b i l i t y " , i n S o f t w a r e a m o d e l i n g d o m a i n s t h e v i s i o n o f s o f t w a r e c o n s t r u c t i o n u s i n g Engineering, P. Naur and B. Randell eds., NA O Science T components will go no further.
Committee Report, pp. 181-185, Germany, October 1968.
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