Abstract
Introduction
There is a need for virtual organizations where the services offered by one organization should become accessible to other organizations. The main goal of a Service-Oriented Architecture (SOA) is to bring the uses of loosely coupled systems and encapsulation to the integration process at an enterprise level. Web services standards and the SOA provide a uniform way to expose the functionalities through standards like Web Service Description Language (WSDL) and Simple Object Access Protocol (SOAP), and to discover web services through standards like Universal Description Discovery and Integration (UDDI). A SOA implementation can be achieved using an Enterprise Service Bus (ESB). In order to extend the infrastructure for the creation of virtual organizations, the SOA must be extended across organizations.
One way to extend SOA across organizations is to allow the web services to register with all the available UDDI registries of the other partners within the virtual organizations. Upon receiving a request, the UDDI gives the details of the service provider to the client since every provider advertises with all the UDDIs. This solution is problematic because it leads to multiple copies of registrations across the virtual organization. Every detail of the description of the web service should be maintained and updating all the copies of registration of web service whenever changes are made to it becomes difficult. It increases the traffic, which are the interactions between systems.
Another way is to make a web service register with only one UDDI and allow the UDDI registries to exchange information about the web services they have registered [1] . Then any application would inquire only one UDDI. Upon receiving the inquiry, the UDDI may solve it if it has the required information, or it may contact other UDDIs to find the requested service, and report back to the client. The difficulty here is that UDDI registries should discover each other. The local registry has to query all the available UDDIs within the virtual organization about the service needed. The amount of queries increases polynomially with the increase of partners in the virtual organization.
In the Extended Service-oriented architecture (ESOA) [1] , the virtual organization establishes a UDDI registry, called the Main Registry, that collects the registrations of the partner registries and answers queries about which registry is more likely to contain a specified type of service. Whenever a local UDDI cannot find information about the type of service requested, it only has to query the Main registry rather than all the UDDIs within the virtual organization. This reduces the number of queries placed. The drawbacks of this model are, if for any reason there is a central point of failure, i.e., if the Main registry goes down then the situation comes back to the previous model where the local UDDI registry has to contact all the available UDDIs within the virtual organization. Second, if an application places a request for the type of service which was requested before by another application within the scope of the same UDDI, the UDDI has to repeat the discovery process again by querying the Main registry. This is repeated if many requests are placed for the same kind of web service.
The main aspect of this work is to develop an architectural model to support the creation of virtual organizations, a Virtual Service-oriented Architecture (VSOA). VSOA is based on the observation that UDDI registries are themselves web services also. It extends ESOA by introducing a registry, called the Cache Registry locally within an organization that acts as a registry to support discovery of service providers belonging to different organizations and also contain details of the services offered. Like in ESOA, when a client places a request for a service and if the local UDDI does not have the required information, it queries the Main registry. And the results it gets from the Main registry are stored in the Cache registry locally. So whenever a service request is placed, first the requester queries the cache registry to check if it can provide the information about the provider of the placed request. Cache registry is updated each time a new service is requested by the consumer, along with the results it got from the providing organization.
Literature Review
Service-oriented Architecture (SOA) presents an approach for building distributed systems that deliver application functionality as services to either end-user applications or other services [2, 3, 5] . SOA identifies three stakeholders: the provider of the service, the requester of the service, and a registry, typically UDDI, that takes the responsibility of finding the best provider that matches the requirement of the requester. The basic protocol SOA [1] protocol is shown in Figure 1 . The service provider advertises with the registry by providing a description of the services it provides using WSDL documents. The requester sends a request to the registry asking it to find the services which satisfies its set of requirements. The registry sends a report as a response to the requester with the details of the providers of the service that it found. Finally, the requester selects the best service for the task and starts interaction with the provider. A SOA uses a web services as a communication mechanism with XML documents being routed over an ESB. Existing host applications become service providers in a SOA. The ESB enables an SOA by providing the connectivity layer between services [4] [5] .
To support the need to make the services offered by one organization accessible to another, SOA is extended to span across organizational boundaries. In the Extended Service Oriented Architecture model (ESOA), the virtual organization establishes a UDDI registry, called Main Registry, that collects the registrations of the partners' registries and answer queries about which registry is more likely to contain a specified type of service [1] . ESOA has 4 stakeholders: service requesters, service providers are as in SOA. The third stakeholder is a set of registries that store advertisements of providers and match them with requirements of requesters. The fourth stake holder is a main registry that collects descriptions about the type of advertisements collected by the registries. [1] . In the advertisement phase, each registry transfers to the Main registry information about the type of services that it has. Upon receiving the advertisement of the new service, a registry, such as registry ORG_1 as shown in Figure 2 , updates its registration with the Main registry to show that new advertisements are available. An application at the requester, queries its local registry for a specific type of service. If the registry has information about the provider of the service, it sends a report to the requester with all the details. Otherwise, it contacts the main registry to discover what other registries may know about the type of services that the application needs.
Proposed Approach
This paper proposes an architectural model to provide information flow easily within virtual organizations. The creation of virtual organizations becomes important as the services offered by one organization should become accessible to other organizations. This proposed VSOA is based on the observation that UDDI registries are themselves web services. In ESOA, if a situation arises where the same kind of request is placed from different customers within an organization at different times, the entire discovery and interaction phases needs to be repeated. Repeating the whole process affects performance, increases the number of requests to query the Main registry as well as the requests to local registries when there are repeated requests. The proposed architecture makes the Information discovery process across organizations more flexible and efficient. The drawbacks of the ESOA which are dealt by VSOA are, firstly, VSOA partially deals with the central point of failure problem. If for any reason the central point in ESOA, i.e., the Main Registry fails, then the situation reverts back to the basic SOA model where the service providers not only advertises with the local UDDI but also with all the UDDIs available in the network. VSOA deals with this problem by introducing another local registry called the Cache Registry, where all the results received by the requestor application about the services it needs are stored and are available for retrieval whenever the same kind of request is placed next time without actually going through the entire procedure again. Even if the Main Registry goes down, the proposed VSOA model helps to process the requests that require the same type of services that were handled before. We assume that the central point will be restored after sometime. Secondly, suppose that the same service is requested more than once by different requesters within the same organization at different times. The cache registry consists of information such as the name of the web service, the business that deployed the service and exact location of the service provider. Whenever the same kind of request is repeated, the information about the provider of service can be directly obtained locally. Thirdly, our approach reduces the communication bottleneck introduced by a central point of communications and network traffic is much more distributed in our model.
Virtual Service Oriented Architecture
A local registry is used that acts as a registry to support discovery of service providers belonging to different organizations and contain the information about the services offered. VSOA has five stakeholders: service requestors, service providers, the third stakeholder is a set of registries that store the advertisements of local providers to match them with the requirements of service requesters which may or may not be local, the fourth stakeholder is the Main Registry, that holds the descriptions of the type of services or advertisements collected by each of the organizations registries as in ESOA. Finally, the fifth stakeholder is the Cache Registry, which collects the results obtained by the service requester in its new service request. This registry can be viewed for information retrieval when the same kind of request is placed the next time. The four operations that characterize the VSOA protocol are advertisement, discovery, collection and interaction, which are applied to organizational registries and the services. In the advertisement phase as shown in Figure 3 whenever a new service is added or any changes are made to the existing services, the provider updates the local registry which in turn updates the main registry with the information and details of the services. The discovery process happens in three stages by using the local UDDI registries, Main registry and the Cache; the attributes of these are shown in Table 1 . First, the application which needs a particular type of service queries the local organization's UDDI registry for the required information. This is because the local UDDI may contain services that have not been accessed before (new services for instance). The registries query themselves to find the information about the provider of the service. If it finds the best providers that offer the type of service requested, it reports back to the requested application. In the second stage, if the requested service is not available in the local UDDI registries, the Cache Registry is queried to check if it already has the required information about the type of service it is looking for. The cache registry holds the information of non-local services that have been accessed. If the cache search is also a miss, the main registry is queried to find the set of registries that are likely to satisfy the service that fits the request. In the third stage, the original request for services is sent to the discovered registries, which gives the details about the service provider and reports their results to the requested registry/organization. In the collection phase, the requester stores the results it got from different registries in the cache registry for future referral. Moreover, when the main registry goes down, the cache registry serves requests that have an entry for a corresponding provider in the cache registry. In the request phase, the application queries the local registry for the service type. If the registry knows about the services that satisfy the requirements of the application, it will report on those services. If service provider information is not found, the cache registry is checked to see if it can get the required information about the type of services it needs. Repeating the discover process all over again will be saved if the required information is available in the cache registry. Otherwise, as shown in Figure 4 the local registry queries the Main Registry to discover what other registries know about the type of services that the application needs. In Figure 4 , the main registry may report ORG_1. At this point Registry ORG_2 sends the original query that it received from the application directly to Registry ORG_1 which performs the discovery process, locates the best set of services and reports them back to the Registry ORG_2. In turn, registry ORG_2 reports these services, and all the other services that it discovered to the application. The application then stores these reports in the cache and contacts the provider directly.
Response Times
We provide a simple comparison of the ESOA and VSOA systems in terms of response times. Assume there are W web services distributed across E ESBs. Assume there are C clients. Therefore on average each ESB will have W/E web services and C/E clients. Let p ik denote the probability of a client requestor i at a ESB site accessing a web service k at a remote ESB site. The cost to access this is t r . Let p ij denote the probability of a client requestor i at a ESB site accessing a web service at a local ESB site i. The time to access this is t l . The total cost for all accesses will therefore be
where t r > t l This is the cost for a ESOA access. We have assumed that t r and t l are the same for all ESB sites. The cost for a VSOA access will be
Here we have defined the remote cost access in terms of a cost c r The cost for a VSOA access is reduced since some of the remote accesses become local accesses. Let p ik L-H be the local cache hit probability and p ik R-U be the remote UDDI hit probability for all web services p ik that denote the probability of a client requestor i at a ESB site accessing a web service k at a remote ESB site.. As a result of caching the requested web service is available either locally or remotely.
where t l' is the time for local cache access and is very close to t l . It is evident that p ik
The objective is to minimize c r . This requires identifying appropriate measures to minimize p ik
and maximize p ik L-H . This simple model needs to be extended to obtain more detailed expressions for p ik
This clearly is a function of the placement and replacement strategies that will be employed. The next question that arises is which web service entries to keep in the local cache.
System Model
We develop a model for web service information discovery using both ESOA and VSOA. Two different algorithms are developed, one for the ESOA model as shown in Figure 2 , and the other for the VSOA model as shown in Figure 4 . The web service requesting organization is considered as the Local System and the other as the Remote System. Different web service providers are available at both the systems. The centralized main registry is also implemented in the remote system. Although in a real scenario, requests can be placed using different protocols, here it is limited to only HTTP requests. We performed the following before implementing the algorithms: and web services J2EE client. Websphere Application Server (WAS) V6.0 [8] was used as a server to deploy the web services created. In the local system, web service is developed using the java tool in Websphere Message Broker and deployed on WAS. The request for web service is placed using the netTool which requires SOAP format to post the request. The web services available are published in their respective local UDDI registries. 2. Setting up UDDI registries and communication between DB2 databases: UDDI registries are the database tables. DB2 [8] is used to setup the databases. The UDDIs in the local and remote systems are named as LOCAL_UDDI and REMOTE_UDDI respectively. Both these tables have 3 attributes to describe a web service, the index, service name/type, and the address of the web service provider. When a request is placed, the database is queried using simple select statements based on service type. Another table is created to represent the Main Registry, which collects descriptions about the type of advertisements collected by all the local registries in the virtual organization. The attributes of this table are: the index, service type, the UDDI registry where the service is available, and the datasource name which is the name of the database.
NetTool Client:
NetTool is a developer tool for monitoring and manipulating application-level network messages, particularly useful for debugging web applications and web services [7] There are two components to NetTool: the HTTP Client, and the TCP Tunnel. The HTTP client is used to place a request for the web service. The request is placed as a SOAP message to the HTTP Input node of the message broker. The HTTP Input node listens at, http://localhost:7080/Algorithm2 for the ESOA algorithm and at http://localhost:7080/Algorithm1 for the VSOA algorithm. The netTool gets the value of the result for the requested service and also the roundtrip time taken to process the placed request in ms.
Websphere Message Broker (WMB) and message flows:
Websphere Message Broker (WMB) V6.0 is the system from where the request is placed. WMB integrates with multiple sources of data such as databases, applications and files to perform data manipulation. The message flows are developed using WMB which are used to orchestrate the sequences of service interactions. The role of Message flows is to define and execute processes, whose flows are determined by logic of the algorithm. There are two different message flows for the two algorithms. The only difference between the two flows will be in the implementation of the Compute node. Simple SELECT statements are written in esql to query the database tables for the information about web services offered. The web service address is dynamically computed in the Compute node and then sent to the HTTP request node, which places the request to the service provider for the required operation. The main difference between the implementation of the ESOA and VSOA algorithms lies in the set of operations carried out in the compute node of the message broker.
ESOA implementation
Firstly the local registry is checked when a request for web service is placed. If no service provider is found locally, the Main registry is contacted to get the information about which organization has the service providers for the requested service. The request finally goes to the remote UDDI registry to get the address of the service provider. In ESOA model, the centralized main registry is contacted every time a request is placed for the web service in remote system. 
} -The service address is sent to the HTTP Request node dynamically which sends the original request to the web service provider at the service_address -The value of the result is sent to the HTTP Reply node which in turn displays it in the netTool -The total roundtrip time starting from placing a request to the display of result is measured by netTool in millisecond (ms). A cache is used to store the results from the remote organizations in the local organization for further referral. When a service request is placed, the local registry is checked first. If no service provider is found locally, the cache will be checked. Otherwise the Main registry is contacted to get the information about which organization has the service providers for the requested service. The request finally goes to the remote UDDI registry, details of which are given by main registry, to get the address of the service provider. This address is stored in the cache for future referral. Later, when the same kind of request is placed, the service address is taken from the cache instead of contacting the central registry again and again. The request can therefore be solved from within the local organization.
Algorithm: -Store the service_address in the Cache using StoreInCache method -The service address is sent to the HTTP Request node which sends the original request to the web service provider at the service_address -The value of the result is sent to the HTTP Reply node which in turn displays it in the netTool -The total roundtrip time starting from placing a request to the display of result is measured by netTool in millisecond (ms).
Simulation Results
A total of 10 requests are placed and the roundtrip times are noted for ESOA and VSOA algorithms implemented in each scenario. Each request value shown in the graphs is the average of 10 requests placed for the same web service. A number of assumptions were taken while running the algorithms. Both systems are assumed as two organizations in the virtual organization each having its own local UDDI registries and Service Providers. The requests made are limited to only SOAP/HTTP protocol. The Websphere Message Broker is not restarted while running the algorithms, so that the Cache is also not reset to NULL.
Web Service Provider located in the Local
Organization. If the web service provider is available in the local organization i.e., within the organization where the request is placed, the response times will be more or less the same for both the ESOA and VSOA models. The netTool client measures the time taken to complete the request placed. The roundtrip time values vary around 200-500ms. This kind of difference may be because of some unknown network delays, speed of the system, etc. This shows that under normal conditions of operation both ESOA and VSOA functionality will be the same when the service provider is available locally.
Web Service Provider located in a Remote
Organization ESOA: In this case, the requested service will not be available from the local UDDI registry and the centralized main registry is contacted to get the information about the service provider. Here, the remote system is contacted twice for every request, once the central registry and again the REMOTE_UDDI. In a real scenario these systems are connected through the internet, hence a delay is added to the roundtrip time. This delay of 98ms is the average taken by pinging to a.cs.okstate.edu at different timings. The roundtrip times in this case are much higher when compared to the completion times taken when the service provider is available locally. Figure 8 shows the roundtrip times depicting local and remote service providers using ESOA model. Ishaped line representing standard deviation shows the range within which the values can be obtained. When the web service is contacted in the remote system, a large amount of time is taken to process the request as it has to invoke the central registry and also the remote_uddi in the remote organization every time the request is placed. VSOA: When a web service located in remote system is requested for the first time, the central registry and the remote_uddi registries in the remote organizations are contacted. The remote system is invoked twice for this purpose. The results are stored in the cache. If later the same kind of request for the same service is placed, the process is completed within the local organization itself using the information from cache.
Web Services located in local org
Web Services located in remote org Figure 9 shows the roundtrip times of the requests placed for the web services available in local and also in remote systems using VSOA model. In this scenario for remote service provider, the same request is placed for 10 times. Hence the remote system is contacted only once according to the VSOA algorithm. For the next 9 times, the information i.e., the web service address is taken from the local Cache available. This reduces the response times and also the overheads involved in contacting the remote systems. Figure 10 compares the roundtrip times taken to process the request of remote service provider using ESOA and VSOA algorithms. The first time a request is placed for a web service in the remote system, both ESOA and VSOA will take almost the same time to process the request. For subsequent requests, the VSOA model processes requests faster and better than The second issue arises when a central point of failure occurs due to any reason i.e., when the Main registry goes down. The ESOA simulation has to be stopped abruptly until the central main registry comes up, whereas for the same scenario in the proposed model there is a chance to execute requests depending on the information stored within the local cache. To help evaluate the working of VSOA under central point of failure problem, we simulated requests processed with information available in the dynamic cache without having to contact the central registry in the remote system. It is assumed that a total of three web services A, B, and C are available at the remote organization.
Web Services available
In Dynamic Cache % requests processed using cache in VSOA NIL 0 % A 33.3 % A, B 66.6 % A, B, C 100.0 % Table 2 : Requests processed using cache in VSOA The percentage value of no. of requests processed shown in table 2 is based on the information stored within the dynamic cache and also the cache reset time. It is observed that when the cache is reset or when no web service is contacted before the problem has occurred, none of the placed requests can be processed using the VSOA. If the information about one of the web service is available in Cache, then onethird of the requests can be processed. Likewise, if the information about all the web services is available with cache then all the requests can be processed. The VSOA model solves the central point of failure problem partially, whereas ESOA would have simply crashed.
In the real-world scenario of the VSOA model, if any changes are made to already available web services like an updated URL, protocol usage, etc or any new web services are added, the local UDDI registries are notified which dynamically updates the changes in the Main registry. A limit is set to the cache size. If its maximum size is reached then replacement strategies like LRU can be used to save the information about newly accessed web services.
Conclusions
For requests placed for a web service located in a remote system, the performance of the proposed Virtual Service-Oriented Architecture is better when compared to the Extended Service-Oriented Architecture. The VSOA algorithm also supports the processing of the requests placed even when a central point of failure occurs. However, there are few limitations. Future work will investigate cache updating and replacement mechanisms and security issues related to virtual organizations.
