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Abstract—In the era of the fourth industrial revolution (In-
dustry 4.0), many Management Information Systems (MIS)
integrate real-time data collection and use technologies such as
big data, machine learning, and cloud computing, to foster a
wide range of creative innovations, business improvements, and
new business models and processes. However, the integration of
blockchain with MIS offers the blockchain trilemma of security,
decentralisation and scalability. MIS are usually Web 2.0 client-
server applications that include the front end web systems and
back end databases; while blockchain systems are Web 3.0
decentralised applications. MIS are usually private systems that
a single party controls and manages; while blockchain systems
are usually public, and any party can join and participate. This
paper clarifies the key concepts and illustrates with figures, the
implementation of public, private and consortium blockchains
on the Ethereum platform. Ultimately, the paper presents a
framework for building a private blockchain system on the public
Ethereum blockchain. Then, integrating the Web 2.0 client-server
applications that are commonly used in MIS with Web 3.0
decentralised blockchain applications.
Index Terms—blockchain, distributed ledger technology,
private blockchain, consortium blockchain, permissioned
blockchain, smart contract, Ethereum
I. INTRODUCTION
In the era of the fourth industrial revolution, IoT [1],
RFID, and QR Codes are inputs or sensors for real-time data
collection. The integration of these input technologies with
traditional client-server Web 2.0 systems, and key technologies
such as big data, machine learning, and cloud computing
fosters a wide range of creative innovations, business improve-
ments, and new business models and processes.
In this environment, blockchain offers the trilemma of
security, decentralisation and scalability, where balancing the
three alternatives depends on the needs for the blockchain.
The focus of this paper is on the integration of traditional
Web 2.0 client-server systems with Web 3.0 blockchain tech-
nology and the need for a single source of immutable truth,
all of which are ideal characteristics for many applications.
Blockchain technology allows digital information to be
distributed, but not copied, meaning that a blockchain is a
linking of a series of time-stamped immutable records of data
that is not owned by a single entity. This makes the data
stored on the block secure and yet transparent. This technology
addresses the issues of trust as the immutable ledger is shared
and replicated across all nodes.
Benefits of this technology include the development and use
of smart contracts, and yet remains secure to participants who
hold accounts to access the blockchain in real-time.
While the concept of integrating blockchain and MIS sound
alluring, there are three significant obstacles to the integration
of blockchain with MIS. The first is the many differing
blockchain frameworks. Developing a suitable framework for
a given application can draw upon the work of [2], which
explored many blockchain applications to develop recog-
nisable blockchain frameworks. The second obstacle, even
with the blockchain framework, is the many configurations
and variations, which makes the process of designing and
implementing a blockchain for a given situation complicated
[3]. The third obstacle is the multiple IT systems speaking
different languages, often leading to a painful reconciliation
process and with a high risk of error [4], a problem that can
be solved using blockchain with the MIS existing software.
Thus, this paper explores and explains how Web 2.0 and
Web 3.0 systems can be interfaced while maintaining the
benefits of both systems and addressing the weaknesses of
each system.
II. TYPES OF BLOCKCHAINS
In this section, we will first provide an overview and discuss
the differences between the three types of blockchains - public,
private, and consortium. In the next section, we will then
describe how client-server management information systems
can be integrated with Ethereum based blockchains.
A. Public, Private and Consortium Blockchains
Systems can be categorised into centralised, decentralised,
and distributed systems. In a centralised system, there is a
single point of authority controlling and commanding the
operations of all systems. The client-server architecture is a
typical centralised system architecture. Most of the current
web applications and TCP/IP applications fall into this cat-
egory. In a decentralised system, there is no single system
that is in control and command of any other systems. All
systems are run independently and in parallel. And there is
no single point of failure. The peer-to-peer and master-slave
architectures are typical decentralised system architectures.
Typical decentralised applications include blockchains and
cryptocurrencies. In a distributed system, the computation
is shared among a number of servers. Typical distributed
architectures include peer-to-peer, client-server, and n-tier ar-
chitecture. Typical applications include cluster computing and
grid computing [5], [6].
Not all systems fall into one of the above three categories.
Some systems are centralised and distributed; some other
systems are decentralised and distributed. Many existing online
services are run by centralised and distributed systems; while
cryptocurrencies such as Bitcoin and Ethereum, are decen-
tralised and distributed systems. Ethereum was designed as
a public blockchain running in a fully decentralised network
that is not controlled by any single entity and is exceptionally
secured by using cryptographic and consensus algorithms such
as proof-of-work and proof-of-stake. Private blockchains and
consortium blockchains can be implemented on Ethereum with
configuration and/or access control.
1) Public Blockchains: Ethereum was initially designed as
a public blockchain [7], [8]. Any individual and organisation
can participate, and any computer can join the Ethereum net-
work and become a node without permission required by any
other node. Therefore, the public Ethereum is a permissionless
blockchain where all nodes are considered equal, and no node
is in control of any other node. These nodes form a peer-
to-peer network [9]. As a decentralised system, every node
contains a copy of the blockchain that is synchronised with
the entire transaction history. Due to a large number of nodes,
the redundancy of Ethereum is very high, and any node can
be taken out without affecting the continuing operation of the
chain.
Blockchain enables trustless transactions without interme-
diaries such as clearing house, agents or central organisations.
The blockchain network allows users to remain anonymous
and perform transactions on a peer-to-peer basis [9], [10].
As a public ledger, the transaction data recorded on the
Ethereum main chain is transparent to the public; and is im-
mutable and cryptographically secured. All records go through
a mining process for verification before being added to the
chain permanently. The computational cost involved in the
mining process is very high, and the processing speed very
slow. The mining process that runs a consensus algorithm
to approve transactions is considered wasteful of energy and
computing resources. Currently, the Ethereum main chain can
only process roughly 15 transactions per second [11]. Due to
this waste, the scalability is still the most challenging problem
among the blockchain trilemma of trade-off among security,
decentralisation, and scalability.
There are three main types of blockchain transactions - send,
approve, and read. The access privileges of these transactions
are critical differentiators of public, private, and consortium
blockchains [12], [13]. Although there are many different
Fig. 1. Public blockchain.
ways to build blockchain applications, these access privileges
fundamentally define whether the blockchain is public, private,
or consortium. In a public blockchain, any node can send
transactions to and read from the blockchain. Further, any
node can participate in the consensus process to approve
transactions. Table I compares the three types of Ethereum
based blockchains.
2) Private Blockchains: The ideology of blockchain, being
a decentralised and permissionless system that supports trust-
less transactions and total transparency, is core to cryptocur-
rencies. But this ideology may have to be compromised with
the reality of practical needs in industry. Business enterprises
would not be interested in total transparency, i.e. to share
the ledger records with other businesses; but want to keep
their data and information private and confidential unless
disclosure is needed to meet regulatory obligations or other
specific purposes. Business enterprises would not want other
businesses or competitors to participate in their blockchain
transactions, but want to be the only party to have full
control of the blockchain. Therefore, private blockchains with
modified characteristics may be required to meet the needs of
various enterprise applications. These private blockchains can
be integrated with the management information systems for
storage of secure and immutable vital records, to enable secure
and trustless transactions among internal departments, and to
improve or lower the cost of a particular business process. The
private blockchains can also play an essential role in being the
single source of truth for key data.
The design and implementation of private blockchains can
take many forms, as a trade-off of a number of factors
such as cost, speed, scalability, decentralisation, transparency,
choice of software, ease of implementation, and so on. One
approach is to set up a blockchain network entirely within
the boundary of the enterprise’s network, as shown in Fig. 2.
Fig. 2. Private blockchain network within an enterprise network.
All nodes are physical computers or virtual machines that
are under the control and administration of the enterprise,
and the ledger data is stored in a distributed database across
a number of nodes in different locations. The Open Linux
Foundation project Hyperledger would be one solution for
such an approach [14].
The second approach is to set up a private blockchain
network on a public platform like Ethereum [15]–[17]. This
setup is similar to that shown in Fig. 1 with one or more
blockchain nodes set up within the enterprise network. The
process of setting up a private Ethereum chain is similar to
setting up a test Ethereum chain (testnet) that is separate from
the main chain. User accounts and access control are put in
place during the setup and configuration stage to control who
is allowed access to the private chain.
A private Ethereum chain has its own genesis block. To pro-
cess transactions on the private chain, a low mining difficulty
can be set in the genesis block to enable fast mining of fake
Ether. Fake Ether does not have any value and cannot be used
on the main chain or traded on cryptocurrency exchanges, but
the processing performance can be significantly improved. The
proof of work (PoW) consensus algorithm used in Ethereum is
highly wasteful of energy and computational power. In a very
recent article, Microsoft suggested using proof of authority
(PoA) as a more efficient consensus algorithm for building
private Ethereum chains [18].
In an Ethereum based private blockchain, the privileges
to send and approve transactions are centralised to a single
organisation; while the permission to read is limited to selected
nodes internal or external to the organisation [13]. How to
integrate private blockchains on Ethereum with management
information systems is the focus of this expository paper.
3) Consortium Blockchains: Consortium blockchains are
controlled and operated by a group of organisations. Prove-
nance of supply chains is a typical application of consor-
tium blockchain. The members of the consortium chain are
suppliers and buyers along the supply chain, and they share
certain information and store the transaction records on the
chain. The information allows users to check the provenance
of the products that they purchase. The immutability and single
source of truth that a consortium blockchain can offer are
fundamental to any supply chain provenance.
Fig. 3. Consortium blockchain.
Each consortium member runs and controls its network of
Ethereum nodes somewhere in the world. The challenge of
building consortium blockchains is to connect these networks
of Ethereum nodes anywhere in the world via the public
Internet, and at the same time to provide mechanisms to
ensure the permission rights of the consortium participants.
The chain database is decentralised and distributed among
all participating parties. All participating organisations are
involved in the consensus and decision-making process. The
governance and control of the chain must be agreed and rules
defined.
The Ethereum network setup for each consortium organi-
sation is similar to that for a private network (Fig. 2). Each
consortium blockchain requires individual Ethereum networks
to be connected peer-to-peer, where permission rights are con-
figured by software. Figure 3 shows a consortium blockchain
network with three parties. Each party runs its own Ethereum
nodes which can be physical servers or virtual machines. These
individual Ethereum networks (marked with a green diamond
in Fig. 3), communicate with one another via peer-to-peer
connections (the orange dotted paths in Fig. 3) through the
Internet.
In a consortium chain, the send, approve and read rights are
limited to a certain number of parties within the consortium
network [12]. A successful example of consortium blockchain
was implemented by Webjet to improve the settlement process
between hotel suppliers and travel partners [4]. The blockchain
enables any two parties to verify that booking data matches.
Microsoft also offers a set of solution templates (Ethereum
consortium blockchain in Azure Marketplace) that allow users
to configure multi-region and multi-member Ethereum con-
sortium blockchain networks with a simple multi-step process
through the Azure portal or command line. In this approach,
all nodes are within the same virtual network, or each mem-
ber’s nodes are put into individual virtual networks commu-
nicating through application gateways [19]. For consortium
blockchains, proof of authority (PoA) can be used as a more
efficient consensus algorithm than the proof-of-work (PoW)
algorithm [18]. Another Open Source project Quorum adds
transaction privacy on top of the Ethereum transactions to
build consortium chains for enterprises [20].
III. INTEGRATION OF MIS AND ETHEREUM BLOCKCHAIN
Blockchain is a Web 3.0 technology, and the integration of
Web 2.0 business applications with Web 3.0 blockchains is a
pragmatic approach during this period of maturing of Web
3.0. There are many practical applications that can benefit
from such an approach. For example, in elections, votes are
collected through web applications and immediately added to
a blockchain to ensure data is immutable once submitted.
There are many approaches using different technologies and
platforms to build a blockchain application. This section aims
to describe a generic approach that uses the most popular
software that are freely available to integrate the traditional
management information systems running on client-server
network architecture (Web 2.0) with private decentralised
Ethereum blockchains (Web 3.0). Although they are in two
different paradigms, the integration that mainly involves data
transfer between database and blockchain, is straightforward.
In the proposed integration approach, the operations of the
two remain highly independent and separate with limited
interaction. In fact, the blockchain component can be simply
integrated as an add-on to any existing management informa-
tion systems or business web systems.
Most business web applications are centralised applications
that consist of front end and back end systems. The func-
tionalities and user interfaces are provided by the front end
applications while data is stored in a central database server.
The programming languages commonly used include HTML,
CSS, JS for front end development and Python, Perl, PhP, and
Ruby for back end development.
As an example, a developer may design a front end web
page using HTML with PhP code embedded in the HTML
page to access a MySQL database. When a visitor opens the
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page, the server processes the PhP code retrieving the relevant
data from the database table, generates a dynamic page, and
sends it back to the visitor’s web browser via the Internet or
any TCP/IP network for display.
There are two main steps to integrate such a web application
with an Ethereum blockchain:
1) Setting up nodes of the private or consortium blockchain
on the Ethereum platform.
2) Programming the web application - using the Web3.js
API and Ethereum client Geth to read/write data from/to
the Ethereum blockchain.
These two steps will be explained in more details in the
following sections.
Fig. 4 shows the integration framework with the web
applications at the top and the blockchain at the bottom. It
should be noted that this framework applies to all types of
Ethereum blockchains - public, private and consortium. For
example, if the blockchain is a consortium blockchain to
support supply chain provenance, each of the companies along
the supply chain can have its own web servers and databases,
and connects to the same blockchain via the web3.js API and
Geth client.
Fig. 4. Integration with blockchain.
A. Setting up Ethereum Nodes Using Geth
To set up an Ethereum node, access the chain, and par-
ticipate in chain transactions, an Ethereum client is needed.
Go Ethereum (Geth) is one of the original Ethereum clients
that are available for download and can be installed on most
operating systems [22]. As shown in Fig. 4, Geth is required
on each Ethereum node connected to the blockchain.
Once installed, Geth provides a Command Line Interface
(CLI) for running an Ethereum node. Geth can be used to
perform all the main tasks, such as:
• creating Ethereum nodes (private or public),
• creating Ethereum accounts to store Ether,
• mining, i.e. creating blocks on the blockchain and miner
receiving Ether as a reward,
• performing transactions, i.e. transferring Ether between
accounts,
• creating and executing smart contracts, and
• providing a HTTP-RPC server to communicate with
web3.js clients.
If the application involves smart contracts, then the Remix
Integrated Development Environment (IDE) would be an eas-
ier option for development. Remix is a web based browser
IDE that supports coding, testing, debugging, compiling and
deploying of smart contracts [23], [24]. Smart contracts enable
business transactions to take place in a trustable or trustless,
secure, and automated manner. The Ethereum smart con-
tracts that define programmatically rules of business contracts
are coded in Solidity, a simple programming language with
Javascript like syntax [25], [26]. Remix has a built-in Solidity
compiler to generate machine-level bytecode that can be
executed by an Ethereum node.
When preparing the blockchain for integration, multiple
Ethereum nodes running Geth should be deployed, enabling
the decentralisation of the chain, and distribution of data and
processing resources across every device connected to the
blockchain.
B. Programming Web Application Using Web3.js
When the private blockchain is ready, the next step is to
program the web application to communicate and interact with
an Ethereum node using a HTTP or Inter-Process Communi-
cation (IPC) connection such as Named Pipes or Remote Pro-
cedure Calls (RPC). There are multiple Ethereum Application
Programming Interfaces (API) available to support different
programming languages, such as web3.js for JavaScript [27],
web3.py for Python [28], and web3.php for PhP.
The library web3.js, which was the first API developed,
defines the rules and formats of how blockchain data should
be exchanged between web3.js and Geth. The web3.js API
provides a convenient RPC interface to allow communicating
with an Ethereum node running Geth from inside a JavaScript
application. The web3.js RPC or HTTP request causes a
procedure to execute in the remote Ethereum node.
The JavaScript application does not interact with the
blockchain directly. It only interacts with one Ethereum node
and that node, in turn, interacts with the blockchain. Therefore,
the connection between web3.js and Geth is a client-server
connection where web3.js takes the client role and Geth the
server role. At the blockchain level, all nodes are equal and
communicate with the whole Ethereum chain on a peer-to-peer
basis.
IV. DISCUSSION AND CONCLUSION
By integrating management information systems with pri-
vate or consortium blockchains, business enterprises can store
their key records in the blockchain that offers data immutabil-
ity and serves as the single source of truth for the enterprises
and/or across the supply chain.
In this paper, we have discussed the key concepts and
illustrated with figures the implementation of private and
consortium blockchains on the public Ethereum platform. The
access rights (send, read, approve) are the key differentia-
tors of blockchain type (public, private, consortium). The
main issues of running enterprise applications on the global
public Ethereum platform are slow processing performance
(15 transactions/sec) and scalability. However, for private and
consortium blockchains, mining with fake Ether significantly
speeds up the process and performance is not an issue.
Then we have presented a framework for the integration of
traditional Web 2.0 applications with Web 3.0 blockchains. We
have also introduced the leading software libraries (Geth and
web3.js) that are required to connect the web application to an
Ethereum node. Although they are in two different paradigms,
the integration that mainly involves data transfer and initi-
ating remote commands are straightforward. We believe the
integration framework provides a clear blueprint for future
development of innovative applications and improvements of
both intra- and inter-company processes.
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