Abstract. JPEG images are self-synchronized in cases of an error; however, after the synchronization the images are not shown as the original ones. Sometimes, the blocks are shifted to right or left and the tinge is damaged as well. This paper suggests a way how to remedy the block shift and the tinge damage.
Introduction
In the header of each JPEG image the size of the image is encoded as X, Y whereas X and Y are integers defining the width and the height of the image respectively [1] . Unlike faxes that have a special code for end of line [2] , JPEG pictures will start the next line right after the previous line comes to an end. The X value stored in the JPEG header file is the only indication for beginning of a new line. There is no codeword stands for end-of-line.
Any type of JPEG files contains several markers [3, 4] . Baseline JPEG files (which is the most common JPEG format in use) have a marker indicating the beginning of the image data. This marker is the sequence of two characters 0xff and right after that 0xc0. Other JPEG formats have other markers for that.
After this marker the following information appears in accordance with this order: 1. Three bytes which are not related to this paper. 2. Two bytes containing the image height -Y (in pixels). 3. Two bytes containing the image width -X (in pixels). 4. More information unrelated to this paper. JPEG images are split into block of 8X8 pixels [5, 6] . An error in X or Y can produce a damaged image as described in Figure 1a and Figure 1b . This figure contains an image with an error in the X value. The X value was increased by eight, so each line is longer by one block of 8X8. This increase caused a surplus of one block for each line, but it is accumulated for several blocks. I.e. the second line has been pushed left by one block, the third line has been pushed left by two blocks and as a general rule line N was push by N-1 blocks.
However, most of the damages are in the rest of the file. They automatically synchronized [7, 8] ; however, they can cause various damages:
1. An erroneous block (or even several blocks) can be mistakenly added and this block will push the line containing this block to the left and as a result all the rest subsequence lines will be pushed to the left as well. 2. A block (or even several blocks) can be incorrectly deleted and this will pull the line containing this block to the right and as a result all the rest subsequence lines will be pulled to the right as well. 3. The average tinge of each block is stored in the beginning of each block.
This value is called DC. The DC is not stored as an absolute value, but rather as a relative value [9, 10] . I.e. the DC stored in each block is the difference between the current DC value and the DC value of the previous block. A DC value can be incorrect as a result of an error. In such a case, the tinge of this block can be incorrect, but since the values of all the DCs are stored as differences, one wrong DC value will trigger incorrect DC values for all the rest of the blocks in the image. 1. The additional incorrect block pushed the block of its line to the left and as a result all the lines in the rest of the image were pushed left as well as can be seen in the bottom of the image. 2. The additional incorrect block had a substantial difference between its DC value and the DC value of the previous block. Therefore, a large number was reduced from the DC value and this reduction made the bottom part of the picture very bright. 
How to Diminish JPEG Error Effects
Some compression formats like TIFF have an "end of line" codeword [ 11 ] . Such a codeword can help JPEG to know where the real end of line is and the lines will not be moved as described in Figure 1a, Figure 1b, Figure 2a and Figure 2b . Indeed, an end-of-line codeword have two major disadvantages:
1. It takes some space to store end-of-line codewords for all the lines and makes the compression less efficient; however, some of the efficiency loss can be recompensed by eliminate the need for use of the X and Y components in the header. 2. JPEG usually employs Huffman as its entropy encoder although some other compression techniques are available [12] . A new codeword will make other Huffman codewords of JPEG longer. Therefore, this additional end-of-line codeword will also make the compression less efficient. However, the less efficiency of the compression will be compensated by better images in case of errors, particularly when the communication lines are noisy and there is a realistic possibility for an error in the transfer. Also, critical safety equipment using JPEG files like [13, 14, 15] may necessitate more accurate and proper data. Furthermore, some of the data in JPEG files is redundant anyway and is sometimes replaced by steganography systems in order to hide data [16, 17, 18] , so if the data does not attempt to be the best compressed, some more bits for an end-of-line codeword will not make a significant harm.
As was mention above, the DCs of JPEG are stored as differences. This is again better for compression efficiency. The differences are usually quite small and it is more efficient to store small numbers rather than longer numbers; however, storing the DC values themselves will help JPEG to show much more accurate images. If the DC values themselves were stored in the JPEG file, the bright bottom part of the image in Figure 2b would have been shown in the original tinge as it is shown in Figure 2a with no tinge change.
Yet again, storing the DC values themselves is trading off with compression efficiency; however, the less efficiency of the compression will be compensated by better images in case of errors.
Conclusions
Errors in JPEG images are almost always synchronized; however, the images after the synchronization are not so clear and sometimes for essential apparatus using JPEG [19, 20] , the data is required to be completely correct. This paper presents techniques how to resolve the problems after the synchronization and so as to make the images clearer and more comprehensible.
