Security analysts have shown that it is possible to compromise the mobile two-factor authentication applications that employ SMS-based authentication. In this paper, we consider that offloading mobile applications to the cloud, which is resource-rich and provides a more secure environment, represents a good solution when energy limitation and security constraints are raised. To this end, we propose an offloading architecture for the two-factor mutual authentication applications, and a novel two-factor mutual authentication scheme based on a novel mechanism, named virtual smart card. We also propose a decisionmaking process to offload the authentication application and its virtual smart card, based on three conditions: security, mobile device's residual energy, and energy cost. We analytically derive the lower-bound on the mobile application running time from the energy cost formula to perform offloading. We analyze and verify the security properties of the proposed architecture, and provide evaluation results of the two-factor mutual authentication protocol and the offloading decision-making process.
These days, mobile devices have become an essential part of our daily lives, due to the plethora of mobile applications that are capable to run different applications including social networking, gaming, and online banking. This is because they are provided with significant computing power and networking capabilities that compete with both laptops and desktop computers. Hence, complex applications, which are already used in the traditional desktop machines, are being migrated to mobile devices. However, two main issues have been raised by the research community: (1) mobile devices are equipped with limited battery capacity and these devices run different applications simultaneously, therefore, they run out of energy very quickly, (2) mobile devices are becoming the victims of cyber-criminals. For instance, Android OS has been highly targeted due its popularity [1] . A compromised mobile device, which is infected by a malware, can perform different malicious actions without the user's knowledge and consent including accessing sensitive information such as The associate editor coordinating the review of this manuscript and approving it for publication was Raja Wasim Ahmad. bank account and GPS location, as well as performing SMS premium rate fraud activities.
To deal with the above two issues, we consider that offloading mobile applications to the cloud, which is resource-rich and can provide a more secure environment, presents a good solution when energy limitation and security constraints are raised. In fact, mobile offloading is a computation paradigm, which has been considered as a solution for mobile devices with limited resources with respect to processing, battery, and storage, and it allows executing heavyweight and resourceconsuming tasks on the cloud instead of the mobile devices [2] [3] [4] [5] [6] . In addition, as the mobile operating system offers limited security, full or partial offloading allows running security applications in a more secure environment [7] [8] [9] [10] [11] .
Nowadays, most of the mobile two-factor authentication applications employ SMS-based authentication, i.e., to access an account, the users are required to provide something they know (password) and something they have (one-time verification code sent to the mobile device). However, it has been shown that it is possible to bypass this security mechanism. In 2016, an Android malware targeted more than twenty mobile banking applications, and succeeded in stealing the login credentials of the user and the SMS verification code, which is sent by the authentication server [12] , [13] . When a user launches the legitimate mobile banking application, a fake login interface is triggered by the malware to cover the original banking application. The login credentials, which are filled by the user in the fake application, are sent to the attacker. The malware can also capture the SMS verification code sent to the user, and then it can send it to the attacker. This attack succeeds in tricking the user by employing a visual phishing technique, i.e., creating a fake screen that is visually similar to the legitimate application.
To tackle the above-mentioned threat, we propose a novel two-factor mutual authentication scheme, which replaces the SMS verification code with a novel concept called virtual smart card. The two-factor mutual authentication schemes, based on password and smart card, have been widely investigated in the literature [14] [15] [16] [17] [18] [19] [20] [21] [22] [23] [24] [25] [26] [27] [28] [29] . In such schemes, the user provides his ID and password, and inserts the smart card into the smart card reader. If the authentication succeeds, the user accesses his account on the remote server. This mechanism has shown to be effective in providing secure remote access. We design a virtual smart card, which leverages the security features of Android OS to allocate a secure storage (i.e., virtual smart card) to a specific two-factor mutual authentication application.
We also propose offloading the two-factor mutual authentication application to a more secure environment (i.e., cloud). To this end, we propose a decision making process that offloads the authentication application according to three conditions: security, mobile device's residual energy, and energy cost.
The main contributions of the paper are the following:
• We propose a novel two-factor mutual authentication scheme based on a novel mechanism, named virtual smart card.
• We propose an offloading architecture for the two-factor mutual authentication application.
• We present a decision-making process to offload the authentication application and its virtual smart card, based on three conditions: security, mobile device's residual energy, and energy cost.
• We analytically derive from the energy cost formula, the lower-bound on the application running time on the mobile device, denoted by min t m , to perform offloading. The formula considers different heterogeneous parameters including network bandwidth, wireless communication model, energy dissipation of other applications running on the mobile device, and the speed execution factor between the cloud server and the mobile device.
• We provide security analysis and formally verify the security properties of the two-factor mutual authentication scheme using BAN Logic and ProVerif techniques.
• We present performance evaluation of the two-factor mutual authentication scheme and the offloading decision-making process.
The remainder of this paper is structured as follows: In section II, we present the offloading architecture for the two-factor mutual authentication application. Section III describes the offloading decision-making process. In Section IV, we describe the proposed two-factor mutual authentication scheme. Security analysis and formal verification are provided in Section V and Section VI respectively. Evaluation results of the two-factor mutual authentication scheme and the offloading decision-making process are shown in Section VII. Finally, Section VIII concludes the paper.
II. OFFLOADING ARCHITECTURE FOR THE TWO-FACTOR MUTUAL AUTHENTICATION APPLICATION
In this section, we present the attack and security models, as well as the offloading architecture of the proposed two-factor mutual authentication protocol.
A. ATTACK MODEL
We consider the following attacks:
• Visual phishing: a malicious application, which is visually similar to the authentication application, is installed on the mobile device.
• The authentication mechanism between the user and the server might be targeted by the following threats: compromise of user anonymity, user traceability, password guessing attacks (online and offline), stolen-verifier attack, privileged insider attack, replay attack, modification attack, user and server impersonation attacks, compromise of mutual authentication, compromise of perfect forward secrecy, compromise of password chosen and update, and compromise of virtual smart card revocation, as will be explained in Section V.
B. SECURITY MODEL
We make the following assumptions on security of the mobile device:
• The mobile device runs on Android OS, and Android kernel is initially free from malicious codes.
• We employ the Sandboxing mechanism that is implemented in the Android kernel. This mechanism allows separating applications from each another. Android assigns to each application a unique user identifier, which is considered as a separate process. Also, one application (resp., user) is not allowed to access or change any file belonging to another application.
• The privilege escalation attack cannot take place. If a malware succeeds to access the root account, it will be able to bypass the sandboxing security mechanism, and thus totally control the operating system. This attack can be thwarted by adopting some solutions [30] , or by using SELinux-enabled Android kernel. In SELinux, data are protected by applying a custom security policy, which specifies the list of applications that can access the data [31]- [34] . 
C. ARCHITECTURE OVERVIEW
As shown in Figure 1 , we present an overview of the offloading architecture that offloads the mobile two-factor mutual authentication application and its associated data to the cloud. The architecture comprises the following elements:
• Mobile device: It runs the client authentication application, which permits users to send their login credentials to an authentication server. If the authentication succeeds, the user is granted access to the remote application server. The mobile device also runs the following components: -Mobile authenticator: It comprises the list of authentication applications, which are selected by the user and installed on the mobile device. It applies a policy enforcement to manage the access to the virtual smart cards. Each virtual smart card is only accessible by its corresponding authentication application. -Virtual smart card: It is a secure storage space that is allocated for each client authentication application. It contains all the credentials that exist in the conventional smart card. -Mobile offloading system: It is responsible for offloading the authentication application and its associated virtual smart card to the cloud server. It is composed of three processes: (1) Resource monitoring process, (2) Application partitioning process, and (3) offloading decision-making process.
• Server: It hosts the authentication server that validates and authenticates remote users aiming to access an application server.
• Cloud server: It is used to run the offloaded authentication application.
D. MOBILE OFFLOADING SYSTEM
The offloading system consists of three main processes:
• Resource monitoring process: It collects information about the mobile device's resources such as battery information (i.e., global battery dissipation, battery dissipation of each application, and residual battery level), CPU information (i.e., CPU utilization ratio, CPU speed), and network bandwidth.
• Application partitioning process: It cuts the application into two partitions: (a) local partition, which is executed by the mobile device. It represents, in our case, the graphical user interface (GUI) of the authentication application, and (b) remote partition, which is offloaded to the cloud, and represents the mutual authentication scheme (Section IV).
• Offloading decision-making process: It is invoked by the mobile authenticator, and decides if it is worth offloading the authentication application and its corresponding virtual smart card to the cloud.
E. OFFLOADING OPERATIONS
• When the user launches an authentication application, and enters his login credentials, the mobile authenticator sends a message to the user, and requests him to provide a password to acess its virtual smart card. This operation simulates the insertion of the smart card in the card reader.
• When the user provides the required password, the mobile authenticator, on behalf of the application, triggers the offloading decision making process.
-If the process decides not to perform offloading, then the authentication application interacts with the authentication server, and establishes a secure connection between the application server and the mobile device. -If the process decides to perform offloading, then the mobile offloading system is invoked to offload authentication application without the graphical interface, and its corresponding virtual smart card. They are transmitted to the cloud server using the server's public key. The offloaded application interacts with the authentication server, and establishes a secure connection, which is forwarded to the mobile device to access its account on the application server. When the offloading process terminates, the offloaded data are deleted from the cloud server.
III. OFFLOADING DECISION-MAKING PROCESS
The decision to offload the authentication application and its associated virtual smart card to the cloud is performed in the following order according to three conditions:
• Security condition: It occurs when the graphical user interface (GUI) of the authentication application is visually similar to any running application. This verification operation is performed, as explained in [35] .
• Residual energy condition: It occurs when the residual lifetime of the mobile device is less than t m . Formally:
• Energy cost condition: If the security and the residual energy conditions are not met, we verify the energy cost condition, which determines if it is worth offloading the application from the mobile device to the cloud, i.e., the energy cost of the mobile device without performing offloading is higher than that with offloading. In the following, we define the equations related to the energy cost condition. The parameters listed below are summarized in Table 1 . We first present the radio energy consumption model that is used in [36] . The mobile device can be in one of the following modes: Transmission, Reception, Idle, or Sleep. Nonetheless, we use a simple energy consumption model, which only considers the communication phase. The device can either be in the transmission or the reception mode. The radio energy consumption model between the mobile device and the mobile base station is given by:
It means that after transmitting the data, the mobile device switches to the reception mode for a duration T m,R = T m,T , which is the time to transmit D bits to the base station, and is expressed by the following equations:
The energy consumption E m,B can be expressed as follows:
To meet the energy cost condition, the following inequality must hold true:
It follows that:
Let t m = t s , where > 1 denotes the speed execution factor between the cloud and the mobile device. The above equation becomes:
By replacing apps i S i m with β, we get:
The proposed scheme is composed of five phases, namely: registration, login, authentication, password change, and revocation.
The notations, which are used to describe the authentication scheme, are shown in Table 2 . 
1) REGISTRATION PHASE
In this phase, the mobile user through the authentication application registers with the remote server. The user U i generates his/her ID i and password PW i and only sends ID i to the server S. The latter checks the validity of ID i . If it is found legitimate, the server S generates a virtual card number SC i and saves it in its database:
where N denotes the number of registrations performed by user U i . If N = 0, it represents the first registration. Otherwise, the value of N is set to (N + 1)). Then, the server computes the following:
• It generates a random number b, and computes
where J is the common data shared between the mobile device and the server, and is used to check the validity of the entered data. After that, the server stores {AID i , SC i , N , J , n, e, h(.), E Q (.), D Q (.)} in its database and sends it to the authentication application through a secure channel.
After receiving the above information, the mobile authenticator is invoked to store them in a new secure storage space, called the virtual smart card. Then:
• It generates a random number r, and computes RPW i = h(PW i || r).
• L = J ⊗ RPW i , and replaces J by L in the virtual smart card of the mobile device. Figure 2 summarizes the message exchanges between the mobile device and the server during the registration phase. 
2) LOGIN PHASE
When a legitimate user U i wants to login to the authentication server, he first needs to enter his identity ID i and password PW i through the authentication application, and provides the password of the virtual smart card. Then, it retrieves the random number r and computes:
is computed using the password provided by the user when he/she requests a new connection).
The authentication application sends the message m = {IZ i , T i , D} to the authentication server.
3) AUTHENTICATION PHASE
Upon receipt of the login message m, the authentication server checks if T i − T > T , such that:
T : is the current timestamp. T : is the valid time interval. If the above inequality holds true, the login request is rejected. Otherwise, the server performs the following operations:
• It decrypts D with its secret key x to obtain C 1 using:
Finally, it checks if ID i already exists in the database. If so, it compares the information of the decrypted virtual smart card number with the one stored in the database along with verification of its validity (if the card number does not refer to a stolen or frozen virtual smart card). Then it computes:
the user is authenticated, and a random number d is generated by the server, which computes: T . If the inequality holds true, it computes:
the server S is authenticated, and the user U i calculates his session key Sk = h(T i ||W ||T s ). Figure 3 summarizes the message exchanges between the user and the server during the login and authentication phases.
4) PASSWORD CHANGE PHASE
When a user wants to update his password, he provides his old password PW i and selects a new password PW i . The mobile authenticator computes: RPW i = h(PW i ||r) and L = L||h(RPW i )||h(RPW i ). Then, L is replaced with L in the virtual smart card.
5) LOST VIRTUAL SMART CARD REVOCATION PHASE
When U i loses his mobile device, its virtual smart card is lost as well. The user sends a request to S to generate a new virtual smart card. After verifying that the user's national identity card is still valid, the revocation process is the same as the registration phase, except for replacing N with N +1, and replac-
V. SECURITY ANALYSIS
The proposed two-factor mutual authentication protocol can resist against the following attacks:
A. USER ANONYMITY By user anonymity, we mean that U i is only known by the server S and the user himself. As ID i is hidden in AID i , RID i and IZ i , the attacker needs to decrypt AID i and RID. The private key x is only known by the server. Thus, the attacker cannot identify the user who established the authentication session with the server. Therefore, the proposed scheme ensures anonymity.
B. USER UNTRACEABILITY
This property means that an attacker cannot know if two or more executions of the schemes are related to the same user. In the proposed scheme, each element of the login message m = {IZ i , T i , D} is dynamic for each session, as the computation of IZ i and D involve random nonces a and b that change from one session to another. In the registration phase, the identity of the user is encrypted as AID i using the secret key x, and sent to the user in a secure way. In the login phase, AID i is encrypted as IZ i using the key C1, which is calculated using a random variable a. Therefore, each ID i is encrypted differently for each session, even the same secret key x is used. Since the attacker has no knowledge of the secret key x, he will not be able to tell if two different values of AID i correspond to the same ID i . Also, as there is a different value of C1 for each session, which is associated with the timestamp T i , the attacker is not able to tell if two executions of the scheme are related to the same user. Thus, user untraceability property is satisfied.
C. ONLINE PASSWORD GUESSING
In this attack, an unauthorized user tries several passwords to get the correct one. Any user that wants to login to the server, has to enter the right login message m = {IZ i , T i , D}. RPW i is produced from PW i and the random number r, and encrypted as IZ i using the key C1. As C1 changes for each session, it will be difficult for an attacker to produce the correct password. In addition, the login depends on C 1 , so its value is different for each session. Thus, the server can detect this attack if the number of failed login attempts is limited.
In our scheme, and in order to produce the login message, it is necessary to enter a correct password. If we assume that an attacker can guess the correct password, the server can detect this attack (i.e., password guessing) by checking whether C 1 = C 1 or not.
D. OFFLINE PASSWORD GUESSING
If the attacker can get the stored information in the virtual smart card, he cannot guess the password PW i as it is calculated by a random number r and protected by a hash function. Then, it is encrypted using a random number a. Also, it is not possible for an attacker to guess the password from the authentication message m, or the server's response, as they do not contain any password-related information.
E. PRIVILEGED INSIDER ATTACK
A user can be impersonated by the server's system administrator if the latter knows the password of the user. In this scheme, the server does not keep any password table. In addition, a random number r as well as a hash function protect the password during the registration and the login phases, which makes the proposed scheme resilient against this attack.
F. STOLEN-VERIFIER ATTACK
In this attack, an attacker steals or modifies verification data that are stored by the server (e.g., plain-text, hashed passwords, etc.). In this scheme, the authentication information J = h(x||ID i ||N ||SC i ) can only be verified by the server as it has the secret key x. Also, there is no way to derive password or verification information from PW i , which is stored in the server. Therefore, this property is satisfied.
G. MODIFICATION ATTACK
An attacker can transmit a captured and modified message rather than the original one. In this scheme, the verification data are: (a) C 1 that is concatenated with J and F, and then hashed, and (b) C 2 that is encrypted using C 1 . Any modification is not possible because an attacker cannot generate C 1 and C 2 without the knowledge of J . Thus, this scheme ensures security against this attack.
H. REPLAY ATTACK
An attacker replays the eavesdropped messages, such as the login message m = IZ i , T i , D or the server's response message m = C 2 , T s , V . For each message, the validity period is limited by a timestamp, and we can verify this attack by checking if the timestamp is valid or not. Thus, the scheme is resilient against the replay attack.
I. USER IMPERSONATION ATTACK
To impersonate a legitimate user U i , an attacker must then calculate C 1 = h(T i ||J ||F) to prove his identity. However, the attacker cannot calculate the correct value of C 1 since he does not have the secret key x or J = h(x||ID i ||N ||SC i ), which is obtained from L and RPW i . Thus, this scheme is resilient against this attack.
J. SERVER IMPERSONATION ATTACK
If an attacker wants to impersonate the server, he needs to produce a valid response C 2 = E C1 (V , W , Ts). However, the attacker does not know C 1 , that is computed from J , which is only stored at the server. Therefore, he cannot calculate C 2 and generate a valid response. Thus, the scheme can resist against the server impersonation attack.
K. MUTUAL AUTHENTICATION
This property means that both the server and the user are able to verify each other's identity. It has been shown above that only the server that has the correct secret key can pass verification at the user level using C 2 . Also, only legitimate users with correct passwords can pass the verification at the server level using C 1 . Hence, mutual authentication is ensured.
L. PERFECT FORWARD SECRECY
When the user successfully logins to the server, it is important to ensure the integrity and confidentiality of the transmitted data against exposure, modification, and deletion.
In this scheme, after performing mutual authentication, the server and the user U i calculate the session key Sk = h(T i ||W |T s ), where only the user and the server know W . Furthermore, the session key Sk is computed separately, and is distinct for each login session as the user and the server generate a and d respectively, which are random values and are different for each session. An attacker cannot deduce W by only knowing F and V . Hence, if we assume that some session keys are obtained, it is not possible to generate previous or future session keys.
M. PASSWORD CHOSEN AND UPDATE
In this scheme, the passwords can be freely changed by the user.
N. VIRTUAL SMART CARD REVOCATION
In this scheme, a user can request revocation of the virtual smart card. The server increases N by 1, and issues a new card with a new number to the user. As N is secured through a hash function, an attacker cannot use old virtual smart cards to login to the server.
O. COMPARISON OF SECURITY PROPERTIES
In Table 3 , we compare the proposed scheme with other authentication schemes [20] [21] [22] [23] [24] [25] [26] , [28] , [29] , [37] [38] [39] [40] [41] [42] [43] [44] [45] with respect to the above-mentioned security properties. Based on some comparative studies [14] , [46] , we assign three symbols to each security property, as follows:
• : The scheme satisfies the security property.
• : The scheme does not satisfy the security property. • -: There is no available information on the scheme's property satisfaction. From Table 3 , we can observe that our scheme can achieve better security, as it satisfies 14 satisfied security properties, and its closest competitor is Jiang et al. scheme [22] , which provides 13 satisfied properties.
VI. FORMAL VERIFICATION
The purpose of the verification is to test the robustness of the security protocols. In general, we verify whether the security protocol meets the expected security requirement or not. In this section, we employ two formal techniques: BAN Logic [47] and ProVerif [48] .
A. FORMAL VERIFICATION USING BAN LOGIC
According to BAN Logic, we determine the goals to be verified of our proposed authentication scheme:
The proposed authentication scheme can be written in the following form:
We make the following assumptions about the initial status of the scheme:
A.5 : U i |≡ S ⇒ J d mod n A.6 : S |≡ U i ⇒ J a mod n Based on the above assumptions, we analyze the form of the scheme and the main evidence procedures:
According to Message 1, we obtain : S {J a mod n}C1 According to Assumption A.4 :
According to the message-meaning rule, we get:
According to Assumption A.2 and in accordance with the freshness-conjuncatenation rule, we obtain the clause:
S |≡ J a mod n (10)
By Statement 9 and Statement 10, and according to the nonceverification rule, we obtain:
By Statement 11 and Assumption A.6, and according to the jurisdiction rule, we obtain:
S |≡ J a mod n (12) By Statement 12 and Assumption A.2, we obtain:
In accordance with Sk = h(T i ||W ||T s ), we conclude:
According to the message-meaning rule we get:
According to Assumption A.1 and in accordance with the freshness-conjuncatenation rule, we obtain the clause:
By Statement 14 and Statement 15, and according to the nonce-verification rule, we obtain:
By Statement 16 and Assumption A.5, and according to the jurisdiction rule, we obtain:
By Statement 17 and Assumption A.1, we obtain:
In accordance with : Sk = h(T i ||W ||T s ), we conclude:
ProVerif [48] is a tool that performs automatic verification of cryptographic protocols [49] . Compared to other existing verification tools [50] , [51] , it has many features and high expressiveness.
ProVerif is executed automatically, and errors can be easily detected. It checks secrecy and authentication properties using different cryptographic primitives, for instance, symmetric and asymmetric encryption functions, hash functions, digital signatures, etc.
2) PROPERTIES TO BE CHECKED
The properties to be checked are as follows:
1) Secrecy properties: This property [52] aims to ensure the transmission of a message without being visible to certain agent(s) (in general, the intruder), and includes the following:
• Message secrecy: A message is said to be secret if the intruder does not know about it at the end of the scheme execution.
• Message confidentiality: The confidentiality of a message is a local secret that is restricted to a single possible recipient. So the communication S!U : m is said to be confidential if S is certain that only U will receive message m; i.e., S can ensure that no one intercepts the message m and that the recipient is U . 2) Authentication properties: It is possible to define authentication properties for both messages and agents. The objective is that an agent can confirm the origin of the message it receives.
• Authentication of a message: A message m is said to be authenticated by B in communication A!B: if B can ensure that message m it receives has been generated by A. It is also possible to check the integrity of m. Indeed, this property ensures that the message sent by A has not been modified until it is received by B.
• Authentication of an agent: It verifies that no intruders spoof A's identity during the scheme execution [52] .
3) VERIFICATION RESULTS
The authentication scheme is modelled as a simultaneous execution of two processes: the mobile device and the server. Formally, it will be written as: (process: !U |S). Each process defines the behavior of a single participant in the applied pi calculus. The declaration part is shown in Figure 4 . The part related to the verification requests: the authentication and the secrecy of the session key of the scheme, is modelled in Figure 5 . The server process illustrates the behavior of S during the authentication phase. Upon receipt of message (IZ i , T i , D) from U , S decrypts D and IZ i to obtain C 1 and (AID i , N , CS i , F) respectively. It computes J , C 1 , and checks the validity of C 1 . Then, it computes V , W , C 2 , the session key SK , and sends the message (C 2 , T s , V ) to U . The process S is modeled in Figure 6 . The user process defines the behavior of U , which computes RPW , J , F, C 1 , D and IZ i , and sends the message (IZ i , T i , D) via a public channel. When U receives a message (C 2 , T s , V ), it computes C 2 and its session key Sk. The process of U is modeled in Figure 7 . 
4) EXECUTION RESULTS
To verify the properties of the proposed two-factor mutual authentication scheme, we run the process presented in Figure 8 on ProVerif.
As shown in Figure 8 , the results are interpreted as follows: ''RESULT not attacker (sk[]) is true'': checks the secrecy property, i.e., the attacker failed to get Sk from the server.
''RESULT not attacker (sk []) is true'': checks the secrecy property, i.e., the attacker failed to get the user's session key Sk .
''RESULT inj-event (UserAuthed (id)) =⇒ inj-event (UserStarted (id)) is true'': checks the authentication property, i.e., no intruder can get the user's identity during the scheme's execution. The user agent is therefore said to be authenticated by the server. From the above results, we can deduce that the proposed two-factor mutual authentication scheme can ensure both secrecy and authentication properties.
VII. PERFORMANCE EVALUATION
In this section, we evaluate the performance of the proposed two-factor mutual authentication scheme and the offloading decision-making process.
A. TWO-FACTOR MUTUAL AUTHENTICATION SCHEME
We evaluate the efficiency of the proposed scheme, and compare it with other schemes [20] [21] [22] [23] [24] [25] [26] , [28] , [29] , [37] [38] [39] [40] [41] [42] [43] [44] with respect to computational and communication cost, which are incurred during the login and the authentication phases. As done in [53] [54] [55] [56] , we consider Philips HiPerSmart card 36MHz and Pentium IV 3GHZ to represent the user device and the server respectively. Table 4 shows the different cryptographic operations along with their computational time that are incurred by the user and the server. Although SHA-1 is used in [53] [54] [55] [56] , it is not secure as compared to SHA-256 and SHA-512. In [57] , it has been reported that the execution time of SHA-256 is about 2.2 times (resp., 2 times) more than SHA-1 (resp., SHA-512), i.e., we consider that SHA-1 and SHA-512 both incur approximately the same computational time.
As pseudorandom number generators can be built using hash functions, we consider that they incur approximately the same execution time. According to [58] , the execution time of Chebyshev chaotic map operation T ch ≈ 70 T s . The XOR operation is omitted, due to its limited computational cost. To run the modular exponentiation operation, we choose RSA cryptographic technique, which is the standard public key cryptographic algorithm used in many communication protocols such as SSL/TLS, Secure Shell, etc., and does not depend on the public key infrastructure (PKI). Although the issue of PKI has been fixed by certificateless cryptography (CLC), it still requires a secured communication channel to transmit partial private keys to the users. In addition, RSA is still considered as a secure cryptographic algorithm, especially when using relatively large keys (2048-bit long keys). Finally, to execute the symmetric encryption/decryption operation, AES is selected as it is used in many protocols such as FTPS, HTTPS, SFTP, etc.
From the comparison results, which are outlined in Table 5 , we can notice that our authentication scheme requires a computational cost of 3T h + 3 T s + 2 T me and 3 T h + 3 T s + 2 T me on the user side and the server side, respectively. It also needs 2 messages to execute the login and the authentication phases. Compared to Jiang et al. scheme [22] , our scheme incurs an additional cost of 2 symmetric encryption/decryption operations and 2 modular exponentiation operations (resp., 2 modular exponentiation operations) on the user side (resp., server side). On the other hand, our scheme incurs less computational cost compared to the schemes proposed by Lee et al. [26] , Wen et al. [29] , Mishra et al. [37] , and Jian et al. [43] . Although our scheme is not the best in terms of computational efficiency, it provides better security, as shown in Table 3 .
B. OFFLOADING DECISION-MAKING PROCESS
We evaluate the offloading decision-making process by computing the lower-bound of t m (i.e., min(t m )) required to perform the offloading. To do so, we vary different parameters: , D, d, R, S Auth m , and β and generate different plots, as presented in Figure 9 . The simulation parameters used are presented in Table 6 .
The lower-bound of t m are shown as a function of and β and under different values of distance d. From the results presented in Figure 9a , where we choose d = 100 meters, the obtained values of t m are 0.42s, 2.11s, and 4.22s under D = 10KB, 50KB, and 100 KB respectively. In Figure 9d , d is set to 2000 meters. The obtained values of t m are 0.7s, 3.48s, and 6.96s under D = 10KB, 50KB, and 100 KB respectively. From these results, we can see that the highest variation occurs when the amount of transferred data is increased/decreased. However, the variation of the distance between the mobile device and the mobile base station has a lower impact on t m . Variation of β (i.e., energy dissipation of apps running on the mobile device) also has a low impact on t m , as the CPU consumes very less energy compared to data communication. On the other hand, by increasing , t m decreases, which means that the decision-making process is more towards performing offloading.
VIII. CONCLUSION
In this paper, we have proposed a novel mobile cloud offloading architecture for the two-factor mutual authentication application. The architecture leverages the security features that are offered by Android OS to propose a two-factor mutual authentication scheme based on a novel mechanism, named virtual smart card. The architecture also comprises a decision-making process to offload the authentication application and its virtual smart card, based on three conditions: security, mobile device's residual energy, and energy cost. From the energy cost equation, which considers different heterogeneous parameters, the offloading decision-making factor min(t m ) is derived. The proposed two-factor mutual authentication scheme has been analyzed in terms of efficiency, as well as against different attacks. It has also been formally verified using BAN Logic and ProVerif techniques. In addition, the decision-making process has been evaluated by computing the different values of min(t m ) under various parameters. The results have shown that the size of the offloaded data highly affects the offloading decision. 
