Software testing is a process of providing information that a software application or program meets the business and technical requirements that guided its design and development; and works as expected. Regardless of the environment (i.e. Structured or Object Oriented), software testing can also identifies important defects, flaws, or errors in the application code that must be fixed. Quality control involves the maintenance of quality in a product, particularly by comparing the performance of a product with a set of specifications. This paper introduces some basic knowledge regarding to software testing. The paper provides some new model that could improve quality of software testing as a mean to increase the overall quality of the product.
INTRODUCTION
The purpose of software testing is not only to detect when problems occur, but also to help in diagnosing the nature of the problem. Quality control involves the maintenance of quality in a product, particularly by comparing the performance of a product with a set of specifications. When the product is software, an important part of quality control is software testing, where the software is run to determine whether it produces the desired output [12, 13] .
Most people are confused with the concepts and difference between Quality Assurance, Quality Control and Testing. Although they are interrelated and at some level they can be considered as the same activities, but there is indeed a difference between them. Mentioned below are the definitions and differences between them [16] [17] [18] Activities which ensure the identification of bugs/error/defects in the Software.
Focuses on processes and procedures rather than conducting actual testing on the system.
Focuses on actual testing by executing Software with intend to identify bug/defect through implementation of procedures and process.
Focuses on actual testing.
The main objective of this paper is to introduce an enhanced software quality model and software testing strategy to test the different factors that effect on the quality of software as well as increasing the productivity of the software by taking in consideration the software complexity that can faces the designer and implementer of the software systems.
The paper is organized as follows: in section two, we present the software testing concepts and definitions. In section three, we present a brief survey and a literature review, about the software testing and software quality. In section four, we introduce some methods for improving the quality of software testing. In section five, we introduce an enhanced model to provide software quality assurance. The paper finally concluded in section six.
Verification: It answers the question: Are we doing the job right?. It is the process to make sure the product satisfies the conditions imposed at the start of the development phase.
Validation: It answers the question: Are we doing the right job?. It is the process to make sure the product satisfies the specified requirements at the end of the development phase.
Software testing should not be confused with debugging.
Debugging is the process of analyzing and locating bugs when software does not behave as expected. The term bug is often used to refer to a problem or fault in a computer. There are software bugs and hardware bugs. The term originated in the United States, at the time when pioneering computers were built out of valves, when a series of previously inexplicable faults were eventually traced to moths flying about inside the computer [16] [17] [18] .
Software Testing Methods
There are different methods which can be used for Software testing. This section briefly describes those methods [16] [17] [18] :
I. Black Box Testing
The technique of testing without having any knowledge of the interior workings of the application is Black Box testing. The tester is oblivious to the system architecture and does not have access to the source code. Typically, when performing a black box test, a tester will interact with the system's user interface by providing inputs and examining outputs without knowing how and where the inputs are worked upon. 
II. White Box Testing
White box testing is the detailed investigation of internal logic and structure of the code. White box testing is also called glass testing or open box testing. In order to perform white box testing on an application, the tester needs to possess knowledge of the internal working of the code.
The tester needs to have a look inside the source code and find out which unit/chunk of the code is behaving inappropriately. 
III. Grey Box Testing
Grey Box testing is a technique to test the application with limited knowledge of the internal workings of an application. In software testing, the term the more you know the better carries a lot of weight when testing an application.
Mastering the domain of a system always gives the tester an edge over someone with limited domain knowledge. Unlike black box testing, where the tester only tests the application's user interface, in grey box testing, the tester has access to design documents and the database. Having this knowledge, the tester is able to better prepare test data and test scenarios when making the test plan. 
Levels of Software Testing
There are different levels during the process of Testing. In this section a brief description is provided about these levels. 
I. Functional Testing
This is a type of black box testing that is based on the specifications of the software that is to be tested. The application is tested by providing input and then the results are examined that need to conform to the functionality it was intended for. Functional Testing of the software is conducted on a complete, integrated system to evaluate the system's compliance with its specified requirements.
There are five steps that are involved when testing an application for functionality.
Description

1
The determination of the functionality that the intended application is meant to perform.
2
The creation of test data based on the specifications of the application.
3
The output based on the test data and the specifications of the application.
4
The writing of Test Scenarios and the execution of test cases.
5
The comparison of actual and expected results based on the executed test cases.
An effective testing practice will see the above steps applied to the testing policies of every organization and hence it will make sure that the organization maintains the strictest of standards when it comes to software quality.
A. Unit Testing
This type of testing is performed by the developers before the setup is handed over to the testing team to formally execute the test cases. Unit testing is performed by the respective developers on the individual units of source code assigned areas. The developers use test data that is separate from the test data of the quality assurance team.
The goal of unit testing is to isolate each part of the program and show that individual parts are correct in terms of requirements and functionality.
In an Object-Oriented environment, this is usually done at the class level. The minimal unit tests include the constructors and destructors [15] .
Testing cannot catch each and every bug in an application. It is impossible to evaluate every execution path in every software application. The same is the case with unit testing.
There is a limit to the number of scenarios and test data that the developer can use to verify the source code. So after he has exhausted all options there is no choice but to stop unit testing and merge the code segment with other units.
B. Integration Testing
The testing of combined parts of an application to determine if they function correctly together is Integration testing. There are two methods of doing Integration Testing Bottom-up Integration testing and Top Down Integration testing.

Bottom-up integration:
This testing begins with unit testing, followed by tests of progressively higher-level combinations of units called modules or builds.

Top-Down integration:
This testing, the highest-level modules are tested first and progressively lower-level modules are tested after that.
In a comprehensive software development environment, bottom-up testing is usually done first, followed by top-down testing. The process concludes with multiple tests of the complete application, preferably in scenarios designed to mimic those it will encounter in customers' computers, systems and network [15, 16] .
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C. System Testing
Once all the components are integrated, the application as a whole is tested rigorously to see that it meets Quality Standards. This type of testing is performed by a specialized testing team.
System testing is so important because of the following reasons [15] [16] [17] [18] :
 System Testing is the first step in the Software Development Life Cycle, where the application is tested as a whole.
 The application is tested thoroughly to verify that it meets the functional and technical specifications.
 The application is tested in an environment which is very close to the production environment where the application will be deployed.
 System Testing enables us to test, verify and validate both the business requirements as well as the Applications Architecture.
D. Regression Testing
Whenever a change in a software application is made it is quite possible that other areas within the application have been affected by this change. To verify that a fixed bug hasn't resulted in another functionality or business rule violation is Regression testing. The intent of Regression testing is to ensure that a change, such as a bug fix did not result in another fault being uncovered in the application.
Regression testing is so important because of the following reasons:
 Minimize the gaps in testing when an application with changes made has to be tested.
 Testing the new changes to verify that the change made did not affect any other area of the application.
 Mitigates Risks when regression testing is performed on the application.
 Test coverage is increased without compromising timelines.
 Increase speed to market the product
E. Acceptance Testing
This is arguably the most importance type of testing as it is conducted by the Quality Assurance Team who will gauge whether the application meets the intended specifications and satisfies the client's requirements. The QA team will have a set of pre written scenarios and Test Cases that will be used to test the application.
More ideas will be shared about the application and more tests can be performed on it to gauge its accuracy and the reasons why the project was initiated. Acceptance tests are not only intended to point out simple spelling mistakes, cosmetic errors or Interface gaps, but also to point out any bugs in the application that will result in system crashers or major errors in the application.
By performing acceptance tests on an application the testing team will deduce how the application will perform in production. There are also legal and contractual requirements for acceptance of the system [16] [17] [18] .
F. Alpha Testing
This test is the first stage of testing and will be performed amongst the teams (developer and QA teams). Unit testing, integration testing and system testing when combined are known as alpha testing. During this phase, the following will be tested in the application:
 The Application will be tested on machines with the lowest specification to test loading times and any latency problems.
G. Beta Testing
This test is performed after Alpha testing has been successfully performed. In beta testing a sample of the intended audience tests the application. Beta testing is also known as pre-release testing. Beta test versions of software are ideally distributed to a wide audience on the Web, partly to give the program a "real-world" test and partly to provide a preview of the next release. In this phase the audience will be testing the following:
 Users will install, run the application and send their feedback to the project team.
 Typographical errors, confusing application flow, and even crashes.
 Getting the feedback, the project team can fix the problems before releasing the software to the actual users.
 The more issues you fix that solve real user problems, the higher the quality of your application will be.
 Having a higher-quality application when you release to the general public will increase customer satisfaction.
II. Non-Functional Testing
Non-functional testing of Software involves testing the Software from the requirements which are non functional in nature such as performance, security, user interface etc. Some of the important and commonly used non-functional testing types are [16] [17] [18] :
A. Performance Testing
It is mostly used to identify any bottlenecks or performance issues rather than finding the bugs in software. There are different causes which contribute in lowering the performance of software: Network delay, client side processing, database transaction processing, load balancing between servers, and data rendering.
Performance testing is considered as one of the important and mandatory testing type in terms of following aspects: Speed, capacity, stability, and Scalability.  Shutdown or restart of Network ports randomly.
 Turning the database on or off.
 Running different processes that consume resources such as CPU, Memory, server etc.
B. Usability Testing
This section includes different concepts and definitions of usability testing from Software point of view. It is a black box technique and is used to identify any error(s) and improvements in the Software by observing the users through their usage and operation [16] .
 Usability can be defined in terms of five factors i.e. Efficiency of use, Learn-ability, Memory-ability, Errors/safety, satisfaction. According to this definition, the usability of the product will be good and the system is usable if it possesses the above factors.
 We can consider that usability is the quality requirement which can be measured as the outcome of interactions with a computer system. This requirement can be fulfilled and the end user will be satisfied if the intended goals are achieved effectively with the use of proper resources.
 Other authors stated that user friendly system should fulfill the following five goals (i.e. Easy to Learn, Easy to Remember, Efficient to Use, Satisfactory to Use and Easy to understand).
In addition to different definitions of usability, there are some standards and quality models and methods which define the usability in the form of attributes and sub attributes such as ISO-9126, ISO-9241-11, ISO-13407 and IEEE std.610.12 etc.
C. Graphical User Interface Testing
User interface (UI) testing involves the testing of Graphical User Interface of the Software. This testing ensures that the GUI should be according to requirements in terms of color, alignment, size and other properties.
On the other hand Usability testing ensures that a good and user friendly GUI is designed and is easy to use for the end user. UI testing can be considered as a sub part of Usability testing.
D. Security Testing
Security testing involves the testing of Software in order to identify any flaws ad gaps from security and vulnerability point of view. Following are the main aspects which Security testing should ensure: confidentiality, integrity, authentication, availability, authorization, non-repudiation, software data is secure, software is according to all security regulations, input checking and validation, SQL insertion attacks, injection flaws, session management issues, cross-site scripting attacks, buffer overflows vulnerabilities, and directory traversal attacks.
E. Portability Testing
Portability testing includes the testing of Software with intend that it should be re-useable and can be moved from another Software as well. Following are the strategies that can be used for Portability testing [16] [17] [18] .  Integration testing has been performed.
 Test environment has been established.
Software Specifications Documents and Testing
A hierarchy of software specifications will typically contain three or more levels of software specification documents, see Figure 1 [16] .

The Requirements Specification, which specifies what the software is required to do and may also specify constraints on how this may be achieved.
The Architectural Design Specification, which describes the architecture of a design which implements the requirements. Components within the software and the relationship between them will be described in this document.
 Detailed Design Specifications, which describe how each component in the software, down to individual units, is to be implemented.
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Fig 1: A hierarchy of software specifications
With this hierarchy of specifications, it is possible to test software at various stages of the development, for conformance with each specification. The levels of testing which correspond to the hierarchy of software specifications listed above are: Unit testing, integration testing, System testing, and Acceptance testing. All four had been explained previously.
Testing does not end following the conclusion of acceptance testing. Software has to be maintained to fix problems which show up during use and to accommodate new requirements. Software tests have to be repeated, modified and extended. regression testing is of use for this case. It had been explained previously. The effort to revise and repeat tests consequently forms a major part of the overall cost of developing and maintaining software.
Once each level of software specification has been written, the next step is to design the tests. The design of tests is subject to the same basic engineering principles as the design of software. Good design consists of a number of stages which progressively elaborate the design of tests from an initial high level strategy to detailed test procedures. These stages are: test strategy, test planning, test case design, and test procedure design.
The design of tests has to be driven by the specification of the software. At the highest level this means that tests will be designed to verify that the software faithfully implements the requirements of the Requirements Specification. At lower levels tests will be designed to verify that items of software implement all design decisions made in the Architectural Design Specification and Detailed Design Specifications. As with any design process, each stage of the test design process should be subject to informal and formal review.
The ease with which tests can be designed is highly dependent on the design of the software. It is important to consider testability as a key (but usually undocumented) requirement for any software development.
The following steps can help in test design and documented [16] .
I. Test Strategy:
A test strategy is a statement of the overall approach to testing, identifying what levels of testing are to be applied and the methods, techniques and tools to be used. A test strategy should ideally be organization wide, being applicable to all of an organizations software development. Developing a test strategy which efficiently meets the needs of an organization is critical to the success of software development within the organization. The application of a test strategy to a software development project should be detailed in the projects software quality plan.
II. The process of designing test cases, including executing them as thought experiments, will often identify bugs before the software has even been built. It is not uncommon to find more bugs when designing tests than when executing tests.
IV. Test Procedures:
The final stage of test design is to implement a set of test cases as a test procedure, specifying the exact process to be followed to conduct each of the test cases. This is a fairly straight forward process, which can be likened to designing units of code from higher level functional descriptions.
For each item to be tested, at each level of testing, a test procedure will specify the process to be followed in conducting the appropriate test cases. A test procedure cannot leave out steps or make assumptions. 
PREVIOUS WORK ON SPL TESTING AND QUALITY CONTROL
Every application or business domain faces a specific set of software quality issues, and software quality must be defined accordingly. It is important for each software development project to define its specific meaning of software quality during the planning phase. Such a definition contributes to the basis for setting objectives and practical measures of quality progress and determination of readiness for release to customers [1] .
Reeves and Bednar [2] stated that "no universal, Parsimonious, or all-encompassing definition or model of quality exists". The American National Standards Institute (ANSI) and American Society for Quality (ANQ) define quality as: "The totality of features and characteristics of a product or service that impact its ability to satisfy given needs." Bo Zhang, Changchun and Xiangheng Shen [5] , defined Software testing is an approach to guarantee software quality, and with its effectiveness people can establish confidence in the correctness of software which has been previously tested.
Wesley K., Daniela de., Thelma E., Silvia R. [6] defined a Software Product Line (SPL) is a set of several software products that share a set of common features. These features meet specific needs of a particular domain and are developed from core assets previously defined. Reuse is the focus of the SPL approach. Differently from the classical reuse approach, where the software first is developed and packaged, and then the reuse may be considered, in the SPL approach, the development is oriented to obtain a common architecture that will be used in all products of the SPL.
Clements et al [7] say that SPL engineering comprises three essential phases: Domain Engineering, Application Engineering and SPL Management.
In the Domain Engineering, a set of core assets is developed. It has the common artifacts to the whole SPL and it may include plains, requirements, design, tests and code. In this activity, a generic architecture is defined, then, the products of the SPL are developed by the instantiation of this architecture according to the features of the product. Each specific product is generated by a single combination of features. The SPL development leads to a productivity increase and a reduction of costs and delivery time. Then, the development of a product of the SPL occurs in two steps: the development of components to reuse, in the Domain Engineering, and the product development from reusable components, in the Application Engineering [8] . This makes the SPL testing activity more critical and complex than test in the classical development process.
According to Lamancha et al [9] there is no process defined for SPL testing. They also say that there are some guidelines available to perform this activity. SPL testing must involve the test of core assets, of specific products and their interactions [10] . To perform such tasks, the existing test techniques and methods have been used. However, a testing strategy to allow the application of those methods in the SPL context is necessary.
Tevanlinna et al [8] describe strategies to SPL testing. The traditional strategy named Product by Product (PbP) consists of testing each product of the SPL separately, without the reuse of test assets. The strategy named Reusable Asset Instantiation (RAI) creates test specifications based on the Domain Engineering, in order to predict all of the possible variabilities. In the Application Engineering phase, the test assets are refined and instantiate for the specific product under test. The main difference of both strategies is that the last one is in fact product line oriented. However, unnecessary test cases can be generated due to the great number of possible combinations considering the SPL variability's.
Strategies that are SPL oriented allow reuse of test assets and were proposed as an alternative to those ones that test product by product in a separated way. Considering this fact, the authors presented results of a case study to evaluate the test strategy, named RAI (Reusable Assets Instantiation). This strategy that is SPL oriented was compared with a traditional strategy PbP (Product by Product). The study used AGM, an SPL from the game context, and test data generation methods based on the use case model [6] .
RAI considers that there is a common generic structure, and test assets can be reused for different products of SPL. This strategy allows the test starts at the begin of the Domain Engineering, because it uses the requirements as a source for generating the test specification. So it is not necessary to await the generation of products to start testing activities. when applying RAI, deriving all the domain test assets and application requirements needed to test the SPL. This methodology allows us to deal with the variability of SPL and instantiate test cases for a specific product [6] .
The result of this case study has produced evidence that the RAI strategy is more suitable for SPL testing than the PbP strategy, considering reuse. Moreover, the case study constitutes an experience of SPL test which shows that the RAI strategy is effective [6] .
NEW SOFTWARE QUALITY ASSURANCE MODEL
In [11] software complexity is added during the development stages that following the requirements phase, primarily during the designing and coding phase. In our case to provide software quality assurance, we performed the testing process after solution phase to ensure that design and code meet the requirements and to achieve a best quality before development phase, as shown in Figure 2 , Also we have modified the model introduced in [11] by redesign the productivity phase that comes after quality phase to ensure produce software with high quality, fulfilled all the requirements, uncomplicated code, ease of maintenance and modification and less errors. 
CONCLUSIONS
In this paper we propose the difference between traditional testing and SPL testing strategy. The SPL testing strategy starts testing at the begin of development project, so we modified the old model based on that concept, because the old model do a testing after the finish from software development, we do the testing before and after the software development, which make the new model more easier to find the errors and modifying the code.
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