Traditionally, information retrieval systems rank documents according to the query terms they contain. However, even if a document may contain all query terms, this does not guarantee that it is relevant to the query. The query terms can occur together in the same document, but may have been used in different contexts, expressing separate topics. Lexical cohesion is a characteristic of natural language texts, which can be used to determine whether the query terms are used in the same context in the document. In this paper we make use of a graph-based approach to capture term contexts and estimate the level of lexical cohesion in a document. To evaluate the performance of our system, we compare it against two benchmark systems using three TREC document collections.
INTRODUCTION
A word's meaning is realized depending on the other words that surround it in text. The lexical-semantic dependencies, or lexical cohesive relationships, between words in a text form a common context that "makes text hang together" [6] . In any well-formed natural language text we expect the sentences and larger units of discourse to be semantically related to each other. This makes lexical cohesion a characteristic of all well-formed texts.
Context-awareness is a crucial concern in information retrieval. A document and a query having matching words does not necessarily imply that the document is relevant to the query. It is possible that the words are in the same document but do not share a common context. As opposed to traditional "bag of words" retrieval methods, lexical cohesion can be used to detect the context of query terms and estimate document relevance based on this information. It is demonstrated in [18] that there exists statistically significant association between lexical cohesion and document relevance.
Various classifications of lexical cohesive relationships were proposed by several authors [6, 7, 8] . An important means of creating lexical cohesion is through collocation, which is a relationship between lexical items that occur in the same environment [6] . Collocation can occur due to lexicalgrammatical restrictions (e.g., using the adjective beautiful to describe a good-looking woman but the adjective handsome to describe such a man), which occur within short spans (proximity) as in noun phrases. In addition, if two words are contextually related in text, they tend to occur in the stretches of text that share large number of same or similar terms. This is known as longspan collocation, whose effects can extend in text up to 300 words [18] .
In this paper, we present an approach for calculation of document cohesion with respect to query terms using a graph based approach. Initially, we construct a Lexical Collocation Matrix (LCM) for each document in the set to be re-ranked. The cells of the matrix record the number of times any given two terms cooccur within fixed-sized windows in the document. We then represent the document as an undirected graph whose nodes (vertices) are the terms in the document and the arcs (edges) record the collocation frequency between the nodes.
Performance improvement by ranking a document set using lexical cohesion information has been demonstrated before in [18] . The approach presented in this paper differs from other lexical cohesion based ranking methods reported in the literature in the way the context of the query terms is represented, and consequently the way document cohesion with respect to query terms is calculated. Specifically, instead of simply counting common collocates of query terms, thus, capturing only long-span transitive relationships between query terms [18] , we take advantage of the graph representation, and capture both long-span and short-span cohesive relationships. In other words in the approach presented in this paper both proximity and transitive relationships between terms are treated in the same principled way.
We report an evaluation experiment in Section 5, which compares the presented methods to two baseline systems, namely, BM25 [16] and COMB-LCS [18] using TREC collections. The results Permission to make digital or hard copies of all or part of this work for personal or classroom use is granted without fee provided that copies are not made or distributed for profit or commercial advantage and that copies bear this notice and the full citation on the first page. To copy otherwise, or republish, to post on servers or to redistribute to lists, requires prior specific permission and/or a fee. suggest that the presented methods yield considerable performance gains against the baseline systems.
An additional advantage of the graph based approach is that, the cohesion graph that captures the contexts of the terms in the document could be used to interactively visualize the content of a document. An example of the way the term contexts could be visualized is given in Figure A1 . We briefly discuss the potential of the graph-based approach for interactive document visualization in the "Conclusion and Future Work" section at the end of the paper.
In the following section, we present the previous work on calculating lexical cohesion. This is followed by the details of lexical cohesion based document ranking methods developed. The subsequent section describes the experimental setup used in evaluation of the methods presented in this paper. The results of the evaluation experiments are given and discussed in Section 5. The final section summarizes the experimental results and points to future research directions.
RELATED WORK
The concept of lexical cohesion is introduced for the first time by Halliday and Hasan [6] , and later elaborated by Hoey [8] .
Halliday and Hasan demonstrated that one of the basic means of achieving cohesion in natural language texts is lexical reiteration. In this case, two text segments (e.g., sentence, paragraph, etc.) are semantically connected by means of repeating lexical items. There can be different kinds of reiteration between two lexical items: the second lexical item can be an exact repetition of the first one, its synonym or near-synonym, hyponym or hypernym. Previous experiments that involved an ad hoc document retrieval task showed that exact repetition gives comparable results to other types of reiteration [18] . A single instance of a lexical reiteration is referred to as a lexical link [8] . Morris and Hirst [14] pointed that in well-formed texts, cohesive relationships extend over the entire text by means of lexically linked segments of text. These sequences of related words are called lexical chains. Hoey [8] stated that the text cohesion is realized not only by lexical links between arbitrary text snippets, but also by lexical relationships between sentences -lexical bonds. A lexical bond exists between two sentences when they contain a certain number of lexical links.
Lexical chains were used in text retrieval by several researchers. Stairmand [17] used WordNet database [13] in mapping the contents of documents into WordNet synsets, identifying in each document lexical chains. At search time, each query term, mapped into a WordNet synset, is matched against the weighted synsets representing the documents. Ellman and Tait [5] used Roget's thesaurus to identify lexical chains in text and computed the similarity between a Web page retrieved and an exemplar text (i.e. query). They reported inconsistent results for a limited query set.
Lexical bonds were also used in text retrieval. Vechtomova et al. [18] estimated the cohesiveness of a document with respect to a query by counting the number of lexical links between distinct query terms' contexts. The context of a query term is constructed by recording all collocates of the query term in fixed-size windows around each occurrence of it in the document. All collocates of a given query term are then merged to determine the context of it in the document. The number of lexical links between a pair of query terms is computed by counting the number of common collocates in the context lists of the query terms. This method captures only long-span cohesive relationships. They evaluated their system on TREC collections and reported improvements over a baseline system, Okapi BM25. The evaluation results establish a benchmark for us to compare our approach against, and discussed in Section 5. In this paper, in contrast to simply counting common collocates between a pair of query terms, we take advantage of graph representation and capture both long-span and short-span cohesive relationships.
Graphs have been used by some standard ranking algorithms like HITS [9] or PageRank [4] . Such algorithms represent web pages as nodes in a graph and use the connections between them to deduce information on the importance of a node (i.e. web page). This procedure was applied to the task of keyword/sentence extraction from documents by Mihalcea [12] . Mihalcea and Tarau generalized this approach, and applied it to other text processing tasks [11] , such as, word sense disambiguation and text summarization. Our approach is similar to this work but different in purpose. Instead of ranking the nodes of the graph and using it for word sense disambiguation and similar tasks, we obtain a total cohesion score for the whole document by representing it as a graph and use it to re-rank documents.
SYSTEM DESCRIPTION
We interpret a document as a collocation graph consisting of nodes representing the terms and weighted arcs representing the frequency of collocation between terms. By exploring the paths between query term pairs, we aim to deduce the level of lexical cohesion between query terms, and use this information in estimating relevance of a document to a query. The steps of the process are described below, and illustrated by means of an example in Figures A2 and A3.
Document Pre-Processing
Before we start constructing the collocation graph, we pre-process the document to eliminate the stopwords. Stopwords are common functional words that do not carry content information on their own. In addition, we stem the words to eliminate common morphological and inflexional variations so that we can keep together the words that mean roughly the same thing.
Apart from the stopwords, we also eliminated terms which are non-stopwords but still so common as to form high number of unwanted lexical links with other terms. To do this, we further reduce the document in order to include in our calculations only the most significant F terms determined using the tf-idf weighting scheme [15] . By this way, we hope to keep only the significant terms, which contribute to the actual meaning of the document.
Creation of Lexical Collocation Matrix
The calculation of the Lexical Collocation Matrix (LCM) is done by processing the reduced document, which contains only the most significant stemmed non-stopword terms. We identify fixedsized windows around every instance of every term in the document. A window is defined as S number of stemmed, nonstopwords to the left and right of a term. We refer to all stemmed, non-stopwords extracted from each window surrounding a term as its collocates.
By using the windows identified around each term, we create the LCM for the document. LCM = [m ij ] is an LxL symmetric matrix where L is the number of distinct terms (i.e. term types, not tokens) in the reduced document, and each element m ij represents how many times any instance of term i occurs in the same window (i.e., collocates) with any instance of term j . First two steps of creating the LCM are illustrated for an example document in Figure A2 .
Conversion of LCM into Lexical Cohesion Graph
In order to estimate the lexical cohesion between query terms, we make use of graphs. We construct a weighted, undirected Lexical Cohesion Graph, LCG = (V, A) such that; V = {distinct terms in the document}, and A = {(i, j): w ij = collocation strength between term i and term j }.
In LCG, a direct path between two nodes implies that the two terms represented by these nodes co-occur in the same window at least once. A multi-hop path implies that the two terms are related transitively by means of some other common term(s). It is assumed that, as these terms co-occur within a common subset of terms, they should also be contextually related.
To find the degree of this relation, we calculate the collocation strength between terms using the LCM created in the previous step. We use the collocation frequencies, i.e. m ij values, from the LCM, as collocation strength. So for an arc (i, j) ε A, w ij = m ij .
Calculation of Lexical Cohesion Graph Score
The Lexical Cohesion Graph Score (LCGS) of query terms for a document is derived from the strength of the paths between query terms. The algorithm to calculate the score of a document {d} for a query term set {query_term_set} is as follows: Calculation of the Path Score. We tested the following methods in computing the path score: average of the weights of the arcs in the path (Av), minimum weighted arc in the path (Mn), maximum weighted arc in the path (Mx). The minimum and maximum values identify the weakest and strongest chains in the path. Averaging assume that the overall path strength lies somewhere between these extreme values. Trivially, any of the path score calculation methods described above reduces to the same value for direct links (i.e. paths without any intermediate node).
Calculation of the Pair Score. Usually there are several paths between query term pairs. Similar to the path score calculation, we calculated the pair scores by taking either the minimum (Mn) or the maximum (Mx) path score between a query term pair as the overall pair score. In order to investigate the effect of the number of distinct paths between query term pairs we also experimented with taking the sum (Sm) and average (Av) of path scores.
Calculation of the Document Score (LCGS).
To calculate the final score of the document we evaluated three different methods: summing all pair scores (Sm), taking the average of pair scores (Av), and multiplying pair scores (Ml). The last method is particularly useful in penalizing documents where one or more of the query term pairs are weakly linked. A non-existing query term in the document is ignored in the calculations.
The final LCGS for a document is arrived at by following the procedure described above. For each of the three scores there are a number of alternative methods of calculation. These are summarized in Table 1 . We evaluated the performance of our system for all possible combinations of each of the alternative methods of calculating the above three types of scores. For example, Ml-Av-Mn means that multiplication (Ml), average (Av), and minimum (Mn) are used in the calculation of document score, pair score and path score, respectively.
The score calculation method as described above enables us to observe the factors that affect the level of lexical cohesion in a document. By analyzing the three different scores that make up the LCGS a document gets, it is possible to deduce certain conclusions about the effect of collocation patterns in text on lexical cohesion (see Section 5.2).
Re-Ranking of Documents
We re-rank the documents according to their LCGS scores. We also experimented with combining the LCGS with BM25 scores returned by the Okapi retrieval system. For this purpose, we adopted the COMB-LCS method described in [18] , and applied it to each of the top T documents retrieved by Okapi as follows:
where MS is the matching score returned by Okapi (BM25) and x is a tuning constant to regulate the final score.
EXPERIMENTAL DESIGN
We conducted experiments to re-rank the set of top 1000 BM25-retrieved documents by their LCGS scores. In our experiments, we used the weak stemming feature of the Okapi IR system to reduce the document text and the query terms. We experimented with the most significant 50, 100 and 1000 terms selected according to the tf-idf weighting scheme, and window sizes of 5, 10 and 15 in constructing the document representations. We permitted maximum of two hops (i.e., one intermediate term) between query term pairs. This is mainly to reduce the processing [2] . This dataset was also used by [18] . We used the same Okapi BM25 parameters as reported in this work to make the results comparable. Short queries were created from all non-stopword terms in the "Title" fields of TREC topics. The queries were run in the Okapi using the BM25 document ranking function to retrieve top 1000 documents. We used the default Okapi values k 1 =1.2 and b=0.75 in the BM25 method [16] . In CMB-LCGS calculations (Eqn. 1), we tried values between 0.005 and 2 for the tuning constant.
Instead of separating the collections for testing and training, we present the best run in one collection in the other two as well (Tables 3 and 4 ). In this way it is possible to cross-validate the evaluation results.
EVALUATION AND RESULTS

Comparison with Benchmarks
We compared the retrieval effectiveness of BM25, COMB-LCGS, and COMB-LCS [18] by their MAP, P10 and R-PREC performances. In assessment of performance we used TREC-EVAL, a program to evaluate TREC results using the standard NIST evaluation procedures (http://trec.nist.gov/trec_eval).
As Table 2 shows, on HARD04, COMB-LCGS performed better than COMB-LCS and BM25 in all measures of performance. COMB-LCGS outperformed BM25 also on HARD03 and HARD05.
Performance analysis of LCGS
To analyze the effect of the various parameters used in calculating LCGS on the retrieval performance, we present performance of LCGS on its own (not combined with BM25 scores) in Table 3 . This makes it possible to see what combinations of LCGS parameters yield the best performance scores. The following combination of parameters are isolated in Table 3 : window size (S), number of terms (F) used in document representations, and the methods used in calculating path, pair and document scores (Av, Ml, Mn, Mx, Sm). The best performing combinations of these parameters are given for all three collections in Table 3 (the highest scores for a given collection-evaluation measure combination are typed in bold).
We observe in Table 3 that S=15 is the best performing window size in all metrics and collections except for P10 on HARD03. F=1000 yields the best results in MAP and R-PREC, while F=100 gives the best result in P10 on all collections. It could be concluded from these observations that for high precision it is best to represent the documents with fewer terms (F).
In calculating the document score, multiplying (Ml) the pair scores performs better than summing (Sm), or averaging (Av) them over the number of query pairs. The superiority of the multiplication over summing and averaging is likely due to the fact that the greater the number of lexically related query term pairs in a document the more cohesive the document is with respect to query terms. Averaging the pair scores hide the effect of weakly linked or missing query term pairs to a large extent. The superiority of multiplication over summing suggests that the more the pair scores vary across query term pairs in a document the less the document is cohesive with respect to query terms, hence, the less likely that the document is relevant. Thus, we can conclude that in relevant documents there are higher number of query term pairs that are lexically connected, and the strength of this connection tends to be uniform among all query term pairs.
It can also be observed from the results that summing path scores to arrive pair scores is always better than taking the minimum (Mn), maximum (Mx), or average (Av) of the path scores. This result indicates that the higher the number of distinct paths between a query term pair the more likely the document is relevant. Thus, in relevant documents query terms tend to have more common collocates than in non-relevant documents. In obtaining the path scores different methods yield the best performance: averaging the weights of the arcs, taking the minimum or maximum of arc weights.
As described previously, LCGS is calculated using solely intradocument relationships between terms. Therefore, it does not contain any collection-wide term information. This is probably why LCGS on its own does not always produce results as good as the baseline Okapi BM25 system. However, when the scores of the both systems are fused (Equation 1), the results are better than the either system on its own, suggesting that BM25 and LCGS captures complementary relevance information.
Performance analysis of COMB-LCGS
We investigated how retrieval performance changes with respect to different combinations of parameters (F, S, x) and score calculation methods (Av, Ml, Mx, Mn Sm) in COMB-LCGS runs. The best performing runs are given in Table 4 for three collections (the highest scores for a given collection-evaluation measure combination are typed in bold). Table 4 shows that there is no unique combination of parameters that yields the highest score in all measures in a collection or for a given evaluation metric on three collections. In document score calculations, Ml and Sm seem to be the most popular methods. There is no regular pattern with respect to the calculation of the other two types of scores (pair and path).
Comparison of Table 3 and Table 4 suggests that the selection of parameters and methods depends on the document collection more in COMB-LCGS runs than in LCGS runs.
CONCLUSION AND FUTURE WORK
We have investigated different methods for document ranking based on lexical cohesion among query terms in a document.
To.compute the degree of cohesion in a document with respect to a query we interpreted a document as a graph whose nodes are the terms in the document, and arcs representing the strength of association between the terms connected by it. In this way, we capture, in contrast to other similar methods reported in the literature, not only long-span (transitive) but also short span (proximity) lexical cohesion relationships between query terms in a principled way in our document representations.
The associations a term has with other terms in the cohesion graph constitute its context in the document. The overall strength of the cohesive relationships between all query terms in a document is indicator of a common context that makes the document relevant to a given query.
The results of the experiments conducted on three TREC collections demonstrate that the proposed methods yield performance improvements over the benchmark BM25 document ranking function and also the previous work by [18] . We also found that the retrieval effectiveness of different parameters and methods used in COMB-LCGS runs depends on the document collection.
In our future work, we would like to extend the calculation of the lexical cohesion score such that the collection distributions of the terms are directly incorporated in the document scores. This would make the need to combine two complementary document ranking functions unnecessary.
Another future research direction is to extend the use of the graph-based method presented in this paper to the visualization of document contents. In the Appendix, cohesion graphs for a relevant ( Fig. A1-a) and a non-relevant document (Fig. A1-b) are given. The cohesion graph for a document captures the contexts of the terms in the document, and therefore, could be used to explore the relationships between them in an interactive search scenario. Fig. A1 -a suggests that, query terms in relevant documents are strongly connected with each other. In contrast, in non-relevant documents they are not directly linked with each other (Fig. A1-b ). This suggests that by examining the cohesion graph for a document, users may be able to infer the context in which query terms are used in a document, and make preliminary relevance judgment without having to read the whole document. 
