ABSTRACT In many organizations people need to locate colleagues with knowledge and information to resolve a problem. Computer-based systems that assist users with finding such expertise are increasingly important to industrial organizations. In this paper we discuss the development of Expertise Finders suitable for use within the engineering design environment, as illustrated through the use of a scenario. A key feature of this work is that the Expertise Finder returns both recommended contacts and supporting documentation. The Expertise Finder bases its results on information held within the organization, e.g. on-line publications repositories, human resource records, and not on individually compiled Curriculum Vitaes or other forms of user-maintained records. The recommendations are presented to the user with due regard to the social context, and are supported by the documents used to make the recommendation.
INTRODUCTION
In the course of most activities, people face problems that they cannot solve alone. Their natural response is to study past experiences and re-use previously acquired knowledge, either from their own experiences or from resources within their organization. Goa et al. (1998) estimated that 90% of industrial design activity is based on variant design, whereas in a redesign activity 70% of the information is re-used from previous solutions (Khadilkar and Stauffer, 1996) . For many problems, access to documentation through hypermedia or similar systems may give adequate solutions (Crowder et al., 1998) . However, for many problems people need to have specific information above that given by documents alone to resolve the issue. In this paper, the term expertise assumes the embodiment of knowledge and skills within individuals. This definition distinguishes expertise from an expert. An individual may have different levels of expertise about different topics. Expertise can be topical or procedural and is arranged and valued within the organization. In some cases, expertise can be captured from a person and used to populate a database. This works very well when the problem is restricted to a very specific domain, e.g. robot maintenance (Auriol et al., 1999) . However, for many problems the required expertise can only be accessed through a social network.
To solve a specific problem people want to find other people with the required expertise quickly. In many organizations, key personnel (managers, senior employees, information concierges; McDonald and Ackerman, 2000) will facilitate the contacts. Recommender systems are one approach to automate this process, by augmenting and assisting the natural expertiselocating behaviour within an organization. A recommender system that suggests people who have some expertise with a problem holds the promise to provide, in a small way, a service similar to these key personnel. Expertise recommender systems can also reduce the load on people in these roles and provide alternative recommendations when these people are unavailable.
In the recommendations provided by the Expertise Finder, trust is important; this can be achieved by showing why people were not recommended or why a document was not considered so important. A document might seem relevant based on a full text search but it is actually 20 years old; this is an important factor in some situations, but not in others. The provision of evidence for its decisions in the form of a list of documents and other data is considered a key Expertise Finder output. This approach contrasts with a number of reported systems where Web-based information is used to provide the recommendation (Bollacker, et al., 1998; BecerraFernandez, 2000; Chandrasekaran and Joshi, 2001) . Answer Garden 2 (Ackerman and McDonald, 1996) has an explicit expertise-location engine and provides computer-mediated communications mechanisms to find others with a range of expertise, though the mechanisms a not very elaborate. A different approach was taken by McDonnald and Ackerman (1998) , who used software developed by employees to identify their expertise in various aspects of software development.
ENGINEERING DESIGN ENVIRONMENT
Our work with Expertise Finders has been targeted towards use within the engineering design environment. The design environment is currently undergoing rapid changes with social and technical drivers. In general, the design environment is highly distributed in nature and is characterized by a large number of information sources, which, together with the designers, forms a complex sociotechnical system. The paper by Wallace et al. (2001) , discussed an outline for the future vision of the engineering design environment, and concluded that a range of knowledge management tools would be required to support their vision. One of the objectives of our work has been to define a future engineering design environment, with particular emphasis on the social and technical systems that will support designers in their day-to-day activities (Crowder et al., 2003) .
In order to determine the future requirements of the engineering design environment, we gathered a considerable amount of information through a range of techniques, including interviews with designers and their managers, allocation of function exercises (Clegg et al., 2000) , and the analysis of the current design practice. The results were developed into a detailed scenario which was evolved through discussions with the current design community. The scenario adopts a sociotechnical perspective in dealing with the capture, sharing and re-use of knowledge within the design context (Crowder et al., 2003) . As such, the ideas and practices outlined throughout the scenario promote a complementary social and technical approach to managing knowledge in the future engineering design process.
The Scenario
The scenario was not intended to be the detailed script for future work, but rather a resource for discussing the design process, for planning the research activities to realize the vision and for clarifying the interests and concerns that motivate it. In the scenario it is assumed that the technical elements of the future design environment have been embodied in an application termed KTfD (Knowledge Tools for Designers). The proposed architecture, Figure 1 , shows that all the information required by the designer can be accessed through the KTfD desktop. It is recognized that populating the databases and the associated links is a key issue, but outside the scope of this paper. All objects within the KTfD database are version controlled and the system is configured so that all documents are stored locally, ensuring that they are available even if the original source is irretrievable. As shown in Figure 1 , KTfD is able to access information from anywhere in the design office, including, if required, through the local wireless network. The flexibility gives a degree of pervasive computing to the user, as it permits active reconfiguration as a function of location. It is the widespread integration of corporate systems through the KTfD environment that is a cornerstone to the operation of an Expertise Finder. It is worth noting that the KTfD is not only for knowledge management, it also has access to the full range of office and data analysis tools. While the full scenario covers all aspects of the designers' activities during the design process and the subsequent interaction with the knowledge cycle, this paper will only consider those activities that relate directly to Expertise Finders.
In the scenario developed, a design engineer has been tasked to resolve a problem relating to the bonding of components in a gas turbine. Using the KTfD desktop, the Team Leader initiates the activity by retrieving the debonding problem report from the Product Data Management (PDM) system and defining it as a new KTfD prime issue to be resolved, by opening a new design folder. As part of the definition process a new job number is issued, together with links to the background information.
Obtaining Previous Work and Background Information
From the KTfD workspace the designer is able to locate final reports relating to previous projects across the company, using a conventional search engine and the PDM system. On opening the reports and browsing the documents, the designer is able to identify the options considered and the reasons for the choices made. The designer does not immediately recognize any of the people involved, but sees that there is a short audiovisual item provided by the original designer of discussion with an adhesives expert. Selecting the expert present in the discussion, KTfD opens an information window that informs the designer that the original designer is now a manager in an adjacent area; the designer makes contact with the manager and arranges a meeting. One of the Figure 1 The KTfD concept documents reveals that there was a debonding problem on a previous product. Browsing the documents reveals a primary cause, and the designer decides to contact the engineer identified against that item through KTfD, but first reviews the presentations given at various design review meetings.
The people who are contacted by the designer may be considered experts, and they are located by past information in the design files, and information provided by previous users. In many cases the information provided may be incomplete, or selective, depending on the editing history of the documents.
Searching for Colleagues with Prior Knowledge
During a review of the original design reports it quickly becomes apparent that this problem has been looked at before. The designer enters a query into the Expertise Finder through the KTfD desktop that searches for colleagues that have prior knowledge of using adhesives to bond metals within a high-temperature environment. The results reveal a number of possible contacts across the organization.
As envisaged, the Expertise Finder will allow the user to find people primarily, not documents, i.e. answering the 'who knows about . . .' questions. The system will use design output, stored documents and personnel information to generate a technical profile of an individual. The solution will exploit linking within the information space, e.g. between documents, workflow information within PDM, and an individual's job profile within the human resources databases. The general requirement for such a system is that the architecture should be modular and flexible and allow queries from multiple viewpoints to be resolved. Our proposed systems will be discussed in the section 'Expertise Finding: Problem Definition and Context'.
Other Design Activities
It rapidly becomes clear that the problem involves the choice of adhesive and the loads to which the bond is subjected. To clarify a number of points, the designer arranges for tests to be undertaken on a number of samples. The results are downloaded directly to the workstation, allowing their rapid analysis. In the design process, a large number of elements are drawn together; hence, KTfD provides facilities to prioritize tasks. As the work progresses, the results of discussions, contact and queries are added to the record of the design process; these could include test results for a material laboratory, requests to manufacture test components and e-mails to external suppliers for support and quotations. As this information is processed and stored, KTfD will add any required metadata, allowing the information to be used subsequently by the designer, and during its retrieval by any search queries, including those from the Expertise Finder.
At the regular review meeting, the team is able to review the current situation regarding the resolution of the problem with senior staff. It is clear that a number of key sub-issues have yet to be resolved; as the meeting progresses it is clear that a slight change of emphasis is required. As the decisions are made, the designer edits the design rationale, by rejecting a number of issues, and defining a number of other issues that require more information. At the conclusion of the review meeting all the work-package modifications and queries are distributed immediately to the team. In addition, the system will identify any issue or activity that has slipped with reference to the initial time plan. The use of KTfD in the context of a meeting brings a number of significant advantages, namely all design documentation can be presented electronically at the meeting and annotated immediately as required. Feedback to the design team is instantaneous, as the meeting notes are produced on the fly and are fully cross-referenced to the design item. Experienced designers routinely attend design reviews; this information can be used by the Expertise Finder algorithm to rank people's experience in a particular subject. Part of their role is to coach less-experienced designers in good approaches to design problems. This faceto-face approach enables experience that is hard to document, or which has not been documented, to be transferred.
The final report describes the problem being considered and the details of the solution chosen, with the analysis of the problem, and the alternatives explored as linked rationale graphs. Exporting a snapshot of the active documents in the KTfD database generates the final version of the final report to be submitted for approval. The designer(s) creates the final report by linking in appropriate pieces of text and graphics contained in it to a wider design rationale graph. This consists of a network of issues, proposed answers, arguments and quantitative selection criteria, with attached e-mails, faxes, models, test result files, etc. The on-line final report and design rationale are easily browsed, with the ability to follow links in either direction between the two documents, and again can be used to locate expertise.
Feedback on the Scenario's View of Expertise Finding
In our discussions with practising designers and managers, the overall impressions of the scenario were very positive about the concepts and proposed implementation of the Expertise Finder. It was clear that there were a number of reservations regarding its implementation across a major multinational company, in particular with regard to the accuracy and freshness of the electronic data. Although this is a critical issue, it is more a reflection of the company's Knowledge Management policy than on the limitation of an Expertise Finder. It should be recognized that, within the KTfD concept, automated capture of information will resolve this problem for current, but not for legacy, designs. In any case, if the information and knowledge is 'hoarded' by an individual there is no way it can be used by an Expertise Finder, or by any other information tool.
In reviews, current designers were particularly supportive of the notion of supplying both experts and supporting documents. This ensures that the user can make informed, justified decisions about who to contact.
EXPERTISE FINDING: PROBLEM DEFINITION AND CONTEXT
When attempting to find an answer to a problem people will tend to use the social network around them. It is natural to first ask people nearby if they know the answer or if they can recommend someone else who may know the answer. Thus, a chain of connections are made utilizing the experienced members of an organization. As people are now being moved around organizations at a faster rate and organizations are becoming increasingly distributed, this model is starting to fail. There may be no social connection between spatially separated groups even though they work on similar problems. Our approach to Expertise Finders attempts to alleviate this by using the company's own resources to recommend people to contact. It does not replace the social network, rather it attempts to speed up the connection-making process.
The work reported in this paper presents details of two Expertise Finders. The key problem that is being addressed is summarized in Figure 2 (a): How does a person located in Site A locate the best expertise to solve a specific problem? The person's local network will, in all probability, only extend to within the site; therefore, expertise in other sites cannot accessed. It should be remembered that sites can share common problems, but not necessarily be easily accessible to each other. For example, within the academic community, a question on robotics could easily draw on expertise from either a Department of Electrical Engineering or a Department of Cognitive Physiology. Although the sites may not form a cohesive social network, they do share common sets of resources, including e-mail, phone books, publication and report repositories, Figure 2 (b). In our approach to Expertise Finder systems, these information repositories are used to identify the required expert, Figure 2 (c).
How do we Identify an Expert?
The identification of an expert can be considered to be a function of a number of social and technical factors. For example, in an academic organization an expert will be the person who has the most publications, largest number of grants, and extensive experience, either with the current or similar organization. In addition, they will tend to hold senior posts.
However, when a person wishes to contact an expert there are additional social factors that need to be taken into account. For example, within the academic environment, without social factors the single expert will be swamped with queries for everyone ranging from undergraduates to ViceChancellors. In practice, the appropriate person free to make a valued judgement about whom to approach. It is for this reason that we make available all the sources used for the recommendation available for review. depends on the query and the user's requirements. Typically, the peer-to-peer approach is considered best in the first instance; however, the person requiring the expertise needs to be As discussed by McDonald and Ackerman (2000) , the details matter in successful expertise location. The heuristics used to select the expert are bound to the organizational environment. Systems that augment expertise locating must be capable of handling large number of details that depend on the specific context and problem.
In practice, an Expertise Finder system is designed to mimic the reality of an organization in terms of its social structures and information infrastructure. We have developed two approaches to Expertise Finders: one is based on agent technology discussed in the next section, and the other is based on Java servlets technology (discussed in the section after next).
IMPLEMENTATION OF AN AGENT-BASED EXPERTISE FINDER
The implementation of the agent-based Expertise Finder consists of a number of Distributed Information Management (DIM) Agents operating within the Southampton Framework for Agent Research (SoFAR) (Moreau et al., 2000) . SoFAR was developed at the University of Southampton as an agent framework designed to address the problems of distributed information management. On each occasion that the Expertise Finder system is deployed the sources of data available to be used and their structures will be different. There will be commonalities due to the use of standards, such as being able to access a database using standard query language or the use of protocols such as LDAP. There will still be subtle differences that require the customization of the system. Therefore, it is apparent that the highlevel steps that any system should take to identify an expert will be unique on each occasion.
In order to communicate with each other, agents use a shared understanding of a domain called an ontology. Ontologies are a conceptualization of a domain into a form which can be understood both by humans and computers. A well-known definition is an ontology is an explicit specification of a conceptualisation (Gruber, 1993) . Ontologies provide a mechanism to allow communication and interaction about a real-world domain. They remove ambiguity from language through careful design. Pragmatically, they allow us to concentrate on high-level concepts rather than spend time on the implementation details, such as communications and data representation. It follows, therefore, that the design of the ontology is crucial to implementing an Expertise Finder, and careful work was required to understand and map the real-world situation correctly into the ontological vocabulary. Further technical details of how ontologies are implemented and used in the SoFAR framework can be found in Moreau et al. (2000) . The ontologies used in design of the agent-based Expertise Finder were designed previously within the IAM Group at Southampton but extended for this application. They represent the activities and people in our research group. A detailed explanation of their design and implementation can be found in Weal et al. (2001) . Figure 3 shows the system architecture of the implementation of the agent-based Expertise Finder. The Expertise Finder system consists of a main agent, the Expertise Finder Agent, which uses a set of simpler source agents in some algorithm to determine a list of people and documents to recommend to a user. The Expertise Finder Agent builds an answer as XML before transforming that to HTML for delivery to the user via the Web server agent. The use of XML allows the Expertise Finder Agent to be reused in other systems and its results transformed as required. In the diagram we show all of the agents we have at our disposal, but here we concentrate on the core interactions between those outlined in solid lines.
The source agents (the Academic Publications and Directory Services agents) are designed to represent sources of information and data within the organization. These can range from the simple (an agent that understands the data stored in the internal phone book) to more complex knowledge (such as an agent interface to a publications database). In Figure 3 we include examples of some of the ontological predicates that the agents support. For instance, the Directory Services Agent can answer queries about the location of people or return all of the people with a certain phone number.
The agent-based Expertise Finder application was based on a previous agent application, the Dynamic CV (Weal et al., 2001) . This application used the notion of query recipes to construct an on-line Curriculum Vitae dynamically. For instance, for the CV query, a general information page about a person, it would find and use agents to obtain telephone number, office location, and e-mail address. The answers were combined into a Web page in which links to new queries were automatically added, and thus a user could navigate around the information space. Figure 4 shows the result of a CV query.
The key weakness of the Dynamic CV application was that the main agent would gather information from source agents following the instructions of a query template. It would extract the data and place it onto the Web page with no understanding of the results. The Expertise Finder Agent is a total redesign of this, with the express intention not only of supporting the types of query performed by Dynamic CV but also if performing complex interactions with Source Agents in order to build towards a final answer. In the Expertise Finder the Source Agents have been radically improved and the services they provide have been expanded considerably.
Implementation
The current version of the agent-based Expertise Finder has been used to locate people using the scientific publication repository within the authors' Department. The goal is to aid people to find experts on a topic amongst the people in the department. A user enters a query on a research subject into a Web search page. This query is given to the Expertise Finder Agent by the Web Agent. The Expertise Finder Agent first asks the Publications Agent to find publications using the search terms. The Publications Agent takes the query terms from the predicate and uses them to form an SQL query. The query is run on the department publications database. The publication database lists authors by a list of full names and a corresponding parallel list of full e-mail addresses. Hence, some understanding of this and some data translation must be performed. The Publications Agent uses the Directory Services Agent to help identify authors. It then uses the results of the query to build new Creates Predicates and return them to the Expertise Finder Agent. The Expertise Finder Agent will maintain a record of their details, saving duplication of queries, and begin to count the number of times the person appears in the returned publications. The Expertise Finder Agent will also maintain a list of people not identified, Figure 5 . The final results page is made up of the returned publications, the list of authors found with a count of their occurrences and their status within the department. The list of unknown authors is also returned to allow users to decide for themselves the usefulness of such information. In the context of this application this list consists of people who have left the department or external collaborators, and is less useful to the user.
JAVA SERVLETS-BASED EXPERTISE FINDER
The difficulties we faced in improving the original Expertise Finder system, particularly with regard to scaling, led to a new design emerging. The system was implemented using Java servlets and is interfaced via a simple search-form Web page. As in the agent-based approach, the user enters a query and the system will return a ranked list of documents plus a ranked list of people to contact. On entering a technical query the system's goal is to find documents and people pertinent to that query according to some predefined Figure 4 The Dynamic CV agent system found agents to fill in query templates. There was no attempt to understand or use the information that is returned strategy. Figure 6 shows the system architecture of our current implementation of the Java servletsbased Expertise Finder.
When the system is invoked by a user's submission a predefined Expertise finding strategy will be activated. This is a piece of code that decides which components to use and how to manipulate the results they return. The strategy will employ various other components in a sequence. The first types of component are termed generators. These perform the search and will produce lists of documents or people. The second set of components are termed scorers. These will take the existing results and give them new scores based on a predefined algorithm. The strategy keeps all of the scores that each component produces. The system then computes a final score for each document or person. This is done using a ratings system for each of the scores. The ratings can come from the strategy itself or from an individual's preferred ratings.
Figures 7 and 8 show the final results of a query; in the current implementation these are shown on the same Web page. The Web page shows a ranked list of documents followed by a ranked list of people. Each is given a score that is represented by a horizontal bar graph. The score is the result of a series of queries to find and score Figure 5 The results of the prototype Expertise Finder, the first 10 publications used to rank the experts are given as an unranked list results produced by generators and give a new score for each result depending on some other algorithm. For instance, the same list of documents found by the full text search engine could be given a score based on their age. New documents might be given a higher score than older documents. This design implies an implementation relationship between scorers and generators and that each component is not totally independent.
The Expertise Manager runs a particular strategy to solve the query. The strategy manages the execution of the components in a certain order and manages the manipulation of the data they return. For instance, a scorer might need certain information about certain documents or can only function on a subset of results. Again, the strategy component will be highly specific to the application and the organization within which it is run. The Expertise Finder Manager chooses which strategy to run at query time.
For every result found, the system keeps all the scores for that particular entry as well recording the origin of that score; hence, for each document or person located a result object is created. In the API, a result object is comprised of a source object plus an array of score objects. The source object refers to the document or person and the score Figure 6 Java servlets-based Expertise Finder documents and people from various sources. The final score is an accumulation of all of these scores according to an interchangeable strategy that can be influenced by the user. Therefore, the final score is relative and not normalized across strategies or users.
The servlet component is responsible for generating the finished pages and providing the necessary responses to the Web browser. It passes the query to the Expertise Manager. This acts as the central hub and is responsible for starting the various components and running the requisite search strategy.
In the architecture the generators produce new results, either documents or people. They typically do this by interfacing with existing systems within an organization, such as databases or document repositories. Generators will produce lists of results from a query and may provide a score for each result. For instance, a generator based on a search engine might return a list of documents and the relevancy score given by the search engine. In this system being discussed in this paper all scores are integers between zero and ten. The final scores can be any value; this is in keeping with the nature of the system, that the final scores are only relative and not normalized. Scorers take The final list of results is given to the ScoreCompiler, which is responsible for producing the final score. To produce this final score, a list of ratings or multiplication factors is required. The ratings is a list of values used as multiplication factors for each type of score. The ScoreCompiler performs the simple calculation of multiplying each score by its factor and then summing the results. It adds this to each result as a new score entry with the origin name 'Final'. The strategy provides the ratings values but can also obtain or alter them by using the preferences system and hence allow for individual user intervention in the final result.
The preferences system is a general purpose way of storing preferences for each user. A simple API maintains a unique ID for each user, managed using cookies, and allows the store of any key-value pair in a database against this ID. Hence any part of the system can store and retrieve arbitrary data for an individual user. This can be used to override default values for the ratings given by the strategy.
The finished results are ranked and then used to produce the final display. This service is provided by a renderer component. The current component produces HTML, but other renderers could provide other types of data, such as XML.
The data source manager controls access to underlying database connections in order to Each technical report database has been placed into MySQL and a generator written to perform full text searches of these resources. This has required careful design, as there are a total of 300 000 entries in the two databases. Unless care is taken, then the time to query such resources can be considerable and the number of results returned can easily overwhelm the rest of the system. We currently use the full text search capabilities of MySQL and use the relevancy scores it produces.
We use the phone book database as a people generator. Again, the raw data we received was placed into a MySQL table. For each document found by the document generators an attempt is 
Implementation
The current system is built around data supplied by a large manufacturing company. The major source comes in the form of databases of internal publications. These databases list details on internal technical reports produced at individual company sites. We also have a source of phone numbers and locations for all the employees of the company; this database has over 20 000 entries.
The system we have developed comprises two document generators and a number of scorers. made to match the author against the phone book. This entails understanding the correct fields that hold the author data, that the formatting of the fields do not match and that the author field of the document databases are free text and highly inconsistent. This is a prime example of where the strategy code is required to perform raw manipulation of the data in order to perform this matching process.
If the author is matched and the department they have given in the report database matches that in their phone book entry then the people generator deems to have a strong match for that person, because they have not moved department since the report was written, and returns a high score. If the person is matched but not in the same department then the score is less. If there is no match then no score is returned. This crude algorithm can be improved, but data sources are required to aid in tracing and matching people. As such resources become available, this generator could be improved or replaced without altering the rest of the system. At such a time the scoring algorithm may need rebalancing to take account of the improvement of the accuracy of this component.
We have developed a number of demonstrator scoring components. One examines the date of the documents and gives them a score based on their age. Recent documents are given higher scores. The databases contain data for approximately 20 years of work, so this is an important way to re-rank the data. Again, there have been issues with attempting to work with free text fields and trying to understand the format of the document dates.
The new Expertise Finder framework has been designed with the specific aim of allowing search strategies and ranking algorithms to be interchanged. This allows the system to be heavily customized to the particular social system found within an organization. This is achieved by breaking down the process into steps performed by interchangeable components.
During the building of this new system it was realized that there cannot be general purpose ontologies through which all components communicate. There needs to be highly applicationspecific code in the system to deal with the low-level interchange and manipulation of data from the various sources in the system. The strategy code is the way of dealing with this problem. The code in this component is totally specific to a certain application of the framework and manipulates raw data from sources. Therefore, it is reliant on certain sources being available to work.
It is unavoidable that the strategy code is interlinked with the available components found at a particular site. It is not possible to design a single system that can be installed at a site with no additional work. Components need to be written to match available sources and the strategy needs to be written to match the social situation.
Instead of data exchange via ontologies the new system has a simple way to represent data. The data produced by one generator or scorer may or may not be useful or recognizable to another. Therefore, the data are represented simply by a unique ID and the source of that ID. If another component wishes to make use of that data then it needs to obtain it from the original component. This produces yet more interdependencies in the system design, but clear APIs to each component help here. For instance, a scoring component might rank documents based on their date. Therefore, the generator that supplied those documents needs to be able to supply dates of documents via its API.
By dealing with the absolute minimum of data the system can handle relatively large numbers of results. In the previous system, large amounts of data were generated as ontologies were instantiated and exchanged. A great deal of this data was often redundant to the final requirements. The decision to provide minimum results but provide full provenance is a trade off between results that are interchangeable against results that allow for speed and low overheads. The default usage of the system is to provide only a limited number of results, for instance the top 20 documents and people; therefore, it is much faster just to extract the required data for those 40 results at the end of the run.
DISCUSSION
This paper reports the development of two Expertise Finders, the initial version based on agents and the subsequent version using a more simplistic architecture based around the need to adapt the search strategy heavily to the organization. The current servlet-based Expertise Finder produces results of limited value to designers due to problems associated with the data used. Two particular problems are worth noting. First, in identical databases supplied by two company sites, the fields were similar but not exactly the same. In addition, neither the publication nor the phonebook data could be guaranteed to be correctly maintained, nor can the entries in any fields be guaranteed to be 'correct'. For instance, people could edit their own entries in the phone book to give themselves any title or enter any name for their particular work group. Although this information was stored correctly elsewhere in other sources, it was not available for this work. These problems did demonstrate the dangers of individuals configuring information without regard to the overall knowledge management requirements of the organization.
Even with these limitations our work did demonstrate the infrastructure in use and successfully allowed the strategy to utilize various document generators and scorers before computing a score. We are currently working on producing more meaningful scoring components.
The notion of trust in the results has been a key point made by our industrial partners at every step of the design process. For instance, in our first Expertise Finder implementation the agents tried to match author names in a publications database against the live staff database. Those names that failed to match were returned to the user along with the names of those which did match. This crude example showed users exactly what was happening within the system and taught us a great number of implementation lessons.
The current system attempts to solve this problem with its transparency. Developers and users can see what scores are being given to each result and can see how these scores are brought together. All results are kept, along with their origin, for precisely this reason. It allows users to evaluate for themselves the whole process and to go into more detail on what one particular component has produced. This allows for possibilities such as saving the results of a query for caching and recalculating.
The process of finalizing the details of a particular strategy will happen in two phases. There will need to be an initial requirements capture phase in which the users, or specific users with experience, are asked to explain the sources and methods that they would use to find an expert. From this, a strategy component can be built that reflects a best attempt to turn this experience into algorithms and scoring schemes. We will then require an evaluation loop to refine this strategy.
One tool to help this process would be to be able to visualize all of the score sets for each result. For instance, a Web page output could list all of the scores for each result as well as listing the ratings given to each contributing score. This will allow users to look deeper into the results, spot anomalies and have a much greater trust in the final results.
As expected, our experiences have clearly shown that to produce an Expertise Finder to support designers within a manufacturing organization is a non-trivial undertaking. The main problem is the sheer scale and complexity of the organization we have been working with. Initially, it took a considerable amount of time before we felt we understood our partner and their actual processes. The second is the age and quality of the data we have been able to access. In this particular organization the knowledge is kept for many years, in many forms. Each area of the company uses and produces different types of information, so no single solution will be appropriate organization-wide, a major factor in the evolution of our design.
In conclusion, our work has shown that it is possible to develop Expertise Finders that rely on information currently available to organizations. With our approach, companies do not need to undertake a knowledge audit across the organization to 'frontload' the system. In practice, the viability of our approach is dependent on the ability to access all the information available in electronic format. With many organizations this can be rather spasmodic, as the IT infrastructure has evolved over time with a range of conflicting priorities. Even with these caveats we believe that the introduction of this approach is feasible, though the challenges may be more of a social than technical nature.
