Abstract
Introduction
Nowadays, lots of applications using XML repositories to store information (e.g., e-government, e-commerce, airline reservations, weather monitoring and forecasting) are temporal in nature and require a full history of data and schema changes, which must be managed efficiently, consistently, and in a transparent way with regard to the end user. Notice that for generic temporal databases [1] , XML provides an excellent support for temporally grouped data models [2] , which have long been considered as the most natural and effective representations of temporal information [3] . Besides, schema versioning has long been advocated to be the more appropriate solution to support a complete data and schema history in databases [4, 5] .
In a temporal setting, XML data can evolve along transaction-time and/or valid-time; thus, they can have a transaction-time, a valid-time or a bitemporal format. When XML data of different temporal formats can coexist in the same XML repository, we talk about a multitemporal XML repository.
Whereas schema versioning is required by several applications using multitemporal XML repositories, both commercial XML tools (like Stylus Studio or XML Spy) and commercial DBMSs (like Oracle 11g, Tamino, or DB2 v.9) have no support for that feature until now, as surveyed in [6] . Therefore, XML Schema designers and developers use ad hoc methods to manage schema versioning.
To reach our goal, which consists of proposing a general approach for schema versioning in multitemporal XML repositories, we have chosen to extend the ĲXSchema approach [7, 8, 9] for reasons presented in [10] .
ĲXSchema [7, 8, 9 ] is a framework (a language and a suite of tools) for the creation and validation of time-varying XML documents. The ĲXSchema language extends the standard XML Schema language [11] to explicitly support time in the definition of temporal XML documents. In ĲXSchema, the schema is obtained by specifying three parts: (i) the conventional schema which is a standard XML Schema document that describes the structure of a standard XML document, without any temporal aspect; (ii) the logical annotations of the conventional schema, identifying which elements can vary over time; and (iii) the physical annotations of the conventional schema, describing how the timevarying aspects are represented.
In [7, 8, 9] , the authors focused on capturing a time-varying XML schema and validating XML documents against the considered schema. In [7] , they introduced ĲXSchema but did not discuss schema versioning. In [8] , they focused on crossschema change validation. In [9] , they extended [8] by discussing how to accommodate gaps in the existence time of an item, transaction semantics, and non-sequenced integrity constraints. In all these works, they did not deal with how the schema changes are made, or what kinds of schema change operations are supported. We have started studying these issues in our last work [10] on ĲXSchema: we dealt with changes of physical and logical annotations. We proposed a set of low-level primitives acting on the annotation document. When the designer decides to make a change on annotations, he/she applies a set of these primitives on the XML file which stores the annotations and he/she gets a new version of the annotations.
In the present work, we study changes within the other component of ĲXSchema: the conventional schema (or the basic schema). We propose a complete set of primitives allowing the designer to do any change on this schema, by composing these primitives into valid sequences and collectively executing them on the conventional schema. This set of primitives is complete, that is each conventional schema can be generated starting from the empty schema by applying a sequence of primitives, and for each conventional schema a sequence of primitives exists for transforming it in the empty schema. Moreover, this set is sound: i.e., each primitive applied to a consistent conventional schema produces a consistent conventional schema.
Each primitive change has to be applied to a conventional schema and deals with one XML Schema element (complexType, attribute, element, sequence …): it adds or deletes such an element or updates its attributes.
The remainder of this paper is organized as follows. In Section 2, we present the background of our approach for versioning a ĲXSchema conventional schema. We propose in Section 3 the set of primitives for changing the conventional schema. In Section 4, we discuss related work. We conclude the work in Section 5.
Background
In this section, we recall the conventional schema language XML Schema, introduce ĲXSchema, and briefly describe how ĲXSchema conventional schema is versioned in our approach.
XML Schema [11] is a standard language to define schema for XML documents. It is worth mentioning that we do not address here the full XML Schema definition (e.g. involving the latest W3C Part 1: Structures and Part 2: Datatypes recommendations) which is quite complex, but we focus indeed on a subset of it which we consider very significant for applications, that is the latest W3C Part 0 recommendation [11] .
An XML Schema consists of several elements. After studying the XML Schema Definition (Part 0) [11] , we have listed forty-two XML Schema elements in [12] (Section 4). A subset of these elements is summarized in Table 1 ; for each element, we present its attributes and its containers (i.e., where the element can be included).
ĲXSchema [7, 8, 9 ] is a framework for the creation and validation of time-varying XML documents. The ĲXSchema language extends the standard XML Schema language to explicitly support time in the definition of temporal XML documents. ĲXSchema allows the user to capture a time-varying XML schema and to validate XML documents against the considered schema, but it did not deal with schema versioning.
The first step of a schema versioning sequence is the creation of the first schema version: the designer creates a conventional XML-Schema document (i.e., an XSD file) annotated with some logical and physical annotations in an independent document (which is stored as an XML file), through a graphical interface. Moreover, he/she creates the temporal schema (also stored as an XML file) that ties together the conventional schema and the annotations.
In further steps of the versioning sequence, when necessary, the designer can independently change the conventional schema, the logical or the physical annotations.
Changing the conventional schema leads to a new version of it. Similarly, changing a logical or a physical annotation leads to a new version of the whole annotation document. Therefore, the temporal schema is updated after each change of the conventional schema or of the annotation document. In this paper, we deal with changes of the conventional schema.
Schema change operations performed by the designer are high-level, since they are usually conceived having in mind high-level real-world object properties. Each of these high-level schema change operations is then mapped onto a sequence of low-level schema change operations (or schema change primitives). The mapping is performed by the schema change processor and allows the implementation of the operations themselves.
In this paper, we investigate primitive changes of conventional schema and not high-level changes. Each high-level change can be expressed as a sequence of primitive changes. Thus, the consistency of the resulting conventional schema is always guaranteed, if primitive schema changes preserve the document consistency.
Notice that conventional schema versioning does not lead automatically to proliferation of schema versions. The creation of a new conventional schema version is anyway a seldom task during the XML repository lifetime, which can only be performed by a designer of this repository. This task may consist of dozens of schema change primitives which are grouped together in the same single transaction.
Primitives for Changing WXSchema

Conventional Schema
In this section, we first present our design choices. Then, we describe primitive changes acting on conventional schema in ĲXSchema. We have individuated primitive operations (i.e., non-further decomposable in terms of the other ones) which make up a complete set of changes (i.e., such that any possible complex change can be defined via a combination/sequence of them). For each primitive change, we describe its arguments and its operational semantics. Finally, we give an example that illustrates the use of these primitives for changing ĲXSchema conventional schema.
Design choices
The definition of the primitives will obey the following principles and conventions: 1) All primitives must work on a well-formed and valid Conventional Schema (CS), i.e., primitives must have a well-formed and valid CS as input and produce a well-formed and valid CS as output. 2) All primitives need to work on an XSD file storing the CS, whose name must be supplied as argument. 3) For all primitives, arguments which are used to identify the object on which the primitive works are in the first place of the argument list. 4) Primitives adding elements with possibly optional attributes have the values for all the attributes as arguments; empty places in the argument list stand for unspecified optional attributes. 5) For primitives changing elements (i.e., set primitives), values are specified only for attributes that are changed; the value "unchanged" means that the corresponding attribute is not updated; an empty place in the argument list means that the corresponding attribute receives a nil value. 
Proposed primitives
In this section, we propose the set of primitives for changing a conventional schema (their total number is one hundred and twenty-six). The idea is that each primitive deals with an XML Schema element, i.e., it adds, deletes or modifies attributes of such an element. For this reason, some arguments of the primitives are the attributes of the corresponding XML Schema elements. Due to space limitations, we list only some of these primitives in Table 2 . Furthermore, we choose to present only the effects of CreateConventionalSchema and AddElement primitive changes. More detailed description of the primitives' operational semantics and their effects on the CS can be found in [12] . Adds the <complexType/> element with specified id, name, default, abstract, final, mixed, and block to the toWhat (i.e. <element/>, <redefine/>, or <schema/>) container, at the position defined by the path of its parent XML Schema component (parentComponentPath) and the path of its preceding XML Schema component (precedingComponentPath). If this latter is not specified by the designer, it means that the <complexType/> element is the first element in the toWhat container (or the parent XML Schema component).
AddSequence(CS.xsd, toWhat, parentComponentPath, precedingComponentPath, id, minOccurs, maxOccurs)
Adds the <sequence/> element with specified id, minOccurs, and maxOccurs to the toWhat (i.e. <complexType/>, <choice/>, <sequence/> or <group/>) container, at the position defined by the path of its parent XML Schema component (parentComponentPath) and the path of its preceding XML Schema component (precedingComponentPath). If this latter is not specified by the designer, it means that the <sequence/> element is the first element in the toWhat container (or the parent XML Schema component).
SetSequence(CS.xsd, inWhat, sequencePath, id, minOccurs, maxOccurs)
Changes (or introduces) id, minOccurs, or maxOccurs attributes of the <sequence/> element located at the position sequencePath, in the inWhat (i.e. <complexType/>, <choice/>, <sequence/> or <group/>) container. If toWhat = schema <xsd:schema xmlns:xsd="http://www.w3.org/2001/XMLSchema" targetNamespace="targetNamespace"> ... <xsd:element id="id" name="name" type="type" default="default" final="final" fixed="fixed" abstract="abstract" substitutionGroup="substitutionGroup" block="block" form="form" nillable="nillable"> </xsd:element> ... </xsd:schema>
Illustrative example
Let us resume the example presented in [10] (section II.B), dealing with the management of customer accounts in a bank. In that example, we have one version for the conventional schema, three versions for the annotation document, and the temporal schema document, on August 1, 2010. We do not consider here the annotation document and its versions, since they are beyond the scope of the present work.
Suppose that on September 1, 2010, the designer realizes that he/she also needs information about all financial transactions done on each bank account. Then, he/she changes the first version of the conventional schema by adding a complex element <FinancialTransactions> to the <Account> element. This new element contains a sequence of another complex element <FinancialTransaction> which is composed of three simple elements: <FinancialTransactionDate>, <FinancialTransactionType>, and <FinancialTransactionAmount>.
The second version of the conventional schema is shown in Figure 1 . Thus, the temporal schema is also updated by adding a new slice related to this new version of the conventional schema, as shown in Figure 2 . Changes are presented in purple.
<?xml version="1.0" encoding="UTF-8"?> <xsd:schema xmlns:xsd="http://www.w3.org/2001/XMLSchema"> <xsd:element name="Bank"> <xsd:complexType> <xsd:sequence> <xsd:element ref="Account"/> </xsd:sequence> </xsd:complexType> </xsd:element> <xsd:element name="Account"> <xsd:complexType> <xsd:sequence> <xsd:element name="OwnerName" type="string"/> <xsd:element name="OpeningDate" type="date"/> <xsd:element name="Type" type="string"/> <xsd:element name="Balance" type="float"/> <xsd:element name="FinancialTransactions"> <xsd:complexType> <xsd:sequence> <xsd:element name="FinancialTransaction" maxOccurs="unbounded"> <xsd:complexType> <xsd:sequence> <xsd:element name="FinancialTransactionDate" type="date"/> <xsd:element name="FinancialTransactionType" type="string"/> <xsd:element name="FinancialTransactionAmount" type="float"/> </xsd:sequence> </xsd:complexType> </xsd:element> </xsd:sequence> </xsd:complexType> </xsd:element> </xsd:sequence> <xsd:attribute name="Number" type="nonNegativeInteger" use="required"/> </xsd:complexType> </xsd:element> </xsd:schema> On March 1, 2011, suppose that the designer decides to make some changes to the conventional schema. In the <Account> element, he/she renames the <OwnerName> element to be <AccountHolderName>. He/She adds a new element, <FinancialTransactionInstant>, to the element <FinancialTransaction>, in order to notify the instant of the financial transaction. He/She replaces the "Number" attribute of the <Account> element by a new attribute named "BBAN", which denotes the "basic/national bank account number". Furthermore, he/she adds a new attribute named "IBAN" to the <Account> element, which denotes the "international bank account number".
The third version of the conventional schema is shown in Figure 3 and the updated temporal schema document is shown in Figure 4 . Changes are presented in purple.
<?xml version="1.0" encoding="UTF-8"?> <xsd:schema xmlns:xsd="http://www.w3.org/2001/XMLSchema"> <xsd:element name="Bank"> <xsd:complexType> <xsd:sequence> <xsd:element ref="Account"/> </xsd:sequence> </xsd:complexType> </xsd:element> <xsd:element name="Account"> <xsd:complexType> <xsd:sequence> <xsd:element name="AccountHolderName" type="string"/> <xsd:element name="OpeningDate" type="date"/> <xsd:element name="Type" type="string"/> <xsd:element name="Balance" type="float"/> <xsd:element name="FinancialTransactions"> <xsd:complexType> <xsd:sequence> <xsd:element name="FinancialTransaction" maxOccurs="unbounded"> <xsd:complexType> <xsd:sequence> <xsd:element name="FinancialTransactionDate" type="date"/> <xsd:element name="FinancialTransactionInstant" type="time"/> <xsd:element name="FinancialTransactionType" type="string"/> <xsd:element name="FinancialTransactionAmount" type="float"/> </xsd:sequence> </xsd:complexType> </xsd:element> </xsd:sequence> </xsd:complexType> </xsd:element> </xsd:sequence> <xsd:attribute name="BBAN" type="positiveInteger" use="required"/> <xsd:attribute name="IBAN" type="string" use="required"/> </xsd:complexType> </xsd:element> </xsd:schema> The sequence of primitives that have been performed on the second version of the conventional schema (Bank_V2.xsd) to produce the third one (Bank_V3.xsd) is as follows: 
Related Work and Discussion
Schema versioning in the ĲXSchema [7, 8, 9] framework means versioning of conventional schema and versioning of annotations. In [10] , we studied versioning of annotations. We proposed a complete set of change primitives for physical and logical annotations and defined their operational semantics. The present work completes the picture by studying versioning of conventional schema and by proposing a set of primitives for supporting also the evolution of this component of the ĲXSchema framework. In [13] , the authors propose six generic operations for XML schema change; three operations act on an XML Schema "element" (i.e. addition, deletion and modification of an XML Schema element) and three operations act on an "attribute" in an XML schema "element". In this work, we study XML Schema changes at a deeper and more detailed level: in the end, we introduced one hundred and twenty primitives to change all components that belong to the definition of the XML Schema language [11] , and not only to change "elements" or "attributes".
In [14] , a set of primitives for updating XML Schema has been defined. But these primitives deal only with "simple types", "complex types" and "elements". Our work is both more detailed and more global since it proposes primitives for changing all components of an XML Schema Definition [11] , and not only for changing "simple types", "complex types" and "elements".
In [15] , the authors present X-Evolution which is a web-based tool making the primitives defined in [14] available to the user both through a graphical interface and through a specifically tailored schema update language named XSchemaUpdate. In [16] and [17] , the authors present EXup which is an engine for specifying XSchemaUpdate statements, translating them in XQuery Update Facility [18] expressions and evaluating them against XML Schema and associated documents. After studying these two tools, we noticed that they support only XML Schema evolution and they do not provide all primitives for changing XML Schema. However, our present work gives all necessary primitives for changing XML Schema [11] in a context that supports schema versioning (which is more global and more powerful than schema evolution).
As surveyed in [6] , updates on XML Schema have received less attention by database research community despite of their importance in XML databases. Our work deals with the issue of XML Schema updates in an environment that supports XML Schema versioning.
Conclusion
In this work, we focused on the versioning of conventional schema in the ĲXSchema framework. In particular, we proposed a sound and complete set of primitives allowing the designer to define and to make changes on conventional schema; the syntax and operational semantics of each primitive have been defined.
Notice that we are the first ones to fully address the XML Schema definition as presented in the W3C Part 0 recommendation [11] , since our present work considers all the features that were listed in this specification.
Currently, we are integrating our previous work on ĲXSchema [10] with the present one, in order to have a complete and consistent approach for schema versioning in ĲXSchema-based multitemporal XML repositories.
As for future work, we aim at extending our approach by studying temporal queries across schema versions in the ĲXSchema framework. To do this, we will start from the ĲXQuery language [19] , which allows user to perform temporal queries in that framework, but without support for schema versioning.
