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Abstrakt 
Práce popisuje implementaci zadní části zpětného překladače produkujícího kód v jazyce C. Obsahuje 
základní informace o principech a využití reverzního inženýrství v oblasti informačních technologií i 
mimo něj. Hlavním cílem je vytvořit zadní část zpětného překladače, která bude generovat kód 
ekvivalentní vůči vstupu, který bude opět přeložitelný do binární formy se zachováním stejné 
funkčnosti jako zdrojový binární kód. Výstupem je implementace tříd v jazyce C++, vykonávající 
popisovanou činnost jako součást obecného dekompilátoru, který je vyvíjený v rámci projektu 
Lissom. 
 
 
 
Abstract 
This thesis deals with the implementation of the back-end of the decompiler, which produces a code 
in C language. It contains basic information about the principals and using of the reverse engineering 
either in the area of information technology or apart from it. The main goal is to create the back-end 
of the decompiler which would generate a code that would be equivalent against the input and will be 
translatable into a binary code. Functionality of the output code will be conserved in state of the 
functionality of the source code. The output is the implementation of the classes in C++ language. It 
does described activity as a part of the general decompiler which is developed in terms of the project 
Lissom. 
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Úvod 
V oblasti teórie prekladačov sa čím ďalej, tým viac do popredia dostávajú pojmy ako reverzné 
inžinierstvo, spätný preklad alebo dekompilácia. Jedná sa o proces, pri ktorom dochádza k opačnému 
deju ako v prípade prekladu. Pri spätnom preklade dochádza k transformácii spustiteľného binárneho 
súboru na vyššiu formu reprezentácie. Hlavnou náplňou tejto práce je práve výstup do jazyka vyššej 
reprezentácie – jazyka C. [1] 
 Od spätných prekladačov sa v budúcnosti očakáva významný pokrok v oblasti prevencie proti 
nebezpečnému softvéru, veľké využitie v kryptoanalýze, umožnenie migrácie programov medzi 
jednotlivými platformami alebo programovacími jazykmi, ale aj pri vývoji softvéru. [2] 
 Cieľom tejto bakalárskej práce je navrhnúť a implementovať zadnú časť spätného prekladača 
(tzv. back-end). Úlohou tejto časti dekompilátoru je produkovať výstup v cieľovom jazyku. Pre tento 
účel bude skúmané a študované aktuálne riešenie spätného prekladača, hlavne zadnej časti 
a existujúceho riešenia výstupu do jazyka Python. Na základe týchto vedomostí bude do súčasnej 
implementácie doplnená podpora ďalšieho programovacieho jazyka – C. 
 Práca vzniká ako súčasť výskumného projektu Lissom prebiehajúceho na Fakultě 
informačních technológií v Brně. 
 Prvá kapitola práce slúži k oboznámeniu sa s reverzným inžinierstvom a dekompiláciou. 
Obsahuje príklady využitia a podkapitolu o riešení legálnosti reverzného inžinierstva. 
S dekompilátorom projektu Lissom, a jeho časťami sa oboznámime v nasledujúcej kapitole. 
Oboznámime sa i so zadnou časťou a rôznymi reprezentáciami kódu na ceste od binárneho programu 
až po kód vo vyššom programovacom jazyku. Obsah tretej kapitoly sa už týka priamo možnosti 
pridania výstupu do ďalšieho vyššieho programovacieho jazyka, vrátané vytipovania oblastí, 
v ktorých v súčasnom riešení chýba podpora. Ďalšie tri kapitoly popisujú konkrétny návrh 
a implementáciu riešenia pridania podpory jazyka C. Toto riešenie je otestované sadou testov, ktorých 
výsledky sú diskutované a vyhodnotené. V závere sú diskutované nedostatky, budúci vývoj a možné 
vylepšenia tejto práce. 
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1 Reverzné inžinierstvo a dekompilácia 
Obsah tejto kapitoly vychádza zo zdrojov [2] a [3]. V tejto kapitole načrtneme pojem reverzného 
inžinierstva. Následne si ho zaradíme do oboru informačných technológií a bližšie sa zoznámime 
s princípom dekompilácie. 
1.1 Reverzné inžinierstvo 
Neustále používame obrovské množstvo rôznych aplikácii a pritom sa vôbec nezamýšľame ako to 
vlastne funguje. Pripájame sa na rôzne stránky, inštalujeme programy či utility. Ale ak sa aspoň na 
chvíľu zastavíme a pomyslíme si, ako by to či ono mohlo fungovať, tak to je prvý krok k reverznému 
inžinierstvu. Ak sa programátor pozrie na kód iného programátora, alebo dokonca na svoj kód po 
určitom čase, tak môžeme hovoriť opäť o reverznom inžinierstve. Jedná sa o rôzne postupy a nástroje, 
ktorými získavame informácie o čom reálne daný software je. Formálne reverzné inžinierstvo 
môžeme definovať ako „proces analýzy predmetu systému s cieľom identifikovať komponenty 
systému, ich vzájomne vzťahy a vytvoriť reprezentáciu systému v inej forme alebo na vyššej úrovni 
abstrakcie“ (IEEE 1990). 
 Koncept reverzného inžinierstva tu však bol už dávno pred počítačmi. Takmer vo všetkých 
vedných oboroch dochádza k skúmaniu pôvodu, významu či štruktúry daného javu alebo predmetu. 
Napríklad vo fyzike to je skúmanie stavby látok, molekúl, atómov a stovky ďalších problémov. 
V medicíne môžeme spomenúť stavbu buniek alebo v genetike rozbor DNA. Reverzné inžinierstvo 
nájdeme napríklad aj v bežnom živote, keď sa nám pokazí nejaké zariadenie (rádio, televízor, auto). 
Okamžite začneme zisťovať, ako by to mohlo fungovať a ako by sa to dalo opraviť. Toto všetko je 
reverzné inžinierstvo. 
 
1.2 Softvérové reverzné inžinierstvo 
Softvér a softvérové inžinierstvo patrí v súčasnosti medzi najkomplexnejšie technológie 
a technologické postupy. [3]  Reverzné inžinierstvo sa využíva na to, aby sme sa do tohto „balíčka“ 
mohli pozrieť. Tento proces si môžeme predstaviť ako opačný proces k softvérovému inžinierstvu. 
Obidva tieto procesy majú takmer identické fázy (návrh, implementácia, zdrojový kód až po výsledný 
produkt), akurát v opačnom chronologickom poradí. Podmienkou softvérového reverzného 
inžinierstva je, že ak na výsledok jeho procesu uplatníme opäť proces opačný, snažíme sa dostať 
produkt, ktorý sa čo najviac blíži pôvodnému produktu. To znamená, že reprezentácie vo všetkých 
fázach musia byť absolútne ekvivalentné. 
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Obrázok 1.1 – Prehľad jednotlivých metód reverzného inžinierstva (prevzaté z [2]) 
 
1.3 Využitie reverzného inžinierstva 
Reverzné inžinierstvo v informačných technológiách má široké spektrum použitia. Niektoré 
najpodstatnejšie oblasti obsahujú nasledujúce podkapitoly. Hlavné uplatnenie nájdeme v oblasti 
bezpečnosti a vývoja softvéru. 
1.3.1 Nebezpečný softvér 
V súčasnej dobe na nás na internete číhajú všelijaké nástrahy v podobe počítačových vírusov, červov 
a iného nebezpečného softvéru. Tvorcovia týchto bezpečnostných hrozieb využívajú reverzné 
techniky na objavenie slabých miest vášho systému. Na druhej strane sa reverzné inžinierstvo využíva 
pri tvorbe antivírusových systémov, v rámci ktorých sa používa na analýzu, zabezpečenie proti 
napadnutiu či odstráneniu týchto hrozieb. Čím je reverzný proces kvalitnejší a nová reprezentácia 
lepšie porozumiteľná pre človeka, tým je zabezpečenie kvalitnejšie a rýchlejšie dostupné. 
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1.3.2 Kryptografia 
Kryptografia alebo šifrovanie je náuka o utajovaní správ prevodom do formy, ktorá je čitateľná len so 
špeciálnymi vedomosťami. Reverzné inžinierstvo má využitie hlavne v kryptoanalýze (lúštenie 
zašifrovaných správ, overovanie kvality a spoľahlivosti šifry). Jedná sa o využívanie rôznych metód 
(vrátane reverzného inžinierstva) na prelomenie šifier a poukázanie na potrebu jej výmeny alebo 
aktualizácie. 
1.3.3 Správa digitálnych práv  
Správa digitálnych práv alebo DRM (Digital Rights Management) je pojem, ktorý zastrešuje metódy 
na zabezpečenie dodržiavania autorských práv, licenčných podmienok a ochranu proti nelegálnemu 
šíreniu. Tzv. piráti alebo „crackeri“ využívajú techniky na odhalenie týchto DRM metód 
k odstráneniu ochrany. 
1.3.4 Disassembling a dekompilácia 
Disassembler je program, ktorý prevádza binárny kód do vyššej reprezentácie v podobe assembleru, 
teda jazyka symbolických inštrukcií, ktorý je pre programátora oveľa lepšie čitateľný. Prevod do ešte 
vyššej reprezentácie, teda do niektorého z vyšších programovacích jazykov (napr. C) sa nazýva 
dekompilácia. Táto téma je bližšie popísaná v kapitole 2.5. 
1.3.5 Vývoj softvéru 
Vo vývoji je použitie reverzného inžinierstva hneď v niekoľkých fázach a oblastiach. Môže slúžiť 
ku skúmaniu nedokumentovaného kódu, kódu tretích strán alebo k získavaniu technológií z cudzích 
produktov. Najväčší význam však má pri vývoji nástroj zvaný debugger, ktorý slúži na hľadanie 
chýb, zdokonaľovanie a ladenie programu. Podporuje najrôznejšie metódy, ktoré programátorovi 
pomáhajú odhaliť chyby a nedostatky v programoch, tým že môže po krokoch sledovať beh svojho 
programu.  
1.3.6 Zisk strateného kódu a úpravy aplikácií bez zdrojových 
kódov 
Občas sa môže vyskytnúť situácia, kedy môžeme mať aplikáciu vo forme spustiteľného kódu, ale 
zdrojový kód nám z nejakých dôvodov chýba. Buď sa časom doslova stratil, stratil sa z dôvodu 
technických závad alebo napríklad firma stratí zamestnanca a s ním i kompletné alebo čiastočné 
zdrojové kódy. Dekompiláciou môžeme tento kód získať späť. Ale niekedy ani nepožadujeme 
samotný kód, ale snažíme sa získať znalosti, čo niektorá aplikácia vykonáva alebo ako to vykonáva. 
Často môže týmto dôjsť k doplneniu nekvalitnej alebo chýbajúcej dokumentácie aplikácie. 
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1.3.7 Migrácia kódu 
Preklad z vyššieho programovacieho jazyka do spustiteľného kódy je samozrejmosť. Ak dokážeme 
dekompilovať spustiteľné kódy do rôznych vyšších programovacích jazykov, tak nič nám nebráni 
v prechodoch medzi týmito jazykmi – migráciou.  
Napíšeme aplikáciu napríklad v jazyku C, preložíme aplikáciu do binárneho kódu. V prípade, 
že máme dekompilátor, ktorý produkuje kód v jazyku Python, po spätnom preklade získame 
ekvivalentný kód k pôvodnej reprezentácii v jazyku C. Prebehla migrácia kódu z jazyka C do jazyka 
Python. 
1.3.8 Verifikácia 
Verifikácia je dôležitý proces u prekladačov, kedy zisťujeme či výstup je konzistentný so vstupom.   
Preto je veľmi zaujímavé využitie dekompilátoru pri verifikácii správnosti implementácie 
prekladačov. 
1.4 Legálnosť reverzného inžinierstva 
Na tieto témy sa vedú nekonečné diskusie, ale už z predchádzajúcich príkladov sme mali pocit, že nie 
všetky spôsoby využívania sú úplne v poriadku. Negatívnou stránkou je nepochybne „cracking“, 
pirátstvo alebo plagiátorstvo, kedy väčšinou dochádza k hrubému porušovaniu autorských zákonov, 
licenčných podmienok alebo patentov. Touto činnosťou dochádza obvykle ku krádežiam, získavaniu 
informácii v niečí prospech alebo ich zneužívaniu. Ak sa neporušuje nič z týchto zákonov 
a podmienok môžeme povedať, že reverzné inžinierstvo nie je nelegálne. 
1.5 Dekompilácia 
Dekompilátor alebo spätný prekladač je nepochybne jeden z najzaujímavejších nástrojov reverzného 
inžinierstva. Jednoducho by sme mohli povedať, že jeho funkcia je úplne rovnaká ako má prekladač 
(kompilátor) akurát v opačnom poradí. Prekladač programovacieho jazyka prevádza program vo 
vyššom programovacom jazyku do strojovej podoby. Dekompilátor však generuje kód vo vyššom 
programovacom jazyku a prijíma ako vstup zdrojový kód, ktorý sa analyzuje oveľa horšie.  
Pri prekladaní programu do strojovej podoby sa stráca obrovské množstvo informácií ako 
komentáre, informácie o štruktúrach, informácie o typoch, názvoch premenných a tiež dochádza 
k úprave štruktúry programu optimalizáciami prekladača. Tieto chýbajúce informácie spätný proces 
prekladu komplikujú a jeho analýza je oveľa náročnejšia, ale nie nemožná. Samozrejme nemôžeme 
očakávať, že výstup dekompilácie bude identický a rovnako dobre čitateľný ako kód napísaný 
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človekom, ale musí byť sémanticky správny a funkčnosťou identický zdrojovému programu. 
Všeobecne dekompilátor pozostáva z troch hlavných častí:  
• predná časť (front-end) – táto časť na vstupe očakáva binárny kód alebo nejaký 
nízkoúrovňový jazyk – jazyk symbolických inštrukcií procesoru, ktorý dekóduje a prekladá 
na určitý druh nízkoúrovňovej vnútornej reprezentácie 
• stredná časť (middle-end) - vnútorná reprezentácia (IR – Intermediate Representation) nižšej 
úrovne je optimalizovaná a prevádzaná na vnútornú reprezentáciu vyššej úrovne, jedná sa o 
„medzikrok“ medzi nižším a vyšším programovacím jazykom. Vnútorná reprezentácia vyššej 
úrovne oproti jazyku symbolických inštrukcií eliminuje málo využiteľné informácie 
a celková stavba je taká, aby čo najviac uľahčila prevod do vyššieho programovacieho 
jazyka. 
• zadná časť (back-end) – prevod vnútornej reprezentácie na kód cieľového vyššieho 
programovacieho jazyka 
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2 Dekompilátor projektu Lissom 
Informácie využité v tejto kapitole som čerpal v týchto zdrojoch [4], [5], [6] a [7]. 
Hlavnou úlohou dekompilátoru je analýza binárneho kódu a jeho transformácia do vyššieho 
programovacieho jazyka. Dekompilátor projektu Lissom sa vyznačuje tým, že sa jedná o všeobecný 
dekompilátor, teda nie je platformovo závislý. Funguje tak, že užívateľ popíše svoju architektúru 
v jazyku ISAC ADL (jazyk vyvinutý v rámci projektu Lissom pre popis rôznych architektúr 
mikroprocesorov) a následne sa automaticky vygenerujú potrebné nástroje na dekompiláciu pre 
potrebnú architektúru. Teda ak sa vrátime k rozdeleniu z predchádzajúcej kapitoly, tak platformovo 
závislá je iba predná časť (front-end). Celý proces dekompilácie popisuje obrázok 3.1. Na ňom 
vidíme, že binárna reprezentácia danej platformy (Windows PE, Unix ELF, ...), je často zbalená a 
chránená proti reverznému inžinierstvu, preto je nutná prvotná fáza rozbalenia a konvertovanie do 
objektového formátu založeného na COFF. Využijú sa spomínané vygenerované nástroje prednej 
časti z popisu ISAC ADL. Dekompilátor zložený z prednej, strednej a zadnej časti sa postará 
o prevedenie kódu do reprezentácie vyššieho programovacieho jazyka (Python, C...). 
 
Obrázok 2.1 – Koncept všeobecného dekompilátoru Lissom (prevzaté z [4]) 
2.1.1 Jazyk LLVM IR – vnútorná reprezentácia 
Pre pochopenie práce Lissom dekompilátoru je potrebné sa zoznámiť s jazykom vnútornej 
reprezentácie. 
LLVM - Low-Level Virtual Machine - je to kompilačný zdrojovo a cieľovo nezávislý systém, 
ktorý umožňuje efektívnu optimalizáciu pri preklade a zostáva transparentný pre programátora. 
Využíva virtuálnu sadu inštrukcií LLVM IR. Jedná sa o nízkoúrovňovú reprezentáciu obohatenú 
o jazykovo nezávislé informácie o typoch, toku dát, nízkoúrovňových operáciách a prevádzaných 
akciách. Tento jazyk nie je závislý na zdrojovom kóde a ani na cieľovej architektúre.  
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LLVM IR obsahuje nekonečne mnoho typovaných virtuálnych registrov, ktoré môžu 
obsahovať hodnoty základných typov (boolean, integer, float, pointer). Tieto registre sú SSA (Static 
Single Assignment) [8], teda do každého registru môže byť priradená hodnota iba raz. Čo značne 
uľahčuje analýzu dátového toku. Opakovaný zápis je riešený špeciálnou inštrukciou phi 
(implementuje φ uzol SSA grafu). Na prenos medzi pamäťou a registrami sa využívajú inštrukcie 
load a store s operátormi typu ukazovateľ (pointer). Väčšina inštrukcií je 3-adresných (2 zdrojové 
operandy a 1 cieľový pre výslednú hodnotu). Je to jazyk nízkej úrovne, ale je veľmi obsiahly a 
s platformovo nezávislým dizajnom. Jeho ukážku môžeme vidieť na obrázku 2.2. 
Tieto vlastnosti sú veľmi dobre využité vo vnútornej reprezentácii dekompilátoru a preto bol tento 
jazyk vybraný ako vnútorná reprezentácia pre dekompilátor. Detailný syntax a sémantika jazyka 
LLVM IR je definovaný v referenčnom manuáli [5]. 
    Loop:        ; Nekonečný cyklus počítajúci od 0 
      %indvar = phi i32 [ 0, %LoopHeader ], [ %nextindvar, %Loop ] 
      %nextindvar = add i32 %indvar, 1 
      br label %Loop 
Obrázok 2.2 – Ukážka kódu LLVM IR (prevzaté z [5]) 
2.1.2 Front-end 
Hlavnou úlohou tejto časti je platformovo závislý binárny kód transformovať na sekvenciu príkazov 
vnútornej reprezentácie LLVM IR (kapitola 2.1.1). Jedná sa o niekoľko krokov. Najprv sa jednotlivé 
platformovo závisle binárne kódy konvertujú na jednotnú reprezentáciu. Tento interný objektový 
formát CCOFF formát súborov je vrátane konverzných algoritmov navrhnutý práve pre tento účel. 
V súčasnosti podporuje konverziu z formátov súborov Windows PE, Unix ELF, Symbian E32, 
a Android DEX. Následne prebieha extrakcia sémantiky, potrebná pre namapovanie inštrukčnej 
sémantiky LLVM IR. Potom sa generuje inštrukčný dekodér, ktorý vytvorí reprezentáciu 
v postupnosti LLVM IR inštrukcií. Vo finálnej fáze môže dôjsť k úprave LLVM IR kódu. 
2.1.3 Middle-end 
Vstupom tejto časti je LLVM IR kód. Táto časť má za úlohu vylepšiť tento kód a pripraviť ho pre 
export do vyššieho programovacieho jazyka. Jedná sa napr. o nahradenie časti kódov lepšie 
čitateľnými a pochopiteľnejšími inštrukciami, vyhľadanie a rozpoznanie konštánt, výrazov, 
pokročilejších štruktúr ako cykly, podmienky a niekoľko ďalších optimalizácii. Výstupom tejto časti 
je optimalizovaný LLVM IR kód. 
2.1.4 Back-end 
Pre nás najzaujímavejšia časť je transformácia LLVM IR kódu do vyššieho programovacieho jazyka. 
14 
 
Postupnosť akcií v zadnej časti dekompilátora je nasledujúca: Prevedie sa transformácia LLVM IR na 
našu vlastnú vnútornú reprezentáciu, nad ňou sa prevedú ďalšie optimalizácie a prevedie sa výpis do 
výstupného súboru (už vo vyššom programovacom jazyku).  
Vlastná vnútorná reprezentácia back-endu 
V zadnej časti sa ako posledný krok pred výstupom do vyššieho jazyka využíva vlastná vnútorná 
reprezentácia zadnej časti (ďalej ako IR back-endu). Táto reprezentácia slúži na prevod LLVM IR 
inštrukcií do interpretácie, ktorá je reprezentovaná abstraktným syntaktickým stromom. Dôležité je 
aby umožňovala čo najlepšiu optimalizáciu a čo najjednoduchší výstup výstupného jazyka.  
Medzi optimalizácie obsiahnuté v back-ende patria napr. odstránenia priradenia výrazu 
samého sebe, konverzia prázdnych polí na prázdne reťazce, odstránenie „mŕtveho“ kódu, konverzie 
globálnych premenných na lokálne, odstránenie zbytočných postupností priradení, konverzia cyklov 
a podmienok na výhodnejšie formy, odstránenie prebytočných zátvoriek a iných.  
Predstavme si niekoľko vybratých konverzií medzi LLVM IR hodnotami a IR back-endu. 
Hodnoty, konštanty, ukazovatele, load inštrukcie, unárne operátory, binárne operátory, porovnania sú 
konvertované na výrazy vlastnej IR back-endu. Store inštrukcia je konvertovaná na príkaz priradenia. 
Ďalej nesmieme zabudnúť na prevody dátových typov, volania funkcií a rôzne inicializácie.  
Existujúci výstupný jazyk 
V súčasnosti je možný prevod do jazyka Python (http://212.4.138.237/trac/wiki/BackendHOWTO), 
ktorý je ale mierne upravený. Je to blokovo štruktúrovaný interpretovaný objektovo orientovaný 
skriptovací jazyk so silnou typovou kontrolou. Na rozdiel od kompilovaných jazykov, typová 
kontrola prebieha až za behu programu. Oproti bežnému Pythonu sa v tomto jazyku vyskytujú 
konštrukcie, ktoré sa vyskytujú v jazyku C. Jedná sa o ukazovatele, dereferencie, získavanie adresy, 
príkaz switch (vetvenie na základe výrazu), označenie parametrov tromi bodkami vo funkciách 
s premenným počtom parametrov. Časť funkcionality z jazyka C je nahradená inými konštrukciami. 
Konkrétne namiesto ternárneho operátora sa využíva koštrukcia if/else, polia sú nahradené 
zoznamami a namiesto štruktúr sa využívajú slovníky. Cyklus for je použitý z jazyka Python 
s volaním funkcie range(from, to+1, step) namiesto cyklu známeho z jazyka C. Taktiež tento jazyk 
disponuje štandardným C príkazom goto. 
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3 Pridanie výstupu do jazyka C 
Informácie, z ktorých vychádzam v tejto kapitole pochádzajú z internej dokumentácie projektu 
dekompilátoru Lissom [7] a zo zdrojových kódov súčasnej implementácie dekompilátoru.  
Na tomto mieste je nutné spomenúť i existujúci LLVM C back-end (http://llvm.org/), ktorý 
by mohol mylne navodiť pocit, že vyvíjame existujúce. V skutočnosti je prístup k návrhu odlišný. 
Náš vyvíjaný C back-end v rámci všeobecného dekompilátoru má za cieľ generovať oveľa 
jednoduchší cieľový kód v jazyku C, namiesto skokových inštrukcií využívať riadiace štruktúry, 
zbaviť sa zbytočných pretypovaní, vynechať všetok nepotrebný kód a iné. 
3.1 Pridanie nového jazyka 
Dekompilátor projektu Lissom je na pridanie nového jazyka veľmi dobre prispôsobený, 
nakoľko celý dekompilátor je navrhnutý tak, aby jeho jednotlivé časti boli na sebe čo najmenej 
závislé. Súčasnú verziu dekompilátoru môžeme rozšíriť o nový jazyk pridaním nového generátoru 
cieľového kódu a samozrejme rozšírením vnútornej reprezentácie o časti, v ktorých chýba podpora. 
Prípadne doriešiť interné záležitosti jazyka. 
Ako vzor pre pridanie jazyka C môže slúžiť aktuálny generátor do modifikovaného jazyka 
Pythonu, ktorý už dokonca obsahuje niektoré štruktúry jazyka C (kapitola 2.1.4). Spolu s doplnením 
podpory v oblastiach, kde chýba v aktuálnom riešení podpora, môžeme dosiahnuť pridanie jazyka C 
do súčasnej implementácie dekompilátoru. 
V aktuálnom riešení sa vyskytujú konštrukcie, ktoré sa oproti jazyku C líšia minimálne. Jedná 
sa konkrétne o členenie do blokov, podpora polí, štruktúrované dátové typy, podpora ternárneho 
operátora alebo riadiacich konštrukcií, ktoré sa líšia len drobnými rozdielmi v syntaxi. Na druhej 
strane nájdeme i niekoľko vlastností jazyka C, ktorých podpora sa musí doplniť. 
3.2 Oblasti, pre ktoré chýba v aktuálnom riešení 
podpora 
Jazyk C má oproti jazyku Python isté odlišnosti, pre ktoré chýba podpora. V tejto kapitole sa pokúsim 
tieto oblasti vytipovať a zdôvodniť. 
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3.2.1 Informácie o typoch a pretypovaní 
V jazyku Python nie je nutné premenné deklarovať lebo každá premenná sa chápe ako odkaz na 
objekt. Z toho dôvodu v súčasnom riešení chýbajú vo vlastnej vnútornej reprezentácii informácie 
o type konštánt a premenných.  
V LLVM IR dekompilátoru Lissom sa generujú celočíselné typy, typy s pohyblivou rádovou 
čiarkou, ukazovateľom, poľom a štruktúrou. LLVM podporuje aj ďalšie typy ako napr. vektor, ale tie 
sa v dekompilátore negenerujú. Bude potrebné pridať konverziu týchto typov na vnútornú 
reprezentáciu back-endu. 
Tiež bude nutné zabezpečiť pretypovanie v opodstatnených prípadoch. V LLVM je 
generovaných niekoľko inštrukcií, ktoré sú v súčasnej implementácií ignorované, ale v jazyku C 
zodpovedajú rôznym dátovým pretypovaniam. 
Doplnenie tejto podpory nesmie nijako narušiť výstup jazyka Python a musí byť čo najviac 
nezávislý na konkrétnom výstupnom jazyku. Nebudeme napríklad vytvárať celočíselne typy bitových 
šírok, tak ako ich poznáme v jazyku C, ale vo vnútornej reprezentácii back-endu budeme 
reprezentovať typy ľubovoľnej bitovej šírky. 
3.2.2 Hlavičkové súbory externých knižníc 
V jazyku C je potrebné v prípade používania funkcií z externých knižníc,  pripájať hlavičkové súbory 
týchto knižníc pomocou konštrukcie #include <nazov.h>. Bude nutné zabezpečiť, aby sa zoznam 
týchto hlavičiek generoval vždy na začiatku výstupného C súbor. Je dôležité, aby sa generovali len tie 
hlavičkové súbory, ktoré sú naozaj potrebné. 
3.2.3 Deklarácie funkcií 
V jazyku C sa môže vyskytnúť, že sa funkcia volá skôr ako je definovaná. V niektorých prípadoch sa 
to dá vyriešiť zmenou poradia funkcií, ale ani to nemusí stačiť. Funkcie sa môžu volať napríklad 
i navzájom, tak, že funkcia A volá funkciu B a funkcia B volá funkciu A. V tomto prípade je potrebné 
deklarovať funkcie pred ich použitím. Obvyklé sa generujú pred všetkými definíciami funkcií. 
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4 Návrh pridania podpory jazyka C 
Obsah tejto kapitoly je klasifikovaný ako utajený, viď licenčné podmienky. 
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5 Implementácia 
Obsah tejto kapitoly je klasifikovaný ako utajený, viď licenčné podmienky. 
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6 Výsledky a vyhodnotenie 
Táto kapitola sa zaoberá hlavne otestovaním súčasnej implementácie zadnej časti spätného prekladača 
produkujúceho kód v jazyku C a zhrnutia toho čo funguje a čo nie. 
6.1 Sada testov 
Na DVD médiu v prílohe je obsiahnutá sada vstupných testov a príslušných vygenerovaných 
výstupov v zložke /tests. V zložke /tests/decompile-c sú referenčné výstupy skompilované na 
binárny kód a následne dekompilované. Použitá architektúra je MIPS (prekladač psp-gcc z pspsdk 
prístupné na URL: http://sourceforge.net/projects/minpspw/) a optimalizácia –O2. V zložke 
/tests/decompile-c-nobin sú vstupy skompilované a dekompilované len cez LLVM IR bez 
prevodu cez binárny kód, ktorá obsahujú viac informácií ako napr. názvy premenných, konštrukcie sú 
podobnejšie vstupným súborom a pod. Z tohto dôvodu sú tieto výstupy lepšie čitateľné a lepšie 
porovnateľné.  
6.2 Rozbor zaujímavých výsledkov testov 
Celková sada obsahuje 20 testov, z ktorej sa generuje 20+20 výstupov. K vygenerovaniu nových 
výstupov je možné použiť priložený skript pre linuxový shell. V tejto kapitole vyberiem z testovacích 
výstupov najzaujímavejšie výsledky. 
Test01: ukážka kompletného vstupného i výstupného súboru 
Vstupný kód: 
#include <stdlib.h> 
#include <stdio.h> 
 
int main(void) 
{ 
  printf("Hello world!"); 
  return EXIT_SUCCESS; 
} 
Výstupný kód: 
#include <stdbool.h> 
#include <stdint.h> 
#include <stdio.h> 
 
/* ------------ Functions --------------- */ 
 
int main(void) { 
  printf("Hello world!"); 
  return 0; 
} 
 
/* ------- External Functions -------- */ 
 
// uint32_t printf(uint8_t * var1, ...); 
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Test03: vstavané funkcie scanf a printf vstup a výstup 
Vstupný kód: 
int a,b; 
printf("Type 2 integer numbers: "); 
scanf("%d %d", &a, &b); 
printf("\n%d+%d=%d\n",a,b,a+b); 
 
Výstupný kód: 
printf("Type 2 integer numbers: "); 
a = 0; 
b = 0; 
scanf("%d %d", &(a), &(b)); 
printf("\n%d+%d=%d\n", a, b, (b + a)); 
Vstup a výstup sú takmer úplne rovnaké. V ďalších testoch sa objavujú rôzne konštrukcie, ktoré sú 
veľmi podobné čo sa týka i zdroju i cieľa. Jedná sa konkrétne o cykly for alebo while, niekedy 
s ekvivalentnou zámenou cyklov (Test07). Veľmi podobné bývajú i konštrukcie ako switch alebo if-
else. 
Test04: ukazuje problém s reprezentáciou štandardného vstupu/výstupu/chybového výstupu, teda 
nedokáže reprezentovať stdin/stdout/stderr, nakoľko by mali byť typu STREAM* či FILE*. 
Test05: V tomto teste si môžeme všimnúť zaujímavé správanie, kedy sa v hlavnej funkcii nevolá 
funkcia factorial(), ale je vložená ako inline. 
Test06: Vo výstupe sú jednotlivé prvky definované po jednom, čo by bolo vhodné určite 
optimalizovať. 
Test08: Tento test nám ponúka ukážku definície štruktúr, porovnajme vstupy a výstupy: 
Vstupný kód: 
struct date 
{ 
  int day; 
  int month; 
  int year; 
}; 
 
struct person 
{ 
  char name[11]; 
  char surname[11]; 
  struct date birth; 
}; 
Vstupný kód: 
 
struct struct1 
{ 
  uint32_t e0; 
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  uint32_t e1; 
  uint32_t e2; 
}; 
 
struct struct2 
{ 
  uint8_t e0[11]; 
  uint8_t e1[11]; 
  struct struct1 e2; 
}; 
 
Vidíme, že obe zápisy sú úplne ekvivalentné, rozdiely sú akurát v názvoch či štruktúr alebo zložiek. 
Žiadny problém nevzniká ani pri zanorovaní štruktúr či volaní ako parameter funkcie: 
void printfamily(struct struct2 person);  //z výstupného súboru 
 
V tomto teste sa nám objavuje ešte jeden  nedostatok, a to, že po dekompilácii sa nám v kóde objavili 
funkcie, pre ktoré nemáme príslušné hlavičkové súbory. Teda bez úpravy nie je možné kód preložiť. 
 
Test09: Tento test nám ukazuje jeden z nevyriešených problémov (totožný s problémom v Teste04), 
nedokáže interpretovať typ FILE*, ktorý slúži na prácu so súborovým vstupom a výstupom. Namiesto 
tohto vznikajú štruktúry ukazovateľov, ktoré ale samozrejme nevyhovujú ako parametre funkcií. 
Tento dekompilovaný súbor bez úpravy nie je možne preložiť. 
 
Test10: Demonštruje použitie niekoľkonásobných ukazovateľov. 
 
Test11 a 12: Teraz sa už definované funkcie používajú v hlavnej funkcii. Vo funkciách je ponechaná 
priama i nepriama rekurzia i po dekompilácii. 
 
Test14: Jedná sa o ďalší zaujímavý test, ktorý nám demonštruje problém, ktorý vyplýva z toho, že 
všetky čísla sú generované ako bezznamienkové. 
Vstupný kód: 
volatile int cmp=-12; 
printf("THIS IS PROBLEM:\n"); 
if (cmp<0) printf("%d < 0 - true\n", cmp); 
if (cmp>0) printf("%d < 0 - false\n", cmp); 
Výstupný kód: 
cmp = -12; 
puts("THIS IS PROBLEM:"); 
if ( (cmp < 0) ) 
{ 
  printf("%d < 0 - true\n", cmp); 
} 
if ( (cmp > 0) ) 
{ 
  printf("%d < 0 - false\n", cmp); 
} 
Po preklade kódu nám pôvodný program vypíše: 
-12 < 0 – true 
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Dekompilovaný a znovu preložený program vypíše: 
-12 < 0 – false 
V tomto prípade sa jedná o neekvivalentné programy, čo je spôsobené diskutovaným problémom 
znamienkových a bezznamienkových čísel. 
 
Test16: Reprezentuje využitie viacrozmerných polí na vykreslenie Ascii Artu v okne terminálu. 
Pôvodný i dekompilovaný (varianta bez prevodu cez binárny kód) a znovu preložený program podáva 
rovnaké výsledky. Kód dekompilovaný z binárneho kódu sa asi zo všetkých výstupov testou od 
výstupu prevádzaného len zec LLVM IR reprezentáciu líši najviac. Obsahuje goto inštrukcie, pre 
ktoré v súčasnom riešení chýba podpora. 
 
Test17: Úspešne reprezentuje prácu s dynamickou pamäťou a textom i po dekompilácii. 
Testy ktoré neboli spomenuté  doplňujú demonštráciu výstupu, ale neprinášajú nič prekvapivé. 
6.3 Zhrnutie problémov funkčnosti 
V rámci tejto práce sa nepodarilo vysporiadať s nasledujúcim problémami, ktoré vyplývajú 
z implementácie alebo boli zistené počas testovania. Niektoré chyby boli opravené, tieto spomínať 
nebudem.  
Tieto ťažkosti v niektorých prípadoch zapríčiňujú nepreložiteľný alebo neekvivalentný kód: 
• Problém bitových veľkostí celočíselných typov a typov s pohyblivou rádovou čiarkou: 
Hlavným dôvodom je chýbajúca reprezentácia typov ľubovoľnej bitovej šírky v jazyku C. 
(kapitola 4.3.1) 
• Problém  znamienkových a bezznamienkových dátových typov. V LLVM IR chýba podpora: 
Bližšie dôvody sú konzultované v kapitole 4.3.1. 
• Problém s chybnou interpretáciou ukazovateľov na súbor alebo stream: FILE *, STREAM *, 
stdio/stdin/stderr: Dôvodom je že v LLVM IR je interpretácia týchto ukazateľov ako 
štruktúry. Možné riešenie by bolo detekovať tieto štruktúry a interpretovať ich ako 
samostatný typ. Je to určite námet na ďalšie vylepšenie back-endu. 
• Výskyt funkcií mimo štandardnú knižnicu C (1990 ISO): Pre iné knižnice zatiaľ nemáme 
podporu. Nie je vybudovaná dostatočne rozsiahla databáza, ktorá by pokrývala všetky  
hlavičkové súbory. Súčasná databáza slúži hlavne pre demonštračné účely. (kapitola 5.1) 
• Problém zanorenia štruktúry samej do seba, čo tiež bráni v úspešnom preklade kódu: 
V jazyku C [1] nie je možná napr. konštrukcia typu: 
struct s1 { 
  int e1; 
  struct s1 e2; 
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} 
Pre očakávanú funkčnosť je nutné využiť príkaz typedef, ktorý nám už správnu funkčnosť 
zabezpečí: 
typedef struct s1 Ts1;  
struct s1 { 
  int e1; 
  Ts1 e2; 
} 
Riešením do budúcnosti by bola integrácia príkazu typedef  do definícií štruktúr a podobný 
prístup k definovaniu štruktúrovaných dátových typov pomocou typedef, aký využívame pri 
prototypoch funkcií. 
• Chýbajúca funkčnosť nepodmieneného skoku goto: V čase implementácie chýbala podpora 
a riešenie tohto problému nebolo náplňou tejto práce. 
Ak sa v kóde nevyskytuje žiaden z týchto problémov, neprejavil sa počas testovania žiaden problém 
s prekladom a správnou funkčnosťou.  
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Záver  
Cieľom tejto bakalárskej práce bolo naštudovať, navrhnúť a implementovať riešenie integrovateľné 
do vyvíjaného dekompilátoru bez narušenia pôvodnej funkčnosti. V tejto práci boli naznačené výhody 
a využitie dekompilátoru, z čoho vyplýva i význam celej tejto práce a získanie výstupu v jazyku C, 
ktorý je ďaleko čitateľnejší ako napríklad jazyk symbolických inštrukcií. 
 Pre implementáciu zadnej časti bolo nutné si naštudovať princípy spätného inžinierstva, 
dekompilácie, oboznámiť sa s vnútornými reprezentáciami v rámci dekompilátoru, hlavne sa naučiť 
syntax LLVM IR a zorientovať sa vo vnútornej reprezentácie backendu, preskúmať a zorientovať sa 
v zdrojových kódoch celého dekompilátoru a hlavne preskúmať možnosti pridania ďalších oblastí, 
v ktorých chýbala podpora. 
V rámci práce sa doplnila do vnútornej reprezentácie zadnej časti podpora dátových typov 
a výrazov pre pretypovanie, ktoré bude využiteľné i v ďalších výstupných jazykoch. 
Vzhľadom k rôznym komplikáciám a nevyriešeným problémom sa nepodarila implementácia 
100% funkčného riešenia, vyskytujú sa problémy, ktoré sa budú do budúcnosti musieť riešiť. Medzi 
ďalšie úlohy a vylepšenia určite patrí korektné určenie znamienkových a bezznamienkových 
dátových typov, správna reprezentácia i typov mimo štandardné bitové šírky typov jazyka C,  
zredukovanie zbytočných počtov pretypovaní, posun deklarácií premenných v kóde na miesto, ktoré 
je čo najbližšie k prvému použitiu. Vlastne vhodné je celkové postupné zjednodušovanie, 
optimalizovanie a ladenie výstupu tak, aby bol čo najjednoduchšie čitateľný, a zároveň preložiteľný 
s funkčnosťou identickou dekompilovanému zdrojovému spustiteľnému programu. 
Vzhľadom k faktu, že tento dekompilátor Lissom umožňuje výstup v 2 jazykoch, tak sa dá  
počítať s využitím dekompilátoru, okrem iného, na migráciu medzi jazykom Python a jazykom C. 
Ako už bolo niekoľkokrát spomenuté tak vývoj dekompilátoru do budúcna predstavuje veľmi 
zaujímavé využitie i na analýzu potencionálne nebezpečného softvéru, ale aj v mnohých iných 
sférach informačných technológii. 
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Zoznam príloh 
Príloha 1. DVD so zdrojovými kódmi implementácie, testovacími vstupmi a referenčnými výstupmi. 
