Abstract: Spatial data warehouses (SDWs) and spatial OLAP (SOLAP) are well-known business intelligence (BI) technologies that aim to support multidimensional and online analysis of huge volumes of data with spatial reference. Spatial vagueness is one of the most neglected imperfections of spatial data. Although several works propose new ad-hoc models for handling spatial vagueness, their implementation in spatial database management systems (DBMS) and SDW is still in an embryonic state. In this paper, we present a new design method for SOLAP datacubes that allows handling vague spatial data analysis issues. This method relies on a risk management method applied to the potential risks of data misinterpretation and decision makers' tolerance levels to those risks. We also present a tool implementing our method and a validation of the method is done based on the designed datacubes schemas testing.
Introduction
Spatial OLAP (SOLAP) can be defined as "a visual platform built especially to support rapid and easy spatiotemporal analysis and exploration of data following a multidimensional approach comprised of aggregation levels" (Bédard, 1997) . The analysis results are available in interactive cartographic, tabular and diagram displays. The explored data are stored in a spatial data warehouse (SDW) as datacube, that is the multidimensional model implementation (Salehi et al., 2010) . Usual end-users of those technologies are first and foremost decision makers who are rarely fully aware of the issues related to spatial data uncertainty (Gervais et al., 2012) . And yet, spatial data are primarily 'false but useful' models about the reality of interest (Devillers and Jeansoulin, 2005) since they define geographic phenomena by means of crisp boundaries even if it is not always possible to define exactly where objects begin and end (spatial vagueness). With such a choice of representation, a clear gap is created between the majority of real world phenomena and their formal representation in spatial databases (Cheng et al., 2001 ). The SOLAP end-users are then exposed to erroneous analysis due to the uncertainty issues on data sources.
To the best of our knowledge, only some recent researches introduce spatial vagueness in the spatio-multidimensional model (Siqueira et al., 2014) and SOLAP operators in order to reduce the analysis errors. In the meantime, Jadidi et al. (2012) have proposed an approach based on fuzzy set theory and tessellation to deal with spatial vagueness in SOLAP datacubes, approach experimented in coastal erosion.
Usually, existing SOLAP systems (e.g., Map4Decision, GeWOlap) (Bimonte, 2010) are based either on a relational architecture (where a spatial DBMS is used to store and manage spatial data) or on a SOLAP server (e.g., GeoMondrian, Oracle BIEE) to implement spatial data cubes and SOLAP operators. They also include an OLAP client enhanced with interactive cartographic displays to visualise and trigger SOLAP queries. Motivated by the need of using existing SOLAP systems with their vector-based cartographic dimensions of datacubes and simple polygons to represent the spatial data, we adopted a risk management approach that involves end-users into the design of the SOLAP datacube to better deal with the uncertainty.
In Edoh-Alove et al. (2014), we worked out a new design method for classic SOLAP datacubes that allows handling vague spatial data by involving end-users' tolerance levels to the risks of misinterpreting the uncertain data. This method is based on an interactive and iterative design approach allowing the definition and validation of SOLAP datacubes prototypes with the help of end-users. Basically, the method takes into account risks of misinterpretation defined by datacube end-users and spatial data experts. It also considers users' tolerance levels to those risks. The method proposes to end-users a set of SOLAP datacube prototypes iteratively tailored to their tolerance levels, i.e., it makes necessary adjustments depending on their reactions when using the prototypes. Moreover, we elaborated a new datacube design tool to support our method. This paper goes beyond a previous paper (Edoh-Alove et al., 2014) by experimenting the tool on a complete case study and the validating the results.
The paper is structured the following way: an agricultural case study describing the motivation of our research is introduced in Section 2 as well as our method, and its implementation is described in Section 3; Section 4 presents the method validation, and Section 5 the related work.
Motivations
In this section we present an agri-environmental SOLAP data cube (Figure 1 ) to illustrate our contributions. It is adapted from the SIGEMO solution (Soulignac et al., 2006 ), which has been tested for a few years now. Sewage sludge produced by wastewater treatment plant can be used as crop fertiliser in agriculture. Farmers spread sewage sludge on cultivated plot to fertilise soil. Sewage sludge can contain different elements such as trace metals plumb, cadmium, chromium… Some of those trace metals are essential to the functioning of the biological process (e.g., copper, chromium, nickel). However, at high concentrations, trace metals provided by sludge can become toxic for different forms of life. So, from an environmental point of view, it is very important to monitor the activity of sewage sludge spreading.
Here, we consider a SOLAP datacube to analyse data related to sludge spreading activities in agriculture. The intended SOLAP data cube initial platform independent model (PIM in the MDA method; OMG, 2003) has been elaborated using the ICSOLAP UML Profile presented in Boulil et al. (2012) (Figure 1 ).
The SOLAP data cube has a temporal dimension (Time), a thematic dimension representing products spread (Products) and a spatial dimension (Location). The Location dimension has a hierarchy LocationH composed of spread zones level and watershed level. A spread zone is a zone on which sewage sludge can be present. A watershed represents a region inside of which all surface waters converge to the same hydrographic network made of rivers, lakes or other waterbodies. The spread zone geometry is vague (see Figure 2) ; this geometry is composed of:
1 A certain part (drawn in green): The green zone is the limit of an agricultural plot on which sludge has been spread. The geometries of these agricultural plots come from the French national geographic information system.
2 An uncertain part which is the space between the certain part and the red boundary: Because of imprecisions related to spreading activity (e.g., the imprecision of the tractor equipment and potentially strong winds), it is possible that, in some cases, sludge has been spread outside of the green zone. It is the reason why a larger limit has been defined (the red boundary); nevertheless, we consider that it is not likely that sludge has been spread outside the red limit during the spreading of the plot.
The uncertain part creates risks of misinterpretation which are related to the geometry of spatial members or to their aggregation: Risk related to geometry: The measure ProductFlowFromSludge (Figure 1 ) in this SOLAP datacube is the flow of trace metals (quantity of trace metals in grams divided by spread surface in square meters) provided by each sludge spreading. Thus, the calculated value of the flow differs between the green (minimum) and red (maximum) extents. It is aggregated along the hierarchies using the average function. An example of factual data is shown on Table 1 .
Using a SOLAP datacube implementing this model with the minimum and maximum values of ProductFlowFromSludge, decision makers can better monitor the average flow of products for each plot per year (Q1). This value is also useful because there is a regulation on the maximum amount of products contained in the sludge spread. We note that in January of the year 2000, the flow of zinc for SpreadZone1 is 4.09 g/m 2 when considering the allowed surface (green zone), while it is 3.09 g/m 2 when considering the surface of the red polygon. This means that a risk of over evaluation of the measure ProductFlowFromSludge exists if one does not take into consideration the imprecisions of sludge spreading activities (i.e., the red zone). This problem stems from the vagueness of the geometry of spread zones (members of level spread zones) and would lead to false interpretations within a datacube such as the one in Figure 1 .
We define this risk of misinterpretation as risk-geometry, i.e., a risk related exclusively to the vague geometries of members of the spatial dimension.
Risk related to aggregation: we now analyse the aggregation of measures per spread zones up to the watershed level. Typically, the spread zones polygons are totally included into the polygon of a watershed. When a spread zone is not fully contained into a watershed, we apply a classical spatial split method before aggregating the measures (Malinowski and Zimányi, 2008) . In other terms, we weight the measure value on the surface of the spread zone included into the surface of the watershed.
For example, in our case study if we consider only the green zones for SpreadZone1 and SpreadZone2, then in 2000, the flow of zinc in the Watershed1 is 0.75 g/m 2 . However, if we consider the maximal surface (red polygons) then the flow of zinc applied in the same watershed is 1.65 g/m 2 . Since such a difference happens for every plot crossing or near the watershed, for several spreads, the aggregated value for the watershed will be faulty. There is a risk to under evaluate the flow of products in the watersheds if the spread zone is considered only in the plot spreading suitable limits.
We define this risk as risk-aggregation, a risk associated to the aggregation of measures associated to members with vague geometries.
In the remaining of this section, we present our risk-aware semi-automatic method for designing SOLAP datacubes, by taking into account risks of misinterpretation (e.g., under/over estimation of measure values, assuming measure values as exact, etc.) and end-users' tolerance levels to those risks.
The main idea of our method is to explicitly manage risks of misinterpretation associated to spatio-multidimensional data (measures and spatial members) that are marked by spatial vagueness, in order to define spatio-multidimensional models that exploit the simple geometry types (point, line, polygon) supported by today's SOLAP technology instead of geometrically complex spatial vague objects models described in theoretical researches (Pauly and Schneider, 2010; Dilo, 2006; Schneider, 1999; Bejaoui, 2009) . With this method, we aim, at least, at maintaining for each designed datacube the same usability and implementability level as for a classical datacube designed for the same requirements. The management of the risks of misinterpretation is done in three main steps: first, the risk is identified, then a risk management strategy [avoidance, control, transfer or indifference as defined in Gervais et al. (2009) ] is chosen according to the end-users tolerance level [totally unacceptable (level = 0), somewhat unacceptable (level = 1), somewhat acceptable (level = 2) and totally acceptable risk (level = 3)] to the risk and finally a risk reduction action is applied to the multidimensional schema. The actions can modify the multidimensional structure (e.g., level deleting), the aggregation formulas (e.g., aggregator modification) or can consist of the definition of visualisation policies variables (e.g., pivot table cells colours) to communicate the risk to the end-users. Further explanations on the risks management approach can be found in Edoh-Alove et al. (2015) . The proposed method should:
1 Use a data model representing vague spatial data with simple geometries (point, line, polygon) to allow a feasible implementation in existing SOLAP systems (Bimonte, 2010) .
2 Explicitly support SOLAP datacube aggregations and the definition of visualisation policies variables, as well as spatio-multidimensional schemas definition. Indeed, our method should provide not only the SOLAP datacube multidimensional and physical schemas as outputs but it should also specifies the different pertinent and authorised aggregation operations, as well as visualisation policies variables values (e.g., red colour for spreadzones level cells) to communicate the risks if needed.
3 Allow the possibility of an implementation according to the rapid prototyping paradigm (Bimonte et al., 2013b) : the method must facilitate returns to some of the key steps of the design in order to revise the choices made and to refine the datacube model. Since our design method will define visualisation parameters and change the spatio-multidimensional model, the SOLAP application end-users need to 'play' with prototypes to validate the resulting datacubes, before SOLAP experts move to the final implementation.
The steps of our RADSOLAP method are (see Figure 3 ):
7 Decision makers access and explore these sample data using simple pivot tables of the SOLAP client, so as to validate the prototype.
• if the prototype is validated but visualisation policies variables values choices are not, then return to step 5 to test other actions • if the prototype is not validated, return to step 1 if tolerance levels cannot be changed otherwise return to step 3.
For example in our case study users can go back to step 1 and choose to consider the spread zones in their maximal extent.
8 Once the prototype is validated and declared true to analysis requirements, data are collected, final ETL is designed, and the prototype is engineered by the SOLAP experts. 
Implementation of the RADSOLAP method: the RADTool
With the RADSOLAP method, several SOLAP datacubes are designed incrementally and can be proposed to the decision makers. Each SOLAP datacube corresponds to a different multidimensional schema, data and visualisation policies. Not only it could be difficult to perform all the required schemas transformations in a quick and coherent way that preserves the schemas validity, but it could also be difficult for decision makers to have a good idea of the impact of all actions associated to their tolerance levels on the resulting SOLAP datacubes, their exploration and visualisation, without really 'playing' with them (Bimonte et al., 2013a) . For example, if one of the strategies applied is to remove a level, they may not be really sure it still fits the analyses needs until they perform the SOLAP datacube exploration. Moreover, ETL procedures are usually complex and time and resources consuming (Guimond, 2005) . A rapid prototyping will help them see what they can expect with the choices made, and then decide which SOLAP datacube better fits their use before moving the whole project to the costly ETL process phase. The need of a technical solution that supports a quick production and implementation of datacubes becomes undeniable. We therefore propose the risk-aware design tool (RADTool), a system to design and implement datacubes.
The global architecture of the RADTool is based on the ProtOLAP system proposed in Bimonte et al. (2013b) . The main idea of ProtOLAP is to allow datacube designers to automatically and incrementally implement datacube schemas and feed them with sample data, and provide end-users with real OLAP clients to allow them to test the designed datacube, in order to ultimately validate the spatio-multidimensional schema. We think that such method is highly beneficial in our risk-aware design approach.
However for now, our main purpose is not to develop a turnkey tool to support the risk-aware design but to verify that a risk-aware design approach can help produce SOLAP datacubes, exploiting spatial vague objects, where the spatial vagueness is considered (more reliable datacubes), and that are as usable and easily implementable as SOLAP datacubes designed with any classical design method. Therefore in this paper, we only concentrate on defining and implementing the RADTool features that would facilitate and make the prototyping of the datacubes quick and efficient. The result is a first version of what could become a complete turnkey solution to support risk-aware design of SOLAP datacubes activities.
Preliminary work: ProtOLAP
ProtOLAP is a tool for rapid prototyping datacube development. The ProtOLAP architecture based on a Relational OLAP platform and is composed of four tiers:
• The requirement tier, where OLAP experts draw a UML-based PIM, using the ICSOLAP UML profile (Boulil et al., 2012) and the MagicDraw CASE tool 1 (UML-based modelling software).
• The deployment tier, that includes the Oracle Relational DBMS, the Mondrian OLAP server, and a mechanism that creates relational schema for Oracle and metadata for Mondrian starting from the conceptual schema.
• The feeding tier, that automatically generates a visual interface through which users can feed the datacube stored in deployment tier with application domain data.
• The visualisation tier, that allows decision makers to query data stored in the deployment tier using the JRubik OLAP client. SOLAP RADTool.
SOLAP RADTool
We need to extend the ProtOLAP tool, with the features that are required to support the SOLAP datacube risk-aware conceptual design and prototyping activities which are: 1 the multidimensional schemas transformations 2 the exploration with classical SOLAP clients. 
RADTool
To support the schemas transformations, we have extended the ProtOLAP main interface by adding a risks management view frame (see Figure 6) ; we have also added the transformation tier where some transformation functions as well as a schemas fusion module are implemented. The risks management view frame is used by datacube designers to select risks and tolerance levels to add to the initial datacube. That way, the risks and tolerance levels parameters can be changed in an iterative manner and the tool can transform the datacube schemas accordingly by means of the functions (DeleteSpatialLevel, ChangeAggregator and CommunicateRisk) implemented in the transformation tier.
Note that the transformations are applied directly on XML Mondrian schemata first generated in the deployment tier from the PIM elementary models in UML. In the visualisation tier, the OLAP client Jrubik is delivered to decision makers to validate the spatio-multidimensional schemas and aggregation functions as well as the choice of tolerance levels and actions (including visualisation policies such as pivot cells in red or green).
An example of one datacube prototype implemented in our case study where spreadzones level is not deleted by actions, but a visualisation policy is applied, is shown on Figure 8 . We can note that the risk-geometry is communicated using a red colour in the pivot table as defined in the MDX generated accordingly by the tool (cf. Figure 7 ). 
RADSOLAP method validation
To validate the method, we need to verify that the SOLAP datacubes resulting from it are more reliable (spatial vagueness is considered) while remaining as usable (schema understandability) and easily implementable in classical architectures (no specific new technique proposed to support the datacubes deployment in SDBMS and SOLAP servers) as classical SOLAP datacubes.
Regarding the ease of implementation aspect, it is obvious that the implementation of the SOLAP datacubes obtained with our design method can be deployed in classical SOLAP architecture without having to develop any particular complex technique related to the spatial vagueness management. Indeed, first of all, the outputs of the RADTool are classical spatial SQL and MDX scripts as well as XML Mondrian schemas; also, the new visual policies we have defined are simply based on the MDX styling, thus they can be enabled in any OLAP client.
The activity diagram of Figure 9 presents the approach adopted to verify the usability and reliability aspects. The verification is done in four phases:
• Phase 1: define design evaluation criteria
The fundamental question we have to answer here is: 'how are the SOLAP datacubes evaluated on the usability and reliability aspects?' For each evaluation activity, it is essential to define verifiable and/or quantifiable (if applicable) criteria early on to avoid any subjectivity. This step is where the criteria definition is done according to our goals.
• Phase 2: design SOLAP datacubes using RADSOLAP method and design SOLAP datacubes using a classical method This phase simply focuses on the designing and prototyping of the SOLAP datacubes with and without our new risk-aware design method.
• Phase 3: analysing resulting datacubes based on the criteria
In this phase, we evaluate the design results using the criteria defined in the first phase.
• Phase 4: discuss analysis results
In this step, a comparison is done between the results of the classical design and the RADSOLAP design based on the previous analysis. In this phase, we are able to answer the question 'are the SOLAP datacubes designed with our method more reliable than and as usable as the classical datacubes?'.
In the rest of the section, we detail each step and results obtained.
Definition of the design evaluation criteria

Usability evaluation
Some researchers have advocated the use of quantifiable metrics to test datacubes conceptual or logical schema understandability (Golfarelli and Rizzi, 2011; Berenguer et al., 2005; Serrano et al., 2007) .
Valid and useful metrics definition is a complex activity. It requires a clear definition of the measurements goals and organisation's needs, then the definition of the metrics based on the goals and needs, and finally the most important step, the metrics validation (Serrano et al., 2007) . The validation should be theoretical and empirical (based on experiments, case studies and surveys). Therefore, we find judicious to identify appropriate already existing metrics to use for our datacube understandability evaluation.
The two main requirements that guide our metrics choice are:
1 facts, dimensions and measures must be considered 2 the risk communication artefacts' must be addressed.
Ultimately, we have selected the following metrics: total number of classes, number of spatial dimensions, number of hierarchy relationships, number of measures per fact as defined in Serrano et al. (2007) and number of multiple hierarchies as defined in Gosain et al. (2011) .
• Total number of classes: it counts the total number of classes existing in the SOLAP datacube PIM. The classes are the level classes, the fact class, and the BaseIndicator (Boulil et al., 2012) classes. This metric in particular allows us to consider a new risk class, to hold the risks, tolerance and visualisation policies variables associated, introduced by our method into the SOLAP datacube models.
• Number of spatial dimensions: it counts the number of spatial dimensions existing in the SOLAP datacube PIM. We have selected this metric because it allows us to evaluate the complexity of the model regarding the number of spatial dimensions end-users will have to wrap their mind around and exploit, with or without vagueness issues, in their analysis.
• Number of hierarchy relationships: it counts the number of relationships between the levels in a dimension. It highlights the importance of complex hierarchies (Malinowski and Zimányi, 2008) in the model. We have selected this metric because it allows evaluating the understandability of the model.
• Number of multiple hierarchies: it counts each time a multiple hierarchy is found in the model. We have selected this metric because it help evaluates and compare the models complexity regarding the number of multiple hierarchies end-users will have to deal with while exploring the datacubes.
• Number of measures per fact: it counts the number of measures associated to each fact. This metric focuses on the measures described in the model and we found it useful in this work because it allows us to evaluates and compare the models complexity on the number of measures end-users will have to exploit with or without spatial vagueness issues.
Using these metrics as criteria for comparing the datacubes allow us to objectively verify if the RADSOLAP datacubes schemas are as usable as classical SOLAP datacubes ones. How do the metrics values differ from one datacube to the other? Are the values greater or lesser for the RADSOLAP datacubes? Those are the questions we want to answer during the phase 4 of the validation. Indeed, if the metrics values are similar, we could conclude that the method keeps the level of usability of the datacubes. However, if they differ in a significant way (e.g., 30% more or less), we could evaluate if the RADSOLAP method produces more usable datacubes or not in this study case:
• A total number of classes that has increased in a significant way for RADSOLAP datacubes would mean that the method adds too many new risk classes for the datacubes to be as understandable as the classical datacubes.
• A Number of spatial dimensions, hierarchy relationships, measures per fact or multiple hierarchies significantly greater would mean that the RADSOLAP datacubes are less understandable.
In contrary, a smaller number of classes, spatial dimensions, hierarchy relationships, measures per fact or multiple hierarchies would mean that the method simplifies the datacubes and makes them more usable in regards with the considered criterion.
Reliability evaluation
In this work, reliability refers to the fact that the spatial vagueness is considered (identified and managed) or not in the datacube. The question of how the reliability is evaluated has been the main issue. Indeed, this concept being very particular to our work, we could not find any existing metric or criteria suitable for this evaluation activity in the literature. With that said, in our RADSOLAP method (cf. Section 2), more specifically at
Step 2, we advocate the identification of vague geometric attributes on the initial SOLAP datacube PIM and then at Step 3 the identification and assessment of all the risks of misinterpretation induced by the previous identified vague geometric attributes. The risks identification is then followed by risks management activities in the next step. In summary, each vague geometric attribute induces zero to multiple intrinsic risks of misinterpretation (risk-geometry and risk-aggregations), and each risk of misinterpretation is managed with 0 to multiple risk management actions (cf. Figure 10) . Basically, the method allows considering the spatial vagueness. The spatial vagueness management is however replaced by the management of the risks of misinterpretation (induced by the vagueness). Any effort towards considering the risks of misinterpretation, namely a risk identification activity, and any effort towards managing the eventual identified risks, namely a risk management action is an effort towards managing the spatial vagueness and must be recognised as such.
Ultimately, to evaluate the reliability for both classical and RADSOLAP datacubes, we just need to verify if the spatial vagueness has been highlighted and risks have been identified and managed or not.
SOLAP datacubes design
The classical design method result is a SOLAP datacube PIM where the spatial vagueness is not considered at all (see Figure 11) . It is the same as the Sludge PIM showed on Figure 1 except that the spatial dimension is enriched with new spatial levels and a new measure to meet more user analysis requirements. It has now one multiple hierarchy with two paths as shown on the Figure 11 : spread zones < watersheds < country (LocationHWatershed) and spread zones < farms < regions < country (LocationHFarms). The new measure, ProductConcentrationInSoils refers to the trace metals concentration in the soils. It is also important to monitor this concentration in order to control the quantity of product added by the spreading. The new path LocationHFarms allows end-users to monitor the product flow brought by the sludge spread and the product concentration in the soils not only in spread zones and watersheds but also in farms and regions. Regarding the RADSOLAP design of the datacubes, we have considered the spread zones in their minimal extents (cf. green region on). We note that considering them in their maximal extents (rather than their minimal extents) will not change the results of our analysis. The only things that change when exploiting the maximal extents in this case study is the wording of the risks identified (over evaluation became under evaluation, vice versa or nothing changes) and eventually end-users tolerance levels since the risks are different. Since we will be trying all possible combinations of tolerance levels here, those changes do not impact the design resulting and consequently the results evaluation.
We have applied a combination of all four tolerance levels to the datacube PIM obtained after risks identification and actions were applied in accordance with the tolerance choices. The result is a set of 31 final SOLAP datacubes PIMs, which are actually all possible datacubes for this study case.
SOLAP datacubes analysis based on the criteria and results discussion
Regarding the reliability, while the sludge datacube has been designed without considering, let alone managing the spatial vagueness on the spread zones, the spatial vagueness on spread zones has been singled out and taken care of by means of risks of misinterpretation identification and management for the 31 RADSOLAP datacubes. In some cases, the choice to accept some of the risks, and therefore not doing any action to reduce them has been made; however, that choice is conscious and is part of a risk management strategy (indifference) itself.
We can conclude that the SOLAP datacubes designed with the RADSOLAP method are more reliable than the classical Sludge datacube. Now, regarding the usability aspect, the SOLAP datacubes PIMs were tested according to the metrics identified previously. We recall that we have 31 final possible SOLAP datacubes for when the spread zones are considered in their minimal extents and one classical SOLAP datacube.
First we have computed the Euclidian distance d between the vectors of metrics values corresponding to each resulting SOLAP datacube and the sludge one. This distance will be used to evaluate the level of similarity between the RADSOLAP datacubes and the classical and help us answer our first question: How do the metrics values differ from one datacube to the other?
We consider V(x 1 , x 2 , x 3 , x 4 , x 5 , x 6 ) the vector of metrics representing the Sludge datacube and V risk (y 1 , y 2 , y 3 , y 4 , y 5 , y 6 ) the vector of metrics representing one of the 31 SOLAP datacubes obtained with the RADSOLAP method. Therefore the Euclidean distance is Overall, three RADSOLAP datacubes PIMs are at a distance of 1 from the classical Sludge PIM, only one is at a distance of 54 (greatest distance) and the majority is around the median distance (d 2 = 12). The set standard deviation is 12.21. From those statistics, we can already conclude that the majority of the SOLAP datacubes designed with our method are similar to the classical Sludge datacube in terms of the usability.
To refine the comparison, and answer our second question ('are the values greater or lesser for the RADSOLAP datacubes?') we take a closer look to the RADSOLAP datacubes PIMs corresponding to the smallest, greatest and median distance. We have selected three SOLAP datacubes from the 31 designed: one that corresponds to the smallest d 2 value (SludgeRiskSmallest), one that corresponds to the highest d 2 value (SludgeRiskGreatest) and one that corresponds to the median d 2 value (SludgeRiskMedian). The metrics values for the Sludge datacube and the ones for the three selected SOLAP datacubes are computed in Table 2 . Regarding the SludgeRiskGreatest PIM in particular, even though its classes include new classes holding risks identified + tolerance + visualisation policies, it appears that this datacube is still more usable than the classical Sludge one (only seven classes, two hierarchy relationships and 0 multiple hierarchies).
Also, we think that the visualisation policies themselves, which are new artefacts brought by our approach, do not harm the usability since in the worst case, only three of them are to be included in the datacubes interpretation by the end-users. Indeed, we note that in general, the RADSOLAP datacubes only holds 0 to at most three visualisation policies variables to communicate the risks when applicable.
With all these observations, we have come to the conclusion that each SOLAP datacube designed with the RADSOLAP method for this case study is as usable (or even more usable) as the classical SOLAP datacube designed.
Related work
The practical integration of vague objects models (used to represent vague spatial data) in SOLAP systems is in an embryonic state and it is only very recently that Jadidi et al. (2012) have proposed an algorithmic approach based on fuzzy set theory to deal with fuzzy boundaries of coastal erosion risk areas, among others. Also, Siqueira et al. (2012) have extended the multidimensional model in order to exploit vague objects exact models (Pauly and Schneider, 2010; Bejaoui, 2009 ). They introduced the term 'vague' in the multidimensional concepts, redefining spatial attributes, measures, dimensions and hierarchies. There is no implementation tools proposed with their new definitions.
Thus, even though integrating vague objects in SOLAP systems is a good approach to reduce the uncertainty related to spatial vagueness, there is still much to do in order to design, implement and exploit SOLAP datacubes with vague objects. As a matter of fact, existing tools (SOLAP server and client) and Spatial DBMS (Pauly and Schneider, 2010) are not designed to manage vague objects.
On the other hand, also very recently, the Geomatics community has been interested in preventing users from spatial data misuses in general. In that vein, a risk of misuses management method has been worked out (Gervais et al., 2009; Lévesque, 2008) , as well as risks management strategies, indicators and frameworks (Roy, 2013; Grira et al., 2013; Gervais et al., 2012) to help users identify and/or assess potential risks of misuses in order to prevent them during the spatial data usage. In particular, Lévesque (2008) has defined the risk of misuse for SOLAP datacube in accordance with the ISO (2000) definition of risk, i.e., as being the risk of the probability of occurrence of a datacube inappropriate use (a usage that leads to unexpected results) combined with the severity of the impact of that inappropriate use. She has also proposed tools to identify and manage the risk of misuses on the intended SOLAP datacube by popping context-sensitive warnings in some multidimensional queries. However, the spatial vagueness has not been addressed specifically.
In the same vein, there is another research which introduces risk management in the database design process (Grira et al., 2013) . This research focuses on introducing a collaborative approach based on crowdsourcing technology to identify potential risks of data misuses. It relies on end-users' feedbacks about the ways the elements (object class, property, function, association, domains) of a conceptual database design are defined. Their approach is supported by collaborative tools such as wiki, questionnaire and forum to find the risks identified for the given definitions and to improve these definitions if decided so. If not, other risk management strategies are adopted. It is the database design team who selects the best risk management strategy for each risk identified, not the crowd of end-users. This may lead to modifications to their database design. Their work is generic for any type of spatial database and in this regard, it can be seen as complementary to the work presented in this paper.
Note that Jadidi et al. (2012) , Grira et al. (2013) and our own researches come from the same research group and were thought to be complementary in the way the quality issue is addressed. Other works by Lévesque (2008) , Roy (2013) and Gervais et al. (2009 Gervais et al. ( , 2012 also come from our research group and aim at different but complementary objectives.
Regarding the data cube design methodologies, the classical design and implementation process adopted for (spatial) data cubes in the literature is composed of these main steps: functional requirements analysis, conceptual design, logical schema elaboration and physical schema elaboration for the design phase, and extract transform and loading (ETL) process followed by the data cube deployment for the implementation phase. Note that to design and implement SOLAP data cubes, designers commonly follow methods such as the MDA one (Guimond, 2005; Glorio and Trujillo, 2008) and/or agile prototyping-based methods (Bimonte et al., 2013b) .
With that said, different researchers in the OLAP field, have specifically put the focus on the extraction of the multidimensional schema from either the users' needs (expressed in SQL queries or ontologies -user-driven approach), the available data sources (databases relational or logical models -data-driven approach) or from both users and data sources (hybrid approach). It led to the proposition of multidimensional modelling methods where requirements, conceptual and/or logical data cube schema are derived in an automatic or semi-automatic way according to the type of approach implemented.
The analysis of the design methodologies shows that (spatial) data uncertainty issues do not explicitly influence the resulting data cube multidimensional elements (i.e., facts, dimensions, hierarchies, measures and aggregations) definition. Instead, uncertainty and datacube quality are principally addressed during the ETL process and/or reporting phase (Dyreson et al., 2003; Pedersen et al., 1999) .
Conclusions and future work
In this paper we have presented RADSOLAP, our new design method for conventional SOLAP applications that allows handling vague spatial data analysis issues by means of SOLAP datacubes risks of misinterpretation and decision makers' tolerance levels to those risks. The method allows decision makers, organisation geospatial data and systems users as well as SOLAP experts to collaborate in designing SOLAP datacubes:
1 that decision makers can easily explore and analyse 2 that can be implemented in the existing SOLAP systems 3 that handle the spatial vagueness on the sources.
We have also introduced the RADTool, a technical framework that supports this risk-aware design method. The RADTool helps generate automatically SOLAP datacubes prototypes that end-users can visualise and explore in order to validate the whole design. It has been used specifically in this paper to produce different SOLAP datacubes corresponding to all possible combinations of tolerance levels for our case study based on the French national sludge spread monitoring database (Soulignac et al., 2006) . To validate the method, we have compared all the designed RADSOLAP datacubes to the classical SOLAP datacube corresponding to the same case study, based on usability criteria defined beforehand. The comparison results analysis has shown that overall, our method produces SOLAP datacubes more reliable, as usable and as easily implementable in classical SOLAP architectures as classical SOLAP datacubes.
The questions that remains unanswered is: 'how the usability is impacted when there are more than one datacube provided to the end-users, knowing that the process can deliver from 1 to N (N being the number of elementary datacubes) SOLAP datacube?'. To answer this one, we think that it is necessary to place the usability testing in the context of multiple datacubes exploitation, however for now, to the best of our knowledge, there are not objective methods or quantitative approaches to such testing in the literature yet. We will address this question more in details in our future work.
