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Resumen
Con la creacio´n y la llegada de nuevos sistemas operativos para smartphones, emergen
nuevas posibilidades que llevan a algunas empresas del sector informa´tico a tomar ventaja de
estas tendencias y generar ideas para abarcar nuevos nichos de mercado. Una de estas ideas es la
creacio´n de una aplicacio´n para apuestas deportivas, enfocada especialmente a un sector joven
de la sociedad. En este documento se describen los procesos de ana´lisis, planificacio´n y disen˜o
que se han llevado a cabo para poner en marcha dicha aplicacio´n. El desarrollo de la aplicacio´n
se ha realizado durante la estancia en pra´cticas en la empresa Soluciones CuatroOchenta
S.L. [12], empresa especializada en el desarrollo de aplicaciones para smartphones. El proyecto
general ha sido implementado por un equipo de desarrolladores con la metodolog´ıa Scrum [9],
de forma que hay un webservice restfull que provee todos los servicios necesarios. La presente
memoria se centra en el trabajo desarrollado por el alumno durante su estancia en pra´cticas, en
la creacio´n de la aplicacio´n iOS del sistema de apuestas, desarrollada nativamente en Swift [1] la
cual consulta unos webservices. Se utiliza Jira para Scrum, Xcode es el entorno de programacio´n
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Este documento establece la memoria del proyecto Desarrollo de aplicacio´n iOS utili-
zando webservices REST [7] en formato JSON [4] desarrollado durante la estancia en
pra´cticas en la empresa Soluciones CuatroOchenta S.L. La presente memoria se desglosa
en una pequen˜a introduccio´n de la empresa, la descripcio´n del proyecto realizado, la planifica-
cio´n seguida durante la estancia en pra´cticas, el ana´lisis y disen˜o utilizado para llevar a cabo
el proyecto, la implementacio´n y pruebas realizadas y finalmente una conclusio´n por parte del
alumno.
1.1. Contexto y motivacio´n del proyecto
El proyecto se va a llevar a cabo en la empresa Soluciones Cuatroochenta S.L. ubicada en
Castello´n. El proyecto consta de tres partes (Interfaz y webservices al sistema de apuestas,
Interfaz Android al sistema de apuestas y la Interfaz iOS al sistema de apuestas), en esta
documentacio´n se va a desarrollar la parte de Interfaz iOS al sistema de apuestas.
1.1.1. Contexto y visio´n general de la empresa
Este proyecto ha sido desarrollado en la empresa Soluciones CuatroOchenta S.L., l´ıder
en el desarrollo de apps en Espan˜a y Centroame´rica, caracterizada por sus soluciones a medida
para mejorar procesos de trabajo, inteligencia de negocio, movilidad, turismo, cultura, deporte
y comunicacio´n. Tambie´n impulsa productos propios como 480interactive [13], herramienta
de referencia en el sector editorial para convertir publicaciones en apps interactivas, o el gestor
de incidencias Sefici [14].
Cuatroochenta es una empresa especializada en el desarrollo integral de aplicaciones para
smartphones y tabletas y programacio´n avanzada a medida para mejorar procesos de trabajo.
Cuenta con 50 empleados y ma´s de 50 aplicaciones desarrolladas durante sus 5 an˜os de expe-
riencia, entre ellas se encuentran: la aplicacio´n de las fiestas de la magdalena, la aplicacio´n del
Villarreal C.F., ASSA compan˜´ıa de seguros y helados Nestle´.
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Su metodolog´ıa se basa en la colaboracio´n real y una alt´ısima implicacio´n tanto con
sus clientes como con sus trabajadores, con el objetivo de crear apps que faciliten la
vida, pra´cticas y eficientes. Se basa en el trabajo y esfuerzo de su joven plantilla, consiguiendo
clientes y ampliando mercados paso a paso, hasta lograr emplear a 50 personas en dos pa´ıses
diferentes, entre ingenieros, informa´ticos, disen˜adores, publicistas, comerciales y periodistas.
Adema´s de que cuenta con 6 premios gracias al e´xito obtenido desde que empezo´ hasta la fecha
actual.
El curioso nombre de la compan˜´ıa esta´ tomado de la resolucio´n de pantalla del primer iPhone
480x320, smartphone que abrio´ una nueva forma de difundir contenidos en la que despue´s
profundizar´ıa Android.
1.1.2. Motivacio´n del proyecto
En los u´ltimos an˜os el aumento del uso de Smartphones ha cambiado el mercado y el modo de
acceso a Internet por parte de los usuarios. Internet ha pasado de usarse como una herramienta
de consulta espora´dica a una herramienta que interactu´a en todo momento con nuestra vida
diaria y nos facilita el aprendizaje, la comunicacio´n y el acceso a servicios en Internet desde
la palma de nuestra mano. Cada d´ıa son ma´s los usuarios que disponen de un Smartphone
con conexio´n a Internet, en la que cada usuario tiene de media 95 aplicaciones instaladas en su
Smartphone y usa diariamente una media de 35 aplicaciones [11]. Segu´n el perio´dico ABC [2], en
Espan˜a cada usuario tiene de media 39 aplicaciones instaladas y usa diariamente una media de
14 aplicaciones. Debido a este crecimiento, las empresas buscan programadores formados en el
desarrollo de aplicaciones mo´viles, para cubrir las necesidades del mercado y de los usuarios. Por
este motivo y la experiencia que tienen he elegido a la empresa Soluciones CuatroOchenta
S.L. para la realizacio´n de mis pra´cticas y por el reto que supone la programacio´n en iOS.
1.2. Objetivos del proyecto
El principal objetivo de este proyecto es realizar una aplicacio´n nativa en iOS para el proyecto
de apuestas deportivas. Para ello la aplicacio´n de apuestas deportivas se ha desarrollado usando
webservices RESTFULL, que son consultables tanto desde sistemas iOS como Android.
A los jugadores se les permitira´ mediante una interfaz en el tele´fono mo´vil realizar apuestas
sin dinero sobre las distintas partidas de los juegos activos. En una partida pueden participar
varios usuarios, si es una partida privada podra´n participar los amigos del usuario que ha
creado la partida y si es una partida pu´blica podra´n participar todos los usuarios del sistema.
Los jugadores intentan predecir una serie de resultados para conseguir puntos. Una apuesta es
una serie de resultados que env´ıa cada usuario y gana la apuesta el usuario que acierte todos
los resultados.
La aplicacio´n iOS que se va a desarrollar permitira´ a los usuarios ver una seccio´n con los
juegos que se juegan en los pro´ximos d´ıas, dispondra´ de una seccio´n con todas las partidas que
ya esta´n en marcha y el estado en que´ te encuentras para cada una de ellas, otra seccio´n a modo
de muro donde poder ver los u´ltimos puntos conseguidos y una seccio´n para poder consultar
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todos tus contactos y poder invitarlos a jugar una partida. Este sistema debe permitir a los
usuarios registrarse en la aplicacio´n, modificar su perfil, an˜adir a sus amigos a la aplicacio´n para
poder jugar partidas con ellos y apostar en las partidas disponibles.
El objetivo principal se puede desglosar en los siguientes sub-objetivos:
Estudio y ana´lisis del disen˜o de la aplicacio´n
Programacio´n de las distintas pantallas de la aplicacio´n en iOS
Integracio´n con webservices para la recuperacio´n de la informacio´n
Programacio´n del login y registro mediante Facebook





Se desea desarrollar un proyecto para realizar apuestas deportivas entre amigos, en las que no
se apuesta dinero. La aplicacio´n se va a llamar MyBets, que significa mis apuestas en ingles. La
aplicacio´n esta formada por competiciones, una competicio´n tiene una o varias jornadas. Todas
las jornadas tienen el mismo tipo de apuesta y una fecha tope para realizar las apuestas. Una
apuesta son los resultados que ha enviado un usuario para una jornada concreta de una partida.
De cada competicio´n se pueden crear juegos, un juego son las reglas que tiene la competicio´n,
el nu´mero de jornadas, la forma de apostar y la norma de que jugador gana (por ejemplo que
en caso de empate se repartan los puntos). Un juego puede tener varias partidas. Una partida
puede ser pu´blica (partidas creadas por el administrador solamente) o privada (partidas creadas
por los usuarios de la aplicacio´n contra sus amigos), si la partida es pu´blica el usuario solo puede
apostar y recibir los puntos si ha resultado ganador, si la partida es privada el usuario puede
ver las apuestas realizadas por los otros usuarios para la jornada presente (siempre que el ya
haya apostado) y el ranking general de la partida para ver el usuario con mas puntos (que sera´
el que se lleve los puntos de la partida). Cada usuario puede ver el perfil de sus amigos, en el
que puede ver el nu´mero total de puntos.
Las partidas esta´n formadas por varias personas. En una primera fase del proyecto no
habra´n partidas pu´blicas pero en una segunda fase se incorporara´n. La forma de apostar en
las partidas tiene que ser muy a´gil y a poder ser sin necesidad del teclado del terminal. Al
usuario le deber´ıa resultar muy ra´pido realizar una apuesta. Un usuario puede participar en
varias partidas simulta´neamente. Por ejemplo una partida con su familia a la liga espan˜ola y
otra con sus amigos de la pandilla al baloncesto.
Los juegos se podra´n organizar: categorizados por deporte, populares, recientes, cine, video-
juegos, etc. As´ı, cuando un usuario seleccione un juego no vera´ un simple listado sino que podra´
encontrar un juego por sus caracter´ısticas, ver los juegos que ma´s se esta´n utilizando y tambie´n
los u´ltimos juegos an˜adidos.
En las partidas privadas se debe poder consultar las apuestas que han realizado el resto de
jugadores de la partida (una vez hayas apostado) y ver la clasificacio´n general de esa partida.
Para cada usuario que juega se debe poder ver su perfil donde poder ver cua´ntos puntos totales
tiene y de forma ra´pida co´mo los ha conseguido.
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Los jugadores accedera´n al sistema mediante una interfaz iOS o Android, mientras el admi-
nistrador dispondra´ de una interfaz web. El proyecto que se describe en la propuesta se centra
en el desarrollo de la interfaz iOS al sistema de apuestas utilizando webservices REST.
Para ello primero tendremos que realizar una ana´lisis de requisitos conjuntamente con el
cliente, despue´s realizaremos un estudio del disen˜o de la aplicacio´n y se lo entregaremos al depar-
tamento de Disen˜o para que nos genere el disen˜o de las interfaces. A continuacio´n realizaremos
toda la parte de programacio´n iOS para llevar a cabo la aplicacio´n. Finalmente integraremos la




3.1. Metodolog´ıa de trabajo
La metodolog´ıa que vamos a utilizar es la A´gil Scrum, para minimizar los riesgos durante la
realizacio´n del proyecto que realizaremos de forma colaborativa. Entre las ventajas de aplicar la
metodolog´ıa A´gil Scrum se encuentra la productividad, calidad y que se realiza un seguimiento
diario de los avances del proyecto, logrando que los participantes este´n unidos, comunicados y
que el cliente vaya viendo los avances.
El equipo de trabajo esta formado por:
Scrum Manager





En la pila de tareas del cuadro 3.1 podemos ver las historias de usuarios con sus respectivos
pesos (ph), adema´s podemos ver a que Sprint pertenece cada historia de usuario. Se han creado
7 sprints, para que cada Sprint tenga una carga de 34 horas, lo que supone una semana y media
de trabajo (trabajando 5 horas diarias).
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ID PESO HISTORIA DESCRIPCIO´N HISTORIA USUARIO SPRINT
1 1 Registrarme en el sistema para realizar apuestas
en una o varias partida
1
2 1 Acceder a mi cuenta para poder realizar apues-
tas en una o varias partidas
1
3 5 Ver una seccio´n donde poder consultar todos tus
contactos para poder invitarlos a jugar
1
4 3 Crear una partida de un juego con el objetivo
de conseguir puntos
2
5 1 Elegir la modalidad de la competicio´n que estoy
creando para definir la partida
2
6 3 Elegir los amigos contra los que quiero jugar pa-
ra poder competir contra ellos
2
7 2 Consultar los u´ltimos juegos an˜adidos para po-
der crear partidas
2
8 5 Realizar una apuesta antes de cada jornada con
el objetivo de ganar puntos o la competicio´n
3
9 3 Ganar puntos dependiendo del resultado del jue-
go para poder clasificarme
3
10 2 Modificar mi perfil para actualizar mi informa-
cio´n
3
11 2 Participar en varias partidas simulta´neamente
para poder ganar todas las partidas posibles
4
12 3 Consultar los juegos populares para poder crear
partidas
4
13 3 Consultar los juegos que se juegan en los pro´xi-
mos d´ıas para estar informado
4
14 2 Consultar las partidas en curso y su estado para
poder saber que´ partidas tengo pendientes de
apostar
4
15 5 Ver las apuestas que han realizado los otros
usuarios para poder ver como van en la clasi-
ficacio´n
5
16 1 Ver un listado de los juegos filtrados por una
categor´ıa para crear partidas de la categor´ıa que
me interesen
5
17 3 Ver el perfil de mis amigos para ver como van
en la partida
5
18 1 Consultar la clasificacio´n de una partida para
poder planear mi siguiente apuesta
5
19 5 Ver una seccio´n a modo de muro donde poder
ver los u´ltimos puntos conseguidos por mi y mis
amigos y los u´ltimos juegos an˜adidos para tener
una visio´n general
6
20 8 Invitar amigos a la aplicacio´n para poder jugar
contra ellos
6
21 8 Ver las notificaciones cuando acabe una partida
o jornada para poder consultar mi resultado
7
Cuadro 3.1: Pila de tareas
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3.2. Planificacio´n temporal de las tareas
Respecto a la planificacio´n, el proyecto cuenta con un total de 68 puntos de historia de
usuario, dichos puntos se van a repartir a lo largo de 7 sprints que tendra´n una duracio´n total
de 238 horas. Cada Sprint va a durar un total de 34 horas, por lo que cada Sprint contara´ con 10
puntos de historia de usuario. Como se puede ver en el cuadro 3.2, los sprints se han repartido
a lo largo de varias semanas para obtener una planificacio´n global del proyecto y obtener una
fecha fin. Se supone que se va a trabajar 25 horas a la semana, por lo que cada Sprint tendra´
una duracio´n de 7 d´ıas laborables.
ID FECHA INICIO FECHA FIN SPRINT
1 22/03/2016 04/04/2016 1
2 05/04/2016 13/04/2016 2
3 14/04/2016 22/04/2016 3
4 23/04/2016 03/05/2016 4
5 04/05/2016 12/05/2016 5
6 13/05/2016 23/05/2016 6
7 24/05/2016 01/06/2016 7
Cuadro 3.2: Planificacio´n sprints
En el cuadro 3.3 podemos ver la planificacio´n real del proyecto por quincenas.
ID FECHA INICIO FECHA FIN FECHA INICIO REAL FECHA FIN REAL SPRINT
1 22/03/2016 04/04/2016 21/03/2016 02/04/2016 1
2 05/04/2016 13/04/2016 03/04/2016 11/04/2016 2
3 14/04/2016 22/04/2016 12/04/2016 20/04/2016 3
4 23/04/2016 03/05/2016 21/04/2016 01/05/2016 4
5 04/05/2016 12/05/2016 02/05/2016 08/05/2016 5
6 13/05/2016 23/05/2016 09/05/2016 23/05/2016 6
7 24/05/2016 01/06/2016 24/05/2016 01/06/2016 7
Cuadro 3.3: Planificacio´n sprints
3.3. Estimacio´n de recursos y costes del proyecto
En el proyecto va a trabajar un programador junior en la parte iOS durante 238 horas a
lo largo de 3 meses, a la empresa le cuesta 21e la hora, lo que supone un coste de 4998e.
La empresa quiere obtener un beneficio del 30 % sobre lo que le cuesta hacer el proyecto en la
parte iOS, lo que supone una ganancia de 1500e. Actualizar los conocimientos del programador
junior mediante un curso cuesta 299e. Para poder publicar la app en iOS debemos tener una
licencia de desarrollador que cuesta 299e al an˜o. Cobramos ı´ntegramente la licencia al cliente,
porque se va a publicar con el nombre del cliente, si se utilizara la licencia de la empresa no se
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cobrar´ıa ı´ntegramente. Las herramientas y software utilizado es gratuito por lo que no supone
un coste adicional.
Para la parte del servidor se necesita un programador junior durante 210 horas con un coste
de 21e la hora, lo que supone un coste de 4410e. El servidor tiene un coste de 100e anuales
para un ma´ximo de 10.000 usuarios, en caso de necesitar ma´s usuarios se necesitar´ıa un servidor
ma´s potente con un coste de 900e anuales. Lo que supone un coste total del proyecto durante
el primer an˜o de 11606e.
La empresa que nos contrata quiere la aplicacio´n para obtener un valor an˜adido (no quiere
monetizarla), por lo que su objetivo es obtener 5.000 usuarios que se descarguen y usen la
aplicacio´n. El coste de obtener cada usuario es de 1.8e, teniendo en cuenta las campan˜as
publicitarias de la aplicacio´n, lo que supone un coste total de captacio´n de clientes por 9000e.
A continuacio´n se muestra un pequen˜o resumen para aclarar los costes explicados anterior-
mente.
Para la parte iOS
• 21e la hora durante 238 horas = 4998e
• Beneficio del 30 % respecto a la parte iOS = 1500e
• Actualizar conocimientos 299e
• Licencia para publicar 299e
Para el servidor
• 21e la hora durante 210 horas = 4410e
• 100e coste del servidor
Obtener 5000 usuarios
• 1.8e obtener cada usuario = 9000e
Sumando el coste total del proyecto hace una inversio´n de 20606e el primer an˜o y luego
399e al an˜o de la licencia y el servidor, en el momento que superara los 10.000 usuarios pasar´ıa
a tener un coste anual de 1199e. Si se cobrara la descarga de la aplicacio´n a 5e, con los 5.000
usuarios iniciales, la empresa cubrir´ıa los gastos del primer an˜o y obtendr´ıa un beneficio de
4394e.
3.4. Seguimiento del proyecto
En este apartado pondremos la tabla con la planificacio´n real de cada Sprint e indicaremos
si ha habido desviaciones o cambios en lo previsto. En caso de que hayan desviaciones o cambios
explicaremos el motivo de los mismos.
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3.4.1. Sprint 1
A continuacio´n se muestra la pila del sprint 1, la cual consta de 3 historias de usuario,
cada historia esta´ descompuesta en tareas que hemos realizado para alcanzar los objetivos de
la historia de usuario y nos proporcionara´ una estimacio´n aproximada del tiempo que nos ha
llevado implementarlo.
Co´digo HU Historia de usuario Tareas Co´digo tarea
HU21
Yo como jugador quiero
poder acceder a mi cuenta
para poder realizar apuestas.
(4PH)1
Crear la pantalla de ini-
cio y su funcionalidad
T001
Crear la pantalla de lo-
gin con su funcionalidad
T002
HU20 Yo como jugador quiero po-
der registrarme en el sistema
para poder realizar mis apues-
tas. (3PH)2
Disen˜ar y crear la pan-
talla de registro con su
funcionalidad
T003
HU17 Yo como jugador quiero poder
ver una seccio´n donde poder
consultar todos mis contactos.
(5PH)
Disen˜ar y crear la pan-
talla de amigos con su
funcionalidad
T004
Cuadro 3.4: Pila sprint 1
Este primer sprint ha costado 5 ph (17 horas) ma´s de lo planificado, debido a que han habido
cambios en los requisitos y se ha implementado una funcionalidad de la segunda versio´n de la
aplicacio´n.
3.4.2. Sprint 2
En la pila de abajo podemos ver el sprint 2, la cual consta de 4 historias de usuario, cada
historia esta´ descompuesta en tareas que hemos realizado para alcanzar los objetivos de la
historia de usuario y nos proporcionara´ una estimacio´n aproximada del tiempo que nos ha
llevado implementarlo.
Este segundo sprint ha costado 1 ph (3 horas y 24 minutos) menos de lo planificado, debido
a que la HU02 no se ha tenido que implementar. En la HU01 si se intenta jugar en una partida
pu´blica en la que ya participas, el sistema te muestra un aviso de que ya esta´s participando
en dicha partida. De la HU01, si seleccionamos la opcio´n de crear una partida privada con tus
1El valor de los puntos en la historia de usuario ha cambiado respecto a la planificacio´n original. Esta historia
de usuario ha costado ma´s de lo planificado, ya que se ha implementado el inicio de sesio´n con Facebook.
2El valor de los puntos en la historia de usuario ha cambiado respecto a la planificacio´n original por un cambio
en los requisitos. En un principio no estaba contemplada la posibilidad de subir un fichero png como imagen de
usuario, lo que ha conllevado a una investigacio´n y una posterior implantacio´n por parte de los 3 equipos para
poder cumplir con este nuevo requisito
3Esta historia de usuario desaparece, debido a un cambio en los requisitos. El servidor nos devuelve las
partidas con la modalidad impl´ıcita y ahora el usuario selecciona una partida u otra sabiendo la modalidad que
lleva impl´ıcita cada partida
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Co´digo HU Historia de usuario Tareas Co´digo tarea
HU01
Yo como usuario quiero
poder crear un juego de una
competicio´n, con el objetivo
de conseguir puntos. (3PH)
Crear un pop-up donde
elegir entre jugar a la
partida pu´blica o crear
una partida privada con
tus amigos
T005
Comprobar que el usua-
rio no pertenece ya a la
partida (en caso de que
sea pu´blica)
T006
HU02 Yo como usuario quiero po-
der elegir la modalidad de la
competicio´n que estoy crean-
do, para definir la partida.
(0PH)3
Comprobar que las par-
tidas devueltas por el
servidor tienen una mo-
dalidad
T007
HU03 Yo como usuario quiero po-
der elegir los amigos contra los
que poder jugar para poder
competir contra ellos. (3PH)
Disen˜ar y crear la pan-
talla de elegir amigos
con su funcionalidad
T008
HU09 Yo como usuario quiero poder
ver las u´ltimas competiciones
an˜adidas para poder crear jue-
gos con mis amigos de esas
competiciones. (2PH)
Disen˜ar y crear la pan-
talla de u´ltimas compe-
ticiones an˜adidas con su
funcionalidad
T009
Cuadro 3.5: Pila sprint 2
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amigos pasamos a la HU03 donde se pueden elegir los amigos contra los que jugar.
3.4.3. Sprint 3
En esta seccio´n se puede ver la pila del sprint 3, la cual consta de 3 historias de usuario,
cada historia esta´ descompuesta en tareas que hemos realizado para alcanzar los objetivos de
la historia de usuario y nos proporcionara´ una estimacio´n aproximada del tiempo que nos ha
llevado implementarlo.
Co´digo HU Historia de usuario Tareas Co´digo tarea
HU04
Yo como usuario quiero
poder realizar una apuesta
antes de cada jornada con el
objetivo de poder ganar
puntos o la competicio´n.
(5PH)
Crear la pantalla para
realizar una apuesta de
tipo 1x2
T010
Crear la pantalla para
realizar una apuesta de
tipo exacta
T011




HU05 Yo como usuario quiero po-
der ganar puntos dependien-
do del resultado de la compe-
ticio´n para poder clasificarme.
(1PH)4
Hacer las llamadas ne-
cesarias al webservice
para tener los puntos




Yo como usuario quiero
poder modificar mi perfil
para actualizar mi
informacio´n. (2PH)
Crear la pantalla de
perfil
T014
Crear la pantalla de edi-
tar perfil
T015
Cuadro 3.6: Pila sprint 3
Este tercer sprint ha costado 2 ph (6 horas y 48 minutos) menos de lo planificado, debido a
que la HU05 no se ha tenido que implementar, pero se ha tenido que implementar llamadas al
webservice para mantener los puntos actualizados en todo momento.
Comentar que en la T015 cuando se edita el perfil, solo se manda la foto de perfil si el
usuario la ha cambiado. Con esto conseguimos que el env´ıo de los datos sea mucho ma´s ra´pido
y la aplicacio´n vaya ma´s fluida. En la T014 aparte de la informacio´n del usuario, se muestra
en forma de tabla un resumen de los u´ltimos puntos conseguidos, indicando en que partidas ha
conseguido dichos puntos y la cantidad de puntos conseguidos.
Para futuras versiones, si se an˜aden nuevas formas de apostar, en la HU04 se debera´n
implementar las pantallas con los nuevos formatos de apuestas. Y a la hora de jugar en un juego,
dependiendo de la modalidad, redirigir al usuario a la pantalla de apuesta correspondiente.
4Esta historia de usuario desaparece, debido a un cambio en los requisitos. El servidor asigna directamente
los puntos a los usuarios una vez han terminado las partidas
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3.4.4. Sprint 4
A continuacio´n se muestra la pila del sprint 4, la cual consta de 4 historias de usuario,
cada historia esta´ descompuesta en tareas que hemos realizado para alcanzar los objetivos de
la historia de usuario y nos proporcionara´ una estimacio´n aproximada del tiempo que nos ha
llevado implementarlo.
Co´digo HU Historia de usuario Tareas Co´digo tarea
HU07 Yo como usuario quiero poder par-
ticipar en varias competiciones si-
multa´neamente para poder ganar
todas las competiciones posibles.
(0PH)5
Tratar los errores de-
vueltos por el servidor,
para dar un feedback al
usuario
T016
HU08 Yo como usuario quiero poder ver
las competiciones que ma´s se esta´n
utilizando para poder crear juegos
con mis amigos de esas competicio-
nes. (3PH)
Crear la pantalla de
partidas populares
T017
HU14 Yo como usuario quiero poder ver
las competiciones que se juegan en
los pro´ximos d´ıas para estar infor-
mado sobre las competiciones que
podr´ıa jugar. (3PH)
Crear la pantalla de
apuestas, donde apare-
cen las competiciones
que se juegan los pro´xi-
mos d´ıas
T018
HU15 Yo como usuario quiero poder ver
las partidas que tengo en curso y su
estado para poder saber que´ com-
peticiones tengo pendientes de apos-
tar. (2PH)
Crear la pantalla mis
apuestas
T019
Cuadro 3.7: Pila sprint 4
Este cuarto sprint ha costado 2 ph (6 horas y 48 minutos) menos de lo planificado, debido
a que la HU07 no se ha tenido que implementar, ya que es el webservice quien controla que un
usuario pueda participar en varias competiciones simulta´neamente.
Comentar que en la HU08 se ha creado una pantalla de la competicio´n Fu´tbol, debido a
que es la competicio´n en la que ma´s usuarios participan. As´ı los usuarios pueden acceder a las
partidas de la competicio´n de Fu´tbol con el mı´nimo nu´mero de clicks. En la HU15, la pantalla
mis apuestas se divide en dos bloques, el primero en el que se muestran las partidas pendientes y
el segundo donde se muestran las partidas pasadas, en las que se pueden consultar las apuestas
de los usuarios (siempre que hayas apostado en dicha partida) y ver el perfil de tus amigos.
5Esta historia de usuario desaparece, debido a un cambio en los requisitos. El servidor se encarga de que un
usuario puede participar en varias competiciones simulta´neamente y de devolver un error si un usuario se intenta
unir a una partida que ya esta´ jugando
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3.4.5. Sprint 5
En el cuadro 3.8 podemos ver la pila del sprint 5, la cual consta de 3 historias de usuario,
cada historia esta´ descompuesta en tareas que hemos realizado para alcanzar los objetivos de
la historia de usuario y nos proporcionara´ una estimacio´n aproximada del tiempo que nos ha
llevado implementarlo.
Co´digo HU Historia de usuario Tareas Co´digo tarea
HU10 Yo como usuario quiero poder ver las
apuestas que han realizado los otros usua-
rios para poder ver como van en la clasifi-
cacio´n. (5PH)




Yo como usuario quiero poder ver un
listado de las competiciones filtradas por
una categor´ıa para crear juegos de las
categor´ıas que me interesan. (4PH)6
Crear la pantalla de ca-
tegor´ıas
T021
Crear la pantalla de
subcategor´ıas
T022
HU12 Yo como usuario quiero poder ver la cla-
sificacio´n de un juego para poder planear
mis siguientes apuestas. (1PH)
Crear la pantalla ver
clasificacio´n
T023
HU13 Yo como usuario quiero poder ver el perfil
de mis amigos para ver como van en el
juego. (3PH)
Crear la pantalla ver
perfil de mis amigos
T024
Cuadro 3.8: Pila sprint 5
Este quinto sprint ha costado 2 ph (6 horas y 48 minutos) ma´s de lo planificado, debido a
que la HU11 se ha tenido que implementar un filtrado de las partidas por subcategor´ıas.
Cabe destacar que en la HU10 solo se podra´n ver las apuestas que han realizado los otros
usuarios si el usuario ha apostado en la partida, en caso de que no haya apostado le saldra´ un
mensaje de error pidie´ndole que apueste primero. Adema´s, solo se pueden ver las apuestas de
los usuarios que tienes an˜adidos como amigo en la aplicacio´n. En la HU13, para ver el perfil de
mis amigos que esta´n jugando en la misma partida que yo primero debemos apostar, ya que se
accede desde desde la HU10 que tiene como requisito que el usuario haya apostado.
3.4.6. Sprint 6
En la pila de abajo podemos ver el sprint 6, la cual consta de 2 historias de usuario, cada
historia esta´ descompuesta en tareas que hemos realizado para alcanzar los objetivos de la
historia de usuario y nos proporcionara´ una estimacio´n aproximada del tiempo que nos ha
llevado implementarlo.
6El valor de los puntos en la historia de usuario ha cambiado respecto a la planificacio´n original por un cambio
en los requisitos. En un principio no estaba contemplada la posibilidad de obtener las partidas filtrando por
subcategor´ıa, lo que ha conllevado a una investigacio´n y una posterior implantacio´n por parte de los 3 equipos
para poder cumplir con este nuevo requisito
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Co´digo HU Historia de usuario Tareas Co´digo tarea
HU15 Yo como usuario quiero poder
ver una seccio´n a modo de mu-
ro donde poder ver los u´ltimos
puntos conseguidos por mi y
mis amigos, y las u´ltimas com-
peticiones an˜adidas para tener
una visio´n general. (5PH)
Crear la pantalla de
consultar muro
T025
HU18 Yo como usuario quiero poder
invitar amigos a la aplicacio´n
para poder jugar contra ellos.
(8PH)
Crear la pantalla de in-
vitar amigos
T026
Cuadro 3.9: Pila sprint 6
Cabe destacar que en esta primera versio´n, se muestran los amigos que tienen la aplicacio´n
instalada y los que no tienen la aplicacio´n instalada. Pero solo se pueden an˜adir los amigos que
tienen la aplicacio´n instalada, para una futura versio´n, se podra´ invitar a los amigos que no
tienen la aplicacio´n instalada enviando un email o whatsapp.
3.4.7. Sprint 7
Finalmente mostramos la pila del sprint 7, la cual consta de 1 historias de usuario, cada
historia esta´ descompuesta en tareas que hemos realizado para alcanzar los objetivos de la
historia de usuario y nos proporcionara´ una estimacio´n aproximada del tiempo que nos ha
llevado implementarlo.
Co´digo HU Historia de usuario Tareas Co´digo tarea
HU19 Yo como usuario quiero que se
me notifique cuando acabe un
juego para poder consultar mi
resultado. (8PH)
Configurar el proyecto
para recibir y tratar las
notificaciones
T028
Cuadro 3.10: Pila sprint 7
Comentar que de momento las notificaciones se tienen que enviar de forma manual desde





Para la realizacio´n del proyecto se utiliza una arquitectura cliente/servidor [5] utilizando el
patro´n MVC [6], es un modelo de aplicacio´n distribuida en el que las tareas se reparten entre los
proveedores de recursos o servicios, llamados servidores, y los demandantes, llamados clientes.
Un cliente realiza peticiones a otro programa, el servidor, quien le da respuesta. Esta idea tam-
bie´n se puede aplicar a programas que se ejecutan sobre una sola computadora, aunque es ma´s
ventajosa en un sistema operativo multiusuario distribuido a trave´s de una red de computado-
ras. En nuestro proyecto, los usuarios que se descarguen las aplicaciones iOS y Android sera´n
los clientes, los cuales realizara´n peticiones en formato JSON para obtener los datos necesarios
de modo que la aplicacio´n funcione correctamente, y el servidor dara´ la respuesta a los distintos
clientes en formato JSON.
4.1. Arquitectura del sistema
Como podemos ver en la imagen 4.1, el cliente iOS hace peticiones a los distintos web services
que administra el desarrollador web, en el cuerpo de las peticiones env´ıa un JSON como el que
podemos ver en la figura 4.2, el servidor una vez procesa los datos que le ha enviado el cliente
iOS, genera una respuesta como la que se puede ver en la figura 4.3 para que el cliente la procese
y obtenga los datos necesarios para el correcto funcionamiento de la aplicacio´n.
La aplicacio´n tiene un sistema de autenticacio´n en el servidor, el cual valida un login y
password (cifrada en md5) que le env´ıa el cliente en una peticio´n REST en formato JSON, para
poder solicitar los datos necesarios para el correcto funcionamiento de la aplicacio´n al servidor.
Representational State Transfer, es un estilo de arquitectura software para sistemas hipermedia
distribuidos como la World Wide Web.
Las sesiones en nuestro sistema se mantienen enviando al servidor siempre desde el cliente un
JSON, con una estructura similar al de la figura 4.2, el cual consta de un usuario y contrasen˜a. De
tal manera que cada solicitud del cliente al servidor debe contener toda la informacio´n necesaria
para comprender la solicitud, y no puede tomar ventaja de cualquier contexto almacenado en
el servidor. Por lo tanto, el estado de sesio´n se mantiene por completo en el cliente. Con esto
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Figura 4.1: Arquitectura general
nos aseguramos que el usuario que esta´ solicitando un recurso al webservice esta´ registrado en
la aplicacio´n y evitamos que puedan hacer un uso indebido de la misma.
En caso de que una peticio´n resulte fallida, se le mostrara´ una alerta al usuario indicando
que algo ha ido mal y no se puede acceder temporalmente al recurso que estaba solicitando. En
caso de que el recurso no existiera, el usuario que intente acceder no se encuentre registrado, o
no se tenga autorizacio´n, se mostrara´ un mensaje de error indicando el motivo del fallo.
Las peticiones REST en formato JSON tienen una estructura similar a la de la figura 4.2,
cada peticio´n se manda a una URL que nos proporciona el servidor con el me´todo POST. Los
para´metros de env´ıo los encapsulamos en un objeto llamado request, el cual tiene como contenido
un objeto JSON con dos miembros, el primer miembro es el email y el segundo la contrasen˜a
cifrada en md5 para hacer la aplicacio´n ma´s segura y evitar posibles escuchas.
Las respuestas del servidor tienen una estructura similar a la de la figura 4.3, la cual esta´
compuesta por un objeto JSON que contiene tres miembros clave/valor, el primero de todos
tiene como clave data y como valor otro objeto JSON, el cual encapsula los datos del usuario que
ha hecho login, el segundo miembro clave/valor, tiene como clave code y como valor un entero
que nos devuelve el servidor para saber si la operacio´n se ha podido realizar correctamente o
ha surgido algu´n error, el tercer miembro clave/valor, tiene como clave message y como valor
un mensaje vac´ıo si ha ido todo correcto o un mensaje explicativo del error si ha surgido algu´n
error.
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Figura 4.2: Ejemplo peticio´n JSON
Figura 4.3: Ejemplo respuesta JSON
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4.2. Diagrama de la arquitectura del sistema
Podemos ver el diagrama de la arquitectura de la informacio´n en la figura 4.4, lo primero
que nos aparece al iniciar la aplicacio´n es un Splash de la compan˜ia (en este caso MyBets), el
cual nos permite ir al registro o login. Si elegimos la rama del registro, deberemos introducir
todos nuestros datos para poder acceder al contenido de la aplicacio´n, o bien, acceder mediante
Facebook y dar permisos a la aplicacio´n para quedar registrado. Una vez registrado o logueado
pasamos a la pantalla de Home, la cual muestra por defecto las u´ltimas partidas pu´blicas.
En la pantalla del Home adema´s de cerrar sesio´n, podemos acceder al siguiente menu´:
1. Ver nuestro propio perfil, nos aparecera´ una pantalla con todos nuestros datos y una
opcio´n para poder ir a editar los datos. Si seleccionamos dicha opcio´n, cambiaremos a la
pantalla de modificar el perfil, donde podemos cambiar todos nuestros datos (menos el
usuario y contrasen˜a) e incluida la imagen de perfil.
2. Ver los amigos que tenemos an˜adidos en la aplicacio´n, podremos ver todos los
amigos que tenemos an˜adidos en la aplicacio´n y por lo tanto estos sera´n contra los que
podamos jugar partidas privadas. Si seleccionamos la opcio´n de an˜adir amigos, iremos a
dicha pantalla donde nos aparecera´n primero los contactos del tele´fono que tienen instalada
la aplicacio´n pero de los que au´n no somos amigos y luego los contactos del tele´fono que
no tienen instalada la aplicacio´n. En una futura versio´n, a los contactos que no tienen
instalada la aplicacio´n, se les permitira´ enviar un whatsapp o email para que se descarguen
la aplicacio´n.
3. Ver el muro, veremos un resumen de los puntos conseguidos de nuestros amigos y los
propios.
4. Ver las u´ltimas partidas pu´blicas, podremos participar en una partida pu´blica, ver
las partidas pu´blicas por categor´ıas y crear una partida privada, la cual nos llevara´ a la
pantalla para elegir a los amigos contra los que queremos jugar dicha partida, una vez
elegidos los amigos ya podremos apostar en la partida.
5. Ver las partidas que tenemos pendientes y pasadas, desde las partidas pendientes,
podremos rechazar o participar en partidas que nos hayan invitado nuestros amigos, editar
los nombres de las partidas para poder diferenciarlas y ver la clasificacio´n de dicha partida.
Desde las partidas pendientes y pasadas podremos ver la u´ltima apuesta que han hecho
nuestros amigos para cada partida siempre y cuando hayamos apostado en esa partida,
adema´s, dentro de cada apuesta podremos ver el perfil del amigo que ha hecho la apuesta.
Si cerramos la sesio´n, volvemos a la pantalla del Splash, con lo que no podremos ver el
contenido de la aplicacio´n a menos que nos volvamos a registrar o loguear.
28
Figura 4.4: Diagrama de la arquitectura de la informacio´n
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4.3. Disen˜o del sistema
A continuacio´n se pueden ver los mockups realizados para llevar a cabo la aplicacio´n.
Figura 4.5: Pantalla inicio (Splash) Figura 4.6: Pantalla apuestas
En la figura 4.5 se puede ver la pantalla que aparece cuando inicias la aplicacio´n por primera
vez. Se puede acceder a la aplicacio´n utilizando tu cuenta de usuario, como se puede ver en 1,
tambie´n se puede acceder registrandote en la aplicacio´n. Hay tres formas de registrarse en la
aplicacio´n, pero en esta primera versio´n solo se han implementado el registro mediante Facebook
(como se puede ver en 2) y el registro mediante un formulario, como se puede ver en 4. El registro
mediante sesio´n de correo, como se puede ver en 3, queda pendiente para futuras actualizaciones.
En la figura 4.6 se puede ver la pantalla que aparece cuando inicias la aplicacio´n y ya estabas
logueado, o la pantalla a la que te redirige la aplicacio´n cuando haces login o te registras. En
dicha pantalla podemos ver los puntos que tiene el usuario actualmente (como se puede ver
en 1), tambie´n se puede ver el menu´ de Home (como se puede ver en 2) y que remarca en el
apartado que te encuentras. Podemos visualizar las partidas mediante una serie de filtros (como
se puede ver en 3), en el que se pueden ver todas las categor´ıas, las partidas ma´s populares
independientemente de la categor´ıa que sean y luego todas las partidas de fu´tbol. Como podemos
ver en 4, tenemos las partidas que se juegan en los pro´ximos d´ıas, en las cuales podemos jugar
o crear una partida privada con los amigos. Finalmente en 5, tenemos un menu´ que persiste a
lo largo de todo el Home, en el que podemos cerrar la sesio´n y volver a la pantalla de inicio
o Splash (figura 4.5), ver nuestro perfil y configurar la aplicacio´n, que en esta primera versio´n
solo se podra´ indicar si se desean recibir notificaciones o no.
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Figura 4.7: Pantalla apostar 1x2 Figura 4.8: Pantalla perfil
En la figura 4.7 se puede ver la pantalla que aparece cuando acabas de hacer una apuesta
del tipo 1x2. En 1 podemos ver el nombre de la partida a la que estamos apostando. En 2 se
pueden ver los partidos a los que realizar la apuesta, marcando 1, x o 2. En 3 aparece un boto´n
oculto que se activa una vez seleccionada una apuesta en todos los partidos. Finalmente, cuando
pinchamos en el boto´n de OK (como se puede ver en 3), nos aparece un pop-up (como se ve en
4) con una duracio´n de 2 segundos, indicando que la apuesta ha sido enviada y la cantidad de
puntos que se pueden obtener.
En la figura 4.8 se puede ver la pantalla de perfil del usuario, la cual contiene la informacio´n
del usuario y la cantidad total de puntos que tiene hasta el momento (como se puede ver en 1)





5.1. Detalles de implementacio´n
Se ha realizado una aplicacio´n nativa iOS en el leguaje de programacio´n Swift 2, que funciona
en cualquier iPhone con una versio´n del sistema operativo 8.0 o superior y realiza peticiones
REST.
Para la realizacio´n de la aplicacio´n de apuestas se ha programado con el lenguaje Swift 2,
que es un lenguaje de programacio´n multiparadigma creado por Apple enfocado en el desarrollo
de aplicaciones para iOS y Mac OS X. Se ha utilizado el entorno de programacio´n Xcode, que
permite simular el funcionamiento de la aplicacio´n en los dispositivos iOS.
Para poder generar un .ipa de la aplicacio´n y poder subirla al App Store, necesitamos re-
gistrarnos como desarrolladores en el iOS Developer Program (cuyo precio es de 99 do´lares al
an˜o y que permite subir todas las aplicaciones que se quieran). El siguiente paso es la creacio´n
del certificado, el cual se tiene que crear desde el centro de desarrolladores, accediendo al iOS
Provisioning Portal[8]. Una vez generado el certificado, debemos descargarlo e instalarlo, pode-
mos comprobar en la aplicacio´n Llaveros que aparece el certificado que acabamos de instalar.
El u´ltimo paso es el de registrar los dispositivos a los que vamos a instalar la aplicacio´n, para
ello accedemos de nuevo al portal iOS Provisioning y accedemos al apartado Devices, donde
pulsando el boto´n Add Device podremos agregar el terminal.
Desde este momento se podra´n probar las aplicaciones en el terminal directamente eligiendo
el destino cuando pulsamos Run en el entorno de desarrollo: en vez de elegir Simulador iPhone,
podremos elegir iPhone de Nombre.
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5.1.1. Arquitectura REST
Para enviar y recibir un mensaje HTTP con arquitectura REST en formato JSON mediante
co´digo utilizando Swift, tal como aparecen en la ima´gen 4.2 y 4.3, es necesario la utilizacio´n
del framework AFNetworking[10], el cual es una biblioteca de red para iOS que nos permite
comunicarnos con el servidor. En el co´digo 1 vemos lo necesario para poder enviar un JSON al
webservice. Lo primero que tendremos que hacer, sera´ importar el framework AFNetworking.
Una vez importado el framework, lo siguiente que tenemos que crear es un gestor de sesiones,
para gestionar todas las peticiones que vayamos a realizar en ese controlador al webservice. Una
vez creado y configurado el gestor de sesiones, debemos crear el objeto JSON que enviaremos
al webservice, el env´ıo al webservice lo hara´ el gestor mediante una peticio´n POST debido a
que esperamos una respuesta del webservice. Una vez obtenemos la respuesta del webservice,
debemos transformar cada objeto del JSON de respuesta en un diccionario para poder tratar
los datos. Si todo ha ido correctamente, en este ejemplo se redirige al usuario a la pantalla
de Home. Si ha habido un error, mostramos un mensaje en forma de alerta con el texto del
error que nos devuelve el webservice (cabe destacar que el webservice devuelve los mensajes
de error en lenguaje natural y de forma que cualquier usuario con conocimientos ba´sicos puede
entender). Finalmente, si no se ha podido hacer la peticio´n POST al servidor, bien porque no
disponemos de Internet o bien porque el servidor no se encuentra en funcionamiento, se imprime
un mensaje avisando al usuario.




4 class LoginVC : UIViewControl ler {
5
6 o v e r r i d e func viewDidLoad ( ) {
7 super . viewDidLoad ( )
8
9 //Creamos e l g e s t o r de s e s i o n e s
10 l e t manager = AFHTTPSessionManager ( )
11 manager . r e q u e s t S e r i a l i z e r = AFJSONRequestSerial izer ( )
12 manager . r e s p o n s e S e r i a l i z e r = AFJSONResponseSerial izer ( )
13 manager . r e q u e s t S e r i a l i z e r . cachePo l i cy = NSURLRequestCachePolicy .
ReloadIgnoringCacheData
14
15 //Creamos e l ob j e to JSON para e n v i a r l o a l s e r v i d o r
16 l e t r eque s tD i c t = NSMutableDictionary ( )
17 r eque s tD ic t . setValue ( emai lTextFie ld . text , forKey : ” emai l ” )
18 r eque s tD ic t . setValue ( passwordTextField . t ex t ! .MD5( ) , forKey : ”password” )
19 l e t requestJSON = NSMutableDictionary ( )
20 requestJSON . setValue ( requestDict , forKey : ” r eques t ” )
21
22 //Hacemos l a p e t i c i o´ n a l s e r v i d o r enviando e l JSON creado
23 manager .POST( ” http :// mybetstest . cuatroochenta . com/ s e r v i c e s / mybets log in ” ,
parameters : requestJSON , s u c c e s s : { ( NSURLSessionDataTask , data ) −>
Void in
24 //En data tengo e l j son que me ha devue l to del l o g i n y l o convert imos
a NSDictionary para poder l e e r l o s datos
25 l e t dataDict = data as ! NSDictionary
26 i f dataDict [ ” code ” ] as ! Int == 0 { //Ha ido todo bien
27 // Convertimos l o s datos a un NSDictionary
28 l e t datos = dataDict [ ” data ” ] as ! NSDictionary
29 //Guardamos l o s datos del usuar io en l a base de datos del
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t e l e´ f o n o
30 NSUserDefaults . s tandardUserDefau l t s ( ) . s e tObjec t ( datos [ ” id ” ] ,
forKey : ” id ” )
31 NSUserDefaults . s tandardUserDefau l t s ( ) . s e tObjec t ( datos [ ”username”
] , forKey : ”username” )
32 NSUserDefaults . s tandardUserDefau l t s ( ) . s e tObjec t ( datos [ ” emai l ” ] ,
forKey : ” emai l ” )
33 NSUserDefaults . s tandardUserDefau l t s ( ) . synchron i ze ( )
34
35 // Redir ig imos a l usuar io a Home
36 l e t home = s e l f . s toryboard ? .
i n s t a n t i a t e V i e w C o n t r o l l e r W i t h I d e n t i f i e r ( ”
NavigationHomePaginator ” )
37 s e l f . p re sentViewContro l l e r (home ! , animated : true , complet ion : n i l
)
38 } else {
39 //No se ha podido i n i c i a r l a s e s i o´ n . Mostramos e l mensaje de
e r r o r que nos env ı´a e l s e r v i d o r
40 var a l e r t = UIAle r tCont ro l l e r ( t i t l e : dataDict [ ”message” ] as !
Str ing , message : ”” , p r e f e r r e d S t y l e : U IA l e r t Co n t r o l l e r S ty l e .
A le r t )
41 a l e r t . addAction ( UIAlertAction ( t i t l e : ”OK” , s t y l e : . Default ,
handler : n i l ) )
42 s e l f . p re sentViewContro l l e r ( a l e r t , animated : true , complet ion : n i l
)
43 }
44 } , f a i l u r e : { ( NSURLSessionDataTask , NSError ) −> Void in
45 print ( NSError )




5.1.2. Reglas de la arquitectura REST
REST define una serie de reglas que toda aplicacio´n que pretenda llamarse REST debe
cumplir. Estas reglas se nos dan ya dadas si vamos a usar el protocolo HTTP, como es el caso
de nuestra aplicacio´n.
Arquitectura cliente-servidor: consiste en una separacio´n clara y concisa entre los 2
agentes ba´sicos en un intercambio de informacio´n: el cliente y el servidor. Estos 2 agentes
deben ser independientes entre s´ı, lo que permite una flexibilidad muy alta en todos los
sentidos.
Stateless: esto significa que nuestro servidor no tiene porque´ almacenar datos del cliente
para mantener un estado del mismo. Esta limitacio´n es sujeto de mucho debate en la
industria, incluso ya empiezan a usarse tecnolog´ıas relacionadas que implementan el estado
dentro de la arquitectura, como WebSockets. Como sabemos, HTTP tambie´n cumple esta
norma, por lo que estamos acostumbrados ya a hacer uso de protocolos stateless.
Cacheable: esta norma implica que el servidor que sirve las peticiones del cliente debe
definir algu´n modo de cachear dichas peticiones, para aumentar el rendimiento, escalabili-
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dad, etc. Una vez ma´s, HTTP implementa esto con la cabecera Cache-control, que dispone
de varios para´metros para controlar la cacheabilidad de las respuestas.
Sistema por capas: nuestro sistema no debe forzar al cliente a saber por que´ capas
se tramita la informacio´n, lo que permite que el cliente conserve su independencia con
respecto a dichas capas.
Interfaz uniforme: esta regla simplifica el protocolo y aumenta la escalabilidad y ren-
dimiento del sistema. No queremos que la interfaz de comunicacio´n entre un cliente y el
servidor dependa del servidor al que estamos haciendo las peticiones, ni mucho menos del
cliente, por lo que esta regla nos garantiza que no importa quien haga las peticiones ni
quien las reciba, siempre y cuando ambos cumplan una interfaz definida de antemano.
5.1.3. Transiciones
Debido a que la aplicacio´n cuenta con distintas vistas, surge la necesidad de establecer una
conexio´n entre las distintas vistas. Esta transicio´n o navegacio´n entre vistas recibe el nombre de
segue[3] y se establece desde el fichero StoryBoard de nuestro proyecto. Existen distintos tipos
de segue con los que podemos trabajar, algunos son va´lidos tanto para iPad como para iPhone,
en cambio otros esta´n pensados u´nicamente para las tabletas de Apple:
Show: Empuja el controlador de vista de destino en la pila de navegacio´n, desplazando el
controlador de vista de origen fuera (el cambio se produce con un efecto visual de derecha
a izquierda), se proporciona un boto´n de retroceso para navegar de vuelta a la fuente.
Show Detail: Presenta el contenido en el a´rea de detalle. Si la aplicacio´n esta´ mostrando
una vista maestra y detalle, el nuevo contenido reemplaza el detalle actual. Si la aplicacio´n
solo esta´ mostrando la vista maestra o detalle, el contenido reemplaza el controlador de
vista de la parte superior de la pila actual.
Present Modally: Se usa ma´s comu´nmente para presentar un controlador de vista que
anima desde el fondo y cubre toda la pantalla en el iPhone, pero en el iPad es ma´s comu´n
a presentarlo como una caja centrada que oscurece el controlador de vista subyacente y
tambie´n anima desde el fondo. Se puede presentar el controlador de vista de varias formas
diferentes, segu´n lo que seleccionemos en la opcio´n ’Presentation’.
Popup Presentation: Cuando se usa en el iPad, el destino aparece en un pequen˜o popup,
y tocando cualquier lugar fuera de este popup se cerrar´ıa. En el iPhone, por defecto, se
presenta el controlador de vista ocupando toda la pantalla.
Custom: Permite crear una transicio´n segue personalizada entre controladores de vista.
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5.1.4. Detalles implementacio´n iOS
En este apartado voy a explicar el co´digo utilizado en la aplicacio´n para realizar los detalles
de implementacio´n en iOS.
Durante la aplicacio´n necesitaremos mostrar alertas al usuario, indicando que algo ha ido
mal o se ha dejado algo. Para poder mostrar una alerta en un iPhone, debemos utilizar el co´digo
2, donde creamos una alerta con un t´ıtulo, mensaje y estilo de presentacio´n. Para que el usuario
pueda aceptar la alerta, creamos una accio´n que an˜adimos a la alerta, en la cual especificamos el
nombre que va a tener, el estilo y de que se va a encargar o que se va a realizar una vez aceptada
la alerta, si queremos que el usuario pueda rechazar la alerta, debemos crear una accio´n nueva.
Finalmente, le indicamos al controlador actual que muestre la alerta que acabamos de crear,
para que el usuario tenga una retroalimentacio´n de lo que esta´ ocurriendo en la aplicacio´n.
Listing 5.2: Co´digo 2
1 //CO´DIGO 2
2 //No se ha podido i n i c i a r l a s e s i o´ n . Mostramos e l mensaje de e r r o r que nos env ı´a
e l s e r v i d o r
3 var a l e r t = UIAle r tCont ro l l e r ( t i t l e : ” Ti tu lo de a l e r t a ” , message : ”Mensaje de l a
a l e r t a ” , p r e f e r r e d S t y l e : U I A l e r tC o nt r o l l e r S t y l e . A le r t )
4 a l e r t . addAction ( UIAlertAction ( t i t l e : ”OK” , s t y l e : . Default , handler : n i l ) )
5 s e l f . p re sentViewContro l l e r ( a l e r t , animated : true , complet ion : n i l )
Para cambiar de controlador de vista, si no hemos creado un segue, se puede realizar por
co´digo utilizando el co´digo 3. En el ejemplo se puede ver como primero de todo debemos instan-
ciar el storyboard, que es donde tenemos disen˜adas todas las pantallas de nuestra aplicacio´n.
Una vez instanciado el storyboard, buscamos en e´l el controlador de vista de la pantalla que
queremos mostrar, para ello antes le hemos tenido que asignar un nombre u´nico a cada contro-
lador de vista de nuestra aplicacio´n. Finalmente, le decimos al controlador de vista actual que
muestre la nueva pantalla y le pase el control al nuevo controlador de vista.
Listing 5.3: Co´digo 3
1 //CO´DIGO 3
2 l e t s toryboard = UIStoryboard (name : ”Main” , bundle : n i l )
3 l e t p e r f i l = s e l f . s toryboard ? . i n s t a n t i a t e V i e w C o n t r o l l e r W i t h I d e n t i f i e r ( ” Perf i lVC ”
)
4 s e l f . p re sentViewContro l l e r ( p e r f i l ! , animated : true , complet ion : n i l )
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Veamos ahora un ejemplo del co´digo utilizado para validar los datos del login:
Listing 5.4: Co´digo 4
1 //CO´DIGO 4
2 @IBAction func l o g i n ( sender : AnyObject ) {
3
4 i f emai lTextFie ld . t ex t == ”” && passwordTextField . t ex t == ”” {
5 var a l e r t = UIAle r tCont ro l l e r ( t i t l e : ” Introduce e l emai l y l a contrase n˜a
” , message : ”” , p r e f e r r e d S t y l e : U IA l e r t Co n t r o l l e r S ty l e . A le r t )
6 a l e r t . addAction ( UIAlertAction ( t i t l e : ”OK” , s t y l e : . Default , handler : n i l
) )
7 s e l f . p re sentViewContro l l e r ( a l e r t , animated : true , complet ion : n i l )
8 } else i f emai lTextFie ld . t ex t == ”” {
9 var a l e r t = UIAle r tCont ro l l e r ( t i t l e : ” Introduce e l emai l ” , message : ”” ,
p r e f e r r e d S t y l e : U IA l e r t Co n t r o l l e rS t y l e . A le r t )
10 a l e r t . addAction ( UIAlertAction ( t i t l e : ”OK” , s t y l e : . Default , handler : n i l
) )
11 s e l f . p re sentViewContro l l e r ( a l e r t , animated : true , complet ion : n i l )
12 } else i f passwordTextField . t ex t == ”” {
13 var a l e r t = UIAle r tCont ro l l e r ( t i t l e : ” Introduce l a contrase n˜a ” , message :
”” , p r e f e r r e d S t y l e : U I A l e r t C on t ro l l e r S t y l e . A le r t )
14 a l e r t . addAction ( UIAlertAction ( t i t l e : ”OK” , s t y l e : . Default , handler : n i l
) )
15 s e l f . p re sentViewContro l l e r ( a l e r t , animated : true , complet ion : n i l )
16 } else {
17 //Todos l o s datos son co r r e c t o s , se mandan a l s e r v i d o r
18 l e t manager = AFHTTPSessionManager ( )
19 manager . r e q u e s t S e r i a l i z e r = AFJSONRequestSerial izer ( )
20 manager . r e s p o n s e S e r i a l i z e r = AFJSONResponseSerial izer ( )
21 manager . r e q u e s t S e r i a l i z e r . cachePo l i cy = NSURLRequestCachePolicy .
ReloadIgnoringCacheData
22
23 //Creamos e l ob j e to JSON para e n v i a r l o a l s e r v i d o r
24 l e t r eque s tD i c t = NSMutableDictionary ( )
25 r eque s tD ic t . setValue ( emai lTextFie ld . text , forKey : ” emai l ” )
26 r eque s tD ic t . setValue ( passwordTextField . t ex t ! .MD5( ) , forKey : ”password” )
27 l e t requestJSON = NSMutableDictionary ( )
28 requestJSON . setValue ( requestDict , forKey : ” r eques t ” )
29
30 //Guardamos l a contrase n˜a aquı´ , porque en JSON de re spue s ta no nos l a
manda
31 NSUserDefaults . s tandardUserDefau l t s ( ) . s e tObjec t ( passwordTextField . t ex t ! .
MD5( ) , forKey : ”password” )
32
33 //Hacemos l a p e t i c i o´ n a l s e r v i d o r enviando e l JSON
34 manager .POST( ” http :// mybetstest . cuatroochenta . com/ s e r v i c e s / mybets log in ”
, parameters : requestJSON , s u c c e s s : { ( NSURLSessionDataTask , data ) −>
Void in
35 //En data tengo e l j son que me ha devue l to del l o g i n y l o
convert imos a NSDictionary
36 l e t dataDict = data as ! NSDictionary
37 i f dataDict [ ” code ” ] as ! Int == 0 { //Ha ido todo bien
38 // Convertimos l o s datos a un NSDictionary
39 l e t datos = dataDict [ ” data ” ] as ! NSDictionary
40 //Guardamos l o s datos del usuar io
41 NSUserDefaults . s tandardUserDefau l t s ( ) . s e tObjec t ( datos [ ” id ” ] ,
forKey : ” id ” )
42 NSUserDefaults . s tandardUserDefau l t s ( ) . s e tObjec t ( datos [ ”username”
] , forKey : ”username” )
43 NSUserDefaults . s tandardUserDefau l t s ( ) . s e tObjec t ( datos [ ” emai l ” ] ,
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forKey : ” emai l ” )
44 NSUserDefaults . s tandardUserDefau l t s ( ) . synchron ize ( )
45 //cambiamos de panta l l a , para que e l usuar io pueda ver e l home .
46 l e t home = s e l f . s toryboard ? .
i n s t a n t i a t e V i e w C o n t r o l l e r W i t h I d e n t i f i e r ( ”
NavigationHomePaginator ” )
47 s e l f . p re sentViewContro l l e r (home ! , animated : true , complet ion :
n i l )
48 } else {
49 //No se ha podido i n i c i a r l a s e s i o´ n . Mostramos e l mensaje de
e r r o r que nos env ı´a e l s e r v i d o r
50 var a l e r t = UIAle r tCont ro l l e r ( t i t l e : dataDict [ ”message” ] as !
Str ing , message : ”” , p r e f e r r e d S t y l e : U IA l e r tC o nt r o l l e r S ty l e .
A le r t )
51 a l e r t . addAction ( UIAlertAction ( t i t l e : ”OK” , s t y l e : . Default ,
handler : n i l ) )
52 s e l f . p re sentViewContro l l e r ( a l e r t , animated : true , complet ion :
n i l )
53 }
54 } , f a i l u r e : { ( NSURLSessionDataTask , NSError ) −> Void in
55 print ( NSError )
56 //No se ha podido env ia r l a p e t i c i o´ n
57 })
58 } // f i n else
59 } // f i n boto´n
Primero realiza una comprobacio´n para ver si el email y la contrasen˜a esta´n vac´ıos, en
caso de que este´n vac´ıos se le muestra una alerta al usuario notificandole Introduce el email
y la contrasen˜a. Luego comprobamos si el usuario se ha dejado el campo del email o el de la
contrasen˜a, en caso de que se haya dejado alguno de esos campos, se le muestra una alerta
con el texto correspondiente para notificarle que debe introducirlo. Finalmente, si el usuario
ha introducido todos los campos, creamos un objeto JSON que enviaremos al servidor para
validar si el usuario se encuentra registrado y ha introducido correctamente los campos. Si
no se encuentra registrado o algu´n campo no lo ha escrito correctamente, se le mostrara´ una
aviso indicando que no esta´ registrado o que algu´n campo esta´ mal escrito. Si ha ido todo
correctamente, nos guardamos los datos del usuario en la base de datos de la aplicacio´n y lo
redirigimos a la pantalla de Home.
5.2. Verificacio´n y validacio´n
Una vez desarrollada una pantalla, se hacen una serie de pruebas las cuales son:
Probar la parte gra´fica en el iPhone 6s con una resolucio´n de pantalla de 1.334 por 750
pixeles.
Probar la parte gra´fica en el iPhone 4s con una resolucio´n de pantalla de 960 x 640 pixeles.
Probar la funcionalidad de los cambios de pantalla (en caso de que existan).
Probar las peticiones al servidor.
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Probar el correcto funcionamiento de los botones.
Probar que se actualizan los datos de la pantalla (en caso de que sea necesario).
Una vez la pantalla cumple con todas las pruebas descritas anteriormente, se puede con-
siderar que la pantalla y por tanto la Historia de Usuario relacionada con esa pantalla esta´n
aceptadas. Una vez esta´n aceptadas todas las Historias de Usuario de un Sprint, el Sprint se con-
sidera aceptado. Comentar que el equipo de Disen˜o se encarga de la validacio´n de las pantallas




El objetivo del trabajo era desarrollar una aplicacio´n nativa en iOS para una empresa de
apuestas deportivas. La aplicacio´n deb´ıa contar con una interfaz de usuario que consultara
los datos utilizando webservices REST en formato JSON, programacio´n del login y registro
mediante Facebook y la gestio´n de las notificaciones. Del objetivo del trabajo hemos realizado
la interfaz del usuario con las consultas a los webservices REST en formato JSON, hemos
programado el login y registro mediante Facebook y la gestio´n de las notificaciones. En esta
primera versio´n, el login y registro con Facebook y la gestio´n de las notificaciones no esta´n
disponibles (pero s´ı implementadas), ya que por el momento, el servidor no da soporte a estas
funcionalidades. Una vez finalizado el proyecto, los responsables de la aplicacio´n han concluido
que se ha llevado de forma correcta todo el trabajo planificado al principio de la estancia en
pra´cticas, logrando los objetivos y metas marcadas.
Las principal clave de mi motivacio´n durante el desarrollo del proyecto han sido el conocer un
nuevo lenguaje de programacio´n, el cual es cada d´ıa mas utilizado y popular en los entornos de
programacio´n. Personalmente, este proyecto me ha servido para aprender a trabajar como tra-
bajan los programadores de una empresa real y conocer de forma ma´s cercana las metodolog´ıas
a´giles, las cuales me han permitido ser ma´s flexible a los cambios, entregar software funcional
desde el primer sprint, gestionar de forma ma´s sencilla el proyecto y una auto organizacio´n del
equipo de trabajo.
Me gustar´ıa destacar las distintas dificultades que he tenido a la hora de programar para iOS
en vez de programar para Web (como he aprendido durante la carrera). La programacio´n para
iOS es ma´s dif´ıcil de aprender, ya que requiere unos conocimientos de programacio´n previos y
tiene una curva de aprendizaje mucho ma´s pronunciada en comparacio´n con los lenguajes que se
utilizan para la Web (como PHP). Otra diferencia importante entre iOS y Web son los disen˜os,
en la Web se tiene HTML, CSS y Javascript que hacen que sea bastante fa´cil el disen˜o, aplicar
colores, animaciones o posicionar cualquier cosa en una pa´gina con un mı´nimo de esfuerzo, sin
embargo, en iOS necesitamos disen˜ar la apariencia manualmente, indicando las posiciones de
cada objeto que queramos situar en la pantalla, colores, taman˜os, forma de visualizacio´n, etc.,
realizar un cambio simple en el disen˜o, a veces causa desperfectos en la aplicacio´n sin ninguna
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Glosario
HTTP Hypertext Transfer Protocol es el protocolo de comunicacio´n que per-
mite las transferencias de informacio´n en la World Wide Web.
iOS iOS es un sistema operativo mo´vil de la multinacional Apple Inc.
JSON JavaScript Object Notation, es un formato ligero de intercambio de
datos. Leerlo y escribirlo es simple para humanos, mientras que para las
ma´quinas es simple interpretarlo y generarlo.
Popup Un popup o ventana emergente, es una ventana nueva que aparece de
repente en la pantalla de tu ordenador, tablet o mo´vil. Los popups se
utilizan para dar un feedback al usuario de lo que esta´ sucediendo en la
aplicacio´n.
REST Representational State Transfer, es un estilo de arquitectura software
para sistemas hipermedia distribuidos como la World Wide Web.
Scrum Scrum es un proceso de la Metodolog´ıa A´gil que se usa para minimizar
los riesgos durante la realizacio´n de un proyecto, pero de manera colabo-
rativa.
Segue Segue (pronunciado Seg-way) es la navegacio´n/transicio´n entre una pan-
talla y otra.
Splash Splash es la primera pantalla que el usuario ve cuando inicia la apli-
cacio´n. La pantalla de Splash se utiliza para que el usuario pueda elegir
entre distintas opciones, en este caso si acceder al login o registro.
Sprint Un Sprint es un conjunto de historias de usuario que se tienen que llevar
a cabo.
Swift Swift es un lenguaje de programacio´n creado por Apple que permite
disen˜ar apps para iOS, Mac, el Apple TV y el Apple Watch.
A´gil Las metodolog´ıas a´giles son una serie de te´cnicas para la gestio´n de proyec-




A continuacio´n se adjunta la documentacio´n redactada para el env´ıo y la recepcio´n de las






















































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































Manual para crear un proyecto en
Xcode 7.0
A continuacio´n vamos a explicar los pasos para crear un proyecto en Xcode 7.0, desde el
inicio del proyecto hasta la creacio´n de las pantallas y scripts. Lo primero que debemos hacer
es ejecutar el Xcode y nos aparecera´ una pantalla como la de la figura B.1. Seleccionamos la
opcio´n de Create a new Xcode Project. En la siguiente pantalla, figura B.2, Xcode nos pedira´
Figura B.1: Pantalla inicio Xcode
que seleccionemos una de las plantillas que existen por defecto, en nuestro caso seleccionaremos
la plantilla Single View Application.
Xcode nos ofrece varias plantillas para empezar una aplicacio´n, es posible cambiar la apli-
cacio´n despue´s de haber seleccionado una plantilla:
Master-Detail: Puede ser usada cuando la aplicacio´n va a tener una pantalla que tiene
contenido en forma de listas o tablas y cada elemento abre una pantalla nueva con el
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Figura B.2: Seleccio´n plantillas
detalle pertinente. Xcode crea una aplicacio´n haciendo uso de un Split View Controller,
el cual contiene la tabla (master) en la parte izquierda y los detalles (Detail) en la parte
derecha. Este tipo de plantilla es muy u´til cuando se quiere soportar iPhone y iPad porque
el Split View Controller se encarga de mostrar todo al mismo tiempo en el caso de iPad
o solo la tabla en una pantalla y el detalle en una nueva en el caso de iPhone.
Page-Based: Esta plantilla crea una serie de archivos para demostrar co´mo utilizar un
UIPageViewController que es una clase nativa que se encarga de presentar diferentes View
Controllers en forma de pa´ginas. Como podemos ver, Xcode crea un Root View Controller,
que contiene una instancia del UIPageViewController, el cual utiliza un patro´n de disen˜o
llamado data-source, e´ste patro´n tiene un objeto llamado ModelController, que se encarga
de manejar los diferentes View Controllers que se ubican en cada pa´gina.
Single View: Crea un proyecto con un so´lo View Controller en blanco, sin ninguna
navegacio´n o detalles.
Tabbed: Crea una plantilla con dos View Controllers presentados por medio de una barra
en la parte de abajo de la pantalla, tal vez la estructura ma´s usada, como la aplicacio´n de
Facebook, Instagram, Twitter, etc.
Game: Es una plantilla para crear juegos, presenta varias opciones como SceneKit, Spri-
teKit, OpenGL ES y Metal.
A continuacio´n debemos configurar algunos para´metros generales del proyecto, como se
puede observar en la figura B.3:
Product Name: Es el nombre que va a aparecer en el iPhone debajo del ı´cono de la
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Figura B.3: Seleccio´n para´metros generales del proyecto
aplicacio´n, puede ser modificado en el futuro.
Organization Name: El nombre de la organizacio´n, empresa o persona que ?escribio´?
el co´digo fuente de la aplicacio´n (puede ser diferente del nombre que aparece en el App
Store), e´ste aparecera´ repetido en varias partes pero puede ser modificado en el futuro.
Organization Identifier: Es una cadena para identificar a la organizacio´n, Apple reco-
mienda usar una notacio´n en reversa de nombres de dominio, (por ejemplo: si mi pa´gina
web es www.mydominio.com, la notacio´n en reversa ser´ıa ?com.mydominio?), e´ste identi-
ficador puede ser modificado en el futuro.
Bundle Identifier: Esta es una cadena de caracteres automa´ticamente conformada por el
identificador de la organizacio´n y el nombre de la aplicacio´n, este identificador es utilizado
para identificar la aplicacio´n y tiene que ser u´nico (no puede existir otra aplicacio´n en
la plataforma Apple con el mismo identificador) y va a ser utilizado en un futuro por
Apple para cosas, por ejemplo para enviar notificaciones push, e´ste identificador no puede
ser modificado despue´s de haber publicado la aplicacio´n, aunque inicialmente es creado
concatenando el nombre de la aplicacio´n y el identificador de la organizacio´n, e´stos s´ı
pueden ser modificados despue´s de publicada.
Language: Es el lenguaje de programacio´n que vas a utilizar para programar la aplicacio´n,
Xcode te deja elegir entre Objective-C o Swift.
Devices: Podemos seleccionar para que dispositivos vamos a desarrollar. Iphone, Ipad o
Universal (ambos). La eleccio´n de uno no impide agregar el otro despue´s, sin embargo se
recomienda tomar esta decisio´n en este momento.
Use Core Data nos crea automa´ticamente co´digo plantilla para la utilizacio´n de Core
Data, al igual que Unit Tests y UI Tests, por ahora los dejamos sin seleccionar, estas
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herramientas pueden ser adicionadas a la aplicacio´n en el futuro si es necesario.
Por u´ltimo, debemos seleccionar un sitio do´nde guardar nuestro proyecto, como se puede
ver en la figura B.4.
Figura B.4: Seleccionar sitio do´nde guardar nuestro proyecto
Despue´s de confirmar estos pasos tenemos nuestra primera aplicacio´n en blanco, si la ejecu-
tamos en este momento so´lo veremos una pantalla en blanco.
Una vez dentro de nuestro proyecto en Xcode. Co´mo se puede ver en la figura B.5, en la
parte izquierda tenemos lo que yo llamo el grupo de carpeta y archivos. Aqu´ı estara´n todos los
objetos, clases, y dema´s componentes que contendra´ nuestra aplicacio´n.
Hay tres archivos que son muy importantes:
AppDelegate.swift Este fichero es el que delega el comportamiento ba´sico de la app y
donde esta´n las funciones que se lanzan cuando se arranca esta, cuando se cierra, cuando
se entra en background o se vuelve de dicho estado, etc.
Aqu´ı podemos programar el comportamiento de nuestra app controlando cosas como que´
necesitamos que arranque cuando se inicie la misma, si recibimos alguna notificacio´n o si
se ha ido a un proceso en segundo plano.
El fichero viene pre-cargado con las funciones ba´sicas y si entramos, veremos una clara
explicacio´n de cua´ndo se ejecuta cada una de estas funciones.
Main.storyboard Aqu´ı es donde esta´n todos los ficheros de la interfaz de nuestra app. Al
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Figura B.5: Pantalla general de nuestro proyecto
pulsar en e´l veremos que se nos muestra el editor de interfaces y los elementos necesarios
para construir esta como etiquetas, campos, botones, contenedores de ima´genes, etc.
Tambie´n tenemos todas las herramientas que nos permiten crear las constraints o res-
tricciones que permitira´n definir interfaces que se adapten automa´ticamente a cualquier
taman˜o, resolucio´n y/o orientacio´n de un dispositivo.
El storyboard tambie´n permite crear lo que se denominan escenas, que son las diferentes
pantallas que mostrara´ nuestra app. En el storyboard podremos crear toda la estructura
de navegacio´n de la misma, co´mo se interconectan o invocan los diferentes elementos y
cua´l es la secuencia de navegacio´n que queramos darle.
ViewController.swift Este fichero es la parte de modelo de la vista que representa
el storyboard y la vista principal: su correspondiente controlador de vista. Es donde le
diremos a un boto´n de la interfaz que, al pulsarse, ejecute un procedimiento que esta´ en
este fichero y quie´n se encargara´ de almacenar los resultados.
Viene pre-cargado con dos funciones vac´ıas: viewDidLoad que se lanza cuando se ter-
mina de cargar la vista correspondiente, y didReceiveMemoryWarning cuando hay una
advertencia de memoria en el dispositivo.
Otras posibles que podemos usar son viewWillAppear cuando la vista va a aparecer (antes
de empezar con su dibujado, por lo que podemos personalizar su resultado), viewDidAp-
pear cuando ha aparecido (y se han terminado de dibujar sus elementos), viewWillDismiss
cuando se llama a una vista para que desaparezca y viewDidDismiss cuando una vista ha
desaparecido.
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