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Abstrakt
Procesní řízení je do firem zaváděno stále častěji. Pro jeho podporu existuje řada sys-
témů, ať již placených nebo zdarma. Tato práce se zabývá tvorbou jádra takového systému
procesního řízení. Lze zde nalézt teoretický rozbor procesního řízení a srovnání některých
existujících systémů. Hlavní část práce tvoří návrh, implementace a testování procesního
systému. Výsledkem práce je jádro procesního systému a webová aplikace sloužící k otesto-
vání systému.
Abstract
Process management is used by companies more frequently than ever. There are many
systems for process support. Some of them free, some of them required payment. This theses
is about creating core of process management system. You can find there theoretical analysis
of process management and comparison of some process management systems. Main part of
this theses consist of designing, implementing and testing of process management system.
Contribution of this work is core of process management system and web application, which
enable user testing of system.
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Seznam použitých zkratek a pojmů
BPEL Business Process Execution Language - Jazyk pro popis a provádění
procesů.
BPM Business Process Management - Procesní řízení.
BPMI Business Process Management Initiative - Skupina, která vytvořila stan-
dard BPMN.
BPMN Business Process Model and Notation - Jazyk pro popis procesů (mode-
lování procesů).
BPMS Business Process Management System - Systém pro podporu procesního
řízení.
Business Rules Pravidla podnikání - Rozhodovací parametry v procesech.
Metastorm Komplexní systém pro procesní řízení.
MVC Model View Controller - model-pohled-ovladač viz. 6.3.
nBPMS .NET Business Process Management System - Systém procesního řízení
v .NET.
OMG Object Management Group - Společnost spravující standard BPMN.
SOA Service-Oriented Architecture - Servisně orientovaná architektura.
SOAP Simple Object Access Protocol - Protokol pro přístup k jednoduchým
objektům.
WCF Windows Communication Foundation - Technologie pro komunikaci po-
mocí služeb.
WfMC Workflow Management Coalition - Společnost, která vytvořila standard
XPDL.
WSBPEL Web Services Business Process Execution Language - Jazyk pro vyko-
návání procesů s pomocí webových služeb.
WSDL Web Services Description Language - Jazyk pro popis webových služeb.
XML Extensible Markup Language - Rozšířený značkovací jazyk.
XPDL XML Process Definition Language - Jazyk pro XML definici procesu.
4
Seznam obrázků
2.1 Životní cyklus procesu . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 12
4.1 Trouble ticket převzato z [17] . . . . . . . . . . . . . . . . . . . . . . . . . . 30
4.2 Diagram případů užití . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 32
5.1 Architektura systému . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 34
5.2 ER Definice procesu . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 38
5.3 ER Běh procesu . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 42
5.4 Sekvenční diagram procedury pStartProcess . . . . . . . . . . . . . . . . . . 45
5.5 Sekvenční diagram procedury pStartActivity . . . . . . . . . . . . . . . . . 46
5.6 Sekvenční diagram procedury pAbortProcess . . . . . . . . . . . . . . . . . 47
5.7 Sekvenční diagram procedury pAbortActivity . . . . . . . . . . . . . . . . . 48
5.8 Sekvenční diagram procedury pPerformTransition . . . . . . . . . . . . . . . 49
5.9 Sekvenční diagram procedury pPerformAutomaticTransitions . . . . . . . . 50
5.10 Pomocné struktury . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 51
5.11 ER databázové pohledy . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 53
5.12 Diagram tříd entit . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 56
5.13 Diagram tříd definice procesu . . . . . . . . . . . . . . . . . . . . . . . . . . 58
5.14 Diagram tříd běhu procesu . . . . . . . . . . . . . . . . . . . . . . . . . . . 59
5.15 Třída LinqAdapter . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 59
5.16 Diagram tříd modelu balíku . . . . . . . . . . . . . . . . . . . . . . . . . . . 60
5.17 Diagram tříd modelu procesu . . . . . . . . . . . . . . . . . . . . . . . . . . 61
5.18 Diagram tříd modelu běhu procesu . . . . . . . . . . . . . . . . . . . . . . . 62
5.19 Diagram tříd služby PackageService . . . . . . . . . . . . . . . . . . . . . . 64
5.20 Diagram tříd služby ProcessService . . . . . . . . . . . . . . . . . . . . . . . 64
5.21 Diagram tříd služby ProcessInstanceService . . . . . . . . . . . . . . . . . . 65
7.1 Proces Objednávky . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 74
7.2 Obrazovka se seznamem balíků . . . . . . . . . . . . . . . . . . . . . . . . . 75
7.3 Obrazovka se seznamem procesů v balíku nBPMS . . . . . . . . . . . . . . 75
7.4 Obrazovka s procesem Order . . . . . . . . . . . . . . . . . . . . . . . . . . 75
7.5 Obrazovka s během procesu Order . . . . . . . . . . . . . . . . . . . . . . . 76
7.6 Obrazovka s postupem běhu procesu Order . . . . . . . . . . . . . . . . . . 77
7.7 Obrazovka s ukončeným během procesu . . . . . . . . . . . . . . . . . . . . 77
A.1 BPMN 2.0 poster z [1] 1/3 . . . . . . . . . . . . . . . . . . . . . . . . . . . . 84
A.2 BPMN 2.0 poster z [1] 2/3 . . . . . . . . . . . . . . . . . . . . . . . . . . . . 85
A.3 BPMN 2.0 poster z [1] 3/3 . . . . . . . . . . . . . . . . . . . . . . . . . . . . 86
5
Seznam tabulek
2.1 Srovnání procesního a funkčního přístupu k řízení převzato z knihy Procesní
řízení [5] . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 10
5.1 Databázové jmenné konvence . . . . . . . . . . . . . . . . . . . . . . . . . . 36
5.2 Aplikační jmenné konvence . . . . . . . . . . . . . . . . . . . . . . . . . . . 37
5.3 Popis tabulky tPackage . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 37
5.4 Popis tabulky tProcess . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 39
5.5 Popis tabulky tProcessDataDefinition . . . . . . . . . . . . . . . . . . . . . 39
5.6 Popis tabulky eDataType . . . . . . . . . . . . . . . . . . . . . . . . . . . . 39
5.7 Popis tabulky tActivity . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 40
5.8 Popis tabulky eEventType . . . . . . . . . . . . . . . . . . . . . . . . . . . . 40
5.9 Popis tabulky eActivityType . . . . . . . . . . . . . . . . . . . . . . . . . . 40
5.10 Popis tabulky eGatewayType . . . . . . . . . . . . . . . . . . . . . . . . . . 41
5.11 Popis tabulky tTransition . . . . . . . . . . . . . . . . . . . . . . . . . . . . 41
5.12 Popis tabulky tTransitionSrc . . . . . . . . . . . . . . . . . . . . . . . . . . 41
5.13 Popis tabulky tTransitionDst . . . . . . . . . . . . . . . . . . . . . . . . . . 43
5.14 Popis tabulky tProcessData . . . . . . . . . . . . . . . . . . . . . . . . . . . 43
5.15 Popis tabulky tProcessInstance . . . . . . . . . . . . . . . . . . . . . . . . . 43
5.16 Popis tabulky eProcessStateType . . . . . . . . . . . . . . . . . . . . . . . . 44
5.17 Popis tabulky tActivityInstance . . . . . . . . . . . . . . . . . . . . . . . . . 44
5.18 Popis tabulky eActivityStateType . . . . . . . . . . . . . . . . . . . . . . . 44
5.19 Popis procedury pStartProcess . . . . . . . . . . . . . . . . . . . . . . . . . 46
5.20 Popis procedury pStartActivity . . . . . . . . . . . . . . . . . . . . . . . . . 46
5.21 Popis procedury pAbortProcess . . . . . . . . . . . . . . . . . . . . . . . . . 47
5.22 Popis procedury pAbortAllActivities . . . . . . . . . . . . . . . . . . . . . . 47
5.23 Popis procedury pAbortActivity . . . . . . . . . . . . . . . . . . . . . . . . 48
5.24 Popis procedury pPerformTransition . . . . . . . . . . . . . . . . . . . . . . 48
5.25 Popis procedury pPerformAutomaticTransitions . . . . . . . . . . . . . . . . 49
5.26 Popis procedury pFinishActivity . . . . . . . . . . . . . . . . . . . . . . . . 49
5.27 Popis procedury pFinishProcess . . . . . . . . . . . . . . . . . . . . . . . . . 50
5.28 Popis tabulky tErrorLog . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 51
5.29 Popis tabulky eErrorCode . . . . . . . . . . . . . . . . . . . . . . . . . . . . 52
5.30 Popis procedury pLogError . . . . . . . . . . . . . . . . . . . . . . . . . . . 52
5.31 Popis procedury pStoreConstraints . . . . . . . . . . . . . . . . . . . . . . . 53
5.32 Popis pohledu vDefinition . . . . . . . . . . . . . . . . . . . . . . . . . . . . 54
5.33 Popis pohledu vAvaliableTransition . . . . . . . . . . . . . . . . . . . . . . . 54
5.34 Popis pohledu vActivitiesDependency . . . . . . . . . . . . . . . . . . . . . 55
6
Kapitola 1
Úvod
Cílem této práce je navrhnout a implementovat systém, který by umožnil firmě REEN-
GINE CZ a.s. nabídnout levnější variantu k nástroji procesního řízení Metastorm BPM,
který je na jednu stranu velice komplexní, umožňuje rychlý vývoj a integraci s dalšími sys-
témy, ale za všechny tyto možnosti musí klient zaplatit nemalou částku. Proto je potřeba
najít nebo vyvinout alternativu, která samozřejmě nebude tak komplexní, ale která nabídne
klientovi základ jeho procesního řízení, nad kterým může vývojářský tým postavit široké
spektrum aplikací.
V kapitole 2 jsou uvedeny důležité pojmy z procesního řízení. Je zde vysvětleno, co je to
proces, jak jej zapsat a jak může firmě procesní řízení pomoci v její složité administrativě.
Kapitola 3 srovnává existující procesní systémy. S některými z nich má firma zkušenosti,
některé byly nalezeny jako možné alternativy k systému Metastorm. Srovnání slouží také k
ucelení si požadavků na případný nový systém.
Specifikací požadavků se zabývá kapitola 4. Specifikace je spojením požadavků zadá-
vající firmy a požadavků vzniklých při analýze existujících systémů. Také zde nalezneme
analýzu požadavků, které přicházely z různých zdrojů a různými způsoby. Analýza má za
cíl vytvoření uceleného přehled nad cílovým systémem.
Kapitola 5 se zabývá návrhem systému pro podporu procesního řízení. Jde o převedení
požadavků z kapitoly 4 do návrhových modelů. Zde jsou zpracovány podklady pro systémy
řízení báze dat, transformační systém, způsoby komunikace mezi systémy a další informace
nezbytné pro úspěšnou implementaci systému.
Kapitola 6 popisuje vlastní implementaci systému. Popisuje způsoby a nové poznatky,
které vznikly až v době implementace, ale také problémy, se kterými se v návrhu nepočítalo
a bylo potřeba je vyřešit. Řešení těchto problémů je zde opět uvedeno.
V kapitole 7 naleznete příklad, na kterém si lze ověřit funkčnost systému. Příklad je
spolu se zdrojovými kódy a tímto textem obsažen na přiloženém CD. Kapitola také obsahuje
návod, jak se systémem pracovat.
V 8. závěrečné kapitole jsou zhodnoceny dosažené výsledky. Jsou zde shrnuty nové
poznatky i problémy, které bylo třeba řešit a které by mohly pomoci při dalším vývoji.
Také zde naleznete další možná rozšíření, jejichž myšlenka vznikla při vývoji procesního
systému.
Tato práce nenavazuje na žádný semestrální projekt.
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Kapitola 2
Procesní řízení
Kapitola přibližuje pojem procesní řízení čtenáři, který se s pojmy jako je proces setkal jen
letmo či se s ním nesetkal vůbec. Spíše než přesné definice zde lze najít vysvětlení a názorné
příklady. Jako základní zdroj pro tuto kapitolu je použita kniha Procesní řízení[5]
Stěžejní částí kapitoly jsou části 2.4 a 2.6, kde se dovíme, jak lze procesy definovat a jak
s nimi lze pracovat. Pochopení těchto dvou částí je nezbytné pro práci se systémem i pro
orientaci v dalších částech této práce.
2.1 Co je to procesní řízení?
Abychom si mohli vysvětlit pojem procesní řízení, je důležité pochopit pojmy proces a
řízení.
Definic procesu existuje celá řada. Podle knihy Procesní řízení[5], která vychází z normy
ČSN EN ISO 9001:2001, je proces soubor vzájemně působících činností, které mění vstupy
na výstupy. Pokud bychom se na proces podívali z programátorského hlediska, tak bychom
mohli říci, že proces je funkce, která na základě svých vstupů a její definice vrací určité
výstupy. Proces lze také definovat jako posloupnost jednotlivých činností, které tvoří po-
žadovaný výstup. Nutno podotknout, že tyto činnosti mohou mít různý charakter. Může
se jednat o automatizované činnosti, které zpracovává systém sám (např. odeslání emailu,
změna dat po uplynutí určité doby), nebo může jít o činnosti uživatele jako takového (např.
schválení požadavku, zadání vstupních dat). Činnosti mohou být v rámci procesu vykoná-
vány sériově i paralelně (např. vyhotovení podkladů technickým a finančním oddělením).
Také nelze říci, že by procesy byly plně izolované. Naopak velmi často využívají další pro-
cesy pro vykonávání rutin, které se mohou vyskytovat v různých procesech, ale plní stejnou
úlohu (např. zadání adresy zákazníka může být součástí procesu registrace a zároveň procesu
tvorby objednávky).
Dalším pojmem k vysvětlení je pojem řízení. Synonymem řízení, které by nám ve vy-
světlení mohlo pomoci je slovo ovládání. Řízení proto lze chápat jako ovládání různých
subjektů, ať už živých či neživých tak, abychom dosáhli požadováných cílů. Může jít o
prosté řízení automobilu, kde je cílem bezpečně se dostat z bodu A do bodu B, nebo řízení
podniku, kde může být cílem vydělávat peníze, nabízet nejlepší produkty atd. Problematika
definování cíle není úplně jednoduchá a přesahuje rámec této práce. Pro bližší pochopení
lze použít některou z mnoha manažerských publikací.
Když už jsme si vysvětlili, co je to proces a co je to řízení, můžeme dát oba pojmy
dohromady. Procesní řízení (Business Process Management - BPM) se tedy dá chápat jako
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ovládání pomocí procesů. V každé firmě jsou definovány nějaké procesy, i když někdy jde
o procesy skryté. Dále je nutno podotknout, že firma může využívat více druhů řízení a
pomocí procesů může řídit jen část svých aktivit.
2.2 Proč zavádět procesní řízení?
Už jsme si řekli, že procesní řízení je pouze jedním ze způsobů řízení. Proč tedy zavádět
procesní řízení do firem? Co nám přinese přechod na procesní řízení? Co všechno procesní
řízení nabízí?
Především to jsou jasně definované postupy práce. Dále pak snadno měřitelné výsledky.
Flexibilita procesů nám umožňuje rychle reagovat na změnové požadavky. K dalším výho-
dám patří možnost simulace provádění procesů a s tím související ladění procesů jako tako-
vých. V rámci procesů máme také přehled o využívání jednotlivých zdrojů, jejich nákladů
a přiřazení k činnostem. Pravidla podnikání (Business Rules) umožňují měnit rozhodovací
parametry procesů, takže je možné upravit běh procesu, aniž by bylo nutné předefinovat
(zkompilovat, nasadit) celý proces znovu. Procesy nám také pomáhají k odhalení úzkých
hrdel například v oblasti zásobování. Další silnou stránkou procesního řízení je jednoznačně
daná odpovědnost. Každý proces má svého vlastníka, který odpovídá za celý běh procesu.
Nelze také opomenout kladné ohlasy firem a institucí, které již procesní řízení zavedly a
jsou s nimi spokojeny.
Jistě bychom našli i velké množství dalších výhod, nicméně tato práce se nezabývá
srovnáváním manažerských způsobů řízení, takže pokud má čtenář o tuto problematiku
hlubší zájem, tak podrobnější srovnání najde např. v knize Procesní řízení [5]. Jako náhled
může posloužit následující srovnání procesního a funkčního řízení.
2.2.1 Srovnání funkčního a procesního řízení
V rámci funkčního přístupu se jednotliví zaměstnanci soustředí spíše na své činnosti a nevní-
mají běžící procesy jako celek. To může být způsobeno například příliš složitou organizační
strukturou, ale také nezájem zaměstnance. Ostatně motivování zaměstnanců tak, aby měli
zájem na co nejlepších výsledcích koncového produktu, je jednou z nelehkých manažerských
disciplín. Jakmile začne zaměstnanec uvažovat o celém procesu, může přinést nové pohledy
a poznatky a tím proces zdokonalit.
K dalšímu pochopení rozdílu slouží tabulka 2.1, která je převzata z knihy Procesní řízení
[5] (Tabulka 2.1)
2.3 Nasazení procesního řízení v praxi
Pokud se rozhodneme pro přechod na procesní řízení, můžeme postupovat několika způsoby.
Můžeme činnosti do procesu převádět postupně. Tento postup je výhodný z hlediska
změn, které musí zaměstnanci akceptovat a na které si musí zvykat. Také se minimalizují
škody vzniklé nedostatečnými zkušenostmi s návrhem procesu. Nevýhodou je ale úzký kon-
text pohledu. To, že se převádí činnosti postupně, nás odstiňuje od celkového pohledu na
proces, což je jedna z hlavních výhod procesního řízení.
Jinou možností je namodelování nových procesů. Při tomto postupu nejsme omezováni
stávající infrastrukturou a můžeme modelovat přesně podle svých představ. Tento postup
je vhodný pro začínající firmy, které v podstatě nemají žádné procesy a které je potřebují
vytvořit tzv. na zelené louce. Existuje řada již hotových řešení (procesů), které různé firmy
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Funkční přístup Procesní přístup
Lokální orientace pracovníků. Globální orientace prostřednictvím pro-
cesů.
Problém transformace strategických cílů
do ukazatelů.
Propojení strategických cílů a ukazatelů
procesů.
U procesního přístupu je maximálně
vystihující charakteristika: Myslete glo-
bálně, jednejte lokálně.
Orientace na externího zákazníka.
Pracovníci neznají smysl a propojení na
interní zákazníky a dodavatele - mini-
mální součinnost mezi jinými činnostmi.
Existence interních a externích zákaz-
níků. Pracovníci vědí, jaké postupy vy-
užívají pro prováděné činnosti a od koho
je přebírají a jaké výstupy a komu po-
skytují k realizaci navazujících činností -
součinnost s jinými činnostmi.
Problematické definování zodpovědnosti
za výsledek procesu a tvorby hodnot pro
zákazníka.
Zodpovědnost a tvorba hodnoty pro zá-
kazníka je určována podle procesů.
Komunikace přes vrstvy organizační
struktury.
Komunikace v rámci průběhu procesu.
Problematické přiřazení nákladů k čin-
nostem.
Přímé přiřazení nákladů k činnostem.
Rozhodnutí jsou ovlivňována potřebami
činností (funkcí).
Rozhodnutí jsou ovlivňována potřebami
procesů a zákazníků.
Měření činnosti je izolováno od kontextu
ostatních činností.
Měření činnosti zohledňuje její požado-
vaný přínos a výkon v rámci procesu jako
celku.
Informace nejsou mezi činnostmi pravi-
delně sdíleny.
Informace jsou předmětem společného
zájmu a jsou běžně sdíleny.
Pracovníci jsou odměňováni podle jejich
přispění k dané činnosti.
Pracovníci jsou odměňováni podle jejich
přispění k výkonnosti procesu, respektive
organizace jako celku.
Účast zaměstnanců na řešení problémů
je nulová nebo je omezena pouze na jimi
prováděnou činnost.
Podstatné problémy jsou pravidelně ře-
šeny týmy složenými napříč činnostmi (v
rámci procesu) ze všech úrovní organi-
zace.
Tabulka 2.1: Srovnání procesního a funkčního přístupu k řízení převzato z knihy Procesní
řízení [5]
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nabízejí (a to i zdarma). Vždy je však dobré zamyslet se nad tím, jestli právě toto řešení nám
má pomoci nebo je cestou k neúspěchu (Nejlepší řešení, které společnost zvýhodňuje na trhu,
je obvykle přísně střeženým tajemstvím a málokterá firma by měla zájem takto dopomoci
potenciální konkurenci). Pokud tento postup použijeme již v zaběhnuté společnosti, musíme
se připravit na možný odpor zaměstnanců i manažerů k připravovaným změnám, protože
zkušenosti hovoří o tom, že většina lidí nemá ráda velké a náhlé změny.
Také můžeme procesy namodelovat tak, jak už ve firmě existují. Následně je zanalyzu-
jeme a navrhneme vylepšení. Tento postup se jeví jako nejlepší pro existující firmu. Kromě
toho, že už existuje ucelená představa o fungování společnosti, můžeme k modelování pro-
cesů využít i zaměstnance, kteří provádějí jednotlivé činnosti. Můžeme udělat analýzy a
průzkumy, pomocí kterých zjistíme jaké (i skryté) procesy ve firmě existují. Pak už není
problém tyto procesy namodelovat a změřit jejich účinnost. Navrhované změny můžeme
aplikovat postupně nebo skokově, pak je ale třeba připravit se na odpor proti velkým změ-
nám. Obecně se doporučuje zavést dialog, aby každý, koho ze změna týká, věděl proč ke
změně dochází a také aby měl pocit, že se sám na změně podílel. Lidé pak změny lépe
přijímají.
Modelování procesu je nikdy nekončící činnost. Vždy bude třeba něco zlepšovat, reagovat
na nové požadavky, opravovat chyby atd. Každá změna by ale měla být pečlivě zvážena a
dokumentována, abychom se vyhnuli opakování chyb v budoucnosti.
Při přechodu na procesní řízení je v každém případě vhodné připravit projekt, ve kterém
si definujeme cíle, které přechodem sledujeme a postup, kterého se při přechodu budeme
držet. Více o procesu přechodu a o zkušenostech z realizací lze nalézt v knize Procesní řízení
[5], kde se přechodu věnuje kapitola 3.
2.3.1 Životní cyklus procesu
Životní cyklus procesu je popsán na obrázku 2.1.
Návrh procesu
O návrh procesu se stará procesní manažer organizace, která proces vlastní. Jde o hrubý
návrh, ke kterému nejsou třeba žádné speciální nástroje, ale který je základem pro odbornou
analýzu.
Modelování procesu
Modelováním procesu se zabývá procesní specialista, který návrh převede do strukturova-
ných diagramů (viz 2.4). Specialista také pomáhá s návrhem a komunikuje s lidmi, kteří se
starají o vykonávání procesu. Procesní specialisté jsou nezřídka najímáni z externích firem.
Vykonávání procesu
Obecně to může být manažer, který se stará o zavedení procesu v praxi, ale z informatického
pohledu jde o specialistu, který tvoří cílový systém. Tento specialista přijme na vstupu již
hotové procesní diagramy a podle nich vytvoří program, pomocí kterého se budou procesy
provádět. Může využít některý z řady existujících nástrojů, vytvořit nový systém, či upravit
stávající. Na rozdíl od předchozích činností vykonávání procesu vyžaduje obvykle širší tým
lidí.
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Návrh procesu
Modelování procesu
Sledování procesu Vykonávání procesu
Optimalizace procesu
Obrázek 2.1: Životní cyklus procesu
Sledování procesu (Monitoring)
Sledováním procesu se zabývá jak vlastník procesu (odpovědná osoba), tak manažer, který
proces navrhl. Sledovací systém je většinou součástí procesního nástroje. Pokud se společ-
nost rozhodla vytvořit vlastní systém, je vhodné, aby tento systém umožnil sledování a
vyhodnocování průběhů jednotlivých procesů. Vhodné jsou také různé nástroje, které na
základě databázových dat vytvářejí přehledové tabulky a grafy.
Optimalizace procesu
Pokud zjistíme, že proces neprobíhá tak, jak bylo naším záměrem, nebo je třeba lepší chování
procesu, je na řadě optimalizace. Zanalyzujeme výsledky ze sledování procesu, navrhneme
změny a předáme je ke zvážení a zapracování do nového návrhu. Tyto analýzy provádí
procesní analytik.
2.4 Popis procesů
Pro popis procesů se používá notace procesního řízení BPMN (Business Process Model and
Notation). Jedná se o standard, který vytvořila iniciativa BPMI (Business Process Manage-
ment Initiative). Tento standard vznikl proto, aby se unifikovala reprezentace procesů a aby
tato reprezentace byla srozumitelná napříč všemi odvětvími, která proces vytvářejí, zpraco-
vávají nebo implementují. To vedlo ke značnému zjednodušení popisu, a proto jsou procesy
popsané pomocí BPMN značně obecné a pro jejich implementaci je třeba dalších informací.
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Standard nyní spravuje společnost OMG (Object Management Group). Poslední verzí stan-
dardu je verze 2.0 z 3.1.2011. Celé znění standardu naleznete v dokumentu Business Process
Model and Notation (BPMN) Version 2.0[8]
2.4.1 Elementy
Zde jsou popsány základní prvky (elementy) notace. Ty lze rozdělit do pěti kategorií: objekty
toku, data, propojovací objekty, plavecké dráhy a artefakty. Dohromady spolu tvoří ucelený
pohled na proces.
Objekty toku
Objekty toku jsou základními stavebními kameny procesu.
• Události se značí kruhem (A.3). Události mohou být spouštěcí nebo výsledné. O
jaký typ se jedná ukazuje znak v kroužku. Události rozlišujeme také jako počáteční
(jednoduchý kruh), mezistavové (dvojitý kruh) a koncové (tučný kruh).
• Aktivity představují jednoduchý nebo složený úkol, který reprezentuje jednu z čin-
ností společnosti. Značí se obdélníkem s kulatými rohy, ve kterém je popis aktivity
(A.1).
• Brány slouží k řízení sekvenčních toků. Umožňují paralelní provádění aktivit, spojo-
vání výsledků, kontrolu toku podle zadaných podmínek atd. Značí se diamantem, ve
kterém jsou značky pro funkci brány (A.1).
Data
Jednoduché nebo složené skupiny informací. Viz. A.3.
• Datové objekty nesou informace, které aktivita potřebuje pro své vykonávání, nebo
které aktivita produkuje. Značí se listem s ohnutým rohem (podobně jako ikona sou-
boru).
• Datové vstupy jsou data, která potřebuje proces k vykonávání.
• Datové výstupy jsou data, která proces produkuje.
• Datové sklady jsou místa, kde proces čte a ukládá data. Může jít o soubor, databázi,
službu. Uložení dat je perzistentní.
Propojovací objekty
Tyto objekty vzájemně propojují objekty toku, případně další dodatečné informace.
• Sekvenční toky určují pořadí aktivit v procesu. Značí se plnou čarou na konci se
šipkou s plným hrotem (A.1).
• Toky zpráv označují zasílání zpráv mezi objekty. Značí se čárkovanou čarou na konci
se šipkou s prázdným hrotem (A.2).
• Asociace propojují elementy s jejich artefakty, například s anotacemi. Značí se teč-
kovanou čarou konci se šipkou.
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• Datové asociace přiřazují datové objekty k jednotlivým elementům. Značí se stejně
jako asociace (A.3).
Plavecké dráhy
Shlukují elementy do skupin podle účastníků. (A.2)
• Bazény jsou grafickým znázorněním účastníka v diagramu spolupráce. Může obsa-
hovat detaily nebo reprezentovat černou skřínku (black box), pokud neznáme nebo
nechceme zobrazovat podrobnosti. Grafická reprezentace bazénu je obdélník s detaily
bazénu, který má v záhlaví název bazénu.
• Dráhy rozdělují bazén. Slouží ke kategorizaci a organizaci aktivit v bazénu.
Artefakty
dodávají doplňující informace. Slouží k popisování elementů, pomáhají k pochopení procesů,
ale nezasahují do řízení nebo práce procesu.
• Skupiny shlukují objekty, které patří do stejné kategorie. Skupina obsahuje název
kategorie. Graficky je skupina reprezentována obdélníkem s kulatými rohy tvořeným
střídavě tečko-čárkovanou čarou.
• Popisky dodávají doplňující informace k jednotlivým elementům diagramu. Značí se
tečkovanou čarou vedoucí k popisovanému elementu.
2.4.2 Typy diagramů
Základní typy diagramů jsou privátní proces, veřejný proces a choreografie.
Co je to proces, jsme si pospali již v části 2.1. Veřejný proces lze postoupit spolupra-
cujícím stranám. Oproti tomu privátní proces se nezveřejňuje a v diagramech choreografie
se obvykle označuje jako černá skřínka, kde známe jen komunikační rozhraní, ale vnitřní
logika je nám skryta.
Diagram choreografie určuje součinnost procesů a jejich účastníků pomocí zasílání zpráv
a vyvolávání událostí. Důležitou částí choreografického diagramu jsou bazény a plavecké
dráhy, kde je přehledně vidět, které procesy, případně kteří účastníci procesu mají na sta-
rosti aktivity a jak mezi sebou komunikují.
2.4.3 Příklad
Příklad procesu je uveden na obrázku 7.1 v kapitole 7. Jde o proces tvorby a vyřízení
objednávky technického vybavení.
2.5 Popis procesů v XML (XPDL)
BPMN je grafická notace a tudíž není vhodná pro přenos definice procesů mezi různými
systémy (zejména jejich grafické reprezentace). Proto společnost WfMC (Workflow Manage-
ment Coalition) vytvořila a spravuje standard XPDL (XML Process Definition Language -
jazyk pro XML definici procesu). Tento standard umožňuje uložit definici procesu do XML
a tím umožňuje jeho přenositelnost.
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Stav ke dni 8. 1. 2012 je takový, že kompletní specifikace je ve verzi 2.1. Tato verze
pracuje ale jen s BPMN verze 1.1. BPMN verze 2+ je přidána ve verzi 2.2, která ale dosud
není plně specifikována a k dispozici je pouze XML schéma (XSD). Celé znění specifikace
lze najít v [16].
Dne 24. 2. 2012 byla vydána specifikace pro XPDL verze 2.2. Tuto specifikaci lze najít
na internetových stránkách, které jsou uvedeny v seznamu literatury [18].
2.6 Popis provádění procesů (BPEL)
BPMN je sice univerzální notace, ale pro přesnou definici, kterou může vykonávat stroj, je
tato notace nedostatečná. Vznikl tedy jazyk BPEL (Business Process Execution Language
- Jazyk pro popis a provádění procesů). BPEL je značkovací jazyk na základě XML (Ex-
tensible Markup Language - Rozšířený značkovací jazyk). Pomocí jednotlivých značek lze
nadefinovat provádění procesu, jeho aktivit, toky atd. Tato práce pracuje se standardem
WSBPEL 2.0 (Web Services Business Process Execution Language - Jazyk pro vykonávání
procesů s pomocí webových služeb), který je popsán v [7].
Webové služby jsou jedním z nástrojů servisně orientované architektury SOA (Service-
Oriented Architecture - Servisně orientovaná architektura). Základem této architektury je
rozdělení aplikační logiky do služeb, které spolu komunikují. Tyto služby lze pak kdykoliv
opět použít a pokud je třeba udělat změny ve službě jedné, tak obvykle není nutné upra-
vovat ostatní služby. Toto platí tehdy, pokud je zachováno původní rozhraní. Navíc, pokud
více služeb implementuje stejné rozhraní, je možné cílovou službu dynamicky měnit. Více
o servisně orientované architektuře lze nalézt v [4]. Webové služby jsou popsány jazykem
WSDL (Web Services Description Language - Jazyk pro popis webových služeb) a komu-
nikují pomocí protokolu SOAP (Simple Object Access Protocol - Protokol pro přístup k
jednoduchým objektům). WSDL i SOAP jsou oba založeny na XML. Umožňují univerzální
komunikaci mezi různými systémy, platformami a programovacími jazyky. WSDL definice
se obvykle generují z rozhraní služby, popsané v implementačním jazyku. Pro komunikaci
se obvykle využívají vestavěné knihovny.
Ve zdrojovém kódu 2.1 je základní struktura definice procesu tak, jak je uvedena ve
specifikaci [7]. Práce nepopisuje standard podrobně. Jde spíš o náhled na práci s jazykem,
aby se čtenář orientoval v navazujících kapitolách. Více o tomto standardu lze nalézt v jeho
specifikaci [7].
Zdrojový kód 2.1: Základní struktura procesu v BPEL převzata z [7]
<proce s s name="NCName" targetNamespace="anyURI"
queryLanguage="anyURI"?
express ionLanguage="anyURI"?
suppr e s sJo inFa i l u r e="yes | no"?
exitOnStandardFault="yes | no"?
xmlns=" ht tp : // docs . oa s i s−open . org /wsbpel /2 .0/ proce s s / executab l e ">
<ext en s i on s>?
<extens i on namespace="anyURI" mustUnderstand="yes | no" />+
</ ex t en s i on s>
<import namespace="anyURI"?
l o c a t i o n="anyURI"?
importType="anyURI" />∗
<partnerL inks>?
<!−− Note: At l e a s t one r o l e must be s p e c i f i e d . −−>
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<partnerLink name="NCName"
partnerLinkType="QName"
myRole="NCName"?
partnerRole="NCName"?
i n i t i a l i z eP a r t n e rRo l e="yes | no"?>+
</partnerLink>
</partnerL inks>
<messageExchanges>?
<messageExchange name="NCName" />+
</messageExchanges>
<va r i a b l e s>?
<va r i ab l e name="BPELVariableName"
messageType="QName"?
type="QName"?
element="QName"?>+
from−spec ?
</ va r i ab l e>
</ va r i a b l e s>
<co r r e l a t i o n S e t s>?
<co r r e l a t i o nS e t name="NCName" p r op e r t i e s="QName− l i s t " />+
</ c o r r e l a t i o n S e t s>
<fau l tHand l e r s>?
<!−− Note: There must be at l e a s t one fau l tHand l e r −−>
<catch faultName="QName"?
f au l tVa r i a b l e="BPELVariableName"?
( faultMessageType="QName" | fau l tElement="QName" ) ? >∗
activity
</catch>
<catchAl l>?
activity
</ catchAl l>
</ fau l tHand l e r s>
<eventHandlers>?
<!−− Note: There must be at l e a s t one onEvent or onAlarm . −−>
<onEvent partnerLink="NCName"
portType="QName"?
opera t i on="NCName"
( messageType="QName" | element="QName" ) ?
va r i ab l e="BPELVariableName"?
messageExchange="NCName"?>∗
<co r r e l a t i o n s>?
<c o r r e l a t i o n s e t="NCName" i n i t i a t e="yes | j o i n | no"? />+
</ c o r r e l a t i o n s>
<fromParts>?
<fromPart part="NCName" toVar iab l e="BPELVariableName" />+
</ fromParts>
<scope . . .> . . .</ scope>
</onEvent>
<onAlarm>∗
<!−− Note: There must be at l e a s t one exp r e s s i on . −−>
(
<f o r express ionLanguage="anyURI"?>duration−expr</ f o r>
|
<un t i l express ionLanguage="anyURI"?>deadline−expr</ un t i l>
) ?
<repeatEvery express ionLanguage="anyURI"?>
duration−expr
</ repeatEvery>?
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<scope . . .> . . .</ scope>
</onAlarm>
</ eventHandlers>
activity
</ proce s s>
Základ tvoří element process, který definuje jméno, reakce na chyby, dotazovací jazyk
atd. Následuje nepovinný element extension. Tento element umožňuje přidat volitelná
rozšíření do definice procesu, tato rozšíření mohou být použita uvnitř základních elementů,
nikoliv však v hlavním stromu. Import deklaruje závislost na externích dokumentech.
Element partnerLinks definuje odkazy na webové služby, které s procesem spolupracují.
MessageExchange definuje výměnu zprávy tam, kde je třeba rozlišit příchozí a odchozí
zprávy pro jednu službu. Pomocí tohoto elementu spárujeme odpovědi s dotazy a můžeme
použít paralelní volání služby. Element variables definuje proměnné procesu. Correlati-
onSets určuje vztahy, které pak lze použít v určitých aktivitách. FaultHandlers resp.
eventHandlers definují obsluhu chyb resp. událostí. Za activity lze dosadit libovolnou
aktivitu z částí 2.6.5 a 2.6.6
Následuje podrobnější popis elementů.
2.6.1 Partnerské odkazy
Partnerské odkazy (Partner Link) slouží k definování komunikačních kanálů mezi procesem
a webovými službami 2.3. V definici služeb je třeba určit typ partnerského odkazu (Partner
Link Type) 2.2, kde určíme porty a role. Tento typ pak použijeme v definici partnerského
odkazu v procesu. Abychom nemuseli ručně upravovat definici služeb, která je obvykle
generována, můžeme vytvořit novou definici služeb, kde původní soubor vložíme odkazem
a na konec doplníme o typy partnerských odkazů.
Zdrojový kód 2.2: Definice typu partnerského odkazu převzata z [7]
<wsd l : d e f i n i t i o n s name="NCName" targetNamespace="anyURI" . . .>
. . .
<plnk:partnerLinkType name="NCName">
<p l n k : r o l e name="NCName" portType="QName" />
<p l n k : r o l e name="NCName" portType="QName" />?
</plnk:partnerLinkType>
. . .
</ w s d l : d e f i n i t i o n s>
Zdrojový kód 2.3: Definice partnerského odkazu převzata z [7]
<partnerL inks>
<partnerLink name="NCName"
partnerLinkType="QName"
myRole="NCName"?
partnerRole="NCName"?
i n i t i a l i z eP a r t n e rRo l e="yes | no"? />+
</partnerL inks>
2.6.2 Proměnné
Vlastnosti zpráv (Message properties) se rozdělují na dvě části. Část kontextu, která obsa-
huje informace ohledně předávání zpráv, jako jsou identifikace transakce, kódování, protokol.
V druhé části je uložen obsah zprávy.
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Proměnné vlastnosti se definují v elementu variables a řídí průběh procesu.
Typy vlastností je třeba definovat v popisu webové služby.
2.6.3 Zpracování dat
Provádění procesu je stavová záležitost. Stav procesu je určen daty, které obsahuje, a již
provedenou výměnou zpráv. Proto je třeba, aby proces uměl pracovat s daty. Data se
ukládají do proměnných procesu a pracuje se s nimi pomocí dotazovacích a výrazových
jazyků.
Proměnné mohou být trojího typu. Může to být zpráva z definice služby, XML typ nebo
XML element. Syntaxe proměnných je v příkladu 2.4. Každá proměnná má svůj rozsah
platnosti, který je dán umístěním její definice (scope, process). Proměnné lze inicializovat
výrazem, lze jim přiřadit přímou hodnotu nebo je kopírovat ze zprávy. Všechny proměnné
jsou na začátku neinicializované a čtení takovýchto proměnných vyústí v chybu uniniti-
alizedVariable. Proměnné lze také validovat a tím ošetřit situace, kdy jejich struktura
neodpovídá jejich definici.
Dotazovací jazyk lze definovat v záhlaví procesu. Implicitně se uvažuje jazyk XPath 1.0,
který musí podporovat všechny implementace jazyka BPEL.
BPEL umožňuje použití několika typů výrazů. Boolovské výrazy, výrazy trvání (du-
ration expression), výrazy lhůty (deadline expression), číselné výrazy (čítače, větve, cykly),
přiřazovací výrazy.
Zdrojový kód 2.4: Definice proměnných procesu převzata z [7]
<va r i a b l e s>
<va r i ab l e name="BPELVariableName"
messageType="QName"?
type="QName"?
element="QName"?>+
from−spec ?
</ va r i ab l e>
</ va r i a b l e s>
2.6.4 Vztahy
Vztahy se používají ke spárování dotazů, odpovědí a služeb. Jedná se o definici vlastností,
které určují, ke které instanci procesu se přijatá zpráva vztahuje. Na začátku procesu je
třeba tyto vlastnosti inicializovat, pak jsou jejich hodnoty neměnné.
Zdrojový kód 2.5: Definice vztahů převzata z [7]
<co r r e l a t i o n S e t s>?
<co r r e l a t i o nS e t name="NCName" p r op e r t i e s="QName− l i s t " />+
</ c o r r e l a t i o n S e t s>
2.6.5 Základní aktivity
Aktivity se řadí do posloupností. Předchůdce a následníky aktivit značí elementy sources
a targets. Existuje několik druhů základních aktivit. Volání služby (invoke), čekání na vo-
lání služby (recieve, reply). Aktualizace proměnných (assign), zpožděné vykonávání (wait),
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signalizování chyb (throw), propagování chyb (rethrow) a nicnedělání (empty). Také lze
definovat vlastní aktivity pomocí rozšíření. Důležitou aktivitou je také konec vykonávání
procesu (exit).
2.6.6 Strukturované aktivity
Strukturované aktivity obsahují jednoduché aktivity, ale umožňují řídit jejich tok. Jde napří-
klad o sekvenční zpracování aktivit, podmínky, cykly, výběr aktivity na základě vstupní pod-
mínky (pick) a paralelní provádění. Paralelní provádění může být statické, kdy známe do-
předu počet vláken, nebo dynamické, kdy například provedeme aktivity "odeslat email"pro
každého příjemce v procesu.
2.6.7 Prostor
Prostory (scopes) slouží pro definování kontextu ohraničené aktivity. Prostory mohou de-
finovat vlastní proměnné, partnerské odkazy, mají vlastní zpracování chyb a událostí atd.
Prostory se mohou také do sebe zanořovat. Potom platí, že viditelnost objektů postupuje
od předchůdce k následníkovi tak, že předchůdce nevidí objekty následníka, ale následník
vidí objekty předchůdce.
Zdrojový kód 2.6: Definice prostoru převzata z [7]
<scope i s o l a t e d="yes | no"? exitOnStandardFault="yes | no"?
standard−a t t r i b u t e s>
standard−elements
<va r i a b l e s>?
. . .
</ va r i a b l e s>
<partnerL inks>?
. . .
</ partnerL inks>
<messageExchanges>?
. . .
</messageExchanges>
<co r r e l a t i o n S e t s>?
. . .
</ c o r r e l a t i o n S e t s>
<eventHandlers>?
. . .
</ eventHandlers>
<fau l tHand l e r s>?
. . .
</ fau l tHand l e r s>
<compensationHandler>?
. . .
</ compensationHandler>
<terminat ionHandler>?
. . .
</ terminat ionHandler>
activity
</ scope>
2.6.8 Zpracování chyb
Chyby v procesu lze vyvolat buď interně např. špatným přiřazením proměnné, nebo ex-
plicitně pomocí elementu throw. V obou případech lze chybu zachytit a zpracovat. Může
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se stát, že v rámci jednoho procesu se volaly další služby a my chceme zvrátit jejich vy-
konávání. V tomto případě použijeme kompenzační zpracování, kdy se zachycení chyby
propaguje do těla procesu, kde se spustí kompenzační zpracování (compensation handler).
Kompenzační zpracování se spustí pouze, pokud je definováno. Tímto způsobem můžeme v
rámci procesu řídit jednotlivé transakce.
Pokud neexistuje ošetření chyby a proces je definován tak, že při vyvolání chyby se musí
ukončit, tak proces se ukončí. Ukončení procesu lze upravit pomocí zpracování ukončení
(termination handler), kde lze definovat, které akce se mají provést při ukončování procesu.
2.6.9 Události
Reagovat na události můžeme jak v procesu, tak v jeho prostoru. Nicméně tělo reakce musí
být vždy prostor.
Zdrojový kód 2.7: Definice zpracování události převzata z [7]
<eventHandlers>?
<onEvent partnerLink="NCName"
portType="QName"?
opera t i on="NCName"
( messageType="QName" | element="QName" ) ?
va r i ab l e="BPELVariableName"?
messageExchange="NCName"?>∗
<co r r e l a t i o n s>?
<c o r r e l a t i o n s e t="NCName" i n i t i a t e="yes | j o i n | no"? />+
</ c o r r e l a t i o n s>
<fromParts>?
<fromPart part="NCName" toVar iab l e="BPELVariableName" />+
</ fromParts>
<scope . . .> . . .</ scope>
</onEvent>
<onAlarm>∗
(
<f o r express ionLanguage="anyURI"?>duration−expr</ f o r>
|
<un t i l express ionLanguage="anyURI"?>deadline−expr</ un t i l>
) ?
<repeatEvery express ionLanguage="anyURI"?>?
duration−expr
</ repeatEvery>
<scope . . .> . . .</ scope>
</onAlarm>
</ eventHandlers>
Existují dva typy událostí. Zprávy a alarm. Událost zprávy čeká na přijetí zprávy od
nějaké služby. Alarm je časová událost. Časovou událost vyvolávají akce for, repeat, repeat
until, repeatEvery.
2.6.10 Příklad
Příklad XPDL definice procesu je v příloze B.1.
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Kapitola 3
Systémy procesního řízení
Tato kapitola se zabývá porovnáním některých systémů pro procesní řízení. Systémy pro-
cesního řízení mají zkratku BPMS (Business Process Management Systems - Systém pro
podporu procesního řízení). Kapitola je rozdělena podle implementujících jazyků a jejich
dostupnosti. Výběr systémů se řídil primárně požadavkem nalézt projekt implementovaný v
C# .NET s otevřeným kódem a zdarma. Ostatní projekty byly přidány po zrušení některých
požadavků.
3.1 C# .NET zdarma
3.1.1 NetBPM (.NET)
NetBPM je projekt z roku 2007, který se podle dostupných informací dále nerozvíjí. Pro
popis procesů používá vlastní jazyk nPdl, který je založen na XML. Bohužel chybí grafický
editor pro definici procesů. Práce s NetBPM probíhá přes internetový prohlížeč, kde lze
také sledovat stav procesu. Systém v sobě obsahuje i automaticky generované formuláře
pro zadávání proměnných procesu.
3.2 C# .NET placené
3.2.1 Agile Point BPM Suite
Agile Point BPM Suite obsahuje editor procesů podobný Microsoft Office Visio editoru.
Výstupem editoru je XML definice procesu, který přijme AgilePoint server. Komunikace se
serverem je založena na servisně orientované architektuře. Agile Point BPM Suite obsahuje
také napojení na řadu produktů od společnosti Microsoft (SharePoint, Active Directory,
InfoPath, BizTalk, Exchange, ASP.NET atd.). Projekt lze také částečně rozšiřovat o vlastní
modely, ale bohužel se nejedná o aplikaci s otevřeným kódem.
3.2.2 Metastorm BPM
Metastorm BPM je komplexní procesní nástroj od stejnojmenné společnosti. Pro definici
procesu a uživatelských formulářů využívá vlastní editor, který definici umožňuje odeslat de-
finici procesu přímo na server, kde systém běží. Díky definici formulářů pak lze se systémem
pracovat bez zásahu do programového kódu. Webové rozhraní je vytvořeno automaticky na
základě definice procesu. V rámci definice formulářů lze použít jazyk javascript. Metastorm
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kromě webového rozhraní nabízí administrační program, kde lze s procesy a jejich běhy také
pracovat a kontrolovat je. Toto administrační rozhraní také umožňuje vytvářet a spravovat
uživatelské účty.
Tento systém také umožňuje komunikovat pomocí webových služeb, které se ale omezují
jen na SOAP komunikaci. Další možností je využít knihovny (API) pro práci s procesem.
V současné době, kdy je Metastorm ve verzi 9, však tato knihovna obsahuje řadu chyb a je
třeba dalšího vývoje. Metastorm také umožňuje součinnost s dalším produkty Microsoftu
jako je například Microsoft Sharepoint.
3.2.3 Ultimus
Ultimus je další systém, který společnost REENGINE CZ testovala. Systém se sice uká-
zal jako nevhodný, ale přesto jej popíšeme. Ultimus obsahuje, podobně jako Metastorm,
editor pro definici procesů. Systém umožňuje komunikaci pomocí webových služeb i přímo
přes vlastní knihovny. Ultimus také umožňuje napojení na produkty společnosti Microsoft.
Mezi jiným např. Sharepoint, Exchange, Office atd. Systém rovněž disponuje nástrojem pro
tvorbu přehledů a reportů.
3.3 JAVA
Většina projektů je zdarma v rámci komunitní edice, ale i tak je třeba dodržet licenci
projektu. Placené verze těchto projektů většinou obsahují různá rozšíření, servisní podporu
a školení práce se systémem. Pro běh těchto systémů je třeba instalovat Java EE Server.
3.3.1 jBPM
Systém jBPM je jeden z nejznámějších a nejrozšířenějších BPM systémů. Je dostupný
zdarma a jedná se o systém s otevřeným kódem. Definici procesu lze vytvořit buď ve
webovém rozhraní, nebo v rámci editoru Eclipse. Procesy jsou spravovány Java konzolí. In-
tegrace se systémem probíhá pomocí volání služeb. Systém bohužel neumožňuje vytváření
uživatelských formulářů. Uživatelské akce jsou vykonávány pomocí volání služeb.
Systém umožňuje integraci s dalšími Java technologiemi jako jsou: JPA, JTA, Spring
atd.
3.3.2 Joget
Joget je další ze systémů s otevřeným kódem. Systém obsahuje editor procesu i uživatelských
formulářů. Tento editor je klasická aplikace. Uživatelské rozhraní je potom webové. Systém
Joget se zaměřuje na tvorbu vlastního informačního systému, proto zde nenalezneme tak
široké možnosti jako u jBPM.
3.3.3 Orchestra
Systém Orchestra jako jeden z mála procesních systémů pracuje s definicí procesu ve for-
mátu BPEL. Pro návrh procesu lze využít editor Netbeans, nebo vestavěný webový editor.
Orchestra také umožňuje integraci pomocí webových služeb. Orchestra bohužel neobsahuje
možnost tvorby uživatelských formulářů, a proto je třeba vytvořit klienta, který s tímto
systémem bude komunikovat pomocí služeb.
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3.4 PHP
3.4.1 Process Maker
Process Maker je sice systém s otevřeným kódem, nicméně pro komerční použití není do-
stupný zdarma. Podobně jako ostatní procesní nástroje umožňuje definici procesu pomocí
svého editoru, který je součástí webového rozhraní systému. Systém umožňuje i tvorbu
uživatelských formulářů, definování podnikových pravidel, testování, ladění systému a pře-
hledné reporty.
3.5 Pomocné knihovny
V rámci hledání vhodného nástroje pro procesní řízení bylo třeba najít také knihovny, které
by mohly být nápomocny při tvorbě takového systému. Je třeba předem říci, že zde jsme
se omezili pouze na knihovny a nástroje pro C# .NET.
3.5.1 BPMN 2.0 Modeler for Visio
BPMN 2.0 Modeler for Visio je přídavný nástroj pro program Microsoft Office Visio, který
umožňuje v tomto programu modelovat procesy. Standardně lze procesy modelovat jen
ve verzi Premium, avšak tento nástroj lze použít i v nižších verzích. Kromě modelování
procesu lze také využít externích služeb, které nástroj nabízí. Je to například validace
procesu, export souboru do formátu BPEL, XDPL a grafických reprezentací procesu. Tyto
možnosti mají ale nevýhodu v tom, že musí být dostupná služba, kterou nabízí Business
Process Incubator (http://www.businessprocessincubator.com), kde lze také BPMN
2.0 Modeler for Visio získat.
3.5.2 BPEL for Windows Workflow Foundation March CTP
Tento projekt umožňuje konvertovat BPEL soubory do formátu pro Windows Workflow
Foundation. Windows Workflow Foundation (dále jen WWF) je projekt od společnosti
Microsoft, který umožňuje definovat pracovní toky v programech a má k definici procesů
velmi blízko. Bohužel zatím neexistuje nástroj, který by umožňoval přímou konverzi mezi
definicí procesu a WWF. Projekt je z roku 2007 a umožňuje importovat pouze BPEL verze
1.1. Dle dostupných informací se projekt dále nerozvíjí.
3.5.3 bpmve-xpdl-library
Knihovna umožňuje import a export souborů XPDL v. 2.1. z programů v jazyce C# .NET.
Použití knihovny je licencováno GNU Lesser GPL licencí. Knihovna je součástí většího
projektu Business process management Virtual Environment (BPMVE).
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Kapitola 4
Specifikace a analýza požadavků
4.1 Varianty realizace
Protože během studia procesního řízení a zejména po objevení komplexnosti jazyka BPEL
vyšlo najevo, že implementace takového systému by byla neúnosně drahá a částečně i zby-
tečná, byly připraveny následující varianty, ze kterých společnost REENGINE CZ vybere
a upřesní jednu variantu. Na konci každé varianty je seznam jejích kladů (+) a záporů (-).
4.1.1 BPEL procesor
Vytvořit částečnou implementaci BPEL jazyka. Popis procesu v jazyce BPEL, implementace
pouze vybraných akcí, omezení proměnných a výrazového jazyka. Půjde o základní systém,
který umožní vykonávání procesu na základě volání služeb. Dalšími rozšířeními by se přidala
podpora pro návrh procesu, uživatelské grafické rozhraní a analytické funkce.
+
• Do budoucna plná podpora BPEL.
-
• Opravdu potřebujeme přijímat BPEL?
• Generování BPEL z BPMN je nejednoznačné.
• Tato varianta je nejvíce náročná na vývoj.
4.1.2 XPDL procesor
Vytvořit částečnou implementaci XPDL, který není tak složitý jako BPEL. Použít knihovnu
bpmve-xpdl-library. Rozšiřitelnost je stejná jako v případě varianty BPEL procesoru 4.1.1.
+
• Jednodušší než BPEL.
• Existence pomocné knihovny.
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• Většina BPMS řešení má svoje vlastní definice (jednodušší než BPEL a XPDL), takže
výsledek by mohl vyhovovat zamýšlenému použití.
-
• Opět by se jednalo o částečnou implementaci.
• Knihovna je pro starší verzi.
• XPDL není tak dobře dokumentován jako BPEL.
4.1.3 Využití existujícího systému zdarma a s otevřeným kódem
Tato varianta by obsahovala úpravu již existujícího systému tak, aby vyhovoval použití
společnosti REENGINE CZ. Musí se vybrat jeden systém, který se bude nadále rozvíjet.
Dále je třeba definovat modifikace tohoto systému, které budou implementovány.
+
• Získá se vyzkoušený, vyvíjející se nástroj.
• Není třeba implementovat znovu celý systém, stačí doplnit vlastní modifikace.
• Výhoda otevřeného kódu.
-
• Podle kapitoly 3 by se jednalo o systémy psané v jazycích PHP a JAVA. S PHP má
firma dobré zkušenosti, ale JAVA by znamenala dodatečné školení případně nábor
nových zaměstnanců.
• Společnost má založeny projekty na produktech od společnosti Microsoft.
4.1.4 Využití existujícího placeného systému v .NET
Tato varianta se podobá předchozí, avšak bude třeba pečlivě zvážit, jakou funkčnost chce
společnost REENGINE CZ zákazníkům nabízet a tudíž, jaký systém a za jakou cenu zvolit.
U produktu Metastorm BPM se ukázalo, že tento nástroj je sice velice komplexní, ale
zákazníci vetšinou nevyužijí celou jeho sílu. Proto se společnost rozhodla nabízet i produkt
méně komplexní za mnohem nižší pořizovací náklady.
+
• Placená podpora.
• Vetšinou jednoduchá integrace s produkty společnosti Microsoft.
-
• Cena byla jedním z hlavních důvodů hledání alternativy k systému Metastorm BPM
• Nejde o otevřený kód, tudíž lze provádět pouze drobné modifikace.
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4.1.5 Vlastní jazyk pro popis procesů
Stejně jako ostatní projekty si navrhnout jednoduchý jazyk pro vykonávání procesů na bázi
XML. Definovat XSD předpis. Navrhnout model dat a služby pro komunikaci. Začít tzv. na
zelené louce.
+
• Jednoduchost.
• I ostatní projekty mají vlastní jazyk.
• Lze implementovat v C# .NET.
-
• Nebude přijímat BPEL. Nebude univerzální.
• Vyžaduje definici vlastního jazyka.
• Do budoucna vyžaduje implementaci grafického editoru procesů.
4.1.6 Využít NetBPM a upravit si jeho jádro
Navazuje na předchozí variantu s tím, že jako jazyk se použije nPdl a pro vykonávání
procesů lze použít hotový stroj.
+
• Ušetří definici jazyka.
• Implementováno v C# .NET.
• Jednoduché testování procesů. Základ je již hotový.
-
• Opět není univerzální.
• Mohou se objevit chyby v NetBPM.
• Chybí grafický editor pro nPdl.
4.1.7 Vybraná varianta
Na základě konzultace s vedením projektu jsme vybrali variantu 4.1.2 XPDL procesor.
Hlavním důvodem je potřeba jednoduchého napojení jak na produkty firmy Microsoft,
tak na produkty společnosti REENGINE CZ. I když existuje možnost propojit různé sys-
témy napsané v různých jazycích, a které běží na různých platformách pomocí webových
služeb, tato univerzální komunikace s sebou nese značné zpomalení celkového systému. Proto
firma zvolila takovou strategii, kde její produkty jsou založeny na technologiích od společ-
nosti Microsoft a pro vzájemnou komunikaci produktů se využívá Windows Communication
Foundation (WCF).
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Zúžením možností na implementace v jazyce C# jsme se dostali do situace, kdy budeme
rozhodovat, jestli zvolíme placenou variantu, nebo variantu, která je zdarma. Zde se zároveň
rozhodovalo, zda výsledný produkt bude s otevřeným kódem a jestli tedy budeme mít volné
ruce v jeho úpravách. Mít možnost plné kontroly nad produktem bylo hlavní důvod, proč
jsme zvolili variantu s otevřeným kódem. Varianta s sebou nese i tu výhodu, že je dostupná
zdarma.
Nyní bylo třeba rozhodnout, jaký popis procesu budeme přijímat. Výsledná varianta
zvítězila zejména proto, protože obsahuje množství grafických editorů a navíc, což je velmi
důležité, knihovnu, která umožní načtení celé definice do programu. Implementaci jazyka
BPEL jsme opustili, protože po srovnání existujících systémů pro procesní řízení jsme zjis-
tili, že jen malé množství umožňuje práci s tímto jazykem a že efektivně definovat firemní
procesy lze také pomocí jednodušších nástrojů.
Cílem konečného produktu (ne této práce) je dodat hotové řešení, kde si zákazník nadefi-
nuje procesy a formuláře, načež systém vygeneruje potřebné komponenty včetně grafického
rozhraní a pomocí webového rozhraní bude uživatelů umožněno se systémem plně pracovat.
Jednodušší procesy a požadavky by neměly vyžadovat programátorský zásah do kódu.
4.2 Specifikace požadavků
Tato část se zabývá již dohodnutými požadavky na celý systém. Vychází z předchozí části,
kde je zdůvodněn výběr realizace původní myšlenky.
Sekce je rozdělena do logických celků, které se vztahují ke konkrétnímu tématu.
Jako pracovní název systému byl zvolen název nBPMS, což je zkratka z .NET Business
Process Management System (Systém procesního řízení v .NET).
4.2.1 Definice procesu
Definice procesu bude vytvořena v externím editoru, který celý proces uloží ve formátu
XPDL v1.1. Vybraný editor musí umět grafickou definici procesu za pomocí BPMN notace
nejméně ve verzi 1. Editor musí umět import i export definice procesu ve formátu XPDL.
Tato definice bude uložena v databázi tak, aby na jejím základě bylo možné procesy
řídit. Pro uložení do databáze se bude využívat program oddělený od zbytku systému.
V návrhu tohoto programu je třeba zohlednit skutečnost, že v budoucnu bude umožněno
definovat procesy přímo v aplikaci bez použití externího editoru.
Základními stavebními prvky definice procesu jsou:
• Balík, který obsahuje seznam procesů a který se bude používat pro oddělení stejně
pojmenovaných procesů různých vlastníků. Balík je definován svým názvem, který je
v systému unikátní.
• Proces, který obsahuje seznam svých aktivit. Je definován příslušností v balíku a
názvem, který je v balíku unikátní.
• Aktivita je identifikována svým názvem a příslušností do procesu. Název aktivity je
v procesu unikátní. U aktivit je důležité držet také informaci o typu aktivity. Typy
aktivit jsou uživatelské, systémové, brány, události a podprocesy.
• Přechody mezi aktivitami. Přechody spojují aktivity procesu v orientovaný graf. Pře-
chod je definován zdrojovou a cílovou aktivitou a svým názvem. Přechody v sobě
nesou i informaci o podmínce, za které je možné přechod provést.
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• Role. Seznam rolí bude generován ze seznamu aktivit a bude sloužit k autorizaci
provedení aktivity uživatelem. Role bude unikátní v rámci procesu.
• Proměnné procesu. V rámci definice procesu je třeba ukládat i informace o proměn-
ných procesu, jejich typech a implicitních hodnotách.
• Podprocesy. Podprocesy budou uloženy jako ostatní procesy. Použití těchto procesů
bude řešeno pomocí speciálního typu aktivity, kde bude definován podproces a jeho
startovní aktivita.
Kromě informací nutných pro řízení procesu bude také třeba uložit informaci, ke které
entitě (XML elementu) v XPDL předpisu objekt patří. Každá taková entita je vybavena
vlastním identifikátorem. Tato informace bude sloužit ze začátku ke kontrole, později k
grafické vizualizaci stavu procesu.
4.2.2 Řízení procesů
Řídící jádro procesů bude na základě jeho definice umožňovat provádění těchto operací:
• Start procesu. Vytvoří nový běh procesu pomocí jeho startovních aktivit.
• Provedení přechodu mezi aktivitami. Přechod je proveden pouze tehdy, pokud je jeho
počáteční aktivita aktivní a pokud je splněna podmínka přechodu.
• Zrušení běhu procesu. Zruší celý běh procesu.
• Zrušení prováděné aktivity. Zruší prováděnou aktivitu. Pokud bude tato aktivita po-
slední aktivní aktivitou procesu, zruší i celý proces.
• Nastavení proměnných běhu procesu.
Zvláštní požadavek se vztahuje k automatickým aktivitám. Aktivity typu brána nebo
událost nevykonává uživatel, ale jsou vykonávány systémem automaticky. Proto musí sys-
tém přechody z těchto aktivit zajišťovat sám, bez nutnosti interakce s uživatelem.
V rámci běhu procesu a jeho aktivit budou uloženy časové informace o vzniku, aktuali-
zaci údajů a ukončení procesu nebo aktivity.
4.2.3 Přehledy
Aby bylo možné řídit procesy, je třeba mít informace o jeho proměnných, stavu, prováděných
aktivitách a pod. Proto bude třeba poskytnout následující přehledy:
• Seznam balíků.
• Seznam procesů v balíku.
• Startovní aktivity procesu.
• Seznam běhů procesu.
• Přehled aktivit v běhu procesu, a to aktivních i neaktivních (historie).
• Přechody z právě prováděné aktivity. U seznamu přechodů budou odlišeny provedi-
telné přechody od neproveditelných.
• Zobrazení proměnných běhu procesu a jeho hodnot.
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4.2.4 Správa uživatelů
Uživatel bude identifikován svým přihlašovacím jménem a heslem. Správa uživatelů bude
využívat seznam rolí procesu a tyto role bude možno uživatelům přiřazovat a odebírat. Aby
práce s rolemi nebyla zbytečně komplikovaná, bude existovat strom rolí, kde se jednotlivé
role budou slučovat do abstraktních rolí, které budou uživateli přiděleny. Na základě přísluš-
nosti uživatele do abstraktní role mu budou přiděleny i dceřiné role. Tím umožníme např.
pomocí jedné role Administrátor přiřadit všechny role v procesu, aniž bychom je museli
přiřazovat po jedné.
4.2.5 Požadavky na provoz
Systém bude operovat buď jako samostatný proces, nebo v rámci internetové informační
služby. Bude možné jej kdykoliv pozastavit a opětovně spustit. Tato přerušení nesmí mít
vliv na konzistenci dat. Předpokládá se, že se systémem bude pracovat více uživatelů, proto
je třeba zohlednit i výkonnostní aspekty.
Systém bude připravený i na nasazení do prostředí Windows Azure.
4.2.6 Požadavky na rozhraní
S okolím bude systém komunikovat pomocí webových služeb. Výjimku bude tvořit část,
která se stará o uložení definice procesu do databáze. Webové služby budou zajišťovat i
autentizaci a autorizaci uživatelů. Pro otestování a pro demonstraci použití bude vytvořeno
jednoduché webové rozhraní, kde si uživatel bude moci vyzkoušet operace nad procesem.
Jako rozšíření základního systému bude vytvořeno plnohodnotné webové rozhraní s
těmito funkcemi:
• Přihlášení uživatele.
• Nastartování procesu.
• Přehledné zobrazení prováděných aktivit, které spadají pod uživatelovy role.
• Možnost nastavení proměnných procesu v automaticky vygenerovaném formuláři.
• Provádění přechodů mezi aktivitami.
• Zobrazení historie běhů procesů a jejich aktivit.
Předpokládá se ale, že aplikace nad procesním systémem budou programovány ručně a
s procesem se bude komunikovat pomocí webových služeb.
4.2.7 Požadavky na kvalitu
Každý modul, každá vrstva bude disponovat sadou automatických testů. Testy se budou se-
stávat z inicializace stavu databáze, inicializace testovacích a pomocných objektů a vlastních
testů. Jako testovací proces je vybrán demonstrační proces Trouble Ticket od společnosti
WfMC. Testovací proces obsahuje základní typy událostí, paralelní brány a jednu vylučo-
vací bránu. Je tedy vhodný pro otestování základních funkcí systému. Proces Trouble Ticket
(na obrázku 4.1) se nachází ve zdroji [17]. Grafika procesu odpovídá modelování v editoru
TIBCO Business Studio.
29
2
2
.4
.1
2
T
IB
C
O
 T
ro
u
b
le
 T
ic
ke
t.
g
if 
(8
6
9
×
6
1
0
)
1
/1
w
w
w
.x
p
d
l.o
rg
/n
u
g
e
n
/p
/t
ro
u
b
le
tic
ke
ts
ce
n
a
ri
o
/a
/T
IB
C
O
 T
ro
u
b
le
 T
ic
ke
t.
g
if
Obrázek 4.1: Trouble ticket převzato z [17]
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4.3 Analýza požadavků
Protože požadavky jsou psány podrobně, omezíme se zde na prezentaci diagramu případu
užití a na definici postupu prací.
Diagram případu užití je na obrázku 4.2. Jsou zde vidět akce, které může provádět
uživatel systému. Tyto akce odpovídají požadavkům z části 4.2. Administrátor je speciálním
případem uživatele, který může kromě uživatelových akcí nahrávat definice procesu.
Odděleně od uživatele a administrátora stojí role Systém. Systém má za úkol pouze
provádět automatické aktivity. Automatickými aktivitami rozumíme spouštění, reakce na
události a zpracování bran v procesu.
4.3.1 Postup prací
Po vytvoření návrhu celého systému se bude postupovat takto. Nejprve se implementuje
mechanismus, který nahraje definici procesu do databáze. Následně se vytvoří potřebné
databázové procedury pro ovládání procesu. Jakmile bude hotova databázová část, přistou-
píme k implementaci aplikační vrstvy. Po aplikační vrstvě přijde na řadu vrstva servisní.
Na konec budeme implementovat webové rozhraní, které nabídne uživatelské rozhraní pro
ovládání procesu.
Součástí každé iterace bude vytvoření sady automatických testů, které ověří funkčnost
implementace.
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Diagram případu užití
Proveď automatické aktivity
Systém
Získat senzam balíčků Provéstpřechod
Zrušit prováděnou aktivitu
Zrušit proces
Nastartovat
proces
Získat seznam běhů procesů
Získat seznam procesů
Přihlásit se
Uživatel
Nahrát definici
procesu
Administrátor
Visual Paradigm for UML Standard Edition(Brno University of Technology)
Obrázek 4.2: Diagram případů užití
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Kapitola 5
Návrh systému
Kapitola se věnuje návrhu systému, který je vytvořen na základě požadavků z kapitoly 4.
Kapitola obsahuje informace o vybraném procesním editoru, komponentní návrh aplikace
a návrhy jednotlivých komponent. Návrhy jsou rozděleny na návrh databázových objektů,
návrh aplikační vrstvy a návrh servisní vrstvy. Jako nástroj pro tvorbu UML diagramů
byl použit program Visual Paradigm for UML [11]. Použitá verze je standard a program
je licencován v rámci akademické licence pro FIT VUT Brno. Kvůli dodržení licenčních
podmínek, musí být v horní části každého diagramu umístěn vodoznak s informací o majiteli
licence. Některé diagramy jsou značně velké a i přes snahu rozdělit je do menších celků
mohou být v tištěné zprávě hůře čitelné. Všechny diagramy jsou ale vkládány jako vektorová
grafika, a proto v pdf verzi této práce je lze zvětšit a přehledně číst.
5.1 Volba nástroje pro popis procesů (XPDL)
Abychom mohli proces nahrát do vlastní aplikace, musíme nejdříve vytvořit jeho předpis. Z
dostupných editorů byly vybrány tyto programy: BusinessProcess Visual Architect, BPMN
2.0 Modeler for Visio a TIBCO Business Studio. Jednotlivé produkty jsou popisovány v
pořadí, jak byly zkoušeny.
5.1.1 Business Process Visual Architect
Business Process Visual Architect je postaven na základě UML editoru Visual Paradigm
for UML. Tento nástroj bohužel není dostupný zdarma a ve verzi standard, která spadá
pod licenci FIT VUT Brno, není možno udělat export do formátu XPDL. Práci s editorem
si je možno vyzkoušet při použití zkušební verze, kterou můžete využívat 30 dní. Editor je
dostupný na [10].
5.1.2 BPMN 2.0 Modeler for Visio
BPMN 2.0 Modeler for Visio je rozšíření nástroje MS Office Visio, které umožňuje kreslit
procesy i v základní verzi tohoto produktu. Export do formátu XPDL funguje na principu
odeslání projektu na server projektu Business Incubator, kde se z něj vytvoří XPDL soubor,
který následně doručen na zaregistrovaný email. Tato procedura je zbytečně komplikovaná,
a proto ani tento způsob nebyl vybrán jako vhodný k součinnosti s naším systémem pro
procesní řízení. Více lze nalézt v [6].
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Obrázek 5.1: Architektura systému
5.1.3 TIBCO Business Studio
TIBCO Business Studio je dostupný zdarma a umožňuje provádět veškeré požadované ope-
race. Modelování procesu je intuitivní a program pracuje přímo s formátem XPDL, takže
není třeba žádné exportování do tohoto formátu. Program je postaven nad vývojářským
nástrojem Eclipse. Editor lze stáhnout z [14], kde lze nalézt také další informace.
Při instalaci programu na operačním systémy MS Windows Vista nebo Windows 7
doporučuji nainstalovat mimo složku Program Files. Jinak by mohly nastat problémy s
oprávněním a program nebude fungovat.
5.1.4 Vybraný editor
Samozřejmě nelze porovnat všechny existující editory, nicméně nalezený editor TIBCO
splňoval všechny požadavky, a proto bylo rozhodnuto další hledání ukončit. Při zkoušení
jednotlivých editorů jsem narazil na problém, že ačkoliv je XPDL standard a je přesně
definován, tak je jeho přenositelnost mezi jednotlivými editory problematická. Proto bude
program uzpůsoben právě tomuto editoru. Navržená architektura zohlední možnost změny
editoru tak, že celé načtení procesu do databáze obstará jedna třída, čímž se vytvoří jeden
bod, který bude možný v budoucnu nahradit.
5.2 Architektura systému
Na obrázku 5.1 je znázorněna architektura systému, jejíž části si popíšeme.
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5.2.1 Jádro
Základní část tvoří nBPMSKernel, tato část se stará o načtení procesu do databáze a o
provádění celého procesu. Základní komponenta jádra je nBPMSApi, která definuje spo-
lečné třídy pro ostatní komponenty jádra. Dále je zde databázová vrstva nBPMSData, dvě
logické vrstvy, kde nBPMSGenerator slouží k nahrání procesu do databáze a nBPMSEn-
gine se stará o vlastní vykonávání procesu. Nad komponentou nBPMSEngine je prezentační
komponenta nBPMSService, která zpřístupňuje akce nad procesem pomocí WCF služeb.
GeneratorConsole je jednoduchá konzolová aplikace, pomocí které lze nahrát XPDL předpis
procesu do databáze. Webová aplikace nBPMSWeb je potom uživatelské rozhraní systému,
které ukazuje, jakým způsobem lze procesy ovládat.
5.2.2 ACL
Modul ACL řeší autentizaci a autorizaci uživatelů. Je plně odstíněný od zbytku aplikace.
Nabízí služby typu přihlášení uživatele a autorizování jeho akcí. Modul je navržen jako
třívrstvá architektura. Databáze, výkonná vrstva a servisní vrstva (prezentační).
Tento modul není zařazen do implementačního plánu, a proto se jím nebudeme zabývat
ani v části návrhu.
5.3 Volba implementačního prostředí a technologie
Tato část popisuje výběr technologií pro vlastní implementaci systému.
5.3.1 Cílová platforma
Jak ze zadání vyplývá, cílová platforma bude prostředí MS Windows. Proto bude výběr dal-
ších technologií zúžen právě na technologie vyvíjené, nebo podporované společností Micro-
soft. Výhodou tohoto řešení je snadná a vyzkoušená integrace technologií.
5.3.2 Systém řízení báze dat
Využití platformy MS Windows a požadavek na možnost provozování systému ve Windows
Azure směřuje k použití Microsoft SQL Server jako systému pro řízení báze dat. Kromě
základních požadavků jako je perzistence dat, umožňuje tento systém taky tvořit progra-
movatelné objekty, které budou použity pro práci s procesem.
5.3.3 Logická vrstva
Pro implementaci logické vrstvy využijeme C# .NET4, pomocí kterého budeme imple-
mentovat jednotlivé komponenty systému. Pro mapování objektů na databázové objekty
využijeme technologie ADO.NET Entity Framework. Tato technologie umožňuje objekto-
vou práci s databázovými tabulkami a řádky. Umožňuje také volání databázových funkcí a
procedur. Vysoká univerzalita je poznat na nižším výkonu, nicméně pokud se objeví pro-
blémy s nedostatečným výkonem, je aplikace navržena tak, aby změna na klasickou práci s
databází neovlivnila závislé komponenty.
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Objekt Konvence Příklad
Obecné názvy objektů Názvy objektů začínají vel-
kým písmenem. Každé slovo
v názvu začíná velkým písme-
nem
TableExample
Datová tabulka Název začíná předponou t tProcessInstance
Číselníková tabulka Název začíná předponou e eActivityType
Primární klíč Název začíná předponou PK_ PK_tActivityInstance
Cizí klíč FK_<zdroj>_<cíl> FK_tProcess_tPackage
Unikátní index Předpona UK_ a názvy uni-
kátních sloupců
UK_ProcessActivity
Spouštěč (trigger) Název začíná předponou tr trUpdatingtActivityInstance
Funkce Název začíná předponou f fGetErrorCode
Procedura Název začíná předponou p pAbortActivity
Parametry Název začíná předponou p_a
pokračuje malým písmenem
@p_processId
Proměnné Název začíná předponou v_a
pokračuje malým písmenem
@v_activityId
Tabulka 5.1: Databázové jmenné konvence
5.3.4 Komunikace
Komunikaci bude zajišťovat technologie WCF Framework. Tato technologie umožňuje jed-
nou implementací pokrýt více způsobů komunikace. Kromě základních webových služeb,
které komunikují pomocí SOAP protokolu, umožňují také volání služeb s přetrvávajícím
kontextem mezi voláním, přímou komunikaci pomocí TCP/IP a komunikaci pomocí pojme-
novaných rour. V našem systému budeme využívat volání webových služeb pomocí SOAP
protokolu.
5.4 Jmenné konvence
Abychom umožnili lepší orientaci v kódu systému, zavedeme několik jmenných konvencí.
Kód i komentáře jsou psány v anglickém jazyce.
5.4.1 Databázové konvence
V tabulce 5.1 jsou zaneseny jmenné konvence použité při programování databázových ob-
jektů.
5.4.2 Aplikační konvence
V tabulce 5.2 jsou zaneseny jmenné konvence použité při programování aplikace.
5.5 Datový model
Nyní si popíšeme datový model systému. Systém si rozdělíme na část, kde bude uložena
definice procesu, a na část, kde budou uloženy jednotlivé běhy a jejich stav. Kromě datového
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Objekt Konvence Příklad
Obecné názvy objektů Názvy objektů začínají velkým písmenem.
Každé slovo v názvu začíná velkým písme-
nem
ClassExample
Knihovny Název začíná předponou nBPMS nBPMSApi
Třídy Bez předpony ProcessEntity
Metody Bez předpony GetEntity()
Vlastnosti třídy Bez předpony Entity
Proměnné třídy Bez předpony Entity
Soukromé proměnné třídy Název začíná předponou _ a malým pís-
menem
_instance
Parametry Název začíná malým písmenem processId
Proměnné Název začíná malým písmenem process
Tabulka 5.2: Aplikační jmenné konvence
Sloupec Typ Popis
id integer Jednoznačná identifikace balíku v systémuu.
xmlId varchar(256) Identifikátor XML elementu s popisem balíku.
name varchar(256) Název balíku.
Tabulka 5.3: Popis tabulky tPackage
modelu si popíšeme i databázové procedury, které budeme v aplikaci používat. Na závěr si
popíšeme pomocné struktury pro vývoj a ladění aplikace.
Závislosti mezi tabulkami budou řešeny tak, že pokud se odstraní záznam v odkazo-
vané tabulce, bude kaskádově odstraněn i záznam v odkazující tabulce. Tam, kde nepůjde
použít kaskádové rušení záznamů, se použije spouštěč (trigger), který provede požadované
odstranění. Tímto způsobem se udrží konzistence dat nezávisle na prováděných operacích
v tabulkách.
Protože velká část logiky řízení procesu se nachází v databázi, je tato část nejobsáhlejší z
celé práce. Slouží také jako definice atributů objektů, které se nevyskytují jen na databázové
úrovni, ale také na úrovních vyšších.
5.5.1 Definice procesu
Na obrázku 5.2 je diagram vztahů (ER diagram), ve kterém jsou zaneseny objekty repre-
zentující definici procesu. Jsou zde i vztahy mezi těmito objekty. Jednotlivé objekty budou
implementovány jako databázové tabulky a vztahy mezi objekty budou cizí klíče, pomocí
kterých na sebe budou tabulky ukazovat. V diagramu jsou zaneseny názvy sloupců a typy
sloupců, klíče, unikátní omezení a informace o tom, jestli je vyžadováno vyplnění hodnoty
(N znamená, že sloupec nemusí být vyplněn).
Nyní si popíšeme jednotlivé tabulky.
tPackage
Tabulka tPackage ukládá informace o balících. Zároveň slouží jako rodičovská tabulka všech
procesů v balíku. Primárním klíčem je sloupec id. Popis tabulky je v tabulce 5.3.
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Definition
id integer(10)
name varchar(256)
condition varchar(1073741823)
xmlId varchar(256)
tTransition
transitionId int...
dstActivityId int...
tTransitionDst
transitionId int...
srcActivityId int...
tTransitionSrc
id integer(10)
packageId integer(10)
xmlID varchar(256)
name varchar(256)
tProcess
id integer(10)
xmlId varchar(256)
name varchar(256)
tPackage
id integer(10)
xmlId varchar(256)
name varchar(256)
processId integer(10)
type varchar(256)
gatewayType varchar(256)
eventType varchar(256)
tActivity
name varchar(256)
description varchar(1073741823)
isAutomatic bit
eActivityType
name varchar(256)
description varchar(1073741823)
eGatewayType
name varchar(256)
description varchar(1073741823)
eEventType
processId integer(10)
name varchar(256)
type varchar(256)
defaultValue varchar(256)
tProcessDataDefinition
name varchar(256)
description varchar(1073741823)
eDataType
FK_tProcessDataDefinition_eDataType
FK_tProcessdataDefinition_tProcess
FK_tActivity_eEventType
FK_tActivity_eGatewayType
FK_tActivity_eActivityType
FK_tTransitionSrc_tActivity FK_tTransitionDst_tActivity
FK_tProcess_tPackage
FK_tActivity_tProcess
FK_tTransitionSrc_tTransitions FK_tTransitionDst_tTransitions
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Obrázek 5.2: ER Definice procesu
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Sloupec Typ Popis
id integer Jednoznačná identifikace procesu v systému.
packageId integer Odkaz na balík, ve kterém je proces obsažen.
xmlId varchar(256) Identifikátor XML elementu s popisem procesu.
name varchar(256) Název procesu.
Tabulka 5.4: Popis tabulky tProcess
Sloupec Typ Popis
processId integer Odkaz na proces, jehož proměnnou záznam definuje.
name varchar(256) Název proměnné.
type varchar(256) Odkaz na typ proměnné.
defaultValue varchar(256) Implicitní hodnota proměnné.
Tabulka 5.5: Popis tabulky tProcessDataDefinition
tProcess
Tabulka tProcess ukládá informace o definovaném procesu. Odkazuje se na rodičovský balík
a naopak aktivity procesu a definice proměnných procesu ukazují na tuto tabulku. Název
procesu v rámci jednoho balíku musí být unikátní. Primárním klíčem je sloupec id. Popis
tabulky je v tabulce 5.4.
tProcessDataDefinition
Tato tabulka ukládá informace o proměnných procesu, jejich typech a implicitních hodno-
tách. Odkazuje se na proces a na číselníkovou tabulku s datovými typy. Primárním klíčem
tabulky jsou sloupce processId a name. Popis tabulky je v tabulce 5.5.
eDataType
Číselníková tabulka definující možné datové typy proměnných. Primárním klíčem je sloupec
name. Tabulka je odkazována tabulkou s definicemi proměnných procesu. Popis tabulky je
v tabulce 5.6.
5.5.2 tActivity
Tabulka tActivity definuje všechny aktivity v procesu. Protože aktivitou můžeme z hlediska
průchodu procesem rozumět i bránu nebo událost, je třeba ukládat i informace o tom,
jakého typu aktivita (příp. brána a událost) je. Tabulka se odkazuje na proces, ve kterém je
obsažena, a ukazuje na číselníkové tabulky typů. Dále tabulka ukazuje na tabulku s přechody
Sloupec Typ Popis
name varchar(256) Název datového typu.
description varchar(256) Popis datového typu.
Tabulka 5.6: Popis tabulky eDataType
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Sloupec Typ Popis
id integer Jednoznačná identifikace aktivity v systému.
xmlId varchar(256) Identifikátor XML elementu s popisem aktivity.
name varchar(256) Název aktivity.
processId varchar(256) Odkaz na proces obsahující tuto aktivitu.
type varchar(256) Odkaz na typ aktivity.
gatewayType varchar(256) Odkaz na typ brány.
eventType varchar(256) Odkaz na typ události.
Tabulka 5.7: Popis tabulky tActivity
Sloupec Typ Popis
name varchar(256) Název typu události.
description varchar(256) Popis typu události.
Tabulka 5.8: Popis tabulky eEventType
mezi aktivitami. Primárním klíčem je sloupec id. Název aktivity je v rámci jednoho procesu
unikátní. Popis tabulky je v tabulce 5.7.
Zde bych rád upozornil na jistou zvláštnost SQL serveru. Pokud se podíváte na propo-
jení tabulek tActivity a tTransition zjistíte, že místo 2 odkazů z tTransition na tActivity
jsou použity 2 pomocné propojovací tabulky. Důvodem takového propojení je požadavek
na kaskádové rušení odkazujících záznamů. SQL server nedovolí kaskádově odstraňovat tyto
záznamy, pokud se odkazují do jedné tabulky. Označí spojení za cyklus a to i přes to, že
pokud si toto propojení představíme jako orientovaný graf, tak cyklus neobsahuje. Řešením
tohoto problému je právě použití pomocných propojovacích tabulek, které omezíme tako-
vým způsobem, že každý přechod (jeho id) může být v tabulce uveden pouze jednou. Tím
vzniknou dvě spojení typu 1..n.
eEventType
Číselníková tabulka s typy událostí. Popis tabulky je v tabulce 5.8.
eActvityType
Číselníková tabulka s typy aktivit. Popis tabulky je v tabulce 5.9.
eGatewayType
Číselníková tabulka s typy bran. Popis tabulky je v tabulce 5.10.
Sloupec Typ Popis
name varchar(256) Název typu aktivity.
description varchar(256) Popis typu aktivity.
isAutomatic bit Příznak typu automatické aktivity.
Tabulka 5.9: Popis tabulky eActivityType
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Sloupec Typ Popis
name varchar(256) Název typu brány.
description varchar(256) Popis typu brány.
Tabulka 5.10: Popis tabulky eGatewayType
Sloupec Typ Popis
id integer Jednoznačná identifikace přechodu v systému.
name varchar(256) Název přechodu.
condition text Podmínka proveditelnosti přechodu.
xmlId varchar(256) Identifikátor XML elementu s popisem přechodu.
Tabulka 5.11: Popis tabulky tTransition
tTranstion
Tabulka tTransition ukládá informace o přechodech. Pomocí spojovacích tabulek tTransiti-
onSrc a tTransitionDst je propojena s tabulkou tActivity. Primárním klíčem je sloupec id.
Popis tabulky je v tabulce 5.11.
tTransitionSrc
Spojovací tabulka mezi přechodem a zdrojovou aktivitou přechodu. Primární klíč je sloupec
transitionId. Popis tabulky je v tabulce 5.12.
tTransitionDst
Spojovací tabulka mezi přechodem a cílovou aktivitou přechodu. Primární klíč je sloupec
transitionId. Popis tabulky je v tabulce 5.13.
5.5.3 Běh procesu
Na obrázku 5.3 je diagram vztahů entit pro běh procesu. Pro přehledné zobrazení vztahů
jsou zde uvedeny také entity, které jsou popsány v předchozí části 5.5.1. Detailně popíšeme
pouze nové entity.
tProcessData
V tabulce tProcessData jsou uloženy proměnné běhu procesu a jejich hodnoty. Tabulka
se odkazuje na tabulku tProcessDataDefinition a tProcessInstance. Primárním klíčem jsou
sloupce piid a name. Popis tabulky je v tabulce 5.14.
Sloupec Typ Popis
transitionId integer Odkaz na přechod mezi aktivitami.
srcTransitionId integer Odkaz na zdrojovou aktivitu
Tabulka 5.12: Popis tabulky tTransitionSrc
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Execution
name varchar(256)
description varchar(1073741823)
isActive bit
eActivityStateType
name varchar(256)
description varchar(1073741823)
isActive bit
eProcessStateType
id integer(10)
xmlId varchar(256)
name varchar(256)
processId integer(10)
type varchar(256)
gatewayType varchar(256)
eventType varchar(256)
tActivity
aiid integer(10)
activityId integer(10)
state varchar(256)
piid integer(10)
created timestamp(23)
updated timestamp(23)
closed timestamp(23)
tActivityInstance
id integer(10)
packageId integer(10)
xmlID varchar(256)
name varchar(256)
tProcess
piid integer(10)
processId integer(10)
state varchar(256)
created timestamp(23)
updated timestamp(23)
closed timestamp(23)
tProcessInstance
processId integer(10)
name varchar(256)
type varchar(256)
defaultValue varchar(256)
tProcessDataDefinition
piid integer(10)
name varchar(256)
processId integer(10)
value varchar(1073741823)
tProcessData
FK_tProcessData_tProcessDataDefinition
FK_tProcessData_tProcessInstance
FK_tProcessdataDefinition_tProcess
FK_tActivityInstance_tProcessInstance
FK_tProcessInstance_tProcess
FK_tActivity_tProcess
FK_tActivityInstance_tActivity
FK_tProcessInstance_eProcessStateType
FK_tActivityInstance_eActivityStateType
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Obrázek 5.3: ER Běh procesu
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Sloupec Typ Popis
transitionId integer Odkaz na přechod mezi aktivitami.
dscTransitionId integer Odkaz na cílovou aktivitu
Tabulka 5.13: Popis tabulky tTransitionDst
Sloupec Typ Popis
piid integer Odkaz na tabulku tProcessInstance.
name varchar(256) Název proměnné procesu (odkaz na tProcessDataDefinition).
processId integer Odkaz na tabulku tProcessDataDefinition.
value text Hodnota proměnné.
Tabulka 5.14: Popis tabulky tProcessData
tProcessInstance
V tabulce tProcessInstance jsou informace o běhu procesu. Tabulka se odkazuje na tabulku
tProcess (definice procesu) a na číselníkovou tabulku eProcessStateTyp kde jsou uloženy
možné stavy běhu procesu. Primárním klíčem je sloupec piid, který reprezentuje identifikaci
instance procesu (process instance id). Popis tabulky je v tabulce 5.15
eProcessStateType
V číselníkové tabulce eProcessStateType jsou uloženy stavy běhu procesu a příznak, zda
jde o stav aktivního nebo uzavřeného procesu. Primární klíč je sloupec name. Popis tabulky
je v tabulce 5.16.
tActivityInstance
Tabulka tActivityInstance obsahuje informace o probíhajících nebo proběhlých aktivitách.
Odkazuje se na tabulku s popisem aktivity (tActivity), na tabulku s během procesu, pod
který vykonávaná aktivita spadá (tProcessInstanceId) a na číselníkovou tabulku se sta-
vem aktivity (eActivityStateType). Primárním klíčem je sloupec aiid, který reprezentuje
identifikaci instance aktivity (activity instance id). Popis tabulky je v tabulce 5.17
eActivityStateType
V číselníkové tabulce eActivityStateType jsou uloženy stavy prováděných aktivit procesu
a příznak, zda jde o stav aktivní nebo ukončené aktivity. Primární klíč je sloupec name.
Sloupec Typ Popis
piid integer Jednoznačná identifikace běhu v systému.
processId integer Odkaz na tabulku tProcess.
state varchar(256) Stav běhu. Odkaz na tabulku eProcessStateType.
created datetime Čas vytvoření běhu.
updated datetime Čas poslední aktualizace běhu.
closed datetime Čas ukončení běhu.
Tabulka 5.15: Popis tabulky tProcessInstance
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Sloupec Typ Popis
name varchar(256) Název stavu běhu procesu.
description text Popis stavu.
isActive bit Příznak aktivního stavu.
Tabulka 5.16: Popis tabulky eProcessStateType
Sloupec Typ Popis
aiid integer Jednoznačná identifikace prováděné aktivity.
activtyId integer Odkaz na tabulku tActivity.
state varchar(256) Stav prováděné aktivity. Odkaz na tabulku eActivityStateType.
piid integer Odkaz na tabulku tProcessInstance.
created datetime Čas spuštění aktivity.
updated datetime Čas poslední aktualizace prováděné aktivity.
closed datetime Čas ukončení aktivity.
Tabulka 5.17: Popis tabulky tActivityInstance
Popis tabulky je v tabulce 5.18.
5.5.4 Databázové procedury
Zde s popíšeme databázové procedury, pomocí kterých budeme proces řídit. Protože velká
část aplikační logiky je uložena v těchto procedurách, ukážeme si na sekvenčních diagra-
mech, jakým způsobem jsou jednotlivé problémy řešeny. U každé procedury je také popis
jejích parametrů. Pokud procedura volá jinou proceduru, není už v sekvenčním diagramu
zobrazeno tělo volané procedury. Toto tělo lze nalézt v rámci definice volané procedury.
Všechny databázové procedury před vykonáváním vlastní práce zkontrolují předané pa-
rametry. Zamezí se tak provádění přechodů v ukončeném běhu procesu, ukončování procesu
s probíhajícími aktivitami atd.
Některé procedury mají parametr @p_checkAutomaticTransitions, pomocí kterého se
rozhodují, zda budou na konci svého volání provádět automatické přechody. Toto opatření
je z důvodu zamezení rekurzivních smyček ve volání procedur. SQL server umožňuje maxi-
málně 32 vnořených volání. Pokud je provedení přechodu, startování aktivity, ukončování
aktivity atd. voláno již v kontextu provádění automatických přechodů, tak se tyto přechody
budou provádět pouze v hlavní smyčce a ne na konci každé z volaných procedur.
Text o databázových procedurách je umístěn v návrhu datového modelu záměrně, ač-
koliv se nejedná o definici dat jako takovou. Databázové procedury jsou stejně jako data
uloženy přímo v databázi, jsou tedy spjaty více s datovým modelem než s návrhem aplikační
vrstvy, která tyto procedury pouze využívá. Stejně tak využívá i databázové prostředky pro
vkládání a vyhledávání dat.
Sloupec Typ Popis
name varchar(256) Název stavu prováděné aktivity procesu.
description text Popis stavu.
isActive bit Příznak aktivního stavu.
Tabulka 5.18: Popis tabulky eActivityStateType
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sd Start procesu
alt
loop
[Pro všechny startující aktivity procesu]
[Obsahují parametry Startující aktivitu?]
Aplikace
pStartActivitypStartProcess
7.1: Vrať piid
1: Spusť proces
7:
6: Spusť aktivitu
5:
4: Spusť aktivitu
3: Vytvořit záznam v tProcessInstance
2: Zkontrolovat parametry
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Obrázek 5.4: Sekvenční diagram procedury pStartProcess
pStartProcess
Procedura pStartProcess vytváří nový běh procesu a začne vykonávat startující aktivity.
Stav běhu procesu má hodnotu STARTED. Sekvenční diagram je na obrázku 5.4. Procedura
vrací identifikaci nově vzniklého běhu procesu v posledním parametru. Popis parametrů
procedury je v tabulce 5.19.
pStartActivity
Procedura pStartActivity začne vykonávat aktivitu podle předané identifikace v parametru.
Vykonáváním aktivity se rozumí vytvoření záznamu v tabulce tActivityInstance a nastavení
stavu vykonávané aktivity na hodnotu STARTED. Procedura také zpracovává aktivity typu
brána a událost. Na konec, pokud je třeba, volá proceduru, která provede automatické
přechody mezi aktivitami. Sekvenční diagram je na obrázku 5.5. Popis parametrů procedury
je v tabulce 5.20.
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Parametr Typ Povinný Popis
@p_processId integer Ano Identifikace procesu.
@p_activityId integer Ne Startující aktivita. Pokud není vy-
plněn startují se všechny startující
aktivity.
@p_piid integer Ano Identifikace vzniklého běhu procesu.
Výstupní parametr.
Tabulka 5.19: Popis procedury pStartProcess
sd Start aktivity
alt
[Je aktivita brána?]
alt
[Je aktivita událost?]
pPerformAutomaticTransitionspStartActivity
6:
5: Proveď automatické přechody
3: Zpracuj bránu
4: Zpracuj události
2: Vytvořit záznam v tActivityInstance
1: Zkontrolovat parametry
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Obrázek 5.5: Sekvenční diagram procedury pStartActivity
Parametr Typ Povinný Popis
@p_piid integer Ano Identifikace běhu procesu.
@p_activityId integer Ano Aktivita, která se má začít vykoná-
vat.
@p_checkAutomaticTransitions bit Ne Mají se provést automatické pře-
chody? (implicitně ano)
Tabulka 5.20: Popis procedury pStartActivity
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sd Zrušení běhu procesu
loop
[Pro všechny aktvní aktivity]
pAbortActivitypAbortAllActivitiespAbortProcess
4: Upravit záznam v tProcessInstance
3:
2.2.3:
2.2.2: Upravit záznam v tActivityInstance
2.2.1: Zkontrolovat parametry
2.2: Zruš aktivitu
2.1: Zkontrolovat parametry
2: Zruš všechny aktivity
1: Zkontrolovat parametry
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Obrázek 5.6: Sekvenční diagram procedury pAbortProcess
Parametr Typ Povinný Popis
@p_piid integer Ano Identifikace běhu procesu.
Tabulka 5.21: Popis procedury pAbortProcess
pAbortProcess
Procedura pAbortProcess zruší běh procesu. Zruší všechny vykonávané aktivity v procesu
a běhu nastaví stav ABORTED. Sekvenční diagram procedury je na obrázku 5.6. Popis
parametru procedury je v tabulce 5.21.
pAbortAllActivities
Proceduru pAbortActivity využívá procedura pAbortProcess k zrušení všech právě vykoná-
vaných aktivit. Sekvenční diagram procedury je na obrázku 5.6. Popis parametrů v tabulce
5.22.
Parametr Typ Povinný Popis
@p_piid integer Ano Identifikace běhu procesu.
Tabulka 5.22: Popis procedury pAbortAllActivities
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sd Zrušení prováděné aktivity
pPerformAutomaticTransitionspAbortActivity
4:
3: Proveď automatické přechody
2: Upravit záznam v tActivityInstance
1: Zkontrolovat parametry
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Obrázek 5.7: Sekvenční diagram procedury pAbortActivity
Parametr Typ Povinný Popis
@p_piid integer Ano Identifikace běhu procesu.
@p_activityId integer Ano Aktivita, která se má zrušit.
@p_checkAutomaticTransitions bit Ne Mají se provést automatické pře-
chody? (implicitně ano)
Tabulka 5.23: Popis procedury pAbortActivity
pAbortActivity
Procedura pAbortActivity zruší právě vykonávanou aktivitu (nastaví stav na ABORTED).
Pokud je třeba provede automatické přechody. Sekvenční diagram procedury je na obrázku
5.7 a popis parametrů je v tabulce 5.23.
pPerformTransition
Pomocí procedury pPerformTransition lze přecházet mezi jednotlivými aktivitami procesu.
Procedura ukončí právě prováděnou (zdrojovou) aktivitu, začne provádět cílovou aktivitu
a v případě potřeby provede automatické přechody. Sekvenční diagram procedury je na
obrázku 5.8 a parametry jsou v tabulce 5.24.
pPerformAutomaticTransitions
Procedura pPerformAutomaticTransitions provede všechny proveditelné přechody z auto-
matických aktivit (např. brána nebo událost). Sekvenční diagram procedury je na obrázku
Parametr Typ Povinný Popis
@p_piid integer Ano Identifikace běhu procesu.
@p_transitionId integer Ano Přechod, který se má provést.
@p_checkAutomaticTransitions bit Ne Mají se provést automatické pře-
chody? (implicitně ano)
Tabulka 5.24: Popis procedury pPerformTransition
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sd Proveď přechod
pPerformAutomaticTransitionspStartActivitypFinishActivitypPerformTransition
6:
5: Proveď automatické přechody
4:
3: Spusť aktivitu
2.3:
2.2: Upravit záznam v tActivityInstance
2.1: Zkontrolovat parametry
2: Ukonči prováděnou aktivitu
1: Zkontrolovat parametry
(+ povolení k přechodu)
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Obrázek 5.8: Sekvenční diagram procedury pPerformTransition
Parametr Typ Povinný Popis
@p_piid integer Ano Identifikace běhu procesu.
Tabulka 5.25: Popis procedury pPerformAutomaticTransitions
5.9. Popis parametrů procedury je v tabulce 5.25
pFinishActivity
Pomocí procedury pFinshActivity jsou ukončovány vykonávané aktivity (nastaví stav na
FINISHED). Procedura existuje proto, aby úpravy a akce, které se pojí s ukončením prová-
děné aktivity, byly na jednom místě a změna nezasáhla ostatní kód. Parametry procedury
jsou v tabulce 5.26.
pFinishProcess
Tato procedura ukončuje běh procesu nastavením jeho stavu na FINISHED. Pro úspěšné
ukončení běhu procesu je nutné mít ukončeny všechny prováděné aktivity. Parametry pro-
Parametr Typ Povinný Popis
@p_piid integer Ano Identifikace běhu procesu.
@p_activityId integer Ano Aktivita, která se má ukončit.
@p_checkAutomaticTransitions bit Ne Mají se provést automatické pře-
chody? (implicitně ano)
Tabulka 5.26: Popis procedury pFinishActivity
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sd Proveď automatické přechody
loop
[Pro všchny automatické prováděné aktivity]
alt
[Je aktivita brána?]
pPerformtransitionpPerformAutomaticTransitions
4:
3: Proveď přechod
2: Zpracuj bránu
1: Zkontrolovat parametry
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Obrázek 5.9: Sekvenční diagram procedury pPerformAutomaticTransitions
Parametr Typ Povinný Popis
@p_piid integer Ano Identifikace běhu procesu.
Tabulka 5.27: Popis procedury pFinishProcess
cedury jsou v tabulce 5.27.
5.5.5 Pomocné struktury
Zde si popíšeme pomocné databázové objekty, které přímo nesouvisí s procesním systémem,
ale které jsou užitečné pro jeho vývoj a opravy chyb. Pomocné tabulky jsou popsány na
obrázku 5.10. Pomocné databázové pohledy (view) na obrázku 5.11. Jsou zde popsány i
pomocné procedury.
tErrorLog
Tabulka tErrorLog slouží k ukládání databázových chyb, které se mohou objevit při vykoná-
váni uložených procedur. Kromě základních informací, které lze získat z chybového hlášení,
obsahuje také sloupce pro identifikaci procesu, běhu, aktivity atd. Detaily této tabulky jsou
v tabulce 5.28.
eErrorCode
Číselníková tabulka eErrorCode obsahuje informace pro generování databázových chybo-
vých zpráv, které lze následně použít při tvorbě chybového hlášení. Výhoda tohoto způ-
sobu je skutečnost, že každá chyba má svoje vlastní číslo, kterým lze na aplikační úrovni
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Utilities
name varchar(256)
msgnum integer(10)
severity smallint(5)
msgtext varchar(255)
lang varchar(128)
with_log bit
eErrorCode
id integer(10)
processId integer(10)
piid integer(10)
activityId integer(10)
aiid integer(10)
number integer(10)
severity integer(10)
state integer(10)
procedure varchar(1073741823)
line integer(10)
message varchar(1073741823)
caughtIn varchar(1073741823)
created timestamp
tErrorLog
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Obrázek 5.10: Pomocné struktury
Sloupec Typ Popis
id integer Identifikace chybového záznamu.
processId integer Identifikace procesu.
piid integer Identifikace běhu procesu.
activityId integer Identifikace aktivity.
aiid integer Identifikace instance aktivity.
number integer Číslo (identifikace) chyby.
severity integer Závažnost chyby.
state integer Oblast, kde chyba vznikla.
procedure text Procedura, která vyvolala chybové hlášení.
line integer Číslo řádku v proceduře.
message text Chybová zpráva.
caughtIn text Procedura, kde byla chyba zachycena.
created datetime Datum a čas vytvoření záznamu.
Tabulka 5.28: Popis tabulky tErrorLog
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Sloupec Typ Popis
name varchar(256) Název chyby (konstanta).
msgnum integer Unikátní číslo chyby, které musí být větší než 50000.
severity integer Závažnost chyby.
msgtext varchar(255) Text chyby.
lang varchar(128) Jazyk textu.
with_log bit Příznak zaznamenání chyby do systémového deníku.
Tabulka 5.29: Popis tabulky eErrorCode
Parametr Typ Povinný Popis
@p_caughtIn nvarchar(max) Ano Název procedury, kde byla chyba zachycena.
@p_processId integer Ne Identifikace procesu.
@p_piid integer Ne Identifikace běhu procesu.
@p_activityId integer Ne Identifikace aktivity.
@p_aiid varchar(128) Ne Identifikace běhu aktivity.
Tabulka 5.30: Popis procedury pLogError
jednoznačně identifikovat vzniklou chybu. Tabulku využívá databázová procedura pCre-
ateErrorMessages, která z dat v tabulce vytvoří systémové zprávy. Primárním klíčem je
sloupec name. Popis tabulky je v tabulce 5.29.
pCreateErrorMessages
Procedura pCreateErrorMessages vytvoří chybové zprávy na základě jejich definic v tabulce
eErrorCode. Tuto proceduru je nutné spouštět jako databázový administrátor, protože vyu-
žívá systémové procedury sp_addmessage, která tato oprávnění vyžaduje. Procedura nemá
žádné parametry.
pLogError
Procedura pLogError zajišťuje ukládání chybových hlášení do tabulky tErrorLog. Na rozdíl
od systémového záznamu umožňuje přidat užitečné informace o procesu, které pak pomáhají
při jeho ladění. Parametry procedury jsou v tabulce 5.30. Informace o chybě procedura
zjišťuje ze systémových funkcí ERROR_NUMBER() atd.
5.5.6 pStoreConstraints
Procedura pStoreConstraints umožňuje uložit a odstranit závislosti mezi tabulkami. Pro-
cedura se využívá v skriptech, které vytváří tabulky. Pokud nastane změna v definici a je
třeba tabulku znovu vytvořit, je nutné nejdříve odstranit všechny závislosti na této tabulce.
Po vytvoření se tyto závislosti opět obnoví, aby nebyla porušena konzistence dat. Definice
parametrů je v tabulce 5.31. Identifikace objektu se získává pomocí systémové funkce ob-
ject_id.
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Parametr Typ Povinný Popis
@p_objectId integer) Ano Identifikace objektu(tabulky).
@p_cmdDropConstraints nvarchar(max) Ano SQL příkaz pro zrušení závislostí.
Výstupní parametr.
@p_cmdCreateConstraints nvarchar(max) Ano SQL příkaz pro vytvoření závislostí.
Výstupní parametr.
Tabulka 5.31: Popis procedury pStoreConstraints
Views
srcActivityId integer(1...
dstActivityId integer(1...
<<View>>
vActivitiesDependency
piid integer(10)
srcAiid integer(10)
srcActivityId integer(10)
dstActivityId integer(10)
transitionId integer(10)
isAllowed bit
<<View>>
vAvaliableTransition
packageId integer(10)
packageXMLId varchar(256)
packageName varchar(256)
processId integer(10)
processXMLId varchar(256)
processName varchar(256)
activityId integer(10)
activityXMLId varchar(256)
activityName varchar(256)
incomingTransitionId integer(10)
incomingTransitionXMLId varchar(256)
incomingTransitionCondition varchar(1073741823)
outgoingTransitionId integer(10)
outgoingTransitionXMLId varchar(256)
outgoingTransitionCondition varchar(1073741823)
<<View>>
vDefinition
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Obrázek 5.11: ER databázové pohledy
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Sloupec Typ Popis
packageId integer Identifikace balíku.
packageXMLId varchar(256) Identifikace XML elementu balíku.
packageName varchar(256) Název balíku.
processId integer Identifikace procesu.
processXMLId varchar(256) Identifikace XML elementu procesu.
processName varchar(256) Název procesu.
activityId integer Identifikace aktivity.
activityXMLId varchar(256) Identifikace XML elementu aktivity.
activityName varchar(256) Název aktivity.
incomingTransitionId integer Identifikace příchozího přechodu.
incomingTransitionXMLId varchar(256) Identifikace XML elementu příchozího přechodu.
incomingTransitionCondition text Podmínka příchozího přechodu.
outgoingTransitionId integer Identifikace odchozího přechodu.
outgoingTransitionXMLId varchar(256) Identifikace XML elementu odchozího přechodu.
outgoingTransitionCondition text Podmínka odchozího přechodu.
Tabulka 5.32: Popis pohledu vDefinition
Sloupec Typ Popis
piid integer Identifikace běhu procesu.
srcAiid integer Identifikace probíhající aktivity.
srcActivityId integer Identifikace zdrojové aktivity.
dstActivityId integer Identifikace cílové aktivity.
transitionId integer Identifikace přechodu mezi aktivitami.
isAllowed bit Příznak proveditelnosti přechodu.
Tabulka 5.33: Popis pohledu vAvaliableTransition
vDefinition
Na obrázku 5.11 je vidět databázový pohled vDefinition. Základem tohoto pohledu jsou ta-
bulky tPackage, tProcess, tActivity, tTransitionSrc, tTransitionDst a tTransition. Všechny
tyto tabulky jsou spojeny svými cizími klíči. Popis sloupců naleznete v tabulce 5.32.
vAvaliableTransition
Pohled vAvaliableTransition ukazuje přechody mezi aktivitami a jejich proveditelnost. Uva-
žují se pouze přechody z probíhajících (aktivních) aktivit a běhů procesu. Zdrojové tabulky
pohledu jsou tProcessInstance, eProcessStateType, tActivityInstance, eActivityStateType,
tTransitionSrc, tTransitonDst a tTransition. Pro validaci přechodu je použita funkce fIs-
TranstionAllowed. Popis sloupců je v tabulce 5.33.
vActivitiesDependency
Pohled vActivitiesDependency ukazuje závislosti mezi aktivitami. Jeho úkolem je zjedno-
dušit pohled na přechody v procesu. Zdrojovými tabulkami jsou tTransitionSrc a tTransi-
tionDst, které se spojí pomocí sloupce transitionId. Popis sloupců je v tabulce 5.34.
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Sloupec Typ Popis
srcActivityId integer Identifikace zdrojové aktivity.
dstActivityId integer Identifikace cílové aktivity.
Tabulka 5.34: Popis pohledu vActivitiesDependency
5.6 Návrh aplikační vrstvy
V této části se budeme zabývat návrhem aplikační vrstvy tj. vrstvy, která stojí mezi data-
bází a nabízenými službami. Jedná se o popis komponent nBPMSData a nBPMSEngine z
obrázku 5.1. Komponenta nBPMSData se stará o mapování programových objektů do data-
báze a o volání databázových procedur. Tato komponenta je potom využívána komponentou
nBPMSEngine, která sdružuje práci s databází do logických celků a nabízí je prezentační
vrstvě. Komponenta nBPMSAPI je využívána všemi komponentami. Jde o knihovnu, kde
jsou definovány všechny společné třídy, výčty rozhraní atd. Zvlášť je potom komponenta
nBPMSUtilities, kde jsou obecné pomocné třídy, které nejsou přímo spjaty s projektem.
Protože jde o první část, kde jsou zobrazeny diagramy tříd, uvedeme některé použité no-
tace. Znaménko - označuje privátní atribut nebo operaci. Znaménko + zase veřejný atribut
nebo operaci. Pokud není uvedeno žádné znaménko, znamená to, že jde o interní atribut
nebo operaci.
5.6.1 nBPMSAPI
Komponenta nBPMSAPI poskytuje třídy, výčty, výjimky, definuje služby a jejich chyby atd.
Jde o komponentu, kterou využívají všechny ostatní komponenty a kterou musí využívat i
klientská aplikace. Použití částí této komponenty bude vysvětleno vždy v rámci kontextu,
kde je komponenta využívána.
Entity
Entity jsou objekty, které slouží pouze pro přenos dat. Entity mohou být přenášeny mezi
třídami, komponentami, ale i pomocí služeb. Entita je prostředek, jakým se dostanou po-
žadované informace klientovi. Diagram tříd entit je na obrázku 5.12.
5.6.2 nBPMSData
Komponenta nBPMSData se stará o mapování databázových tabulek do programových ob-
jektů a naopak. Přestože jsou tyto třídy a jejich vztahy podobné jako v části 5.5, tak protože
se jedná o mapování objektů, jsou zde navíc uvedeny kolekce s odkazovanými objekty. Také
některé závislosti jsou upraveny pro snadnější práci s těmito objekty. Třídy těchto objektů
jsou někdy dlouhé a jejich znovuuvedení kvůli znázornění vztahů by zbytečně zvětšovalo
zobrazený diagram, tak v případě opakování se třídy, bude v diagramu uveden pouze její
název.
Pro konverzi databázových chyb na programové výjimky je využita tovární třída Ex-
ceptionFactory, která databázovou chybu obalí rozlišitelnou výjimkou na základě identifi-
kačního čísla chyby. Veškeré výjimky jsou definovány v komponentě nBPMSAPI. Program
tak na základě přesné znalosti chyby může lépe reagovat.
Diagramy jsou opět rozděleny na 2 části, a to na část definice procesu a na část, která
se zabývá běhy procesů.
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nBPMSAPI
<<Property>> +ActivityId : int
<<Property>> +Processid : int
<<Property>> +Name : string
<<Property>> +Type : ActivityType
ActivityEntity
<<Property>> +Aiid : int
<<Property>> +Activity : ActivityEntity
<<Property>> +Piid : int
<<Property>> +State : ActivityStateType
<<Property>> +IsActive : bool
<<Property>> +Created : DateTime
<<Property>> +Updated : Nullable<DateTime>
<<Property>> +Closed : Nullable<DateTime>
ActivityInstanceEntity
<<Property>> +SrcActivityInstance : ActivityInstanceEntity
<<Property>> +DstActivity : ActivityEntity
<<Property>> +SrcActivity : ActivityEntity
<<Property>> +IsAllowed : bool
<<Property>> +Name : string
<<Property>> +TransitionId : int
AvaliableTransitionEntity
<<Property>> +PackageId : int
<<Property>> +Name : string
PackageEntity
<<Property>> +ProcessId : int
<<Property>> +ParentPackageId : int
<<Property>> +Name : string
<<Property>> +DataDefinition : Dictionary<string, DataType>
ProcessEntity
<<Property>> +Piid : int
<<Property>> +ProcessId : Nullable<Int32>
<<Property>> +State : ProcessStateType
<<Property>> +Created : DateTime
<<Property>> +Updated : Nullable<DateTime>
<<Property>> +Closed : Nullable<DateTime>
<<Property>> +ProcessData : Dictionary<string, DataEntity>
ProcessInstanceEntity
+Aborted
+Finished
+Started
+Test
<<enumeration>>
ActivityStateType
+User
+System
+Event
+Gateway
+Test
<<enumeration>>
ActivityType
+Started
+Finished
+Aborted
+Test
<<enumeration>>
ProcessStateType
+Integer
+String
+Datime
<<enumeration>>
DataType<<Property>> + : string
<<Property>> +Type : DataType
<<Property>> +Value : string
DataEntity
*
<<Property>>
DataDefinition
*
<<Property>>
ProcessData 1
<<Property>>
State
1
<<Property>>
+Activity
1
<<Property>>
+SrcActivity
1
<<Property>>
+State
1
<<Property>>
+State
1 <<Property>>
+SrcActivityInstance
1<<Property>>
+DstActivity
1
<<Property>>
+Type
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Obrázek 5.12: Diagram tříd entit
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Definice procesu
Diagram tříd, který mapuje definici procesů do programových objektů, můžete vidět na
obrázku 5.13. Jak jsem psal výše, jde o podobný diagram jako v datovém modelu, ale zde
jsou vidět i vlastnosti (property) pro získávání kolekcí odkazujících se tříd, případně metody
pro získání odkazované třídy.
Rád bych zde upozornil na absenci pomocných tabulek tTransitionSrc a tTransitionDst.
Entity Framework, který používáme pro mapování objektů do databáze, správně vyhodnotí
zamýšlený odkaz a pomocné tabulky skryje. Totéž dělá např. i u vztahů typu m..n, který
ale v této práci použit není.
Běh procesu
Mapující třídy pro práci s během procesu můžeme vidět na obrázku 5.14. V diagramu již
nejsou rozepsány třídy, které jsou již obsaženy v předchozím diagramu tříd 5.13. Atributy
tříd jsou popsány v části 5.5, proto nebudou v rámci úspory místa uváděny znovu.
LinqAdapter
LinqAdapter je třída, která zapouzdřuje volání databázových procedur. Pokud by bylo
potřeba využít databáze, která nemá programovatelný jazyk, musela by se upravit aplikační
vrstva, aby tyto operace dělala místo databáze. Proto je třeba úzké místo, kde se bude
provádět veškeré volání těchto procedur, aby případné další úpravy nezasáhly celý systém,
ale jen tento adaptér. Náhled třídy je na obrázku 5.15. Popis procedur, jejich atributů
a činnosti je v části 5.5. LinqAdapter také provádí zapouzdření databázových chyb do
aplikačních výjimek pomocí tovární třídy ExceptionFactory.
5.6.3 nBPMSEngine
Zde si popíšeme výkonnou komponentu nBPMSEngine. Jde o mezivrstvu mezi datovou
komponentou nBPMSData a servisní komponentou nBPMSService. Komponenta nBPM-
SEngine v sobě obsahuje továrny pro tvorbu modelů. Modely jsou samostatné objekty, které
v sobě drží databázová data a pomocí metod umožňuje operaci nad těmito daty. Z prin-
cipu použití v kontextu nabízených služeb se operace i získávání dat zužuje pouze na nutné
minimum.
Každá třída modelu končí příponou Model. Všechny tyto třídy dědí od třídy Updatable-
Model, která zajišťuje načtení dat z databáze až v okamžiku, kdy jsou data vyžadována.
Objekty se mohou vytvořit buď prázdné, nebo už s definovanými daty, ale přístup k těmto
datům je transparentní a model se sám rozhodne, zda data z databáze načte. Protože
některé operace nad modelem mohou jeho data pozměnit, využívá se princip zneplatnění
dat. Při dané operaci se data zneplatní a při dalším požadavku na data se opět načtou z
databáze. Načtením dat z databáze je myšleno použití tovární třídy, která vytváří datové
objekty a která využívá komponentu nBPMSData.
Model balíku
Na obrázku 5.16 je znázorněn diagram tříd, které využívá model balíku (PackageModel).
PackageModel je veřejná třída s interním konstruktorem, takže ji může vytvořit pouze
příslušná tovární třída. Primárním účelem této třídy je přístup k datům, které balík definují.
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nBPMSData-Definition
<<Property>> +id : int
<<Property>> +xmlId : string
<<Property>> +name : string
<<Property>> +tProcesses : EntityCollection<tProcess>
+CreatetPackage(id : int) : tPackage
tPackage
<<Property>> +id : int
<<Property>> +packageId : int
<<Property>> +xmlID : string
<<Property>> +name : string
<<Property>> +tActivities : EntityCollection<tActivity>
<<Property>> +tPackageReference : EntityReference<tPackage>
<<Property>> +tProcessInstances : EntityCollection<tProcessInstance>
<<Property>> +tPackage : tPackage
<<Property>> +tProcessDataDefinitions : EntityCollection<tProcessDataDefinition>
+CreatetProcess(id : int, packageId : int) : tProcess
tProcess
<<Property>> +id : int
<<Property>> +xmlId : string
<<Property>> +name : string
<<Property>> +processId : int
<<Property>> +type : string
<<Property>> +gatewayType : string
<<Property>> +eventType : string
<<Property>> +eActivityType : eActivityType
<<Property>> +eActivityTypeReference : EntityReference<eActivityType>
<<Property>> +eEventType : eEventType
<<Property>> +eEventTypeReference : EntityReference<eEventType>
<<Property>> +eGatewayTypeReference : EntityReference<eGatewayType>
<<Property>> +tTransitionsDst : EntityCollection<tTransition>
<<Property>> +tTransitionsSrc : EntityCollection<tTransition>
<<Property>> +tProcessReference : EntityReference<tProcess>
<<Property>> +tActivityInstances : EntityCollection<tActivityInstance>
<<Property>> +eGatewayType : eGatewayType
<<Property>> +tProcess : tProcess
+CreatetActivity(id : int, processId : int, type : string) : tActivity
tActivity
<<Property>> +id : int
<<Property>> +condition : string
<<Property>> +xmlId : string
<<Property>> +name : string
<<Property>> +tActivityDst : tActivity
<<Property>> +tActivityDstReference : EntityReference<tActivity>
<<Property>> +tActivitySrc : tActivity
<<Property>> +tActivitySrcReference : EntityReference<tActivity>
+CreatetTransition(id : int) : tTransition
tTransition
<<Property>> +SrcActivityInstance : tActivityInstance
<<Property>> +DstActivity : tActivity
<<Property>> +SrcActivity : tActivity
<<Property>> +IsAllowed : bool
<<Property>> +Name : string
<<Property>> +TransitionId : int
AvaliableTransitionContainer
<<Property>> +name : string
<<Property>> +description : string
<<Property>> +isAutomatic : bool
<<Property>> +tActivities : EntityCollection<tActivity>
+CreateeActivityType(name : string, isAutomatic : bool) : eActivityType
eActivityType
<<Property>> +name : string
<<Property>> +description : string
<<Property>> +tActivities : EntityCollection<tActivity>
+CreateeEventType(name : string) : eEventType
eEventType
<<Property>> +name : string
<<Property>> +description : string
<<Property>> +tProcessDataDefinitions : EntityCollection<tProcessDataDefinition>
+CreateeDataType(name : string) : eDataType
eDataType
<<Property>> +name : string
<<Property>> +description : string
<<Property>> +tActivities : EntityCollection<tActivity>
+CreateeGatewayType(name : string) : eGatewayType
eGatewayType
<<Property>> +name : string
<<Property>> +processId : int
<<Property>> +type : string
<<Property>> +defaultValue : string
<<Property>> +eDataType : eDataType
<<Property>> +eDataTypeReference : EntityReference<eDataType>
<<Property>> +tProcess : tProcess
<<Property>> +tProcessReference : EntityReference<tProcess>
<<Property>> +tProcessDatas : EntityCollection<tProcessData>
+CreatetProcessDataDefinition(name : string, processId : int, type : string) : tProcessDataDefinition
tProcessDataDefinition
1
<<Property>>
+SrcActivity
1
<<Property>>
+eGatewayType
1
<<Property>>
+DstActivity
1<<Property>>
+tActivitySrc
1
<<Property>>
+tProcess
1<<Property>>
+tPackage
1<<Property>>
+tProcess
1<<Property>>
+tActivityDst
1
<<Property>>
+eEventType
1
<<Property>>
+eActivityType
1<<Property>>
+eDataType
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Obrázek 5.13: Diagram tříd definice procesu
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nBPMSData-Execution
<<Property>> +name : string
<<Property>> +description : string
<<Property>> +isActive : bool
<<Property>> +tActivityInstances : EntityCollection<tActivityInstance>
+CreateeActivityStateType(name : string, isActive : bool) : eActivityStateType
eActivityStateType
<<Property>> +name : string
<<Property>> +description : string
<<Property>> +isActive : bool
<<Property>> +tProcessInstances : EntityCollection<tProcessInstance>
+CreateeProcessStateType(name : string, isActive : bool) : eProcessStateType
eProcessStateType
<<Property>> +aiid : int
<<Property>> +activityId : int
<<Property>> +state : string
<<Property>> +piid : int
<<Property>> +created : DateTime
<<Property>> +updated : Nullable<DateTime>
<<Property>> +closed : Nullable<DateTime>
<<Property>> +eActivityStateType : eActivityStateType
<<Property>> +eActivityStateTypeReference : EntityReference<eActivityStateType>
<<Property>> +tActivityReference : EntityReference<tActivity>
<<Property>> +tProcessInstance : tProcessInstance
<<Property>> +tProcessInstanceReference : EntityReference<tProcessInstance>
<<Property>> +tActivity : tActivity
+CreatetActivityInstance(aiid : int, activityId : int, state : string, piid : int, created : DateTime) : tActivityInstance
tActivityInstance
<<Property>> +piid : int
<<Property>> +processId : Nullable<Int32>
<<Property>> +state : string
<<Property>> +created : DateTime
<<Property>> +updated : Nullable<DateTime>
<<Property>> +closed : Nullable<DateTime>
<<Property>> +eProcessStateType : eProcessStateType
<<Property>> +eProcessStateTypeReference : EntityReference<eProcessStateType>
<<Property>> +tActivityInstances : EntityCollection<tActivityInstance>
<<Property>> +tProcessReference : EntityReference<tProcess>
<<Property>> +tProcess : tProcess
<<Property>> +tProcessDatas : EntityCollection<tProcessData>
+CreatetProcessInstance(piid : int, state : string, created : DateTime) : tProcessInstance
tProcessInstance
<<Property>> +piid : int
<<Property>> +name : string
<<Property>> +processId : int
<<Property>> +value : string
<<Property>> +tProcessDataDefinition : tProcessDataDefinition
<<Property>> +tProcessDataDefinitionReference : EntityReference<tProcessDataDefinition>
<<Property>> +tProcessInstance : tProcessInstance
<<Property>> +tProcessInstanceReference : EntityReference<tProcessInstance>
+CreatetProcessData(piid : int, name : string, processId : int) : tProcessData
tProcessData
tActivity
tProcess tProcessDataDefinition
1<<Property>>
+tActivity
1
<<Property>>
+tProcess
1
<<Property>>
+eProcessStateType
1
<<Property>>
+tProcess
1
<<Property>>
+tProcessInstance
1
<<Property>>
+tProcessDataDefinition
1<<Property>>
+tProcess
1
<<Property>>
+eActivityStateType
1
<<Property>>
+tProcessInstance
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Obrázek 5.14: Diagram tříd běhu procesu
nBPMSData-Adapter
+StartProcess(processId : int, activityId : int) : int
+StartProcess(processId : int) : int
+AbortProcess(piid : int) : void
+PerformTransition(piid : int, transitionId : int) : void
+AbortActivity(piid : int, activityId : int) : void
LinqAdapter
Visual Paradigm for UML Standard Edition(Brno University of Technology)
Obrázek 5.15: Třída LinqAdapter
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nBPMSEngine-Package
-_instance : PackageFactory
<<Property>> +Instance : PackageFactory
-PackageFactory()
+GetPackages() : List<PackageModel>
+GetPackage(packageId : int) : PackageModel
 GetEntity(packageId : int) : PackageEntity
 GetEntities(query : IQueryable<tPackage>) : List<PackageEntity>
-CreateModel(query : IQueryable<tPackage>) : List<PackageModel>
-CreateEntity(package : tPackage) : PackageEntity
PackageFactory
-_instance : ProcessFactory
<<Property>> +Instance : ProcessFactory
-ProcessFactory()
+GetProcesses() : List<ProcessModel>
+GetProcesses(query : IQueryable<tProcess>) : List<ProcessModel>
+GetProcess(processId : int) : ProcessModel
 GetEntity(processId : int) : ProcessEntity
 GetEntities(query : IQueryable<tProcess>) : List<ProcessEntity>
-CreateModel(query : IQueryable<tProcess>) : List<ProcessModel>
-CreateEntity(process : tProcess) : ProcessEntity
ProcessFactory
nBPMSUtilities -_processes : List<ProcessModel>
-_processInstanceFactory : ProcessInstanceFactory = ProcessInstanceFactory.Instance
-_packageFactory : PackageFactory = PackageFactory.Instance
-_processFactory : ProcessFactory = ProcessFactory.Instance
<<Property>> +PackageId : int
<<Property>> +Entity : PackageEntity
<<Property>> +Processes : List<ProcessModel>
+GetProcessInstances(onlyActive : bool) : List<ProcessInstanceModel>
+GetProcesses() : List<ProcessModel>
+GetActiveProcessesInstances() : List<ProcessInstanceModel>
+StartProcess(processId : int, activityId : int) : ProcessInstanceModel
 PackageModel()
#LoadData() : void
PackageModel
-_data : object
-_valid : bool
#IsValid() : bool
#Invalidate() : void
#SetData(data : object) : void
#GetData() : object
#LoadData() : void
UpdatableModel
1
-_instance
1
<<Property>>
+Instance
1
-_instance
1
<<Property>>
+Instance
1-_processFactory
1-_packageFactory
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Obrázek 5.16: Diagram tříd modelu balíku
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nBPMSEngine-Process
-_processInstanceFactory : ProcessInstanceFactory = ProcessInstanceFactory.Instance
-_activityFactory : ActivityFactory = ActivityFactory.Instance
<<Property>> +ProcessId : int
<<Property>> +Entity : ProcessEntity
+StartProcess() : ProcessInstanceModel
+StartProcess(activityId : int) : ProcessInstanceModel
+GetInstances() : List<ProcessInstanceModel>
+GetActiveInstances() : List<ProcessInstanceModel>
+GetInstancesHistory() : List<ProcessInstanceModel>
+GetStartingActivities() : List<ActivityEntity>
 ProcessModel()
#LoadData() : void
ProcessModel
-_instance : ProcessInstanceFactory
<<Property>> +Instance : ProcessInstanceFactory
-ProcessInstanceFactory()
+StartProcess(processId : int) : ProcessInstanceModel
+StartProcess(processId : int, activityId : int) : ProcessInstanceModel
+GetProcessInstances() : List<ProcessInstanceModel>
+GetProcessInstances(query : IQueryable<tProcessInstance>) : List<ProcessInstanceModel>
+GetProcessInstance(piid : int) : ProcessInstanceModel
 GetEntity(piid : int) : ProcessInstanceEntity
 GetEntities(query : IQueryable<tProcessInstance>) : List<ProcessInstanceEntity>
-CreateModel(query : IQueryable<tProcessInstance>) : List<ProcessInstanceModel>
-CreateEntity(processInstance : tProcessInstance) : ProcessInstanceEntity
ProcessInstanceFactory
-_instance : ActivityFactory
<<Property>> +Instance : ActivityFactory
-ActivityFactory()
 GetEntities(query : IQueryable<tActivity>) : List<ActivityEntity>
 GetEntity(activity : tActivity) : ActivityEntity
-CreateEntity(activity : tActivity) : ActivityEntity
ActivityFactory
nBPMSUtilities
-_data : object
-_valid : bool
#IsValid() : bool
#Invalidate() : void
#SetData(data : object) : void
#GetData() : object
#LoadData() : void
UpdatableModel
1-_processInstanceFactory1
<<Property>>
+Instance
1
<<Property>>
+Instance
1
-_instance
1-_activityFactory 1
-_instance
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Obrázek 5.17: Diagram tříd modelu procesu
Třída data získává pomocí tovární třídy PackageFactory, jejíž instanci si uchovává po
celou dobu své životnosti. Protože třída dědí od abstraktní třídy UpdatableModel, musí im-
plementovat metodu LoadData. Tato metoda umožňuje načíst data z databáze a zpřístupnit
je žadateli o data. PackageFactory umožňuje tvorbu entity PackageEntity, která je nositelem
informací o balíku. Kromě veřejných metod pro získání jednoho nebo všech modelů balíku
implementuje interní metody, které na základě databázového dotazu zapsaného pomocí
lambda kalkulu v rámci Entity Framework, vrátí seznam Entit balíků.
Model také umožňuje přístup ke svým procesům resp. k jejich modelům. Pro přístup k
modelům procesů využívá tovární třídu Processfactory, jejíž instanci si uchovává po celou
dobu životnosti modelu.
Model procesu
Na obrázku 5.17 je znázorněn diagram tříd, které využívá model procesu (ProcessModel).
Model procesu je velmi podobný s modelem balíku. Také dědí od abstraktní třídy Upda-
tableModel, pro získání entit procesu využívá tovární třídu ProcessFactory a pro získání
startovacích aktivit procesu resp. jejich entit využívá tovární třídy Activityfactory.
Kromě získávání dat umožňuje model i jednu důležitou akci, a sice startování běhu
procesu. Pro volání databázové procedury využívá tovární třídu ProcessInstanceFactory.
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nBPMSEngine-ProcessInstance
-_instance : ProcessInstanceFactory
<<Property>> +Instance : ProcessInstanceFactory
-ProcessInstanceFactory()
+StartProcess(processId : int) : ProcessInstanceModel
+StartProcess(processId : int, activityId : int) : ProcessInstanceModel
+GetProcessInstances() : List<ProcessInstanceModel>
+GetProcessInstances(query : IQueryable<tProcessInstance>) : List<ProcessInstanceModel>
+GetProcessInstance(piid : int) : ProcessInstanceModel
 GetEntity(piid : int) : ProcessInstanceEntity
 GetEntities(query : IQueryable<tProcessInstance>) : List<ProcessInstanceEntity>
-CreateModel(query : IQueryable<tProcessInstance>) : List<ProcessInstanceModel>
-CreateEntity(processInstance : tProcessInstance) : ProcessInstanceEntity
ProcessInstanceFactory
-_instance : ActivityInstanceFactory
<<Property>> +Instance : ActivityInstanceFactory
-ActivityInstanceFactory()
 GetEntities(query : IQueryable<tActivityInstance>) : List<ActivityInstanceEntity>
 GetEntity(activityInstance : tActivityInstance) : ActivityInstanceEntity
 GetEntity(aiid : int) : ActivityInstanceEntity
-CreateEntity(activityInstance : tActivityInstance) : ActivityInstanceEntity
ActivityInstanceFactory
-_instance : TransitionFactory
<<Property>> +Instance : TransitionFactory
-TransitionFactory()
 GetAvaliableTransitionQuery(entities : nBPMSEntities) : IQueryable<AvaliableTransitionContainer>
 GetEntities(query : IQueryable<AvaliableTransitionContainer>) : List<AvaliableTransitionEntity>
 GetEntity(transition : AvaliableTransitionContainer) : AvaliableTransitionEntity
-CreateEntity(transition : AvaliableTransitionContainer) : AvaliableTransitionEntity
TransitionFactory
-_processInstanceFactory : ProcessInstanceFactory = ProcessInstanceFactory.Instance
-_transitionFactory : TransitionFactory = TransitionFactory.Instance
-_activityInstanceFactory : ActivityInstanceFactory = ActivityInstanceFactory.Instance
<<Property>> +Entity : ProcessInstanceEntity
<<Property>> +Piid : int
+AbortProcess() : void
+PerformTransition(transitionId : int) : void
+AbortActivity(activityId : int) : void
+GetActivityInstances() : List<ActivityInstanceEntity>
+GetActiveActivityInstances() : List<ActivityInstanceEntity>
+GetAvaliableTransitions(onlyAllowed : bool) : List<AvaliableTransitionEntity>
+GetAvaliableTransitions(aiid : int, onlyAllowed : bool) : List<AvaliableTransitionEntity>
 ProcessInstanceModel()
#LoadData() : void
+SetProcessData(Data : Dictionary<string, DataEntity>)
ProcessInstanceModel
nBPMSUtilities
-_data : object
-_valid : bool
#IsValid() : bool
#Invalidate() : void
#SetData(data : object) : void
#GetData() : object
#LoadData() : void
UpdatableModel
1
<<Property>>
+Instance
1
-_instance
1
-_instance
1
<<Property>>
+Instance
1
-_instance
1
<<Property>>
+Instance
1 -_transitionFactory
1 -_activityInstanceFactory
1 -_processInstanceFactory
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Obrázek 5.18: Diagram tříd modelu běhu procesu
Model běhu procesu
Na obrázku 5.18 je znázorněn diagram tříd, které využívá model běhu procesu (ProcessIn-
stanceModel). Model běhu procesu je z všech zmiňovaných modelů nejzajímavější, protože
nabízí více akcí a využívá také více továrních tříd. Návrh modelu a jeho továrny je opět
podobný s modelem balíku a modelem procesu.
Pro získání informací o běhu procesu využívá tovární třídu ProcessInstanceFactory. Tato
třída umožňuje kromě získání informací o běhu také nastartovat běh nový. K nastartování
nového běhu procesu využívá adaptérovou třídu LinqAdapter, která provede požadovanou
akci nad databází.
Běžící proces má také své prováděné aktivity. Aktivity již nejsou dále dekomponovány a
operace nad aktivitou provádí přímo běh procesu. Běhy aktivit jsou proto reprezentovány
pouze svojí entitou a tuto entitu tvoří tovární třída ActivityInstanceFactory na základě
dotazu z modelu běhu procesu.
Aby bylo možné se v rámci procesu pohybovat (provádět přechody), je třeba mít pře-
hled o existujících přechodech. Tyto informace poskytuje tovární třída TransitionFactory a
přechody samotné jsou implementovány pouze jako entity. Tovární třída TransitionFactory
disponuje metodou GetAvaliableTransitionQuery, která nabízí databázový dotaz, kde jsou
spojené všechny tabulky, které jsou nutné pro získání seznamu přechodů. Výsledek dotazu
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je soustředěn do kontejneru AvaliableTransitionContainer, který v sobě drží všechny spo-
jené tabulky. Dotaz lze upravit přidáním podmínek a následně je předán zpět do továrny,
kde jsou z něj vytvořeny entity typu TransitionEntity. Tímto zajistíme, že seznam přechodů
bude vytvářen vždy stejným způsobem a pokud tento způsob bude třeba změnit, změna se
provede jen v této metodě.
Nyní již k samotným operacím nad během procesu. Jediné operace, které model dovoluje
provést, jsou zrušení celého běhu procesu, zrušení provádění jedné aktivity a provedení
přechodu. Pro všechny tyto operace využívá adaptérovou třídu LinqAdapter, která provede
operace nad databází. Informace o možných přechodech a prováděných aktivitách nabízí ve
formě seznamů entit.
5.6.4 nBPMSGenerator
Komponenta nBPMSGenerator zajišťuje přečtení souboru s XPDL definicí procesu a její
uložení do databáze. Pro toto uložení využívá komponentu nBPMSData. Čtení dat ze sou-
boru zajišťuje knihovna BPMVE_XPDL_Library. Tato knihovna ze souboru vytvoří strom
XML elementů, které reprezentují definici v souboru. Tento strom je potom procházen a
jsou vytvářeny jednotlivé záznamy v databázi. Knihovna je dostupná pod licencí GNU
Lesser GPL a je volně dostupná na [2].
Kořenovým elementem stromu je balík a informace o něm. Každý soubor tedy reprezen-
tuje jeden balík procesů. V rámci kontextu balíku jsou potom zpracovávány i jeho procesy.
Je nutné zachovat kontext zpracování, aby bylo možno provázat databázové tabulky. V
rámci zpracování procesu se potom nejprve zpracují aktivity a poté i přechody mezi nimi.
Zpracování celého stromu se děje v rámci jedné transakce, aby nebyla porušena konzistence
dat v databázi. Balík se načte buď celý, nebo vůbec. Při neúspěšném načtení balíku je
vyvolána výjimka.
5.7 Návrh servisní vrstvy
V poslední části návrhu se budeme zabývat návrhem servisní vrstvy. Z pohledu třívrstvé
architektury představuje servisní vrstva vrstvu prezentační. Servisní vrstva nabízí operace
a data klientovi, který ji využívá. Toto je základ servisně orientované architektury. Více o
této architektuře lze nalézt v [4]. Služby poskytují rozhraní pro práci s procesem a jeho
běhy. Diagramy tříd, kde jsou znázorněny služby, lze najít na obrázcích 5.19, 5.20 a 5.21.
Pro tvorbu a volání služeb je využita technologie WCF Framework. Definice služby je ve-
lice jednoduchá. Pomocí anotací určíte rozhraní služby a toto rozhraní pak implementujete.
Anotace pro rozhraní služby je ServiceContract a anotace pro metodu služby je Operati-
onContract. Abychom se nemuseli omezovat pouze na základní datové typy, lze definovat
i složitější, a to opět pomocí anotací. Anotace pro definici datového typu je DataContract
a anotace pro definici člena typu (toho, co se bude posílat klientovi) je DataMember. Pro
službu i pro datový typ platí, že je třeba přidat anotaci k názvu třídy i k metodě nebo
vlastnosti. Definice služeb a datových typů se nachází v komponentě nBPMSAPI.
Práce se službami s sebou nese drobnou nepříjemnost. Z bezpečnostních důvodů nejsou
klientovi posílány detailní výjimky, ale pouze definované chyby (Faulty). Jakou chybu může
metoda vyvolat je třeba definovat u každé zvlášť pomocí atributu FaultContract. Pro kon-
verzi výjimek na servisní chyby se používá konverzní třída ExceptionFaultConvertor. Každá
metoda obsahuje blok, kde se zachytí jakákoliv výjimka, která se následně zkonvertuje na
servisní chybu.
63
nBPMSServices-Package
IPackageService
-_packageFactory : PackageFactory = PackageFactory.Instance
+GetPackages() : List<PackageEntity>
+GetPackage(packageId : int) : PackageEntity
+GetProcesses(packageId : int) : List<ProcessEntity>
PackageService
nBPMSAPI
#ExceptionToFault(exception : Exception) : FaultException
Service
Services
+GetPackages() : List<PackageEntity>
+GetPackage(packageId : int) : PackageEntity
+GetProcesses(packageId : int) : List<ProcessEntity>
IPackageService
Visual Paradigm for UML Standard Edition(Brno University of Technology)
Obrázek 5.19: Diagram tříd služby PackageService
nBPMSServices-Process
nBPMSAPI
#ExceptionToFault(exception : Exception) : FaultException
ServiceIProcessService
-_processFactory : ProcessFactory = ProcessFactory.Instance
-_processInstanceFactory : ProcessInstanceFactory = ProcessInstanceFactory.Instance
+GetProcess(processId : int) : ProcessEntity
+GetInstances(processId : int) : List<ProcessInstanceEntity>
+GetActiveInstances(processId : int) : List<ProcessInstanceEntity>
+GetInstancesHistory(processId : int) : List<ProcessInstanceEntity>
+StartProcess(processId : int, activityId : int?) : ProcessInstanceEntity
+GetStartingActivities(processId : int) : List<ActivityEntity>
ProcessService
Services
+GetProcess(processId : int) : ProcessEntity
+GetInstances(processId : int) : List<ProcessInstanceEntity>
+GetActiveInstances(processId : int) : List<ProcessInstanceEntity>
+GetInstancesHistory(processId : int) : List<ProcessInstanceEntity>
+StartProcess(processId : int, activityId : int?) : ProcessInstanceEntity
+GetStartingActivities(processId : int) : List<ActivityEntity>
IProcessService
Visual Paradigm for UML Standard Edition(Brno University of Technology)
Obrázek 5.20: Diagram tříd služby ProcessService
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nBPMSServices-ProcessInstance
nBPMSAPI
#ExceptionToFault(exception : Exception) : FaultException
ServiceIProcessInstanceService
-_processInstanceFactory : ProcessInstanceFactory = ProcessInstanceFactory.Instance
+GetProcessInstance(piid : int) : ProcessInstanceEntity
+GetActivityInstances(piid : int) : List<ActivityInstanceEntity>
+GetActiveActivityInstances(piid : int) : List<ActivityInstanceEntity>
+AbortActivity(piid : int, activityId : int) : ProcessInstanceEntity
+AbortProcess(piid : int) : ProcessInstanceEntity
+PerformTransition(piid : int, transitionId : int) : ProcessInstanceEntity
+GetAvaliableTransitions(piid : int, aiid : int?) : List<AvaliableTransitionEntity>
+SetProcessData(piid : int, Data : Dictionary<string, DataEntity>)
ProcessInstanceService
Services
+GetProcessInstance(piid : int) : ProcessInstanceEntity
+GetActivityInstances(piid : int) : List<ActivityInstanceEntity>
+GetActiveActivityInstances(piid : int) : List<ActivityInstanceEntity>
+AbortActivity(piid : int, activityId : int) : ProcessInstanceEntity
+AbortProcess(piid : int) : ProcessInstanceEntity
+PerformTransition(piid : int, transitionId : int) : ProcessInstanceEntity
+GetAvaliableTransitions(piid : int, aiid : int?) : List<AvaliableTransitionEntity>
+SetProcessData(piid : int, data : Dictionary<string, DataEntity>)
IProcessInstanceService
Visual Paradigm for UML Standard Edition(Brno University of Technology)
Obrázek 5.21: Diagram tříd služby ProcessInstanceService
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Kapitola 6
Implementace
Protože implementace celého navrženého systému by byla náročná na čas i na prostředky,
byla domluvena s vedoucí a konzultantem práce implementace pouze vybrané části systému.
Implementovalo se jádro systému, které pomocí konzolové aplikace do databáze uloží
definici procesu a pomocí webových služeb umožňuje s tímto procesem pracovat. Operace
prováděné nad procesem jsou následující: start procesu, provedení přechodu, zrušení ak-
tivity, zrušení procesu. Služby nabízí možnost získat přehledové tabulky s informacemi o
balících, procesech a jejich instancích. Nejsou implementovány proměnné procesu a uživa-
telské role. Ze všech možných typů bran procesu jsou implementovány brány AND a XOR.
Z typů událostí pouze startovací a ukončovací. Podprocesy nejsou implementovány.
Pro jednodušší otestování je vytvořeno uživatelské rozhraní, které s jádrem komunikuje
pomocí jeho webových služeb. Jako základ pro webové rozhraní je použit MVC3 Framework.
Funkčnost systému je testována nad procesem Trouble Ticket, který vytvořila společnost
WfMC a který lze nalézt na jejich internetových stránkách [17].
6.1 Problémy s implementací a jejich řešení
Zde si popíšeme, jaké problémy v rámci implementace vznikly a jaké bylo jejich řešení.
Některá řešení si vyžádala změnu původního návrhu. Tyto změny již byly promítnuty do
kapitoly 5.
6.1.1 Cyklus v databázi SQL serveru
Původní návrh databázového modelu počítal s tím, že tabulka tTransition bude obsahovat
dva odkazy na tabulku tActivity. Při použití kaskádového mazání, ale SQL server hlásil
chybu, že nemůže tento způsob použít, protože odkazy mezi tabulkami tvoří cyklus, ačkoliv
ve skutečnosti o cyklus nejde.
Prvním návrhem řešení bylo použití spouštěče (triggeru), který na základě mazání v
tabulce tActivity smaže i záznamy z tabulky tTransition. Spouštěč se ale musí spustit
před vlastním mazáním, jinak by došlo k situaci, kdy se tabulka tTransition odkazuje na
neexistující řádky. Problém při použití takového spouštěče je v tom, že potom nelze použít
kaskádové mazání na odkaz mezi tabulkami tActivity a tProcess. Samozřejmě lze nahradit
všechna kaskádová mazání triggery, ale vyvstává otázka efektivity takového řešení a hlavně
možné chybovosti, kdy integritu odkazu nehlídá odkazující se, ale odkazovaný.
Další možností řešení by bylo použít 2 spojovací tabulky a domnělý cyklus tak rozdělit.
Protože ale nechceme vytvořit vazbu typu n..m, bylo nutné přidat do obou spojovacích
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tabulek takové omezení, které zakazovalo použití jednoho přechodu (záznamu v tabulce
tTransition) ve více vazbách. Na obrázku 5.2 je vidět, jak takové spojení vypadá. Výsled-
kem úprav je situace, kdy z odkazující se tabulky tTransition se stala tabulka odkazovaná.
Naopak obě spojovací tabulky tTransitionSrc a tTransitonDst jsou tabulky odkazující s
tím, že obsahují pouze jednoduché odkazy a mohou využít kaskádové mazání záznamů. Jak
ale zajistit, aby se po smazání záznamu z tabulky tActivity smazal i záznam z tabulky
tTransition? Obě spojovací tabulky obsahují v sobě spouštěč, který se postará o to, aby byl
smazán i přechod, který smazanou aktivitu spojoval s jinou aktivitou.
6.1.2 Číselníky
Problém číselníků je takový, že v aplikaci je pro jejich reprezentaci využíván výčtový typ.
Výčet v jazyce C# může nabývat pouze celočíselných hodnot. V databázi lze ale užít
řetězcové konstanty, které jsou přehlednější, a programátor si nemusí pamatovat význam
nějakého čísla. Jak skloubit obě výhody? Odpověď je v konverzi řetězcové hodnoty na
výčtovou.
Pro tuto konverzi byla vytvořena nová anotace výčtového typu a třída, která pomocí
těchto anotací převádí řetězcovou reprezentaci na výčtovou a naopak. Atribut se jmenuje
StringValue a přidává se k jednotlivým hodnotám výčtu. Třída StringEnum se potom stará
o samotnou konverzi. Tuto konverzi je nutné dělat vždy, kdy se čtou nebo ukládají data do
databáze. O tyto operace se ale starají tovární třídy, takže konverzi není nutné rozkopíro-
vávat skrz celou aplikaci.
Toto řešení má navíc tu výhodu, že pokud se změní konstanta v databázi, není nutné
přejmenovávat každé použití výčtového typu, ale změní se pouze anotace změněné hodnoty.
Je ale nutné podotknout, že pokud by se číselník měnil výrazně a například by se zaměnily
dvě hodnoty, je lépe provést přejmenování v celém systému. Vyhneme se potom chybám při
úpravách tohoto systému.
6.1.3 LINQ a uložené funkce
Na rozdíl od uložených procedur, kde pro použití v rámci LINQ dotazů stačí vložit pro-
ceduru do datového modelu, vložení funkce je složitější. Je třeba přidat metodu, která bude
simulovat volanou funkci a místo provedení zavolá funkci v databázi. Funkce je přidána jako
statická metoda částečné (partial) třídy nBPMSEntities. Náhled implementace této funkce
je v kódu 6.1.
Zdrojový kód 6.1: Definice databázové funkce v LINQ
[ EdmFunction ( "nBPMSModel . Store " , " f I sTrans i t i onA l l owed " ) ]
pub l i c s t a t i c bool IsTransitionAllowed ( i n t piid , i n t transitionId )
{
throw new NotSupportedException ( "Di rec t c a l l s not supported " ) ;
}
Použitá anotace říká, jaký databázový kontext má být použit (nBPMSModel.Store) a
jaký je název databázové funkce (fIsTransitionAllowed). Výjimka NotSupportedException
je vyvolána při každém pokusu o přímé volání metody. Pokud je metoda volána v kontextu
LINQ dotazu, vrátí výsledek databázové funkce.
Tento problém se dotýká generování databázového modelu z databáze. Jde o postup, na
základě kterého jsou vygenerovány programové objekty (třídy) podle struktury databáze.
67
Generování se dá spustit v implementačním prostředí Visual Studio. Vygenerované objekty
obsahují kromě uložených dat také reference na ostatní objekty.
Je třeba připomenout ještě jednu chybu, která se při práci s LINQ objevuje. LINQ
dotazy lze volat nejen nad databázovými objekty, ale také nad poli, seznamy a vším, co
implementuje rozhraní IEnumerable. Dotazovací jazyk je podobný lambda kalkulu a kromě
dotazů umožňuje i volání funkcí (metod) nad výsledným polem. Je ale třeba rozlišovat
kontext dotazu. Pokud dotaz spouštíme nad databází, můžeme používat pouze databázové
funkce a ne programové. V případě, že dotaz provádíme například nad seznamem, zase
nesmíme použít databázové funkce a můžeme použít pouze programové. To je dáno tzv. lí-
ným vyhodnocováním, kdy se databázový dotaz provede až v případě použití jeho výsledku.
Často ale potřebujeme volat programovou funkci nad výsledkem databázového dotazu. V
takovém případě musíme vynutit provedení databázového dotazu. Vynucení lze udělat pou-
žitím metody AsEnumerable nad výsledkem, který vynutí provedení dotazu a vrátí kolekci,
nad kterou lze volat programové metody.
6.1.4 Databázové transakce
Každé volání databázové procedury mělo obsahovat vlastní transakci zpracování. Tím se
měla ošetřit situace, kdy při chybě v konání procedury zůstane databáze v nekonzistentním
stavu. Problém ale nastal v případě zanořeného volání procedur. Procedura pPerformTran-
sition může být volána jak z programu, tak z procedury pPerformAutomaticTransition.
Zanořovat transakce není příliš doporučovaná metoda a při testování chyb v aplikaci se
ukázalo, že ani není vhodná. Databáze při vzniku chyby zrušila všechny transakce, a ne jen
tu, která vznikla v dané proceduře.
Řešení tohoto problému spočívá v eliminaci zanořených transakcí. Pomocí systémové
proměnné @@trancount procedura zjistí, jestli už běží v nějaké transakci. Pokud ne, vy-
tvoří novou transakci a nastaví si informaci o běhu této transakce do vnitřní proměnné. V
celém těle jsou potom hlídány vzniklé chyby a v případě, že chyba nastane, procedura vrátí
transakci a ukončí se. V opačném případě transakci provede. Pokud už procedura běží v
jiné transakci, tak problematiku transakcí neřeší a zachycenou nebo vzniklou chybu předá
ke zpracování volající proceduře.
6.1.5 Zpracování chyb v databázi
V návrhu bylo definováno, že všechny chyby, které v procedurách vzniknou budou mít svoje
číslo a budou uloženy jako systémové zprávy. Z předchozí části vyplývá skutečnost, že při
zachycení chyby, je potřeba předat ji ke zpracování volající proceduře. Problém nastává
právě v jejím předávání. Pokud budeme chtít vytvořit novou chybu se stejnou zprávou a
parametry, bude mít číslo 50000 a ne číslo původní chyby. To nám znemožní její identifikaci
v programu.
Jedním z řešení by bylo zakódovat typ chyby do vzniklé zprávy a v programu tuto
zprávu analyzovat. Nedávno ale byla vydána nová verze SQL Server 2012, která umožňuje
pomocí klíčového slova throw znovu použít zachycenou chybu. Zachycení chyb se provádí v
bloku try catch.
6.1.6 Úprava generátoru
Původní implementace počítala s dodržením standardu XPDL 2.1. Bohužel se ukázalo,
že každý editor procesu má tento výstup upravený pro své vlastní potřeby. Vybraný editor
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TIBCO Business Studio přidává ke každému elementu jmenný prostor. Dále potom upravuje
názvy tak, aby neobsahovaly mezery. Původní název pak ukládá do atributu, který není
součást standardu. S těmito specialitami neumí pracovat použitá knihovna pro čtení XPDL
souborů. Nečitelné názvy by ještě nepředstavovaly velký problém, ale nemožnost zpracovat
jmenný prostor způsobila to, že knihovna nemohla přečíst obsah souboru.
Nejprve bylo třeba odstranit jmenné prostory. Na základě znalostí formátu souboru a
použitého jmenného prostoru, bylo vytvořeno předzpracování původního textu. V rámci
předzpracování bylo vyhledáno použití jmenného prostoru a jeho definice. Obě tyto části
byly smazány (nahrazeny prázdným řetězcem).
Další úprava se již týkala vlastní knihovny pro načtení XPDL souborů. Do definice tříd,
které představují XML elementy byl přidán atribut DispalyName, který reprezentuje pů-
vodní název. Dále bylo nutné upravit předzpracování tak, aby odstranila jmenný prostor
xpdExt, který tento atribut definoval. Protože jsme ale chtěli zachovat zpětnou kompatibi-
litu s původním standardem, tak pokud tento atribut neexistuje, použije se původní atribut
(name). Pokud není vyplněn ani tento atribut, použije se povinný atribut id (v databázi
jako xmlId).
Díky těmto úpravám se podařilo načíst XPDL předpis ve formátu, v jakém jej nabízí
editor TIBCO Business Studio.
6.2 Testování
Vývoj systému procházel několika iterativními cykly. Na konci každého cyklu byly napsány
automatické testy, které ověřily funkčnost jednotlivých částí systému. Testy by se daly
rozdělit do tří částí. Databázové testy ověřují na základě kontrolního součtu výsledky da-
tabázových procedur. Aplikační testy, které testují práci na aplikační vrstvě a testy služeb,
které by se daly považovat za konečné otestování aplikace. Testy služeb ověřují správnost
prezentační vrstvy, a tím i správnost celého systému. Další testy jsou už pouze orientační a
ověřují například správnost použitých a implementovaných knihoven. Součástí testů je také
test načtení procesu.
Pro implementaci testů je sice využita knihovna NUnit, ale z hlediska použití knihovny
nemůžeme mluvit o čistých jednotkových (unit) testech. Pokud by se měly implementovat
jednotkové testy, muselo by se upustit od interakce s databází. Musely by se implementovat
objekty, které nahrazují funkčnost objektů, které zrovna netestujeme. Použití testů v sys-
tému nBPMS se blíží k definici funkčních testů nebo k integračním testům. Testy vznikaly
na základě požadavku ověření si dokončené implementace a jako prostředek pro ladění chyb.
Je zřejmé, že pokud nastane chyba v databázových testech, většinou neskončí úspěchem ani
aplikační testy. Nicméně jde o dobrý nástroj pro identifikaci a opravu chyby.
Pro nutnost provádět všechny testy nad stejným stavem aplikace bylo třeba implemen-
tovat iniciátor testů, který vymaže obsah databáze, restartuje automatické sekvence (iden-
tifikace procesů, balíků atd.) a načte testovací definici procesu. Pro otestování systému byl
vybrán proces TroubleTicket [17].
Testy jsou obsaženy v knihovně nBPMSTests a lze je spouštět jako unit testy. Pro
implementaci testů byla využita knihovna NUnit [13].
Pokud si budete chtít vyzkoušet spustit tyto testy, tak je nezbytné upravit v souboru
App.Config přístupový řetězec do databáze. Soubory pro testování jsou uloženy v adresáři
TestArtifacts v projektu nBPMSTests.
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6.2.1 Databázové testy
Definice databázových testů spočívá v napsání databázového skriptu, který je v rámci testo-
vání spouštěn. Při prvním se zkontroluje výstup. Pokud odpovídá očekávaným výsledkům,
tak se vytvoří kontrolní součet, který reprezentuje výsledek skriptu. Při spouštění testů
se potom výsledek skriptu kontroluje s tímto vytvořeným kontrolním součtem. Kontrolní
součet může obsahovat výsledky více dotazů ve skriptu. Není omezen pouze jedním.
I v rámci databázových testů lze zkontrolovat, jestli se procedura v případě chyby za-
chová správně. Pokud se testuje chyba procedury, obalí se volání blokem try catch. V části,
kde se zachytává chyba (catch), se zkontroluje kód této chyby. Kód lze zjistit zavoláním
systémové funkce error_code. Výsledek tohoto dotazu se opět objeví v kontrolním součtu.
6.2.2 Aplikační testy
Aplikační testy pokrývají komponenty nBPMSGenerator a nBPMSEngine.
Při testování komponenty nBPMSGenerator se test pokusí do databáze uložit definice
procesů Trouble Ticket a Order z kapitoly 7. Tento test pomohl odhalit chyby v použití
knihovny pro zpracování XPDL souborů a hlavně umožnil upravit generátor tak, aby byl
schopen načíst výstup z editoru TIBCO Business Studio (proces Order).
Dále byly testovány modely pro balíky, procesy a jejich běhy, tak jak jsou navrženy v
části 5.6.3. Metody jsou testovány i na možné vzniklé chyby.
6.2.3 Testy služeb
Testy služeb se od ostatních liší tím, že nevyžadují přístup k databázi. Vyžadují ale nasazené
a běžící webové služby a jejich konfiguraci v souboru App.Config.
Testují se služby PackageService, ProcessService a ProcessInstanceService. Testy jsou
podobné aplikačnímu testování komponenty nBPMSEngine, ale testuje se pomocí klientů
těchto služeb. Kromě základní funkčnosti se také testuje správné chování chyb služeb a
jejich konverzi na programové výjimky.
6.3 Implementace webového rozhraní
Pro implementaci webového rozhraní byla použita technologie MVC3 Framework. Princip
tvorby webového rozhraní pomocí této technologie je založen na návrhovém vzoru MVC
(Model View Controller - "model-pohled-ovladač"). Ovladač přijme požadavek od uživatele
a na jeho základě vytvoří model. Tento model pak předá do pohledu a vytvoří webový
výstup, který odešle zpět uživateli.
Protože se jedná pouze o testovací uživatelské rozhraní, je i návrh webové aplikace
velice jednoduchý. Základní obrazovka obsahuje tři záložky: domovská záložka, informace
o projektu a záložku s balíky. Ze záložky s balíky se dostaneme na detail každého balíku a
jeho procesy. Přes tyto procesy se dostaneme k jejich detailům a běhům. V detailu procesu
lze také nastartovat nový běh procesu. V detailu běhu procesu můžeme provádět přechody,
rušit prováděné aktivity i celý běh. Aplikace nám dovolí provádět pouze povolené akce.
Pokud by se ale akce stala nepovolenou (např. z důvodu změny stavu systému), nebo by
vznikla chyba, systém chybu oznámí a nabídne i její detail. Tento detail pak lze použít při
ladění aplikace. Protože text chyb a výjimek je psán anglicky a i testovací procesy jsou v
anglickém jazyce, je i webová aplikace a její ovládání anglické.
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Implementace webové aplikace je následující. Aplikace obsahuje jednu fasádní třídu,
která zpřístupňuje webové služby pro použití v aplikaci. Dále obsahuje sadu pohledů (view)
pro reprezentaci dat uživateli a ovladače, které zajišťují prováděné akce. Implementace akcí
se provádí vytvořením metody v ovladači, jehož název je identický s názvem akce. Metody
vrací objekt typu ActionResult, který se vytvoří kombinací pohledu a modelu.
Více o webové aplikaci je v kapitole 7.
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Kapitola 7
Demonstrace použití
Tato kapitola popisuje možné použití systému nBPMS. Je zde popsán postup nasazení kom-
ponent systému, načtení procesu do systému a jeho ovládání. Kapitola obsahuje obrázky,
které by měly pomoci při práci se systémem.
7.1 Zprovoznění systému
Abychom mohli se systémem začít pracovat, musíme nejprve nasadit a nakonfigurovat
všechny potřebné komponenty.
7.1.1 Nasazení databázových objektů
Databázové skripty, které vytvoří používané databázové objekty, jsou uloženy v projektu
nBPMSData v adresáři sql. Všechny podsložky a skripty jsou očíslovány a musí být spuštěny
ve správném pořadí. Tam, kde číslování chybí, na pořadí nezáleží. Například při nasazení
procedur bude sice systém hlásit neexistující volané procedury, ale po jejich vytvoření vše
funguje. Skripty jsou psány tak, aby bylo možné je po celkovém nasazení spouštět i se
změnami po jednom.
Některé skripty (např. spMessages) je třeba spouštět s administrátorským oprávněním,
protože používají systémové procedury. U takovýchto skriptů je poznámka v komentáři.
Úspěšné nasazení skriptů lze otestovat pomocí databázových testů v projektu nBPM-
STests.
7.1.2 Nasazení webových služeb
Webové služby běží v rámci internetové informační služby. Nasazení služeb lze provést
dvojím způsobem. Buď přímo z vývojového prostředí Microsoft Visual Studio, nebo zkopí-
rováním zkompilovaných souborů do libovolného adresáře (nejlépe do adresáře inetpub
wwwroot, kde jsou i ostatní weby) a vytvoření aplikace v ovládání internetové informační
služby. V obou případech je třeba nakonfigurovat soubor Web.Config, do kterého vložíme
přístupové údaje pro práci s databází.
Úspěšnost nasazení můžeme otestovat pomocí testů služeb v projektu nBPMSTests.
V testech musíme ale opravit soubor App.Config, kde změníme nastavení služeb tak, aby
odpovídalo našemu nasazení.
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7.1.3 Nasazení webové aplikace
Poslední, co je třeba nasadit, je webová aplikace. Ta se nasazuje podobně jako webové
služby. Místo konfigurace databáze budeme konfigurovat služby. Konfiguraci služeb (jejich
umístění) najdeme v části <bindings>.
Nasazení otestujeme úspěšným procházení systémem.
7.2 Testovací proces
Na obrázku 7.1 je proces, který použijeme k otestování aplikace. Proces je definován v
editoru TIBCO Business Studio. Proces představuje objednání vybavení technikem.
Technik vytvoří objednávku vybavení a pošle ji manažerovi ke schválení.
Manažer objednávku buď schválí, nebo neschválí, a nebo ji vrátí k opravě. Schválená
objednávka putuje ke skladníkovi.
Skladník zkontroluje, zda je vybavení na skladě a pokud ano, nachystá je k vyzvednutí.
Jestliže se vybavení na skladě nenachází, objedná jej u dodavatele.
Dodavatel objednávku přijme a začne připravovat požadované vybavení. Zároveň začne
připravovat fakturu. Jakmile je vybavení i faktura připravena, odešle vše objednateli, což
je v tomto případě náš skladník.
Skladník vybavení přijme, zaeviduje a připraví je k vyskladnění.
Na konci úspěšné objednávky si technik vybavení vyzvedne ve skladu a celý proces tímto
končí.
7.3 Načtení procesu do systému
Pro jednoduché načtení procesu do systému byla vytvořena konzolová aplikace nBPMSGe-
neratorConsole, která má jeden parametr, a sice soubor s XPDL definicí. Tento soubor se
pak pokusí načíst. Pokud nastane jakákoliv chyba, program se ukončí a vypíše chybový
výstup na obrazovku.
I tato aplikace má svůj konfigurátor App.Config, ve kterém je třeba nastavit správné
přístupové údaje do databáze.
7.4 Ovládání procesu
Nyní se dostaneme k vlastnímu ovládání procesu. Otevřeme si okno prohlížeče a zadáme
adresu webové aplikace. Uvidíme obrazovku se třemi záložkami. Kliknutím na záložku Pac-
kages se dostaneme na stránku se seznamem balíků, které jsme do systému nahráli pomocí
konzolové aplikace. Obrazovka se seznamem balíků je na obrázku 7.2.
Po kliknutí na balík nBPMS se dostaneme na seznam procesů v balíku, který vidíme na
obrázku 7.4.
Po kliknutí na proces Order se dostaneme na detail procesu. Zde můžeme sledovat
aktivní běhy procesů v tabulce Active instances, ale také historii běhů v tabulce Processes
history, kde se nachází ukončené běhy. Důležitá je část, kde se vytváří nové běhy procesů
(Create new instance). Zde se nachází seznam startovacích aktivit, které spustí nový běh. V
případě procesu Order se zde nachází jedna startovací aktivita (Create order). Obrazovka
s detailem procesu je na obrázku 7.4.
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Enter details
Pick up in store
Create order
Order
finished
Aprove order
Disapproved
Check stock
Edit order details Store equipment
Accept order
Start executing
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Finish executing
order
Prepare bill
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equipment
Send euipment
Send to aprove
Return to correction
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Equipment on stock
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Order equipment
Send order
Send
Execute order Equipment prepared
Submit
Submit
Obrázek 7.1: Proces Objednávky
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Obrázek 7.2: Obrazovka se seznamem balíků
Obrázek 7.3: Obrazovka se seznamem procesů v balíku nBPMS
Obrázek 7.4: Obrazovka s procesem Order
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Obrázek 7.5: Obrazovka s během procesu Order
Jakmile nastartujeme nový běh procesu, aplikace nás přesune na obrazovku s jeho de-
tailem. V horní tabulce vidíme údaje o běhu procesu včetně času vytvoření a času poslední
aktualizace. Také zde můžeme zrušit celý běh procesu kliknutím na odkaz Abort process.
V tabulce Active activities můžeme sledovat probíhající aktivity. Probíhající aktivity mů-
žeme zrušit po kliknutí na odkaz Abort. V této tabulce můžeme také provádět přechody
mezi aktivitami. Ve sloupci Action vidíme všechny odchozí přechody z aktivity a pokud je
přechod povolený, můžeme na něj kliknout a přechod provést. V tabulce All activities je
historie prováděných aktivit. Součástí přehledových tabulek jsou také časové informace o
vytvoření, změně a ukončení. Na obrázku 7.5 je vidět stav procesu po jeho spuštění a na
obrázku 7.6 je stav běhu procesu po provedení prvního přechodu.
Na obrázku 7.7 je zobrazen stav běhu procesu po jeho dokončení. V tabulce All activities
je přehledně vidět historie běhu, tj. jaké aktivity byly vykonány a v jakém pořadí.
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Obrázek 7.6: Obrazovka s postupem běhu procesu Order
Obrázek 7.7: Obrazovka s ukončeným během procesu
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Kapitola 8
Závěr
Závěrečná kapitola se věnuje zhodnocení dosažených výsledků, ohlédne se za řešenými pro-
blémy a v závěru navrhne možná rozšíření systému.
8.1 Zhodnocení dosažených výsledků
Ačkoliv původní myšlenka směřovala k implementaci procesního nástroje, který by definici
procesu přijímal ve formátu BPEL, tak se během teoretické přípravy práce zjistilo, že tento
formát není pro potřeby firmy REENGINE CZ vhodný. Ukázalo se, že tento popis procesu
je sice velice komplexní, ale absence vhodných nástrojů pro načtení tohoto formátu do
systému způsobila, že bylo třeba poohlédnout se po jiném způsobu.
V části 4.1 byly popsány různé varianty řešení tohoto problému, z nichž nakonec bylo
vybráno použití standardu XPDL jako jazyk pro popis procesu. Díky knihovně bpmve-xpdl-
library [2] se podařilo načíst předpis XPDL do programu, kde byl následně proces uložen
do databáze.
Myšlenka, kterou se podařila splnit bezezbytku, je řízení procesu přímo v systému řízení
báze dat. Systém sice potřebuje program, který z XPDL předpisu nahraje definici procesu
do databáze, ale vlastní řízení procesu pak provádí pomocí uložených databázových pro-
cedur. Tento způsob řízení umožňuje řídit proces tak, jako bychom pracovali pouze s daty a
vlastní řízení je odstíněno od aplikační vrstvy. Systém sice obsahuje aplikační vrstvu, ale ta
neřídí proces, pouze upravuje přístup k databázovým objektům. Další výhodou je možnost
nasazení na Windows Azure, kde stačí objednat pouze databázové služby. V rámci srovnání
existujících systémů procesního řízení nebylo nalezeno žádné podobné řešení.
Problémy, které vyvstaly při implementaci, byly úspěšně vyřešeny a jejich popis lze
nalézt v části 6.1.
Použití systému pro podporu procesního řízení nBPMS je široké. Lze jej použít všude
tam, kde je třeba mít definovány procesy, které se mohou měnit a jejichž změna by neměla
vyžadovat změny v programu. Protože systém pro komunikaci s ostatními programy používá
technologii WCF, je možné procesní nástroj integrovat s programem, který je napsán v
jakémkoliv jazyku. Stačí, aby umožňoval komunikaci pomocí webových služeb. Protože je
tento systém založen na technologiích společnosti Microsoft, doporučuje se integrovat s
programy, které jsou napsány v jazycích, které jsou touto společností podporovány.
Dále je třeba zdůraznit použití testů v systému. Každá vrstva, i databázová, obsahuje
sadu testů, které jsou schopny ověřit funkčnost systému. Tyto testy slouží i pro ověření, zda
změna, kterou bylo nutno provést, nepříznivě neovlivnila funkční otestované komponenty.
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Nad všemi testy stojí webová aplikace, která umožní uživateli otestovat funkčnost systému.
Co se týče práce s literaturou, je třeba zdůraznit, proč je použito více webových odkazů
než dostupné literatury. Webové odkazy by se daly rozdělit do dvou částí. Jedna část od-
kazuje na existující a uznávané standardy, které jsou vytvořeny profesními sdruženími. Ve
většině případů jde o jediný způsob, jak lze text standardu získat. Dalším typem odkazů
jsou odkazy na produkty různých společností. Pro čtenáře je výhodnější pomocí interneto-
vého odkazu zjistit o produktu více, než kdyby byla uvedena kniha, kde je program popsán.
Webové odkazy směřují na stránky výrobce programu, a proto i v tomto případě lze zdroj
považovat za kvalitní. Je třeba zdůraznit, že teoretická část práce se neopírá jen o webové
odkazy, ale jejím hlavním zdrojem byly tištěné zdroje [5] a [9].
Na závěr zhodnocení je třeba uvést ještě jednu poznámku. Přestože byla práce vytvořena
pro společnost REENGINE CZ, tak celý systém jsem vytvořil sám od návrhu přes imple-
mentaci až po demonstrační aplikaci a testovací proces. Konzultace s vedením projektu
společnosti se týkala pouze specifikace požadavků a výběru implementační varianty.
8.2 Možnosti rozšíření
Zde si popíšeme některá z možných rozšíření, jejichž myšlenka vznikla při vytváření této
práce.
8.2.1 Implementace dalších funkcí
Jako první rozšíření by se dala považovat implementace zbylé funkčnosti systému. Zejména
implementace zbylých typů bran, událostí. Také by se měly implementovat podprocesy a
komunikační prvky mezi procesy. Dále by se měl implementovat navržený mechanismus
pro práci s daty procesu. V případě složitějších datových struktur by se dalo uvažovat
o serializaci struktury do řetězcové reprezentace. Implementovat by se mohl také modul
ACL, který slouží pro autorizaci a autentizaci uživatelů. Modul by také mohl zaznamenávat
auditní informace.
8.2.2 Vlastní editor procesu
Jedno z rozšíření, které bylo plánováno v rámci některých variant realizace, počítalo s
implementací vlastního editoru pro návrh procesů. Tato implementace by se zajisté dala
využít i pro reprezentaci stavu procesu. Pokud by editor pracoval s formátem XPDL, bylo
by možné využít knihovnu bpmve-xpdl-library pro tvorbu XPDL předpisu a již existujícího
mechanismu pro načtení definice procesu do databáze. Editor by mohl být součástí webové
aplikace, která proces řídí. Pro jeho implementaci by se dala využít technologie Silverlight
od společnosti Microsoft.
8.2.3 Podniková pravidla
V kapitole 2 je zmíněn mechanismus podnikových pravidel a jejich použití. Návrh ani im-
plementace zatím s podnikovými pravidly nepracuje, takže implementace modulu pro pod-
niková pravidla by rozšířila systém o další zajímavou funkci.
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8.2.4 Formuláře
Některé procesní systémy z kapitoly 3 obsahují kromě editoru procesu také návrh uživatel-
ských formulářů, které slouží pro získání a reprezentaci procesních dat. Díky těmto uživa-
telským formulářům má potom procesní manažer možnost vytvořit celý informační systém,
aniž by měl znalosti z programování. Ve složitějších procesech bude sice vždy programátor
potřeba, ale v rámci jednoduchých změn v designu formulářů již nebude třeba jeho zásahu.
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Příloha A
Plakát BPMN
Plakát s procesní notací. Plakát je rozdělen na tři části z důvodu lepší přehlednosti. Originál
lze nalézt na [1].
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Activities
Conversations
Events
Gateways
Conversation Diagram
None: Untyped events, 
indicate start point, state 
changes or final states.
Message: Receiving and 
sending messages.
Timer: Cyclic timer events, 
points in time, time spans or 
timeouts.
Error: Catching or throwing 
named errors.
Cancel: Reacting to cancelled 
transactions or triggering 
cancellation.
Compensation: Handling or 
triggering compensation.
Conditional: Reacting to 
changed business conditions 
or integrating business rules.
Signal: Signalling across differ-
ent processes. A signal thrown 
can be caught multiple times.
Multiple: Catching one out of 
a set of events. Throwing all 
events defined
Link: Off-page connectors. 
Two corresponding link events 
equal a sequence flow.
Terminate: Triggering the 
immediate termination of a 
process.
Escalation: Escalating to 
an higher level of 
responsibility. 
Parallel Multiple: Catching 
all out of a set of parallel 
events.
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Sequence Flow
defines the execution 
order of activities.
Conditional Flow
has a condition 
assigned that defines 
whether or not the 
flow is used.
Default Flow
is the default branch
to be chosen if all 
other conditions 
evaluate to false.
 
Task
A Task is a unit of work, the job to be 
performed. When marked with a symbol 
it indicates a Sub-Process, an activity that can 
be refined.
Transaction
A Transaction is a set of activities that logically 
belong together; it might follow a specified 
transaction protocol.
Event         
Sub-Process
An Event Sub-Process is placed into a Process or 
Sub-Process. It is activated when its start event 
gets triggered and can interrupt the higher level 
process context or run in parallel (non-
interrupting) depending on the start event.
Call Activity
A Call Activity is a wrapper for a globally defined 
Task or Process reused in the current Process. A 
call to a Process is marked with a        symbol.
Task Types
Types specify the nature of 
the action to be performed:
Send Task
Receive Task
User Task
Manual Task
Business Rule Task
Service Task
Script Task
Markers indicate execution 
behavior of activities:
Activity Markers
Sub-Process Marker
Loop Marker
Parallel MI Marker
Sequential MI Marker
~ Ad Hoc Marker
Compensation Marker
A Conversation defines a set of 
logically related message exchanges.
When marked with a       symbol it 
indicates a Sub-Conversation, a 
compound conversation element.
A Conversation Link connects 
Conversations and Participants.
Inclusive Gateway
When splitting, one or more 
branches are activated. All 
active incoming branches must 
complete before merging.
Complex Gateway
Complex merging and 
branching behavior that is not 
captured by other gateways.
Exclusive Event-based Gateway 
(instantiate)
Each occurrence of a subsequent 
event starts a new process 
instance.
Parallel Event-based Gateway 
(instantiate)
The occurrence of all subsequent 
events starts a new process 
instance.
Multi Instance Pool 
(Black Box) 
Conversation
Sub-Conversation
Pool 
(Black Box)
Participant B
The order of message 
exchanges can be 
specified by combining 
message flow and 
sequence flow.
P
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Pools (Participants) and Lanes 
represent responsibilities for 
activities in a process. A pool 
or a lane can be an 
organization, a role, or a 
system. Lanes subdivide pools 
or other lanes hierarchically.
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Message Flow symbolizes 
information flow across 
organizational boundaries. 
Message flow can be attached 
to pools, activities, or 
message events. The Message 
Flow can be decorated with 
an envelope depicting the 
content of the message.
Data
Out-
put
Data Store
A Data Object represents information flowing 
through the process, such as business 
documents, e-mails, or letters. 
A Data Store is a place where the process can 
read or write data, e.g., a database or a filing 
cabinet. It persists beyond the lifetime of the 
process instance.
A Data Input is an external input for the 
entire process.A kind of input parameter.
A Collection Data Object represents a 
collection of information, e.g., a list of order 
items.
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Choreography Diagram
A Choreography Task 
represents an Interaction 
(Message Exchange) 
between two Participants.
Choreography
Task
Participant A
Participant B
A Sub-Choreography contains 
a refined choreography with 
several Interactions.
Multiple 
Participants Marker
Swimlanes
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Participant A
Participant C
Participant B
Choreography 
Task
Participant A
Participant B
Choreography 
Task
Participant A
Participant C
Initiating
Message 
(decorator)
Response
Message 
(decorator)
Choreography 
Task
Participant B
Participant A
When splitting, it routes the sequence flow to exactly 
one of the outgoing branches. When merging, it awaits 
one incoming branch to complete before triggering the 
outgoing flow.
Exclusive Gateway
Is always followed by catching events or receive tasks. 
Sequence flow is routed to the subsequent event/task 
which happens first.
Event-based Gateway
When used to split the sequence flow, all outgoing 
branches are activated simultaneously. When merging 
parallel branches it waits for all incoming branches to 
complete before triggering the outgoing flow.
Parallel Gateway
A Call Conversation is a wrapper for a 
globally defined Conversation or Sub-
Conversation. A call to a Sub-conversation 
is marked with a       symbol.
Sub-Choreography
Participant A
Participant C
Participant B
Call   
Choreography
 
Participant A
Participant B
A Call Choreography is a 
wrapper for a globally 
defined Choreography Task 
or Sub-Choreography. A call 
to a Sub-Choreography is 
marked with a       symbol.
Input
A Data Output is data result of the entire 
process. A kind of output parameter.
A Data Association is used to associate data 
elements to Activities, Processes and Global 
Tasks.
denotes a set of 
Participants of the 
same kind.
Message
a decorator depicting 
the content of the 
message. It can only 
be attached to 
Choreography Tasks.
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Pool (Black Box)
Pool 
(Black Box)
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Activities
Conversations
Events
Gateways
Conversation Diagram
None: Untyped events, 
indicate start point, state 
changes or final states.
Message: Receiving and 
sending messages.
Timer: Cyclic timer events, 
points in time, time spans or 
timeouts.
Error: Catching or throwing 
named errors.
Cancel: Reacting to cancelled 
transactions or triggering 
cancellation.
Compensation: Handling or 
triggering compensation.
Conditional: Reacting to 
changed business conditions 
or integrating business rules.
Signal: Signalling across differ-
ent processes. A signal thrown 
can be caught multiple times.
Multiple: Catching one out of 
a set of events. Throwing all 
events defined
Link: Off-page connectors. 
Two corresponding link events 
equal a sequence flow.
Terminate: Triggering the 
immediate termination of a 
process.
Escalation: Escalating to 
an higher level of 
responsibility. 
Parallel Multiple: Catching 
all out of a set of parallel 
events.
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Sequence Flow
defines the execution 
order of activities.
Conditional Flow
has a condition 
assigned that defines 
whether or not the 
flow is used.
Default Flow
is the default branch
to be chosen if all 
other conditions 
evaluate to false.
 
Task
A Task is a unit of work, the job to be 
performed. When marked with a symbol 
it indicates a Sub-Process, an activity that can 
be refined.
Transaction
A Transaction is a set of activities that logically 
belong together; it might follow a specified 
transaction protocol.
Event         
Sub-Process
An Event Sub-Process is placed into a Process or 
Sub-Process. It is activated when its start event 
gets triggered and can interrupt the higher level 
process context or run in parallel (non-
interrupting) depending on the start event.
Call Activity
A Call Activity is a wrapper for a globally defined 
Task or Process reused in the current Process. A 
call to a Process is marked with a        symbol.
Task Types
Types specify the nature of 
the action to be performed:
Send Task
Receive Task
User Task
Manual Task
Business Rule Task
Service Task
Script Task
Markers indicate execution 
behavior of activities:
Activity Markers
Sub-Process Marker
Loop Marker
Parallel MI Marker
Sequential MI Marker
~ Ad Hoc Marker
Compensation Marker
A Conversation defines a set of 
logically related message exchanges.
When marked with a       symbol it 
indicates a Sub-Conversation, a 
compound conversation element.
A Conversation Link connects 
Conversations and Participants.
Inclusive Gateway
When splitting, one or more 
branches are activated. All 
active incoming branches must 
complete before merging.
Complex Gateway
Complex merging and 
branching behavior that is not 
captured by other gateways.
Exclusive Event-based Gateway 
(instantiate)
Each occurrence of a subsequent 
event starts a new process 
instance.
Parallel Event-based Gateway 
(instantiate)
The occurrence of all subsequent 
events starts a new process 
instance.
Multi Instance Pool 
(Black Box) 
Conversation
Sub-Conversation
Pool 
(Black Box)
Participant B
The order of message 
exchanges can be 
specified by combining 
message flow and 
sequence flow.
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Pools (Participants) and Lanes 
represent responsibilities for 
activities in a process. A pool 
or a lane can be an 
organization, a role, or a 
system. Lanes subdivide pools 
or other lanes hierarchically.
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Message Flow symbolizes 
information flow across 
organizational boundaries. 
Message flow can be attached 
to pools, activities, or 
message events. The Message 
Flow can be decorated with 
an envelope depicting the 
content of the message.
Data
Out-
put
Data Store
A Data Object represents information flowing 
through the process, such as business 
documents, e-mails, or letters. 
A Data Store is a place where the process can 
read or write data, e.g., a database or a filing 
cabinet. It persists beyond the lifetime of the 
process instance.
A Data Input is an external input for the 
entire process.A kind of input parameter.
A Collection Data Object represents a 
collection of information, e.g., a list of order 
items.
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Choreography Diagram
A Choreography Task 
represents an Interaction 
(Message Exchange) 
between two Participants.
Choreography
Task
Participant A
Participant B
A Sub-Choreography contains 
a refined choreography with 
several Interactions.
Multiple 
Participants Marker
Swimlanes
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Participant A
Participant C
Participant B
Choreography 
Task
Participant A
Participant B
Choreography 
Task
Participant A
Participant C
Initiating
Message 
(decorator)
Response
Message 
(decorator)
Choreography 
Task
Participant B
Participant A
When splitting, it routes the sequence flow to exactly 
one of the outgoing branches. When merging, it awaits 
one incoming branch to complete before triggering the 
outgoing flow.
Exclusive Gateway
Is always followed by catching events or receive tasks. 
Sequence flow is routed to the subsequent event/task 
which happens first.
Event-based Gateway
When used to split the sequence flow, all outgoing 
branches are activated simultaneously. When merging 
parallel branches it waits for all incoming branches to 
complete before triggering the outgoing flow.
Parallel Gateway
A Call Conversation is a wrapper for a 
globally defined Conversation or Sub-
Conversation. A call to a Sub-conversation 
is marked with a       symbol.
Sub-Choreography
Participant A
Participant C
Participant B
Call   
Choreography
 
Participant A
Participant B
A Call Choreography is a 
wrapper for a globally 
defined Choreography Task 
or Sub-Choreography. A call 
to a Sub-Choreography is 
marked with a       symbol.
Input
A Data Output is data result of the entire 
process. A kind of output parameter.
A Data Association is used to associate data 
elements to Activities, Processes and Global 
Tasks.
denotes a set of 
Participants of the 
same kind.
Message
a decorator depicting 
the content of the 
message. It can only 
be attached to 
Choreography Tasks.
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)
Pool (Black Box)
Pool 
(Black Box)
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Activities
Conversations
Events
Gateways
Conversation Diagram
None: Untyped events, 
indicate start point, state 
changes or final states.
Message: Receiving and 
sending messages.
Timer: Cyclic timer events, 
points in time, time spans or 
timeouts.
Error: Catching or throwing 
named errors.
Cancel: Reacting to cancelled 
transactions or triggering 
cancellation.
Compensation: Handling or 
triggering compensation.
Conditional: Reacting to 
changed business conditions 
or integrating business rules.
Signal: Signalling across differ-
ent processes. A signal thrown 
can be caught multiple times.
Multiple: Catching one out of 
a set of events. Throwing all 
events defined
Link: Off-page connectors. 
Two corresponding link events 
equal a sequence flow.
Terminate: Triggering the 
immediate termination of a 
process.
Escalation: Escalating to 
an higher level of 
responsibility. 
Parallel Multiple: Catching 
all out of a set of parallel 
events.
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Sequence Flow
defines the execution 
order of activities.
Conditional Flow
has a condition 
assigned that defines 
whether or not the 
flow is used.
Default Flow
is the default branch
to be chosen if all 
other conditions 
evaluate to false.
 
Task
A Task is a unit of work, the job to be 
performed. When marked with a symbol 
it indicates a Sub-Process, an activity that can 
be refined.
Transaction
A Transaction is a set of activities that logically 
belong together; it might follow a specified 
transaction protocol.
Event         
Sub-Process
An Event Sub-Process is placed into a Process or 
Sub-Process. It is activated when its start event 
gets triggered and can interrupt the higher level 
process context or run in parallel (non-
interrupting) depending on the start event.
Call Activity
A Call Activity is a wrapper for a globally defined 
Task or Process reused in the current Process. A 
call to a Process is marked with a        symbol.
Task Types
Types specify the nature of 
the action to be performed:
Send Task
Receive Task
User Task
Manual Task
Business Rule Task
Service Task
Script Task
Markers indicate execution 
behavior of activities:
Activity Markers
Sub-Process Marker
Loop Marker
Parallel MI Marker
Sequential MI Marker
~ Ad Hoc Marker
Compensation Marker
A Conversation defines a set of 
logically related message exchanges.
When marked with a       symbol it 
indicates a Sub-Conversation, a 
compound conversation element.
A Conversation Link connects 
Conversations and Participants.
Inclusive Gateway
When splitting, one or more 
branches are activated. All 
active incoming branches must 
complete before merging.
Complex Gateway
Complex merging and 
branching behavior that is not 
captured by other gateways.
Exclusive Event-based Gateway 
(instantiate)
Each occurrence of a subsequent 
event starts a new process 
instance.
Parallel Event-based Gateway 
(instantiate)
The occurrence of all subsequent 
events starts a new process 
instance.
Multi Instance Pool 
(Black Box) 
Conversation
Sub-Conversation
Pool 
(Black Box)
Participant B
The order of message 
exchanges can be 
specified by combining 
message flow and 
sequence flow.
P
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Pools (Participants) and Lanes 
represent responsibilities for 
activities in a process. A pool 
or a lane can be an 
organization, a role, or a 
system. Lanes subdivide pools 
or other lanes hierarchically.
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Message Flow symbolizes 
information flow across 
organizational boundaries. 
Message flow can be attached 
to pools, activities, or 
message events. The Message 
Flow can be decorated with 
an envelope depicting the 
content of the message.
Data
Out-
put
Data Store
A Data Object represents information flowing 
through the process, such as business 
documents, e-mails, or letters. 
A Data Store is a place where the process can 
read or write data, e.g., a database or a filing 
cabinet. It persists beyond the lifetime of the 
process instance.
A Data Input is an external input for the 
entire process.A kind of input parameter.
A Collection Data Object represents a 
collection of information, e.g., a list of order 
items.
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Choreography Diagram
A Choreography Task 
represents an Interaction 
(Message Exchange) 
between two Participants.
Choreography
Task
Participant A
Participant B
A Sub-Choreography contains 
a refined choreography with 
several Interactions.
Multiple 
Participants Marker
Swimlanes
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Participant A
Participant C
Participant B
Choreography 
Task
Participant A
Participant B
Choreography 
Task
Participant A
Participant C
Initiating
Message 
(decorator)
Response
Message 
(decorator)
Choreography 
Task
Participant B
Participant A
When splitting, it routes the sequence flow to exactly 
one of the outgoing branches. When merging, it awaits 
one incoming branch to complete before triggering the 
outgoing flow.
Exclusive Gateway
Is always followed by catching events or receive tasks. 
Sequence flow is routed to the subsequent event/task 
which happens first.
Event-based Gateway
When used to split the sequence flow, all outgoing 
branches are activated simultaneously. When merging 
parallel branches it waits for all incoming branches to 
complete before triggering the outgoing flow.
Parallel Gateway
A Call Conversation is a wrapper for a 
globally defined Conversation or Sub-
Conversation. A call to a Sub-conversation 
is marked with a       symbol.
Sub-Choreography
Participant A
Participant C
Participant B
Call   
Choreography
 
Participant A
Participant B
A Call Choreography is a 
wrapper for a globally 
defined Choreography Task 
or Sub-Choreography. A call 
to a Sub-Choreography is 
marked with a       symbol.
Input
A Data Output is data result of the entire 
process. A kind of output parameter.
A Data Association is used to associate data 
elements to Activities, Processes and Global 
Tasks.
denotes a set of 
Participants of the 
same kind.
Message
a decorator depicting 
the content of the 
message. It can only 
be attached to 
Choreography Tasks.
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Příloha B
Příklad XPDL definice procesu
V B.1 můžeme vidět, jak vypadá výstupní definice procesu (a jeho balíku), který generuje
program TIBCO Business Studio. Grafická reprezentace je na obrázku 7.1 v kapitole 7.
Zdrojový kód B.1: Definice procesu ve formátu xpdl
<?xml ve r s i on=" 1 .0 " encoding="UTF−8"?>
<xpdl2:Package xmlns :x s i=" ht tp : //www.w3 . org /2001/XMLSchema−i n s t anc e " ←↩
xmlns :database=" ht tp : //www. t i b co . com/XPD/database1 . 0 . 0 " xmlns : ea i j ava=" ht tp : //←↩
www. t i b co . com/XPD/EAIJava1 . 0 . 0 " xmlns :emai l=" ht tp : //www. t i b co . com/XPD/ emai l1←↩
. 0 . 0 " xmlns : iProcessExt=" ht tp : //www. t i b co . com/XPD/ iProcessExt1 . 0 . 0 " ←↩
xmln s : o r che s t r a t o r=" ht tp : //www. t i b co . com/XPD/ o r ch e s t r a t o r 1 . 0 . 0 " xmlns :order="←↩
ht tp : //www. t i b co . com/XPD/ order1 . 0 . 0 " xmlns : s imu la t i on=" ht tp : //www. t i b co . com/xpd←↩
/ Simulat ion1 . 0 . 1 " xmlns:xpdExt=" ht tp : //www. t i b co . com/XPD/xpdExtension1 . 0 . 0 " ←↩
xmlns :xpdl2=" ht tp : //www.wfmc . org /2008/XPDL2. 1 " xs i : s chemaLocat ion=" ht tp : //www.←↩
wfmc . org /2008/XPDL2. 1 h t tp : //www.wfmc . org / standards /bpmnxpdl_31 . xsd" Id="←↩
_8JhTkIcAEeG2TeVAly491A" xpdExt:DisplayName="nBPMS" Name="nBPMS">
<xpdl2:PackageHeader xpdExt:Language="cs_CZ">
<xpdl2:XPDLVersion>2 .1</xpdl2:XPDLVersion>
<xpdl2:Vendor>TIBCO</xpdl2:Vendor>
<xpdl2 :Created>2012−04−15</ xpdl2 :Created>
<xpd l 2 :De s c r i p t i on></ xpd l 2 :De s c r i p t i on>
<xpdl2:Documentation></xpdl2:Documentation>
<xpdl2 :CostUnit>CZK</xpdl2 :CostUnit>
</xpdl2:PackageHeader>
<xpdl2 :Rede f inab leHeader Pub l i ca t i onSta tu s="UNDER_REVISION">
<xpdl2:Author>Martin</xpdl2:Author>
<xpd l2 :Ver s i on>1 . 0 . 0 . qualifier</ xpd l2 :Ver s i on>
</ xpdl2 :Rede f inab leHeader>
<xpd l2 :Poo l s>
<xpdl2 :Poo l Id="_Gy00kIcBEeG2TeVAly491A" xpdExt:DisplayName="Order" Name="←↩
Order" BoundaryVis ible=" true " Process="_8JzncIcAEeG2TeVAly491A">
<xpdl2 :Lanes>
<xpdl2:Lane Id="_Gy1boIcBEeG2TeVAly491A" xpdExt:DisplayName="Technic " Name←↩
="Technic ">
<xpdl2 :NodeGraphics In fos>
<xpdl2 :NodeGraphicsInfo Height=" 246 .0 " I sV i s i b l e=" true "/>
</xpdl2 :NodeGraphics In fos>
</xpdl2:Lane>
<xpdl2:Lane Id="_3AOCAIcBEeG2TeVAly491A" xpdExt:DisplayName="Manager" Name←↩
="Manager">
<xpdl2 :NodeGraphics In fos>
<xpdl2 :NodeGraphicsInfo BorderColor=" 0 ,0 ,128 " F i l lCo l o r=" 128 ,155 ,183 " ←↩
Height=" 144 .0 " I sV i s i b l e=" true "/>
</xpdl2 :NodeGraphics In fos>
</xpdl2:Lane>
<xpdl2:Lane Id="_eiIGAIcCEeG2TeVAly491A" xpdExt:DisplayName=" Sto r e r " Name=←↩
" Sto r e r ">
<xpdl2 :NodeGraphics In fos>
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<xpdl2 :NodeGraphicsInfo BorderColor=" 0 ,0 ,128 " F i l lCo l o r=" 128 ,155 ,183 " ←↩
Height=" 196 .0 " I sV i s i b l e=" true "/>
</xpdl2 :NodeGraphics In fos>
</xpdl2:Lane>
<xpdl2:Lane Id="_OvXF8IcEEeG2TeVAly491A" xpdExt:DisplayName="Contractor " ←↩
Name="Contractor ">
<xpdl2 :NodeGraphics In fos>
<xpdl2 :NodeGraphicsInfo BorderColor=" 0 ,0 ,128 " F i l lCo l o r=" 128 ,155 ,183 " ←↩
Height=" 228 .0 " I sV i s i b l e=" true "/>
</xpdl2 :NodeGraphics In fos>
</xpdl2:Lane>
</xpdl2 :Lanes>
<xpdl2 :NodeGraphics In fos>
<xpdl2 :NodeGraphicsInfo BorderColor=" 0 ,0 ,128 " F i l lCo l o r=" 223 ,179 ,0 " ←↩
I sV i s i b l e=" true "/>
</xpdl2 :NodeGraphics In fos>
</ xpdl2 :Poo l>
</ xpd l2 :Poo l s>
<xpdl2 :Workf lowProcesses>
<xpdl2:Workf lowProcess Id="_8JzncIcAEeG2TeVAly491A" xpdExt:DisplayName="nBPMS−←↩
Process " Name="nBPMSProcess">
<xpdl2 :ProcessHeader>
<xpd l 2 :De s c r i p t i on></ xpd l 2 :De s c r i p t i on>
</xpdl2 :ProcessHeader>
<xpd l 2 :A c t i v i t i e s>
<xpd l 2 :Ac t i v i t y Id="_Gy1boYcBEeG2TeVAly491A" Name="Createorder " ←↩
xpdExt:DisplayName="Create order ">
<xpdl2:Event>
<xpdl2 :Star tEvent Tr igger="None"/>
</xpdl2:Event>
<xpdl2 :NodeGraphics In fos>
<xpdl2 :NodeGraphicsInfo BorderColor=" 0 ,0 ,128 " F i l lCo l o r=" 255 ,219 ,74 " ←↩
Height=" 47 .0 " LaneId="_Gy1boIcBEeG2TeVAly491A" Width=" 67 .0 ">
<xpdl2 :Coord inate s XCoordinate=" 97 .0 " YCoordinate=" 55 .0 "/>
</xpdl2 :NodeGraphicsInfo>
</xpdl2 :NodeGraphics In fos>
</ xpd l 2 :Ac t i v i t y>
<xpd l 2 :Ac t i v i t y Id="_Gy1boocBEeG2TeVAly491A" Name="Disapproved" ←↩
xpdExt:DisplayName="Disapproved">
<xpdl2:Event>
<xpdl2:EndEvent Result="None"/>
</xpdl2:Event>
<xpdl2 :NodeGraphics In fos>
<xpdl2 :NodeGraphicsInfo BorderColor=" 0 ,0 ,128 " F i l lCo l o r=" 255 ,219 ,74 " ←↩
Height=" 47 .0 " LaneId="_3AOCAIcBEeG2TeVAly491A" Width=" 68 .0 ">
<xpdl2 :Coord inate s XCoordinate=" 276 .0 " YCoordinate=" 71 .0 "/>
</xpdl2 :NodeGraphicsInfo>
</xpdl2 :NodeGraphics In fos>
</ xpd l 2 :Ac t i v i t y>
<xpd l 2 :Ac t i v i t y Id="_p29swIcBEeG2TeVAly491A" Name=" Ent e rd e t a i l s " ←↩
xpdEx t :V i s i b i l i t y="Pr ivate " xpdExt:DisplayName="Enter d e t a i l s ">
<xpdl2 : Implementat ion>
<xpdl2:No/>
</xpdl2 : Implementat ion>
<xpd l 2 :T r an s i t i o nRe s t r i c t i o n s>
<xpd l 2 :T r an s i t i o nRe s t r i c t i o n>
<xpd l2 : Jo in Type="Exc lus ive " ExclusiveType="Data"/>
</ xpd l 2 :T r an s i t i o nRe s t r i c t i o n>
</ xpd l 2 :T r an s i t i o nRe s t r i c t i o n s>
<xpdl2 :NodeGraphics In fos>
<xpdl2 :NodeGraphicsInfo BorderColor=" 0 ,0 ,128 " F i l lCo l o r=" 255 ,219 ,74 " ←↩
Height=" 64 .0 " LaneId="_Gy1boIcBEeG2TeVAly491A" Width=" 96 .0 ">
<xpdl2 :Coord inate s XCoordinate=" 98 .0 " YCoordinate=" 147 .0 "/>
</xpdl2 :NodeGraphicsInfo>
</xpdl2 :NodeGraphics In fos>
</ xpd l 2 :Ac t i v i t y>
<xpd l 2 :Ac t i v i t y Id="_8VAVYIcBEeG2TeVAly491A" Name="Aproveorder " ←↩
xpdEx t :V i s i b i l i t y="Pr ivate " xpdExt:DisplayName="Aprove order ">
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<xpdl2 : Implementat ion>
<xpdl2:No/>
</xpdl2 : Implementat ion>
<xpd l 2 :T r an s i t i o nRe s t r i c t i o n s>
<xpd l 2 :T r an s i t i o nRe s t r i c t i o n>
<xpd l 2 : S p l i t Type=" I n c l u s i v e ">
<xpd l2 :Trans i t i onRe f s>
<xpd l2 :Trans i t i onRe f Id="_EvnxQIcCEeG2TeVAly491A"/>
<xpd l2 :Trans i t i onRe f Id="_Zu9R8IcCEeG2TeVAly491A"/>
<xpd l2 :Trans i t i onRe f Id="_jPiQUIcCEeG2TeVAly491A"/>
</ xpd l2 :Trans i t i onRe f s>
</ xpd l 2 : S p l i t>
</ xpd l 2 :T r an s i t i o nRe s t r i c t i o n>
</ xpd l 2 :T r an s i t i o nRe s t r i c t i o n s>
<xpdl2 :NodeGraphics In fos>
<xpdl2 :NodeGraphicsInfo BorderColor=" 0 ,0 ,128 " F i l lCo l o r=" 255 ,219 ,74 " ←↩
Height=" 64 .0 " LaneId="_3AOCAIcBEeG2TeVAly491A" Width=" 96 .0 ">
<xpdl2 :Coord inate s XCoordinate=" 98 .0 " YCoordinate=" 72 .0 "/>
</xpdl2 :NodeGraphicsInfo>
</xpdl2 :NodeGraphics In fos>
</ xpd l 2 :Ac t i v i t y>
<xpd l 2 :Ac t i v i t y Id="_g−rA8IcCEeG2TeVAly491A" Name="Checkstock" ←↩
xpdEx t :V i s i b i l i t y="Pr ivate " xpdExt:DisplayName="Check stock ">
<xpdl2 : Implementat ion>
<xpdl2:No/>
</xpdl2 : Implementat ion>
<xpd l 2 :T r an s i t i o nRe s t r i c t i o n s>
<xpd l 2 :T r an s i t i o nRe s t r i c t i o n>
<xpd l 2 : S p l i t Type=" I n c l u s i v e ">
<xpd l2 :Trans i t i onRe f s>
<xpd l2 :Trans i t i onRe f Id="_WaRYoIcDEeG2TeVAly491A"/>
<xpd l2 :Trans i t i onRe f Id="_5BFboIcDEeG2TeVAly491A"/>
</ xpd l2 :Trans i t i onRe f s>
</ xpd l 2 : S p l i t>
</ xpd l 2 :T r an s i t i o nRe s t r i c t i o n>
</ xpd l 2 :T r an s i t i o nRe s t r i c t i o n s>
<xpdl2 :NodeGraphics In fos>
<xpdl2 :NodeGraphicsInfo BorderColor=" 0 ,0 ,128 " F i l lCo l o r=" 255 ,219 ,74 " ←↩
Height=" 64 .0 " LaneId="_eiIGAIcCEeG2TeVAly491A" Width=" 96 .0 ">
<xpdl2 :Coord inate s XCoordinate=" 98 .0 " YCoordinate=" 60 .0 "/>
</xpdl2 :NodeGraphicsInfo>
</xpdl2 :NodeGraphics In fos>
</ xpd l 2 :Ac t i v i t y>
<xpd l 2 :Ac t i v i t y Id="_Cd_3cIcDEeG2TeVAly491A" Name="Pickup ins to re " ←↩
xpdEx t :V i s i b i l i t y="Pr ivate " xpdExt:DisplayName="Pick up in s t o r e ">
<xpdl2 : Implementat ion>
<xpdl2:No/>
</xpdl2 : Implementat ion>
<xpd l 2 :T r an s i t i o nRe s t r i c t i o n s>
<xpd l 2 :T r an s i t i o nRe s t r i c t i o n>
<xpd l2 : Jo in Type="Exc lus ive " ExclusiveType="Data"/>
</ xpd l 2 :T r an s i t i o nRe s t r i c t i o n>
</ xpd l 2 :T r an s i t i o nRe s t r i c t i o n s>
<xpdl2 :NodeGraphics In fos>
<xpdl2 :NodeGraphicsInfo BorderColor=" 0 ,0 ,128 " F i l lCo l o r=" 255 ,219 ,74 " ←↩
Height=" 64 .0 " LaneId="_Gy1boIcBEeG2TeVAly491A" Width=" 96 .0 ">
<xpdl2 :Coord inate s XCoordinate=" 346 .0 " YCoordinate=" 140 .0 "/>
</xpdl2 :NodeGraphicsInfo>
</xpdl2 :NodeGraphics In fos>
</ xpd l 2 :Ac t i v i t y>
<xpd l 2 :Ac t i v i t y Id="_LSyG0IcDEeG2TeVAly491A" Name="Orde r f i n i shed " ←↩
xpdEx t :V i s i b i l i t y="Pr ivate " xpdExt:DisplayName="Order f i n i s h e d ">
<xpdl2:Event>
<xpdl2:EndEvent Result="None"/>
</xpdl2:Event>
<xpdl2 :NodeGraphics In fos>
<xpdl2 :NodeGraphicsInfo BorderColor=" 0 ,0 ,128 " F i l lCo l o r=" 255 ,219 ,74 " ←↩
Height=" 62 .0 " LaneId="_Gy1boIcBEeG2TeVAly491A" Width=" 44 .0 ">
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<xpdl2 :Coord inate s XCoordinate=" 479 .0 " YCoordinate=" 139 .0 "/>
</xpdl2 :NodeGraphicsInfo>
</xpdl2 :NodeGraphics In fos>
</ xpd l 2 :Ac t i v i t y>
<xpd l 2 :Ac t i v i t y Id="_wIRA0IcDEeG2TeVAly491A" Name=" Ed i t o r d e r d e t a i l s " ←↩
xpdEx t :V i s i b i l i t y="Pr ivate " xpdExt:DisplayName="Edit order d e t a i l s ">
<xpdl2 : Implementat ion>
<xpdl2:No/>
</xpdl2 : Implementat ion>
<xpdl2 :NodeGraphics In fos>
<xpdl2 :NodeGraphicsInfo BorderColor=" 0 ,0 ,128 " F i l lCo l o r=" 255 ,219 ,74 " ←↩
Height=" 64 .0 " LaneId="_eiIGAIcCEeG2TeVAly491A" Width=" 96 .0 ">
<xpdl2 :Coord inate s XCoordinate=" 98 .0 " YCoordinate=" 154 .0 "/>
</xpdl2 :NodeGraphicsInfo>
</xpdl2 :NodeGraphics In fos>
</ xpd l 2 :Ac t i v i t y>
<xpd l 2 :Ac t i v i t y Id="_TGWUUIcEEeG2TeVAly491A" Name="Acceptorder " ←↩
xpdEx t :V i s i b i l i t y="Pr ivate " xpdExt:DisplayName="Accept order ">
<xpdl2 : Implementat ion>
<xpdl2:No/>
</xpdl2 : Implementat ion>
<xpdl2 :NodeGraphics In fos>
<xpdl2 :NodeGraphicsInfo BorderColor=" 0 ,0 ,128 " F i l lCo l o r=" 255 ,219 ,74 " ←↩
Height=" 64 .0 " LaneId="_OvXF8IcEEeG2TeVAly491A" Width=" 96 .0 ">
<xpdl2 :Coord inate s XCoordinate=" 105 .0 " YCoordinate=" 98 .0 "/>
</xpdl2 :NodeGraphicsInfo>
</xpdl2 :NodeGraphics In fos>
</ xpd l 2 :Ac t i v i t y>
<xpd l 2 :Ac t i v i t y Id="_l−ISoIcEEeG2TeVAly491A" Name=" Sta r t exe cu t ingo rde r " ←↩
xpdExt:DisplayName=" Star t execut ing order ">
<xpdl2:Route GatewayType=" Pa r a l l e l "/>
<xpd l 2 :T r an s i t i o nRe s t r i c t i o n s>
<xpd l 2 :T r an s i t i o nRe s t r i c t i o n>
<xpd l 2 : S p l i t Type=" Pa r a l l e l ">
<xpd l2 :Trans i t i onRe f s>
<xpd l2 :Trans i t i onRe f Id="_AJyHMIcFEeG2TeVAly491A"/>
<xpd l2 :Trans i t i onRe f Id="_BAMKwIcFEeG2TeVAly491A"/>
</ xpd l2 :Trans i t i onRe f s>
</ xpd l 2 : S p l i t>
</ xpd l 2 :T r an s i t i o nRe s t r i c t i o n>
</ xpd l 2 :T r an s i t i o nRe s t r i c t i o n s>
<xpdl2 :NodeGraphics In fos>
<xpdl2 :NodeGraphicsInfo BorderColor=" 0 ,0 ,128 " F i l lCo l o r=" 255 ,219 ,74 " ←↩
Height=" 45 .0 " LaneId="_OvXF8IcEEeG2TeVAly491A" Width=" 43 .0 ">
<xpdl2 :Coord inate s XCoordinate=" 244 .0 " YCoordinate=" 97 .0 "/>
</xpdl2 :NodeGraphicsInfo>
</xpdl2 :NodeGraphics In fos>
</ xpd l 2 :Ac t i v i t y>
<xpd l 2 :Ac t i v i t y Id="_nG54kIcEEeG2TeVAly491A" Name=" F in i shexecu t ingo rde r " ←↩
xpdExt:DisplayName="Fin i sh execut ing order ">
<xpdl2:Route GatewayType=" Pa r a l l e l "/>
<xpd l 2 :T r an s i t i o nRe s t r i c t i o n s>
<xpd l 2 :T r an s i t i o nRe s t r i c t i o n>
<xpd l2 : Jo in Type=" Pa r a l l e l "/>
</ xpd l 2 :T r an s i t i o nRe s t r i c t i o n>
</ xpd l 2 :T r an s i t i o nRe s t r i c t i o n s>
<xpdl2 :NodeGraphics In fos>
<xpdl2 :NodeGraphicsInfo BorderColor=" 0 ,0 ,128 " F i l lCo l o r=" 255 ,219 ,74 " ←↩
Height=" 45 .0 " LaneId="_OvXF8IcEEeG2TeVAly491A" Width=" 43 .0 ">
<xpdl2 :Coord inate s XCoordinate=" 381 .0 " YCoordinate=" 97 .0 "/>
</xpdl2 :NodeGraphicsInfo>
</xpdl2 :NodeGraphics In fos>
</ xpd l 2 :Ac t i v i t y>
<xpd l 2 :Ac t i v i t y Id="_6eG90IcEEeG2TeVAly491A" Name=" Pr epa r e b i l l " ←↩
xpdEx t :V i s i b i l i t y="Pr ivate " xpdExt:DisplayName="Prepare b i l l ">
<xpdl2 : Implementat ion>
<xpdl2:No/>
</xpdl2 : Implementat ion>
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<xpdl2 :NodeGraphics In fos>
<xpdl2 :NodeGraphicsInfo BorderColor=" 0 ,0 ,128 " F i l lCo l o r=" 255 ,219 ,74 " ←↩
Height=" 64 .0 " LaneId="_OvXF8IcEEeG2TeVAly491A" Width=" 96 .0 ">
<xpdl2 :Coord inate s XCoordinate=" 313 .0 " YCoordinate=" 42 .0 "/>
</xpdl2 :NodeGraphicsInfo>
</xpdl2 :NodeGraphics In fos>
</ xpd l 2 :Ac t i v i t y>
<xpd l 2 :Ac t i v i t y Id="_−CTdUIcEEeG2TeVAly491A" Name="Prepareequipment" ←↩
xpdEx t :V i s i b i l i t y="Pr ivate " xpdExt:DisplayName="Prepare equipment">
<xpdl2 : Implementat ion>
<xpdl2:No/>
</xpdl2 : Implementat ion>
<xpdl2 :NodeGraphics In fos>
<xpdl2 :NodeGraphicsInfo BorderColor=" 0 ,0 ,128 " F i l lCo l o r=" 255 ,219 ,74 " ←↩
Height=" 64 .0 " LaneId="_OvXF8IcEEeG2TeVAly491A" Width=" 96 .0 ">
<xpdl2 :Coord inate s XCoordinate=" 313 .0 " YCoordinate=" 186 .0 "/>
</xpdl2 :NodeGraphicsInfo>
</xpdl2 :NodeGraphics In fos>
</ xpd l 2 :Ac t i v i t y>
<xpd l 2 :Ac t i v i t y Id="_K−52oIcFEeG2TeVAly491A" Name="Storeequipment " ←↩
xpdEx t :V i s i b i l i t y="Pr ivate " xpdExt:DisplayName="Store equipment">
<xpdl2 : Implementat ion>
<xpdl2:No/>
</xpdl2 : Implementat ion>
<xpdl2 :NodeGraphics In fos>
<xpdl2 :NodeGraphicsInfo BorderColor=" 0 ,0 ,128 " F i l lCo l o r=" 255 ,219 ,74 " ←↩
Height=" 64 .0 " LaneId="_eiIGAIcCEeG2TeVAly491A" Width=" 96 .0 ">
<xpdl2 :Coord inate s XCoordinate=" 558 .0 " YCoordinate=" 154 .0 "/>
</xpdl2 :NodeGraphicsInfo>
</xpdl2 :NodeGraphics In fos>
</ xpd l 2 :Ac t i v i t y>
<xpd l 2 :Ac t i v i t y Id="_U1ObgIcFEeG2TeVAly491A" Name="Sendeuipment" ←↩
xpdEx t :V i s i b i l i t y="Pr ivate " xpdExt:DisplayName="Send euipment">
<xpdl2 : Implementat ion>
<xpdl2:No/>
</xpdl2 : Implementat ion>
<xpdl2 :NodeGraphics In fos>
<xpdl2 :NodeGraphicsInfo BorderColor=" 0 ,0 ,128 " F i l lCo l o r=" 255 ,219 ,74 " ←↩
Height=" 64 .0 " LaneId="_OvXF8IcEEeG2TeVAly491A" Width=" 96 .0 ">
<xpdl2 :Coord inate s XCoordinate=" 558 .0 " YCoordinate=" 98 .0 "/>
</xpdl2 :NodeGraphicsInfo>
</xpdl2 :NodeGraphics In fos>
</ xpd l 2 :Ac t i v i t y>
</ xpd l 2 :A c t i v i t i e s>
<xpd l 2 :T ran s i t i on s>
<xpd l2 :Tran s i t i on Id="_Gy1bo4cBEeG2TeVAly491A" xpdExt:DisplayName="" Name=←↩
"" From="_Gy1boYcBEeG2TeVAly491A" To="_p29swIcBEeG2TeVAly491A">
<xpdl2 :ConnectorGraph ic s In fos>
<xpdl2 :ConnectorGraphics In fo BorderColor=" 0 ,0 ,128 " ToolId="XPD.←↩
Connect ionInfo "/>
<xpdl2 :ConnectorGraphics In fo ToolId="XPD. EndAnchorPosition"/>
</ xpdl2 :ConnectorGraph ic s In fos>
</ xpd l 2 :Tran s i t i on>
<xpd l2 :Tran s i t i on Id="_8z534IcBEeG2TeVAly491A" xpdExt:DisplayName="Send to←↩
aprove " Name="Sendtoaprove " From="_p29swIcBEeG2TeVAly491A" To="←↩
_8VAVYIcBEeG2TeVAly491A">
<xpdl2 :ConnectorGraph ic s In fos>
<xpdl2 :ConnectorGraphics In fo BorderColor=" 0 ,0 ,128 " ToolId="XPD.←↩
Connect ionInfo "/>
<xpdl2 :ConnectorGraphics In fo ToolId="XPD. LabelAnchorPos it ion ">
<xpdl2 :Coord inate s XCoordinate="21.12676056338028 " YCoordinate=" 0 .0 "←↩
/>
<xpdl2 :Coord inate s XCoordinate="−43.0" YCoordinate=" 0 .0 "/>
</ xpdl2 :ConnectorGraphics In fo>
</ xpdl2 :ConnectorGraph ic s In fos>
</ xpd l 2 :Tran s i t i on>
<xpd l2 :Tran s i t i on Id="_EvnxQIcCEeG2TeVAly491A" xpdExt:DisplayName="Return ←↩
to c o r r e c t i o n " Name="Returntoco r r e c t i on " From="_8VAVYIcBEeG2TeVAly491A"←↩
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To="_p29swIcBEeG2TeVAly491A">
<xpdl2 :ConnectorGraph ic s In fos>
<xpdl2 :ConnectorGraphics In fo BorderColor=" 0 ,0 ,128 " ToolId="XPD.←↩
Connect ionInfo ">
<xpdl2 :Coord inate s XCoordinate=" 0 .0 " YCoordinate="−29.0"/>
<xpdl2 :Coord inate s XCoordinate=" 0 .0 " YCoordinate=" 43 .0 "/>
</ xpdl2 :ConnectorGraphics In fo>
<xpdl2 :ConnectorGraphics In fo ToolId="XPD. StartAnchorPos i t ion ">
<xpdl2 :Coord inate s XCoordinate=" 94.0625 " YCoordinate=" 0 .0 "/>
</ xpdl2 :ConnectorGraphics In fo>
<xpdl2 :ConnectorGraphics In fo ToolId="XPD. EndAnchorPosition">
<xpdl2 :Coord inate s XCoordinate="25.937500000000004 " YCoordinate=" 0 .0←↩
"/>
</ xpdl2 :ConnectorGraphics In fo>
<xpdl2 :ConnectorGraphics In fo ToolId="XPD. LabelAnchorPos it ion ">
<xpdl2 :Coord inate s XCoordinate="19.444444444444446 " YCoordinate=" 0 .0←↩
"/>
<xpdl2 :Coord inate s XCoordinate=" 56 .0 " YCoordinate=" 0 .0 "/>
</ xpdl2 :ConnectorGraphics In fo>
</ xpdl2 :ConnectorGraph ic s In fos>
</ xpd l 2 :Tran s i t i on>
<xpd l2 :Tran s i t i on Id="_Zu9R8IcCEeG2TeVAly491A" xpdExt:DisplayName="←↩
Disapprove " Name="Disapprove " From="_8VAVYIcBEeG2TeVAly491A" To="←↩
_Gy1boocBEeG2TeVAly491A">
<xpdl2 :ConnectorGraph ic s In fos>
<xpdl2 :ConnectorGraphics In fo BorderColor=" 0 ,0 ,128 " ToolId="XPD.←↩
Connect ionInfo "/>
<xpdl2 :ConnectorGraphics In fo ToolId="XPD. LabelAnchorPos it ion ">
<xpdl2 :Coord inate s XCoordinate="38.793103448275865 " YCoordinate=" 0 .0←↩
"/>
<xpdl2 :Coord inate s XCoordinate=" 0 .0 " YCoordinate="−17.0"/>
</ xpdl2 :ConnectorGraphics In fo>
</ xpdl2 :ConnectorGraph ic s In fos>
</ xpd l 2 :Tran s i t i on>
<xpd l2 :Tran s i t i on Id="_jPiQUIcCEeG2TeVAly491A" xpdExt:DisplayName="Approve←↩
" Name="Approve" From="_8VAVYIcBEeG2TeVAly491A" To="_g−←↩
rA8IcCEeG2TeVAly491A">
<xpdl2 :ConnectorGraph ic s In fos>
<xpdl2 :ConnectorGraphics In fo BorderColor=" 0 ,0 ,128 " ToolId="XPD.←↩
Connect ionInfo "/>
<xpdl2 :ConnectorGraphics In fo ToolId="XPD. LabelAnchorPos it ion ">
<xpdl2 :Coord inate s XCoordinate="36.231884057971016 " YCoordinate=" 0 .0←↩
"/>
<xpdl2 :Coord inate s XCoordinate="−26.0" YCoordinate=" 0 .0 "/>
</ xpdl2 :ConnectorGraphics In fo>
</ xpdl2 :ConnectorGraph ic s In fos>
</ xpd l 2 :Tran s i t i on>
<xpd l2 :Tran s i t i on Id="_QVGxMIcDEeG2TeVAly491A" xpdExt:DisplayName="Fin i sh "←↩
Name="Fin i sh " From="_Cd_3cIcDEeG2TeVAly491A" To="←↩
_LSyG0IcDEeG2TeVAly491A">
<xpdl2 :ConnectorGraph ic s In fos>
<xpdl2 :ConnectorGraphics In fo BorderColor=" 0 ,0 ,128 " ToolId="XPD.←↩
Connect ionInfo "/>
</ xpdl2 :ConnectorGraph ic s In fos>
</ xpd l 2 :Tran s i t i on>
<xpd l2 :Tran s i t i on Id="_WaRYoIcDEeG2TeVAly491A" xpdExt:DisplayName="←↩
Equipment on stock " Name="Equipmentonstock" From="_g−←↩
rA8IcCEeG2TeVAly491A" To="_Cd_3cIcDEeG2TeVAly491A">
<xpdl2 :ConnectorGraph ic s In fos>
<xpdl2 :ConnectorGraphics In fo BorderColor=" 0 ,0 ,128 " ToolId="XPD.←↩
Connect ionInfo ">
<xpdl2 :Coord inate s XCoordinate=" 178 .0 " YCoordinate=" 0 .0 "/>
<xpdl2 :Coord inate s XCoordinate="−156.0" YCoordinate=" 270 .0 "/>
<xpdl2 :Coord inate s XCoordinate=" 231 .0 " YCoordinate="−123.0"/>
<xpdl2 :Coord inate s XCoordinate="−9.0" YCoordinate=" 147 .0 "/>
</ xpdl2 :ConnectorGraphics In fo>
<xpdl2 :ConnectorGraphics In fo ToolId="XPD. LabelAnchorPos it ion ">
<xpdl2 :Coord inate s XCoordinate="13.939393939393941 " YCoordinate=" 0 .0←↩
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"/>
<xpdl2 :Coord inate s XCoordinate=" 0 .0 " YCoordinate="−12.0"/>
</ xpdl2 :ConnectorGraphics In fo>
</ xpdl2 :ConnectorGraph ic s In fos>
</ xpd l 2 :Tran s i t i on>
<xpd l2 :Tran s i t i on Id="_5BFboIcDEeG2TeVAly491A" xpdExt:DisplayName="Order ←↩
equipment" Name="Orderequipment" From="_g−rA8IcCEeG2TeVAly491A" To="←↩
_wIRA0IcDEeG2TeVAly491A">
<xpdl2 :ConnectorGraph ic s In fos>
<xpdl2 :ConnectorGraphics In fo BorderColor=" 0 ,0 ,128 " ToolId="XPD.←↩
Connect ionInfo "/>
<xpdl2 :ConnectorGraphics In fo ToolId="XPD. LabelAnchorPos it ion ">
<xpdl2 :Coord inate s XCoordinate="48.275862068965516 " YCoordinate=" 0 .0←↩
"/>
<xpdl2 :Coord inate s XCoordinate=" 60 .0 " YCoordinate=" 0 .0 "/>
</ xpdl2 :ConnectorGraphics In fo>
</ xpdl2 :ConnectorGraph ic s In fos>
</ xpd l 2 :Tran s i t i on>
<xpd l2 :Tran s i t i on Id="_kQj9kIcEEeG2TeVAly491A" xpdExt:DisplayName="Send ←↩
order " Name="Sendorder " From="_wIRA0IcDEeG2TeVAly491A" To="←↩
_TGWUUIcEEeG2TeVAly491A">
<xpdl2 :ConnectorGraph ic s In fos>
<xpdl2 :ConnectorGraphics In fo BorderColor=" 0 ,0 ,128 " ToolId="XPD.←↩
Connect ionInfo "/>
<xpdl2 :ConnectorGraphics In fo ToolId="XPD. EndAnchorPosition">
<xpdl2 :Coord inate s XCoordinate=" 85 .0 " YCoordinate=" 0 .0 "/>
</ xpdl2 :ConnectorGraphics In fo>
<xpdl2 :ConnectorGraphics In fo ToolId="XPD. LabelAnchorPos it ion ">
<xpdl2 :Coord inate s XCoordinate="28.431372549019606 " YCoordinate=" 0 .0←↩
"/>
<xpdl2 :Coord inate s XCoordinate=" 60 .0 " YCoordinate=" 0 .0 "/>
</ xpdl2 :ConnectorGraphics In fo>
</ xpdl2 :ConnectorGraph ic s In fos>
</ xpd l 2 :Tran s i t i on>
<xpd l2 :Tran s i t i on Id="_4g6RUIcEEeG2TeVAly491A" xpdExt:DisplayName="Execute←↩
order " Name="Executeorder " From="_TGWUUIcEEeG2TeVAly491A" To="_l−←↩
ISoIcEEeG2TeVAly491A">
<xpdl2 :ConnectorGraph ic s In fos>
<xpdl2 :ConnectorGraphics In fo BorderColor=" 0 ,0 ,128 " ToolId="XPD.←↩
Connect ionInfo "/>
<xpdl2 :ConnectorGraphics In fo ToolId="XPD. StartAnchorPos i t ion ">
<xpdl2 :Coord inate s XCoordinate=" 9.0625 " YCoordinate=" 0 .0 "/>
</ xpdl2 :ConnectorGraphics In fo>
<xpdl2 :ConnectorGraphics In fo ToolId="XPD. EndAnchorPosition">
<xpdl2 :Coord inate s XCoordinate="78.10823385815861 " YCoordinate=" 0 .0 "←↩
/>
</ xpdl2 :ConnectorGraphics In fo>
</ xpdl2 :ConnectorGraph ic s In fos>
</ xpd l 2 :Tran s i t i on>
<xpd l2 :Tran s i t i on Id="_AJyHMIcFEeG2TeVAly491A" Name="" From="_l−←↩
ISoIcEEeG2TeVAly491A" To="_6eG90IcEEeG2TeVAly491A">
<xpdl2 :ConnectorGraph ic s In fos>
<xpdl2 :ConnectorGraphics In fo BorderColor=" 0 ,0 ,128 " ToolId="XPD.←↩
Connect ionInfo "/>
<xpdl2 :ConnectorGraphics In fo ToolId="XPD. StartAnchorPos i t ion ">
<xpdl2 :Coord inate s XCoordinate=" 0 .0 " YCoordinate=" 0 .0 "/>
</ xpdl2 :ConnectorGraphics In fo>
<xpdl2 :ConnectorGraphics In fo ToolId="XPD. EndAnchorPosition">
<xpdl2 :Coord inate s XCoordinate="61.25000000000001 " YCoordinate=" 0 .0 "←↩
/>
</ xpdl2 :ConnectorGraphics In fo>
</ xpdl2 :ConnectorGraph ic s In fos>
</ xpd l 2 :Tran s i t i on>
<xpd l2 :Tran s i t i on Id="_BAMKwIcFEeG2TeVAly491A" Name="" From="_l−←↩
ISoIcEEeG2TeVAly491A" To="_−CTdUIcEEeG2TeVAly491A">
<xpdl2 :ConnectorGraph ic s In fos>
<xpdl2 :ConnectorGraphics In fo BorderColor=" 0 ,0 ,128 " ToolId="XPD.←↩
Connect ionInfo "/>
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<xpdl2 :ConnectorGraphics In fo ToolId="XPD. StartAnchorPos i t ion ">
<xpdl2 :Coord inate s XCoordinate=" 50 .0 " YCoordinate=" 0 .0 "/>
</ xpdl2 :ConnectorGraphics In fo>
<xpdl2 :ConnectorGraphics In fo ToolId="XPD. EndAnchorPosition">
<xpdl2 :Coord inate s XCoordinate=" 54.6875 " YCoordinate=" 0 .0 "/>
</ xpdl2 :ConnectorGraphics In fo>
</ xpdl2 :ConnectorGraph ic s In fos>
</ xpd l 2 :Tran s i t i on>
<xpd l2 :Tran s i t i on Id="_CdqOUIcFEeG2TeVAly491A" xpdExt:DisplayName="Submit"←↩
Name="Submit" From="_6eG90IcEEeG2TeVAly491A" To="←↩
_nG54kIcEEeG2TeVAly491A">
<xpdl2 :ConnectorGraph ic s In fos>
<xpdl2 :ConnectorGraphics In fo BorderColor=" 0 ,0 ,128 " ToolId="XPD.←↩
Connect ionInfo "/>
<xpdl2 :ConnectorGraphics In fo ToolId="XPD. StartAnchorPos i t ion ">
<xpdl2 :Coord inate s XCoordinate=" 8 .75 " YCoordinate=" 0 .0 "/>
</ xpdl2 :ConnectorGraphics In fo>
<xpdl2 :ConnectorGraphics In fo ToolId="XPD. LabelAnchorPos it ion ">
<xpdl2 :Coord inate s XCoordinate="39.6551724137931 " YCoordinate=" 0 .0 "/←↩
>
<xpdl2 :Coord inate s XCoordinate=" 25 .0 " YCoordinate=" 0 .0 "/>
</ xpdl2 :ConnectorGraphics In fo>
</ xpdl2 :ConnectorGraph ic s In fos>
</ xpd l 2 :Tran s i t i on>
<xpd l2 :Tran s i t i on Id="_D1_TMIcFEeG2TeVAly491A" xpdExt:DisplayName="Submit"←↩
Name="Submit" From="_−CTdUIcEEeG2TeVAly491A" To="←↩
_nG54kIcEEeG2TeVAly491A">
<xpdl2 :ConnectorGraph ic s In fos>
<xpdl2 :ConnectorGraphics In fo BorderColor=" 0 ,0 ,128 " ToolId="XPD.←↩
Connect ionInfo ">
<xpdl2 :Coord inate s XCoordinate=" 21 .0 " YCoordinate="−6.0"/>
<xpdl2 :Coord inate s XCoordinate=" 1 .0 " YCoordinate=" 43 .0 "/>
</ xpdl2 :ConnectorGraphics In fo>
<xpdl2 :ConnectorGraphics In fo ToolId="XPD. StartAnchorPos i t ion ">
<xpdl2 :Coord inate s XCoordinate=" 11.875 " YCoordinate=" 0 .0 "/>
</ xpdl2 :ConnectorGraphics In fo>
<xpdl2 :ConnectorGraphics In fo ToolId="XPD. EndAnchorPosition">
<xpdl2 :Coord inate s XCoordinate=" 50 .0 " YCoordinate=" 0 .0 "/>
</ xpdl2 :ConnectorGraphics In fo>
<xpdl2 :ConnectorGraphics In fo ToolId="XPD. LabelAnchorPos it ion ">
<xpdl2 :Coord inate s XCoordinate="28.985507246376812 " YCoordinate=" 0 .0←↩
"/>
<xpdl2 :Coord inate s XCoordinate=" 31 .0 " YCoordinate=" 1 .0 "/>
</ xpdl2 :ConnectorGraphics In fo>
</ xpdl2 :ConnectorGraph ic s In fos>
</ xpd l 2 :Tran s i t i on>
<xpd l2 :Tran s i t i on Id="_WdWP4IcFEeG2TeVAly491A" xpdExt:DisplayName="←↩
Equipment prepared " Name="Equipmentprepared" From="←↩
_nG54kIcEEeG2TeVAly491A" To="_U1ObgIcFEeG2TeVAly491A">
<xpdl2 :ConnectorGraph ic s In fos>
<xpdl2 :ConnectorGraphics In fo BorderColor=" 0 ,0 ,128 " ToolId="XPD.←↩
Connect ionInfo "/>
<xpdl2 :ConnectorGraphics In fo ToolId="XPD. StartAnchorPos i t ion ">
<xpdl2 :Coord inate s XCoordinate=" 25 .0 " YCoordinate=" 0 .0 "/>
</ xpdl2 :ConnectorGraphics In fo>
<xpdl2 :ConnectorGraphics In fo ToolId="XPD. LabelAnchorPos it ion ">
<xpdl2 :Coord inate s XCoordinate="49.09090909090909 " YCoordinate=" 0 .0 "←↩
/>
<xpdl2 :Coord inate s XCoordinate=" 0 .0 " YCoordinate="−14.0"/>
</ xpdl2 :ConnectorGraphics In fo>
</ xpdl2 :ConnectorGraph ic s In fos>
</ xpd l 2 :Tran s i t i on>
<xpd l2 :Tran s i t i on Id="_i8l−0IcFEeG2TeVAly491A" xpdExt:DisplayName="Send" ←↩
Name="Send" From="_U1ObgIcFEeG2TeVAly491A" To="_K−52oIcFEeG2TeVAly491A"←↩
>
<xpdl2 :ConnectorGraph ic s In fos>
<xpdl2 :ConnectorGraphics In fo BorderColor=" 0 ,0 ,128 " ToolId="XPD.←↩
Connect ionInfo "/>
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<xpdl2 :ConnectorGraphics In fo ToolId="XPD. LabelAnchorPos it ion ">
<xpdl2 :Coord inate s XCoordinate="45.45454545454545 " YCoordinate=" 0 .0 "←↩
/>
<xpdl2 :Coord inate s XCoordinate=" 22 .0 " YCoordinate=" 0 .0 "/>
</ xpdl2 :ConnectorGraphics In fo>
</ xpdl2 :ConnectorGraph ic s In fos>
</ xpd l 2 :Tran s i t i on>
<xpd l2 :Tran s i t i on Id="_oyPjkIcFEeG2TeVAly491A" xpdExt:DisplayName="←↩
Equipment on stock " Name="Equipmentonstock" From="_K−52←↩
oIcFEeG2TeVAly491A" To="_Cd_3cIcDEeG2TeVAly491A">
<xpdl2 :ConnectorGraph ic s In fos>
<xpdl2 :ConnectorGraphics In fo BorderColor=" 0 ,0 ,128 " ToolId="XPD.←↩
Connect ionInfo "/>
<xpdl2 :ConnectorGraphics In fo ToolId="XPD. StartAnchorPos i t ion ">
<xpdl2 :Coord inate s XCoordinate=" 60.9375 " YCoordinate=" 0 .0 "/>
</ xpdl2 :ConnectorGraphics In fo>
<xpdl2 :ConnectorGraphics In fo ToolId="XPD. LabelAnchorPos it ion ">
<xpdl2 :Coord inate s XCoordinate="12.929292929292929 " YCoordinate=" 0 .0←↩
"/>
<xpdl2 :Coord inate s XCoordinate=" 0 .0 " YCoordinate=" 12 .0 "/>
</ xpdl2 :ConnectorGraphics In fo>
</ xpdl2 :ConnectorGraph ic s In fos>
</ xpd l 2 :Tran s i t i on>
</ xpd l 2 :T ran s i t i on s>
</xpdl2:Workf lowProcess>
</xpdl2 :Workf lowProcesses>
<xpdl2 :ExtendedAttr ibutes>
<xpdl2 :ExtendedAttr ibute Name="CreatedBy" Value="TIBCO Bus iness Studio "/>
<xpdl2 :ExtendedAttr ibute Name="FormatVersion" Value="9"/>
</ xpdl2 :ExtendedAttr ibutes>
</xpdl2:Package>
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Příloha C
Přiložené CD
K práci je také přiloženo CD se zdrojovými kódy systému, zdrojovým kódem této práce
napsaným v jazyce LATEX. Také je zde možno nalézt testovací proces Order z kapitoly 7.
Obsah CD je následující:
• Složka /procesy obsahuje soubory s testovacími procesy.
• Složka /release/services obsahuje služby nutné pro chod systému.
• Složka /release/sql obsahuje databázové skripty nutné pro nasazení.
• Složka /release/web obsahuje webovou aplikaci pro otestování systému.
• Složka /src obsahuje zdrojové soubory včetně projektů pro Visual Studio.
• Složka /zprava obsahuje zdrojové soubory této zprávy.
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