Motivation: CRISPR-Cas9 systems have become a leading tool for gene editing. However, the design of the guide RNAs used to target specific regions is not trivial. Design tools need to identify target sequences that will maximise the likelihood of obtaining the desired cut, and minimise the risk of off-target modifications. Achieving this across entire genomes is also computationally challenging. There is a clear need for a tool that can meet both objectives while remaining practical to use on large genomes. Results: Here, we present Crackling, a new method for whole-genome identification of suitable CRISPR targets. We test its performance on 12 genomes, of length 375 to 9965 megabases, and on data from validation studies. The method maximises the efficiency of the guides by combining the results of multiple scoring approaches. On experimental data, the set of guides it selects are better than those produced by existing tools. The method also incorporates a new approach for faster off-target scoring, based on Inverted Signature Slice Lists (ISSL). This approach provides a gain of an order of magnitude in speed, while preserving the same level of accuracy. Overall, this makes Crackling a faster and better method to design guide RNAs at scale.
Introduction
CRISPR (Clustered Regularly Interspaced Short Palindromic Repeats) is an adaptable immune system found in archaea and bacteria [13] . Through extensive research, many wild-type and engineered CRISPR nucleases exist and present great opportunity in the field of gene editing. Wild-type CRISPR provides immunity in three steps [12] :
1. when infected by phage, a DNA snippet is obtained and stored within the CRISPR array, constructing a memory of past viral infection; 2. the array is transcribed to produce duplicates of previously obtained DNA snippets (or guides); 3. a guide and an RNA-guided endonuclease (e.g. Cas9, in the case of S. pyogenes) binds to enable site-specific cleavage.
This last step is the basis for the use of CRISPR systems for gene editing: the endonuclease is delivered to the cells to be edited, along with a synthetic guide RNA that contains a short sequence (20bp) corresponding to the genomic region being targeted. The design of this guide RNA is a crucial step for any CRISPR experiment. However, guide design is not trivial, as the efficiency and specificity of guides are crucial factors. Efficiency broadly refers to the guide correctly binding to the targeted region and to the endonuclease. This is influenced by a number of factors that depend both on the guide itself (e.g. secondary structure) and on the targeted region (e.g. chromatin accessibility). Specificity refers to the need for the guide RNA not to induce off-target modifications. This means not only that the targeted sequence must be unique, but also that closely related sequences (typically less than four mismatches) elsewhere in the genome must be carefully considered.
We recently benchmarked existing guide design tools [2] . Our two main findings were that:
1. When considering efficiency, for any given genomic sequence there is a limited overlap between the set of guides that each tool is producing. 2. Several tools have inadequate filtering on specificity, and when that is considered carefully, it tends to be a computationally expensive task.
The limited overlap between the tools can be exploited for guide selection: when a guide is recommended by multiple tools, there is a higher chance that it will actually be efficient. We explored consensus approaches in detail [3] , and they provide better guides. However, it is not necessarily practical to run several tools. Our Crackling method directly integrates multiple scoring approaches.
A number of methods have been implemented to tackle specificity evaluation. One of the earliest methods, published in 2014, is CasOFFinder [1] . The algorithm, as seen in Figure 1 , is as follows: (i) read the genome sequence from a FASTA formatted file, distribute it amongst the processing units available on the machine and identify off-target sites; (ii) compare the off-target sites with the candidate guides which have been provided, count the number of mismatches between each of these sequence-pairs, and; (iii) if the number of mismatches is less than a threshold (e.g. four), then write the pair to file. The resulting file can then be used to get a sense of the off-target risk for each candidate guide. CasOFFinder utilises multi-threaded programming and is capable of running on a modern workstation.
Require: O, C, N , where O = list of off-target sites, C = list of candidate guides to be evaluated, N = maximum number of mismatches 1: for all c ∈ C do 2: for all o ∈ O do 3:
n ← count number of mismatches between c and o 4:
if n < N then 5:
write c : o : n to file 6: end if 7: end for 8: end for where wrappers 1 and 2 are parallelised using OpenCL kernels: (i) a FASTA formatted genome is read file and distributed amongst processing units to identify off-target sites; (ii) the number of mismatches between each off-target site and each candidate guide is calculated, and; (iii) if the number of mismatches for a pair is less than a threshold (e.g. four), then the pair is written to file.
While identifying off-target sites that are within a fixed number of mismatches is useful, it is not necessarily enough. It has been experimentally shown that the position of the mismatches also matters; a risk score can be derived from the number and position of the mismatches [10] . This score is sometimes referred to as the Zhang score, from the corresponding author of that paper. To calculate the score, a candidate guide is compared against all potential CRISPR sites in the genome of interest. When a site is at most four mismatches away, a local score is calculated using this formula:
where W is an array of position-specific weights, d is the pairwise distance between mismatches, n is the number of mismatches between target and sequence, and M is the list of mismatch positions. The global score for the candidate guide is then obtained by combining all the local scores:
where S i represents the local score between the candidate guide and off-target site i that partially matches the target (calculated using Eq. 1), and q is the number of such sites that partially matched.
Published in 2014 like Cas-OFFinder, the mm10db method uses a custom implementation of that score [18] , in a function called findMismatches. The objective of that function is to reject all guides for which the global score is below a fixed threshold τ = 0.75. Based on Eq. 2, S global ≤ τ is equivalent to Eq. 3.
Instead of calculating an exact global score, it is therefore possible to keep track of the running sum of local scores, and terminate early as soon as a guide is guaranteed to end up being rejected. The overall algorithm is summarised in Figure 2 . The method supports multi-threading, to score multiple candidate guides in parallel. The initial implementation of findMismatches relies on string comparisons. For this paper, we have reimplemented it using a binary encoding of the sequences, so that mismatches can be identified more efficiently.
The recently published Crisflash also relies on the Zhang score to evaluate guides, but without the early termination. It is reported that Crisflash can out-perform Cas-OFFinder by an order of magnitude on the human Require: C, O, S where C = list of candidate guides to be scored, O = list of off-target sites, S = sum of local Zhang scores 1: for all c ∈ C do 2:
if number of mismatches between c and o ≤ 4 then 5:
S ← S + local Zhang score of c against o 6: end if 7:
if S > threshold then 8:
Break inner loop 9:
end if 10: end for 11: S ← global Zhang score of S 12: Print c : S to file 13: end for (ii) Evaluate candidate guides against off-target sites tree 6: for all c ∈ C do 7: m ← number of mismatches 8: i ← first node of tree 9: while m < M and i ≤ depth of tree do 10:
if node i of tree is different to base i of s then 11:
m ← m + 1 12: end if 13:
i ← move to next node 14: end while 15: if m ≤ M and i = depth of tree then 16:
Calculate Zhang score for c 17: end if 18: end for genome when more than a couple of hundred guides are supplied [11] . Crisflash also provides support for variants, which are not used here. It is also noted that Crisflash relies on a volume of memory which would not be available on a modern workstation (90 Gb), but rather a server cluster. Figure 3 describes how the tool utilises a tree structure for evaluating the specificity of a guide.
FlashFry presents a discovery approach that utilises a table of bitencoded off-target prefixes [16] . The algorithm is summarised in Figure 4 . Similar to other methods, a candidate guide is only scored on a given offtarget if the number of mismatches is fewer than the specified threshold. FlashFry does not report the Zhang score, but rather the cutting-frequency determination (CFD) score [8] . CFD is more descriptive than Zhang, such that indels and nucleic identity changes are also considered. The authors claim that FlashFry is able to run two to three orders of magnitude faster than Cas-OFFinder.
Other tools such as CRISPRseek [21] , CasOT [20] and CRISPRitz [4] exist. However, we do not consider them here as already published results show that they perform poorly compared to others which we have included [11, 4] .
Approach
In this article, we present Crackling, a method aimed at addressing the two challenges of efficiency and specificity when designing CRISPR-Cas9 guide RNAs. To increase the efficiency of the set of guides we produce, we combined three scoring strategies. To speed up the off-target scoring, we introduce a solution for constant-time lookup of sequence neighbourhoods.
The tool is implemented in Python (version 3) for most steps, with the high-performance off-target scoring in C++. It can run on any platform. Minimal dependencies are required: Bowtie2 [14] for guide realignment onto the input genome and RNAfold [15] for secondary structure prediction. Where possible, components of the tool are parallelised for improved performance. Pre-processing is minimal, only requiring the input genome to be indexed by Bowtie2 and off-target sites to be indexed for ISSL. The ISSL index is simple to build and can be reused at any time for the genome it is constructed for.
To ensure that any user is able to utilise the full capability of the tool, a well-documented, Python-based configuration method is implemented. The configuration of the pipeline is duplicated when ran and once configured, the pipeline is called via any command line terminal using the Python3 interpreter. Post-processing, which provides the ability to annotate guides with any genomic features which they target, is an optional final step, for which we also provide code.
Multi-approach efficiency evaluation
We previously showed that, when tools actively filter or score guides based on their predicted efficiency, they only rarely agree with each other [2] . We also showed that this can be leveraged for consensus-based approaches that combine the output of multiple tools [3] . However, having to install and run multiple tools limits how practical such approaches can be.
Here, our Crackling tool directly incorporates three scoring approaches and only recommends candidate guides that have been accepted by at least two of the approaches. As summarised in Table 1 , we are combining elements from three methods to assess candidate guides:
1. As in CHOPCHOP [17] , we are looking for the presence of a guanine at position 20 (also known as the G20 rule). 2. We score guides based on the model from sgRNAScorer 2.0 [7] , and consider candidate guides to be accepted if their score is positive. 3. We used the filtering steps from mm10db [18] (GC content, secondary structure, etc.), and only accept candidate guides that passed all steps.
The sgRNAScorer 2.0 model is included in the Crackling code repository (see Data Availability), in addition to the raw data and a script to retrain the model for version compatibility reasons.
Off-target scoring using Inverted Signature Slice Lists
Inverted Signature Slice Lists (ISSL) can be used to rapidly perform approximate nearest neighbourhood searches in collections of locality-sensitive signatures [5] . By using fixed-length signatures as search-keys, items in a neighbourhood can be found in constant time. This approach was initially proposed as a high-performance method for searching web-scale collections of data. Given that genomic data is at a comparable scale, it provided a feasible method for evaluating CRISPR guide specificity.
The approach utilises bit-encoding to reduce memory and storage requirements, and to use CPU instructions most effectively. The four letters of the genomic alphabet (A, T, C and G) are two-bit encoded, hence a 20-bp genomic sequence requires 40-bits, but is stored in a 64-bit word. The critical 40 bit segment is portioned into n + 1 slices, where n is the maximum number of mismatches (here, n = 4 to match other methods). The position of the slice is retained when the index is generated, thus yielding each slice as a locality-sensitive signature. Each off-target signature is inserted into a dual-keyed, tabular data structure, where n : signature is the key. Finally, the data structure is written to file for later reuse.
Separately, this process is repeated at run time for all candidate guides. Given that n mismatches are allowed and there exist n + 1 slices, there will always be one slice shared between a candidate guide and a potential off-target site. The time complexity of this discovery step is constant given the structure of the index, and the number of potential off-target sites is less than that in other approaches (such as using a sequential search where all off-target sites are considered). Similar to the findMismatches approach, the candidate guide is scored against off-target sites using the Zhang score until a specified threshold is reached (Eq. 3). At the point when the score drops below the threshold, subsequent off-target sites in the current slice and subsequent slices, are not evaluated. This approach is visualised in Figure 5 and the algorithm is summarised in Figure 6 .
Performance evaluation
In this paper, we are interested in the computational performance of our off-target scoring relative to methods such as Cas-OFFinder and findMismatches, as well as in the performance of the overall Crackling tool against other end-to-end tools.
For the former, we time each of the off-target tools described above on genomes of increasing size, which were obtained from the National Center for Biotechnology Information (NCBI), see Table 2 . For each genome, 
Tool
Design Principles Details mm10db Filtering based on features such as: GC content, presence of TTTT, gRNA secondary structure [18] sgRNA Scorer 2.0 Scoring using machine learning model, trained on [6] [7] CHOPCHOP Flag indicating position 20 containing guanine [17] A B (3, 5, 12, 20) s (1, 9, 16, 20) s (1, 2, 8, 9) s (1, 2, 3, 4) s (1, 2, 19, 20) The ISSL off-targets index is a dual-key tabular data structure, constructed using locality-sensitive hashes. The key of the first dimension is the slice number. The key of the second dimension is the bit-encoded genomic sequence of the slice. The contents is the bit-encoded genomic sequence of the off-target site (depicted by the coloured shapes). B: Scoring a candidate guide against off-target sites. An x denotes a mismatch between the candidate guide and the off-target site. An arrow indicates that the given slice is common for both sequences. Each candidate guide is portioned into n + 1 slices (n = 4 in this figure) . Each matching slice is used a locality-sensitive look-up key into the index. For each off-target site, the positions of mismatches are used in calculating the specificity score. If more than four mismatches exist, then the sequence is not deemed as an off-target site. An off-target may be identified for multiple slices, however ISSL strictly considers all distinct off-targets per candidate guide (e.g. off-target #3 has been identified twice but only considered for scoring once).
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candidate guides were extracted from the forward and reverse strands using a regular expression:
[ACG][AT CG] 20 GG (and the complement for the reverse strand). Two editions of these target sites were created: one including the PAM sequence and one without, as this was required by the tools.
This process was repeated for off-target sites, however using the following expression:
[ACG][AT CG] 20 [AG]G (again, with a complementing expression for the reverse strand). Using the candidate guides extracted for each genome, we further extract five distinct sets of 10,000 candidate guides. For O. sativa, we repeated this but for sets of size 5,000 to 25,000, incrementing by 5,000. (ii) Evaluate specificity of each target site. Perform step (i) for C in place of O 6: for all c ∈ C do 7: S ← 0 8: slices ← slice x into (N + 1) slices 9: for all i ∈ (N + 1) do 10:
n ← number of mismatches between c and off-target sites of L 12:
if n ≤ N then 13:
S Table 2 . The genomes used in this study. Mb is megabases. An asterisk indicates these genomes were only used on the high-performance machine due to memory limitations.
Genome
Size For each of these, we tailored copies for tools which required custom formats: (i) Crisflash: a multi-FASTA formatted file, (ii) Cas-OFFinder: a space-separated values file where the first item is the candidate guide and the second item is the maximum number of mismatches for the guide (we chose four for all tools), and where the first line is the directory which contains a file for each chromosome, and the second line is the IUPACformatted pattern for identifying off-target sites. ISSL required an index of the off-target sites. Crisflash required a single genome file, as opposed to a file for each chromosome. For this, we interspaced each chromosome with sufficient N's to prevent the tool from detecting target sites which may overlap chromosomes. FlashFry required a custom index for each genome but could not produce one larger than that for O. mykiss. We captured the output of the tools by redirecting the standard streams to file. However, for Crisflash, they were redirected to /dev/null as the tool produced hundreds of gigabytes of data.
For findMismatches, findMismatchesBit, ISSL and Crisflash, we modified the source code to time the guide specificity evaluation method in each tool. Additionally, for Crisflash, we made modifications to time the construction of its tree data structure. For Cas-OFFinder, we timed it with the time application with microsecond precision. All preliminary tests were performed on a high-performance Linux workstation, with two 18-core Intel Xeon E5-2699 v3 (2.3 GHz) CPU's, 512 GB RAM, 4.2 GB allocated swap space and Hewlett-Packard Enterprise MB4000GEFNA 4TB HDD. Further testing was performed on a different Linux workstation with one 8-core Intel Core i7-5960X (3.0 GHz), 32 GB RAM, 32 GB allocated swap space, and Samsung PM87 SSD.
For all tests, we used a strict 30-hour walltime, as tools slower than this would not scale to the analysis of entire genomes.
Results and Discussion
We ran experiments on two machines, as described earlier. All preliminary tests were executed on a high-performance machine, and followed up on a machine where the available memory is more limited. Cas-OFFinder could not be tested on the high-performance machine due to compatibility issues. For FlashFry, it was not possible to generate the required indexes for genomes larger than O. mykiss, and the tool was therefore not tested past this point. Generating the index for the larger genomes was attempted on both machines, with no success.
The ISSL approach powering Crackling is the fastest off-target scoring method
Three tools (findMismatches, findMismatchesBit and ISSL) were capable of completing tests on all twelve genomes on the high-performance machine. They also completed tests on the ten genomes considered on the workstation (with the two largest being excluded due to the memory limitation of this machine). On the high-performance machine, Crisflash failed on genomes larger than O. mykiss due to segmentation faults. On the workstation, it saturated physical memory, causing swapping to occur.
For both machines, the run time for findMismatches and findMismatchesBit were proportional, confirming that bit-encoding alone provides a performance benefit. For example, on the high-performance machine with C. viridis, using bit-encoding provides a 6.6x speed-up. The results for the T. urartu dataset on the workstation are an outlier due to memory being swapped to disk. Overall, these results provide further motivation for bit-encoding, which is also used in ISSL.
On the high-performance machine, ISSL performs an order of magnitude faster than the next best performing tool (findMismatchesBit), and up to two orders of magnitude faster than the worst performing tool (findMismatches). It was able to evaluate 10,000 candidate guides for O. sativa in three seconds on average; whereas, findMismatches completed analysis of the same datasets in an average of 7.5 minutes. This is a 153x speed-up. ISSL also significantly outperforms Cas-OFFinder. For instance, it completed the T. urartu test in 5.5 minutes on the workstation, compared to 10 hours for Cas-OFFinder. This is a 112x speed-up.
The mean run times for each test are given in Table 3 , and visualised in Figures 7 and 8 . ISSL is the fastest method for off-target scoring. For large genomes on low-memory machines, findMismatchesBit can also be a useful alternative, due to its lower memory footprint.
For ISSL and Flashfry, the supporting indexes containing off-target sites are generated in a pre-processing step that is required only once. For Crisflash, the tree data structure is constructed at run-time so we modified the source code to include a timer for this. We timed the construction of the indexes for each of these tools and report the results in Table 4 , and Figures 9 and 10 . Once again, ISSL is the best performing tool; followed by Crisflash and finally Flashfry.
Impact of the number of targets
We ran each tool on the O. sativa genome and varied the number of candidate guides to be evaluated. It would be expected that runtime is a linear function of input size, seeing that each candidate guide is evaluated individually. For all tools, this is true. The results are shown in Table 5 and Figure 11 for mean run times over five tests.
Overall, the performance of each tool is similar to that discussed in the previous section: Cas-OFFinder is the poorest performing tool; findMismatches and findMismatchesBit are proportional; ISSL is the best performing. ISSL completed all tests in under 25 seconds, whereas CasOFFinder completed the test on the smallest sized dataset in 23 minutes and largest sized dataset in 2 hours. Here, ISSL performed up to 300x faster than Cas-OFFinder, and at least an order of magnitude faster than the next tool.
Crackling is a fast method to produce efficient guides Previously, we benchmarked leading CRISPR guide design methods using custom datasets derived from the mouse genome [2] . These datasets were of size 500,000 bp (500k), 1,000,000 bp (1m), 5,000,000 bp (5m) and the full 61m bp chromosome 19 (full). Some tools require an annotation file, and only consider guides in coding regions. To account for this we calculated the effective base-pairs per second (EFPS), which uses the length of the regions used for candidate extraction. Crackling considered the entire input genome, thus the genome length was used when calculating EFPS.
We constructed the ISSL index for these datasets and ran identical experiments on Crackling from the original paper. Crackling was able to Figure 12 . In the benchmark, we used this Figure to define low-, medium-and high-performance groups. Crackling enters the high-performance group, and is the only method in that group to correctly filter guides (CasFinder and CRISPR-ERA provide a score, but it did not prove to be informative). Compared to other tools that filter guides, Crackling is at least an order of magnitude faster.
The quality of the guides produced by Crackling is also the highest amongst the tools reviewed. Table 6 describes the precision of each tool on two experimentally validated datasets, Wang [19] and Doench [9] . As seen in Figure 13 for the Doench dataset, Crackling correctly selected many guides that are efficient and very few that are inefficient, and again for the Doench dataset in Figure 14 . Notably, Crackling, by default, requires a candidate guide to be accepted by two of the three scoring approaches in order to be selected. When increasing this to require all three approaches to agree, the precision of Crackling will increase (to 91.2% and 48.5% on the Wang and Doench datasets, respectively), but the recall drops to values that are only acceptable when a low number of candidates is needed (7.1% and 8.9%, respectively).
Taken together, all these results show that Crackling is able to produce high quality results in a relatively short period of time. It is able to perform better than any tool on both critical properties (specificity and efficiency) that are considered when evaluating CRISPR guides.
Conclusion
One of the main challenges of experiments using CRISPR-Cas9 systems is the design of suitable guide RNAs. It is crucial, but not trivial, to ensure that these guides will be efficient, but also specific enough not to lead to off-target modifications. There was no tool that could meet both objectives while remaining practical to use on large genomes. In this paper, we presented Crackling, a new tool for whole-genome identification of suitable CRISPR targets. We showed that it provides the fastest way to calculate the off-target risk, by using binary encoding and the ISSL method to identify closely related throughout the genome. This was confirmed on twelve genomes of increasing length. We also showed that by combining the results of multiple scoring approaches, we can maximise the efficiency of the guides being designed. On experimental data, the set of guides it selects are better than those produced by existing tools.
Overall, this makes Crackling a faster and better method to design guide RNAs at scale. Table 6 . Precision of tools on experimentally validated datasets.-indicates the tool was not tested on this dataset as it was used for training. Adapted from [3] . 13 . Results on the Wang dataset. Each marker represents a candidate guide that was tested experimentally to be efficient or inefficient. Guides appearing in the efficient region of the plot are those that caused most knock-out effects, while those in the inefficient region had no effect. Each blue marker is a guide accepted by Crackling. It is desirable that markers appear blue only if they are in the efficient region.
Fig. 14.
Results on the Doench dataset. As per [3] , "The blue distribution shows the number of guides accepted, and the grey distribution shows the number of guides rejected. The vertical marker at 0.8 shows the threshold used to determine efficiency; guides with a gene rank score greater than this were deemed experimentally efficient".
