Background: Over the last years, a number of researchers have investigated how to improve the reuse of crosscutting concerns. New possibilities have emerged with the advent of aspect-oriented programming, and many frameworks were designed considering the abstractions provided by this new paradigm. We call this type of framework Crosscutting Frameworks (CF), as it usually encapsulates a generic and abstract design of one crosscutting concern. However, most of the proposed CFs employ white-box strategies in their reuse process, requiring two mainly technical skills: (i) knowing syntax details of the programming language employed to build the framework and (ii) being aware of the architectural details of the CF and its internal nomenclature. Also, another problem is that the reuse process can only be initiated as soon as the development process reaches the implementation phase, preventing it from starting earlier.
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Content
This article is organized as follows: In Section 2 is presented the introduction of this article. Section 3 presents the necessary background to understand this article. More specifically, it is split into three sections, they are: Section 3.1 presents the concepts of Model-Driven Development, Section 3.2 showns the general notion of Aspect oriented programming and in Section 3.3 is presented the concepts of Crosscutting frameworks. In Section 4 is presented the proposed approach. In Section 5 is presented the evaluation of our approach. In Section 7 is presented some related works. Finally, in Section 8 we present the conclusion of this article.
Introduction
Aspect-Oriented Programming (AOP) is a programming paradigm that overcomes the limitations of Object-Orientation (Programming) providing more suitable abstractions for modularizing crosscutting concerns (CC) such as persistence, security, and distribution. AspectJ is one of the programming languages that implements these abstractions (AspectJ Team 2003) . Since the advent of AOP in 1997, a substantial effort has been invested in discovering how such abstractions can enhance reuse methodologies such as frameworks (Fayad and Schmidt 1997) and product lines (Clements and Northrop 2002) . One example is the research that aims to design a CC in a generic way so that it can be reused in other applications (Bynens et al. 2010; Camargo and Masiero 2005; Cunha et al. 2006; Huang et al. 2004; Kulesza et al. 2006; Mortensen and Ghosh 2006; Sakenou et al. 2006; Shah and Hill 2004; Soares et al. 2006; Soudarajan and Khatchadourian 2009; Zanon et al. 2010) . Because of the absence of a representative taxonomy for this kind of design, in our previous work we have proposed the term "Crosscutting Framework" (CF) to represent a generic and abstract design and implementation of a single crosscutting concern (Camargo and Masiero 2005) .
Most of the CFs which are found in the literature adopt white-box reuse strategies in their reuse process, relying on writing source code to reuse the framework (Bynens et al. 2010; Camargo and Masiero 2005; Cunha et al. 2006; Huang et al. 2004; Kulesza et al. 2006; Mortensen and Ghosh 2006; Sakenou et al. 2006; Shah and Hill 2004; Soares et al. 2006; Soudarajan and Khatchadourian 2009; Zanon et al. 2010 ). This strategy is flexible in terms of framework evolution; however, application engineers need to cope with details not directly related to the requirements of the application under development. Therefore, the following problems exist when using such strategies: (i) the learning curve is steep because application engineers need to learn the programming paradigm employed in the framework design; (ii) a number of errors can be inserted because of the manual creation of the source code.; (iii) the development productivity is negatively affected as several lines of code must be written to define a small number of hooks, and (iv) the reuse processes can only be initiated during the implementation phase as there is no source code available in earlier phases.
To overcome these problems, we present a new approach for supporting the reuse of CFs using a Model-Driven Development (MDD) strategy. MDD consists of a combination of generative programming, domain-specific languages and model transformations. MDD aims at reducing the semantic gap between the program domain and its implementation, using high-level models that screen software developers from complexities of the underlying implementation platform (France and Rumpe 2007). Our approach is based www.jserd.com/content/1/1/4 on two models: the Reuse Requirements Model (RRM) and the Reuse Model (RM). Built by a framework engineer, RRM documents all the features and variabilities of a CF. Application engineers can then select just the desired features from the RRM and generate a more specific model, referred to as the RM. Later, the application engineer can conduct the reuse process by completing the RM fields with information from the application and automatically generate the reuse code.
Furthermore, we present the results of two comparative experiments which used the same Persistence CF (Camargo and Masiero 2005) . The first experiment aimed to compare the productivity of conducting a reuse process when using our model-based approach versus the ad-hoc approach, i.e., writing the source code manually. The purpose of the second experiment was to compare the effort of maintaining applications developed with both our model-based approach versus the ad-hoc way. Our approach presented clear benefits for the instantiation time (productivity); however, no differences were identified regarding the maintenance effort. Therefore, the main contribution of this paper is twofold: (i) introduction of a model-based approach for supporting application engineers during the reuse process of CFs and (ii) presentation of the results of two experiments.
Background
This section describes the background necessary to understand our proposed models. It is split into three subsections: the first one contains the concepts of Model-Driven Development, the second subsection has a basic description of aspect-oriented programming and the third one exposes the general notion of Crosscutting Frameworks.
Model-driven development
Software systems are becoming increasingly complex as customers demand richer functionality be delivered in shorter timescales (Clark et al. 2004) . In this context, Model-Driven Development (MDD) can be used to speed up the software development and to manage its complexity in a better way by shifting the focus from the programming level to the solution-space.
MDD is an approach for software development that puts a particular emphasis upon making models the primary development artifacts and upon subjecting such models to a refinement process by using automatic transformations until a running system is obtained. Therefore, MDD aims to provide a higher abstraction level in the system development which further results in the improved understanding of complex systems (Pastor and Molina 2007) .
Furthermore, MDD can be employed to handle software development problems that originate from the existence of heterogeneous platforms. This can be achieved by keeping different levels of model abstractions and by transforming models from Platform Independent Models (PIMs) to Platform Specific Models (PSMs) (Pastor and Molina 2007) . Therefore, the automatic generation of application specific code offers many advantages such as: a rapid development of high quality code; a reduced number of accidental programming errors and the enhanced consistency between the design and the code (Schmidt 2006) .
It is worth highlighting that models in MDD are usually represented by a domainspecific language (Fowler 2010), i.e., a language that adequately represents the information of a given domain. Instead of representing elements using a general purpose language www.jserd.com/content/1/1/4 (GPL), the knowledge is described in the language which domain experts understand. Besides, as the experts use a suitable language to describe the system at hand, the accidental complexity that one would insert into the system to describe a given domain is reduced, leaving just the essential complexity of the problem.
Aspect-Oriented Programming
Aspect-Oriented Programming (AOP) aims at improving the modularization of a system by providing language abstractions that are dedicated to modularize crosscutting concerns (CCs). CCs are concerns which cannot be accurately modularized by using conventional paradigms (Kiczales et al. 1997) . Without proper language abstractions, crosscutting concerns become scattered and tangled with other concerns of the software, affecting maintainability and reusability. In AOP, there is usually a distinction between base concerns and crosscutting concerns. The base concerns (or Core-concerns) are those which the system was originally designed to deal with. The crosscutting concerns are the concerns which affect on other concerns. Examples of crosscutting concerns include global restrictions, data persistence, authentication, access control, concurrency and cryptography (Kiczales et al. 1997) .
Aspect-Oriented Programming languages allow programmers to design and implement crosscutting concern decoupled from the base concerns. The AOP compiler has the ability to weave the decoupled concerns together in order to attain a correct software system. Therefore, on the source-code level, there is a complete separation of concerns and the final release delivers the functionality expected by the users.
In this work we have employed the AspectJ language (Kiczales et al. 2001) , which is an aspect-oriented extension for Java, allowing the Java code to be compiled seamlessly by the AspectJ compiler. The main constructs in this language are: aspect -a structure to represent a crosscutting concern; pointcut -a rule used to capture join points of other concerns; advices -types of behavior to be executed when a join point is captured; and intertype declarations -the ability to add static declarations from the outside of the affected code. In our work, intertype declarations are used to insert more interface realizations into classes of the base concern.
Crosscutting frameworks
Crosscutting Frameworks (CF) are aspect-oriented frameworks which encapsulate the generic behavior of a single crosscutting concern (Camargo and Masiero 2005; Cunha et al. 2006; Sakenou et al. 2006; Soudarajan and Khatchadourian 2009) . It is possible to find CFs to support the implementation of persistence (Camargo and Masiero 2005; Soares et al. 2006) , security (Shah and Hill 2004), cryptography (Huang et al. 2004) , distribution (Soares et al. 2006 ) and other concerns (Mortensen and Ghosh 2006) . The main objective of CFs is to make the reuse of crosscutting concerns a reality and a more productive task during the development of an application.
As well as other types of frameworks, CFs also need specific pieces of information regarding the base application to be reused correctly and to work properly. We name this kind of information "Reuse Requirements" (RR). For instance, the RR for an Access Control CF includes: 1) the application methods that need to have their access controlled; 2) the roles played by users; 3) the number of times a user is allowed get an incorrect password. This information is commonly documented in manuals known as "Cookbooks". www.jserd.com/content/1/1/4
Unlike application frameworks, which are used to generate a whole new application, a CF needs to be coupled to a base application to become operational. The conventional process to reuse a CF is composed by two activities: instantiation and composition. During the instantiation, an application engineer chooses variabilities and implements hooks, while during the composition, he/she provides composition rules to couple the chosen variabilities to a base code.
CF-based applications, i.e, applications which were developed with the support of CFs, are composed by three types of modules: a base code module, a reuse code module and framework itself. The "base code" represents the source code of the base application and the "framework code" is the CF source code, which is untouched during the reuse process. The "reuse module" is the connection between the base application and the framework and it is developed/written by the application engineer. Applications can be composed by several CFs, each one coupled by one reuse module. The source code created specifically to reuse a CF, is referred here as "reuse code".
In our previous work we have developed a Persistence CF (Camargo et al. 2004 ) which is used here as a case study. This CF was designed like a product-line, so it has certain mandatory features, for instance, "Persistence" and "Connection". The first one aims to introduce a set of persistence operations (e.g., store, remove, update, etc) into application persistence classes. The second feature is related to the database connection and identifies points in the application code where a connection needs to be established or closed. This feature has variabilities as the Database Management System (e.g., MySQL, SyBase, Native and Interbase). This CF also has a set of optional features such as "Caching", which is used to improve the performance by keeping copies of data in the local memory, and "Pooling", which represents a number of active database connections.
Model-based reuse approach
In this section we present our approach and the models that support during the instantiation and composition of CFs: Reuse Requirements Model (RRM) and Reuse Model (RM). These models have been formulated on top of Eclipse Modeling Framework and Graphical Modeling Framework (Eclipse Consortium 2011). The formal definition of both models is specified by the metamodel shown in Figure 1 . It is comprised of a set of enumerations, abstract and concrete metaclasses.
The metamodel was built based on the vocabulary commonly used in the context of CFs, for example: pointcuts, classifier extensions, method overriding, and variability selection. These concepts were mapped into concrete metaclasses, which are visible under the dashed line of Figure 1 .
Above the dashed line, there are also the following enumerations: "Visibility", "SuperType" and "CompositionType", which are sets of literals used as metaclass properties. The other elements above the line are abstract metaclasses, which were created after generalizing the properties of the concrete metaclasses. These abstract metaclasses can be applied in similar approaches and are also important to improve modularity and to avoid code replication of the reuse code generator.
Both of our proposed models are identical, however they are employed in different moments of the process. The first proposed model, the RRM, is a graphical documentation for Reuse Requirements, i.e., it graphically documents all the information needed to couple a CF to a base application. Conventionally, this is known as "cookbooks". This www.jserd.com/content/1/1/4 model involves information regarding all CF features and must be developed/provided by a framework engineer. The second model, the RM, is a subset of the RRM and contains only the selected features for conducting a reuse process. Since both models share the same metamodel, it is possible to employ a direct model transformation to instantiate a RM from a RRM by selecting a valid set of features. Both of our models are represented as forms containing boxes, as seen in Figure 2 . Each box is an instance of a concrete metaclass element and represents a reuse requirement. Each box contains three lines. The first one contains both an icon representing the type of the element, (which is the same type visible in the "Palette") and the name of the reuse requirement. The second line shows a description and the last line must be filled by the application engineer to provide the necessary information regarding the base application. Notice that the last line is used only in RMs. By analyzing a RRM, the application engineer can identify all the information required by the framework to conduct the reuse process. For example, this model represents the variabilities that must be chosen by the application engineer and also indicates join-points of the base code where crosscutting behavior must be applied to, as well as classes, interfaces, or aspect names that must be affected.
Framework variabilities that must be chosen during reuse process are also visible. For example, to instantiate a persistence CF, several activities must be done, among them: i) informing points of the base application in which the connection must be open and closed; ii) informing methods that represent data base transactions and iii) choosing variabilities, e.g., the driver that should be used to connect to the database. The another model, the RM, is shown in Figure 2 . It supports the reuse process of a crosscutting framework by filling in the third line of the boxes. Therefore, RM must be used by the application engineer to reuse a framework. For instance, the value "base.Customer.opening()" is a method of the base application that was inserted by the application engineer into the third line of the "Connection Opening" box to inform that the DB connection must be established before this method runs.
The code generator transforms the Reuse Model into the Reuse Code, which consists of pieces of AspectJ code used to couple the base application to the crosscutting framework. This transformation is not a one to one conversion, i.e., every element in the model not always generates the same number of code elements. This was a special underlying challenge we have experienced when implementing this approach. The code generator needs to read the RM completely and to aggregate all data to identify how many files need to be generated.
The reuse model elements contain attributes to define the super classes to be extended; several elements may identify the same superclass. Therefore, the code generator must identify every superclass in order to create a single subclass per superclass when generating "Pointcuts", "Options" and "Value Definitions".
The generation of "Type Extensions" is slightly different. Whenever there is a single type extension, the code generator creates a single aspect that aggregates every type extension using "declare parents"; a specific type of intertype declaration.
The architecture of the generator is represented in Figure 3 . Initially, the XTend (Efftinge 2006) library is used as a front end of the compiler, loading the data of the model into a hierarchical structure in memory, similar to a Domain Object Model. After the structure is loaded, it is processed in order to identify the units that must be generated. This process creates another structure that represents the resulting code, which is similar to an abstract syntax tree. The "AJGenerator" is a back end of the generator that we have also created; it is capable of transforming this tree into actual files of valid AspectJ code. 
Reuse process
This subsection explains the reuse process that is defined when using the new proposed models (RRM and RM). From this point it is important to clarify the distinction between the terms model and diagram. Model is a more generic term and it is physically represented by XML files, while a diagram is a visual representation of a model. So, in our case, the Reuse Requirements Diagram (RRD) is a diagram that represents the Reuse Requirements Model and the Reuse Diagram (RD) is a diagram that represents the Reuse Model. It is also worth mentioning that these diagrams are similar to forms, in which they must be filled in. In order to explain the new process, there is an activity diagram in Figure 4 illustrating the perspective of both developers: framework engineers and application engineers.
Since the CF must be completely defined before its reuse process is started, this explanation begins from the framework engineer's point of view. At the right side of the Figure 4 , the framework engineer starts developing a new CF for a specific crosscutting concern. The first activity is to develop the framework itself (marked with ' A'). Then, the engineer should make the CF code available for reuse ('B') and should create the RRD ('C'), graphically indicating the information required to couple his CF to a base application. This diagram ('D') will be available for the application engineer. Upon finishing this process, the framework engineer has two artifacts that will be used by the application engineer: the Reuse Requirements Diagram ('D') and the Framework code ('B').
The reuse process starts on the left side of the figure, where the perspective of application engineers is considered. This engineer is responsible for developing the application, which is composed by both the "Base" and "Reuse" modules. By analyzing the application being developed ('a'), the application engineer must identify the concerns that would affect the software, possibly by using an analysis diagram ('b'). By having these concerns identified, the application engineer is able to select the necessary frameworks and to start the reuse process since the earlier development phases. After selecting and analyzing the RRD of the selected frameworks ('c'), it is necessary to select a subset of the optional variabilities ('d') because some elements may not be necessary (since the framework may be supplied with default values), or to select mutually exclusive features. The selected elements will be carried to a new "Reuse" diagram ('e'). If there are more than one CF being reused, then there should be a "Reuse" diagram for each one of them. The application engineer should then design the base application ('g') documenting the name of the units, www.jserd.com/content/1/1/4 methods and attributes found on the base application ('h'). By designing the names of elements needed by the framework, they will become available, meaning that it is already possible to enter these names in the RD. This should be done before all required elements of the iteration are designed. After defining these names, which are the values needed by the reuse portion, they must be filled ('i') in the reuse diagram ('f ') to enable the coupling among the modules. The base application can be developed ('j') in parallel with the reuse process execution ('k'), which is a model transformation to generate the "Reuse Code" ('m') from the "Reuse Diagram" ('f '). After completing the "Base Code" ('l') and the "Reuse Code" ('m'), the application engineer may choose between adding a new concern (and extending the base application) or finishing the process. At that moment, the following pieces of code are available: the "Base Code" ('l'), the "Reuse Codes" ('m') and the selected "Framework Codes" ('B'). All of these codes are processed to build ('n') the "Final Application" ('o') and to conclude the process.
The transformation employed to create the RD avoids manual creation of this model. This is possible by identifying the selected framework and by processing its RRD. Besides accelerating the creation of this model, this also allows the RD to take all the needed elements from the earlier diagram to the code generation. However, the values regarding the base application are still needed and must be informed by the application engineer. The RRD contains information needed by the framework being reused. By identifying that information during earlier development phases it is easier to define it correctly. Consequently, the base application is not oblivious of the framework and its behaviors, however, the modules are completely isolated and have no code dependency among them. It is important to point out that the Reuse Code itself depends on the Base Code during the creation process, however, its definition can be made as soon as the base application design is complete.
Approach usage example
An usage example of our approach is described in this section. Firstly, we briefly describe the domain engineering which contains the creation of the framework reuse model. Finally, the application engineering is described, which consists of reuse model completion and reuse code generation, thus completing the process.
Domain engineering
The domain engineer must create a reuse model which contains the information necessary to reuse a crosscutting framework. In the example provided herein, every information needed to create a reuse model for a persistence framework. After the model creation, its completion is shown during application engineering to reuse the framework and couple it to an example application.
The reuse model template for the crosscutting framework in Figure 5 , which was derived from a reuse requirements model by describing the framework hotspots. In Figure 6 , the reuse model is shown after its completion.
The model elements are defined as follows: there are four value objects, two pointcut objects, and one type extension object. The value objects are used to define strings needed by the framework in order to connect it to the database. They are used to define the database name, the name of the database management system, the database connection driver, and the database connection protocol. Every property of these items are then represented on Tables 1, 2, 3 and 4.
The pointcut objects are used to define joinpoints of the base application. The first pointcut object is represented on Table 5 and it must be used to inform where DB connections must be established. To do that, the application engineer needs to inform which methods execute right after a DB connection is established, i.e., methods that operate properly only if there is a connection open. The second point cut object is represented on Table 6 and it is used to inform methods that execute right before the connection is closed, therefore, the last method that needs an open connection.
The last object is represented on Table 7 , which is used to define the classes found in the base application. These base application define object types that must be persisted on the database. This reuse model is provided along with the crosscutting framework to be used by the application engineer in order to instantiate the framework, which is described in Section 4.3.
Application engineering
An example of an application development is given in this subsection. This application is referred to as Airline Ticket Management and must be coupled to the persistence CF www.jserd.com/content/1/1/4 A string needed by the database connection API in order to connect to a specific database managed by the database system.
previously mentioned. This application uses the Apache Derby Database Management System (Apache Software Foundation 2012). The design of this application is shown on Table 8 . Upon the reuse model completion, the resulting reuse model is similar to that shown in Figure 7 . Despite not being shown in the application details, every base application class was created inside the package "baseapp". After validating the model, the reuse code is generated; it is divided into three units.
The first generated unit is an aspect that extends a framework class. The overridden methods are used to return constant values that are necessary for the framework to successfully get connected to the database. It is important to emphasize that the four values have been defined in the same unit because they are owned by the same superclass. This would not happen if their superclasses were different.
The second unit is shown in Figure 8 , which is an aspect that overrides pointcuts openConnection and closeConnection. These pointcuts are used to capture base A string needed by the database connection API in order to select the database connection driver. www.jserd.com/content/1/1/4 A string needed by the database connection API in order to select the database connection driver.
application joinpoints that trigger the database connections and disconnections. They are defined in a single aspect because they also share the same superclass. Figure 9 shows another aspect, which uses static crosscutting features to define classes that extend the interface specified by domain engineer by using the "Declare Parents" syntax.
Our model generator is also capable of generating a validation code, which checks if the base element names inserted into the reuse model are valid.
Methods
Two experiments have been conducted to compare our model-based reuse approach with the conventional way of reusing CFs, i.e., manually creating the reuse code. The first experiment is called Reuse Study and was planned to identify the gains in productivity when reusing a framework. The second experiment is denominated "Maintenance Study" and was designed to identify whether the our models help or not in the maintenance of A string needed by the database connection API in order to connect to the database system. www.jserd.com/content/1/1/4 
Pointcut to be overridden ElementName
"openConnection"
Composition operator Composition
"or"
Internal pointcut definition InternalDefinition
""
Iterable pointcut definition IterableDefinition
"execution (* %s(..))"
Select supertype (aspect, class or interface) SuperType
"Class"
The second pointcut object is used to define methods that run right after the database connection must be open.
a CF-based application. This second study is important because maintenance activities are usually performed more often than the reuse process. Each experiment has been performed twice. In this paper, the first execution is referred to as "First" and the second execution is referred to as "Replication". Since there have been only two executions for each experiment, we present four study executions in this section. The structure of the studies has been defined according to the recommendations of Wohlin et al. (2000) .
Table 6 Connection closing joinpoint definition
Pointcut object: connection closing joinpoints Name Name "2.2 -Connection closing joinpoints"
Description Description "Please insert the method name in "package.Class.method" format."
Qualified name of the owner QualifiedOwnerName "persistence.instantiation.helper.ExtendedConnectionCompositionRules"
Pointcut to be overridden ElementName
"closeConnection"
Composition operator Composition
Internal pointcut definition InternalDefinition
Iterable pointcut definition IterableDefinition
Select supertype (aspect, class or interface) SuperType "Class"
The second pointcut object is used to define methods that run right before the database connection must be closed.
Table 7 Persistent objects definition
Type extension object: persistent objects Name Name "3.1 -Classes that represent persistent objects"
Description Description "Please insert the class name in "package.Class" format."
Qualified name of the owner QualifiedOwnerName "persistence.PersistentRoot"
Select supertype (aspect, class or interface) SuperType "Interface"
The last object from the example that is used to define the persistent objects of the application.
Reuse study definition
The objective was to compare the effort of reusing frameworks by using a conventional technique with the effort of using a model-based technique. The Persistence CF, briefly presented in Subsection 3.3, has played the role of "study subject" and it was used in both reuse techniques (conventional and model-based). The quantitative focus was determined Figure 7 Reuse code -first unit. The first generated reuse code fragment contains an aspect that is used to define the "Connection Variabilities" of the framework: these "Connection Variabilities" are provided by overriding methods.
considering the time spent in conducting the reuse process. The qualitative focus was to determine which technique takes less effort during the reuse process. This experiment was conducted from the perspective of application engineers reusing CFs: the study object was the 'effort' to perform a CF reuse.
Reuse study planning
The first experiment was planned considering the following question: "Which reuse technique takes less effort to reuse a CF?"; Figure 8 Reuse code -second unit. The second generated reuse code fragment contains an aspect that is used to define the "Composition Rules" of the framework. The "CompositionRules" are provided by overriding pointcuts. www.jserd.com/content/1/1/4 Figure 9 Reuse code -third unit. The third generated reuse code fragment contains an aspect that is used to define static crosscutting features needed during the framework reuse. By default, all static crosscutting declarations are merged into a single aspect.
Context selection
Both studies have been conducted by students of Computer Science. In this section, they are referred to as "participants". Sixteen participants took part in the experiments, eight of those were undergraduate students and the other eight were post-graduate students. Every participant had a prior AspectJ experience. Table 9 contains our formulated hypotheses for the reuse study, which are used to compare the productivity of our tool with the conventional process.
Formulation of hypotheses
There are two variables shown on the table: "Tc r " and "Tm r ". "Tc r " represents the overall time necessary to reuse the framework using the conventional technique while "Tm r " represents the overall time necessary to reuse the framework using the modelbased technique. There are three hypotheses shown on the table: "H0 r ", "Hp r " and "Hn r ". "H0 r " represents the null hypothesis, which is true when both techniques are equivalent; then, the time spent using the conventional technique minus the time spent Table 9 Hypotheses for the reuse study H0 r There is no difference between using our tool and using an ad-hoc reuse process in terms of productivity (time) to successfully couple a CF with an application.
Then, the techniques are equivalent.
Tc r -Tm r ≈ 0
Hp r
There is a positive difference between using our tool and using an ad-hoc reuse process in terms of productivity (time) to successfully couple a CF with an application.
Then, the conventional technique takes more time than the model-based tool.
Tc r -Tm r > 0
Hn r
There is a negative difference between using our tool and using an ad-hoc reuse process in terms of productivity (time) to successfully couple a CF with an application.
Then, the conventional technique takes less time than the model-based tool.
Tc r -Tm r < 0
Considering the Reuse Study, there are three hypotheses for the outcome. In the first one, both are equivalent, while in two of them, a technique is faster. using the model-based tool is approximately zero. "Hp r " represents the first alternate hypothesis, which is true when the conventional technique takes longer than the modelbased tool; then, the time spent to use the conventional technique minus the time of the model-based tool is positive. "Hn r " represents the second alternate hypothesis, which is true when the conventional technique takes longer than the model-based tool; then, the time taken to use the conventional technique minus the time taken to use the model-based tool is negative. As these hypotheses consider different ranges of a single resulting real value, then, they are mutually exclusive and only one of them is true.
Variable selection
The dependent variable in this work is the "time spent to complete the process". The independent variables are Base Application, Technique and Execution Types, which, are controlled and manipulated.
Participant selection criteria
The participants were selected through a non-probabilistic approach by convenience, i. e., the probability of all population elements belong to the same sample is unknown. We have invited every student from the computing department of Federal University of São Carlos that attended the AOP course, a total of 17 students. Every student had to be able to reuse the framework by editing code during the training. Because of that, one undergraduate student was rejected before the execution.
Design of the study
The participants were divided into two groups. Each group was composed by four graduate students and four undergraduate students. Each group was also balanced considering a characterization form and their results from the pilot study. Table 10 shows the planned phases. 
Instrumentation for the reuse study
Base applications were provided together with two documents. The first document was a manual regarding the current reuse technique, and the second document was a list of details, which described the classes, methods and values regarding the application to be coupled. The provided applications had the same reuse complexity. The participants had to specify four values, twelve methods and six classes in order to reuse the framework and to couple it to each application. These applications were designed with exactly the same structure of six classes. Each class contained six methods plus a class with a main method which is used to run the test case.
Each phase row of the Table 10 is divided into sub-rows that contain the name of the application and the technique employed to reuse the framework. For instance, during the First Reuse Phase, the participants of the first group coupled the framework to the "Deliveries Application" by using the conventional technique. The participants of the second used the model-based tool to perform the same exercise.
Operation for reuse study

Preparation
During the maintenance study, the students had to fix a reuse artifact to complete the process. Every participant had to fix every application by using only one of the techniques in equal numbers.
Execution
The participants had to work with two applications; each group started with a different technique. The secondary executions were replications of the primary executions with two other applications They were created to avoid the risk of getting unbalanced results during the primary execution, since some data that we gathered during the pilot study were rendered invalid.
Data validation
The forms filled by the participants were confirmed with the preliminary data gathered during the pilot study. In order to provide a better controllability, the researchers also watched the notifications from the data collector to check if the participants had concluded the maintenance process and had gathered the necessary data.
Data collection
The recorded timings during the reuse processes with both techniques are listed on the Table 11 . Each table has five columns. Each column is defined by a letter or a word: "G" stands for the group of the participant during the activity; "A" stands for the application being reused; "T" stands for the reuse technique which is either "C" for conventional or "M" for model-based tool; "P" column lists an identifying code of the participants (students), whereas, the least, eight values are allocated to graduate students and the rest are undergraduate students; "Time" column lists the time the participant spent to complete each phase. The raw data we have gathered during the reuse study is also available as Additional file 1. www.jserd.com/content/1/1/4 We have developed a data collector to gather the experiment data. This system has stored the timings with milliseconds precision considering both the server and clients' system clocks. However, the values presented in this paper only consider the server time. The delays of transmission by the computers are not taken into consideration; preliminary calculations considering the clients' clocks have indicated that these delays are insignificant, i.e., have not changed the hypothesis testing results. The server's clock was considered because we could verify that its clock had not been changed throughtout the execution.
That system was able to gather the timings and the supplied information transparently. The participants only had to execute the start time, which was supervised, and to www.jserd.com/content/1/1/4 work on the processes independently. After the test case had provided successful results, which meant that the framework was correctly coupled, the finish time was automatically submitted to the server before notifying the success to the participant.
Data analysis and interpretation for reuse study
The data of the first study is found on Table 11 , which is arranged by the time taken to complete the process. The first noteworthy information found on this table is that the model-based reuse tool, which is identified by the letter 'M', is found in the first twelve results. The conventional process, which is identified by the letter 'C', got the last four results.
The timings data of Table 11 is also represented graphically in a bar graph, which is plotted on Figure 10 . The same identifying code for each participant and the elapsed time in seconds are visible on the graph. The bars for the used conventional technique and the used model tool are paired for each participant, allowing easier visualization of the amount of time taken by each of them. In other words, the taller the bar, the more time it took to complete the process with the specified technique.
The second significant information found during the first study was that not a single participant could reuse the framework faster by using the conventional process than by using the reuse tool in the same activity. Table 12 shows the average timings and their proportions. If we analyze the average time that the participants from both groups have taken to complete the processes, we could conclude that the conventional technique took approximately 97.64% longer than the model-based tool.
Maintenance study definition
It is necessary to remind here that our objective was to compare the effort in modifying a CF-based application by editing the reuse code (conventional technique) with the effort in modifying the same application by editing the RM. The Persistence CF, shown in the Section 3.3 was again used in the two maintenance exercises. The quantitative focus was measured by means of the time spent in the maintenance tasks and the qualitative focus was to determine which artifact (source code or RM) takes less effort during maintenance. This experiment was conducted from the perspective of application engineers who intended to maintain CF-based applications. Therefore, the study object is the 'effort' of maintaining a CF-based application.
Maintenance study planning
The core question we wanted to answer here was: "Which artifact takes less editing effort during maintenance: the reuse model or the reuse code?" During this experiment we have gathered and analyzed the timings taken to complete the process for each activity.
Context selection
Both studies were conducted by students of the Computer Science Department. In this section, they are referred to as "participants". Sixteen participants took part in the experiments: eight of them were undergraduate students and the other eight were graduate students. Every participant had a prior AspectJ experience. Table 13 contains three variables. "Tc m " represents the overall time to edit the reuse code during maintenance. "Tm m " represents the overall time to edit the reuse model during maintenance. "H0 m " represents the null hypothesis, which is true when the edition of both artifacts is equivalent. "Hp m " represents the first alternate hypothesis, which is true when the edition of the reuse code takes longer than editing the RM. "Hn m " represents the second alternate hypothesis, which is true when the edition of the reuse code takes less time than editing the RM. These hypotheses are also mutually exclusive: only one of them is true. There is no difference between using editing a reuse model and editing the reuse code in terms of productivity (time) when maintaining an application that reuses a CF.
Formulation of hypotheses
Then, it is equivalent to edit any of the artifacts. Tc m -Tm m ≈ 0
Hp m
There is a positive difference between using editing a reuse model and editing the reuse code in terms of productivity (time) when maintaining an application that reuses a CF.
Then, editing the reuse code takes more time than editing a reuse model during maintenance.
Hn m
There is a negative difference between using editing a reuse model and editing the reuse code in terms of productivity (time) when maintaining an application that reuses a CF.
Then, editing the reuse code takes less time than editing a reuse model during maintenance. Tc m -Tm m < 0 www.jserd.com/content/1/1/4
Variable Selection
The dependent variable analyzed here was the "time spent to complete the process". The independent variables, which were controlled and manipulated, are: "Base Application", "Technique" and "Execution Types".
Participant selection criteria
The participants were selected through a non probabilistic approach by convenience, i. e., the probability of all population elements belong to the same sample is unknown. Both studies share the same participants.
Design of the Maintenance Study
The participants were divided into two groups. Each group was composed of four graduate students and four undergraduate students. Each group was also balanced considering the characterization form of each participant and their results from the first study. The phases for this study are shown in Table 14 .
Instrumentation for the maintenance study
The base applications provided for the second study were modified versions of the same applications that had been supplied during the first study. These applicationswere provided with incorrect reuse codes (conventional) and incorrect reuse models (modelbased): these incorrect artifacts had to be fixed by the participants. The participants received a document describing possible generic errors that could happen when a reuse code or a model are defined incorrectly. It is important to point out that that document did not have details regarding the base applications; the participants had to find the errors by browsing the source code. The provided applications had the same reuse complexity: the reuse codes and models had the same amount of errors. In order to fix each CF coupling, the participants had to fix three outdated class names, three outdated method names, and three mistyped characters. It is also important to emphasize that errors specific for the manual edition of reuse codes were not inserted in this study.
Each phase row of the Table 14 is divided into sub-rows that contain the name of the application and the technique employed during the maintenance. For instance, the participants of the first group had to fix the reuse code of the "Deliveries Application" during the First Maintenance Phase, while the participants of the second group had to fix the reuse model to perform the same exercise.
Operation for maintenance study
Preparation
During the maintenance study, the students had to fix a reuse artifact to complete the process. Every participant had to fix every application. They have fixed each application only once, by using only one of the techniques in equal numbers.
Operation Execution
Data validation
Data collection
The timings for the maintenance study are presented in Table 15 . The column "G" stands for the group of the participant; "A" stands for the application being reused; "T" stands for the reuse technique which is either "C" for conventional or "M" for model-based tool; "Time" column lists the time the participant spent to complete each phase, and finally; and "P" column lists an identifying code of the participants. At least eight values are allocated to graduate students and the rest are undergraduate students; The raw data we have gathered during the maintenance study is also available as Additional file 2. The data collector that was employed to gather the experiment data stored the timings with milliseconds precision: both the server and clients' system clocks were taken into consideration. However, the values presented in this paper consider only the server time. The delay of data transmission over the network was not taken into consideration. We believe that they are insignificant in this case because preliminary calculations considering the clients' clocks did not change the order of results.
That system was able to gather the timings and the supplied information transparently. The unique task of the participants was to click in a button to initialize the starting time. Once the provided test case had succeed (meaning that the framework was correctly coupled) the finishing time was automatically submitted to the server before notifying the success to the participant.
Data analysis and interpretation for maintenance study
The data of the second study is found on Table 15 . This study has provided results similar to the first study. The first eleven values are related to the model-based tool, while the last www.jserd.com/content/1/1/4 four are related to the conventional technique. Only the Participant 16 was able to reuse the framework faster by applying the conventional process, which contradicts the results of the same participant in the previous study. This participant said he got confused when he had to correct the reuse model. That was the reason why he had to restart the process from the very beginning, causing this longer time.
The plots for the maintenance study are found on Figure 11 . These plots follow the same guidelines that were used when plotting the graphs for the previous study. Considering the timings of the maintenance study, the reuse model edition does not provide any advantage in terms of productivity, since most of participants took longer to edit the model than the reuse code. www.jserd.com/content/1/1/4 Figure 11 Maintenance process timings bars graph. A graph in which the maintenance experiment timings are plotted. Each bar represents the time taken by each participant in order to complete the maintenance activities, which is identifiable by the participant number. Table 16 illustrates the average timings and their proportions. Considering only the average time, the participants who applied the conventional technique took less time than their counterparts who used our model-based approach.
Results and discussion
Hypotheses testing for reuse study
In this section, we present statistical calculations to evaluate the data of the reuse study. We applied Paired T-Tests for each execution and another T-Test after removing eight outliers. The time consumed in each execution was processed using the statistic computation environment "R" (Free Software Foundation, Inc 2012) . The results of the T-Tests are shown on Table 17 , which is actually a pair of tables. The time unit is "seconds".
The first columns of these tables contain the type of T-Test and the second ones indicate the source of the data. The "Means" columns indicate the resultant mean for each TTest. For a paired T-Test, there is one mean, which is the average of subtracting each set member by its counterpart in the other set. For the non-paired T-Tests, there are two means, which are the averages for each set. In this case, the first set represents the conventional technique; the second set represents the use of the model-based tool. The "d.t. " columns stand for the degrees of freedom, which is related to how many different values are found in the sets; "t"and "p" are variables considered in the hypothesis testing.
The Paired T-Test is used to compare the differences between two samples related to each participant. In this case, the time difference of every participant is considered individually; then, the means of the differences are calculated. In the "Two-Sided" T-Tests, which are unpaired, the means are calculated for the entire group, because a participant may be an outlier in a specific technique, which breaks the pairs. It is referred to as twosided because the two sets have the same number of elements, since the same number of outliers was removed from each group.
The "Chi-squared test" was applied to both studies in order to detect the outliers, which were then removed when calculating the unpaired T-Test. On the table, the unpaired TTests are refered as "Two-sided". The results of the "Chi-squared test" for the reuse study are found on Table 18 . The 'M' in the techniques column indicates the use of our tool, while 'C' indicates the conventional technique. The group column indicates the number of the group. The X 2 indicates the result of subtracting each value by the variance of the complete set. The position column indicates their position on the set, i.e., highest or lowest. The outlier column shows the timings in seconds that were considered abnormal.
In order to achieve a better visualization of the outliers, we also provide two plots of the data sets. In Figure 12 there are line graphs which may be used to visualize the dispersion of the timing records. In these plots, the timings for each technique are ordered by their performance; therefore, the participant numbers in these plots are not related to their identification codes.
Considering the reuse study and according to the analysis from Table 17 we can state the following. Since all p-values are less than the margin of error (0.01%), which corresponds to the established significance level of 99.99%, then, statistically, we can reject the "H0 r " hypothesis that states the techniques are equivalent. Since every t-value is positive, we can accept the "Hp r " hypothesis, which implies that the conventional technique takes more time than ours.
Hypotheses testing for maintenance study
In this section, we present statistical calculations to evaluate the data of the maintenance study. Similarly to the reuse study, we applied Paired T-Tests for each execution and another T-Test after removing eight outliers. The seconds that were spent during the process were processed using the statistic computation environment "R" (Free Software Foundation, Inc 2012). The results of the T-Tests are shown on Table 19 . The first column of this table contain the type of T-Test. The second columns indicate the source of the data, which refers to the datasets created for each technique. The "Means" columns indicate the resultant means. The "d.t. " columns stand for the degree of freedom; "t" and "p" are variables considered in the hypothesis testing.
The "Chi-squared test" was applied in order to detect the outlier. The results of the "Chi-squared test" for the maintenance study are found on Table 20 . These outliers were removed when calculating the unpaired T-Test. On the table, the unpaired T-Test is refered as "Two-sided". The 'M' in the techniques column indicates the use of our tool, while 'C' indicates the conventional technique. The group column indicates the number of the group. The X 2 indicates the results of an comparison to the variance of the complete set. The position column indicates their position on the set, i.e., highest or lowest. And finally, the outlier column shows the timings in seconds that were considered abnormal.
In order to achieve better visualization of the outliers, we also provide two plots of the data sets. In Figure 13 , there are line graphs which may be used to visualize the dispersion of the timing records. In these plots, the timings for each technique are ordered independently. Therefore, the participant numbers in these plots are not related to their identification codes.
If we take into consideration the maintenance study and its analysis illustrated on Table 19 , we cannot reject the "H0 m " hypothesis that states the techniques are equivalent because all p-values are bigger than the margin of error (0.01%), which corresponds to the established significance level of 99.99%. Therefore, statistically , we can assume that the effort needed to edit a reuse code and a reuse model is approximately equal. Chi-squared test is a statistical test used to detect outliers. It was employed to detect eight outliers in the maintenance study. These outliers are removed in the last t-test.
Threats to validity
Internal validity
• Experience Level of Participants. The different levels of knowledge of the participants could have compromised the data. To mitigate this threat, we divided the participants in two balanced groups considering their experience level and later we rebalanced the groups considering the preliminary results. Although all participants already had a prior experience in how to reuse the CF in the conventional way, during the training phase, they were taught how to make the reuse with the model-based tool and also how to reuse it in the normal way. So, this could have provided the participants even more experience with the conventional technique.
• Productivity under evaluation. The students could have thought that their results in the experiment will influence their grades in the course. In order to mitigate this, we explained to the students that no one was being evaluated and their participation was considered anonymous.
• Facilities used during the study. Different computers and configurations could have affected the recorded timings. However, participants used the same configuration, make, model, and operating system in equal numbers. The participants were not allowed to change their computers during the same activity. This means thatevery participant had to execute every exercise using the same computer. 
Validity by construction
• Hypothesis expectations: the participants already knew the researchers and knew that the model-based tool was supposed to ease the reuse process, which reflects one of our hypothesis. Both of these issues could affect the collected data and cause the experiment to be less impartial. In order to avoid impartiality, we enforced that the participants had to keep a steady pace during the whole study.
External validity
• Interaction between configuration and treatment. It is possible that the reuse exercises were not accurate for every reuse of a crosscutting framework for real world applications. Only a single crosscutting framework was considered in our study and the base applications were of the same complexity. To mitigate this threat, we designed the exercises with applications that were based on the ones existing in reality.
Conclusion validity
• Measure reliability. It refers to metrics used to measuring the reuse effort. To mitigate this threat, we have used only the time, necessary to complete the process, which was captured by a data collector in order to allow better precision;
• Low statistic power. The ability of a statistic test to reveal the reliable data. We applied three T-Tests to analyze the experiment data statistically to avoid the low statistic power.
Related work
The approach proposed by Cechticky et al. (2003) allows the reuse of object-oriented application framework by applying the tool called OBS Instantiation Environment. That tool supports graphical models to define the settings to generate the expected application. The model-to-code transformation generates a new application that reuses the framework.
In another related work, Braga and Masiero (2003) proposed a process to create framework instantiation tools. The process is specific for application frameworks defined by a pattern language. The process application assures that the tool is capable of generating every possible framework variability.
The approach defined by Czarnecki et al. (2006) defines a round-trip process to create domain specific languages for framework documentation. These languages can be employed to represent the information that the framework programming interfaces need during the instantiation and the description of these interfaces. This is a bilateral process, i.e., two transformers are fashioned: a transformer from model to code and a transformer from code to model. Generated codes are transformed back to models. This allow the comparison of the source model with the generated model, which should be perfectly equal. If differences are found, the language or the transformers should be improved in the activity called "conciliation".
Santos et al. proposed a process and a tool to suport framework reuse (Santos et al. 2008) . In this approach, the domain engineer must supply a reuse example which must be tagged. These tags mark points of the reuse example that is to be replaced in order to create different applications. www.jserd.com/content/1/1/4
The tags are mapped into a domain specific language that lists information that the application engineer should supply in order to reuse the framework. This domain specific language instances are, then, interpreted by a tool that is capable of listing the points to complete framework instantiation. This is the only related work that uses AspectJ and the aspect-oriented programming.
Our proposal differs from their approach on the following topics: 1) their approach is restricted to frameworks known during the development of the tool; 2) the reuse process is applied to application frameworks, which are used to create new applications.
Another approach was proposed by Oliveira et al. (2011) . Their approach can be applied to a greater number of object oriented frameworks. After the framework development, its developer may use the approach to ease the reuse by writing the cookbook in a formal language known as Reuse Definition Language (RDL) which can also be used to generate the source code. This process allows us to select variabilities and resources during the reuse procedure, as long as the framework engineer specifies the RDL code correctly. These approaches were created to support the reuse procedure during the final development stages. Therefore, the approach that is proposed in this paper differs from others by supporting earlier development phases. This allows the application engineer to initiate the reuse process since the analysis phase while developing an application compatible to the reused frameworks.
Although the approach proposed by Cechticky et al. (2003) is specific for only one framework, it can be employed since the design phase. The other related approach can be employed in a greater number of frameworks: however, it is used on a lower abstraction level, and does not support the design phase. Another difference is the generation of aspect-oriented code, which improves code modularization. Finally, the last difference that must be pointed out is the use of experiments to evaluate the approach, while the presented related works only show case studies employing their tools.
Conclusions
In this article we presented a model-based approach that raises the abstraction level of reusing Crosscutting Frameworks (CFs) -a type of aspect-oriented framework. The approach is supported by two models, called Reuse Requirements Model (RRM) and Reuse Model (RM). The RRM serves as a graphical view for enhancing cookbooks and the RM supports application engineers in performing the reuse process by filling in this model and generating the source-code. Considering our approach, a new reuse process is delineated allowing engineers to start the reuse in early development phases. Using our approach, application developers do not need to worry about either architectural or source-code details, shortening the time necessary to conduct the process.
We have evaluated our approach by means of two experiments. The first one was focused on comparing the productivity of our model-based approach to the ad-hoc approach. The results showed the improvement of approximately 97% in favor of our approach. We claim that this improvement can be influenced by the framework characteristics but not by the application characteristics. If a CF requires a lot of heterogeneous joinpoints we think this percentage will go down because the application engineer will need to write the joinpoints (method names, for instance) either using both our approach or the ad-hoc one. However, if the CF is heavily based on inter-type declarations and the www.jserd.com/content/1/1/4
returning of values, then we claim that the productivity can be even higher, as it is very straightforward to do so while using our approach.
The second experiment was focused on observing the effort in maintaining applications that were developed with our approach (CF-based applications) and with the ad-hoc one. It was not possible to conclude which process takes less effort in this case; however, we believe that they are approximately equivalent. The participants argued that the tool could be improved to avoid opening new forms while entering the model attributes, which, as they claim, had disrupted their work and prevented them from reaching a better performance in this case. It is important that in this experiment we did not provide errors that developers could create while using the conventional approach, since our model approach shields the developers from doing that. We have also provided the raw data gathered during the studies as Additional files 1 and 2.
As the possible limitations of our work, we can mention the following. Once the models have been created on top of the Eclipse Modeling Project, they cannot be used in another development environment. Besides, the code generator only produce codes for AspectJ, therefore, only crosscutting frameworks developed in this language can be currently supported. A simple extension is possible to allow this approach to support the reuse of non-crosscutting frameworks written in Java and AspectJ. Also, we have not yet evaluated how to deal with coupling of multiple CFs to a single base application. Although this functionality is already supported in our approach, some frameworks may select the same joinpoints, which may cause conflicts and lead to unpredictable results.
Long term future works are: (i) providing a support for framework engineers so that they do not have to build the RRM manually. The idea is to develop a tool which can assist them in creating this model in a more automatic way; (ii) performing an experiment to verify whether the abstractions of the model elements are on a suitable level (iii) analyzing the reusability of the metamodel abstract classes.
Additional files
Additional file 1: Contains the raw data gathered during the Reuse study.
Additional file 2: Contains the raw data gathered during the Maintenance study.
