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1 Introduccio´
Les xarxes de sensors so´n xarxes formades per dispositius amb diferents
capacitats de co`mput i percepcio´ que estan distribu¨ıts en una a`rea i col-
laboren per produir una informacio´ amb significat global a partir de les
informacions sense processar obtingudes a nivell individual.
L’intere`s de la comunitat cient´ıfica per a les xarxes de sensors com a
domini d’aplicacio´ i com a font de reptes ha crescut enormement en la u´ltima
de`cada a causa principalment de tres motius: (1) la prese`ncia en el mercat
de sensors cada cop de menor tamany i amb un preu me´s redu¨ıt que n’han
perme`s el seu desenvolupament (2) el conjunt d’avantatges que presenten
en front d’altres tecnologies per a la monitoritzacio´ i (3) el gran nombre
d’aplicacions que, tot i ser una tecnologia emergent, ja s’han detectat per
aquestes xarxes.
L’estudi de xarxes de sensors a partir de desplegaments reals resulta in-
viable per dos motius: (1) el desplegament complert d’una xarxa suposa
una elevada despesa econo`mica i (2) la inevitable variabilitat dels resul-
tats obtinguts, que depenen de factors incontrolables, com per exemple, la
meteorologia. Una alternativa molt me´s factible per a la realitzacio´ d’a-
quests estudis consisteix en la utilitzacio´ de simulacions per ordinador. La
simulacio´ permet el desenvolupament de nous algorismes sense els costos de
desplegament i ofereix un entorn de treball controlat que facilita la re`plica,
ana`lisi i validacio´ dels experiments. Aquest projecte es centra en proporcio-
nar una plataforma de simulacio´ per a xarxes de sensors des de la perspectiva
dels sistemes multi-agents. La plataforma ha de facilitar la programacio´ de
diferents aplicacions concretes de xarxes de sensors i sorgeix davant de la
necessitat d’una eina d’aquest tipus per a portar a terme experiments i de-
mostracions al grup de recerca del projecte IEA (Institucions Electro`niques
Auto`nomes, TIN2006-15662-C02-0) del IIIA-CSIC.
En la seccio´ 2 s’introdueixen els fonaments teo`rics de les xarxes de sen-
sors i la simulacio´ per computador. Els requeriments que haura` de complir
la plataforma presentada s’exposen a l’apartat 3. La seccio´ 4 presenta un
estudi de l’estat de l’art dels simuladors per a xarxes de sensors i defensa la
necessitat d’una nova eina en aquest camp. A continuacio´ es presenta una
planificacio´ temporal del treball (seccio´ 5), el llenguatge de programacio´ es-
collit i les eines utilitzades (6). Seguidament s’exposa l’arquitectura, disseny
i implementacio´ de la plataforma en el cap´ıtol 7 i dues simulacions d’exem-
ple implementades (seccio´ 8). Finalment, l’apartat 9 exposa les conclusions




Aquesta seccio´ recull els fonaments teo`rics necessaris per a la comprensio´ del
problema. En l’apartat 2.1, amb [1] com a refere`ncia, s’introdueixen les xar-
xes de sensors, les seves caracter´ıstiques i els dominis d’aplicacio´ per defensar
la visio´ d’aquestes xarxes com a sistemes multi-agent. Tot seguit, en l’apar-
tat 2.2.1 es realitza una breu introduccio´ a la simulacio´ per computador, les
motivacions que n’impulsen la utilitzacio´ i les diferents aproximacions que
existeixen actualment.
2.1 Les xarxes de sensors
A difere`ncia d’altres tecnologies per a la monitoritzacio´ que utilitzen un o un
nombre redu¨ıt de sensors amb altes capacitats, complexes i de preus elevats,
aquestes xarxes emergents estan formades per gran nombre de sensors de
baix cost, baix consum i capacitats me´s limitades. El primer avantatge
enfront d’aquestes altres tecnologies e´s la capacitat (degut al gran nombre de
sensors) de monitoritzar grans a`rees mentre que les tecnologies tradicionals
solen estar limitades a petits o mitjans entorns. Un segon avantatge e´s que
degut a la seva estructura distribu¨ıda aquestes xarxes es poden utilitzar per
monitoritzar entorns remots i hostils, presentant robustesa a caigudes dels
nodes. Finalment les xarxes de sensors so´n considerades una tecnologia no
invasiva el que les fa ido`nies per certs dominis com la monitoritzacio´ de
l’ha`bitat, la seguretat o la creacio´ d’entorns intel.ligents.
Consequ¨entment, les xarxes de sensors han estat identificades com una
de les tecnologies me´s prometedores en un futur immediat [2][3]. A me´s, les
xarxes de sensors formulen una se`rie de reptes per la comunitat cient´ıfica
que obren un conjunt de noves a`rees d’intere`s tant en maquinari com en
programari.
Les xarxes de sensors so´n un domini d’aplicacio´ interessant que planteja
nous reptes per a la recerca degut a que es caracteritzen com: complexes
(no hi ha una manera simple de dissenyar manualment una xarxa de sensors
que s’adapti i reaccioni a les condicions canviants de l’entorn), inherent-
ment distribu¨ıdes (els dispositius estan distribu¨ıts en una a`rea i amb un alt
grau d’activitat local), interconnectades (les accions dels sensors presenten
depende`ncies entre aquests i han d’interactuar a l’hora de pendre decisi-
ons), d’adaptacio´ i reaccio´ ra`pida (en general estan col.locades en entorns
de condicions ra`pidament canviats que els imposen importants restriccions
de temps en la seva adaptacio´) i de gran escala (les xarxes estan formades
per centenars, milers de nodes).
A continuacio´ en la seccio´ 2.1.1 es do´na una visio´ de la gran diversitat
de tipus de xarxes de sensors existents segons les principals caracter´ıstiques
dels seus components. Tot seguit, en la seccio´ 2.1.2 s’enumeren els principals
dominis d’aplicacio´ identificats per aquestes xarxes i els reptes que plantegen
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a la comunitat cient´ıfica (seccio´ 2.1.3). Finalment, en la seccio´ 2.1.4, es
defensa l’aplicacio´ de les te`cniques i algoritmes per a sistemes multiagents a
l’hora de modelar i afrontar els problemes que plantegen aquestes xarxes.
2.1.1 Tipus i caracter´ıstiques de les xarxes de sensors
Encara que totes les xarxes de sensors presenten unes caracter´ıstiques co-
munes, els problemes i reptes que planteja cada xarxa poden variar subs-
tancialment depenent de les caracter´ıstiques dels sensors, de la xarxa i de
l’entorn. Pel que fa a les propietats dels sensors s’ha de considerar:
• La font d’alimentacio´: La font d’alimentacio´ e´s una caracter´ıstica molt
important dels sensors que restringeix tota la xarxa. T´ıpicament els
sensors no estan connectats a la corrent i tenen una alimentacio´ per
bateria. Els canvis d’aquestes bateries en moltes aplicacions no so´n
possibles degut al tipus de desenvolupament de la xarxa d’una manera
ad-hoc i la seva situacio´ en llocs de poc acce´s i grans a`rees. Per tant
el fet de que els sensors disposin d’una bateria limitada limita la vida
de la xarxa.
• La mobilitat: El fet que els nodes tinguin mobilitat e´s un factor a
considerar. Per una banda, la posicio´ s’afegira` en la configuracio´ del
sensor per a la seva optimitzacio´. Per l’altra, un canvi de posicio´
introdueix un canvi a tota una se`rie de punts a considerar: el conjunt
de ve¨ıns, el cost de la comunicacio´ i altres.
Pel que fa a les propietats de la xarxa destaquem quatre propietats:
• Tipus de nodes: Una xarxa pot estar composada per a sensors ho-
mogenis (pel que fa al tipus de feno`mens que observen, a les seves
capacitats i possibles configuracions) o per a sensor heterogenis.
• Desenvolupament (fixa /ad-hoc): Pel que fa al tipus de xarxa t´ıpicament
les xarxes de sensors so´n xarxes ad-hoc on a difere`ncia de les xarxes
fixes els sensors s’afegeixen/abandonen la xarxa d’una manera no con-
trolada.
• Comunicacio´: El tipus de comunicacio´ que utilitzen els nodes de la
xarxa e´s un factor molt important alhora de considerar-ne restriccions.
T´ıpicament les xarxes de sensors estan formades per a nodes sense fils
amb poc ample de banda i una comunicacio´ inestable el que fa que
estiguin caracteritzades per fortes restriccions en aquest sentit.
• La propietat: Si la xarxa esta` tota formada per a nodes de la nostra
propietat tots els nodes estaran sota el nostre control mentre que si hi
ha mu´ltiples propietaris s’haura` de negociar i implementar estrate`gies
per obtenir-ne les observacions i les configuracions desitjades.
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Finalment, pel que fa a l’entorn que observa i on es situa la xarxa en
destacarem el dinamisme, doncs depenent del dinamisme de l’entorn (velo-
citat en que es produeixen els canvis i evoluciona l’entorn) la xarxa i els seus
sensors estaran subjectes a unes restriccions temporals me´s o menys fortes
per actuar.
2.1.2 Aplicacions de les xarxes de sensors
Un dels aspectes me´s motivant de les xarxes de sensors e´s el seu gran nombre
de dominis d’aplicacio´. Des que varen apare`ixer les primeres xarxes, els
cient´ıfics han identificat un gran nombre d’aplicacions possibles i desplegat
xarxes reals aplicades a dominis espec´ıfics. Aqu´ı es detallen els dominis
considerats me´s rellevants per aquest tipus de xarxes:
• Deteccio´ de perills. Fa refere`ncia a l’aplicacio´ de les xarxes de sensors
a la deteccio´ d’atacs (biolo`gics, qu´ımics, nuclears, etc.) o perills po-
tencials (erupcio´ de volcans, deteccio´ de foc al bosc, etc.). En aquest
context es consideren les xarxes de sensors perque` ofereixen una res-
posta ra`pida i permeten la cobertura de grans a`rees.
• Monitoritzacio´ de l’ha`bitat i l’entorn. Fa refere`ncia a l’aplicacio´ de les
xarxes de sensors en la monitoritzacio´ de l’ha`bitat d’animals i/o vege-
tacio´. Es refereix tambe´ a la determinacio´ de para`metres ambientals
per a la prediccio´ de canvis en ecosistemes o meteorolo`gics.
• Aplicacions biome`diques. Consisteix en introduir xarxes de sensors
dins del sistema huma` per monitoritzar estats de salut i controlar/-
detectar certes malalties. En aquesta direccio´ ja s’han desenvolupat
monitors del nivell de glucosa i pro`tesis de retina.
• Monitoritzacio´/Vigila`ncia del tra`nsit. La monitoritzacio´ del tra`fic es
basa en distribuir sensors per detectar, comptar i estimar les veloci-
tats dels objectes mo`bils (cotxes, avions, vaixells) en una zona/xarxa
determinada. Aquesta xarxa de sensors pot utilitzar la informacio´
individual per generar informacio´ me´s elaborada tal com detectar em-
bussos o altres patrons de tra`fic. Una segona aplicacio´ de les xarxes
de sensors al tra`fic e´s la vigila`ncia i el seguiment d’un vehicle espec´ıfic
a trave´s de mu´ltiples ca`meres.
• Creacio´ d’espais intel.ligents (Smart Spaces). Les xarxes de sensors
permeten el desenvolupament d’entorns i edificis intel.ligents amb capa-
citats de percepcio´ i co`mput que ofereixen una millor interaccio´ amb
humans monitoritzant-ne les seves activitats i personalitzant-ne l’am-
bient segons les seves prefere`ncies. Aplicacions populars en aquest
domini so´n els sistemes HVAC (calefaccio´, ventilacio´ i aire condicio-
nat) que controlen la temperatura , sistemes d’il.luminacio´; i sistemes
per a monitoritzar persones de la tercera edat.
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• Robo`tica distribu¨ıda. Els sensors que tenen mobilitat o fins i tot actu-
adors, a me´s a me´s dels elements de percepcio´, poden ser considerats
com a micro-robots. En aquest context, les xarxes de sensors s’han
aplicat a problemes t´ıpics de robo`tica referents als equips de robots:
creacio´ de mapes de l’entorn col.laborativament o equips de robots que
treballen per localitzar supervivents en una a`rea catastro`fica.
• Materia intel.ligent. S’anomena mate`ria intel.ligent a aquells materials
que modifiquen les seves propietats adaptant-se a canvis de l’entorn.
Per fer-ho aquests materials disposen d’una xarxa de sensors que els
permet monitoritzar i adaptar-se a aquests canvis. Un exemple forc¸a
popular e´s la monitoritzacio´ d’estructures de la construccio´ tals com
edificis, ponts i altres.
2.1.3 Reptes que plantegen les xarxes de sensors a la comunitat
cient´ıfica
Entre els principals reptes i noves a`rees d’intere`s que les xarxes de sensors
plantegen a la comunitat cient´ıfica destacarem les segu¨ents:
• Te`cniques de localitzacio´. Degut al tipus de desenvolupament ad-
hoc de les xarxes de sensors en general els seus nodes no tenen coneixe-
ment de la seva pro`pia posicio´. Aix´ı doncs les te`cniques de localitzacio´
per estimar les coordenades dels nodes e´s una l´ınia oberta de recerca.
• Algoritmes d’encaminament i propagacio´ de dades. Els algo-
ritmes d’encaminament a les xarxes de sensors han de donar sol.luci-
ons per un encaminament eficient en xarxes t´ıpicament caracteritzades
com a wireless, ad-hoc i amb fortes restriccions d’energia.
• Algoritmes per a la fusio´/agregacio´ i el processament des-
centralitzat de la informacio´. En moltes aplicacions la informacio´
captada individualment pels sensors s’ha de processar i fusionar amb
informacions d’altres sensors. Aixo` pot ser degut a que els sensors
necessitin observacions d’altres sensors per actuar de forma o`ptima o
a que la informacio´ s’ha d’agregar i abstreure per a reportar nome´s la
informacio´ me´s rellevant (degut a la gran quantitat de dades generades
i a les limitacions d’energia i ample de banda de la xarxa).
• Te`cniques de comportament reactiu/adaptatiu i estrategies
comunes de percepcio´. En aquest punt fa refere`ncia a les te`cniques
que proporcionen als sensors una percepcio´ activa. S’ente´n com a
percepcio´ activa com a la capacitat d’una xarxa de reconfigurar i co-
ordinar els seus sensors per a maximitzar la informacio´ percebuda. En
moltes aplicacions aquests sensors han de realitzar una percepcio´ con-
junta i alhora de reconfigurar-se d’una manera o`ptima no nome´s han
10
de tindre en compte les seves accions sino´ tambe´ coordinar-se amb les
accions dels seus ve¨ıns.
• Te`cniques de negociacio´ i cooperacio´ per a xarxes composa-
des de sensors amb diversos objectius. Quan els sensors d’una
xarxa tenen diversos propietaris aquests tambe´ poden tindre diversos
objectius. Alhora de modelar aquests entorns no cooperatius es fa
necessari l’u´s de te`cniques de negociacio´ i mecanismes de mercat.
2.1.4 Xarxes de sensors i sistemes multi-agent
Un sistema multi-agent es pot definir com un sistema computacional on un
conjunt d’agents interactuen (competint o cooperant els uns amb els altres)
per aconseguir realitzar una tasca individual i/o col.lectiva. Aquests agents
poden cooperar (sistemes cooperatius) o competir pels recursos ( sistemes
no-cooperatius). Es classifiquen tambe´ en sistemes tancats (sempre hi ha els
mateixos agents en el sistema) i oberts (la poblacio´ d’agents canvia amb el
temps). Finalment el sistema pot ser o no distribu¨ıt el que comporta que
els diferents agents estan distribu¨ıts en diferents nodes d’una xarxa.
Els sistemes multi-agents s’estan aplicant amb e`xit a les xarxes de sensors
degut a la seva capacitat per a modelar d’una manera natural un conjunt
de sensors auto`noms i f´ısicament distribu¨ıts i les seves interaccions [4].
Aquests sistemes so´n de tipus distribu¨ıt i, en general, cada sensor e´s
modelat com un agent (encara que hi ha aproximacions en que` un agent
controla un conjunt de sensors). En la majoria de casos so´n modelats com
a sistemes oberts degut a la naturalesa ad-hoc d’aquestes xarxes. Aquests
sistemes tan poden ser dissenyats com a cooperatius o com a no-cooperatius
depenent de la propietat dels sensors i l’enfoc del problema per part del
dissenyador.
En la literatura, veiem que els sistemes multi-agents han contribu¨ıt en
el desenvolupament i la investigacio´ en xarxes de sensors amb noves meto-
dologies de les quals destaquen: la teoria computacional d’organitzacions, el
disseny de mecanismes de mercat, algorismes de cooperacio´ i coordinacio´ i
algorismes d’aprenentatge i distribucio´ de la informacio´ distribu¨ıts.
2.2 Simulacio´ per computador
La simulacio´ per computador representa un me`tode econo`mic d’estudiar tot
tipus de sistemes. Els simuladors d’avui en dia han de resultar eficients
i senzills d’utilitzar i disposar de la capacitat de tractar amb la creixent
complexitat dels sistemes modelats. A me´s, e´s necessari un alt nivell d’ex-
tensibilitat per poder-se utilitzar en l’ana`lisi del comportament d’un ampli
ventall de sistemes.
La primera classificacio´ a realitzar entre les diferents aproximacions a la
simulacio´ per computador es basa en distingir la naturalesa dels sistemes
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que permeten modelar, separats en continus i discrets.
2.2.1 Simuladors continus
Els simuladors continus es caracteritzen per a la utilitzacio´ de fo´rmules ma-
tema`tiques que descriuen com els components de la simulacio´ responen a
diferents condicions. Per poder utilitzar un simulador d’aquestes carac-
ter´ıstiques e´s necessari que el comportament dels components sigui conegut
i expressable en equacions. El simulador aplicara` les fo´rmules segons les con-
dicions definides per l’entorn i la connectivitat entre els components. S’obte´
aix´ı una sortida cont´ınua que descriu acuradament com respondria el siste-
ma modelat a les condicions exposades. Aquesta sortida reflexa normalment
canvis de l’estat del sistema en refere`ncia al temps, tot i que pot demostrar
tambe´ altres tipus de relacions. Desafortunadament, les equacions utilitza-
des per a modelar els sistemes de forma cont´ınua so´n complexes, amb un
cost computacional que s’incrementa exponencialment en relacio´ al nombre
d’elements que intervenen. Aquest cost s’acaba reflectint en lentitud i, per
tant, aquests simuladors s’utilitzen nome´s per a sistemes amb un nombre
relativament petit de components descrits a molt baix nivell.
2.2.2 Simuladors discrets
En els sistemes discrets l’estat dels components canvia u´nicament en instants
de temps determinats, responent a un succe´s o event. La simulacio´ d’aquests
sistemes consistira` doncs en identificar quins so´n aquests events i descriure
els processos que desencadenen. Al contrari que per als sistemes continus, la
descripcio´ d’aquests processos no te´ perque` ser matema`tica: consistira` d’un
conjunt de canvis en l’estat dels elements del sistema i/o el desencadenament
de nous events. Existeixen dues aproximacions diferents per a la simulacio´
per computador dels sistemes discrets: event scheduling i activity scanning.
L’event scheduling e´s el primer me`tode que es va desenvolupar. En aquest
me`tode un event e´s qualsevol cosa que canvia l’estat del sistema, exceptuant-
ne el pas del temps. Els events s’emmagatzemen en una cua que els mante´
ordenats segons el temps en que` succeeixen. La idea ba`sica e´s avanc¸ar el
temps fins que succeeix un event i desencadenar-ne el proce´s corresponent.
A partir d’aqu´ı l’execucio´ d’una simulacio´ del sistema e´s trivial, seguint el
segu¨ent algorisme:
1. Es configura el rellotge de la simulacio´ a temps 0 i s’afegeixen els events
inicials a la cua.
2. S’extreu el primer event de la cua i s’executa el proce´s associat.
3. S’afegeixen tots els nous events generats a la cua, mantenint l’ordre.
4. Mentre no s’acabi la simulacio´, tornar al pas 2.
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L’activity scanning e´s una aproximacio´ forc¸a similar, pero` amb una di-
fere`ncia significativa. Introdueix un nou tipus d’events que no succeeixen
en un temps determinat sino´ al complir-se certes premisses. Aquests events
s’anomenen activitats o events condicionals. El simulador haura` de compro-
var cont´ınuament si les condicions d’aquestes activitats es compleixen per
desencadenar-ne els processos associats, seguint el segu¨ent algorisme:
1. Es configura el rellotge de la simulacio´ a temps 0 i s’afegeixen els events
incondicionals inicials a la cua.
2. S’extreu el primer event incondicional de la cua i s’executa el proce´s
associat.
3. S’afegeixen tots els nous events incondicionals generats a la cua, man-
tenint l’ordre.
4. Es comproven les premisses de tots els events condicionals, executant
els processos associats dels que les satisfan.
5. Mentre no s’acabi la simulacio´, tornar al pas 2.
La sobreca`rrega introdu¨ıda per els events condicionals representa el ma-
jor desavantatge d’aquest me`tode, mentre que amb ell resulta molt me´s
senzill pensar i formalitzar els sistemes. Actualment els inconvenients d’uti-
litzar aquest me`tode sobrepassen els beneficis pero` no es descarta en certes
a`rees com la simulacio´ de sistemes basats en normes.
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3 Requeriments
La simulacio´ per computador e´s l’opcio´ me´s viable per estudiar les xarxes de
sensors perque` permet el desenvolupament dels algorismes sense els costos
de deplegament i ofereix un entorn de treball controlat que facilita la re`pica,
ana`lisi i validacio´ dels experiments. No obstant, aquesta aproximacio´ no esta`
exempta de reptes als que haurem d’aportar una sol.lucio´. A continuacio´ es
presenten els punts de major releva`ncia a considerar durant el disseny i la
implementacio´ del simulador.
3.1 Codi lliure
La plataforma ha de ser de domini pu´blic perque pugui ser aprofitada per
tota la comunitat cient´ıfica. E´s necessari doncs que no depengui de cap
programari propietari ni per al seu desenvolupament (llenguatge de progra-
macio´, sistema operatiu) ni per a la seva execucio´ (llibreries utilitzades).
3.2 Abstraccio´
Ha de ser un entorn de simulacio´ de propo`sit general, disposant del sufi-
cient nivell d’abstraccio´ com per a permetre instanciar xarxes de sensors
de diferents dominis i aplicacions. Per aconseguir-ho, haura` d’aportar una
infraestructura que interrelacioni els diferents elements ba`sics de qualsevol




• Mecanismes de comunicacio´
Aquests elements seran presents en pra`cticament qualsevol xarxa de sen-
sors, compartint certes caracter´ıtiques generalistes que podem abstreure i
modelar perque` no hagi de fer-ho l’usuari.
3.3 Extensibilitat
Igual que existeixen caracter´ıstiques comunes entre els diferents components
d’un mateix tipus, tambe´ hi trobarem grans difere`ncies degudes a l’alt grau
d’especialitzacio´ de que poden arribar a disposar.
El simulador que es presenti ha de facilitar en la mesura del possible
la reutilitzacio´ i extensio´ d’aquests components per a diferents simulacions,
permetent aix´ı l’estudi dels algorismes sobre diferents aplicacions o dominis
sense exigir un elevat cost de reconfiguracio´ i/o reprogramacio´.
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Seria tambe´ desitjable que aporte´s un sistema de classificacio´ i comparti-
cio´ pu´blica dels models creats per evitar la reimplementacio´ de les mateixes
funcionalitats per part de diversos usuaris, estalviant-los temps i millorant
la qualitat dels models resultants.
3.4 Escalabilitat
El major potencial de les xarxes de sensors deriva directament de la coo-
peracio´ entre gran quantitat de sensors, de manera que un requisit ba`sic i
indispensable per al simulador e´s la capacitat de gestionar-los.
Com que la memo`ria e´s un recurs finit i s’haura` de tractar amb gran
nombre d’elements que durant el proce´s de simulacio´ restaran emmagatze-
mats en memo`ria, es fa evident la necessitat de limitar al ma`xim l’espai
utilitzat per a representar cadascun d’aquests components.
3.5 Eficie`ncia
La capacitat de proce´s tambe´ e´s un recurs limitat del qual s’ha d’inten-
tar treure el ma`xim rendiment possible. No obstant, cal notar que en el
simulador es duran a terme dos tipus diferents de processos:
1. Proce´s dels agents
Representa el temps de co`mput utilitzat per els agents, e´s a dir, el
co`mput que realitzarien els diferents nodes de la xarxa si en realitzes-
sim un desplegament f´ısic. Lo`gicament aquest temps de proce´s nome´s
depe`n dels algorismes escollits per l’usuari, no del marc de treball que
s’ofereix, i per tant sera` impossible redu¨ır-lo.
2. Proce´s del marc de treball
Representa el cost computacional derivat de la infraestructura que in-
terrelaciona els components i simula els diferents processos: comunica-
cions, consumicio´ d’energia, mecanismes de control, interf´ıcie d’usuari
i altres.
Podem definir com a eficie`ncia de proce´s del simulador E, la interrelacio´
entre el temps de proce´s dels agents PA i el temps de proce´s total PT :
E = PA/PT
Evidentment, el simulador haura` d’intentar maximitzar aquesta eficie`ncia,
pero` s’ha de tenir en compte que depe`n del temps de proce´s dels agents PA.
Com que aquest temps varia en funcio´ dels algorismes escollits per l’usu-
ari la mesura d’eficie`ncia descrita anteriorment e´s nome´s orientativa i s’ha
d’observar com a tal.
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3.6 Repetibilitat
Els experiments realitzats amb el simulador nome´s seran va`lids per la comu-
nitat cient´ıfica si altres investigadors els poden repetir. E´s imprescindible
doncs que dues execucions de la mateixa simulacio´ i amb els mateixos valors
inicials produeixin exactament el mateix resultat.
3.7 Control temporal
Donat l’entorn dina`mic sobre el que treballen les xarxes de sensors, l’objectiu
dels algorismes a simular no e´s tant sols assolir una configuracio´ o`ptima dels
sensors o la millor fusio´ d’informacio´ sino´ tambe´ reaccionar a una velocitat
adequada al dinamisme de l’entorn. Per aixo` un dels requisits del simulador
sera` proporcionar eines per a modelar amb exactitud la durada de les accions
dels components i aix´ı les seves interaccions amb l’entorn.
3.8 Observacio´
L’execucio´ d’una simulacio´ genera una se`rie d’informacio´ que s’haura` de
recollir i presentar a l’usuari. Aquesta informacio´ pot ser de dos tipus:
1. General
Informacio´ aplicable a qualsevol domini, que fa refere`ncia al model
general de les xarxes de sensors, inclou:
• Missatges enviats i rebuts
• Temps de CPU utilitzat per els agents
• Posicio´ dels diferents elements
• Energia consumida
2. Espec´ıfica del domini:
Sera` tota aquella informacio´ que sigui u´til per a la comprensio´ i ava-
luacio´ del sistema i depengui del domini que s’estigui simulant:
• Estat del mo´n, feno`mens i agents
• Mesures captades per els sensors
• Contingut dels missatges enviats i rebuts
• Mesura d’error entre la realitat i la percepcio´ oferta per la xarxa
El repte en aquesta a`rea consisteix en integrar al simulador un conjunt
d’eines que realitzin la recollida de la informacio´ general de manera au-
toma`tica i permetin combinar-la amb la informacio´ espec´ıfica, aix´ı com un
sistema de visualitzacio´ i/o generacio´ d’informes a partir d’aquestes.
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4 Estat de l’art dels simuladors per a xarxes de
sensors
Els primers entorns de simulacio´ de xarxes de sensors so´n en realitat adap-
tacions de simuladors me´s generalistes, entre els quals podem destacar el
ns-2 [5] i el J-Sim[6], que exposarem en les segu¨ents seccions.
Posteriorment apareixen un seguit de simuladors nous, dissenyats des
d’un principi pensant en la simulacio´ de xarxes de sensors. De tots els
estudiats, presentarem els dos que me´s s’aproximen als requeriments que
impulsen aquest projecte: Radsim[7] i SENSE [8].
4.1 The Network Simulator - ns2
Ns2 e´s probablement el simulador me´s utilitzat en l’a`rea de xarxes de com-
putadors (te´ programats un gran nombre de protocols d’enrutament) i s’ha
exte`s amb algunes funcionalitats ba`siques per a la simulacio´ de xarxes de
sensors (model d’energia i canal sensorial) incloses en la extensio´ Sensor
Sim.
Proporciona un motor de simulacio´ basat en events discrets implementat
amb una arquitectura orientada a objectes, que li do´na certa extensibilitat.
Per contra, presenta un alt grau d’acoblament entre els diferents mo`duls,
dificultant l’addicio´ de mo`duls nous o modificacio´ dels existents fins al punt
que nome´s aquells que disposen d’un coneixement profund del seu funciona-
ment poden fer-ho.
El nucli del simulador esta` implementat en C++, pero` la definicio´ de
les simulacions i la recollida de dades es realitzen en OTcl. Trobem doncs
un altre inconvenient, ja que per realitzar simulacions de xarxes de sensors
e´s necessari tant aportar nous mo`duls com definir les simulacions, l’usuari
estaria obligat a cone`ixer els dos llenguatges de programacio´.
Un altre problema que presenta e´s l’escalabilitat: cada node e´s un objecte
i poden interaccionar tots entre ells, de manera que hi trobem algorismes
amb complexitat O(n2). Per a xarxes amb un nombre relativament redu¨ıt
aixo` no e´s cap problema, pero` un simulador per a xarxes de sensors hauria
de poder gestionar milers de nodes.
Com a u´ltim motiu i me´s determinant pel que fa als objectius d’aquest
projecte, cal notar que aquest simulador no disposa de capa d’aplicacio´ i
per tant ens seria impossible implementar-hi algorismes de fusio´ de dades i
aprenentatge.
4.2 OMNeT++
OMNeT++ [9] e´s un simulador per a xarxes de sensors basat en components
i de simulacio´ basada en events que utilitza mo`duls connectats en una jerar-
quia aniuada. Els mo`duls ba`sics de OMNet++ estan escrits en C++ mentre
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que les estructures me´s complexes utilitzen un llenguatge propi, NED, com a
llenguatge d’alt nivell. OMNet++ incorpora un model de xarxes de sensors,
el SenSim. Aquesta extensio´ crea mo`duls per als diferents components d’una
xarxa de sensors: (1) sensors que so´n un mo`dul composat d’altres mo`duls
(de capes de protocols, de hardware i de coordinadors de la comunicacio´)
(2) objectes f´ısics (3) canals sensorials i (4) canals de comunicacio´ wireless.
OMNet++ ha demostrat ser significativament me´s ra`pid que ns-2, ofe-
rint capa d’aplicacio´, modelitzacio´ dels feno`mens f´ısics, i me´s facilitat en la
modificacio´ dels components.
Tot i aix´ı, no e´s tan popular com ns-2 i alhora de provar algoritmes d’en-
caminament els usuaris segueixen preferint el primer degut el gran nombre
que en te´ implementats que en facilita les comparatives.
4.3 J-Sim i el seu Wireless Package
J-Sim e´s una llibreria, escrita totalment en Java, per a la simulacio´ de
processos discrets. Pensada principalment per a l’aplicacio´ en xarxes de
computadors, pot aplicar-se tambe´ a qualsevol sistema on els estats dels
seus components canvien a temps discrets.
Amb l’experie`ncia pre`via sobre la dificultat d’extensio´ i els problemes
d’escalabilitat del ns-2, els creadors de J-Sim aposten per un disseny basat
en components, on cadascun dels elements que intervenen en la simulacio´
es modela com a un component. Cadascun d’aquests components e´s un
sistema que ofereix una certa funcionalitat i es pot comunicar amb altres
components, havent de complir els segu¨ents requisits:
• Reutilitzable
• No depe`n del context
• Combinable amb altres components
• Encapsulat (els altres components no poden inspeccionar el seu estat
intern)
Wireless Package
Com l’ns-2, J-Sim inclou la implementacio´ d’algorismes t´ıpics de xarxes de
sensors tals com algorismes de localitzacio´, d’encaminament geogra`fic 1 i
l’algorisme de difusio´ direccional [10].
El J-Sim Wireless Package[11] e´s una extensio´ per al J-Sim, consistent
en un conjunt de components creats espec´ıficament per a la simulacio´ de
xarxes de sensors. En la 1(a) es mostra l’esquema general del model utilit-
zat per representar i operar les xarxes de sensors, que inclou els segu¨ents
1algoritmes que realitzen l’encaminament no a partir d’una direccio´ de xarxa sino´ a





























(b) Model de sensor
Figura 1: Esquemes dels models utilitzats per J-Sim Wireless Package.
components: (1) objectes observables objectes que generen canvis en el mo´n i
que estan composats per tres mo`duls: component de mobilitat i localitzacio´,
el generador d’est´ımuls i el de comunicacio´ amb la capa sensorial; (2) sensors
per a modelar els diferents sensors que s’implementen a la xarxa composats
pels segu¨ents components: CPU, radio, bateria, agent i mo`duls encarregats
de la interaccio´ amb el canal sensorial; (3)canal sensorial o f´ısic encarregat
de transmetre els est´ımuls i composat del mo`dul de localitzacio´ de sensors i
mo`dul de propagacio´ dels est´ımuls; i (4)canal wireless que emula una xarxa
wireless utilitzant models de propagacio´ de radio, models de targeta de xar-
xa i models de receptors. En la 1(b) trobem un esquema general dels tipus
de components aportats per el wireless package i com aquests interaccionen
entre ells.
Aquesta extensio´ ha estat dissenyada per provar algoritmes d’encami-
nament, disseminacio´ de la informacio´ i, en general, algoritmes destinats
al traspa`s d’informacio´ en una xarxa del tipus wireless i ad-hoc amb res-
triccions de comunicacio´ i energia com acostuma a succeir en una xarxa de
sensors.
Com a consequ¨e`ncia, el simulador intenta modelar d’una manera realista
els components hardware de la xarxa realitzant un esforc¸ per a modelar amb
detall les propietats dels canals wireless, l’atenuacio´ dels senyals en diferents
models de terreny i els components dels sensors tals com la radio, la CPU
o el consum de bateria. En contrast, encara que el simulador enfoca el
problema des d’una perspectiva multi-agent, en la introduccio´ del simulador
es pressuposa que els nodes sensors envien sempre la informacio´ a nodes
d’emmagatzemament en detectar un est´ımul o sota demanda i no es comenta




Radsim (Radar Simulator) [7] e´s un entorn de simulacio´ basat en events
discrets desenvolupat per a provar xarxes d’agents cooperatius, que com-
pleix molts dels requeriments d’aquest projecte i en certa manera li serveix
d’inspiracio´.
A me´s de la coincide`ncia de perspectiva, els autors defensen que dispo-
sa d’una bona escalabilitat, pero` presenta dos grans inconvenients: no e´s
una plataforma pu´blica i no e´s un simulador de propo`sit general per a xar-
xes de sensors (esta` implementat per a un problema espec´ıfic de seguiment
d’objectes mo`bils mitjanc¸ant radars Doppler).
4.5 SENSE - Sensor Network Simulator and Emulator
SENSE [8] e´s un simulador forc¸a recent (primera aparicio´ l’any 2004), que
neix amb l’objectiu de convertir-se en un potent simulador de xarxes de
sensors fa`cil d’utilitzar. Prete´n aconseguir aquest objectiu aplicant els u´ltims
avanc¸os de la simulacio´ basada en components a l’a`rea de les xarxes de
sensors i combinant diferents idees extretes dels altres simuladors presentats.
Entre els avantatges que aporta el disseny basat en components d’a-
quest simulador hi trobem: (1) possibilitat de paral.lelitzar l’execucio´ de la
simulacio´ millorant-ne l’escalabilitat, (2) altes possibilitats de reutilitzacio´








to_channel from_channel pos_out data_in
Sensor Node
Figura 2: Esquema d’un sensor en SENSE
Esta` implementat en C++ per intentar assolir el ma`xim rendiment pos-
sible, i els seus desenvolupadors desacrediten obertament la utilitzacio´ de
Java en aplicacions que requereixen alta eficie`ncia, una opinio´ controvertida
amb gairebe´ tants adeptes com oponents. A la figura 2 es mostra l’esquema
de components que defineixen un node de la xarxa.
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4.6 Repast
Repast [12] e´s un entorn de simulacio´ basada en steps per a sistemes multi-
agent, de codi lliure i molt exte`s en la comunitat. Algunes de les seves
caracter´ıstiques me´s destacables so´n: (1) permet definir els agents en multi-
tud de llenguatges, (2) ofereix una extensa col·leccio´ d’algorismes adaptatius
llestos per a e´sser utilitzats, (3) incorpora diverses utilitats de registre de
les simulacions i ana`lisi de resultats i (4) esta` disponible per a pra`cticament
qualsevol arquitectura i sistema operatiu actuals.
Malgrat Repast permet especificar la durada de l’accio´ d’un agent, s’ha
d’especificar abans de realitzar-la. Les accions es realitzen llavors en un
fil d’execucio´ separat i es segueixen entregant events en paral.lel. L’entorn
multithreading introdueix una important penalitzacio´ en temps d’execucio´,
elimina la repetibilitat de les simulacions i impedeix controlar la ocupacio´ de
l’agent ja que pot estar processant diferents tasques en fils paral·lels sense
acumular-ne els temps d’ocupacio´.
4.7 Comparativa
A la taula 1 es presenta un resum de les difere`ncies me´s notables entre els
diferents simuladors presentats anteriorment:
4.8 Conclusions
Contrastant els requeriments exposats en la seccio´ 3 amb les caracter´ıstiques
dels simuladors estudiats s’evidencia que cap d’aquests satisfa` les necessitats
que impulsen aquest projecte. Ns-2 queda descartat automa`ticament per la
manca de model d’aplicacio´. OMNeT++, J-Sim i SENSE admeten aquest
capa, pero` ofereixen un enfoc de massa baix nivell que introdueix ca`rrega i
complexitat innecessa`ries per al modelat de les xarxes com a sistemes multi-
agent. Radsim no e´s una plataforma pu´blica ni de propo`sit general i Repast a
l’utilitzar una simulacio´ basada en passos (steps) no ofereix suficient control
temporal per modelar les comunicacions, la ocupacio´ dels nodes i el consum
d’energia.
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Simulador Llenguate Disseny Avantatges Desventatges
ns-2 (+ extensio´
SensorSim)
















J-SIM WP Java BC extensibilitat MAC 802.11 obli-
gat, baix nivell
Radsim Java OO enfoc multi-agent propietari, es-
pec´ıfic per a una
aplicacio´












Taula 1: Taula comparativa de simuladors actuals.
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5 Planificacio´ del projecte
En la taula segu¨ent es presenta una planificacio´ detallada de les diferents
tasques que composen l’execucio´ d’aquest projecte, una breu descripcio´ i el
nombre d’hores aproximat que s’hi haurien de dedicar. Finalment s’inclou
el diagrama de Gantt (Fig. 3) referent a la planificacio´ d’aquestes tasques.
5.1 Tasques de documentacio´ i ana`lisi
• Reunions de seguiment (20h): Reunions amb el grup i el director
per al realitzar un seguiment del projecte.
• Introduccio´ a les xarxes de sensors (15h): Introduccio´ al con-
cepte de xarxes de sensors, literatura existent, sol.lucions que aporten
i reptes que plantegen.
• Introduccio´ a la simulacio´ per computador (15h): Introduccio´
a la teoria de la simulacio´ per computador, aproximacions i algorismes
existents, casos d’aplicacio´.
• Estat de l’art dels simuladors per a xarxes de sensors (20h):
Investigacio´ sobre l’estat de l’art dels simuladors per a xarxes de sen-
sors: altres simuladors existents, funcionalitat que ofereixen, etc.
• Requisits del projecte (20h): Recollida de requisits i objectius que
hauria de complir el simulador presentat.
5.2 Tasques de disseny i implementacio´
Totes les tasques d’implementacio´ de noves funcionalitats inclouen la gene-
racio´ de testos i la seva documentacio´.
• Disseny general (20h):
– Arquitectura del simulador (12h): Establir l’arquitectura
que regira` el disseny del simulador, identificar-ne els components
ba`sics i decidir amb quin llenguatge de programacio´ s’implemen-
tara`.
– Entorn de programacio´ (8h): Escollir, instal.lar i configurar
l’entorn de desenvolupament, el sistema de control de versions i
la plataforma de proves automatitzades.
• Nucli del simulador (100h):
– Disseny del nucli del simulador (40h): Disseny dels com-
ponents ba`sics que intervindran en les simulacions, les seves in-
terf´ıcies i com interactuaran.
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– Scheduler (8h): Implementacio´ del component encarregat de la
planificacio´ d’events futurs .
– Field (4h): Implementacio´ del component que representa el
“mo´n”, on es donen tots els feno`mens.
– Phenomenon (8h): Implementacio´ del component que repre-
senta els feno`mens, e´s a dir, tot allo` que e´s susceptible de ser
observat.
– Agents (12h): Implementacio´ del component base de tots els
agents, que representa la part amb capacitats computacionals dels
sensors.
– Sensors (12h): Implementacio´ de les funcionalitats ba`siques
dels sensors, components que permeten percebre el que esta` pas-
sant al mo´n (field).
– Actuators (8h): Implementacio´ de les funcionalitats ba`siques
dels actuadors, components que permeten realitzar accions que
modifiquen l’estat del mo´n i/o els seus elements.
– ComponentFactories (8h): Implementacio´ de les factories de
components, e´s a dir, objectes encarregats d’introduir nous com-
ponents a la simulacio´ durant l’avanc¸ d’aquesta.
• Exemples de simulacio´ (40h):
– MiniSim (16h): Implementacio´ d’un petit exemple de simu-
lacio´ que utilitzi totes les funcionalitats i es vagi desenvolupant
conjuntament amb el programa per utilitzar-la com a plataforma
de proves d’integracio´.
– CoverageProblem (24h): Implementacio´ d’una simulacio´ es-
pec´ıfica per aportar un exemple real d’utilitzacio´ als futurs usu-
aris i realitzar demostracions.
• Registre de la simulacio´ (10h): Disseny, implementacio´ i proves
del mo`dul encarregat d’enregistrar la informacio´ de tot el que succeeix
en la simulacio´.
• Model de comunicacio´ (20h):
– Disseny (8h): Segona iteracio´ del disseny de la plataforma, en
la que es definira` el model que permeti comunicar-se als agents.
– Implementacio´ (12h): Implementacio´ de les modificacions in-
trodu¨ıdes als components afectats per el redisseny i dels compo-
nents de comunicacio´.
• Model de consum d’energia (30h):
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– Disseny (8h): Tercera iteracio´ del disseny de la plataforma, en
la que es definira` el model model de consumicio´ d’energia.
– Implementacio´ (12h): Implementacio´ de les modificacions in-
trodu¨ıdes als components afectats per el redisseny i el component
ba`sic Bateria amb algun exemple concret.
• Interf´ıcie gra`fica (40h):
– Model de la interf´ıcie gra`fica (12h): Disseny i implemen-
tacio´ del model de la interf´ıcie gra`fica, que representara` l’estat
de la simulacio´ en l’instant de temps que s’estigui mostrant a la
interf´ıcie gra`fica.
– Visualitzador d’events (6h): Disseny i implementacio´ d’un
panell que mostri tots els events que s’han donat en la simulacio´.
– Inspector del model (8h): Disseny i implementacio´ del panell
que mostrara` tots els elements que existeixen en la simulacio´ i el
seu estat (propietats, variables internes, etc.).
– Visualitzacio´ gra`fica de la simulacio´ (14h): Disseny i im-
plementacio´ del panell que mostrara` una representacio´ geogra`fica
de la simulacio´ i la seva evolucio´.
5.3 Tasques de redaccio´
• Informe previ (15h): Preparacio´ de l’informe previ imprescindible
per poder presentar el projecte.
• Redaccio´ de la memo`ria (80h): Recopilacio´ de tota la informacio´
generada i redaccio´ de la memo`ria del projecte.
5.4 Cost del projecte
Tractar-se d’un projecte de desenvolupament d’una aplicacio´ software, els
costos que porta associats so´n principalment en l’apartat de recursos hu-
mans. Podem extreure un cost econo`mic aproximat d’un programa d’aquest
tipus a partir de la planificacio´ temporal presentada en l’apartat anterior,
agrupant les tasques segons el perfil de personal que ha de realitzar-les i
aplicant-hi una dotacio´ econo`mica en e/hora (reflectits en la Taula 2).
A aquest cost hem d’afegir-li les despeses corrents (electricitat, aigua,
etc.) i les de maquinari (plataformes de desenvolupament i prova) utilitzats
per dur-lo a terme i obtindrem el cost total aproximat de la seva execucio´
(reflexats en la Taula 3). Cal fer notar que no s’afegeix cap import en con-
cepte de llice`ncies, doncs un dels requeriments e´s precisament la utilitzacio´
de programari lliure tant per realitzar el desenvolupament com en requisits
de l’aplicatiu final.
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Figura 3: Diagrama de Gantt
Perfil Hores Dotacio´ Total
Programador 335h 30 e/h 10.050 e
Analista 100h 50 e/h 5.000 e
Director 40h 70 e/h 2.800 e
Cost en recursos humans 17.850 e
Taula 2: Estimacio´ del cost en recursos humans
Concepte Dotacio´
Recursos humans 17.850 e
Maquinari 750 e
Despeses corrents 300 e
Cost total 18.900 e
Taula 3: Estimacio´ del cost total del projecte
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6 Entorn i llenguatge de programacio´
6.1 Llenguatge de programacio´
L’arquitectura basada en components pra`cticament ens obliga a utilitzar un
llenguatge de programacio´ orientat a objectes. Si s’utilitze´s un llenguatge
procedimental o funcional la plataforma hauria de contemplar les facilitats
d’encapsulacio´, modularitat i reutilitzacio´ inherents dels llenguatges orien-
tats a objectes, augmentant enormement la complexitat del seu disseny i
implementacio´.
Per a realitzar simulacions sera` imprescindible cone`ixer o aprendre el
llenguatge de programacio´ en el que s’implementi la plataforma, de manera
que la popularitat d’aquest sera` important per a obtenir una bona acceptacio´
dels usuaris.
Amb aquest nou requisit el ventall de llenguatges possibles queda redu¨ıt
a tres: Java, C++ i C#. Aquest u´ltim pero` queda descartat pel requisit
que la plataforma ha d’utilitzar programari lliure i gratu¨ıt ja que encara que
el llenguatge en s´ı e´s lliure (Standard ECMA-334 [13]), la llibreria de classes
esta`ndard (Microsoft .NET Framework) i la principal eina de desenvolupa-
ment (Microsoft Visual C#) no ho so´n.
Tant Java com C++ podrien servir per a la implementacio´ del simulador
ja que ambdo´s s’adequ¨en als requisits del projecte. Algun dels simuladors
presentats en l’estat de l’art es decideixen per a C++ per la seva velocitat
i bona gestio´ en la utilitzacio´ de memo`ria. No obstant, aquest argument
perd pes quan so´n varis els estudis [14] que atorguen molta me´s importa`ncia
als algorismes utilitzats i quan existeixen ja comparatives d’on Java en surt
vencedor. El llenguatge escollit per a la plataforma de simulacio´ ha estat
Java que, gra`cies a la seva llibreria de classes i a la gestio´ automa`tica de
la memo`ria, millora la productivitat [15] dels programadors. A me´s a me´s
facilita la documentacio´, introdueix menys errors i ens facilitara` les tasques
de test.
6.2 Entorn de programacio´
Existeix un ampli ventall d’utilitats per al desenvolupament d’aplicacions
en Java, aix´ı com per totes les tasques de control i gestio´ del projecte i
els seus artefactes. Tractant-se d’una plataforma que s’alliberara` al pu´blic,
s’ha evitat vincular el simulador amb qualsevol eina de desenvolupament es-
pec´ıfica, permetent que cada usuari pugui escollir aquelles eines amb les que
es trobi me´s co`mode. La u´nica excepcio´ e´s l’eina de construccio´ del projecte
ja que per a les tasques d’automatitzacio´ dels processos de compilacio´ s’ha
d’utilitzar l’esta`ndard (de-facto) per a Java: Apache Ant [16].
Pel que fa a les eines utilitzades pel desenvolupament del propi projecte
en destaco les segu¨ents:
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• CVS (Concurrent Versioning System). Un sistema de control
de versions que e´s programari lliure, disposa de clients per a totes les
plataformes i e´s el me´s suportat per els entorns integrats de desenvo-
lupament (IDE’s).
• l’IDE de Netbeans. Per a les tasques de disseny s’ha utilitzat l’IDE
netbeans[17] que, des de la versio´ 5.5, aporta un versa`til entorn de
modelat UML
• Eclipse Com a entorn de programacio´ s’ha utilitzat Eclipse, que ofe-
reix un millor rendiment per les tasques d’edicio´ de codi.
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7 Arquitectura del simulador
Les xarxes de sensors so´n sistemes dina`mics complexes, que combinen pro-
cessos continus, discrets i basats en events. La integracio´ d’aquests processos
sera` la clau del simulador i dependra` en gran mesura del paradigma de pro-
gramacio´ escollit per implementar-lo.
Entre aquests paradigmes hi trobem (1) la programacio´ procedimental
-el me´s comu´-, (2) la programacio´ basada en auto`mats finits que descriu els
programes com a ma`quines d’estat finites, (3) la programacio´ orientada a ob-
jectes on es modela el programa mitjanc¸ant objectes i les seves interaccions
i (4) l’arquitectura basada en components.
En l’intent d’extreure el millor de cadascuna d’elles, s’ha optat per a
la combinacio´ de l’arquitectura basada en objectes i la basada en compo-








































Figura 4: Arquitectura del simulador. Capa inferior.
La capa inferior utilitza una arquitectura basada en objectes, representa-
da en la figura 4. Proporciona l’estructura ba`sica per la simulacio´ aportant
(1) tots els objectes necessaris per a realitzar una simulacio´ basada en events
i (2) classes abstractes del tipus d’objectes que formen qualsevol xarxa de
sensors (agent, bateria, sensor, etc..). A aquestes classes u´ltims els ano-
menarem components base ja que proporcionen al usuari l’estructura ba`sica
per la seva simulacio´ proporcionant les segu¨ents funcionalitats: (1) controlar
els events generats i l’execucio´ dels seus processos, (2) modelar les relacions
jera`rquiques i de control entre diferents components i (3) regular-ne la co-
municacio´. Per cadascun d’aquests components base s’ha definit tambe´ una
interf´ıcie que actua de contracte. E´s possible doncs integrar objectes d’al-
tres llibreries o plataformes fent que el nou objecte implementi la interf´ıcie
corresponent.
En la figura 5 es mostra la capa superior, el nivell en que treballen els
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usuaris de la plataforma. Esta` formada per insta`ncies dels components ba-
se i extensions d’aquests definides per l’usuari. Entre ells s’utilitzen una
arquitectura basada en components, on cada cadascun exposa la seva funci-
onalitat desencadenant certs processos en resposta als events enviats per els
altres. La llibertat oferta en aquest nivell de la plataforma disminueix l’aco-
blament entre els components (millorant-ne la reusabilitat) i abstreu l’usuari


















Agent CPU Bateria Interfície XarxaSensorsensorsSensors ActuadorsctuadorsActuadors
Events
generats
Figura 5: Arquitectura del simulador. Capa d’usuari.
7.1 Model
El model e´s l’objecte que encapsula tots els elements referents a una si-
mulacio´. Aporta cohesio´ entre els elements que hi participen i actua de
fac¸ana per a tot el nucli de simulacio´. A me´s, s’encarrega de la construccio´
i inicialitzacio´ de tots aquests elements.
Els components de la simulacio´ implementen dos me`todes exposats en la
interf´ıcie del model (diagrama 6) especificant les accions per a la seva cons-
truccio´ i inicialitzacio´: setup() i init(). El me`tode setup() implementa les
tasques de construccio´ del component en qu¨estio´ mentre que el me`tode init()
implementa les tasques d’inicialitzacio´. El model e´s l’encarregat d’executar
aquests me`todes en l’ordre adequat (primer es construeix tot el sistema i
despre´s s’inicialitza). L’algorisme utilitzat per les dues e´s el mateix que con-
sisteix en anar cridant els me`todes setup(long) i setup() respectius de cada
component.
El model tambe´ e´s l’encarregat de generar el para`metre de tipus long
per la fase de construccio´ que passa al me`tode setup() . Aquest para`metre
e´s un nombre aleatori que serveix de llavor perque` cada objecte inicialitzi
els seus propis generadors de nombres, en cas de necessitar-los. D’aquesta
manera dues execucions de la mateixa simulacio´ produiran exactament el
mateix resultat (sempre que preparem el generador de nombres aleatoris del
model amb la mateixa llavor), satisfent el requeriment de repetibilitat. La
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Figura 6: Interf´ıcie del model de simulacio´.
plataforma de simulacio´ ofereix una classe abstracta, el AbstractSimulati-
onModel, d’un model amb totes les funcionalitats ba`siques. Els usuaris de
la plataforma han d’estendre aquest model per afegir-li els objectes de la
present simulacio´ i personalitzar-lo si e´s el cas.
7.2 Events
Com que realitza una simulacio´ basada en events discrets, la simulacio´ e´s
una sequ¨e`ncia d’events que succeeixen en temps de simulacio´ determinants i
que produeixen canvis d’estat en el sistema. En el simulador la classe event
e´s la que codifica aquests successos. Com podem veure en la figura 7, porten
associat l’instant de temps de simulacio´ en el que tenen lloc i l’objecte que
els ha originat.
Figura 7: Interf´ıcie event.
La creacio´ de nous events es porta a terme estenent i creant una jerarquia
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d’ aquests elements ba`sics (creant-ne subclasses). La creacio´ de noves classes
permet als receptors d’events identificar l’event per la seva classe i aix´ı poder
generar diferents reaccions per a diferents events.
A me´s a me´s dels camps ba`sics, els events poden contenir informacio´
addicional necessa`ria per a poder processar l’event i per a que pugui utilitzar-
se com a mecanisme entre components. Aix´ı per exemple podr´ıem tenir un
event generat per un component sensor que informes d’un objecte detectat
on a me´s a me´s dels camps ba`sics l’event hauria de contenir la posicio´ del
objecte: EventObjecteDetectat(t=10)(x=10,y=20).
Part de la feina de disseny del nucli del simulador sera` doncs definir
tots els tipus d’events o successos necessaris per a la gestio´ i control de la
simulacio´. En el diagrama 8 veiem el primer esglao´ de la jerarquia d’events
referents al nucli de simulacio´, tres interf´ıcies que s’utilitzen per a informar
de l’addicio´, modificacio´ i eliminacio´ dels elements de la simulacio´.
Figura 8: Diagrama d’events ba`sics de canvi d’estat.
Aquests events so´n de tipus informatiu de successos ocorreguts durant
l’execucio´ de la simulacio´. Aquest tipus d’events, com es pot veure en els
diagrames 7 i 8, nome´s disposen de la informacio´ referent a l’objecte en que`
s’originen i no tenen receptor. En la majoria de casos pero` especificar nome´s
l’origen no e´s suficient i e´s necessari especificar un receptor. Per exemple,
l’event EventApagarSensor(t=12) originat en un component Agent no te´
sentit si no en coneixem el destinatari.
Aquesta situacio´ es do´na amb tots els events que s’utilitzen com a me-
canisme de comunicacio´ entre components, donant lloc a un altre dels tipus
ba`sics d’event, el Missatge. Com que la informacio´ addicional referent al
destinatari nome´s sera` utilitzada pel planificador d’events, que sera` el que
realitzara` l’entrega del event, aquesta classe s’ha dissenyat mitjanc¸ant el
patro´ de disseny decorator, tal com es mostra en el diagrama 9. A me´s a
me´s de contenir destinatari, els missatges tenen la particularitat de poder-se
planificar en un punt de la simulacio´ i oirginar-se en un temps posterior. Per
tant en els missatges es pot especificar un temps de emissio´ i un temps de
simulacio´. De cara al simulador, el moment en que` s’ha eme`s no e´s rellevant
(no afecta la seva planificacio´ d’entrega), pero` per a l’usuari que inspeccioni
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una situacio´ sera` una dada molt u´til aix´ı que s’ha decidit afegir-la (getSend-
Time()).
Figura 9: Diagrama UML dels Missatges.
Disposem doncs dels events com a mecanisme de comunicacio´ entre
components, pero` ens falta definir la interf´ıcie que han de complir aquests
components per a declarar-se’n receptors. Tots els receptors d’events han
d’implementar la interf´ıcie SimulationListener amb me`tode simulationChan-
ged(SimulationEvent), que s’executara` per informar al objecte de la recepcio´
d’un event, passant aquest per para`metre (veure el diagrama 10).
Figura 10: Interf´ıcie per la recepcio´ d’events.
El problema e´s que si deixem als usuaris la implementacio´ d’aquest
me`tode, com que aquest no distingeix entre els diferents tipus d’events aquest
haurien de passar-lo per una cadena de crides del me`tode instaceof per
descobrir-ne el tipus i processar-lo adequadament.
Per a abstraure l’usuari d’aquests detalls, el me`tode simulationChanged-
(SimulationEvent) ja el proporciona la plataforma mentre que el que han
d’implementar els usuaris per a processar un event e´s la sobreca`rrega del
me`tode process(SimulationEvent) on SimulationEvent e´s del tipus del event
en concret. Per exemple, per definir el codi que gestionara` la recepcio´ de
dades en un component s’hi afegira` un me`tode process(DataReceivedEvent) i
per definir-ne la gestio´ de les mesures rebudes dels sensors process(Measure-
Event).
D’aquesta manera els desenvolupadors de components en la plataforma
poden definir els seus propis events i aquests seran integrats al sistema de
forma transparent. Si un component coneix el tipus espec´ıfic d’event el
tractara` com a tal, i si no e´s aix´ı realitzara` l’accio´ que tingui predefinida
per al seu supertipus, escalant en la jerarquia de tipus d’events fins arribar,
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com a ma`xim, a l’accio´ predefinida per un Event desconegut (normalment
enregistrar un av´ıs a l’arxiu de registre).
El problema e´s que la sobreca`rrega no es pot realitzar directament perque`
en Java aquesta es realitza nome´s en temps de compilacio´. Per exemple, en
Java la sortida d’executar el codi del llistat 1 no e´s DadesRebudes sino´
EventDesconegut.
Aixo` e´s degut a que l’enllac¸ entre la crida process de la l´ınia 14 i el
me`tode el realitza el compilador, per al qual e e´s del tipus Event, i nome´s
Event. D’aquesta manera, la crida queda enllac¸ada amb el me`tode pro-
cess(SimulationEvent) de la classe ComponentBase.
1 class ComponentBase implements SimulationEventListener {
2 public void process(SimulationEvent event) {




7 class Component extends ComponentBase {
8 public void process(DataReceivedEvent event) {
9 System.out.println (‘‘ Dades Rebudes’’);
10 }
11 public static void main(String []) {
12 ComponentBase c = new Component();





Listing 1: Exemple de sobreca`rrega de me`todes
Encara que no sigui nadiu, e´s possible implementar aquest comporta-
ment en java mitjanc¸ant l’u´s de Reflection. Aquesta API de la llibreria
esta`ndard que permet inspeccionar els me`todes i propietats de les classes,
instanciar-ne objectes i invocar me`todes en temps d’execucio´ a partir dels
seus identificadors. Aix´ı el me`tode simulationChanged(SimulationEvent),
que ja es do´na implementat per a tots els components susceptibles de ser
estesos pels usuaris de la plataforma, e´s el que implementa aquest Reflection.
7.3 Scheduler
L’Scheduler o planificador d’events e´s el component encarregat d’integrar
tots els events generats per la resta de components del simulador, decidir en
quin ordre s’entreguen i controlar el temps de simulacio´.
La primera funcionalitat que ofereix e´s el me`tode advance(), encarrega-
da d’avanc¸ar un pas de simulacio´. Un avanc¸ en la simulacio´ fa refere`ncia
al proce´s d’un event. L’event a processar en cada pas de simulacio´, e´s l’e-
vent amb menor temps de simulacio´ encara no processat. Si l’event no te´
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destinatari l’avanc¸ de la simulacio´ significara` simplement informar als com-
ponents de recollida de dades (Report, que veurem me´s endavant) del event
en qu¨estio´. Per als events amb destinatari (events del tipus Message) la ges-
tio´ e´s me´s complexa ja que abans s’ha de notificar al component destinatari
del missatge (sempre que aquest no estigui ocupat) i esperar a que aquest
processi l’event. Com que es tracta del component que controla l’avanc¸
de la simulacio´, l’scheduler s’encarrega tambe´ de mantenir el rellotge de la
simulacio´, que es pot consultar mitjanc¸ant el me`tode getSimulationTime().
Com veiem en el diagrama 11, els components disposen de tres me`todes
per a generar events: (1) addEvent(SimulationEvent) que genera un event
en l’actual instant de simulacio´, (2) addEvent(SimulationEvent, delay) que
genera un event per a executar-se al cap de delay nanosegons de simulacio´
i (3) addMessage( SimulationEvent, SimulationListener, delay) que genera
un event per un component en concret (amb destinatari) per executar-se al
cap de delay nanosegons de simulacio´.
Figura 11: Interf´ıcie del planificador de tasques.
Aquest planificador utilitza una estructura heap, que mante´ la llista d’e-
vents futurs ordenada segons dos factors: el temps de simulacio´ en que`
ocorren i, pels events simultanis, l’ordre en el que han arribat al planificador
(important aquest detall per al correcte funcionament dels processos d’ini-
cialitzacio´). L’avantatge d’utilitzar aquest heap enfront altres estructures
de dades e´s que presenta una complexitat O(log(n)) tant per a l’addicio´ de
nous events com per l’extraccio´ del segu¨ent a executar.
7.4 Field
Per realitzar simulacions necessitarem tambe´ un model de l’espai on in-
teraccionen els diferents elements f´ısics que hi participen. Aquests diferents
elements f´ısics so´n phenomena. El camp de simulacio´ o field e´s l’objecte
encarregat de realitzar aquesta funcio´, mitjanc¸ant la interf´ıcie mostrada en
el diagrama 12.
Els me`tode addPhenomenon serveix per afegir elements al camp i aix´ı
puguin ser observats mentre el removePhenomenon s’utiliza per eliminar-los
quan desapareixen. A me´s de portar el control dels feno`mens actius, tambe´
sera` tasca del camp informar de la seva aparicio´ i desaparicio´ mitjanc¸ant els
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Figura 12: Interf´ıcie del camp de simulacio´.
events PhenomenonAddedEvent i l’ana`leg PhenomenonRemovedEvent.
De Phenomena en podem distingir de dos tipus: els feno`mens que so´n
agents i els que no. Els agents so´n modelats tambe´ com a feno`mens perque`
tenen una prese`ncia f´ısica al mo´n i tambe´ han de ser definits com objectes
f´ısics del camp (tambe´ poden ser detectats). Els agents so´n un fenomen
particular ja que: poden contenir sensors que els permeten rebre observaci-
ons d’altres feno`mens del camp i poden contenir actuadors que els permet
introduir nous feno`mens o modificar feno`mens del camp.
Com que es tracta de l’u´nic element del sistema que coneix tots els
feno`mens actius, el camp ha d’actuar com a enllac¸ i filtre perque` els sensors
dels agents puguin detectar aquests feno`mens. Degut a l’existe`ncia de dos ti-
pus de sensors de diferent naturalesa (exposats en la seccio´ 7.6.1), existeixen
dues maneres forc¸a diferents de consultar aquesta informacio´:
1. Mitjanc¸ant el me`tode sensePhenomena(), que retorna una llista de
tots els feno`mens actius que e´s capac¸ de detectar el sensor.
2. A trave´s dels me`todes addNewPhenomenaListener() i removeNewP-
henomenaListener(), que permeten subscriure un sensor perque` sigui
avisat cada vegada que s’afegeixi un fenomen d’un tipus determinat al
camp i des-subscriure’l perque` deixi de rebre aquestes notificacions.
Figura 13: Events de notificacio´ d’aparacio´/desaparicio´ de feno`mens.
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7.5 Fenomen
Els feno`mens so´n tots aquells successos susceptibles de ser observats dins la
simulacio´, incloent als propis agents. So´n doncs els components amb major
depende`ncia del domini que s’estigui simulant, ja que poden representar des
d’un objecte mo`bil fins a la temperatura en una habitacio´. La interf´ıcie del
component Phenomenon (diagrama 14 e´s doncs molt ba`sica i cobreix nome´s
dues funcionalitats: (1) la capacitat de desapare`ixer de la simulacio´ perque`
el succe´s ha deixat de ser actiu, representada amb el me`tode die() i (2) la
possibilitat de decidir si un sensor pot detectar-lo o no.
Figura 14: Diagrama de la interf´ıcie Phenomenon.
7.6 Agent
Els sistemes multi-agent modelen els nodes d’una xarxa de sensors com a
agents auto`noms. Per tant i com que l’objectiu de la plataforma e´s proporci-
onar un simulador de sistemes multi-agents per a xarxes de sensor s’haura` de
definir el component agent (component que modelara` cada node de la xarxa).
L’agent e´s un component d’alt nivell format alhora per altres components:
la CPU, la font d’energia, sensors, actuadors i interf´ıcies de comunicacio´.
En concret l’objecte agent el que implementa e´s la component CPU i
implementa tots els processos de proce´s d’informacio´ i presa de decisions
del agent. La major part de la interf´ıcie exposada per aquest component
(diagrama 15) so´n me`todes que permeten gestionar els diversos components
que composen l’agent. Igual que feia el field amb els feno`mens, l’agent haura`
d’informar la resta de la simulacio´ dels elements que se li afegeixin o eliminin
mitjanc¸ant els events mostrats en la figura 16.
L’agent disposa tambe´ de les funcionalitats propies d’un fenomen donat
que representa una entitat f´ısica amb la qual la resta d’elements del sistema
podria interactuar. Com a feno`mens als agents se’ls obliga a definir la seva
ubicacio´ dins el camp de simulacio´ (una propietat que no ha de ser especi-
ficada per a tots els feno`mens) que es pot consultar mitjanc¸ant el me`tode
getLocation().
L’scheduler processa els events sequ¨encialment esperant per a processar
el segu¨ent event a que el destinatari acabi de processar l’event actual. Si no
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Figura 15: Diagrama de la interf´ıcie Agent.
Figura 16: Events de notificacio´ d’addicio´/eliminacio´ de sensors i actuadors.
es porta un control del temps que cada agent dedica al proce´s d’un event, la
percepcio´ sera` que els ca`lculs realitzats pels agents so´n instantanis (comen-
cen i acaben en el mateix instant de simulacio´ de l’event). Per evitar-ho, l’a-
gent retorna el temps de proce´s cada event un cop aquest ha estat processat.
En la implementacio´ ba`sica d’agent aportada pel simulador aquest temps es
calcula com el temps CPU real. El me`tode de la interf´ıcie lastWorkingTi-
me() e´s l’encarregat de retirar a quin instant de simulacio´ s’ha este`s l’u´ltim
event processat per l’agent. D’aquesta manera s’ofereix la funcionalitat me´s
comu´ pero` es permet modificar el comportament en qualsevol agent espec´ıfic
simplement sobreescribint el me`tode lastWorkingTime(). Per exemple, fent
que sempre retorne´s sempre 0 es simularia la capacitat de realitzar qualsevol
ca`lcul de forma instanta`nia. D’aquesta manera, l’scheduler pot consultar la
disponibilitat d’un agent abans d’entregar-li un event i retrassar-ne l’entre-
ga si el troba ocupat. A continuacio´, el segu¨ent pseudoalgorisme mostra el
ca`lcul del event rebut:
1 public void simulationChanged(Event e) {
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2 long startTime = SystemTimeInNanoseconds();
3 this.process(e);
4 long endTime = SystemTimeInNanoseconds();
5 this.lastWorkingTime = (endTime − startTime) ∗ scaleFactor;
6 }




Com ja s’ha comentat, els sensors so´n els components que permeten als
agents percebre senyals o est´ımuls del mo´n (representats en aquesta plata-
forma com a feno`mens). El primer que es necessita doncs e´s una manera de
definir les capacitats receptives de cadascun d’aquests sensors, definicio´ que
formalitzarem amb un Filtre. La tasca del filtre e´s decidir, donat un feno-
men determinat, si el sensor al que representa en pot obtenir observacions
o no.
Figura 17: Interf´ıcies Sensor i Filtre.
Pel que fa a l’accio´ de percebre s’ha de distingir entre dos tipus diferents
de sensors (diagrama 18):
1. Discrets (deriven del component base AbstractDiscreteSensor): Aquest
tipus de sensors prenen mesures cada cert interval de temps o quan
reben l’ordre expl´ıcita de fer-ho. Es modelen utilitzant un event dirigit
al sensor (SenseEvent()) que fa de disparador. El me`tode que processa
aquest event ve implementat per la plataforma en el component base
(AbstractDiscreteSensor) i executa un me`tode del field (Field::sense-
Phenomena(DiscreteSensor)) que retorna tots els feno`mens actius ob-
servables pel sensor (els no observables so´n filtrats pel field utilitzant
el filtre del sensor). Finalment, el me`tode proce´s del event crida al
me`tode sense(Phenomena) del mateix sensor passant-li els feno`mens
d’intere`s.
2. Continus (deriven del component base AbstractContinuousSensor):
L’altre tipus de sensors so´n aquells que reben lectures de forma cont´ınua
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o a intervals extremadament curts, per als quals no podem progra-
mar un event que faci de disparador ja que haur´ıem d’estar pro-
gramant events cont´ınuament sobre temps continu. Per aixo` el que
fa el component base dels sensors continu (AbstractContinuousSen-
sor) e´s subscriure’s al camp de simulacio´ per observar un classe de
feno`mens (SimulationPhenomenaClass) mitjanc¸ant la crida al me`tode
Field::addNewPhenomenaListener. A partir d’aquell moment, cada
vegada que s’afegeixi un nou fenomen d’aquesta classe a la simulacio´,
el camp comprovara` si aquest sensor l’hauria de percebre (mitjanc¸ant
el filtre del sensor) i el notificara` cridant-li el me`tode phenomenonAd-
ded(Phenomenon) en cas afirmatiu.
Figura 18: Tipus de sensors.
Un cop realitzada la deteccio´, els sensors disposen d’acce´s a tota la in-
formacio´ encapsulada en els me`todes pu´blics dels feno`mens capturats. El
me`tode Sense(Phenomena), en sensors discrets, i el me`tode phenomenonAd-
ded(Phenomenon), en continus, so´n els encarregats d’implementar quines
observacions el sensor obte´ a partir dels feno`mens segons les caracter´ıstiques
del sensor que s’esta` simulant i remetre aquestes mesures al agent. Com que
aquest proce´s e´s totalment depenent de l’aplicacio´ que s’estigui simulant la
plataforma deixa la implementacio´ d’aquests dos me`todes al usuaris.
Per exemple, un radar detector d’objectes (sensor discret): (1) obtindria
els diferents feno`mens que passin el seu filtre cada senseInterval temps, (2)
els hi demanaria la posicio´, (3) calcularia els valors de frequ¨e`ncia i amplitud
(afegint-hi un error) que hauria rebut realment el radar i, finalment, (4)
transmetria aquests valors a l’agent utilitzant un event de mesura (diagrama
19).
7.6.2 Actuador
L’altre tipus d’elements de que` disposen els nodes de xarxa so´n els actua-
dors, dispositius capac¸os d’introduir nous feno`mens a la simulacio´ o afectar
els existents. L’operativa d’aquest component ba`sic e´s me´s senzilla que la
dels sensors, ja que tots ells funcionen de forma discreta, e´s a dir, nome´s
actuen de forma perio`dica o com a consequ¨e`ncia d’una comanda de l’agent
que els controla. L’ordre d’actuar es do´na mitjanc¸ant un event del tipus
ActuateEvent, que enviara` el propi actuador (si e´s perio`dic) o l’agent que
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Figura 19: Tractament de les mesures.
el controli. L’event, a me´s a me´s, pot contenir qualsevol altra informacio´
convenient per precisar l’accio´.
Per facilitar la implementacio´, el component base AbstractActuator im-
plementa el me`tode que processa els events de tipus ActuateEvent gestionant
l’addicio´ dels nous feno`mens al camp. L’u´nic que ha d’implementar l’usuari
e´s el me`tode actuate() que retorna la llista de feno`mens a introdu¨ır al camp
per efecte de l’accio´ del sensor.
7.6.3 ComponentFactory
En moltes simulacions sera` necessari disposar d’algun component que s’en-
carregui de generar nous elements durant el seu curs. Habitualment es trac-
tara` de feno`mens o agents. Per exemple, el desplegament t´ıpic en xarxes
que es troben en ha`bitats inho`spits o inacessibles es realitza generalment en
diverses fases ja que hi ha una part dels nodes de la xarxa que despre´s d’un
cert temps esdevindran inactius (per bateria esgotada, reparacio´ o simple-
ment desapareixeran per accio´ d’algun fenomen del entorn). S’ha preparat el
component base ComponentFactory (diagrama 20) destinat a oferir aquesta
funcionalitat, pero` no exposa cap me`tode ja que tota la seva operativa depe`n
del domini que s’estigui simulant.
Figura 20: Factoria de components.
7.6.4 Report
Perque` les simulacions siguin d’alguna utilitat, la plataforma ha de permetre
recollir-ne els resultats i analitzar-los per extreure’n conclusions. Aprofitant
que tota la informacio´ del que ha succe¨ıt en la simulacio´ passa per l’scheduler
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en forma d’events, en tindrem prou amb transmetre’n una copia a un compo-
nent que enregistri, analitzi o mostri aquesta informacio´: el report o informe
de la simulacio´. En el diagrama 21 es mostra la interf´ıcie exposada per
aquest component i la implementacio´ ba`sica AbstractReport oferta per la
plataforma. Aquesta implementacio´ inclou la utilitzacio´ d’un thread propi
per evitar bloquejar el simulador amb les tasques d’ana`lisi.
Figura 21: Informes de la simulacio´.
En certes situacions resultara` interessant repartir aquesta feina d’ana`lisi
entre diferents informes per facilitar-ne el desenvolupament, augmentar la
reusabilitat, activar o desactivar informes independentment uns dels altres,
etc. Per no complicar el planificador s’entrega tambe´ amb la plataforma un
informe MultipleReport que aporta aquesta funcionalitat utilitzant un patro´
composite: mante´ una llista de diversos informes i entrega una re`plica de
tots els events rebuts a cadascun d’ells.
7.7 Model d’energia
En les xarxes de sensors el control del consum d’energia dels seus components
es presenta com un punt clau i, per tant, s’ha tindre en compte en el seu
modelat. En la majoria de les xarxes de sensors, els nodes disposen d’una
font d’energia limitada (una pila o bateria). Per tant l’objectiu d’una xarxa
de sensors no e´s tan sols realitzar la seva tasca sino´ fer-ho minimitzant
l’energia consumida o maximitzant el temps de vida de la xarxa.
Per a incorporar el model d’energia en el simulador s’ha proporcionat un
nou component per l’agent (la bateria), s’ha modificat la resta de compo-
nents per modelar el seu consum energe`tic i s’han modificat el planificador i
el camp perque` abans de fer una crida a algun component facin la compro-
vacio´ de s´ı a aquest encara li resta encara energia.
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7.7.1 Bateria
El primer pas en aquesta direccio´ passa per la introduccio´ d’un nou com-
ponent base: la bateria. Aquest component s’encarrega de modelar la font
d’energia que utilitza el node, portant control sobre l’energia disponible i
entregant-la quan els components ho requereixin. La interf´ıcie exposada per
complir aquests requeriments es mostra en el diagrama 22 i s’explica per si
mateixa.
Figura 22: Interf´ıcie bateria.
Amb la plataforma de simulacio´ s’aporten dos models de bateria llestos
per ser utilitzats:
1. DefaultBattery : una bateria senzilla amb certa ca`rrega inicial que es
decrementa en proporcio´ directa al consum dels elements que alimenta.
2. InfiniteBattery : una “bateria” infinita que s’utilitzara` per modelar
nodes de la xarxa que estiguin connectats a algun tipus de font d’ali-
mentacio´ externa inesgotable.
Actualment, aquests so´n els dos u´nics models de bateria que es propor-
cionen en la plataforma. En un futur n’esta` planificada la implementacio´
d’altres me´s realistes i variats on la desca`rrega var¨ıi segons segons el temps
de vida, la ca`rrega actual, les condicions ambientals, etc. o amb possibilitat
de ser recarregades (bateries solars).
7.8 Modelat del consum energe`tic dels components
Els components als quals hem de proporcionar me`todes per a modelar el seu
consum energe`tic so´n els que formen el component agent: cpu, sensors i ac-
tuadors. La necessitat de disposar d’energia per poder realitzar la seva tasca
s’expressa formalment implementant la interf´ıcie EnergyConsumer (diagra-
ma 25). El me`tode hasEnergy() d’aquesta interf´ıcie serveix per a comprovar
si el component disposa o no d’energia. La simulacio´ del consum energe`tic
e´s la part me´s complexa de la gestio´ d’energia ja que en molts casos e´s un
proce´s continu i a me´s a me´s depe`n del tipus de component:
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• Per als actuadors el model e´s forc¸a senzill donat que nome´s necessi-
ten energia en el moment d’actuar i sempre ho fan en temps discrets.
L’u´nic que han de fer e´s consumir certa quantitat d’energia (normal-
ment fixada en la inicialitzacio´ pero` tambe´ podria variar amb el temps)
just abans d’actuar, o evitar fer-ho si la bateria no els ha pogut facilitar
l’energia necessa`ria.
• Els sensors presenten un major problema, ja que consumeixen energia
pel sol fet d’estar actius pero` no necessiten generar cap event mentre
no detectin cap fenomen. Com que la bateria e´s compartida, s’ha
d’anar restant el consum dels sensors durant l’avanc¸ de la simulacio´
,no tan sols quan aquests prenen mesures, ja que sino´ es permetria als
altres components lligats a la mateixa bateria consumir energia quan
aquesta ja hauria quedat exhaurida pel sensor. Per solucionar aquest
dilema es discretitza el consum dels sensors, e´s a dir, consumeixen
energia cada cert interval de temps en que estan operatius.
• El consum dels agents varia en funcio´ de la utilitzacio´ que facin del
seu processador. Es tracta doncs de dividir el consum de l’agent en
intervals d’espera (standBy) i activitat(working), aplicant el consum
corresponent a l’interval en canviar entre aquests estats. Com que el
control d’aquests canvis d’estat ja esta implementat per determinar
la ocupacio´ de l’agent (explicada en la seccio´ 7.6), n’hi ha prou amb
consumir certa quantitat d’energia proporcional al temps de l’u´ltim
interval just abans de fer el canvi. En el diagrama 23 veiem la funci-
onalitat destinada a aquest tractament que s’ha afegit al component
base agent de la plataforma.
Figura 23: Me`todes de control del consum per als agents.
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Com que els sensors i actuadors consumeixen energia del node, l’agent
controlador de cada node ha de poder apagar-los, e´s a dir, desconnectar-los
de la bateria perque` deixin de consumir quan no so´n necessaris. Entre els
me`todes del component base agent s’hi troben les utilitats powerOnSensor,
powerOffSensor, powerOnActuator i powerOff que serveixen a aquest ob-
jectiu encenent o apagant el sensor o actuador indicat. En realitat, el que
fan aquests me`todes e´s enviar uns events especials (figura 24) a la bateria
que reacciona connectant-se o desconnectant-se d’ells mitjanc¸ant la funcio´
setBattery() del sensor o actuador corresponent. Un cop desconnectats de la
bateria l’scheduler descartara` tots els events destinats a aquests components
ja que la comprovacio´ d’energia d’aquests (hasEnergy()) indicara` que estan
inoperatius.
Figura 24: Events d’ence`s i apagat.
Finalment, s’han de modificar l’scheduler i el camp perque` no realitzin
cap crida als components que no disposin de bateria.
El scheduler comprovara` abans de notificar l’entrega d’un event a un
component si aquest te´ o no energia per a processar-lo (mitjanc¸ant una
crida al me`tode hasEnergy() del component). Si el component no te´ energia
aquest event es descartara`.
1 if ((! source instanceof EnergyConsumer) || source.hasEnergy()) {
2 source.simulationChanged(event);
3 }
El mateix proce´s e´s realitzat pel camp quan ha de notificar als sensors
continus que s’ha afegit un nou fenomen.
7.9 Model de comunicacions
El model de comunicacions e´s la part de la plataforma encarregada de simu-
lar i gestionar la comunicacio´ entre els agents. La comunicacio´ entre agents
consisteix en la transmissio´ (acte d’enviar) de paquets (unitat d’encapsu-
lament) de dades (informacio´). No s’ha de confondre la transmissio´ entre
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Figura 25: Interf´ıcie pels components que necessiten energia.
agents amb l’enviament de missatges d’events entre components explicat en
la seccio´ 7.2.
S’introdueix aix´ı la interf´ıcie Data (diagrama 26) que implementaran
totes les classes que contenen informacio´ transmissible i la classe DataPacket,
que encapsula aquesta informacio´ afegint-li dades de control. El fet que els
paquets de dades siguin considerats dades en si mateixos ens permet crear
diferents capes de xarxa.
Figura 26: Interf´ıcie Data i classe DataPacket.
El model de comunicacio´ s’ha implementat utilitzant els components
base definits en el simulador, sense haver-lo hagut de modificar. Els agents
es comuniquen generant un tipus especial de feno`mens mitjanc¸ant actuadors
i percebent-los utilitzant sensors.
Com que no existeix cap protocol de xarxa dominant per a les xarxes de
sensors, el nucli de la plataforma mante´ el ma`xim nivell d’abstraccio´ possible
definint tant sols les tres interf´ıcies ba`siques mostrades en el diagrama 27:
1. Transmitter e´s una especialitzacio´ d’actuador que disposa de la capaci-
tat de transmetre dades (objectes de tipus Data). Aquesta transmissio´
es realitzara` generant feno`mens d’un tipus espec´ıfic que es correspon-
gui amb el medi f´ısic utilitzat com per exemple ElectricalImpulse o
RadioWave.
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2. Receiver so´n els sensors destinats a rebre aquestes transmissions, que
sempre seran continus degut a que els feno`mens que transporten les
dades es propaguen a una velocitat molt superior a la resta d’elements
que participen en la simulacio´.
3. NetworkInterface representa una interf´ıcie de xarxa en s´ı, normalment
composta per un receptor i un transmissor als quals fa de fac¸ana. La
seva funcio´ e´s alliberar a l’agent de les tasques de gestio´ d’aquests
transmissors i receptors, amb un benefici addicional: la possibilitat de
canviar el tipus d’interf´ıcie utilitzada sense modificar una sola l´ınea
del codi de l’agent.
Figura 27: Interf´ıcies per a la comunicacio´.
7.9.1 Wireless package
Com que la majoria d’aquestes xarxes utilitzen ra`dio-transmissors per a
comunicar-se, la plataforma proporciona un paquet (package) destinat al
modelat d’aquest tipus de comunicacions.
Existeixen multitud de models per simular les comunicacions per radio,
cadascun millor que els altres en certes situacions espec´ıfiques. El wireless
package defineix primer els elements d’aquests models en la seva forma me´s
senzilla:
• WirelessWave
E´s un fenomen que representa les ones de ra`dio portadores dels paquets
de dades i defineix les propietats ba`siques de que constara` qualsevol




E´s qualsevol transmissor capac¸ de generar ones de ra`dio. Per facilitar-
ne la tasca implementa el me`tode gestor de l’event d’actuar i delega
nome´s la creacio´ de l’ona concreta (generateWave(ActuateEvent)) al
transmissor espec´ıfic.
• WirelessReceiver
Representa els sensors destinats a rebre les ones de ra`dio. Defineix un
filtre que accepta els feno`mens WirelessWave sempre que arribin amb
major pote`ncia que el llindar del receptor.
Partint d’aquesta base e´s possible implementar qualsevol model de co-
municacio´ per ra`dio. En el mateix package s’inclouen els dos models que
s’exposen a continuacio´.
Model radial El radial e´s el model me´s simple dels dos. Suposa que
les ones s’expandeixen circularment a partir del seu punt d’origen sense
pertorbacions que les afectin. L’abast de la ona e´s doncs una circumfere`ncia
centrada en el punt d’emissio´ i limitada per la dista`ncia ma`xima a reco´rrer:
el radi. Qualsevol receptor que es trobi a menys d’aquesta dista`ncia sera`
capac¸ de captar la ona i obtenir les dades que transporta.
Model de propagacio´ en l’espai lliure El model de propagacio´ en l’es-
pai lliure e´s una aproximacio´ me´s realista ja que te´ en compte les carac-
ter´ıstiques del transmissor i el receptor. E´s va`lid aplicar-lo per modelar les
comunicacions de ra`dio on el l’emissor i el receptor disposen de l´ınia de visio´
directa.
En l’espai lliure, la pote`ncia irradiada per una antena isotro`pica ideal
s’expandeix uniformement i sense pe`rdua per la superf´ıcie d’una esfera en-
voltant l’antena. L’a`rea d’una esfera de radi r e´s 4 · pi · r2. La pote`ncia per
unitat d’a`rea w (en w/m2) a distancia d d’un transmissor amb pote`ncia Pt
i guany Gt e´s doncs:
w =
Pt ·Gt
4 · pi · d2
La pote`ncia rebuda Pr per una antena receptora amb guany Gr e´s:
Pr =
Pt ·Gt
4 · pi · d2 ·A = (
λ
4 · pi · d2 )
2 ·Gr · Pt ·Gt
on A e´s l’a`rea efectiva o obertura de l’antena receptora i λ = c/fp la
longitud d’ona, que e´s igual a la velocitat de la llum c entre la frequ¨e`ncia de
la senyal portadora (fp).
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7.10 Interf´ıcie gra`fica
Junt amb la plataforma de simulacio´ s’ofereix un report (seccio´ 7.6.4) gra`fic i
interactiu que permet l’agregacio´ i classificacio´ de les dades resultants de les
simulacions. S’implementa com a informe enlloc d’integrar-lo en el motor de
simulacio´ perque` d’aquesta manera resta totalment desacoblat, convertint-
se en un component opcional, amb cicle de desenvolupament propi i que es
pot activar o desactivar fa`cilment. Permet aix´ı que l’usuari utilitzi aquesta
interf´ıcie per analitzar profundament la simulacio´ o realitzar demostracions
i la desactivi quan vulgui obtenir els resultats me´s ra`pidament o vulgui
executar diverses simulacions en batch.
7.10.1 Visor de la simulacio´
En la imatge 28 es mostra una captura del visor de la simulacio´, consisteix
en una finestra dividida en tres seccions: (1) una capc¸alera on es situen els
botons de control i s’informa de l’instant de simulacio´ mostrat, (2) un espai
lateral per facilitar l’acce´s als elements de la simulacio´ i mostrar-ne les seves
propietats i (3) l’espai central on es mostrara` la informacio´ me´s detallada.
Figura 28: Visor de la simulacio´.
A la figura 29 s’exposa el diagrama de classes general d’aquest visor.
Com tots els informes de simulacio´, el visor incorpora un thread propi on
executar les seves tasques sense bloquejar el motor de simulacio´. Manipu-
lant l’execucio´ d’aquest fil es crea l’efecte d’estar controlant l’execucio´ de
la simulacio´ tot i que en realitat nome´s s’esta` afectant a la presentacio´ dels
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resultats. Les accions Play, Pause i Step (utilitzades per els botons de la
capc¸alera) s’aprofiten d’aquest fet per oferir aquest control a l’usuari.
Figura 29: Diagrama de classes del visor.
Aquesta infraestructura es suportara` utilitzant una arquitectura de Model-
Vista-Controlador (MVC ), que es basa en la separacio´ clara del model que
conte´ la informacio´ i les diferents formes de presentar-la.
7.10.2 Model del visor
El model del visor mostrat en el diagrama 30 e´s una petita estructura de
classes dissenyada per mantenir una re`plica de la informacio´ (i nome´s de la
informacio´) continguda a la simulacio´ en un instant determinat. Es constru-
eix utilitzant u´nicament els events que arriben al visor i per tant no mante´
cap lligam amb el motor de simulacio´.
Al contrari que el model del nucli de simulacio´, el del visor no esta` pensat
perque` l’usuari l’estengui. Com que u´nicament ha d’emmagatzemar dades
resulta molt me´s senzill ja que nome´s ha de modelar les relacions entre
els components base i utilitzar taules indexades clau-valor (Hashtables) per
emmagatzemar les propietats o l’estat del component.
7.10.3 Vistes
Existeixen infinitat de maneres de mostrar les dades del model, cadascuna
d’elles millor que les altres per a algun propo`sit espec´ıfic. Les vistes repre-
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Figura 30: Diagrama de classes del model del visor.
senten aquestes agrupacions i classificacions que ofereixen a l’usuari diferents
perspectives de la simulacio´ per a diferents necessitats d’ana`lisi.
Vista d’arbre La primera de les vistes que ofereix el visor (diagrama 31)
presenta un arbre expansible format de tots els components que intervenen
en la simulacio´, junt amb les seves propietats. S’utilitza un arbre (Jtree)
enlloc d’una llista perque` permet agrupar els components segons el seu tipus
i representar acuradament la relacio´ jera`rquica existent entre ells (Field→
Agent→ Sensor).
Figura 31: Vista d’arbre.
El major potencial d’aquesta vista resideix en la facilitat de localitzar un
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element concret entre tots els de la simulacio´ i visualitzar-ne l’estat actual
o monitoritzar la seva evolucio´.
Vista d’events La vista d’events divideix el seu espai de visualitzacio´
en dues a`rees o sub-vistes. La primera d’elles mostra una taula que conte´
els darrers maxEvents (veure diagrama 32(a)) events produ¨ıts pel motor de
simulacio´. De cadascun d’ells en mostra l’instant de temps en que` s’ha donat,
el component on s’ha generat i una representacio´ en forma de cadena. En
seleccionar un event de la taula, la segona sub-vista mostrara` la descripcio´
complerta de l’event en qu¨estio´.
(a) SimulationEventTableView. (b) Screenshot de la vista.
Actualment aquesta vista resulta de gran utilitat per determinar l’ordre
en el que es generen els events i els seus detalls. En un futur esta` prevista
la possibilitat de filtrar els events per mostrar nome´s aquells que afecten a
un element concret, ajudant a determinar el seguit de successos que l’han
portat a l’estat actual mostrat en la vista d’arbre.
Vista del camp de simulacio´ La vista del camp de simulacio´ es repre-
senta l’espai f´ısic on succeeix la simulacio´, la ubicacio´ dels diferents elements
i algunes de les seves propietats en forma gra`fica.
Per representar gra`ficament una simulacio´ concreta e´s necessari que l’u-
suari especifiqui com s’han de dibuixar els components i les seves propietats
me´s significatives. Aquesta descripcio´ es fa mitjanc¸ant una factoria Map-
ComponentFactory que crea un objecte de tipus MapComponent per a cada
element de la simulacio´. En el diagrama 32 es pot veure que aquests objec-
tes han d’implementar el me`tode paintComponent(Graphics2d), l’encarregat
final de dibuixar el component. Combinant els diferents dibuixos de tots ells
es formara` la vista del camp de la simulacio´.
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Figura 32: Diagrama de classes de la vista del camp.
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8 Insta`ncies i exemples implementats
E´s imprescindible disposar d’algun exemple de simulacio´ per a validar el
funcionament de la plataforma, realitzar-ne demostracions i oferir exemples
d’utilitzacio´ als usuaris.
8.1 MiniSim
El primer dels exemples implementats ha servit com a eina de validacio´
durant el desenvolupament de l’entorn de simulacio´. Utilitza tots els com-
ponents ba`sics que ofereix la plataforma pero` utilitzant-ne el mı´nim nombre
possible per facilitar la comprovacio´ dels resultats.
Presenta un objecte mo`bil que avanc¸a a velocitat constant en una tra-
jecto`ria rectil´ınia i dos agents amb radars d’abast limitat per intenten detectar-
lo. En aquesta prova l’objecte nome´s passara` prou aprop d’un dels dos ra-
dars com per ser detectat i l’agent corresponent notificara` a l’altre en fer-ho.
En la captura de la figura 33 els agents es representen amb un punt blau i
l’objecte mo`bil amb un de vermell.
Figura 33: Simulacio´ d’exemple MiniSim.
Aquesta simulacio´ s’utilitza tambe´ com a cas de prova (test case) d’in-
tegracio´, aprofitant que qualsevol modificacio´ de la plataforma no n’hauria
d’alterar la seva execucio´. Es comprova el correcte funcionament del si-
mulador comparant el resultat d’executar aquest exemple amb un registre
complert i validat de la sortida esperada. Automatitzant aquest proce´s ob-
tenim un cas de prova que fallara` si existeix alguna difere`ncia de resultats,
indicant que alguna modificacio´ ha alterat el comportament del simulador.
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Implementacio´
El primer dels components requerit per qualsevol simulacio´ e´s el model. Es-
tenent la classe AbstractSimulationModel se n’obte´ un que incorpora accions
predefinides per a totes les funcionalitats, excepte dos me`todes que ens obliga
a implementar: (1) el buildAgents() creara` els dos agents d’aquest exemple
i (2) el buildComponentFactories() que creara` les factories de components.
El segu¨ent pas e´s crear una nova classe estenent-la DefaultSimulatio-
nAgent per modelar els agents. En el me`tode setup(long) (construccio´ de
l’agent) se li afegeixen el radar i la interf´ıcie de xarxa que utilitzara`, en
aquest cas la RadialNetworkInterface explicada en la seccio´ 7.9.1. Sobre-
escribint el me`tode init() es configura l’estat inicial, el consum d’energia i
s’encenen tots els sensors/actuadors perque` per defecte estan apagats i no
podrien intervenir. Finalment s’ha de determinar a quins events han de
reaccionar i implementar els me`todes process corresponents:
• process(MeasureEvent), enviat per el radar de l’agent en detectar un
objecte. L’agent extreura` les dades de la mesura i les enviara` en bro-
adcast a trave´s de la seva interf´ıcie de xarxa.
• process(DataReceivedEvent) que es cridara` en rebre la notificacio´ de
deteccio´ enviada per l’altre agent i mostrara` un missatge a la consola.
El radar e´s un sensor discret i per tant s’utilitza la classe DefaultDiscre-
teSensor com a base per modelar-lo. Aquesta classe obliga a implementar el
me`tode sense(List) que rep per para`metre una llista dels objectes detectats i
en aquest cas n’extreura` la posicio´ i la remetra` a l’agent en forma de mesura.
La capacitat sensitiva es defineix creant una nova classe SensorFilter amb
el me`tode accept(Phenomenon) que nome´s retornara` true si el fenomen en
qu¨estio´ e´s un objecte mo`bil i cau dins el cercle de deteccio´ determinat per
la propietat sensingRadius.
Es podria afegir l’objecte mo`bil directament des del model pero` com que
la finalitat d’aquesta simulacio´ e´s provar tots els components s’implemen-
tara` una factoria per fer-ho. Estenent la classe DefaultComponentFactory
nome´s hem de sobreescriure el me`tode init() perque` crei l’objecte i l’afe-
geixi a la simulacio´. Aquesta factoria es creara` i activara` des del me`tode
buildComponentFactories del model.
L’u´ltim dels components que d’aquesta simulacio´ e´s l’objecte mo`bil, el
seu u´nic fenomen. S’implementara` a partir de la classe DefaultPhenomenon,
afegint-li un model de mobilitat. Es prepara un nou event UpdateObjectE-
vent perque` es produeixi cada updateInterval nanosegons i s’implementa el
me`tode process(UpdateObjectEvent) perque` actualitzi la posicio´ de l’objecte.
Amb aixo` es disposa ja d’un model totalment funcional que es pot exe-
cutar i visualitzar-ne la simulacio´ inclu´s amb l’entorn gra`fic, excepte per un
petit detall: l’objecte mo`bil no apareix en el camp de simulacio´. Els agents
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apareixen directament perque` sempre tenen posicio´ dins el camp pero` els
feno`mens no i per tant la plataforma no pot assumir que siguin dibuixables.
La sol.lucio´ passa per crear una factoria de components, estenent la classe
DefaultMapComponentFactory i sobreescrivint-ne el me`tode buildMapCom-
ponent perque` retorni un nou objecte DefaultPhenomenonMapComponent
quan el component a pintar sigui un objecte mo`bil. En la figura 34 es mostra
el diagrama complert de totes les classes que intervenen en aquesta simulacio´
d’exemple i com es relacionen entre elles.
Figura 34: Diagrama de classes de l’exemple MiniSim.
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8.2 Coverage Problem
El segon exemple s’enfoca a l’estudi d’un problema ben definit en la litera-
tura: la cobertura d’una a`rea considerant el consum d’energia [18], aplicat
al problema de deteccio´ de focs. S’han modelat tots els elements que inter-
venen en aquest domini, les seves funcionalitats i el dinamisme tant en la
xarxa de sensors com en el camp. Els algorismes dels agents per optimitzar
el consum d’energia o maximitzar el temps de vida de la xarxa queden fora
de l’abast d’aquest projecte i per tant no s’han implementat. En la figura
35 es presenta una captura de pantalla de la simulacio´ resultant.
Figura 35: Simulacio´ d’exemple CoverageProblem.
Els passos seguits per a la implementacio´ d’aquest exemple so´n molt
similars als de l’exemple anterior. En aquesta ocasio´ pero` s’han complicat
alguns dels components utilitzats. A continuacio´ es presenta una relacio´ de
quins so´n, la funcio´ que realitzen i com s’han implementat.
Model. Estenent del model base, s’implementen els me`todes de creacio´
dels agents inicials (buildAgents) i les factories de components (BuildCom-
ponentFactories). El problema indica que la posicio´ inicial dels agents ha
de ser aleatoria. Aquest requisit es satisfa` utilitzant un dels distribuidors
f´ısics que integra la plataforma: RandomDistribution. La classe rep com
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a para`metres l’a`rea en la que ha de distribuir un conjunt de feno`mens o
agents i el tipus d’aquests, procedint a repartir-los aleatoriament. E´s millor
fer servir una distribucio´ enlloc de posicionar cada agent al.leato`riament ja
que d’aquesta manera si canvie´s el requisit nome´s s’hauria de modificar la
distribucio´ utilitzada.
Fenomen foc. Els incendis es representen mitjanc¸ant feno`mens foc, que
no necessiten cap funcio´ especial excepte la seva extincio´. En la inicialitzacio´,
el fenomen s’envia un event FireExtinctionEvent a si mateix amb un retard
d’entre 1 i 5 segons. En rebre’l, ell mateix s’elimina de la simulacio´.
Factoria de focs. Com que els incendis so´n temporals, necessitem un
actor que s’encarregui de crear-ne de nous durant la simulacio´. La FirePhe-
nomenonFactory realitza aquesta tasca, afegint n focs cada interval segons.
Agent de cobertura. Els agents de cobertura representen els nodes de
la xarxa de sensors. S’encarreguen de decidir la configuracio´ adient per al seu
sensor de cobertura i de la comunicacio´ amb els altres agents. L’algorisme
per optimitzar aquestes decisions i configuracio´ no esta` implementat, pero` s´ı
la comunicacio´ de les deteccions als agents propers utilitzant una interf´ıcie
RadialNetworkInterface (explicada en la seccio´ 7.9.1). Els agents utilizen
una bateria infinita pero` s’especifica el consum dels components perque` es
pugui controlar el seu consum energe`tic.
Sensor de cobertura. El sensor de cobertura e´s un dispositiu capac¸ de
detectar incendis en un per´ımetre circular. Pren mesures cada cert interval
de temps i per tant s’implementa estenent el DefaultDiscreteSensor. En
detectar algun incendi envia una mesura a l’agent que especifica l’instant de
temps i la ubicacio´ de la deteccio´.
Agents animal. En un desplegament real realitzat al bosc hi hauria una
se`rie d’elements en l’entorn capac¸os de destru¨ır els sensors: feno`mens mete-
orolo`gics, animals que els trepitgen o se’ls mengen i altres. Per representar-
los s’introdueix aquest nou tipus d’agent. Es mou de forma aleatoria per
el camp i destrueix qualsevol agent de cobertura que es troba. Es modela
com a agent perque` disposi d’un sensor que detecti els agents de cobertura.
En rebre una notificacio´ de deteccio´ (AgentsDetectectedEvent) procedeix a
la seva destruccio´ mitjanc¸ant el me`tode die() que aquests exposen.
Sensors d’agents. So´n sensors discrets que actuen igual que els sensors
de cobertura pero` detectant feno`mens de tipus CoverageAgent enlloc de focs.
En detectar un agent de cobertura notifiquen el seu agent animal perque`
aquest pugui destruir-los.
MapComponents. Per millorar la visualitzacio´ de la simulacio´ s’han
implementat tambe´ tres map components: (1) els sensors de cobertura es
dibuixen amb una circumfere`ncia que mostra la seva zona de percepcio´, (2)
els agents animal es representen mitjanc¸ant la imatge d’una zebra i (3) els
fenomens foc escenificats amb la imatge d’un foc.
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9 Resultats i conclusions
El resultat d’aquest projecte e´s una plataforma de simulacio´ basada en events
per a xarxes de sensors. En la seccio´ 4 es realitza un estudi dels simuladors
existents i al presentar els requeriments (seccio´ 3) queda palesa la necessitat
d’un nou simulador de propo`sit general per a estudiar les xarxes de sensors
com a sistemes multi-agent, podent-se utilitzar per simular un gran nombre
de dominis d’aplicacio´.
La plataforma proporciona una estructura de simulacio´ i un conjunt
de components (agents, sensors, actuadors, feno`mens, etc) que faciliten el
modelat de les xarxes de sensors com a sistemes multi-agent. Aquests com-
ponents proporcionen la funcionalitat comuna en totes les xarxes de sensors
pero` mantenen un elevat nivell d’abstraccio´ per poder ser utilitzats en qual-
sevol domini d’aplicacio´.
El control del temps de simulacio´ es realitza seguint una pol´ıtica de
planificacio´ d’events (event scheduling) lleugerament modificada. Les mo-
dificacions introdu¨ıdes permeten satisfer tres dels requeriments llistats en
la seccio´ 3: (1) controlar el temps de proce´s dels components, (2) modelar
el consum d’energia de cada element i (3) assegurar la repetibilitat de les
simulacions.
Tant els algorismes com les estructures de dades utilitzades al nucli de
simulacio´ han estat estudiades i escollides per maximitzar el rendiment del
simulador. No s’han realitzat proves comparatives amb altres simuladors,
pero` amb els exemples implementats es demostra capac¸ de gestionar xarxes
de me´s d’un miler de nodes amb un temps real inferior al temps de simulacio´.
Pel que fa a la visualitzacio´ i obtencio´ de resultats el sistema proporciona
una interf´ıcie gra`fica que permet l’ana`lisi i visualitzacio´ de la simulacio´ du-
rant una execucio´. La implementacio´ d’altres reports tals com per a generar
estad´ıstiques sobre el consum d’energia o el nombre de missatges generats
no s’ha arribat a implementar i es deixa com una l´ınia futura per a la pla-
taforma.
La plataforma s’ha alliberat sota la llice`ncia GPL perque` tota la comuni-
tat cient´ıfica se’n pugui beneficiar. Per introduir els usuaris a l’u´s del simula-
dor s’aporten dos exemples de simulacio´ en diferents dominis que cobreixen
les caracter´ıstiques principals de qualsevol model de xarxa de sensors. La
present memo`ria serveix tambe´ de refere`ncia per comprendre l’arquitectu-
ra utilitzada. A me´s, el codi ha estat degudament documentat en la seva
totalitat i s’acompanya d’un conjunt de testos automatitzats (test cases).
9.1 L´ınies futures
A continuacio´ es detallen les extensions que identifico me´s rellevants per a
realizar en el simulador:
• Protocols d’encaminament. Les comunicacions juguen un paper
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clau en l’estudi de les xarxes de sensors. La plataforma ofereix una
gran flexibilitat que permet implementar qualsevol protocol possible,
pero` no ofereix la implementacio´ de cap dels protocols esta`ndard.
Desenvolupar els protocols me´s utilitzats en xarxes de sensors faci-
litaria la utilitzacio´ del simulador i per tant milloraria enormement la
seva acceptacio´.
• Parametritzacio´ del model i execucio´ de bateries de tests. Un
altre aspecte millorable e´s la configuracio´ de les simulacions. Actu-
alment els para`metres d’una execucio´ de simulacio´ es defineixen di-
rectament en el codi, obligant a recompilar cada vegada que es volen
canviar. Un sistema de definicio´ de para`metres facilitaria, a me´s, l’exe-
cucio´ de bateries de proves, facilitant enormement l’ana`lisi de l’impacte
dels para`metres sobre els resultats.
• Extensio´ de les funcionalitats i disseny de la interf´ıcie gra`fica
L’objectiu d’aquest projecte era proporcionar la primera versio´ d’un
simulador per a xarxes de sensors en sistemes multi-agent i no s’ha
centrat en la interf´ıcie gra`fica d’aquest. Per aixo` la interf´ıcie gra`fica
proporcionada presenta nome´s les funcionalitats ba`siques i te´ un dis-
seny millorable: es redibuixa la pantalla me´s del necessari, la vista
dels events no permet cap tipus de filtratge. . . . A me´s, l’eficie`ncia en
general e´s molt inferior a la del nucli del simulador, on s’ha estudiat
la naturalesa de cada algorisme utilitzat per maximitzar el rendiment.
• Paral.lelitzacio´ del simulador La naturalesa distribu¨ıda de les xar-
xes de sensors convida a pensar en una possible paral.lelitzacio´ del
simulador. Els primers passos en aquest sentit estan donats: els com-
ponents no comparteixen estat (poden residir fins i tot en ma`quines
diferents) i tots els events so´n serialitzables (poden ser transmesos per
xarxa). El major repte que queda pendent en aquesta a`rea es refereix
al requisit de repetibilitat. En introduir diverses ma`quines i elements
de xarxa, s’afegeix tambe´ una font de successos irrepetibles (retards
en les transmissions, difere`ncia de temps de proce´s i altres).
• Suport per l’usuari: Manuals, tutorials i exemples. Per a
millorar l’acollida a la comunitat seria molt desitjable disposar tambe´
de me´s material destinat als potencials usuaris: un manual complert,
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Aquest projecte descriu una plataforma de simulacio´ per a xarxes de
sensors des de la perspectiva dels sistemes multi-agents. La plataforma s’-
ha dissenyat per facilitar la simulacio´ de diferents aplicacions concretes de
xarxes de sensors. A me´s, s’ha entregat com a artefacte del projecte IEA
(Institucions Electro`niques Auto`nomes, TIN2006-15662-C02-0) de l’IIIA-
CSIC. Dins l’entorn de l’IEA, aquesta e´s l’eina que aporta les capacitats de
simulacio´ per donar suport al disseny d’algorismes adaptatius per a xarxes
de sensors.
Este proyecto describe una plataforma de simulacio´n para redes de sen-
sores des de la perspectiva de los sistemas multi-agentes. La plataforma se
ha disen˜ado para facilitar la simulacio´n de diferentes aplicaciones concretas
de redes de sensores. Adema´s, se ha entregado como artefacto del proyec-
to IEA (Institucions Electro`niques Auto`nomes, TIN2006-15662-C02-0) del
IIIA-CSIC. Dentro del entorno del IEA, esta es la herramienta que apor-
ta las capacidades de simulacio´n para dar soporte al disen˜o de algoritmos
adaptativos para redes de sensores.
This project describes a multi-agent based simulation framework for sen-
sor networks. It has been conceived to ease the simulation of a wide range
of sensor network applications. Furthermore, the framework has been deli-
vered as a result of the ongoing IEA (Institucions Electro`niques Auto`nomes,
TIN2006-15662-C02-0) project at IIIA-CSIC. In the realm of IEA, this is the
tool that provides simulation facilities to support the design of self-organising
algorithms for sensor networks.
