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1 JOHDANTO 
Työssä suunniteltiin ja toteutettiin Internet-selaimella käytettävien sovelluksi-
en testausjärjestelmä Elisa Oyj:n sovelluskehitysosaston valmiiden ja kehi-
tyksenaikaisten työkalujen järjestelmätestausta varten. Testausjärjestelmä 
suunniteltiin käytettäväksi UNIX-ympäristöissä, joita olivat GNU/Linux tai 
Mac OS X. Testausjärjestelmä hyödyntää Java-ohjelmointikieltä, Java-
ohjelmoinnin yhteydessä usein käytettyjä aputyökaluja ja Selenium-
testausjärjestelmää. 
Vastaavia hyväksyntä- ja järjestelmätestaamisen liittyviä työkaluja ei ole ollut 
aiemmin Elisalla käytössä, joten työhön kuului toteutusvaiheen lisäksi laaja 
määrittelyvaihe. Määrittelyvaiheessa selvitettiin ohjelmistokehittäjien järjes-
telmätestaamiseen liittyvät tarpeet ja vaatimukset. Lisäksi määrittelyvaihee-
seen liittyi käytössä olevan sovelluskehitysympäristön asettamien rajoittei-
den huomioiminen. 
Testausjärjestelmä suunniteltiin huomioimaan ensisijaisesti Elisa Oyj:n oh-
jelmistokehitysosaston tarpeet ja vaatimukset. Järjestelmä toteutettiin hyö-
dyntäen useissa eri käyttöjärjestelmissä toimivia vapaasti saatavilla olevilla 
avoimen lähdekoodin ohjelmistoja. Näin suunnittelutyössä pyrittiin huomioi-
maan myös testausjärjestelmän yleinen käytettävyys ja helppo käyttöönotto 
missä tahansa järjestelmä- ja hyväksyntätestausta vaativassa ympäristössä. 
Testattavat WEB-sovellukset ovat joko kaikkien käytettäväksi tarkoitettuja 
julkisesti Internetissä saatavilla olevia työkaluja tai yrityksen sisäisessä in-
tranet-käytössä olevia työkaluja. Julkisesti Internetissä olevat työkalut ovat 
muun muassa tuoterekisteröintejä ja palveluiden hallintasivujen tiettyjä osia. 
Testausjärjestelmällä tehtiin järjestelmätestit eräälle tuoterekisteröinnille se-
kä intranet-työkalulle. 
Kaikkien käytössä olevat työkalut ovat uusille asiakkaille tarkoitettuja tuote-
rekisteröintejä ja palveluiden hallintasivujen tiettyjä osia. Intranet-työkalut liit-
tyvät asiakkaiden tilaamien palveluiden käsittelyyn. Lisäksi työkalua käytet-
tiin erään vaikeasti toistettavissa olevan tunnetun vian toistamiseen. 
Lopputuloksena luotiin testausraportti, jossa arvioitiin testauksen hyödylli-
syyttä testattavilla sivustoilla tapahtuneissa virhetilanteissa. Testausjärjes-
2 
telmä suunniteltiin tuottamaan myös automaattista suppeampaa testausra-
portointia ohjelmistokehittäjiä ja käytössä olevaa automaattista integraatio-
alustaa varten. 
Lopputuloksena syntyneessä laajemmassa, käsin laaditussa raportissa esi-
tetyt havainnot ja johtopäätökset on jaettu käsiteltävien kokonaisuuksien pe-
rusteella kahteen osaan: 
• käyttöliittymän toiminnallisuuteen liittyvät ongelmat 
• testattavaan prosessiin liittyvät ongelmat. 
Tässä työssä käydään lyhyesti läpi yleisiä järjestelmätestaukseen liittyviä 
syitä ja siitä saatavia hyötyjä. Tämän jälkeen esitellään työssä toteutettuun 
testausjärjestelmään kohdistuneita vaatimuksia sekä järjestelmän määrittely. 
Lopuksi esitellään työn tekniseen toteutukseen liittyviä asioita ja käydään lä-
pi testien tulokset. 
2 JÄRJESTELMÄ- JA HYVÄKSYMISTESTAUS 
Järjestelmä- ja hyväksymistestaus ovat viimeinen ohjelmistokehityksen pää-
vaihe ennen tuotantoonottoa. Järjestelmätestausta edeltää ohjelmistosta 
riippuen muun muassa yksikkö- ja integraatiotestaus. 
Järjestelmätestaus suoritetaan ohjelmistokehitysosaston tai sen yhteydessä 
toimivan testausosaston tekemänä. Mahdollinen hyväksyntätestaus on 
useimmiten työkalun tilaajan suorittama testausoperaatio. Toisaalta hyväk-
syntätestauksen osalta voidaan puhua sekä käyttäjän suorittamasta että so-
velluskehitys- tai testausosaston suorittamasta hyväksyntätestaamisesta, jol-
loin ei ole itsestään selvää että juuri tilaaja tekee tällaisen testauksen. Käsit-
teet ja tapa soveltaa niitä vaihtelevat yrityksien välillä. [1.] 
Yksikkötestaus tapahtuu samanaikaisesti tai ennen ohjelmiston lähdekoodin 
kirjoitustyötä riippuen siitä, onko kehitystyössä päätetty soveltaa esimerkiksi 
käyttäytymismallivetoista (BDD, Behavior Driven Development) tai testive-
toista (TDD, Test Driven Development) ohjelmistokehitysmenetelmää. Integ-
raatiotestausta tehdään sovitettaessa useampia pienempiä ohjelmiston si-
säisiä kokonaisuuksia yhteen. 
Järjestelmätestauksella pyritään varmistamaan kokonaisten järjestelmien 
toimivuus ennen tuotantoonottovaihetta. Vain järjestelmätestaamisen avulla 
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voidaan varmistaa luotettavasti tärkeiden liiketoimintalogiikasta vastaavien 
järjestelmien toimivuus ennen tuotantoonottovaihetta. Onnistunut järjestel-
mätestaaminen edellyttää 
• niiden prosessien, joiden toiminnasta testattava järjestelmä vastaa, katta-
vaa tuntemista 
• tuotantoympäristön kanssa identtistä testiympäristöä järjestelmän identti-
sen toimivuuden takaamiseksi 
• helposti ylläpidettävää raportointi- ja viankirjausjärjestelmää testien suorit-
tamista varten. [2.] 
Onnistunut järjestelmätestaus ei poissulje aiempia testausvaiheita. Mahdolli-
nen viankorjaus vasta järjestelmätestausvaiheessa löydettyyn ongelmaan 
saattaa kestää moninkertaisesti kauemmin, kuin saman vian löytäminen 
esimerkiksi integraatiotestausvaiheessa olisi vaatinut. Järjestelmätestauksen 
tärkein toimenpide on varmistaa, että testattavalla kokonaisuudella voidaan 
tehdä juuri niitä asioita, mihin se on vaatimustensa puolesta suunniteltu. 
3 KÄYTÖSSÄ OLEVA OHJELMISTOKEHITYS- JA TESTAUSYMPÄRISTÖ 
Ennen testausjärjestelmää käytössä ollut ohjelmistokehitys- ja testausympä-
ristö vaikutti oleellisesti testausjärjestelmän suunnittelun lähtökohtiin. Tes-
tausjärjestelmän suunnittelussa oli huomioitava jokaisen taustajärjestelmän 
komponentin testausjärjestelmän toimintaan mahdollisesti asettamat rajoi-
tukset. 
Ilman tällaisten rajoitusten huomioimista on testausjärjestelmän toteutusvai-
heessa suuri riski päätyä tilanteeseen, jossa järjestelmä on mahdotonta to-
teuttaa alunperin suunnitellulla tavalla vastaamaan kaikkia siihen kohdistuvia 
vaatimuksia. Testausjärjestelmän suunnittelussa pidettiin selvänä, että mikäli 
on olemassa jokin testausjärjestelmää kohtaan rajoitteita asettava taustajär-
jestelmän osa, se huomioidaan jo suunnitteluvaiheessa. 
Tässä luvussa yleisellä tasolla esitettävä Selenium ei ollut ennen testausjär-
jestelmän suunnittelua käytössä Elisa Oyj:n sovelluskehitysosastolla. Se on 
kuitenkin testausjärjestelmän tärkein komponentti. Ilman Seleniumia testaus-
järjestelmän suunnittelu sellaisenaan, kuin se tehtiin, olisi ollut mahdotonta. 
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3.1 Työasema- ja testauspalvelimet 
Ohjelmistokehitys ja siihen liittyvä testaus Elisa Oyj:n sovelluskehitysosastol-
la suoritetaan tapauksesta riippuen kahdella eri sovelluskehitys- ja tes-
tausympäristön palvelimella. Käytössä on keskitetystä työasemaympäristös-
tä vastaava ympäristö ja erillinen testaus- ja sovelluskehityskäyttöön dedikoi-
tu palvelin. Sovellusten testaus tapahtuu lähes poikkeuksetta sille tarkoitetul-
la palvelimella. Tuotantoa vastaavat tietokantaympäristöt toteutetaan erilli-
sellä palvelimella, jolla on ajossa useita MySQL-instansseja kaikkia tarvitta-
via testiympäristöjä varten. 
Molemmat palvelimet perustuvat GNU/Linux-käyttöympäristöön jakeluver-
sionaan Red Hat Enterprise Linux (RHEL). Koska koneiden käyttöjärjestel-
män jakeluversio on sama, voidaan sovelluskehitys- ja testaustyössä olettaa 
myös testausympäristöjen olevan pääosin samanlaisia. Myös testausjärjes-
telmää suunniteltaessa hyödynnettiin tätä näkökulmaa. Pieniä koneiden väli-
siä eroja saattaa kuitenkin olla esimerkiksi koneisiin asennettujen eri ohjel-
mien versioiden tasolla – myös näissä tapauksissa pääversiot ovat käytän-
nössä poikkeuksetta samat. 
 
Kuva 1. Yleiskuvaus käytössä olevasta sovelluskehitys- ja testausympäristöstä. 
Sovelluskehitys- ja testaustyöhön liittyen työasema- ja kehityspalvelinten 
taustalla on myös muita niiden toiminnallisuuteen vaikuttavia järjestelmiä, 
jotka on syytä huomioida sovelluskehitystyössä. Kuvan 1 sijoittelukaaviossa 
on esitettynä yleiskuvaus sovelluskehitysympäristöstä sellaisena, kuin se 
tämän työn testausjärjestelmää koskee. 
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Erillinen testauspalvelin mahdollistaa ohjelmistokehittäjien henkilökohtaiset 
testausympäristöt Apache HTTP-palvelinohjelmiston virtuaalisten isäntäko-
neiden ja Resin-sovelluspalvelimen avulla [5]. Henkilökohtaiset Resin-
prosessit käyttävät ohjelmistokehittäjien kotihakemistoihin sijoitettuja kehi-
tyksenaikaisia JAR-paketteja. Käytännössä eri työkalujen testaaminen tes-
tausjärjestelmän avulla tarkoittaa HTTP-sanomien lähettämistä HTTP-
palvelimelle, josta ne välitetään henkilökohtaisille Resin-palvelimille. 
3.2 Lähdekoodi versionhallintajärjestelmässä 
Kaikki tuotettu lähdekoodi jaetaan sen käyttötarkoituksen mukaan erikokoi-
siin projekteihin. Projektin käsite sisältää kaikki ohjelmiston tarvitsemat re-
surssit, joita ovat Java-lähdekoodin lisäksi muun muassa staattiset kuva-, 
JavaScript- ja erilaiset konfiguraatiotiedostot. 
Kaikki projektit sijaitsevat versionhallintajärjestelmässä, joka on toteutettu 
Subversionilla (SVN) [6]. Yleisenä käytäntönä SVN-puun organisoinnissa on 
luoda omat puut jokaiselle projektilleen. Tästä käytännöstä poiketen on ole-
massa vain yksi SVN-puu, jossa jokainen projekti sijaitsee omassa alihake-
mistossaan. 
 
Kuva 2. Yleiskuvaus projektien välisistä riippuvuuksista. 
Historiallisista syistä johtuen on olemassa suurempi pääprojekti sekä pie-
nempiä erillisiä projekteja; pienemmät projektit eivät ole välttämättä millään 
tavalla riippuvaisia pääprojektista. Kuvan 2 pakettikaavio havainnollistaa eri 
projektien välisiä riippuvuuksia sekä sitä, kuinka testausjärjestelmä on sijoi-
tettu SVN-puuhun. 
Testausjärjestelmä ja muu aputoiminnallisuus on kuvan 2 esittämällä tavalla 
sijoitettuna pääprojektiin. Pienemmistä projekteista B sisältää viittauksia 
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pääprojektiin, sillä se saattaa tarvita esimerkiksi ainoastaan pääprojektin 
kautta käytettäviä tietokantaluokkia. Pääprojektiin saatetaan joutua viittaa-
maan myös esimerkiksi yksinkertaisia päivämääräkonversioita tarjoavien 
luokkien käytön vuoksi. Projekti A ei sisällä tällaisia viittauksia, joten se ei si-
sällä siten suoraa riippuvuutta pääprojektiin. Koska molemmilla projekteilla 
on määriteltynä järjestelmätestiluokkia, sisältävät ne viittauksia pääprojektiin 
kuuluvaan testausjärjestelmäpakettiin.  
Testausjärjestelmän suunnittelun yhteydessä uutta oli tarve viitata muista 
projekteista pääprojektin JAR-paketin lisäksi myös testausjärjestelmän sisäl-
tävään testien aputoiminnallisuudet tarjoaviin luokkiin. Koska alun perin ky-
seisille luokille ei pääprojektin ant-konfiguraatiossa määritetty erillistä JAR-
paketin luovaa tehtävää, oli sellainen luotava. 
Pääprojektin alaisuudessa sijaitsevan JAR-paketin ongelmaksi muodostui 
siihen viittaaminen muista projekteista ilman, että käytännössä tiedetään ky-
seisen paketin sijaintia tiedostojärjestelmässä. Ongelma ratkaistiin saman-
laisella tiedostojärjestelmän tiettyyn hakemistopolkuun tehtävällä symbolisel-
la linkityksellä, kuin pääprojektin JAR-paketinkin suhteen oltiin tehty. 
3.3 Eclipse 
Ohjelmistokehityksen tärkeimpänä työvälineenä käytetään Eclipse-
ohjelmointiympäristöä. Eclipsen käyttö tapahtuu kuvan 1 mukaan työasema-
palvelimelta. 
Eclipse on nykyaikainen integroitu ohjelmointiympäristö (IDE, Integrated De-
velopment Environment) [3]. Sen Java-ohjelmointiin suunnattu versio tarjoaa 
ohjelmistokehittäjälle muun muassa 
• automaattisen syntaksin oikeellisuuden tarkistamisen 
• automaattisen lähdekoodin kääntämisen tiedostojen tallentamisen yhtey-
dessä ja kääntämisen yhteydessä syntyneistä virheistä sekä varoituksista 
ilmoittamisen 
• oletuksena mukana toimitetun JUnit-ohjelmistokehyksen 3. ja 4. pääver-
sioiden tuen yksittäisten yksikkötestien ajamista varten 
• oletuksena mukana toimitettuja Java EE-ohjelmistokehitystyössä yleisesti 
käytettyjä JAR-paketteja. 
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Vaikka yksikkötestit suositellaan tehtäväksi erilliseltä testauspalvelimelta kä-
sin, saatetaan niitä tehdä joissain poikkeustapauksissa myös työasemapal-
velimen ant-käännöstyökalun avulla. Samoin yksikkötestejä voidaan tehdä 
yksittäisille testiluokille suoraan Eclipsestä käsin sen sisäänrakennetun JU-
nit-tuen avulla. 
Testausjärjestelmä on suunniteltu niin, että Eclipsen JUnit-tuen avulla voi 
määrittää yksittäisiä yksikkötestejä käsitteleviä yksikkötestikonfiguraatioita. 
Tämä on tarkoitettu helpottamaan yksittäisten ohjelmistokehitystyön aikais-
ten testien ajamista ilman, että ohjelmistokehittäjän on erikseen tarve kutsua 
komentorivipohjaisia ant-kohteita ja odottaa samassa yhteydessä ajettavien 
muiden, asiaan kuulumattomien testien valmistumista. 
3.4 Verkkolevypalvelin 
Ohjelmistokehityksen ja testauksen kannalta erityisen tärkeää on kotihake-
misto, joka on sekä työasema- että testauspalvelimella samassa tilassa. 
Koska varsinainen ohjelmistokehitystyö tehdään työasemapalvelimella, 
myös Eclipsellä tehdyt muutokset Java-lähdekooditiedostoihin kohdistuvat 
siihen tiedostojärjestelmään, joka on liitettyä käyttäjien kotihakemistoksi työ-
asemapalvelimella. 
Mikäli tähän tiedostojärjestelmään tehdyt muutokset eivät näkyisi sellaise-
naan reaaliaikaisesti myös testauspalvelimella, tarvittaisiin SVN-puun kaltai-
set keinot tiedon siirtämiseksi testauspalvelimelle. Tällöin olisi mahdotonta 
pystyä testaamaan vain ja ainoastaan ohjelmistokehittäjän itsensä tekemiä 
muutoksia, sillä myös muut ohjelmistokehittäjät olisivat saattaneet tehdä ky-
seiseen osaan SVN-puuta muutoksia. Vaihtoehtoisesti voitaisiin ylläpitää oh-
jelmistokehittäjäkohtaisia SVN-palveluita tai kehittää jokin muu manuaalisen 
tiedonsiirron keino. 
Edellä mainittujen seikkojen vuoksi käytössä on erillinen verkkolevypalvelin. 
Se tarjoaa käyttäjien kotihakemistot NFS-liitoksina työasema- ja testauspal-
velimelle. Näin käyttäjien tekemät muutokset toisella palvelimella näkyvät 
välittömästi myös toisella. Lisäksi testauksen luotettavuus näiltä osin säilyy 
toisin, kuin vaihtoehtoisissa ratkaisumalleissa: työasemapalvelimella kään-
netyt testattavat JAR-paketit ovat automaattisesti testauspalvelimella testien 
käytettävissä. 
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3.5 Ant-käännöstyökalu 
Ant on Apache-ohjelmistosäätiön päätason projekti [4]. Se on Java-
pohjainen käännöstyökalu, jolla voidaan toteuttaa suuren ohjelmiston lähde-
koodin automaattinen kääntäminen, JAR-paketointi ja jopa lähdekoodin tuo-
tantojärjestelmiin siirtäminen. 
Antilla voidaan suorittaa Java-lähdekoodin kääntämiseen ja paketointiin liit-
tyvien tehtävien lisäksi satoja erilaisia aputoiminnallisuuksia, kuten esimer-
kiksi tiedostojärjestelmään kohdistuvia operaatioita. Ant-dokumentaatiossa 
yksittäisestä operaatiosta käytetään usein tehtävä-nimitystä (task). Käännös-
työkalulle on myös mahdollista kirjoittaa omia tehtäviä Java-
ohjelmointikielellä. 
Kääntötyökalun konfiguraatiotiedostot ovat XML-muotoisia (Extended Mar-
kup Language) tekstitiedostoja. Ne jakautuvat erilaisten metatietojen lisäksi 
kohteisiin, joita voidaan kutsua esimerkiksi komentoriviltä käsin. Kohteet si-
sältävät muun muassa kutsuja yksittäisiin ant-tehtäviin, joilla kutsutaan esi-
merkiksi Java-kääntäjää. Kohteet voivat myös sisältää riippuvuuksia toisiin-
sa, joiden avulla ant osaa huolehtia oikeasta kohteiden suoritusjärjestykses-
tä. 
Ant-käännöstyökalun tärkeimmät Elisa Oyj:n ohjelmistokehitysosastolla käyt-
tötarkoitukset ovat JAR-pakettien tekeminen ja JUnit-pohjaisten yksikkötes-
tien tekeminen. Lisäksi ant-käännöstyökalua käytetään myös testausjärjes-
telmän kannalta merkityksettömiin operaatioihin. 
3.6 Bamboo-integraatioalusta 
Testausjärjestelmä suunniteltiin alun perin käytettäväksi Bamboo-nimisen in-
tegraatioalustan kanssa [8]. Mitä suurempi ohjelmistoprojekti on kyseessä, 
sitä korostetumpaa on jatkuvan integraation merkitys ohjelmistokehityksen 
aikana [9]. Koska Elisan ohjelmistokehitysosaston tapauksessa suurin osa 
projekteista sisältää viittauksia ja riippuvuuksia pääprojektiin, korostuu jatku-
van integraation tarve entisestään. 
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3.6.1 Jatkuva integraatio 
Jatkuvalla integraatiolla varmistetaan lähdekoodipuun toimivuus eri keinoin. 
Se kuvastaa erilaisten hyödyllisten käytäntöjen yhdistämistä ehjän lähde-
koodipuun ylläpitämiseksi. Jatkuvan integraation keinoja ovat muun muassa 
• versionhallintajärjestelmän käyttö 
• lähdekoodipuun automaattisten käännösten teko 
• automaattisten käännösten jälkeinen automaattisten testien ajaminen 
• lähdekoodiin tehtyjen muutosten päivittäinen siirtäminen versionhallinta-
järjestelmään 
• koodipuun mahdolliset ongelmat käännöksissä ja testeissä ovat välittö-
mästi kaikkien nähtävillä. [18.] 
 
Kuva 3. Jatkuva integraatio päivittäisessä ohjelmistokehityksessä [17]. 
Bamboon kaltaiset jatkuvat integraatioalustat hakevat versionhallintajärjes-
telmästä jokaisen muutoksen jälkeen uusimman version lähdekoodipuusta, 
kääntävät lähdekoodin esimerkiksi JAR-paketeiksi ja tekevät lopuksi testit 
kyseisille käännetyille lähdekooditiedostoille. 
Jatkuvat integraatioalusta ei yksissään tarkoita jatkuvaa integraatiota. Jatku-
va integraatio sisältää myös pienin aikavälein tehtyjä lähdekoodimuutosten 
lähettämistä versionhallintapalvelimelle. Mikäli versionhallintajärjestelmään 
lähetetään vähäinen määrä suurikokoisia muutoksia, riski lähdekoodipuun 
hajoamiseen kasvaa. Ongelma moninkertaistuu ohjelmistokehittäjien ja sitä 
kautta lähdekoodipuuhun lähetettävien suurikokoisten muutosten määrän 
kasvaessa. Kuvassa 3 on esitettynä jatkuva integraatio päivittäisessä ohjel-
mistokehitystyössä. [17.] 
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3.6.2 Luopuminen suunnitelmista käyttää Bamboota testausjärjestelmän osana 
Tarkoitus oli  alunperin suorittaa testausjärjestelmän Selenium-pohjaiset tes-
tit automaattisesti integraatioalustan ajamien normaalien yksikkötestien yh-
teydessä. Ongelmaksi muodostui kuitenkin se, ettei Bamboo-
integraatioalustan yhteyteen voitu perustaa Resin-sovelluspalvelinta niin, et-
tä se käyttäisi Bamboon kääntämiä projektikohtaisia JAR-paketteja. 
Jotta testausjärjestelmä voisi toimia luotettavasti Bamboo-integraatioalustan 
kanssa, edellyttäisi se käytännössä Resinin ajamista samalla koneella kuin 
Bamboo. Mikäli Bamboo ja testattavaa ohjelmistoa suorittava Resin sijaitse-
vat eri koneilla, on niille käännettävä omat, erilliset JAR-paketit testattavasta 
ohjelmistosta. Tämä edellyttäisi lähdekoodien siirtämistä esimerkiksi SVN-
puun kautta koneille ja JAR-pakettien manuaalista kääntämistä ennen jo-
kaista testiä. 
Mikäli Bamboo ja Resin sijoitettaisiin eri palvelimelle ja lähdekoodin siirtämi-
seen käytettäisiin SVN-puuta, olisi myös huomioitava, ettei testattava koodi 
siirtyisi SVN-puun kautta epähuomiossa ennenaikaisesti tuotantoon. Koska 
lisäksi ei ollut mahdollista ajaa selainprosesseja Bamboon palvelimella, tes-
tausjärjestelmän suunnitteluvaiheessa todettiin ettei Bamboon käyttö ole 
mahdollista testausympäristön arkkitehtuurista sekä muutamista tietoturvaan 
liittyvistä seikoista johtuen. Näihin seikkoihin perustuen Bamboon käytöstä 
päätettiin luopua. 
3.7 Selenium 
Tässä työssä kehitettävä testausjärjestelmä pohjautuu Seleniumiin [7]. Se-
lenium on kokelma ohjelmia, joiden avulla voidaan tehdä Internet-selaimella 
käytettävien sovellusten käyttöliittymätestausta. Oikein käytettynä Selenium 
soveltuu yksittäisten käyttöliittymäkomponenttien tarkkaan yksikkötestauk-
sen kaltaiseen testaukseen. Samaten se soveltuu tarvittaessa kokonaisen 
työkalun automatisoituun käyttöliittymätestaukseen. Testausjärjestelmää 
varten valitut Selenium-komponentit on esitettynä omina komponentteinaan 
kuvan 1 sijoittelukaaviossa. 
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Kuva 4. Testausjärjestelmän muodostama HTTP-sanoma. 
Kuvan 4 sekvenssikaaviossa on esitettynä Selenium-komponenttien välinen 
toiminta käytännön tasolla. Sekvenssikaavio kuvaa ennen jokaista yksittäistä 
testausjärjestelmän testiä tehtävää Selenium Remote Control-rajapinnan 
open()-kutsua. 
3.7.1 Selenium Server 
Selenium server, joka tunnetaan myös nimellä Selenium core, vastaa koko 
Selenium-ohjelmistojen perustoiminnallisuudesta. Perustoiminnallisuutta on 
• Internet-selaimen, kuten Mozilla Firefoxin tai Internet Explorerin kontrol-
lointi 
• Selenium Remote Control-rajapinnan lähettämien komentojen kuuntele-
minen ja niiden suorittaminen 
• Selenium Grid-palvelinohjelmistoon integroituminen testausympäristön 
skaalautuvuuden vuoksi. 
Selenium Server on käytettävissä kutsumalla sen JAR-pakettia. Erillisen 
JAR-paketin ansiosta sitä voi käyttää sekä itsenäisenä palvelinohjelmistona 
että Eclipsestä käsin. 
Selenium Server-ohjelmistoa ajetaan testausjärjestelmässä useana eri in-
stanssina samanaikaisesti. Jokainen näistä instansseista on yhteydessä Se-
lenium Grid-palvelinohjelmistoon, jonka kautta sekä ant-kääntötyökalulla että 
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Eclipsellä ajettavat testit suoritetaan. Lisäksi testausjärjestelmän suunnitte-
lussa määritettiin Eclipselle konfiguraatio yksittäisten testien paikallista suo-
rittamista varten. 
3.7.2 Selenium Remote Control 
Selenium Remote Control (Selenium RC) on rajapinta Selenium Server-
ohjelmistoon. Selenium RC tarjoaa yhteensopivuuden Java-, Perl-, Ruby- 
Python-, .NET- ja PHP-ohjelmointikielille.  
Selenium RC:n avulla Selenium-testiympäristö voi sijaita missä tahansa 
TCP/IP-protokollan mukaisessa osoitteessa. Testaustyössä ei siis ole tarvet-
ta perustaa työasema- ja käyttäjäkohtaisia Selenium-testausympäristöjä. Se-
lenium RC voi olla yhteydessä joko suoraan Selenium Serveriin tai vastaa-
vasti Selenium Gridiin. Mahdollisuus hajauttaa selainta suorittava Selenium-
komponentti mihin tahansa verkkoon ei poissulje paikallisten testien suorit-
tamisen tarvetta. 
Selenium Remote Control-rajapintaa käytetään vain, kun testit halutaan suo-
rittaa kuvassa 1 esitetyllä virtuaalisella testausta varten perustetulla Win-
dows-palvelimella. Mikäli itse testi halutaan nähdä työaseman ruudulla, on 
se ajettava käyttäen lokaalia Selenium Server -instanssia. Testausjärjestel-
mä mahdollistaa helposti tehtävän valinnan näiden vaihtoehtojen välillä 
tarjoamalla sitä varten suunniteltuja korkean tason perittäviä JUnit4.5-
pohjaisia yksikkötestiluokkia. 
Selenium RC-rajapintaa voidaan käyttää myös paikallisten testien suoritta-
miseen. Sen mukana toimitetaan myös Selenium Core-komponentti, joka la-
dataan automaattisesti selaimen käyttöön. 
3.7.3 Selenium Grid 
Selenium Grid on palvelinohjelmisto, joka toimii testejä suorittavan ant-
käännöstyökalun näkökulmasta kuten Selenium Server. Se kuuntelee Se-
lenium Remote Control-rajapinnan TCP/IP-yhteyden yli lähettämiä sanomia 
ja vastaa niihin testioperaation lopputuloksen mukaisesti. Kuvassa 5 on esi-
tettynä Selenium Grid-ympäristön toiminta yleisellä tasolla. 
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Kuva 5. Kuvaus Selenium Grid-ympäristön toiminnasta yleisellä tasolla [19]. 
Selenium Gridin ideana on mahdollistaa usean eri Selenium Server-
instanssin käyttö testiympäristössä yhden rajapinnan kautta. Se toimii erään-
laisena välityspalvelimena testiä suorittavan Java-virtuaalikoneen ja Seleni-
um Serverin välillä. 
Selenium Grid toteuttaa tämän rajapinnan ja sen tehtävänä on jakaa tes-
tausjärjestelmän testien Selenium RC:n muodostamat yhteydet eri Selenium 
Server-instansseille. Selenium Grid-ympäristön käyttö on suositeltavaa, mi-
käli testausympäristön halutaan tarjoavan tarvittaessa keskitetty Selenium-
palvelin useiden eri samanaikaisten testien suorittamista varten. 
Lisäksi Selenium Gridin avulla testit voidaan ajaa erikseen käyttäen ennalta 
määritettyä käyttöjärjestelmää, Internet-selainta tai näiden yhdistelmää. Se-
lenium Gridissä on toiminnallisuus myös tällaista testausta varten. 
Sekä Selenium Grid että sen yhteydessä käytettävät Selenium Server-
ohjelmistot vaativat oman kohteensa ant-konfiguraatioon. Molemmat ovat 
myös käyttöjärjestelmäriippumattomia. Selenium Gridin käytön etuna pie-
nessä ympäristössä myös se, että se toimii testiluokkien kannalta identtisellä 
tavalla pelkkään Selenium Serveriä varten tehtyyn testiin nähden.  
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4 TESTAUSJÄRJESTELMÄÄN KOHDISTUVAT VAATIMUKSET 
Sekä ohjelmistokehittäjät että testauksen mahdollistavat käytössä olevat 
taustajärjestelmät ovat tärkeimmät ohjelmistotestaukselle vaatimuksia aset-
tavia tekijöitä. Myös tämän työn testausjärjestelmää suunniteltaessa nämä 
tekijät kohdistivat tärkeimmät vaatimukset testausjärjestelmän suunnitteluun. 
Taustajärjestelmien asettamat vaatimukset aiheutuvat useimmiten sovellus-
kehitysympäristössä käytössä olevien ohjelmien sekä palvelinjärjestelmien 
asettamista käyttörajoituksista. Vastaavasti ohjelmistokehittäjien testausjär-
jestelmälle asettamat vaatimukset aiheutuvat sovelluskehitystyössä käytet-
tävistä ohjelmistoista, mutta myös ohjelmistokehittäjien työtavoista ja työtot-
tumuksista. 
Lisäksi testausjärjestelmään kohdistui testattavasta ohjelmistosta aiheutuvia 
itse testaukseen liittyviä vaatimuksia. Tällaiset vaatimukset ovat kuitenkin 
täysin testattavasta ohjelmistosta riippuvia subjektiivisia tarpeita ja sellaise-
naan vaikea huomioida suunniteltaessa yleistä testausjärjestelmää. 
Tällaisia yksittäisiä vain tiettyä ohjelmaa koskevia vaatimuksia ei huomioitu 
niiden monimutkaisuuden takia myöskään tässä työssä kehitettävää testaus-
järjestelmää suunniteltaessa. Sen sijaan tällaisiin vaatimuksiin pyrittiin puut-
tumaan yleisemmällä tasolla suunnittelemalla testausjärjestelmästä sellai-
nen, että se pystyy toteutuksensa keveyden puolesta täyttämään suurimman 
osan siihen kohdistuvista erikoisluonteisista ohjelmakohtaisista vaatimuksis-
ta.  
4.1 Toiminnalliset vaatimukset 
Testausjärjestelmää suunniteltaessa vaatimuksien katsottiin olevan toimin-
nallisia tai ei-toiminnallisia. Toiminnallisilla vaatimuksilla voidaan määrittää 
suunniteltavan ohjelmiston käyttötapaukset. Toiminnallinen vaatimus voi kat-
taa yhden käyttötapauksen sijaan myös kokonaisen prosessin eri etenemis-
vaihtoehdot. Se viittaa suoraan johonkin ohjelman tai sen toteuttaman liike-
toimintalogiikan osaan. 
Toiminnalliset vaatimukset tulee määrittää ennen testausjärjestelmän suun-
nittelua. Testausjärjestelmän teknisen toteutuksen suunnittelusta merkittävä 
osa perustuu ennalta määriteltyjen toiminnallisten vaatimusten täyttämiseen. 
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Suunnittelutyön kannalta toiminnalliset vaatimukset ovat helpompia käsitellä, 
sillä niiden toteutuminen on yleensä suoraan mitattavissa. Toiminnalliset 
vaatimukset ovat luonteeltaan objektiivisia. Esimerkiksi testausjärjestelmän 
toimivuus jonkin muun järjestelmän komponentin kanssa on havaittavissa 
ilman erillistä päättelyä. 
Työssä kehitettävällä testausjärjestelmällä on vain rajallinen määrä toimin-
nallisia vaatimuksia. Näitä vaatimuksia ovat muun muassa 
• selainoperaatioiden suorittaminen 
• yhteensopivuus JUnit-yksikkötestauskehyksen kanssa 
• ant-kohteiden tarjoaminen testausjärjestelmän käyttämiseksi komentorivil-
tä 
• testausjärjestelmän konfiguroitavuus. 
Nämä testausjärjestelmään kohdistuvat ei-toiminnalliset vaatimukset on joka 
tapauksessa täytettävä. Tämän vuoksi testausjärjestelmän suunnittelussa 
pyrittiin keskittymään mahdollisimman laajamittaisesti ei-toiminnallisten vaa-
timusten huomioimiseen. 
4.2 Ei-toiminnalliset vaatimukset 
Ei-toiminnalliset vaatimukset ovat yleisesti ohjelmistokehityksen kannalta 
vähintäänkin yhtä tärkeitä kuin toiminnalliset vaatimukset. Mikäli suunnitelta-
vaa ohjelmistoa käytetään harvoin ja mikäli useat henkilöt käyttävät sitä, on 
suunnittelutyössä järkevää panostaa muun muassa käytettävyyteen, sillä oh-
jelmalla ei ole tällaisessa tilanteessa tiettyjä vakiintuneita käyttäjiä. Tällai-
sessa tilanteessa ei-toiminnallisten vaatimusten merkitys korostuu. [10.] 
Ei-toiminnalliset vaatimukset määrittävät ohjelmiston toimintaa ja käytettä-
vyyttä funktionaalisiin vaatimuksiin verrattuna käyttäjälähtöisemmin. Ei-
funktionaalisten vaatimusten voidaan katsoa jakautuvan seuraaviin osa-
alueisiin: 
• suorituskykyyn liittyvät vaatimukset 
• käytettävyyteen liittyvät vaatimukset 
• ohjeistuksiin liittyvät vaatimukset 
• siirrettävyyteen liittyvät vaatimukset 
• luotettavuuteen ja turvallisuuteen liittyvät vaatimukset 
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• ohjelman keräämän, luoman ja tallentaman datan säilyttämisaikaan liitty-
vät vaatimukset. [10.] 
Ei-toiminnallisilla vaatimuksilla voidaan ottaa kantaa toiminnallisia vaatimuk-
sia abstraktimpiin tekijöihin. Näitä tekijöitä ovat muun muassa suorituskyky, 
käytettävyys ja luotettavuus. 
Ei-toiminnalliset vaatimukset saattavat vaikuttaa tulkinnanvaraisemmilta, 
kuin tarkasti ohjelmiston toimintalogiikkaa määrittävät toiminnalliset vaati-
mukset. Käytettävyyden tai ohjeistuksen kaltaisiin käsitteisiin kantaa ottavia 
vaatimuksia on huomattavasti vaikeampi määritellä tai mitata verrattuna toi-
minnallisiin vaatimuksiin. 
Kuitenkin myös ei-toiminnallisia vaatimuksia voidaan useissa tapauksissa 
mitata. Esimerkiksi suorituskykyä ja luotettavuutta voidaan tutkia erilaisten 
testausmenetelmien, kuten regressiotestauksen avulla. 
Suorituskyky 
Testausjärjestelmän suunnittelussa ei juurikaan huomioitu suorituskykyä ei-
toiminnallisena vaatimuksena. Palvelinympäristö, jolla testausjärjestelmää 
käytetään on nykyisen mittapuun mukaan tehokas ja suorituskykyinen. Tä-
män vuoksi järjestelmää suunniteltaessa päätettiin luottaa siihen, että verrat-
tain kevyet testausjärjestelmän testiajot eivät kuormita järjestelmää. Vastaa-
vasti oletettiin, ettei järjestelmän mahdollinen kuormitustilanne aiheuta tes-
tausjärjestelmän omalle testiajojen vasteajoille merkittävää muutosta. 
Käytettävyys 
Ei-toiminnallisista testausjärjestelmään kohdistuvista vaatimuksista käytettä-
vyyden havaittiin olevan ehdottomasti haasteellisin. Käytettävyydellä voi-
daan viitata 
• testien nauhoittamiseen tarkoitettuun Selenium IDE-selainlaajennokseen 
• testausjärjestelmän käyttöönoton helppouteen 
• testiluokkien muokkaamiseen, viitaten tätä varten tehtyyn abstraktiin pää-
testiluokkaan. 
Ohjeistus 
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Ohjeistus tukee käytettävyyteen liittyviä vaatimuksia. Sillä tarkoitetaan lop-
pukäyttäjälle toimitettavaa ohjelman käyttöä tukevaa dokumentaatiota. Tes-
tausjärjestelmää suunniteltaessa ohjeistukseen liittyviä vaatimuksia ei määri-
telty. Koska testausjärjestelmän käyttö on lähtökohtaisesti erittäin suoravii-
vaista katsottiin, ettei ohjeistukseen liittyviä vaatimuksia tarvitse erikseen 
määritellä. Tämä ei poissulkenut testausjärjestelmän dokumentointia käytet-
tävyyden helpottamiseksi.  
Siirrettävyys 
Myös siirrettävyyteen liittyvät vaatimukset liittyvät käytettävyysvaatimuksiin. 
Siirrettävyys ottaa käytettävyyteen kantaa järjestelmätasolla. Testausjärjes-
telmä oli suunniteltava niin, että se on käytettävissä eri käyttöympäristöistä 
pelkästään kopioimalla testausjärjestelmän varsinaiset ohjelmatiedostot käy-
tössä olevaan ympäristöön. 
Siirrettävyyttä edesauttaa ohjelmiston yksittäisten komponenttien itsenäisyys 
toisistaan. Mikäli jokin ohjelmiston komponentti on riippuvainen joissakin jär-
jestelmissä toimimattomasta toisesta komponentista, ei kyseisen ohjelmiston 
käyttöönotto tällaisessa ympäristössä ole helppoa. Testausjärjestelmän osal-
ta eri komponenttien välisiä riippuvuuksia on vähän. Koska testausjärjestel-
män ohjelmistoarkkitehtuuri on erittäin kevyt, ei näiden riippuvuuksien osalta 
aiheutunut ongelmia. [10.] 
Luotettavuus ja turvallisuus 
Testausjärjestelmän suunnittelussa ei otettu ohjeistuksen tavoin erikseen 
kantaa myöskään luotettavuuteen ja saatavuuteen tai turvallisuuteen liittyviin 
vaatimuksiin. Luotettavuuteen ja saatavuuteen liittyvät vaatimukset määrittä-
vät, miten järjestelmän tulee olla käytettävissä. Turvallisuuteen liittyvät vaa-
timukset ottavat kantaa muun muassa suunniteltavan järjestelmän mahdolli-
siin käyttöoikeuksiin ja tapahtumakäyttöön sekä auditointilogien käyttöön. 
Järjestelmän luotettavuutta voidaan kuvata yksinkertaisella suhdeluvulla. 
Tämän määrittämistä varten ei ole olemassa mitään tiettyä kaavaa. Luvun 
määritelmä muodostetaan järjestelmäkohtaisesti. Taulukossa 1 on esimerkki 
luotettavuutta kuvaavasta suhdeluvusta eri järjestelmän toiminnallisuuksien 
osalta. Yksinkertaisimmillaan saatavuus määrittyy laskemalla halutun saata-
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villaoloajan ja mittauksessa käytetyn aikajakson välinen suhdeluku. Saata-
vuuteen liittyy kiiretunnin käsite [16]. 
Taulukko 1. Esimerkkejä luotettavuutta kuvaavasta suhdeluvusta [10]. 
Saatavuus Kuvaus 
99.999% Kaikkien järjestelmäkomponenttien lait-
teiston ja ohjelmiston redundanssi. 
Vikatilanteissa korjausten vasteajan olta-
va korkeintaan 15 minuuttia. 
95% Liiketoiminnan kannalta vähemmän kriit-
tisten järjestelmäkomponenttien laitteiston 
ja ohjelmiston redundanssi. 
Korjausten vasteajat määrittyvät tapaus-
kohtaisesti. 
Testausjärjestelmälle ei määritelty luotettavuuteen liittyviä vaatimuksia, sillä 
se ei ole koko ajan käytössä oleva palvelinohjelmisto. Testausjärjestelmällä 
ei ole julkisia verkkopalveluita lukuun ottamatta pääsyä mihinkään tuotanto-
järjestelmää muokkaavaan työkaluun. Tämän vuoksi testausjärjestelmää 
suunniteltaessa ei tehty turvallisuuteen liittyviä vaatimuksia. 
Testausjärjestelmän keräämä data ja sen säilytys 
Web-sovelluksia vasten tehtävien testien voidaan katsoa olevan lähes poik-
keuksetta tilattomia. Tilattomuudella tarkoitetaan tässä yhteydessä sitä, ettei 
ennen testejä tai sen jälkeen olevilla ajanhetkillä ole merkitystä itse testin 
kannalta. Poikkeuksena ovat regressiotestit tai vastaavat monta kertaa pe-
räkkäin suoritettavat testit. Tapauksesta riippuen tällaiset testit saattavat jou-
tua viittaamaan edellisistä testiajoista saatuun testidataan. 
Testausjärjestelmää ei kuitenkaan suunniteltu regressiotyyppiseen ohjelmis-
totestaukseen, joten mitään erillistä datarakenteiden keräysmekanismia ei 
suunniteltu. Mikäli testausjärjestelmää olisi syytä käyttää tulevaisuudessa 
tämäntyyppiseen testaukseen, jossa datarakenteita tulisi pystyä keräämään 
talteen testin jälkeistä käsittelyä varten, voisi testausjärjestelmän yhteyteen 
ottaa minkä tahansa tällaista testausta tukevan Java-laajennoksen käyttöön. 
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Java-laajennuksien laajamittainen käyttö on mahdollista, sillä testausjärjes-
telmä suunniteltiin JUnit4.5-yhteensopivaksi. 
4.3 Taustajärjestelmistä aiheutuvat yleiset vaatimukset 
Sovelluskehitystyön avuksi valitut ohjelmistot, alkaen integroidusta ohjel-
mointiympäristöstä tai vastaavasta ohjelmointityössä käytettävästä työkalus-
ta ja päättyen taustalla olevaan kehitysympäristöön, asettavat rajoitteita tes-
tausjärjestelmän lisäksi myös ohjelmistokehittäjien työskentelylle. Tällaiset 
rajoitteet yhdistettynä vaihteleviin työtottumuksiin luovat käytettävyystason 
vaatimuksia. Testausjärjestelmän on 
• integroiduttava käytössä olevaan JUnit-sovelluskehykseen perustu-
vaan testausympäristöön 
• kyettävä suorittamaan JUnit 3.8:lla tehtyjä testejä, mikäli testausjär-
jestelmää toteutettaessa päädytään uudempaan sovelluskehykseen 
• mahdollistettava testattavaan järjestelmään kohdistuvien vaatimusten 
määrittely ilman testausjärjestelmän itsensä vaatimuksien asettami-
selle kohdistamia rajoituksia. 
Testausjärjestelmää suunniteltaessa oli huomioitava, että ainoa mahdolli-
suus täyttää taustajärjestelmän ja sen osien asettamat vaatimukset on mu-
kautua niihin tai vaihtoehtoisesti kiertää ne. Vaatimuksien kiertämisellä tar-
koitetaan työkalujen normaalin toiminnan muokkaamista esimerkiksi konfigu-
raatiotiedostojen avulla. 
Tärkein testausjärjestelmään kohdistuva vaatimus on pystyä testaamaan 
ongelmitta mitä tahansa työkalua. Mikäli testausjärjestelmän oma tekninen 
toteutus asettaa rajoitteita testien luomiselle ja siten myös sille, minkälaista 
työkalua on mahdollista testata, saattaa se johtaa testien määrittämisessä ti-
lanteeseen, jossa testin luoja kiertää varsinaista työkalussa olevaa ongel-
maa. 
JUnit-sovelluskehykseen integroituminen 
Koska Elisa Oyj:n ohjelmistokehitysosasto käyttää olemassa oleviin yksikkö-
testeihinsä JUnit-sovelluskehyksen 3.8. ja 4.5. versioita katsottiin että myös 
testausjärjestelmän testien tulee pohjautua JUnitiin. JUnitin sijaan oltaisiin 
voitu valita esimerkiksi TestNG, mutta tällöin ant-konfiguraatiotiedostoihin 
tehtävät muutokset olisivat olleet laajamittaisempia. Lisäksi testausjärjestel-
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mää suunniteltaessa arvioitiin, että on käytettävyyden kannalta parempi, mi-
käli ohjelmistokehittäjät voivat pitäytyä jo ennalta käytössä ollessa JUnitissa. 
Testattavaan taustajärjestelmään kohdistuvien vaatimusten määrittely 
Testausjärjestelmän suunnittelun lähtökohtiin vaikutti taustajärjestelmien 
asettamien rajoitusten lisäksi myös tavoite ohjelmistoarkkitehtuuriltaan mah-
dollisimman yksinkertaisesta toteutuksesta. Yleisesti voidaan todeta, että mi-
tä monimutkaisempi ohjelmistokokonaisuus on kyseessä, sitä haasteelli-
sempi siihen on tehdä jälkikäteen korjauksia tai jopa lisätä uusia ominai-
suuksia. Tällaisen ohjelmiston kehittäminen on hidasta ja siten kallista. 
Testausjärjestelmään kohdistui tämän vuoksi vaatimus olla mahdollisimman 
kevyt. Testausjärjestelmän ideana on kyetä testaamaan web-pohjaisia työ-
kaluja. Mikäli työkalun testaus edellyttää jotakin monimutkaisempaa toimin-
talogiikkaa, on sen toteuttaminen testausjärjestelmällä vaikeaa, mikäli tes-
tausjärjestelmästä on suunniteltu monimutkainen tai raskas. Myös rakenteel-
taan kevyt järjestelmä kärsii näistä ongelmista, mikäli kyseisen järjestelmän 
suunnittelu on ollut huonoa. 
4.4 Ohjelmistokehittäjien aiheuttamat ei-toiminnalliset vaatimukset 
Taustajärjestelmistä aiheutuvien toiminnallisten vaatimusten lisäksi testaus-
järjestelmään kohdistui ohjelmistokehittäjien asettamia vaatimuksia. Ohjel-
mistokehittäjien testausjärjestelmään kohdistavat vaatimukset ovat yleisesti 
ei-toiminnallisia. Tällaiset vaatimukset liittyvät ohjelmistokehittäjien henkilö-
kohtaisiin työtottumuksiin ja tapaan tehdä töitä käytössä olevassa ohjelmis-
tokehitys- ja testausympäristössä. 
Testausjärjestelmään kohdistuvista ei-toiminnallisista vaatimuksista tärkeim-
piä ovat 
• vaatimus tarjota selkeät keinot kirjoittaa uusia testejä. 
• helppo ja nopea käyttöönotettavuus sekä Eclipsellä että ant-
käännöstyökalulla. 
• vianselvityksen kannalta riittävän virhetilanteiden raportoinnin tarjoaminen 
ohjelmistokehittäjille. 
• testin kulun mahdollisimman tarkka kirjaaminen erilliseen testeille yhtei-
seen lokitiedostoon. 
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Ohjelmistokehittäjien testausjärjestelmälle aiheuttamat vaatimukset eivät 
synny suoraan taustajärjestelmien toiminnasta, kuten toiminnallisten vaati-
musten kohdalla. Luonnollisesti ohjelmistokehittäjien testausjärjestelmään 
kohdistavat vaatimukset syntyvät osittain taustajärjestelmän toiminnasta ja 
mahdollisesta rajoittuneisuudesta. 
Mikäli koko kehitysympäristö toimii jossain suhteessa rajoittuneesti, kohdis-
tuu testausjärjestelmään tämän rajoittuneisuuden aiheuttamien toiminnallis-
ten vaatimusten lisäksi myös sen aiheuttamia ohjelmistokehittäjien ei-
toiminnallisia käytettävyyteen liittyviä vaatimuksia. 
Ei-toiminnalliset vaatimukset ovat testausjärjestelmän käytettävyyden ja 
hyödyllisyyden kannalta erittäin merkityksellisiä. Näiden vaatimusten täyttä-
minen ei kuitenkaan ole todellisuudessa täysin välttämätöntä suhteessa toi-
minnallisiin taustajärjestelmistä aiheutuviin vaatimuksiin, joita ilman testaus-
järjestelmää ei voi käyttää ollenkaan. 
Vaikka ei-toiminnallisia vaatimuksia ei näin ole pakko huomioida, annettiin 
niille kuitenkin testausjärjestelmän suunnittelussa korkein prioriteetti heti 
taustajärjestelmistä aiheutuvien vaatimusten täyttämisen jälkeen. Testaus-
järjestelmän vaatimusten keskinäistä tärkeysjärjestystä suunniteltaessa to-
dettiin ei-toiminnallisten käytettävyyteen liittyvien vaatimusten täyttämisen 
olevan merkittävin tekijä, kun määritetään järjestelmän hyödyllisyyttä ohjel-
mistokehittäjille. 
Testausjärjestelmän on tarjottava ohjelmistokehittäjille sellaiset testien kirjoit-
tamiseen tarkoitetut välineet, joiden avulla nauhoitettuun testikoodin myö-
hemmin käsin tehtävät muutokset eivät vaadi suhteettoman paljon aikaa. 
5 TESTAUSJÄRJESTELMÄN TEKNINEN TOTEUTUS 
Testausjärjestelmän komponentit jakautuvat käytännössä työasemapalveli-
melle ja erilliselle virtuaaliselle Windows-palvelimelle. Vaikka testiluokkia 
voidaan käyttää myös testauspalvelimelta käsin, on kyseinen palvelin tarkoi-
tettu Resin-palvelinohjelmiston käyttämiseen. Ensisijainen palvelin testiluok-
kien käyttöön on työasemapalvelin. 
Tässä luvussa kuvataan testausjärejstelmän tarjoamien abstraktien testi-
luokkien lisäksi ant-konfiguraatiotiedostoihin tehdyt muutokset ja Selenium 
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Grid -ympäristön tekninen toteutus. Selenium Grid -ympäristö jakautuu ku-
van 5 mukaisesti kahteen eri komponenttiin, Selenium Hub- ja Selenium RC-
palvelinohjelmistoihin. 
5.1 Ant-käännöstyökalun konfiguraatiotiedostoihin tehdyt muutokset 
Testausjärjestelmän testit on suunniteltu käytettäväksi ant-käännöstyökalun 
ja Eclipsen JUnit-tuen avulla. Suunnitteluvaiheessa havaittiin, että merkittä-
vin rajoitteita asettava taustajärjestelmän osa on ant-käännöstyökalu. 
Testausjärjestelmän käyttämissä ant-konfiguraatiotiedostoissa oli tehtävä 
eräitä muutoksia liittyen testiluokkien sijaintiin tiedostojärjestelmässä. Lisäksi 
oli muutettava yksikkötestit suorittavien ant-kohteiden käyttämän luokkapo-
lun JAR-pakettilista sisältämään JUnitin 4.5. pääversion JAR-tiedosto van-
hemman 3.8. version JAR-tiedoston sijaan. 
5.1.1 Muutokset yksikkötestien ja testien apuluokkien sijoitteluun tiedostojärjestelmässä 
Ant-käännöstyökalun testausjärjestelmälle asettamat rajoitteet johtuivat jo 
aiemmin olemassa olleista yksikkötestien tekoon liittyvistä ant-kohteista. En-
nen testausjärjestelmän toteutusta yksikkötesteissä käytettävät luokat sijoi-
tettiin samaan tiedostojärjestelmän osaan yksikkötestien apuluokkien kans-
sa. Koska yksittäiset yksikkötestiluokat eivät kuulu testien apuluokat sisältä-
vään JAR-pakettiin, oli ant-konfiguraatiotiedostoa muutettava sijoittamaan 
testien apuluokat omaan yksikkötestiluokista erilliseen pakettihierarkian mu-
kaiseen hakemistopuuhunsa. 
Koska eräiden pienempien projektien yksikkötestit viittaavat pääprojektissa 
sijaitseviin testien apuluokkiin, tehdään testien apuluokista oma JAR-
pakettinsa. Ilman tätä uudelleenjärjestelyä normaalit yksikkötestit, testien 
apuluokat testausjärjestelmä mukaan lukien ja testausjärjestelmän käyttämät 
testit olisivat sijainneet samassa hakemistopuussa ja ne sisällytettäisiin sa-
maan JAR-pakettiin. Testiluokkien järjestäminen tiedostojärjestelmässä uu-
delleen oli tässä suhteessa välttämätöntä. 
Liitteessä 1 on esitettynä pääprojektin ant-konfiguraatiotiedostoon tehdyt 
muutokset ennen testausjärjestelmän kehittämistä. Koska pääprojektin ant-
konfiguraatiotiedosto sisältää useita kymmeniä kohteita on liitteessä esitet-
tynä vain testiluokkien kääntämisen ja JAR-paketoinnin kannalta oleelliset 
kohteet. Liitteessä 2 on esitettynä vastaavat osat pääprojektin ant-
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konfiguraatiotiedostoa, kun niihin oli tehty testausjärjestelmän vaatimat muu-
tokset. 
Testausjärjestelmän takia konfiguraatiotiedoston testien kääntämiseen liitty-
vistä kohteista muutettiin seuraavat asiat: 
• Testien apuluokat ja yksikkötestit muutettiin käyttämään toisistaan riip-
pumattomia pakettihierarkian mukaisia hakemistopuita yhteisen hakemis-
topuun sijaan. 
• Testiluokat kääntävä ant-kohde compile-test muutettiin olemaan riippu-
vainen kohteesta dist-test-support kohteen compile-test-support sijaan. 
• Lisättiin tarvittavan testien oman hakemistopuun vaatiman juurihakemis-
ton luominen tarvittaessa. 
• Luotiin ant-kohde dist-test-support, joka vastaa testien apuluokkien JAR-
paketin teosta ja sisältää tiedon automaattisesti generoiduista tietokanta-
luokista. Kohde asetettiin olemaan riippuvainen kohteesta compile-test-
support. 
Näkyvin ja tärkein muutos on lisätty ant-kohde dist-test-support. Jo aiemmin 
olemassa olleiden kohteiden compile-test ja compile-test-support kannalta 
dist-test-support on näkymätön. Se kutsuu compile-test-supportia normaalisti 
compile-testin sijaan, joka kutsuu dist-test-supportia. 
Näin pääprojektin testien apuluokat saadaan sijoitettua jokaisen testin suori-
tuskerran yhteydessä automaattisesti omaan yksikkötestiluokista erilliseen 
JAR-pakettiinsa. Tämä mahdollistaa testausjärjestelmän testien sijoittamisen 
pääprojektin sijaan myös muihin, pienempiin projekteihin. 
5.1.2 Hallintasivustosta vastaavan projektin ant-konfiguraatiotiedostoon tehdyt muutok-
set 
Selenium-ohjelmistokokonaisuus integroituu ant-konfiguraatioon suoraan. 
Tämän vuoksi myös testausjärjestelmä pystyttiin sovittamaan verrattain pie-
nellä vaivalla Elisa Oyj:n ohjelmistokehitysosaston käytössä olevaan ant-
konfiguraatiotiedostoon. Kuten luvussa 5.1.1 todettiin, testausjärjestelmän 
testien suorittavien ant-konfiguraatiotiedostojen kohteiden sijoittaminen 
myös muihin kuin pääprojektin ant-konfiguraatiotiedostoon on mahdollista. 
Testausjärjestelmän testien sijoittaminen omaan kohteeseensa ja mihin ta-
hansa ant-konfiguraatiotiedostoon on perusteltua myös testausjärjestelmän 
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testien käyttämän ajan vuoksi. ADSL-rekisteröintiä testaava testiluokka kes-
tää noin 30 sekuntia ja pahimmillaan jopa noin minuutin verran. 
Mikäli testausjärjestelmän testit tehtäisiin automaattisesti normaalien yksik-
kötestien rinnalla päädyttäisiin kuvassa 6 esitetyn testeihin käytetyn ajan kal-
taiseen tilanteeseen. 
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Kuva 6. Testeihin käytetty aika järjestelmätestien kanssa ja ilman niitä. 
Kuvan 6 kuvaajan mittauspisteiden aikaansaamiseksi testausjärjestelmän 
testit tehtiin tiettyjen Bamboo-versioiden mukaisten yksikkötestien kanssa. 
Testeihin käytetyn ajan lisäksi kuvaajasta ilmenee käytössä olleiden testaus-
järjestelmän testien lukumäärä. 
Vertailun vuoksi yksikkötestit tehtiin myös ilman testausjärjestelmän testejä. 
Testausjärjestelmän testit kasvattavat yksikkötesteihin käytetyn ajan erittäin 
suureksi. Tämän vuoksi testausjärjestelmän testit päätettiin toteuttaa erillisel-
lä ant-kohteella. 
Kuvan 2 pakettikaaviossa on esitetty eri projektit ja näiden riippuvuudet ylei-
sellä tasolla. Jokaista projektia vastaa oma ant-konfiguraatiotiedostonsa. 
Testausjärjestelmän ant-kohteiden määrittäminen jokaisen projektin ant-
konfiguraatiotiedostoon erikseen johtaa välittömästi usean tiedoston rinnak-
kaiseen ylläpitoon. Tämän vuoksi ainoaksi testausjärjestelmän testien käyt-
tämäksi ant-konfiguraatiotiedostoksi valittiin hallintasivuston toteuttavan pro-
jektin konfiguraatio. 
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Hallintasivuston sijaan olisi testausjärjestelmän testien käyttämäksi konfigu-
raatiotiedostoksi voitu valita mikä tahansa projekti. Hallintasivusto on kuiten-
kin pääasiallinen syy testausjärjestelmän kehittämiseen, sillä se sisältää 
suuren osan liiketoiminnan kannalta kriittisiä työkaluja. Sen testaaminen 
muilla tavoin on myös pääprojektissa toteutettujen käyttöliittymien testaamis-
ta vaikeampaa, joten testausjärjestelmästä on ensisijaisesti eniten hyötyä 
hallintasivuston testauksessa. 
Hallintasivuston konfiguraatiotiedostoon lisättiin yksi kohde, joka suorittaa 
Selenium Grid-ympäristön avulla testausjärjestelmän testit. Tätä kohdetta 
varten tehtiin seuraavat muutokset: 
• Testien konfiguraatiotiedoston sijainti voidaan määrittää tarvittaessa Ja-
va-virtuaalikoneen argumenttina. 
• Testien tarvitsemat ulkoiset JAR-paketit, kuten tietokantaluokat tarjotaan 
omasta luokkapolustaan. 
• Testiluokkien sijainti tiedostojärjestelmässä ja näiden suorittaminen voi-
daan määrittää batchtest-elementin avulla. 
Lisäksi tehtiin aiemmin mainitut muutokset myös pääprojektin ant-
konfiguraatiotiedostoon. Hallintasivuston ant-konfiguraatiotiedosto on esitetty 
testausjärjestelmään liittyviltä osilta liitteessä 3. 
Ant-konfiguraatiotiedostoon on määritelty Java-pohjaisille projekteille tyypilli-
set vaadittavat merkkijonotietueet, kuten JAR-pakettien sijainnit tiedostojär-
jestelmässä, omina property-elementteinään. Nämä eivät toimi kuten muut-
tujat, sillä niitä ei voi muuttaa kun ne on kerran asetettu. Nämä elementit kui-
tenkin helpottavat konfiguraatiotiedoston ylläpidettävyyttä, sillä hakemisto-
polkuviittaukset ja muut vastaavat tiedot tarvitsee muuttaa vain yhdestä koh-
taa tiedostoa. 
Testausjärjestelmän testejä varten on määritetty oma luokkapolku class-
path.test.selenium. Erillinen luokkapolku tarvittiin, sillä hallintasivuston omiin 
JAR-paketteihin ei haluttu sisällyttää esimerkiksi JUnit-kehyksen JAR-
paketteja. 
Konfiguraatiotiedostoon lisätty kohde on nimeltään test-selenium-remote. Si-
tä voidaan kutsua suoraan komentoriviltä antaen kohde normaalisti ant-
käännöstyökalulle komentoriviargumenttina. 
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Testit suorittavan kohteen batchtest-elementillä määritetään se joukko teste-
jä, joita kutsutaan. Batchtest on junit-elementin sisäinen elementti, joka 
mahdollistaa esimerkiksi *-merkin käytön testien tiedostonnimien yhteydes-
sä. Näin testeiksi voidaan valita vain ennalta määritetyssä testihakemistossa 
sijaitsevat Test-alkuiset java-luokat. 
Tämä määrittäminen tehdään batchtest-elementin sisäisellä fileset-
elementillä. Kuten konfiguraatiotiedoston include-elementin name-
attribuutista selviää, testiluokilta odotetaan tiettyä koherenttia nimeämiskäy-
täntöä. Tämän on havaittu helpottavan testiluokkien yleistä hallinnointia 
vaikka niillä onkin tiedostojärjestelmässä oma, muusta lähdekoodista erilli-
nen hakemistopuunsa. 
5.2 Abstraktit testiluokat ja testauksessa käytettävä JUnit 4.5-sovelluskehys 
Testausjärjestelmää suunniteltaessa päädyttiin Java-ohjelmointikielellä kirjoi-
tettavien testiluokkien kohdalla ratkaisuun, jossa luokat perivät JUnit-
ohjelmistokehyksen 3. pääversiolla toteutettujen yksikkötestiluokkien tavoin 
abstraktin testiluokan [11]. Tällä testiluokalla voidaan toteuttaa ohjelmistoke-
hittäjän puolesta yleisesti testien aikana suoritettavia toimenpiteitä, kuten 
testin konfigurointi tai testeissä käytettyjen testiluokkien instanssien luomi-
nen. 
Testausjärjestelmän abstrakteja testiluokkia suunniteltaessa oli huomioitava, 
että ne pohjautuvat johonkin olemassa olevaan yksikkötestauksen mahdol-
listavaan ohjelmistokehykseen. Tämä ehto perustuu testausjärjestelmään 
kohdistuvaan vaatimukseen integroitua alun perin käytössä olleeseen JUni-
tiin perustuvaan yksikkötestausjärjestelmään. 
Lisäksi testausjärjestelmään kohdistuvana vaatimuksena oli käyttää nimen-
omaan sellaista yksikkötestauksen sovelluskehystä, joka on alaspäinyhteen-
sopiva nykyisin käytössä olevan JUnitin 3.8. version kanssa. Käytännön 
vaihtoehtoja testausjärjestelmän suunnittelutyössä olivat JUnit 3.8, JUnit 4.5 
ja TestNG [12]. 
JUnit 3.8 
JUnit-ohjelmistokehyksen 3.8. versiota käytettäessä yksikkötestit määritel-
lään perimällä JUnit-toiminnallisuuden mahdollistava Java-luokka nimeltä 
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TestCase sekä toteuttamalla ennen ja jälkeen jokaista testimetodia kutsutta-
vat setUp()- ja tearDown()-metodit. TestCasen perimällä testiluokka määrit-
tää julkiset metodinsa testien aikana suoritettaviksi testimetodeiksi. Meto-
deissa setUp() ja tearDown() alustetaan ja puretaan testiympäristö esimer-
kiksi luomalla tietokantaan testien ajaksi tarvittavat taulut. Testien alustami-
seen liittyy usein myös konfiguraatiotiedostojen käsittelyä sekä tietokantayh-
teyksissä tarvittavan java.sql.Connection-luokan instanssien luominen. 
Aiemmin käytössä olleen JUnit3.8:n pahin, yleisesti testaukseen liittyvä on-
gelma on, että setUp()- ja tearDown()-metodit ajetaan ennen ja jälkeen jo-
kaista testiä. Näissä metodeissa toteutetaan usein testien alustukseen liitty-
vää sellaista toiminnallisuutta, jollaista ovat esimerkiksi aiemmin mainitut 
Connection-luokan instanssin luominen ja konfiguraatiotiedoston parsiminen. 
TestNG ja JUnit 4.5 
TestNG ja JUnitin 4.5. versio mahdollistavat yhden tai useamman metodin 
määrittämisen ajettavaksi ennen tai jälkeen koko testiluokan. Vastaavasti 
metodi voidaan määrittää ajettavaksi ennen tai jälkeen testimetodin, jolloin 
testien alustaminen on huomattavasti JUnitin 3.8. versiota monipuolisempaa. 
Lisäksi molemmilla kehyksillä yksittäiset testimetodit määritellään erikseen 
@Test-annotaatiolla. Yleisesti annotaatioiden käyttö johtaa parempaan testi-
luokkien ylläpidettävyyteen ja sitä kautta ohjelmistokehityksessä tärkeään 
konsistenssiin, eli eri lähdekooditiedostojen väliseen johdonmukaisuuteen ja 
yhtäpitävyyteen. 
Lisäksi JUnitin annotaatioilla voidaan edellyttää esimerkiksi tietyn virheolion 
syntyä ja heittämistä, jotta testi onnistuu. On itsestään selvää, että tämänkal-
taisella käänteisellä testauksella voidaan saavuttaa vielä tavanomaista te-
hokkaampi yksikkötestiverkko. 
JUnitin 4.5. versio sekä TestNG ovat pinnallisesti tarkasteltuna lähes identti-
siä ohjelmistokehyksiä. JUnit ei kuitenkaan tarjoa muutamia järjestelmätes-
taamisen kannalta tärkeitä ominaisuuksia, jotka TestNG mahdollistaa suo-
raan. Näitä ovat 
• monipuolisemmat annotaatiot 
• datavetoisen regressiotestauksen tuki ilman erillisiä laajennuksia 
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• samanaikaisten testien ajamisen ant-konfiguraatiotiedostoon tehtyjen yk-
sinkertaisten määritelmien avulla. 
Näiden ominaisuuksien lisäksi JUnit pakottaa @BeforeClass- ja 
@AfterClass-annotoidut metodit staattisiksi, jolloin myös niiden käsittelemien 
datarakenteiden on oltava staattisia. Tämä tuottaa erityisiä ongelmia esimer-
kiksi useiden samanaikaisten testien ajamisen suhteen: testausjärjestel-
mään kuuluva abstrakti SeleniumTest-luokka ei voi DefaultSeleniumWrap-
per-objektin toiminnan vuoksi olla staattinen. Mikäli sen määrittäisi staatti-
seksi, ei useita Selenium-testejä voisi ajaa luotettavasti samanaikaisesti.  
Ohjelmointityöhön liittyvien JUnitin 4.5. pääversiota edistyksellisempien omi-
naisuuksien lisäksi TestNG tuottaa tarvittaessa JUnit-yhteensopivaa testira-
portointia. Se myös integroituu JUnitin tavoin ongelmitta ant-
kääntötyökaluun, joten käytännön esteitä TestNG-kehyksen valinnalle ei 
suunnittelutyössä havaittu. 
Syyt JUnit 4.5:n valintaan TestNG:n sijaan 
Huolimatta TestNG:n mahdollistamista monipuolisista sekä hyödyllisistä 
ominaisuuksista JUnitin 4.5. versioon nähden, päädyttiin testausjärjestelmää 
suunniteltaessa JUnitin 4.5. versioon. Koska useat sadat yksikkötestiluokat 
sekä näiden tuhannet testimetodit käyttävät JUnitin 3.8. versiota, haluttiin, 
että testausjärjestelmän testiluokat käyttäisivät sellaista kehystä, joka olisi 
alaspäinyhteensopiva myös vanhojen JUnit 3.8:lla toteutettujen yksikkötesti-
en kanssa. Vanhojen testiluokkien määrän vuoksi näiden refaktorointi 
TestNG-yhteensopiviksi luokiksi olisi ajallisesti niin suuri tehtävä, ettei se ole 
mielekästä. 
Toisin kuin TestNG, JUnitin 4.5. versio on suoraan alaspäinyhteensopiva 
3.8. version kanssa. Käytännössä tämä tarkoittaa, että JUnit 3.8:n sisältävä 
JAR-paketti voidaan vaihtaa 4.5. version sisältävään JAR-pakettiin, jonka 
jälkeen sekä vanhat 3.8. versiota käyttävät testit että uudet 4.5. versiota 
käyttävät testit toimivat. Testausjärjestelmää suunniteltaessa arvioitiin, ettei 
ole järkevää käyttää sekä JUnitin 3.8. ja 4.5. versioita että TestNG:tä sa-
manaikaisesti, jolloin TestNG:n käyttöönottosuunnitelmista luovuttiin. 
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JUnit4.5:n käyttöönotto 
JUnitin 3.8. versio päätettiin korvata kokonaan sen 4.5. versiolla jo testaus-
järjestelmän suunniteluvaiheessa. Ajatuksena oli kehittää yksikkötestausta 
yleisellä tasolla ja mahdollistaa aiempaa ylläpidettävät yksikkötestit myös 
testausjärjestelmän ulkopuolisten testiluokkien osalta. 
Käyttöönotossa kokeiltiin kahta vaihtoehtoa: 
1. Projektien ant-konfiguraatiotiedoston luokkapolkuun (classpath) sisällytet-
tiin sekä JUnitin 3.8. että 4.5. versioiden JAR-paketit. 
2. JUnitin 3.8. version JAR-paketti poistettiin kokonaan ja korvattiin JUnit 
4.5:n vastaavalla JAR-paketilla. 
Ensimmäistä vaihtoehtoa ei normaalisti tule missään olosuhteissa käyttää, 
sillä molemmat JUnitin versiot tarjoavat samannimisiä paketteja. Ohjelmoijan 
on mahdotonta tietää, kummasta ohjelmointikehyksestä Java-virtuaalikone 
todellisuudessa halutut paketit lopulta hakee. Lisäksi samannimiset luokat 
samassa pakettihierarkian osassa ei ole sallittua [13]. 
Liitteessä 4 on esitettynä abstrakti SeleniumTest-testiluokka. Perimällä sen 
ohjelmoija saa suoraan käyttöönsä tarvitun DefaultSeleniumWrapper-luokan, 
jolla kommunikointi Selenium Grid-ympäristöön tehdään. Vastaavasti se 
alustaa ja lopettaa testin kannalta merkittävän selainprosessin. Käytännössä 
kyseiseen luokkaan voi liittää lähes mitä tahansa aputoiminnallisuutta aihe-
uttamatta testiajojen aikaisia häiriöitä muille muutosta käyttämättömille testi-
luokille. 
SeleniumTest-luokka tarjoaa ennen jokaista testiluokkaa kertaalleen suori-
tettavan staattisen initSelenium()-metodin. Se alustaa DefaultSeleniumW-
rapper-kääreluokan tarjoten tämän konstruktorille konfiguraatiotiedostosta 
luettavat arvot, jotka määrittävät SeleniumGrid-ympäristön sijainnin. Siihen 
on myös kovakoodattu oletusarvot, mikäli ohjelmistokehittäjä ei ole määrittä-
nyt näitä arvoja omaan testien konfiguraatiotiedostoonsa. 
SeleniumTest tarjoaa myös ennen jokaista testimetodia suoritettavan init-
Test()-metodin sekä jokaisen testimetodin jälkeen suoritettavan endTest()-
metodin. Näiden avulla käynnistetään ja sammutetaan Selenium Grid-
ympäristöstä selainprosessi ja tyhjennetään selaimen evästeet testin käyt-
tämästä verkkotunnusalueesta (domain). 
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Liitteessä 5 on esitettynä SeleniumTest-testiluokan käyttämä DefaultSe-
leniumWrapper-luokka. Se on käytännössä kääreluokka Selenium-projektin 
mukana toimitetulle DefaultSelenium-luokalle. Se perii DefaultSeleniumin ja 
ohittaa @Override-annotaatiolla waitForPageToLoad()-metodin. DefaultSe-
leniumWrapperin omassa versiossa yritetään etsiä säännöllisten lausekkei-
den avulla HTML-kuvauskielen prosessointiin käytetyn Java-pohjaisen 
Freemarker-sovelluskehyksen kehittämiä käyttöliittymään asti päätyneitä vir-
heilmoituksia. 
Freemarker-virheilmoitukset ovat sovellusta testattaessa yleisimpiä käyttöliit-
tymätasolla havaittavia virheitä. Ne aiheutuvat useimmiten Freemarker-
pohjassa määritetyistä muuttujista, joita Freemarker-pohjan HTML-
kuvauskieleksi muuttava Java-pohjainen komponentti ei kuitenkaan kyseisen 
sivun kontrolliluokalta saa. Tällaiset virheet ovat rinnastettavissa Javan Null-
PointerException-luokan aiheuttamiin virheisiin. 
Näiden virheiden havaitseva toiminnallisuus on toteutettu ylikirjoittamalla De-
faultSelenium-luokan waitForPageToLoad(String timeout)-metodi. Default-
SeleniumWrapper kutsuu välittömästi DefaultSelenium-luokan vastaavaa 
metodia, jolloin normaali Internet-sivun latauksen odotus onnistuu. Tämän 
jälkeen se kuitenkin kutsuu yksityistä catchVisualExceptions()-metodia, joka 
havaitsee Freemarker-virheet ladatun sivun tekstimuotoisen esityksen ja 
säännöllisten lausekkeiden avulla. 
Tällaiset virheet ovat käyttöliittymän toiminnan ja sen toteuttaman liiketoimin-
talogiikan kannalta lähes poikkeuksetta kriittisiä. Tämän vuoksi myös tes-
tausjärjestelmän testin suorittaminen pysähtyy automaattisesti jokaiseen täl-
laiseen virheeseen. 
5.3 Selenium Grid-ympäristö 
Testausjärjestelmän on luonnollisesti integroiduttava Seleniumiin sen tarjo-
amilla rajapinnoilla, kuten Selenium Remote Control-kirjastolla. Lisäksi taus-
tajärjestelmät ovat konfiguroitava niin, että Seleniumia pystyy ajamaan niissä 
ongelmitta. 
Suurin ongelma syntyi Selenium Grid-ympäristön konfiguroimisessa niin, et-
tä se toimisi Windows 2003 Server-käyttöjärjestelmässä. Käytännössä Se-
lenium Grid-ympäristön Selenium Hub- ja Selenium Remote Control-
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palvelinohjelmistoja kutsutaan samasta ant-konfiguraatiotiedostosta. Mo-
lemmille on määritetty omat kohteensa tähän konfiguraatiotiedostoon, jotta 
palvelinohjelmistoja voidaan kutsua toisistaan riippumatta. 
5.3.1 Selenium Hub-palvelinohjelmisto 
Selenium Hub on Selenium Grid-ympäristön tärkein komponentti. Sen rooli 
Selenium Grid-ympäristössä on esitetty kuvan 5 sijoittelukaaviossa. Se vas-
taanottaa yhteydet testausjärjestelmän testeistä ja välittää ne Selenium Re-
mote Control-palvelinohjelmistolle. 
Liitteessä 6 on esitettynä Selenium Grid-ympäristön ant-
konfiguraatiotiedosto. Selenium Hub käynnistetään kohteella launch-hub. 
Selenium Grid-ympäristön konfiguraatiotiedosto sisältää muiden ant-
konfiguraatiotiedostojen kaltaisia property-elementein tehtyjä määrityksiä. 
Selenium Hubin kannalta tärkeimpiä ovat ennalta määritetyt arvot host ja 
port. Ne määrittävät, mitä TCP/IP-osoitetta Selenium Hub kuuntelee. Koska 
konfiguraatiotiedosto, ant ja Selenium Hub sijaitsevat kaikki samalla Win-
dows-palvelimella on isäntänimeksi voitu määrittää localhost, jolla viitataan 
Windows-palvelimeen itseensä. 
Selenium Hub ei tarvitse oman JAR-pakettinsa lisäksi muita kirjastoja tarjoa-
via paketteja. Kohdetta launch-hub kutsuttaessa ant suorittaa erillisessä Ja-
va-virtuaalikoneessa HubServer-luokan, jonka avulla Selenium Hub käynnis-
tyy.  
Testausjärjestelmän konfiguraatio suunniteltiin mahdollistamaan testien teon 
Mozilla Firefox- ja Internet Explorer-selainohjelmistoilla. Liitteessä 7 on listat-
tuna erillinen Selenium Hubin käyttämä konfiguraatiotiedosto, jossa määrite-
tään selainten binääritiedostojen sijainti tiedostojärjestelmässä. 
5.3.2 Selenium Remote Control-palvelinohjelmistot 
Selenium Remote Controlista käytetään Selenium Serverin sisältämää ver-
siota. Selenium Remote Control-prosessit käynnistetään Selenium Hubiin 
nähden lähes identtisellä tavalla. 
Selenium Remote Control tarvitsee Java-virtuaalikoneensa argumentiksi yk-
sikäsitteisen ja käyttämättömän TCP-portin numeron. Tämä voidaan tarjota 
ant-konfiguraatiotiedoston avulla yhdelle Selenium Remote Control-
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prosessille. Mikäli prosesseja halutaan useampia, on lopuille annettava portti 
argumentiksi komentoriviltä. Tämä tapahtuu antin –D-parametrilla. Paramet-
rin arvona on merkkijono port=X, missä luku X tulee korvata halutulla TCP-
portin numerolla. 
6 TESTIEN SUORITTAMINEN 
Tässä työssä tehtiin ja suoritettiin testausjärjestelmää hyödyntäviä testejä 
sekä julkisille Internet-työkaluille että muutamalle Intranet-työkalulle. Inter-
net-työkaluista tähän työhön valittiin ADSL-liittymän tilauslomake. Intranet-
työkaluista testattiin ADSL-tilausten käsittelyyn liittyvää töiden hallintatyöka-
lua. 
ADSL-liittymän tilauslomake sisältää useita osia. Testausjärjestelmää toteu-
tettaessa lomakkeen navigoinnin mukaan eri tilausvaiheita oli 11 kappaletta. 
Rekisteröinti välittää käyttäjän lomakkeelle asettamat tiedot välimuistin kal-
taisella mekanismilla edelleen, kunnes ne päätyvät mahdolliseen tuotteen 
luomisvaiheeseen. Nämä parametrit vaihtelevat runsaasti tilattavasta ADSL-
tuotteesta ja valituista ominaisuuksista riippuen. 
Parametrit eivät näy suoraan käyttäjälle ja eivät ole osa käyttöliittymää. Tes-
tausjärjestelmä ei testaa näitä parametreja kesken käyttöliittymätestin, sillä 
ne välitetään edelleen erillisillä kontrolliluokilla. Koska näiden tilausvaiheen 
parametrien määrä on lisäksi todella suuri ja ne saattavat vaihdella suuresti, 
ei testausjärjestelmän testeissä keskitytty näihin parametreihin ollenkaan, 
vaikka jälkikäteen tehtävä parametrien tarkistaminen tietokannasta olisikin 
mahdollista. 
Sen sijaan rekisteröinnistä tutkittiin tiettyjä lomakkeen kenttiä tai niiden puut-
tumista. Lisäksi pyrittiin havaitsemaan mahdollisia Freemarker-virheitä. 
Samaa periaatetta noudatettiin käyttöliittymän osalta myös Intranet-työkalun 
testaamiseen. Kyseessä on työkalu, joka mallintaa suurta erillisen tilauksia 
toimittavan ohjelmiston käyttämää tietokantaa. Näitä tietokantaan liittyviä 
seikkoja testataan erillisillä yksikkötesteillä, joten myöskään tämän työkalun 
kohdalla ei katsottu mielekkääksi tutkia testausjärjestelmän ajamissa tes-
teissä käyttöliittymävirheiden lisäksi mahdollisia työkalun toimintalogiikkaan 
liittyviä virheitä. 
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Kuva 7. Hallintasivustoon tehtävä käyttöliittymätesti Selenium Grid-ympäristössä. 
Kuvassa 7 on esitettynä kolme samanaikaista hallintasivustoon tehtävää 
käyttöliittymätestiä. Yhdessä selainikkunoista näkyy pankin testijärjestel-
mään tehtävä TUPAS-tunnistautuminen, sillä kyseinen käyttöliittymätesti 
edellytti käyttäjätunnistuksen tekoa. Kuvassa on lisäksi esillä Windowsin teh-
tävienhallinta, josta ilmenee Selenium Grid-ympäristön Windows-
palvelimelle aiheuttama todellinen resurssienkulutus kovassa kuormitukses-
sa. 
6.1 Testien luominen 
Testien luomisessa käytetään Mozilla Firefoxiin integroituvaa Selenium IDE-
nauhoitintyökalua [7]. Se nauhoittaa esimerkiksi tietyn verkkotunnuksen si-
sällä tapahtuvat käyttäjän toimet ja generoi näitä vastaavan Java-
lähdekoodin. 
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Kuva 8. Selenium IDE:llä tehtävä nauhoitus ADSL-rekisteröinnin testistä. 
Kuvassa 8 on esitettynä Selenium IDE-laajennoksella tehtävä nauhoitus tes-
tattavasta ADSL-rekisteröintityökalusta. Selenium IDE itsessään on jo täysi-
verinen web-sovelluksen testaukseen soveltuva ohjelma. Testausjärjestel-
mässä sitä kuitenkin käytetään vain alustavan Java-lähdekoodin luomiseen. 
Selenium IDE tekee JUnitin 3.8. version mukaista lähdekoodia, joten tes-
tausjärjestelmää varten Selenium IDE:n näkymästä tärkeää on ainoastaan 
testNew()-metodin sisään generoitava lähdekoodi. Sen voi tallentaa testaus-
järjestelmään sellaisenaan. Tärkeää on huolehtia, että kuvassa 5 esitety se-
lenium-muuttuja on samanniminen, kuin SeleniumTest-testiluokan tarjoama 
DefaultSeleniumWrapper-luokan instanssin muuttujan nimi.  
Selenium IDE ja Selenium Remote Control-rajapinta viittaavat käyttäjälle 
renderöityyn HTML-lähdekoodiin joko DOM-elementtien (Documented Ob-
ject Model) tai ID-attribuutin avulla. Näiden puuttuessa käytetään XPATH-
viittauksia (XML Path Language). 
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Testejä luotaessa törmätään väistämättä tilanteisiin, jossa kaikille testin kan-
nalta merkityksellisille DOM-elementeille ei ole määritelty ID-attribuuttia. Li-
säksi tällaisissa tilanteissa ei ole ennalta taattua, että Selenium IDE-
nauhoituksen yhteydessä luotu XPath-viittaus viittaa yksikäsitteisesti juuri 
haluttuun elementtiin. Tavoista viitata HTML-elementteihin saa parhaiten li-
sätietoa muun muassa Selenium RC:n JavaDoc-dokumentaatiosta [14]. 
XPath-viittauksista on kattava dokumentaatio Refsnes Datan ylläpitämällä 
w3schools.com-sivustolla [15].  
Virheellisen XPath-viittauksen sivuuttaminen testin nauhoitusvaiheessa on 
helppoa. Se huomataan vasta, kun testin toimivuutta kokeillaan. Tällöin vir-
heen paikantaminen tietylle sivulle on helppoa, mutta tarkempi viantutkinta 
vaatisi kyseisen testin suorittamien operaatioiden manuaalista toistamista 
virheen aiheuttamaan kohtaan asti. Suunniteltaessa testejä eri työkaluille on 
havaittu, että tällaisen virheen etsimisessä saattaa työkalusta riippuen kulua 
suuri määrä aikaa. 
Eräs mahdollisuus testata jo nauhoitettuja testejä on ajaa niitä Selenium 
IDE-laajennoksen kautta. Selenium IDE sisältää Selenium server -
toiminnallisuuden, joten testeissä syntynyttä nauhoitetta ei todellisuudessa 
tarvitse siirtää esimerkiksi Java-lähdekoodiin. Vaikka Selenium IDE ei sovel-
lukaan testausjärjestelmän kaltaiseen automatisoidumpaan testien suoritta-
miseen, voidaan sillä testata kätevästi testejä niiden luomisvaiheessa. 
6.2 Testien suorittaminen 
Testien suorittaminen valmisteltiin luomalla työkaluja vastaavat testiluokat ja 
sijoittamalla ne järjestelmätestejä varten luotuun omaan pakettihierarkiaa 
vastaavaan hakemistopuuhunsa. Tämän jälkeen testit suoritettiin kutsumalla 
liitteessä 3 esitetyn ant-konfiguraatiotiedoston test-selenium-remote-
kohdetta. 
Molemmat työkalut läpäisivät kaikki testit ilman ongelmia, sillä testit oli tehty 
toimivia järjestelmiä vasten. Tämän vuoksi työkaluja vasten ajettiin useita eri 
testejä, joissa työkaluja oli muutettu toimimaan tietyllä tavalla väärin. 
ADSL-rekisteröintityökalua vasten ajettuja virheitä kylväviä testejä varten 
työkalua muutettiin seuraavilla tavoilla:  
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1. Muutettiin rekisteröinnissä tarvittava radiopainike-tyyppinen <input>-
elementti hidden-tyyppiseksi, jolloin lomakkeen arvo välittyi edelleen 
tuotteen luomisvaiheelle. Käyttäjä ei kuitenkaan pystynyt vaikuttamaan 
kyseiseen valintatilanteeseen. 
2. Muutettiin käyttäjän osoitetiedot pyytävä osa lomaketta ilmaisemaan 
poikkeuksetta, ettei kyseiseen osoitteeseen ole ADSL-saatavuutta. Tar-
koituksena oli saada testijärjestelmä havaitsemaan tällainen poikkeava 
virheellinen työkalun toiminta. 
3. Poistettiin sivuston HTML-kuvauskielen mallintavalta Java-luokalta 
HTML-pohjassa käytetty muuttuja, jolloin rekisteröinnin testiversio kaatuu 
Java-virheilmoitukseen näyttäen käyttäjälle kyseisen virheen jäljet (stack 
trace). 
Vastaavasti ADSL-tilauksia käsittelevältä intranet-työkalulta poistettiin eräs 
HTML-pohjan käyttämä muuttuja, jolloin kyseinen työkalu kaatuu samaan 
virheeseen. Lisäksi työkalua testattiin tilanteessa, jossa työkaluun liittyvä ha-
kulomake palauttaa ainoastaan tyhjän hakutuloksen. Tällä pyrittiin todenta-
maan testausjärjestelmän toimivuutta myös tämänkaltaisissa vianhavain-
nointiin liittyvissä tapauksissa. 
6.3 Testien lopputulokset 
Testausjärjestelmä onnistui havaitsemaan kaikki suunnitellut virheet. Virheti-
lanteiden havainnointi oli helppo määrittää testausjärjestelmään sillä esimer-
kiksi Java-virhejälkien tarkistaminen joko käyttäjälle näytettävästä HTML-
lähdekoodista tai sivun tekstimuotoisesta esityksestä on säännöllisten lau-
sekkeiden avulla helppoa. 
Suunniteltuja ADSL-rekisteröintiä testaavia virhetilanteita olivat: 
• Pakollinen käyttöliittymäelementti puuttui. 
• Tekstikentässä oli väärä ennalta määritelty arvo. 
• Käyttöliittymä näytti väärän sivun siirryttäessä lomakkeessa eteenpäin. 
• Käyttöliittymään tehtiin Freemarker-virheen aiheuttava muutos. 
Kaikkien testitapausten luominen Java-lähdekoodistasolla oli helppoa ja suo-
raviivaista. Testausjärjestelmä täytti tältä osin käytettävyyteen liittyvät ei-
toiminnalliset vaatimukset. Vastaavasti havaittiin, että mahdollisesti puuttu-
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van informaation etsiminen DefaultSeleniumWrapper-rajapinnan mekanis-
mien avulla saattaa osoittautua erittäin haasteelliseksi operaatioksi. 
Testausjärjestelmä oli suorituskyvyltään erittäin nopea. Käytännössä suurin 
osa testeihin käytetystä ajasta kului Resin-sovelluspalvelimen järjestelmä-
testien lähettämien kutsujen prosessoimiseen. 
Testausjärjestelmän kuormitus jakautuu työkalua tarjoavan Resin-
sovelluspalvelimen lisäksi itse testiä suorittavalle koneelle ja Selenium Grid-
ympäristöä suorittavalle Windows-palvelimelle. Testiä suorittavalla koneella 
ei havaittu minkäänlaista kuormitusta, sillä testausjärjestelmässä on kyse 
teknisesti yksinkertaisesta välineestä. 
Selenium Grid-ympäristöä tarjoava Windows-palvelin kuormittui ainoastaan 
Mozilla Firefox-selainten vaatimalla tavalla. Vaikka Selenium Grid-ympäristö 
vaikutti käyttöjärjestelmän antaman informaation perusteella olevan erittäin 
kuormitettu ei sen samanaikainen muu käyttö hidastunut merkittävästi. 
7 YHTEENVETO 
Tässä työssä suunniteltiin ja toteutettiin testausjärjestelmä, jolla voidaan tes-
tata automatisoidusti WEB-käyttöliittymiä. Testausjärjestelmä hyödyntää on-
nistuneesti Selenium-ohjelmistokokonaisuutta. Työhön liittyi testausjärjes-
telmän käyttö Saunalahden ADSL-rekisteröintilomakkeen käyttöliittymän tes-
taukseen. 
Elisa Oyj:n tuottamia ADSL-rekisteröintilomakkeen kaltaisia verkkopalveluita 
on erittäin haasteellista testata käyttöliittymätasolla. Testauksen vaikeus 
syntyy muuttuvasta käyttöliittymästä. Lomakkeen eri kohtiin saatetaan lisätä 
esimerkiksi tarjouksen tai muun poikkeavan tilanteen vuoksi ylimääräisiä 
HTML-elementtejä. Vastaavasti niitä saatetaan poistaa. 
Käyttöliittymätestien yksi tarkoitus on testata tällaisten käyttöliittymän ele-
menttien toimivuutta. Mikäli ne puuttuvat, käyttöliittymä toimii väärin. Myös 
testit epäonnistuvat tällaisessa tilanteessa. Epäonnistuneen testin muutta-
minen uutta käyttöliittymän toimintaa vastaavaksi edellyttää ajallisesti ras-
kasta ylläpidollista työtä. 
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Ongelmana on myös tilanne, jossa käyttöliittymiä ei olla totuttu testaamaan. 
Käyttöliittymätestejä tekevän järjestelmän käyttöönotto saattaa osoittautua 
kaiken yksinkertaisuutensakin jälkeen vaikeaksi. 
Testausjärjestelmä toteutti sille alunperin asetetut vaatimukset. Sillä voidaan 
tehdä monipuolisesti automatisoituja järjestelmätestejä erilaisille käyttöliitty-
mille. Ei-toiminnallisista vaatimuksista käytettävyyteen liittyvät tekijät onnis-
tuttiin huomioimaan hyvin. Testausjärjestelmän käyttöönotto on helppoa ja 
nopeaa. Uusien testien luominen on ainoa aikaa vaativa prosessi. Koska mi-
kään testausjärjestelmän testeihin liittyvä työvaihe ei vaadi erityistä perustie-
toja laajempaa Java-ohjelmoinnin osaamista, on testausjärjestelmä otetta-
vissa helposti myös ohjelmistokehitysosastoa laajempaan käyttöön.  
Alkuperäisten tavoitteiden lisäksi testausjärjestelmän avulla ollaan myös 
kyetty nopeuttamaan eräiden muiden ohjelmistojen taustalogiikan testausta. 
Eräät tällaisten ohjelmien taustalogiikalle tehtävät testit edellyttävät joissain 
tapauksissa monimutkaista Internet-selaimella tehtävää käyttöliittymässä 
navigointia. Tällainen toiminnallisuus ollaan voitu automatisoida testausjär-
jestelmän avulla, jolloin ohjelmistokehittäjien testaukseen käyttämä aika pie-
neni merkittävästi.  
Testausjärjestelmä vaatii jatkokehittämistä. Testien ylläpidettävyyttä on pys-
tyttävä lisäämään. Tämä voidaan tehdä joko tekemällä pienempiä testejä, 
luomalla yksittäisille testeille lisää abstraktiotasoja tai testaamalla pienempiä 
kokonaisuuksia. 
Muilta osin kehitystä vaatii Selenium Grid-ympäristön ylläpito. Selenium Hub 
sekä oletuksena käytössä olevat neljä Selenium Remote Control-
palvelinohjelmiston prosessia tulee käytettävyyden kannalta yhdistää yhteen 
helposti käytettävään käynnistysskriptiin. 
Lisäksi Selenium Gridiä on kehitettävä niin, että jokainen ohjelmistokehittäjä 
pystyy tarkastelemaan Internet-selainten mallintamaa HTML-muotoista si-
vustoa mahdollisimman helposti. Nyt sen tarkasteluun vaaditaan tietyillä 
käyttäjätunnuksilla toimiva Remote Desktop Connection-yhteys. 
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