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Diplomska naloga opisuje napravo, ki je namenjena upravljanju in nadzoru hiše na daljavo. 
Hišo lahko nadzorujemo preko elektronske pošte, kar nam zelo olajša delo, saj to lahko 
storimo z mobilnim telefonom, ki ga imamo vedno ob sebi. 
Komunikacija deluje tako, da prejeto elektronsko pošto beremo na računalniku s pomočjo 
programa, napisanega v programskem jeziku Python. V programu preverimo pošiljatelja, in 
vsebino elektronske pošte. V primeru veljavnih podatkov, bo program preko komunikacije 
USB posredoval podatke mikrokrmilniku (STM32F207), na katerem je brezžični modul 
NRF24L01+, ki je nastavljen na način sprejemanja in oddajanja. Poslane podatke preko brez 
žične povezave sprejmejo vsa vezja razporejena po hiši, odzove pa se samo naprava, za katero 
je bil paket namenjen. Ta naprava preveri stanja senzorjev, in odpošlje podatke nazaj vezju, ki 
je priključeno na računalnik. Podatke o senzorjih nato iz računalnika po elektronski pošti 
pošljemo prvotnemu pošiljatelju. 
Celoten postopek, od pošiljanja elektronske pošte do prejetja traja nekaj sekund, kar zadošča 
našim potrebam. Program na mikrokrmilniku, je v celoti napisan in testiran v programu 
winIDEA, v povezavi z iTag razhroščevalnikom. Program na računalniku je napisan v 
programskem jeziku Python in uporablja dve procesorski niti, kar pripomore k temu, da je 
program odziven v vsakem trenutku.   
Ključne besede: 
mikrokrmilnik STM32F207, brez žični modul NRF24L01+, Python, winIDEA, eclipse, 





This thesis describes a device, which purpose is to observe and control a house from a 
distance. House can be controlled through an electronic mail, which spares a lot of time, since 
we can send e-mails from the mobile phone, which we carry everywhere. 
We check for new e-mails on a computer. The program is written in Python programming 
language. We check who the sender is and the content of the e-mail. If the data is valid, 
program will send it through USB communication to a microcontroller (STM32F207), on 
which a wireless module NRF24L01+ is connected. The wireless module is set as transceiver. 
All devices will receive the data sent through the wireless module, but only the device, to 
which data was intend will respond. This device checks sensor states and send the obtained 
data back to the microcontroller system connected to the computer. Data  about sensor states 
is then sent to its original sender through the e-mail. 
The whole process, from sending to receiving the e-mail, takes a few seconds, which meet our 
needs. Program running on the microcontroller, is from start to the end written and tested in 
winIDEA development environment, which is connected to iTag debugger. Program running 
on the computer is written in programming language Python. Uses a couple of processor 
threads, which improves the response times of the program. 
Keywords: 







Namen tega projekta je izdelati napravo, s katero lahko nadzorujemo in upravljamo hišo na 
daljavo. Naprava mora biti enostavna za vgradnjo, cenovno ugodna in najbolj pomembno, 
zasnovana mora biti tako, da jo lahko brez večjega napora nadgradimo oziroma spremenimo. 
Celoten sistem nadzorovanja(slika 1.1) je sestavljen is več mikrokrmilnikov, ki so povezani 
preko brezžične povezave, na njih pa so priključeni različni senzorji. Število brezžično 
priključenih mikrokrmilnikov ni omejeno. To nam omogoča, da že za nekaj evrov, dodamo 
napravo, na poljubno mesto v hiši ali njeni bližini.  
Da bi bili podatki, ki jih sporočajo mikrokrmilniki, tem bolje dostopni, se uporablja kar 
elektronska pošta. S takim načinom se uporabnost izdelka zelo poveča, saj lahko v katerem 
koli trenutku in kjer koli na svetu preverimo, kakšno je trenutno stanje v hiši in na podlagi 
tega ustrezno ukrepamo. Za bolj boljšo preglednost nad dogajanjem se vse izvedene operacije 
beležijo tudi na računalniku. 
 
 




2. IZDELAVA ZAČETNEGA PROJEKTA 
 
Zelo pomembno je, kako zastavimo začetek projekta, saj vsa nadaljna dela temeljijo na tem. 
Za dobro odločitev potrebujemo dobro poznavanje naprave s katero bomo operirali. V mojem 
primeru je to mikrokrmilnik STM32F207VCT6[1][2]. Oznake so zelo pomembne, saj iz njih 
izvemo pomembne podatke, za nadaljevanje. Oznaka C je najbolj pomembna, kajti pove nam 
velikost flash pomnilnika, in sicer 256Kbytes. Seveda pa ne smemo zanemariti oznake V, ki 
pomeni da ima mikrokrmilnik sto nožic. Manjše število nožic pomeni manjše število 
komunikacij(spi,i2c,uart,gpio...), kar bi utegnilo povzročati težave v primeru, da bi želeli 
vezje razširiti z dodatnimi moduli. Vezje z mikrokrmilnikom vsebuje JTAG priključek, kamor 
priključimo iTag razhroščevalec, regulator napetosti, 25MHz oscilator in USB priključek za 
napajanje vezja(slika 2.1). Nekaj dodatnih informacij o mikrokrmilniku: 
- Sistemska ura do 120MHz 
- 128Kbytes RAM-a 
- 2x12bit D/A, 3x12bit A/D pretvorniki 
- neposredni dostop do pomnilnika (DMA) 
- Do 17 časovnikov 
- Do 140 vhodno izhodnih priključkov 
- 3xI2C, 4xUSART, 2xUART, 3xSPI, 2xCAN, SDIO 
- DCMI (vmesnik kamere) 




Slika 2.1: Vezje z mikrokrmilnikom STM32F207, ki ga uporabljam v projektu. 
 
Za razvoj programskega dela projekta, sem uporabil razvojno okolje winIDEA(slika 2.2) 
skupaj z razhroščevalcem iTag. WinIDEA omogoča pester nabor funkcionalnosti, ki 
programerju pripomorejo k hitrejšemu razvoju. Nekaj osnovnih funkcionalnosti: 
- Korakanje skozi programsko kodo 
- Pregled pomnilnika 
- Dostop v realnem času 
- Programiranje pomnilnika 
- Okno za prikaz spremenljivk 
- Okno za natančno izvajanje programa(prikaz ukazov) 
- Postavljanje strojnih in programskih točk za ustavljanje 
- Podpora operacijskih sistemov 




Slika 2.2: Izgled programa winIDEA. 
 
2.1 Prevajalnik in njegove nastavitve 
 
Za prevajanje kode, sem si izbral prevajalnik GCC, ki se distribuira skupaj z winIDEA 
programom. Navedeni prevajalnik, sem izbral zato, ker zanj ne potrebujemo licence in 
zadošča mojim potrebam. 
Z GCC prevajalnikom lahko prevajamo tako C kot tudi C++ kodo, za moj projekt sem 
uporabil "arm-eabi-gcc.exe"[3](C prevajalnik), kajti C++ prevajalnik zahteva več knjižnic, ki 
bi znatno povečale velikost programa. Pri nastavitvah bi izpostavil naslednje : 
-mcpu=cortex-m3 (STM32F2xx je cortex-m3 arhitektura) 
 -mthumb (Izbira thumb ukazov, kajti cortex-m ne podpira ARM) 
 -O0 (Izključi optimizacije)  
 -I(Pot) ( Doda pot, kjer prevajalnik išče pripadajoče datoteke) 
 -g3 (Vključi vse informacije namenjene razhroščevanju) 
 -Wall (Prevajalnik opozori na morebitne napake) 
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V času razvoja aplikacije je pomembno, da pri prevajanju kode izključimo optimizacije, kajti 
v nasprotnem primeru, se lahko razhroščevanje programa precej oteži. Delujoči aplikaciji 
lahko nato vključimo optimizacije, ter s tem zmanjšamo velikost aplikacije in pohitrimo njeno 
izvajanje. Vse datoteke se prevajajo neodvisno od ostalih, zato moramo zunanje 
spremenljivke v deklaraciji označiti z besedo extern. S tako deklaracijo sporočimo 
prevajalniku, da se spremenljivka  nahaja v drugi datoteki, zato bo zanjo poskrbel 
povezovalnik(ang. linker).  
Projekt poleg najbolj uporabljene C kode, uporabljam tudi zbirniško kodo. Zbirniški jezik se 
razlikuje glede na arhitekturo mikrokrmilnika, kar v primeru zamenjave arhitekture 
predstavlja težavo, saj je potrebno pripadajočo zbirniško kodo prilagoditi novemu 
mikrokrmilniku. Pisanje kode je zelo dolgotrajno, kajti to kar v zbirniku napišemo v nekaj 
vrsticah, lahko v C jeziku naredimo z eno samo. Zaradi omenjenih razlogov se pisanje v 
zbirniku ne izplača, ter če je le možno kodo pišemo v bolj naprednem jeziku. Prevajanje 
zbirniške kode prav tako poteka z uporabo "arm-eabi-gcc.exe ". 
Po končanem prevajanju, je potrebno vse prevedene datoteke združiti v celoto, in generirati 
.elf datoteko, to storimo z povezovalnikom(ang. linker).  Nekaj izpostavljenih ukazov 
povezovalnika: 
-nostartfiles (Povezovalnik bo zahteval začetno kodo od uporabnika) 
-nostdlib (Ne uporabljamo standardnih funkcij, s tem prihranimo na porabi pomnilnika) 
-lc (Dodamo knjižnico za matematične izračune) 
Vse izhodne datoteke prevajalnika, ter pripadajoče knjižnice, povezovalnik preko 
povezovalne skripte(ang. linker script) razporedi v več sekcij. Povezovalna datoteka vsebuje 
podatke o lokaciji ter velikosti pomnilnika(slika 2.3), prav tako pa opisuje sekcije v katere se 
naloži specifična koda. Najbolj pomembna je sekcija imenovana ".text", kamor se naloži 
programska koda ter konstante, sledi še sekcija ".data" , kjer se nahajajo globalne 





Slika 2.3: Del povezovalne datoteke. 
 
Pomembno je, da kazalec na sklad nastavimo na konec RAM-a, kajti kazalec se zmanjšuje, in 
mu tako zagotovimo kar največ prostora (slika 2.4). Na prostor, ki ga uporablja kazalec na 
sklad moramo biti še posebej previdni, kajti če kazalec doseže lokacijo, kjer so shranjeni 
podatki,  program ne bo več deloval pravilno, in je velika verjetnost, da se program "Sesuje". 
 




2.2 winIDEA nastavitve 
 
Kot prvi korak pri nastavitvah vzpostavimo povezavo z razhroščevalnikom iTag(slika 2.5).  
 
Slika 2.5: Razhroščevalnik iTag. 
 
Pod  zavihkom "Hardware -> Hardware Type" izberemo iTag, pod zavihkom 
"Communication" pa izberemo USB. V tem trenutku že lahko preverimo s pritiskom na gumb 
"Test", če je povezava uspešno vzpostavljena (slika 2.6).   
  




Pod  zavihkom "Hardware -> Emulation Options" izberemo ustrezni CPU(slika 2.7), nakar 
smo pripravljeni, da na mikrokrmilnik naložimo kodo, ki smo jo prevedli z GCC 
prevajalnikom. 
 
Slika 2.7: Izbira mikrokrmilnika. 
 
Povezava med iTag-om ter mikrokrmilnikom poteka po protokolu JTAG(ang. Joint Test 
Action Group)(slika 2.8), ki je med mikrokrmilniki zelo popularen. JTAG protokol je bil 
sprva namenjen samopreiskušanju(ang. boundary scan), a se je kasneje uveljavil tudi za 
razhroščevanje. Za JTAG komunikacijo je potrebnih kar pet povezav(TDI, TDO, TCK, TMS 
ter opcijsko TRST), kar mikrokrmilnikom z majhnim številom nožic lahko predstavlja težavo. 
Omenjena težava je rešljiva z uporabo SWD(ang. serial wire debug) protokola, ki za 
delovanje potrebuje le dve nožici(SWDIO ter SWCLK). Na mikrokrmilniku STM32F207 sta 
podprta oba protokola, a zaradi boljše zmogljivosti uporabljam JTAG. 
 
 




Pomembno je tudi, da v winIDEA nastavitvah nastavimo dostop do pomnilnika v realnem 
času. Te funkcionalnosti starejši ter nizkocenovni mikrokrmilniki ne podpirajo. Dostop v 
realnem času pomeni, da med tem ko mikrokrmilnik izvaja programsko kodo lahko 
dostopamo do njegovih podatkov v pomnilniku.  
 
2.3 Zagonska koda 
 
Prevajalniku smo podali ukaz -nostartfiles, kar pomeni da moramo začetno kodo napisati 
sami. S tem si zagotovimo večji nadzor nad programom, in izvedemo operacije, ki so nam 
pomembne, pred funkcijo main(). 
Zagonska koda je napisana v zbirniku, ki je zaradi direktnega vpisa posameznih ukazov bolj 
pregleden glede vpisov v določene dele pomnilnika.  Zagonsko kodo moramo postaviti na 
lokacijo, kamor kaže kazalec na reset vektor, kajti ob resetu, se programski števec(register 
R15) postavi na to lokacijo. Da to dosežemo moramo tabelo vektorjev postaviti na začetek 
flash-a, ki je na lokaciji 0x0800_0000 (slika 2.9). 
 




Kot vidimo v tabeli, je reset vektor vezan na funkcijo Reset_Handler(), kjer se bo začela tudi 
zagonska koda. Najpomembnejši del zagonske kode je inicializacija spremenljivk, ter 
nastavitve sistemske ure mikrokrmilnika. Po uspešni inicializaciji se program nadaljuje v 
funkciji main(). (slika 2.10). 
 
 




3. Vzpostavitev brezžične povezave 
 
To poglavje opisuje komunikacijo med mikrokrmilnikom in brezžičnim modulom 
NRF24L01+(slika 3.1)[4].  Modul je cenovno ugoden, upravljanje modula poteka preko 
SPI(Serial Peripheral Interface) komunikacije, in doseže hitrost do 2Mbps. 
 
Slika 3.1: Brezžični modul NRF24L01+. 
 
 
3.1 SPI Nastavitve 
 
SPI je serijska komunikacija, ki poteka preko štirih nožic, in sicer:  
- MISO: Master In / Slave Out data. 
- MOSI: Master Out / Slave In data. 
- SCK: Serial Clock. 
- NSS: Slave select. 
Pri izbiri kateri SPI modul bomo izbrali, moramo paziti, da so nožice, ki jih SPI uporablja, 
proste, kajti na STM32F207 se lahko ista nožica uporabi za več namenov. Ker je STM32F207 
zelo varčen mikrokrmilnik, mu moramo pred konfiguracijo želene module vklopiti(SPI2 in 
GPIOB), nato pa za nožice 13(SCK), 14(MISO), 15(MOSI) na sekciji B določiti, da 




Slika 3.2: Konfiguracija nožic za SPI2. 
 
Sledi konfiguracija SPI modula. V prvem koraku pokličemo funkcijo deinit(), ki ponastavi 
SPI nastavitve na začetno vrednost. Za smer prenosa bomo izbrali fullDuplex, kajti želimo da 
glavni SPI (ang. master), tako pošilja, kot tudi sprejema podatke. Količino podatkov, ki jo bo 
SPI na enkrat prenesel nastavimo na 8bitov. Ko bo SPI v čakanju nastavimo, da bo vrednost 
ure 0, ob prenosu pa nastavimo da bo prvi urin signal pomenil začetek prenosa. Preostane nam 
še konfiguracija delitelja ure in nastavitev zaporedja prenosa bitov MSB(ang. most significant 
bit first) ali LSB(ang. least significant bit first)  (slika 3.3). 
 
Slika 3.3: Nastavitev SPI modula. 
 
Testiranje delovanja SPI povezave je ključnega pomena, kajti komunikacija z brezžičnim 
modulom je onemogočena v primeru nepravilno nastavljenega SPI modula. 
Na sliki 3.4 lahko vidimo prenos treh paketov, vsak paket je sestavljen iz osmih bitov. 
Rumena črta prikazuje MOSI linijo, modra pa SCK. Slika prikazuje prenos podatkov 0x01, 




Slika 3.4: Primer prenosa podatkov po SPI. 
 
 
3.2 NRF24L01+ nastavitve 
 
Po uspešni konfiguraciji SPI modula, lahko pričnemo z nastavitvami brezžičnega modula, 
katerega se upravlja preko SPI komunikacije. Pisanje v registre in branje iz njih poteka tako, 
da preko SPI prvo pošljemo ukaz, nato pa želeno vrednost (primer funkcije, ki zapiše vrednost 
v register je na sliki 3.5) . 
 
 
Slika 3.5: Funkcija za pisanje v registre brezžičnega modula. 
 
Pomembno je, da ves čas preverjamo status, ki nam ga vrača brezžični modul, kajti 
razhroščevanje le tega je dosti bolj omejeno v primerjavi z razhroščevanjem mikrokrmilnika. 
Konstantno spremljanje statusa, hitreje privede do odkritja napake. 
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NRF24L01+ ima nabor dvanajstih ukazov, vsi ukazi imajo dolžino enega bajta. Najpogosteje 
se uporablja ukaz za pisanje v registre, kjer mora biti bit 5 postavljen na 1, biti od 0 do 4 pa 
predstavljajo naslov registra[5]. Slika 3.6 prikazuje SPI signale ob vpisu podatkov v brezžični 
modul. S prehodom CSN (ang. chip select not) linije iz visokega stanje v nizko začnemo s 
prenosom paketa.  Vsak urin cikel na SCK(ang. SPI clock) liniji predstavlja prenos enega 
bita. Na MOSI(ang. master out slave in) liniji C0-C7 predstavlja ukaz, D0-Dn pa podatke. 
MISO(ang. master in slave out) vrne vrednost status registra(biti od S0-S7), ki je bil zajet ob 
prehodu CSN signala. 
 
 
Slika 3.6: Vpis podatkov v brezžični modul preko protokola SPI. 
 
Branje podatkov iz modula poteka na malo drugačen način(slika 3.7). Pazljivi moramo biti 
predvsem na podatke, ki jih preberemo iz MISO linije kajti prvih osem bitov je vrednost 
status registra, šele nato sledijo podatki, ki pripadajo ukazu poslanemu preko MOSI linije.  
 
Slika 3.7: Branje podatkov iz brezžičnega modula preko protokola SPI. 
 
Na sliki 3.9 sta konfiguraciji za način pošiljanja in sprejemanja. Modul je vedno v načinu 
sprejemanja(RX_Mode), tik preden pošljemo podatke pa preklopimo v način 
pošiljanja(TX_Mode). Naslov, komu pošljemo paket pa določimo z naslovom, ki ga vpišemo 
v registra TX_ADDR in RX_ADDR_P0. V mojem primeru imajo moduli, priključeni na 
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mikrokrmilnik enak naslov, kar pomeni da poslan paket iz katerega koli modula prejmejo vsi. 
Zaradi večjega dometa modula, je njegova hitrost nastavljena na 250kbps, ojačanje pa 0dBm. 
Kako je paket, ki ga pošlje brezžični modul sestavljen prikazuje slika 3.8. Paket se začne (ang. 
premable) z 1 bajt veliko sekvenco enic ter ničel. To sekvenco določi modul sam, z njo pa 
zagotovi sinhronizacijo paketa. Sledi naslov(ang. address), ki je lahko velik med 3 ter 5 
bajtov. Velikost poslanih podatkov v enem paketu določa polje "Payload". V mojem primeru 
je velikost tri bajte. Paket se nato konča z CRC(Cyclic Redundancy Check), ki je namenjen za 
odkrivanje napak.  
 
 
Slika 3.8: Sestava paketa, ki ga modul pošlje. 
 
 
Slika 3.9: Konfiguracija brezžičnega modula v načinu pošiljanja in sprejemanja paketov. 
 
Podatke iz brezžičnega modula lahko prejemamo na več načinov. Eden izmed njih je, da v 
neskončni zanki preverjamo status register, in če zaznamo prispeli paket, ga preberemo. Tak 
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način vzame veliko procesorskega časa, kar ni učinkovito in lahko privede do te mere, da kak 
paket izgubimo. Zato, da se to ne bo dogajalo, sem prekinitveno nožico(IRQ) iz modula(slika 
3.11), vezal na STM32F207. Tako ob prejemu podatka, skočimo v prekinitveno rutino (slika 
3.10). Prekinitvena rutina je skupna petim vhodnim nožicam, zato moramo najprej prebrati na 
kateri izmed njih se je dejansko prekinitev storila. V tej rutini moramo nujno razveljaviti 
zastavico, ki se je postavila, kajti s tem ponovno omogočimo prekinitve. Če bi ta korak 
preskočili, bi se prekinitev zgodila samo enkrat.  
 
 
Slika 3.10: Prekinitvena rutina. 
 
 




4. Senzorji in njihova konfiguracija 
 
Za čim bolj raznoliko uporabo, sem na vezje z mikrokrmilnikom priklopil senzor za toploto, 
svetlobo ter induktivni senzor. Senzor za svetlobo bom uporabil za vklop/izklop vrtnih luči. 
Senzor za toploto  bo pozicioniran ob kaminu zgolj za detekcijo prekomerne temperature. 
Induktivni senzor pa bo uporabljen za zaznavanje pozicije garažnih vrat. 
 
4.1 Senzor toplote 
 
Za merjenje toplote sem izbral element LM35[6]. Njegovo merilno območje je več kot dovolj 
veliko za moje potrebe, ter vezava je dokaj enostavna. Z vezavo prikazano na sliki 4.1 lahko 
dosežemo temperaturno območje od -55 °C do +150 °C. 
 
Slika 4.1: Vezava in izhodna napetost v odvisnosti od temperature. 
 
Izhod LM35 je priklopljen na enega izmed treh 12 bitnih analogno digitalnih pretvornikov. Po 
končani pretvorbi iz analognega v digitalno vrednost dobimo 12 bitno število, ki nam 
predstavlja napetost. Da ugotovimo kolikšna je ta vrednost napetosti, jo moramo najprej 
izračunati. Referenčno vrednost 3300mV je potrebno deliti z maksimalno vrednostjo 12 
bitnega števila (4096)  in nato pomnožiti z vrednostjo, ki jo je vrnil pretvornik, kot rezultat 
dobimo napetost podano v mV. Da dobimo stopinje celzija je potrebno deliti še z 10, kajti pri 
LM35 10mV na izhodu predstavlja 1°C (1). 
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Pri izračunu temperature je zelo pomembno povprečenje. Ena sama meritev temperaturnega 
senzorja bi v večini primerov zadostovala, a se lahko na vezju pojavijo motnje na linijah, 
zaradi zunanjih dejavnikov, in kaj kmalu se lahko zgodi, da izračunani rezultat odstopa za 
nekaj odstotkov. V izogib tej težavi vrednost senzorja preberem desetkrat, ter prebrano 
vrednost prištejem prejšnji(slika 4.2), nakar seštevek vrednosti delim z številom iteracij(2).  
 
     







Slika 4.2: Funkcija, pridobitev in izračun stopinj celzij. 
 
S pomočjo časovnih prekinitev, se temperatura preverja vsakih 5s. V primeru, da je 
zabeležena temperatura višja od 80°C, se podatek pošlje glavnemu vezju, ki ga nato posreduje 
na računalnik. Podatek se prav tako posreduje glavnemu vezju v primeru, da od njega dobi 






4.2 Senzor svetlobe 
 
Pri senzorju svetlobe, sem izbral drugačen pristop, kajti zaradi nizkih cen senzorjev sem preko 
ebaya kupil modul za merjenje svetlobe (slika 4.3). 
 
Slika 4.3: Modul za merjenje svetlobe(cena 1$). 
 
Modul ima štiri nožice, in sicer VCC(napajanje +5V), AO(analogni izhod), DO(digitalni 
izhod) ter GND(ozemljitev). Deluje tako, da s potenciometrom nastavimo želeno občutljivost, 
in če je ta svetlost dosežena, se na modulu izhod DO postavi na napetost, ki jo pripeljemo na 
nožico VCC. Izhod DO je povezan na nožico mikrokrmilnika, ki je konfigurirana kot 
I/O(input/output). V aplikaciji imam konfigurirano časovno prekinitev, ki se proži vsako 
minuto, in preveri kakšno je stanje nožice DO. Zaradi rahlega nihanja jakosti svetlobe, stanje 
senzorja večkrat preberemo, in če je stanje vedno enako, lahko zagotovimo, da je bila 




Slika 4.4: Diagram prekenitvene rutine svetlobnega senzorja 
 
 
4.3 Induktivni senzor 
 
Induktivni senzor deluje kot stikalo, in sicer ob stiku z kovino, se vhodna napetost prenese na 




Slika 4.5: Induktivni senzor 
 
Senzor sem priključil na napetost 12v, kajti deluje v napetostnem območju med 6 in 36v. To 
pomeni, da bo izhodna napetost enaka vhodni, zato direkten priklop na mikrokrmilnik ni 
mogoč, saj je maksimalna dovoljena napetost na GPIO enaka petim voltom. To sem rešil z 
napetostnim regulatorjem  L7805[7](slika 4.6), ki zniža napetost iz maksimalno 35v na 5v, v 
vezavi prikazani na sliki 4.7. 
 





Slika 4.7: Priključitev senzorja na vezje. 
 
Napetostno reguliran izhod senzorja, je priključen na GPIO mikrokrmilnika. GPIO nožica 
proži prekinitev na dvigajoči in padajoči rob signala, v prekinitveni rutini pa preverjamo 
vrednost GPIO, ter s tem določimo ali je senzor sklenjen oz. razklenjen. Podatek o stanju 












5. Izdelava aplikacije za beleženje in posredovanje sporočil 
 
Aplikacija omogoča natančno beleženje sporočil, katera prihajajo iz vezij, ter jih po želji 
posreduje preko elektronske pošte. Prav tako pa omogoča tudi pošiljanje zahtevkov, za branje 
določenega senzorja na vezju. Izvajanje programa poteka na dveh procesorskih nitih, kar 
omogoča hkratni dostop do elektronske pošte ter komunikacijo z vezjem. 
 
 
5.1 Programski jezik Python 
 
Za Python sem se odločil zaradi njegovega zelo razširjenega območja uporabe in 
povezljivosti. Z uporabo različnih modulov lahko hitro dosežemo želeno funkcionalnost. V 
mojem primeru poleg standardnih modulov uporabljam še isystem.connect ter imap. Prednost 
pri Python -u je ta, da se vse spremenljivke ustvarijo dinamično in nam ni potrebno skrbeti za 
posamezne tipe. Velika slabost pa je njegova sintaksa, ki je zelo strogo definirana, in lahko 
moti programerje, ki nanjo niso navajeni. 
 
 
5.2 Razvojno okolje Eclipse 
 
Eclipse je integrirano razvojno okolje namenjeno razvoju spletnih aplikacij in razvojnih 
orodij(slika 5.1). Bazira na odprtokodni platformi, kar omogoča razvijalcem pisanje svojih 
vstavkov. Prav to naredi Eclipse posebno orodje, ki se hitro širi, in privablja kopico 
uporabnikov. Eclipse podpira kopico programskih jezikov kot so: C, C++, Perl, ADA, PHP, 
Python,... V njem lahko tako prevajamo kodo, kot tudi razhroščujemo, zato sem aplikacijo 




Slika 5.1: Razvojno okolje Eclipse v načinu razhroščevanja. 
 
5.3 Grafični uporabniški vmesnik 
 
Za izdelavo grafičnega vmesnika sem uporabil PySide[8], ki je skupek knjižnic za programski 
jezik Pyhon. Da si stvari malo olajšam, sem namesto ročnega pisanja grafičnega okna, v ta 
namen uporabil QtDesigner, ki je priložen ob PySide paketu (slika 5.2). Uporaba je zelo 
enostavna, a vseeno moramo biti pozorni, da  postavljenim elementom dodelimo unikatna 
imena, ki jih bomo kasneje uporabili pri pisanju programa. Pomembno pa je tudi, da elemente 
ustrezno združimo v posamezne skupine, katerim določimo minimalno in maksimalno 
dolžino, to nam omogoča, da grafično okno po izbiri povečujemo, oziroma zmanjšujemo, brez 
da bi pri tem omejili funkcionalnost. Izhodna datoteka QtDesigner-ja je formata *.ui, ki jo je 
za uporabo skupaj z Python-om potrebno pretvoriti. To storimo z PySide-uic(ang. ui 




Slika 5.2: Izgled QtDesignerja. 
 
 
5.4 ISYSTEM connect 
 
ISYSTEM connect je vmesnik, ki omogoča iSYSTEMovim[9] orodijem povezavo z 
zunanjimi aplikacijami. Preko tega vmesnika lahko izvajamo zelo osnovne operacije (branje 
pomnilnika, ustavljanje ali poganjanje procesorja, postavljanje prekinitvenih točk) kot tudi 
zahtevnejše na primer snemanje izvajanja procesorskih ukazov.  
V moji aplikaciji se vmesnik uporablja zgolj samo za branje ter pisanje spremenljivke v 
realnem času, kar pomeni, da procesorja ni potrebno ustavljati, med branjem ali pisanjem v 
pomnilnik. Ta funkcionalnost je specifična glede na tip mikrokrmilnika, a vsi novejši že imajo 
podprt dostop v realnem času.  Na sliki 5.3 je prikazana povezava z razhroščevalnikom, 
prikazana koda odpre delovni prostor, ki je podan z relativno potjo ( kar se izkaže za zelo 
uporabno, saj v primeru premikanja projekta program še vedno deluje), ter postavi 




Slika 5.3: Povezava Python aplikacije z razhroščevalnikom preko iSYSTEM connect-a. 
 
ISYSTEM connect ne omogoča prekinitev, kar pomeni, da je potrebno ves čas preverjati, ali 
je na mikrokrmilniku kakšen nov podatek, ki ga je potrebno obdelati. To sem storil tako, da 
sem na mikrokrmilniku ustvaril medpomnilnik v katerega beležim vsa prejeta sporočila od 
ostalih vezij, nato pa vsakih nekaj sekund, preko iSYSTEM connect-a preverim, če je v 
medpomnilniku kakšno novo sporočilo. Če je, ga preberem in nato izbrišem. Tak sistem 
zagotavlja, da se nobeno sporočilo ne bo izgubilo. Deluje tako, da se prvo sporočilo, ki pride 
v medpomnilnik, tudi prvo posreduje naprej (FIFO sistem)(slika 5.4). 
 




5.5 Elektronska pošta 
 
 Z uporabo elektronske pošte, se funkcionalnost programa izredno poveča, saj nismo več 
vezani samo na stacionarni računalnik, ampak lahko vezja nadzorujemo in upravljamo na 
daljavo. Prav tako pa nas takšen način komunikacije nič ne stane(ob predpostavki, da imamo 
brezplačen dostop do spleta) v primerjavi s sms obveščanjem in nadzorom, ki je plačljivo. 
Pošiljanje in prejemanje elektronske pošte poteka po protokolu IMAP (angl. Internet Message 
Access Protocol), ki ponuja večjo funkcionalnost kot njegov starejši protokol POP (angl. Post 
Office Protocol). Najbolj opazna razlika med POP in IMAP je v tem, da se pri POP-u  
elektronsko sporočilo prebere iz strežnika, ter nato iz njega tudi izbriše, pri IMAP-u pa 
sporočilo ostane na strežniku, ter omogoča večim uporabnikom hkratni dostop do istega 
poštnega predala. Na ta način lahko z mojo aplikacijo berem ter brišem samo želena 
sporočila, brez da bi pri tem onemogočil dostop do poštnega predala. 
 
 
Slika 5.5: Branje elektronske pošte. 
 
Na sliki 5.5 je prikaz branja elektronske pošte. Najprej se povežem na strežnik, ki je v mojem 
primeru gmail. Nato se vanj prijavim z uporabniškim imenom in geslom, ki je vpisan v 
grafični uporabniški vmesnik. Preberem vsa neprebrana sporočila, in če se naslov ter 
pošiljatelj ujemata, nastavim globalno spremenljivko(slika 5.6), ki nakazuje, da je bila poslana 
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zahteva po določeni funkcionalnosti. Na koncu to sporočilo označim kot prebrano, kar 
pomeni, da se ob naslednjem pregledu pošte ne bo obdelalo.  
 
Slika 5.6: Diagram branja elektronske pošte. 
 
V primeru, ko elektronski naslov vsebuje veliko količino sporočil, lahko proces branja pošte 
traja več deset sekund. V ta namen celotno kodo za preverjanje elektronske pošte izvajam v 
drugi procesorski niti, ki je prožena preko časovne prekinitve(slika 5.7). Na tak način lahko 










Pri izdelavi izdelka sem naletel na manjšo težavo pri nastavitvah brezžičnega modula, saj je 
razhroščevanje le tega dosti bolj omejeno v primerjavi z mikrokrmilnikom. Večjih težav z 
realizacijo naprave nisem imel, kajti orodja ter ostalo opremo sem že uporabljal v preteklosti. 
Izdelek bom v prihodnosti nadgradil z polnjenjem baterij preko sončnih celic, kajti vezje z 
mikrokrmilnikom ter pripadajočimi senzorji je zelo energijsko varčno, in bi nekaj sončnih 
celic več kot zadostovalo, za njegovo delovanje. Ena izmed izboljšav je tudi priključitev GSM 
naprave.V primeru izpada svetovnega spleta, obveščanje ne deluje, kar bi rešil z uporabo 
GSM modula. Le-ta ima slabo lastnost, da je za delovanje potrebno z mobilnim ponudnikom 
skleniti naročniško razmerje. Najpomembnejša izboljšava je uporaba spletnega strežnika na 







Priloga 1: Naslovni prostor mikrokrmilnika 
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