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processes  very  well  in  many  disciplines  of  the  process.  For  example,  Rational  Unified 
Process (RUP) expects to have a new release at least at the end of each iteration (excluding 
Inception phase). But  it does not  limit  the expectation  to have releases more frequently – 

























So,  what  should  be  done  when  a  bug  is  identified?  Let  us  assume  that  the  bug  was 
identified  in branch C during any kind of  tests performed by developers  (typically white- 
-box testing) or by testers (typically black-box testing). In such a case the special bug-fixing 
branch should be created from branch C in order  to fix the bug just  in  this newly created 
branch. The fix branch  should not be a development branch as  the history of fixing bugs 
is different to the history of development. Mixing them is a bad practice. That is why Unified 
Change Management  [7]  promotes  creating  special  fix  branches  for  bug  fixing  purposes, 
nevertheless-manually.  The  file where  the  bug was  identified  is  present  also  in  branches 




It  is worth  noting who  identifies what  in  the  process  of  bug  identification  and fixing. 
The  typical  but  bad  practice  is  that  the  team  who  identifies  the  bug  is  responsible  for 
the correct propagation of the bug information to other teams or team members.
This  approach  is  acceptable  in  a  small  number  of  small  teams  especially  when  they 
are  supported by  a  common  testing  team.  In  such  a  situation  the  team members  are  able 






which  ones. The  last  assupmption  about  the  common  testing  team  is  crucial  as  the  team 
must be able  to know, understand and have access  to  tests and code. The knowledge and 
privilidges mentioned above are necessery to make possible the verification, first if the bug 
exists, and second if the fix of the bug is correct in all branches involved. It must also be 




The  tool  presented  in  the  next  sections  fits  best  to  the  simpler  software  development 
process as described in the paragraph above.
4. Problem solution














created  branch.  The  developer  fixes  the  bug  and  reports  this  in  the  tool  by  associating 
an appropriate description to this fix. At this moment, the tool automatically merges the fix 
to  the  branch C  if  possible.  If  it  is  not  possible,  the  developer  does  it  himself manually. 
The manual merge may  be  necessary  if  there were merges  to  branch C  in  the meantime 




This  way  the  bug  fixing  was  performed  on  branch  C  only.  But  how  about  bug 
propagation  to  other  branches?  This  task  is  performed  by  the  tool  semi-automatically. 
When the developer or  tester  identifies  the bug,  it manually checks on  the other branches 
if  the  bug  has  (may  have)  impact  on  these  branches.  If  he  identifies  the  possible  impact 
he specifies the possibly impacted branches in the tool (A and B below C in the top-most 
compartment in Fig. 2). The good practice here is not to assume the lack of impact in unclear 
situations. As  a  consequence,  the  default  is  to  assume  the  impact  to  all  other  branches. 
And  this  is  the weak point  of  the process  (not  the  tool  –  it  supports  the  existing process 
from  the  assumption).  In  the  case  of  the  common  testers  team,  the  existence  of  the  bug 
may  be  verified  by  running  appropriate  tests  (if  they  exist). Otherwise,  the  identification 























software required by the tool is available which creates the opportunity for more advanced 
improvements of the BFT tool in the future. The above mentioned advantages make starting 
the tool usage in a company easy and are not connected to any significant investment 
at the beginning.
Another group of advantages is strictly connected to the running business of software 
development. This group of advantages consists of:
– uniform way of bug fixing in the whole company,
– usage of one simple web tool for the bug fixing process which is easily accessible 
by different teams,
– ease of implementation of the tool,
– small size of the code which limits the likelihood of defects,
– limited but adequate functionality which makes testing the tool easy,
– improvement of company communication regarding bug fixing,
– improvement of statistics that may be performed on version control server via distinguishing 
between development and bug fixing.
6. Conclusions
The bug fixing tool dedicated to the continuous integration approach to software 
development process described in the paper is very useful due to the advantages presented 
in the previous section. However, this tool supports existing business processes that have 
disadvantages mentioned in section 3. Consequently, the approach described here and the tool 
itself are a good starting point to the further optimization of both the process and the tool 
concept. This problem of optimization is a subject of investigations that are taking place 
at the moment. The results of that different problem defined for the purpose of wide and deep 
optimization and automation are intended to be published soon.
The situation presented in this paper is quite simple, nevertheless, realistic in many cases. 
A proposal of a solution to much more complex situations not limited to one configuration 
repository and consisting of many different additional actions that may be performed 
on the configuration repository is the subject of current investigations and also will 
be published soon.
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