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I b  
This  r e p o r t  is  designed t o  s e r v e  as a manual by  which a 
u s e r  w i th  only  a working knowledge of FORTRAN may, by  a system 
of s u b r o u t i n e s ,  extend FORTRAN I V  t o  manipulate  d a t a  which i s  
s t r u c t u r e d  as roo ted  trees, 
I n t u i t i v e l y ,  roo ted  trees may be cons idered  as  a f o r m a l i z a t i o n  
of the  s i t u a t i o n  where t h e  na tu re  of  an  even t  (or  e n t i t y ,  or 
piece of d a t a )  i s  dependent upon a s i n g l e  preceding  even t  i n  
space  o r  t i m e .  Consequently rooted trees can s e r v e  as v a l u a b l e  
models i n  many d i f f e r e n t  f i e l d s .  
The cha in  of command s t r u c t u r e  is  a rooted  tree t h a t  n a t u r a l l y  
occurs i n  management, as are va r ious  o p e r a t i o n a l  d e c i s i o n  trees, 
I n  the t h e o r y  of games the  choice of a l t e r n a t i v e  moves is  dependent 
upon the  preceding  move of t h e  opponent,  and similar tree s t r u c t u r e s  
appear  i n  economic theory .  Rooted trees can s e r v e  as a model 
f o r  a sexua l  r ep roduc t ion ,  and, under c e r t a i n  c o n d i t i o n s ,  animal  
mig ra t ion .  The syn tax  of a l l  n a t u r a l  language is  b a s i c a l l y  
tree s t r u c t u r e d .  Consequently trees have proved u s e f u l  i n  
language t r a n s l a t i o n ,  b o t h  t o  o t h e r  n a t u r a l  languages as  w e l l  
as t o  a r t i f i c a l  c m p u t e r  languages. As one example of such 
p o s s i b l e  TREETRAN a p p l i c a t i o n s ,  a program f o r  t h e  g e n e r a t i o n  
of s y n t a c t i c a l l y  c o r r e c t  sen tences  w i l l  be g iven  la ter  i n  
t h i s  r e p o r t .  
The l i s t  of r o o t e d - t r e e  a p p l i c a t i o n s  above i s  meant t o  
be s u g g e s t i v e ,  n o t  exhaus t ive .  It i s  f e l t  t h a t  many problems 
i n  economics, management, d e c i s i o n  theo ry ,  language, and 
s ta t i s t ics ,  which could  p r o f i t a b l y  be modeled w i t h  tree s t r u c t u r e s  
are ignored f o r  want of programmers who are conversant  wi th  
t h e  t r a d i t i o n a l  l i s t  s t r u c t u r e d  languages such as L I S P ,  IPL-V, 
SLIP etc. 
It is hoped t h a t  t h i s  package of  rooted  tree r o u t i n e s  w i l l  
h e l p  b r i d g e  t h i s  gap by pe rmi t t i ng  r e s e a r c h e r s  i n  d i v e r s e  f i e l d s  
t o  manipula te  tree s t r u c t u r e s  i n  FORTRAN, a widely known and 
e a s i l y  l ea rned  compiler language. I n  a d d i t i o n  as we a c q u i r e  
a l a r g e r  body of exper ience  w i t h  a p p l i c a t i o n s  wi th  t r e e - s t r u c t u r e d  
d a t a ,  t h e  t r u e  v a l u e  of t h i s  too l  may be more a c c u r a t e l y  assessed. 
The work i n  t h i s  r e p o r t  w a s  supported i n  p a r t  by t h e  
Nat iona l  Aeronaut ics  and Space Admin i s t r a t ion  Grant NsG-398 
t o  t h e  Un ive r s i ty  of Maryland. I n  a d d i t i o n ,  the  au tho r  
g r a t e f u l l y  acknowledges the c o n t r i b u t i o n  of D r .  Joseph 
Weizenbaum who developed the SLIP l i s t  p rocess ing  language 
i n  the  c o n t e x t  of  FORTRAN, and t h e  a s s i s t a n c e  of M r .  Robert  
Lieberman who developed a working SLIP package from the  ACM 
l i s t i n g s .  
TREETRAN - A FORTRAN IV Subrout ine  Package f o r  
Manipulation of Rooted Trees 
I. BACKGROUND: 
Very o f t e n  the  p i e c e s  of data t o  be used i n  so lv ing  a 
problem are n o t  independent ,  b u t  r a t h e r  s t a n d  i n  some s o r t  
of r e l a t i o n  t o  one ano the r .  A familiar example from mathematics 
i s  the  m a t r i x ,  where one s e l d a n  c o n s i d e r s  t h e  i n d i v i d u a l  e lements  
independent ly ,  b u t  rather i n  t h e i r  " r e c t a n g u l a r "  r e l a t i o n s h i p  
t o  t he  o t h e r  e lements .  
Graphs and trees g i v e  examples of more g e n e r a l  c o l l e c t i o n s  
of s t r u c t u r e d  data. Consider the  data t o  be s t o r e d  a t  t he  
v e r t i c e s  of t he  graph  and the  edges t o  r e p r e s e n t  s t r u c t u r e  
r e l a t i o n s h i p s  between the  data. With t h i s  view a m a t r i x  is  
j u s t  a ve ry  s p e c i a l  data s t r u c t u r e :  one where t h e  graph 
r e p r e s e n t i n g  the  r e l a t i o n a l  s t r u c t u r e  i s  " rec t angu la r " .  
It i s  clear t h a t  the power of m a t r i x  theo ry  l ies i n  
t he  a b i l i t y  t o  cons ide r  and manipulate  the m a t r i x  as an 
e n t i t y  i n  i t s  own r i g h t ,  and FORTRAN i n c o r p o r a t e s  t h i s  
a b i l i t y .  Matr ix  a r r a y s  are named. From then  on the  m a t r i x  
may be read i n  or o u t  by  name o n l y ,  and i t s  name a lone  is 
s u f f i c i e n t  t o  provide the  e n t i r e  a r r a y  as argument t o  manipula t ive  
sub rou t ines .  
This subrou t ine  package seeks  t o  extend t h i s  type of 
l a b e l i n g  and manipula t ive  a b i l i t y  t o  a d i f f e r e n t  class of 
s t r u c t u r e d  data -- s p e c i f i c a l l y  a c o l l e c t i o n  of data whose 
i n t e r r e l a t i o n s h i p s  can be represented  by  a rooted  tree. While 
it would be desirable t o  develop r o u t i n e s  t o  handle  s t i l l  more 
g e n e r a l  data s t r u c t u r e s :  one encounters  tree s t r u c t u r e s  s u f f i c i e n t l y  
o f t e n  t o  make even t h i s  ex tens ion  w o r t h w h i l e .  
11. ROOTED TREES: 
Consider a graph w i t h  a directed edge j o i n i n g  t h e  node 
a t o  the  node a . W e w i l l  c a l l  a a precedent  of a and c a l l  
a' a n  an teceden t  o f  a 2 1 2 1' 2 
By a rooted  tree is  m e a n t  a directed graph wi thout  c i rcu i t s  
I s u c h  t h a t  every  node has a t  most one precedent .  Graph ica l ly  
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a rooted  tree may be drawn as below: 
The r o o t  of t h e  tree is the  one node wi thou t  a precedent  
(node a i n  the  f i g u r e ) .  
t h e i r  roots (perhaps p r i n c i p l e  node would be a better terminology) .  
For example, node e can  be considered t h e  root  of t h e  s u b t r e e  
c o n s i s t i n g  of i t s e l f ,  j, k, n ,  and 0. 
One may a l so  cons ide r  s u b t r e e s  and 
A twig is  a node wi thou t  an tecedents .  Thus, i, j ,  n ,  
0, f ,  1, p, and h are t w i g s .  
The dep th  of a node below a s p e c i f i e d  node is t h e  number 
of edges between them. Nodes d ,  e ,  f ,  g ,  and h are a l l  of 
dep th  2 b e l o w  the root  a. 
111. FORTRAN I V  IMPLEMENTATION: 
I n  FORTRAN a piece of da t a  is  rep resen ted  by a sym- 
bol ,  s a y  "X". The symbol "X" r e p r e s e n t s  t h e  d a t a  i t se l f  
and may be used exactly as i f  it w a s  a number or s e t  of  
a l p h a b e t i c  c h a r a c t e r s .  
i n p u t ,  or DATA s ta tement .  
The symbol i s  de f ined  b y  an arithmetic, 
I n  t h e  rooted  tree package we in t roduce  symbols t h a t  do 
n o t  r e p r e s e n t  data,  b u t  r e p r e s e n t  a node of t h e  tree where 
d a t a  i s  stored. Such a symbol ( f o r  i n s t a n c e  "A")  w e  say 
"names" a node. One must refer t o  t h e  d a t a  associated w i t h  
node A i n d i r e c t l y  v ia  a DATA funct ion.  Thus, 
makes X equal t o  t h e  d a t a  stored a t  A. 
X = DATA (A,FLAG) 
A name symbol can be defined when a node i s  c r e a t e d .  f o r  
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For example, 
creates a node name "A" w i t h  one a s s o c i a t e d  piece of data 
ARGl .  Every node i s  a g iven  machine address name i n t e r n a l l y  
by  the system when it i s  created. However, the  programmer 
may also r e p r e s e n t  it w i t h  a symbol i n  case he wishes t o  
refer t o  it by name la ter  i n  h i s  program. 
A = CREATE (1, ARG1) 
I 
I 
The arithmetic s t a t emen t  Y = X makes t h e  symbol Y 
r e p r e s e n t  the same va lue  as X. B = A makes t h e  symbol B 
name the same node as A. F o r  t h i s  reason  we may c a l l  B 
(and/ or A) an a l ias  f o r  t h e  node. I n  o r d e r  t o  avoid c o n f l i c t  
w i th  the  FORTRAN f l o a t i n g  f ixed  p o i n t  convent ion,  we have 
adopted the p o l i c y  of denot ing a l l  node names and aliases 
by f l o a t i n g  p o i n t  v a r i a b l e s .  
S ince  every  tree (or  sub t r ee )  has only  one root there 
i s  no ambiguity i f  w e  l e t  the name of t h e  r o o t  node a l s o  be 
the  name of the e n t i r e  tree fo r  which t h i s  i s  the r o o t .  I n  
a l l  cases the  c o n t e x t  w i l l  make it clear whether t h e  symbol 
refers only  t o  the node itself o r  t o  t h e  e n t i r e  tree f o r  which 
t h i s  node i s  t h e  r o o t .  
Having symbol ica l ly  named tree s t r u c t u r e s  we may now 
t rea t  them as specific e n t i t i e s .  I n  p a r t i c u l a r ,  we may attach 
one tree t o  ano the r ;  d e l e t e  subtrees; canpare trees; o u t p u t  
them; etc. These manipulat ions should beccane clear as 
we d i s c u s s  the a c t u a l  TEtEETRAN subrou t ines .  
IV. USE OF TREETRAN SUBROUTINES 
I n i t i a l i z a t i o n :  
I 
I Before execut ing  any tree s u b r o u t i n e s ,  space f o r  t h e  
tree s t r u c t u r e s  must be reserved  by the  two s t a t emen t s  
I 
I DIMENSION SPACE (n) 
CALL I N I T A S  (SPACE, n) 
Where n is approximately 6 times the number of nodes i n  u s e  
a t  any one t i m e .  Note tha t  when a tree s t r u c t u r e  i s  no longer  
needed i t s  memory l o c a t i o n s  can be r e t u r n e d  t o  a cOmmon poo l  
for reassignment  i n  succeeding tree s t r u c t u r e s .  
Node C r e a t i o n  and D a t a :  
Any number of words* of any type ( f i x e d ,  f l o a t i n g ,  o r  
~ 
I 













a l p h a b e t i c )  may be s t o r e d  a t  
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node. The f u n c t i  n CREATE (n,  
ARG1, ARG2) creates, names and s t o r e s  up t o  2 words of data 
a t  a node s imul taneous ly .  n = 0 ,  1 o r  2 denotes  t h e  number 
of data words t o  be s t o r e d  a t  t h e  node. A R G l  and ARG2 a r e  the 
words of d a t a  t o  be s t o r e d  ( they need n o t  be s p e c i f i e d  u n l e s s  
i n d i c a t e d  by n) . The f u n c t i o n  v a l u e  is  t h e  name of t h e  node. 
For example, A = CREATE (1, 107.3) creates a node wi th  
name (or  a l ias)  A and s t o r e s  t h e  f l o a t i n g  p o i n t  number 107.3 
t h e r e  . 
I f  more d a t a  is  t o  be s t o r e d  a t  a node t h e  sub rou t ine  
ADD (A, ARG) w i l l  add t h e  datum ARG t o  any d a t a  a l r eady  s t o r e d  
a t  node A.  
N o t e  t h a t  c r e a t i n g  a node does n o t  imbed i t  i n  a tree 
s t r u c t u r e  (except  the t r i v i a l  one c o n s i s t i n g  of only t h e  node 
i t s e l f ) .  
Three f u n c t i o n s  retrieve d a t a  t h a t  i s  s t o r e d  a t  a g iven  
node DATA (A,  FLAG) and IDATA (A,FLAG) b o t h  r e t r i e v e  a s i n g l e  
p i e c e  of d a t a  s t o r e d  a t  a node A and d e l i v e r  it as a f u n c t i o n  
va lue .  If more t h a n  one p i e c e  of d a t a  i s  a s s o c i a t e d  w i t h  A 
t h e s e  f u n c t i o n s  w i l l  r e t u r n  t h e  f i r s t  word t h a t  w a s  s t o r e d  
t h e r e .  If no data is assoc ia t ed  w i t h  t h a t  node a very  l a r g e  
number is r e t u r n e d  and FLAG i s  set t o  TRUE. There a r e  two 
f u n c t i o n s  s o l e l y  t o  e l i m i n a t e  t h e  d i f f i c u l t i e s  of f i x e d  
f l o a t i n g  p o i n t  name conventions i n  FORTRAN. 
With t h e s e  t w o  f u n c t i o n s  one can  use  d a t a  a s s o c i a t e d  
a t  a node i n  t h e  convent iona l  way i n  FORTRAN. 
For example, t h e  s t a t emen t s  
and 
check whether t h e  f i x e d  p o i n t  number s t o r e d  a t  t h e  node named 
C 2  i s  e q u a l  t o  7 and c a l c u l a t e  t h e  s i n e  of one h a l f  t h e  f l o a t i n g  
p o i n t  number s t o r e d  a t  t h e  node c a l l e d  PLACE r e s p e c t i v e l y .  
I F  (IDATA (C2, FLAG) . EQ. 7)  GO TO n 
Y = S I N  (DATA(PLACE,FLAG)/2.0) 
* However, i t  is  u s u a l l y  q u i t e  u n e c o n m i c a l  t o  store l a r g e  a r r a y s  
i n  a tree s t r u c t u r e .  
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It should be clear t h a t  
X = DATA (CREATE (1, Y) , FLAG) 
merely makes X equa l  t o  Y; and t h a t  
stores t h e  d a t a  associated with nodes A and B a t  a new node 
C as w e l l .  
C = CREATE (2 ,  DATA ( A ,  FLAG) ,DATA (B ,FLAG) ) 
I f  s e v e r a l  words of d a t a  are s t o r e d  a t  node A t h e  sub rou t ine  
DLIST (A,N,ARRAY) p u t s  t h e  n words of d a t a  s t o r e d  a t  A i n t o  
t h e  vector ARRAY (which must have been dimensioned by t h e  
c a l l i n g  program). The o r d e r  o f  t h e  words of d a t a  i n  ARRAY 
w i l l  be t h e  o rde r  t h e y  w e r e  s to red  a t  A .  
I 
So far  on ly  d a t a  c o n s i s t i n g  of a f e w  words of numeric 
o r  alphabetic d a t a  has  been  considered for  s t o r a g e  a t  i n d i v i d u a l  
nodes. However t h e  d a t a  w e  wish t o  associate w i t h  a g iven  
node might i t se l f  be tree s t r u c t u r e d ,  To accomplish t h i s  
we  merely store t h e  name of  t h e  data tree as t h e  datum a t  t h e  
node. I n  t h i s  manner we  can q u i t e  easi ly  b u i l d  "trees of trees". 
One q u e s t i o n  arises when r e t r i e v i n g  data from nodes. Is 
the  word a piece of datum i t s e l f  or  is  it j u s t  t h e  name of 
a s t i l l  l o w e r  l e v e l  data tree? M o s t  programmers will probably 
keep track w i t h i n  t h e i r  program of t h e  n a t u r e  of t h e  d a t a  they 
expec t  t o  retrieve a t  any s t ep .  I n  cases of doubt ,  however, 
a s i m p l e  check i s  provided by t h e  func t ion  NAMTST (DATUM). 
This  f u n c t i o n  r e t u r n s  z e r o  i f  t h e  datum is  t h e  name of a 
s u b t r e e ,  non-zero o therwise .  
S e v e r a l  f u r t h e r  cons ide ra t ions  involved i n  c r e a t i n g  
"trees of trees" w i l l  be considered la ter  i n  t h e  s e c t i o n  e n t i t l e d  
" R e s t r i c t i o n s  and Programming Cons ide ra t ions .  It 
Tree Cons t ruc t ion :  
The func t ion  ATTACH (B, A )  makes node B an an tecedent  
of node A .  By us ing  t h i s  func t ion  one can b u i l d  trees l i n k -  
i n g  nodes t o  s p e c i f i e d  nodes. However because t h e  name of a 
node i s  a lso t h e  name of t h e  tree f o r  which t h a t  node i s  
r o o t ,  t h e  ATTACH f u n c t i o n  can a lso a t t a c h  e n t i r e  tree s t r u c t u r e s  
t o  o t h e r  trees, 
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For example, if we have cons t ruc ted  t w o  trees, TREE1 and 
TREE2 as i n  t h e  fol lowing diagram, 
TREE2 
P 
Then t h e  s t a t emen t  CALL ATTACH ( = E l ,  TREE2) creates t h e  
s i n g l e  tree shown i n  f i g u r e  2. 
(Note t h a t  t h i s  s t r u c t u r e  is isomorphic t o  t h e  s u b t r e e  w i t h  
root b i n  f i g u r e  1) 
ATTACH can  be c a l l e d  as e i t h e r  a subrou t ine  or a func t ion .  
When c a l l e d  as a func t ion  it d e l i v e r s  as i t s  f u n c t i o n  va lue  
t h e  name of t h e  p receden t  node. 
I f  the program tries t o  a t tach a node t h a t  is  a l r e a d y  i n  a 
tree s t r u c t u r e  ( i .e. ,  has  a precedent)  a warning d i a g n o s t i c  
i s  p r i n t e d ,  t h e .  node (and corresponding subtree) is  detached 
f r m  i t s  c u r r e n t  s t r u c t u r e  and a t t a c h e d  t o  t h e  new s t r u c t u r e .  
This provides  a n e s t i n g  c a p a b i l i t y .  
A s  an  example the  r e a d e r  may v e r i f y  t h a t  t h e  coding 
DIMENSION SPACE (1000) 
CALL INITAS (SPACE, 1000) 
TREE = CREATE (1, 1) 
X = TREE 
DO 107 I = 2 ,  7 
I F  (MODF (I, 2 )  .EO. 0) GO TO 106 
X = ATTACH (CREATE 1 ,  I) , X) 
GO TO 107 
--I- 
106 CALL ATTACH (CREATE (1, I ) ,  TREE) 
107 CONTINUE 
g e n e r a t e s  t he  fol lowing tree where t h e  numbers represent d a t a  
a t  the nodes rather than  their names. 
1 
f i g .  3 
Tree Output: 
A s i n g l e  p r i n t  r o u t i n e  PRTREE ( A , I )  p r i n t s  tree s t r u c t u r e s  
and t h e i r  c o n t e n t s  i n  an e a s i l y  readable format .  PRTREE 
r e p r e s e n t s  the  tree s t r u c t u r e  by vary ing  the  p o s i t i o n  o f  t h e  
node a c r o s s  the page corresponding t o  i t s  depth  below the  r o o t  
A .  The second parameter c o n t r o l s  the  format ,  under which the 
c o n t e n t s  of each node i s  p r i n t e d ,  as fol lows:  
I = 1 In tege r  (18) 
= 2 Alphabet ic  (A6) 
= 3 Floa t ing  P o i n t  (E11.4) 
= 4 Octal (012) 
If PRTREE encounters  t h e  name of a tree s t o r e d  as  data i t  a s s i g n s  
and p r i n t s  a label f o r  the da ta  tree. 
o r i g i n a l l y  r eques t ed  tree, i t  proceeds t o  p r i n t  each of t h e  
data trees, t o g e t h e r  w i t h  t h e  a s s igned  label for i d e n t i f i c a t i o n .  
A f t e r  p r i n t i n g  the  
F igu re  4 i s  a g r a p h i c  r e p r e s e n t a t i o n  of a ''tree of trees'' 
where each node c o n t a i n s  a s i n g l e  a l p h a b e t i c  le t ter  as d a t a .  
I n  a d d i t i o n  the  nodes w i t h  "C",  "D", "M" and "W" a l s o  c o n t a i n  
data which i s  i t se l f  tree s t r u c t u r e d .  This  r e l a t i o n s h i p  is  
i n d i c a t e d  by t h e  dashed l i n e s .  
s t r u c t u r e  as p r i n t e d  by  PRTREE ( the  l i n e s  are drawn b y  hand 
t o  emphasize the  tree s t r u c t u r e ) .  
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Tree s t r u c t u r e  i n  which s i n g l e  le t ters  of  t h e  a l p h a b e t ,  
t o g e t h e r  w i t h  4 lower l e v e l  tree s t r u c t u r e s ,  a r e  s t o r e d  
a s  d a t a  a t  t h e  nodes. 
f i g u r e  4 
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Manipulat ive Routines:  
Given an a r b i t r a r y  tree s t r u c t u r e  t h e  fo l lowing  r o u t i n e s  
perform v a r i o u s  o p e r a t i o n s  on trees; i n  p a r t i c u l a r  several f ind  
t h e  names of nodes wi th  s p e c i f i e d  properties. 
FUNCTION PREC (A) - g i v e s  as i t s  f u n c t i o n  v a l u e  t h e  name of 
t h e  precedent  of node A .  If A is  a root PREC is set  
t o  zero. 
SUBROUTINE TWIGS ( A ,  N ,  ARRAY) - f i n d s  a l l  t w i g s  (nodes wi thou t  
an tecedan t s )  i n  t h e  sub t r ee  wi th  root A .  N denotes  t h e  
number of twigs found and t h e  n names are p u t  i n t o  ARRAY 
( w h i c h  must have been s u f f i c i e n t l y  dimensioned by t h e  
c a l l i n g  program). 
SUBROUTINE DEPTH ( A ,  L ,  N ,  ARRAY) - f i n d s  a l l  nodes of depth  
L b e l o w  node A ,  r e t u r n s  the  number found as N,  and 
r e t u r n s  the i r  names i n  ARRAY. N o t e  t h a t  N may be ze ro .  
SUBROUTINE REMOVE (A,  ARG) - removes the  argument ARG f r o m  
t h e  l i s t  of d a t a  s t o r e d  a t  node A .  If ARG is repea ted  
i n  t h e  l i s t  eve ry  i n s t a n c e  is d e l e t e d .  
SUBROUTINE DETACH (A) - detaches  node A f r o m  i t s  precedent .  
A i s  now the  root node of a s e p a r a t e  tree.  
FUNCTION COPY (A) - makes a s e p a r a t e  tree tha t  i s  an e x a c t  
copy (both w i t h  respect t o  s t r u c t u r e  and d a t a  stored a t  
nodes) of t h e  subtree w i t h  root A .  It d e l i v e r s  a s  
f u n c t i o n a l  v a l u e  t h e  name of t h e  root  of t h e  new tree. 
SUBROUTINE IRALST (A) - d e s t r o y s  t h e  e n t i r e  tree w i t h  root  A ,  
and r e t u r n s  i t s  cel ls  t o  t h e  pool of a v a i l a b l e  cells .  
The fo l lowing  examples show some of t h e  u s e s  of these 
s u b r o u t i n e s :  
1) Suppose we are a t  an a r b i t r a r y  node X i n  a t ree  and 
wish t o  f i n d  i t s  r o o t .  W e  could u s e  t h e  fo l lowing  coding: 
I 
-9 - 
100 Y = PREC (X) 
101 X = Y  
102 ROOT = X 
IF (Y) 101, 102, 101 
GO TO 100 
or 2) Suppose we  w i s h  t o  f i n d  a l l ' b r o t h e r s "  of a g iven  node 
X ,  (i. e. ,  a l l  nodes w i t h  t h e  same precedent  node) .  W e  c o u l d  
use  t h e  fo l lowing  coding: 
DIMENSION ARRAY (30) 
CALL DEPTH (PREC (X) , I ,  N ,  ARRAY) 
N o t e  t h a t  node X w i l l  i t se l f  be inc luded  i n  the l i s t  of brothers.  
Tree E q u a l i t y  and Isomorphism: 
I n  m a t r i x  t h e o r y  two ma t r i ces  are equa l  i f  the i r  corresponding 
e lements  are equa l .  Implicit i n  t h i s  d e f i n i t i o n  i s  t h e  assumption 
t h a t  the t w o  matrices w e r e  of t h e  same dimension. 
With rooted  trees we  have s e v e r a l  concepts  of " e q u a l i t y " .  
W e  may ask i f  the  tree s t r u c t u r e s  are completely i d e n t i c a l ,  
r e g a r d i n g  b o t h  s t r u c t u r e  an$ da ta  stored a t  t h e  i n d i v i d u a l  
nodes: or w e  may merely ask i f  the s t r u c t u r e s  are i n  s o m e  s ense  
e q u i v a l e n t ,  d i s r e g a r d i n g  t h e i r  da ta  c o n t e n t s .  
Even the  concept  equivalence between s t r u c t u r e s  depends 
on our  in tended  usage. Consider t h e  fol lowing three trees: 
A B C 
f i g u r e  6 
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f C l e a r l y  A and B are e q u i v a l e n t ,  b u t  i s  A e q u i v a l e n t  t o  C ?  A l l  w e  have done i s  t o  in t e rchange  t h e  sequence by  which two of t h e  branches  descend from t h e  precedent  node. I n  some problems t h i s  
d i f f e r e n c e  might be s i g n i f i c a n t ,  i n  o t h e r s  n o t .  Therefore  t h e  
fo l lowing  terminology w i l l  be used: A i s  isomorphic  t o  C, and 
A i s  sequence isomorphic t o  B.  More formal ly  w e  have: 
D e f i n i t i o n :  Two trees T and T are c a l l e d  isomorphic  i f  t h e r e  1 2 e x i s t s  a 1-1 mapping c p :  T -T such t h a t  i f  node a i s  t h e  p receden t  
1. 2 of node b i n  T t h e n  q ( a )  is  t h e  p receden t  of cp(b) i n  T 
D e f i n i t i o n :  Two trees T and T are c a l l e d  sequence isomorphic  
i f  they  are isomorphic ,  and i f  $he mapping cp a l so  p r e s e r v e s  t h e  
sequence w i t h  which t h e  nodes descend when r e p r e s e n t e d  as a 
l i s t  s t r u c t u r e .  
2 '  1' 
1 
D e f i n i t i o n :  Two trees T and T are c a l l e d  e q u a l  (sequence 
e q u a l )  i f  t h e y  are isomorphic (sequence isomorphic)  and the 
d a t a  a s s o c i a t e d  wi th  corresponding nodes i s  i d e n t i c a l .  
1 2 
Using t h i s  set of d e f i n i t i o n s  we  have t h e  t w o  fo l lowing  
f u n c t i o n s  f o r  de te rmining  tree equiva lence .  
FUNCTION TISOM ( A ,  B ,  ISW) - compares t h e  t w o  trees A and B 
for  isomorphism if ISW = 0 (or for  sequence isomorphism 
i f  ISW = 1). It r e t u r n s  zero a s  t h e  f u n c t i o n  v a l u e  i f  
t h e y  are isomorphic ,  non-zero i f  n o t .  
FUNCTION TEQUAL ( A ,  B ,  I S W )  - compares t h e  two trees A and B 
for  e q u a l i t y  i f  I S W  = 0, (or f o r  sequence e q u a l i t y  i f  
I S W  = 1). It r e t u r n s  z e r o  a s  t h e  f u n c t i o n  v a l u e  i f  they  
are e q u a l  , non-zero o therwise  
V. GRAPHIC REPRESENTATION OF TREES 
It i s  o f t e n  u s e f u l  t o  be a b l e  t o  g r a p h i c a l l y  r e p r e s e n t  a 
d a t a  tree w i t h  p e n c i l  and paper. The fo l lowing  convent ions  w i l l  
i n s u r e  t h a t  t h e  p e n c i l  s k e t c h  f a i t h f u l l y  m i r r o r s  t h e  i n t e r n a l  
s t r u c t u r e  i n  t h e  computer. 
1) L e t  t h e  r o o t  be a t  t h e  top of t h e  s k e t c h ,  and i t s  an teceden t s  
on l e v e l s  b e l o w .  












2 )  Every t i m e  a new node ( o r  tree) i s  a t t a c h e d  t o  a g iven  
node, d r a w  t h i s  new s t r u c t u r e  t o  t h e  r i g h t  of a l l  c u r r e n t  
an teceden t s  frm t h e  g iven  node. 
3 )  T h e  TWIG and DEPTH r o u t i n e s  w i l l  r e t u r n  f r o m  l e f t  t o  r i g h t .  
4) A l l  s e a r c h e s  or  descen t s  i n  t h e  s t r u c t u r e  w i l l  t a k e  t h e  
l e f t  m o s t  p a t h  a t  any p o s s i b l e  branch. 
A F For example: g iven  
CALL ATTACH (A,  F) would y i e l d :  
F 
and t h e  t w o  s t a t emen t s  
CALL DEPTH (F,  2 ,  N ,  ARRAY) 
CALL TWIGS (F,  N ,  ARRAY) 
w i l l  y i e l d  r e s p e c t i v e l y  
and 
I,  J, B, c 
I ,  J, H,  B ,  D ,  E .  
V I .  INPUT AND OUTPUT 
With t h e  except ion  of t h e  PRTREE r o u t i n e ,  no p r o v i s i o n  
is  made fo r  t h e  i n p u t  o r  ou tpu t  of tree s t r u c t u r e s .  I f  t h e  
u s e r  wishes  t o  read or w r i t e  an i n d i v i d u a l  tree,  he w i l l  i n  
g e n e r a l  want t o  format h i s  d a t a  and i t s  s t r u c t u r e  i n  a way 
t h a t  i s  meaningful t o  him. 
TREETRAN and s t anda rd  FORTRAN input-output  r o u t i n e s .  
H e  can then  use a combination of 
I' 
-12- 
V I I .  EXAMPLE O F  A PROBLEM USING TREE STRUCTURED DATA 
The s y n t a x  of  language may be regarded  i n  a very  n a t u r a l  
way as a tree s t r u c t u r e ,  where a p a r t  of speech (say  a p r e p o s i t i o n a l  
phrase)  i s  composed of d i s t i n c t  p a r t s  ( p r e p o s i t i o n ,  and o b j e c t  
of t h e  p r e p o s i t i o n a l  ph rase ,  t o g e t h e r  w i th  a d j e c t i v e  m o d i f i e r s ,  
i f  a n y ) ,  and t h i s  par t  of speech is  a par t  of a s t i l l  h i g h e r  
l e v e l  s t r u c t u r e .  The r o o t  node of  such  a tree may be labeled 
" t h e  Sentence' ' ,  w h i l e  t h e  t w i g s  c o n s i s t  of t h e  specific words 
t h a t  m a k e  up t h e  sen tence .  
For example, t h e  sen tence  " t h e  hungry dog e a g e r l y  a te  
t h e  m e a t  i n  t h e  wh i t e  d i s h " ,  might be rep resen ted  by  t h e  tree 
i n  f i g u r e  7 .  
A program t o  g e n e r a t e  s y n t a c t i c a l l y  correct sen tences  
w a s  w r i t t e n  i n  TREETRAN us ing  t h i s  idea.  Suppose w e  w e r e  t o  
a s k  t h e  computer t o  w r i t e  a d e c l a r a t i v e  sen tence .  It would 
beg in  w i t h  a tree called "sentence" which s y n t a c t i c a l l y  must 
have b ranches  t o  nodes cal led ' ' subject  pa r t "  and "verb p a r t "  
Now t h e  program examines the twigs of t h i s  tree and d i s c o v e r s  
t h a t  t h e  t w i g  ' ' sub jec t  pa r t "  i s  n o t  a word; it must be f u r t h e r  
d e f i n e d .  H e r e  t h e  program must pause .  The s y n t a x  permits 
v a r i o u s  t y p e s  o f  subjects. A l l  t h e  program can  d o  i s  p r e s e n t  
t h e  v a r i o u s  s y n t a c t i c a l l y  permissible s t r u c t u r e s  and f i g u r a t i v e l y  
ask "which one do  you want?" 
This i s  t h e  semant ic  q u e s t i o n  "what meaning is  t h i s  s en tence  
in t ended  t o  convey".  It might  be answered by having t h e  computer 
communicate d i r e c t l y  w i t h  t h e  user  and l e t  him type  i n  t h e  
correct cho ice ;  or might  be answered by c a l l i n g  a d e c i s i o n  
r o u t i n e  which examines a set of data abou t  which t h e  sen tence  
p u r p o r t s  t o  be a meaningful  s t a t emen t .  I n  t h e  c u r r e n t  program 
t h e  computer merely g e n e r a t e s  a random number which t h e n  
answers  t h e  q u e s t i o n ,  a l though  o f t e n  i n  a s e m a n t i c a l l y  
meaningless  way. 
Perhaps we dec ide  t h a t  t h e  " s u b j e c t  par t"  should c o n s i s t  
of a 'S ingu la r  noun" preceded by  a " d e f i n i t e  a r t ic le ' '  and a d j e c t i v e  
m o d i f i e r " ;  t h i s  tree s t r u c t u r e  is t h e n  a t t a c h e d  t o  a larger 
one a t  t h e  node ' ' sub jec t  par t" .  On t h e  n e x t  c y c l e  t h e  program 
w i l l  a g a i n  examine a l l  t w i g s  of t h e  sen tence  tree: it w i l l  encounter  
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FLOW CHART FOR SENTENCE GENERATION 
FROM SYNTAX TABLES 
-1 Begin sentence t ree  
Find a l l  
twigs of 
t h i s  tree - 
For a l i  twigs 
DO 
- I a s y n t a c t i c a l l y  
N o  ave a l l  twigs 
been examined? 
Yes 





Attach  t o  I t h i s  t w i g  
- 
p e r m i s  s i b l e  
s t r u c t u r e  from 
t h e  replacement 
Decision 
func t ion  
t a b l e  -- based 
on t h e  d e c i s i o n  I I f u n c t i o n  
v I 
P r i n t  
sen tence  
f i g u r e  8 
I 





































5 0 4  
5 0 5  
CFNFRATE N SFNTFNCES 
DO 1((c:) Pl=l,NSFNT 
S E N T = C O P Y ( P A R T S ( l i 2 ) )  
F I N O  ALL TWIGS OF THE SENTENCE TREE 
C A L L  T!J IGS (SENT,NTWICS,Tb!IC) 
ARE ANY OF THE TWIGS STRUCTURAL PARTS OF THE SENCENCE ( I E *  NOT 
WORDS OR PUNCTUATION) .  I F  SO ATTACH MORE STRUCTURE T O  THESE 
TWIGS 
ISW=O 
DO 50'3 I = l , N T W I C S  
CHECK WHETHER EACH TWIG I S  I N  THE REPLACEMENT TARLE 
I F  NOT I T  IS A WORD. 
P A R T = D A T A ( T W I G (  I )  + F L A G )  
DO 501 J = l , N R T  
CONT I NUE 
GO TO 5 r 3  
IF(PART.EQ.TABLE(  J 9 1 ) )  GO TO 5 0 2  
YES I T  I S .  GENERATE A RANDOM I N D E X  .GE* 3 AND USE I T  TO 
P I C K  A TREE FROM THE REPLACFMENT T A B L E 9  
ISW=l 
C H O I C E = T A R L E ( J , 2 )  
I N D F X = I N T ( R N C ( l I * C H O I C ~ + 3 o O ~  
COPY THE CHOSEN TREE AND ATTACH TO T H I S  TWIG@ 
X = C O P Y ( T A R L E ( J , I N D E X ) )  
C A L L  ATTACH ( X q T W I G (  I) 1 
C O N T I N U E  
WERF ALL TWIGS WORDS 
IF( ISV!) 5 0 0 , 5 p 4 , 5 0 0  
Y E S ,  NE ARE DONE, P R I N T  THE SENTENCE 
DO 5 0 5  K=1,NTWIGS 
T W I G  ( K ) = D A T A (  Th:IG ( K  1 ,FLAG) 
CONT I NUF 
C A L L  PRTREE ( S E N T 9 2 1  . 
WR I TE ( 6 
C A L L  I R A L S T ( S E N T 1  
5 1 ( Tk! I G ( K 1 9 K = l  ,NTW I GS 1 
figure 9 
! 
t h e  ,wig "de 
-13 - 
i n i t e  a r t ic le ' '  and aga,n say - these  are t h e  s y n t a c t i c a l l y  
pe rmis s ib l e  d e f i n i t e  a r t i c l e s  i n  my vocabulary,  which one do 
you want?" And so on. 
F igure  8 shows t h e  flow c h a r t  f o r  t h e  s y n t a c t i c  s en tence  
g e n e r a t o r ,  and f i g u r e  9 shows the  coding of t h e  g e n e r a t i o n  
s e c t i o n .  Sentences of vary ing  complexity w e r e  genera ted  and 
p r i n t e d ,  t o g e t h e r  w i th  t h e i r  corresponding syn tax  t r e e s ,  every  
.02 minutes .  Some t y p i c a l  generated sen tences  inc lude :  "THE 
LEAN CATS PUSHED THE WHITE M I C E " ,  T H I S  B I G  AND HUNGRY DOG L I K E D  
T H I S  BLACK MAN." or "ONE WOMAN, THAT RARELY PUSHES T H I S  SLOW 
MOUSE, LIKES THE B I G  CATS ' I .  
V I  I I. PROGRAMMING L I M I T A T I O N S  AND CONS IDERATIONS 
In t h e  t ree  isomorphism and e q u a l i t y  r o u t i n e s  t h e r e  
e x i s t s  a l i m i t a t i o n  which i s  u n l i k e l y  t o  be encountered,  
s p e c i f i c a l l y  no s i n g l e  node of the tree may have more than  20 
an teceden t s .  I n  a d d i t i o n  t h e  tree e q u a l i t y  r o u t i n e  only compares 
t h e  f i r s t  piece of d a t a  (through DATA) a t  each node. 
PRTREE w i l l  unambiguously d i s p l a y  only  trees of  depth  
13 or less. 
In a d d i t i o n  t h e  programmer must be aware of some of t h e  
i m p l i c a t i o n s  i n  c r e a t i n g  trees of trees. When a tree i s  s t o r e d  
as data a t  t h e  node of a h ighe r  l e v e l  tree only i t s  name i s  
s t o r e d  as datum. Therefore:  
1) N o  upward l i nkage  i s  provided. Thus whi le  it i s  
i s  p o s s i b l e  t o  descend from higher  l e v e l s ,  it is  impossible 
t o  ascend i n  t h e  s t r u c t u r e  (unless  t h e  programmer himself  
provides t h e  upward l i n k  such as p u t t i n g  t h e  name of t h e  h ighe r  
l e v e l  node i n  t h e  data  l i s t  of t h e  root node of t h e  lower t ree ,  
o r  i n t o  a u x i l l a r y  s t o r a g e ) .  
2 )  The tree isomorphism and e q u a l i t y  r o u t i n e s  w i l l  check 
on one l e v e l  on ly ;  and i n  t h e  case of e q u a l i t y  corresponding 
nodes must have e x a c t l y  t h e  same tree ( inc lud ing  name of root)  
stored as d a t a .  
3 )  C a r e  must be taken  i n  c r e a t i n g  r e c u r s i v e  loops:  eg.  having 
ADJMOD \ NODE 
CONADJ 
NCDE 
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one of t h e  descendant nodes of a t ree  p o i n t  t o  i t s e l f  ( r o o t  
of t h e  tree of which i t  is a p a r t )  a s  d a t a .  This i s  pe rmis s ib l e  
b u t  dangerous.  
4 )  A s i n g l e  tree s t r u c t u r e  may be provided a s  da t a  a t  sev- 
e r a l  nodes of a h igher  l e v e l  tree. This  permits m u l t i p l e  access  
t o  t h e  r o o t  of a g iven  t r e e ,  b u t  r e q u i r e s  c a r e  i n  t h e  c a s e  of 
e r a s u r e .  A lower l e v e l  d a t a  tree should n o t  be erased  unless  
a l l  r e f e r e n c e s  t o  i t  have been d e l e t e d .  
I _  . I  
APPENDIX A 
TREETRAN Subrout ines  
Callincr sequence Funct ion 
ADD ( A ,  DATUM) Adds t h e  word of datum t o  any d a t a  
a l r e a d y  s t o r e d  a t  node A. 
DEPTH ( A ,  L ,  N ,  ARRAY) De l ive r s  t h e  names o f  a l l  nodes i n  
t h e  tree of depth  L b e l o w  t h e  r o o t  
A ,  as t h e  f i rs t  n words o f  ARRAY. 
N i n d i c a t e s  t o t a l  number of  nodes 
found a t  t h i s  depth  (and may be 
ze ro ) .  ARRAY must  be dimensioned 
by t h e  u s e r .  
DETACH (A)  
DLIST ( A ,  N ,  ARRAY) 
INITAS (SPACE, n )  
IRALST ( A )  
PRTREE ( A ,  I )  
Node A (and corresponding t ree)  i s  
detached from any s t r u c t u r e  i t  may 
be i n .  
Del ivers  t h e  e n t i r e  l i s t  of  d a t a  
s t o r e d  a t  node A as t h e  f i r s t  n 
words of  ARRAY. N i n d i c a t e s  t o t a l  
words of  d a t a  found a t  A.  ARRAY 
must be s u f f i c i e n t l y  dimensioned 
i n  t h e  c a l l i n g  program. 
A SLIP r o u t i n e  which i n i t i a l i z e s  
t h e  l i s t  s t r u c t u r e .  SPACE i s  an 
a r r a y  which must  have p r e v i o u s l y  
been dimensioned SPACE ( n ) .  
Destroys t h e  e n t i r e  tree wi th  r o o t  
A ,  and r e t u r n s  t he  cel ls  t o  work- 
i n g  memory. 
P r i n t s  o f f  l i n e  t h e  tree wi th  r o o t  
A .  Var iab le  spac ing  r e p r e s e n t s  
t he  depth  of  each node below A .  
The c o n t e n t s  of  each node i s  p r i n t e d  
under t h e  fol lowing formats:  
. .  
A-2 
C a l l i n s  sequence Funct ion 
I = 1 I n t e g e r  (18) 
= 2 Alphabet ic  (A6) 
= 3 F l o a t i n g  p o i n t  ( E 1 1 . 4 )  
= 4 O c t a l  ( 0 1 2 )  
A l l  d a t a  a t  t h e  node i s  p r i n t e d .  
REMOVE ( A ,  DATUM) 
TWIGS (A,  N ,  ARRAY) 
Removes t h e  s p e c i f i e d  word of datum 
from t h e  l i s t  of d a t a  a t  node A. 
Searches t h e  en t i r e  tree s t r u c t u r e  
determined by t h e  r o o t  A and p u t s  
t h e  name of each twig (node wi thou t  
descendents )  i n t o  t h e  f i r s t  n words 
of ARRAY. N denotes  t o t a l  number 
of twigs found. ARRAY must be s u f -  
f i c i e n t l y  dimensioned by c a l l i n g  
program. 
I -  
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The tree s t r u c t u r e s  of TREETRAN a r e  i n t e r n a l l y  repre- 
sented  as  l i s t  s t r u c t u r e s .  To process t h e s e  l i s t  s t r u c -  
t u r e s ,  t h e  sub rou t ine  package uses  t h e  symmetric L i s t  P r o -  
c e s s i n g  (SLIP)  language developed by D r .  J. Weizenbaum of  
MIT.  The d e f i n i t i o n  o f  t h e  SLIP language may be found 
i n  h i s  a r t ic le  i n  t h e  C o r n .  of t h e  ACM, September 1963. 
A m o r e  expos i to ry  d e s c r i p t i o n  of SLIP is  b e i n g  w r i t t e n  
as a CSC Technica l  Report. 
Each node i n  a tree i s  s t o r e d  a s  a l i s t  con ta in ing  
p o i n t e r s  t o  each of t h e  descendant nodes ( s u b l i s t s ) ,  words 
o f  d a t a  a s s o c i a t e d  w i t h  t h e  node, and a p o i n t e r  t o  t h e  
precedent  node. To f a c i l i t a t e  s o m e  of t h e  r o u t i n e s ,  t h e  
d a t a  a s s o c i a t e d  w i t h  a node i s  always found a t  t h e  bottom 
of i t s  l i s t .  
The SLIP l i s t  s t r u c t u r e  cor responding  t o  t h e  tree i n  
f i g u r e  3 may be v i s u a l i z e d  as  fo l lows:  
Word of memory sym- 
b o l i c a l l y  r ep resen ted  
i n  FORTRAN by TREE 







I n  t h i s  diagram each box symbolizes a SLIP  c e l l ,  
which i n t u r n  c o n s i s t s  o f  t w o  consecut ive  words of memory. 
The s t r i n g  of ce l l s  comprising a s i n g l e  l i s t  need n o t  
be consecu t ive ly  s t o r e d  (al though t h i s  i s  suggested by 
t h e  diagram above) ,  b u t  a r e  i n  g e n e r a l  spread  throughout 
t h a t  p o r t i o n  of memory reserved f o r  l i s t  s t r u c t u r e s  by 
I N I T A S .  I n  a SLIP ce l l  t h e  f i r s t  word c o n t a i n s  t h e  
l i nkage  informat ion  s t r i n g i n g  t h e  ce l l s  of  a s i n g l e  l i s t  
t o g e t h e r ;  t h i s  information i s  used s o l e l y  by t h e  SLIP  
r o u t i n e s  and has  been omitted i n  t h e  diagram. The 
second word of  each c e l l  con ta ins  v a r i o u s  forms of  i n -  
formation ( p o i n t e r s ,  d a t a ,  e t c .  ) and a r e  manipulated 
by t h e  TREETRAN subrout ine .  
W e  need be concerned w i t h  only t h r e e  types  of SLIP  
ce l l s ,  each of  which is  uniquely i d e n t i f i e d  i n  t h e  S L I P  
system. F i r s t ,  t h e  header c e l l  i s  t h e  f i r s t  c e l l  i n  
any l i s t .  I t  d e f i n e s  t h e  l i s t  and c o n t a i n s  c e r t a i n  
bookkeeping informat ion  about t h e  l i s t  . The TREETRAN 
s t r u c t u r e  uses  t h e  l e f t  l i n k  of  t h e  2nd word of t h e  
header  i n  a non-standard way, as t h e  p o i n t e r  t o  the  
p receden t  node. The only r e s t r i c t i o n  t h i s  imposes i s  
t h a t  one may not  u s e  t h e  a t t r i b u t e  l i s t s  o f  S L I P  i n  
con junc t ion  w i t h  t h e  TREETRAN package. 
The second type  of SLIP c a l l  i s  a name c e l l  which 
" p o i n t s "  t o  ( o r  names) a s u b l i s  t .  W e  u s e  t h e  cel ls  i n  
t h e  s t anda rd  way t o  p o i n t  t o  descendant  nodes ( s u b l i s t s )  . 
The t h i r d  SLIP c e l l  i s  a datum c e l l ,  which merely con- 
t a i n s  any word of datum which t h e  u s e r  p u t s  t h e r e .  
A word o f  c a u t i o n  i s  i n  o rde r  regard ing  t h e  SLIP 
convent ion of naming (or p o i n t i n g  t o )  l i s t s .  I n  SLIP 
a c e l l  t h a t  p o i n t s  t o  or names a l i s t  has  a unique 
format i n  which t h e  machine address  of  t h e  l i s t  be ing  
po in ted  t o  ( a c t u a l l y  i t s  header )  i s  repea ted  i n  two 
f i e l d s  of  t h e  word. I n  a d d i t i o n , i f  t h e  c e l l  is a name 
c e l l  i n  a l i s t  i t  i s  given an  i d e n t i f y i n g  t a g  of 1 
(ve r sus  0 f o r  a datum c e l l ) .  However,when one c o n s t r u c t s  
a tree of  trees and s t o r e s  t h e  name of a tree a s  datum 
a t  a node, t h e  system s t o r e s  a r e g u l a r  name c e l l ,  b u t  
w i thou t  t h e  i d e n t i f y i n g  t ag ,  a s  a datum c e l l .  
B-3 
Now t h e  NAMTST rout ine  determines whether a c e l l  
names a s u b l i s t  by checking on ly  f o r  t h e  repea ted  address  
cons t ruc t ion .*  Thus w e  have t w o  ways of  determining 
whether a c e l l  p o i n t s  t o  a s u b l i s t ;  by i t s  i d e n t i f y i n g  
t a g  and by NAMTST. SLIP subrou t ines  u s e  bo th  of  them. 
Thus, whi le  t h e r e  i s  no confusion i n  t h e  p r e s e n t  package, 
care must be taken t h a t  modi f ica t ion  of  t h e  system by 
t h e  a d d i t i o n  of more SLIP r o u t i n e s  does n o t  d e s t r o y  t h e  
d i s t i n c t i o n  between p o i n t e r s  t h a t  func t ion  a s  name c e l l s  
( p o i n t i n g  t o  descendant  nodes of a g iven  t ree)  and 
p o i n t e r s  that  func t ion  as  datum ce l l s  ( p o i n t i n g  t o  l o w e r  
l e v e l  tree s t r u c t u r e s  being t r e a t e d  a s  d a t a  s t r u c t u r e s ) .  
I n  t h e  TREETRAN subrout ines  f r equen t  r e f e r e n c e  i s  
made t o  t h e  SLIP subrout ines  LRDROV, ADVSNR, and ADVLER. 
These employ a d i f f e r e n t  kind of  SLIP l i s t .  B r i e f l y  
i f  a r o u t i n e  must descend i n t o  a l i s t  s t r u c t u r e  t o  
perform some func t ion ,  i t  must keep t r a c k  of w h e r e  it 
i s  i n  t h e  s t r u c t u r e  and how i t  g o t  t h e r e .  One of t h e  
easiest  methods of keeping t r a c k  of  t h i s  in format ion  i s  
t o  c r e a t e  a second a u x i l i a r y  l i s t .  SLIP provides  such 
a system and c a l l s  t h e s e  a u x i l i a r y  working l i s t s ,  READER 
l i s t s .  LRDROV c r e a t e s  these  temporary working l i s t s  
and advance func t ions  such as ADVSNR and ADVLER u s e  them. 
For a thorough d e s c r i p t i o n  of  READER l i s t s  and t h e i r  
f u n c t i o n  t h e  u s e r  i s  r e fe red  t o  Weizenbaum's a r t i c l e  i n  
t h e  Communications o r  t h e  CSC Technical  Report .  
The fol lowing SLIP r o u t i n e s  a r e  inc luded  i n  t h e  
TREETRAN package. 




* I t  a l s o  v e r i f i e s  t h a t  the word be ing  poin ted  t o  i s  
r e a l l y  a header  c e l l  and t h e  repea ted  address  c o n s t r u c t i o n  
i s  n o t  j u s t  a f r e a k i s h  coincidence.  
I ,  
I 
I - - .  
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LISTINGS O F  TREETRAN ROUTINES 
1. Routines  t h a t  c r e a t e  and s t r u c t u r e  trees: s tore  and r e t r i e v e  
d a t a  s t o r e d  a t  nodes: 
a .  CREATE 
b .  ATTACH 
c .  DETACH 
d .  DATA 
e .  DLIST 
f .  ADD 
g .  REMOVE 
h .  COPY 
2 .  Output r o u t i n e s  
a .  PRTREE 
3 .  Manipula t ive  r o u t i n e s  that  d e l i v e r  t h e  names of  nodes w i t h  
specific propert ies  
a .  DEPTH 
b.  TWIGS 
c .  PREC 
4.  E q u a l i t y  and isomorphism r o u t i n e s  
a .  TEQUAL 
b .  TISOM 
c .  TRACE 
d .  ORDER 
e.  PERM 
. * B I n F T C  CRFATX 
INTEGER FUNCTION CREATE (N,ARGl,ARG2) 
C T t i l S  F U N C T I O N  CREATES A NODE ( A C T U A L L Y  A L I S T )  W I T H  
C N 1?10RDS O F  ASSOCIATED DATA, I E I  A R G l  AND ARG2r N MAY EQUAL 
C 091, OR 2 0  THERE NEFD ONLY BF AS MANY DATA ARCUI*IENTS AS 
I h I I ~ T C A T E D  C Y  N o  
L = L  I S T  ( 9 )  
I F  ( N e E o o O )  GO TO 1 
C A L L  (‘4DD ( L , A R G l )  
I F  ( N o F O o l )  GO TO 1 
f c  
C A L L  ADD ( L v A R G 2 )  
1 CREATE=L  







$ T p F T r  ATTACX 
R E A L  F U N C T I O N  ATTACH ( A , B )  
C THIS SUBROUTINE ATTACHES NODE A ( A N D  ANY SUCCEEDING B R A I N C t I E S )  
C I N  THE TREE FOLLOWING NODE 0 .  I F  A ALREPOY HAS A P R E C E E D I N G  
C NOI>E, P FLAG IS PRINTED,  A I S  DETACHED FROM I T S  CURRENT 
C PRECEDANT ANQ R I S  MADE I T S  PRECEDANT 
INTrCFTR A 
L I r\l / , IJP=LNKL (CCJNT ( A + 1 )  1 
C 4 L L  DETACP ( A )  
I F ( L I N K U P . E O . 0 )  GO TO 2 
1 FORMAT ( 1 2 H  BEFORE NODE,013,1X,23HWAS I N S E R T E D  AFTER N O D E , 0 1 3 * / 4 X ,  
1 2 5 H I T  V A S  DETACHED FROM N O D E g 0 1 3 )  
M R I T F  ( 6 9 1 )  A g R s L I N K U P  
D 1TL!?fl=AT>VLER ( LR ,FLAG 1 
Y = ~ ~ X T L F T ( A , L P M T R ( L ~ )  ) 
C A L L  S F T I N D  ( - l , L N K L ( B ) , - l t A + l )  
C A L L  RCELL ( L R )  
RETUPN 
ENP 
? L R = L R D P g V ( R )  
A T T A C  I-{= R 
- 














SUBROUTINE DETACH ( A )  
THIS SUBROUTINE DETACHS NODE A ( A N D  ANY SUCCEEDING BRANCHES) 
FROM THE TREE AND CREATES A NEW TREE W I T H  ROOT A i  
I N T F C E R  R,A,X 
L I !.JKUP=LNKL (CONT ( A + 1 )  1 
DOFS T H I S  NODE HAVE A PRECEDENT 
I F ( L 1 N K U P a E Q . O )  GO TO 3 
YES, F I N D  I T .  THEN F I N D  THE C E L L  I N  THE PRECEDENT L I S T  P O I N T I N G  
T O  NODE A 
C A L L  S E T D I R  (O,LINKUP,LINKUP,LINKUP) 
R = L R D R O V ( L I N K U P )  
3 F L A G = A D V L R ( R , l , l )  
I F  ( F L A G )  5 92 9 5  
3 I F ( L N K R ( C O N T ( L N K L ( C O N T ( R ) ) + 1 ) ) o N E o L N K R ( A ) )  GO TO 1 
REMOVE NAME OF NODE A FROM PRECEDENT L I S T ,  S E T  PRECEDENT P O I N T E R  
.4T A T O  ZERO 
X = L N K L  (CONT ( R )  ) 
L R = L N K R ( C O N T ( X ) )  
L L = L N K L ( C O N T ( X ) )  
C A L L  S E T I N D  (-l,-l,LR,LL) 
C A L L  S E T I N D  ( I l , LLe I l , LR I  
C A L L  R C E L L  ( X I  
CALL S E T I N D  ( - l ~ O ~ - l * A + l )  
C A L L  R C E L L  ( R )  
3 RFTtJRN 
4 FORMAT ( 2 5 H  NO NAME P O I N T I N G  TO N O D E I ~ ~ ~ , ~ X ~ ~ ~ H W A S  FOUND I N I T S  PR 
l E C E D A N T  NODE) 
1 0 4  FORMAT ( 1 H O , 1 O X , 6 H D E T A C H ~ 8 X ~ 7 H L N K R ( A ) ~ ~ X ~ l H A ~ l 2 X ~ 6 H L I ~ K U P ~ / ~ l X ~  
1 0 1 2 , 4 X , 0 1 2 , 4 X , 0 1 2 )  
1 0 5  FORP.lAT ( 1 2 X , l l H P O I N T I N G  A T 9 0 1 4 )  
5 W R I T E  ( 6 9 4 )  A 
STOP 
END 
B I R F T C  O L I S T X  
C T H I S  SUBROUTINE R E T R I E V E S  ALL DATA STORED A T  NODE A AND STORES 
c I T  I N  THE F I Q S T  N WORDS OF A R R A Y  
c 
SURROUT I N E  DLT ST ( A  ,N ,ARRAY 
D I MFN S I ON A R R A Y  ( 1 ) 
N = O  
L R = L R D R O V (  A )  
I F ( F L A G ) 1 0 2 , 1 0 1 , 1 0 2  
A R R A Y ( N ) = X  
GO TO 100 
l r l?  C A L L  R C E L L  ( L R )  
R F T I I R N  
Fhl 0 
1 O c )  X = A D V L E R ( L R , F L A G )  
l('1 N = N + 1  
'S IPMAP DATAX 20 
FNTRY I D A T A  
FNTRY DATA 
* T H I S  F IJNCTION - DATA ( A t F L A G )  - R E T I R E V E S  A 
* S I N G L E  P I F C E  OF DATA ASSOCIATFD W I T H  NODE 
* A i  I T  t i A S  TWO E N T R I E S  TO F A C I L I T A T E  
-% F I X E D - F L O A T I N G  PT. CONVENTIONS OF FORTRAN. 
* LARGE VALUE AND SETS F L A G  TO TRUE. 
Y I F  "J3 VALUE I S  FOUND I T  RETURNS A 
r 
DATA CLA = 1  REMEMBER WHICH 
STT) SWTCH ENTRY WAS USED 
T R A  *+2 
S X A  E X I T 9 4  
C L A *  394 GET AND STORE A 
STO A 
C A L L  LRDROV ( A )  MAKE A READER 
5TC) R 
C A L L  A D V L E R ( R 9 F L A G )  GET F I R S T  ELEMENT 
STO DATUM 
C A L L  RCELL  ( R  1 RETURN READER TO L A V S  
C L A  F L A G  
TNZ EMPTY 
C L A  F A L S E  S E T  F L A G  TO F A L S E  
S i n *  494 
C L A  DATUM RETURN W I T H  DATA 
TTA E X I T  I N  ACC. 
F: ' iPTY C L A  TRUE SET F L A G  T O  TRUE 
S T n s  494 
C L A  S W T C H NO DATA AT T H I S  
T 7 F  F X D  NODE 
C L A  LARGE 
TRA F X I T  
F XD C L 4  R I G  
F X I T  4 X T  * * 9 4  
TRA 1 9 4  
I P A T A  S T Z  SWTCH 
51dTrp  P Z F  
17 P Z E  
F L A G  P Z F  
DATlJbA P 7 F  
4 P Z F  
LARGF D F C  9999999999 0 
D I G  OCT 7777777777 
F A L S F  P Z F  
TRlJF OCT 777777777777 
END 
S I S F T C  ADOX 
C THIS SUBROUTINE ADDS THE DATUM TO THE SET OF DATA ALREADY 
C STORE0 AT NODE A 
C 
SUBROUTINE ADD ( A * D A T U M )  
I L = N U C E L L ( Z )  
C A L L  S E T I N D  ( - l * - l v I L * L L )  
C A L L  S E T I N D  ( - l * I L g - l * A )  
C A L L  S E T I N D  (O,LL,A,IL) 
C A L L  S T R I N D  ( D A T U M , I L + l )  
RETURN 
END 
L L = L N K L ( C O N T ( A ) )  
4 ; I Q F T C  RFVOVX 
C THIS SUBROUTINE REMOVES THE DATUM FROM THE L I S T  OF DATA STORED 
C AT NODF A s  
C 
S l J s R O U T I N E  REMOVE ( A * D A T U M  1 
L R = L R D R O V ( A )  
I F ( F L A C ) 1 0 2 ~ 1 ~ 1 ~ 1 0 2  
C 4 L L  D E L E T E  ( L P N T R ( L R 1 )  
GO TO 1’-’0 
RFT lJRN 
END 
13p X=ADVLER(LR,FLAG)  
1 0 1  I F ( X * N E e D A T U M I  GO TO 100 
1137 C A L L  R C E L L  ( L R I  
B I P F T C  COPYX 
C THIS F U N C T I O N  CREATES A TREE THAT I S  AN EXACT COPY ( B O T H  
C STRUCTURALLY AND I N  DATA AT NODES) AS THE TREE W I T H  ROOT A m  
C I T  RETURNS THE NAME OF THE ROOT OF TYE COPY A S  FUNCTION Vr\LUE 
c 
F lJNCT I O N  COPY ( A  1 
D I r.1 F F\I S I ON EQU I V ( 3 0 B 2 ) 
R E A L  LOFRTR 
c 
C C O P Y  THE ROOT NODF 
C 
K = l  
E O U I V ( K , 2 ) = C R E A T E  ( 0 )  
E O U I V  ( K 1 ) = A  
L R T F M P = L R D R O V ( A )  
l o p  X = A D V L E R ( L R T E M P * F L A G I  
IF ( F L A G )  1 C 2  * 1 0 1 9  1 0 2  
l r l  C A L L  ADD I E Q U I V ( K * 2 l r X )  
GO TP 1 r ’ O  
l ( ’ 2  C A L L  R C E L L  ( L R T E M P )  
c 
c C R E A T F  R E b O E R  TO DESCEND TREE A ,  AND START DESCEND 
C 
L R = L R D R O V ( A )  
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3 (’> c 
WE HAVE ENCOUNTERED A NEW NODE 9 COPY I T  AND L I N K  I T  UP 
K = K + 1  
E n U I V ( K 9 2 ) = C R E A T E ( O )  
E O U I V  ( K  9 1 ) C Y  
L R T E M P = L R D R O V ( Y )  
X=ADVLER(LRTEMP,FLAG)  
I F ( F L A C ) 2 0 2 , 2 0 1 , 2 0 2  
CALL ADD ( E Q U I V ( K + 2 ) , X I  
GO TO 2 9 0  
CALL RCELL ( L R T E M P )  
WHAT NODE ARE AT I N  THE O R I G I N A L  TREE. F I N D  E Q U I V I L E N T  I N  
COPY TREE AND L I N K U P .  
S F A R C H = L O F R D R ( L P )  
DO 2 0 5  I=l,K 
CONT I NU€ 
GO TO 300  
C A L L  ATTACH ( E Q U I V ( K , 2 1 , E Q U I V ( I , 2 ) 1  
GO TO 150  
I F ( S E A R C H . E Q . E Q U I V ( I , 1 ) )  GO TO 2 0 6  
ALL NOGES HAVE BEEN FOUND, WE ARE BACK TO A 
C A L L  P C F L L  ( L R )  
C O P Y = F O U I V (  1 9 2 )  
R FT T IJ R F\I 
ERROR R O U T I N E  
FORMAT (1H0933HPRECEDENT NODE NOT I N  E Q U I V  T A B L E )  
W R I T E  ( 6 9 1 )  
STOP 
E N D  
i . B I R F T C  PRTREX 
I *  
1 .  
SUBROUTINE PRTREE ( A g J )  
C THIS SUBROUTINE P R I N T S  OUT E N T I R E  SURTREE THAT HAS A AS I T S  ROOT. 
C J CONTROLS FORMAT AS FOLLOWS 
C J=l INTEGER ( 1 8 )  
C = 2  ALPHARETIC ( A 6 )  
C =4 O C T A L  (0121 
C = 3  F L O A T I N G  PTI (Ell041 
DI MENS1 ON F M T l (  2 1 wFMT2 ( 2  1 v FMT3 ( 2 1 ,F,JIT4( 2 1 9FMTS ( 3  1 ,FMT6( 3 )  ,VSP( 1 3 )  
D I M E N S I O N  F M T 7 ( 4 )  sFMT8 ( 4  1,DTREE (30 1 
COUIVALENCE (DATUM, I D A T U M )  
D A T A  ( F M T l ( I ) , I = 1 , 2 ) / 6 H ( O 3 X ,  9 6 H I 8 )  / 
DATA ( F M T 3 ( I ) r I = l r 2 ) / 6 H ( O 3 X ,  , 6 H E 1 1 0 4 ) /  
D A T A  ( F M T 4 ( 1 ) , 1 = 1 , 2 ) / 6 H ( O 3 X ,  9 6 H 0 1 2 )  / 
D A T A  ( F M T 5 ( 1 ) , 1 = 1 , 3 ) / 6 H ( O 3 X ,  e6H6H N O B ~ H D E I  / 
D A T A  ( F M T 6 ( 1 ) , 1 = 1 , 3 ) / 6 H ( 0 3 X ,  96H'THNO D t 6 H A T A )  / 
D/ATA ( F M T S ( I l ~ I = l , 4 ) / 6 H ( O 3 X ,  ,6H6HLARE,6t lL  ~ 1 2 t ~ 6 H l H ) )  1 
DATA ( F M T 7 ( 1 ) , 1 = 1 , 4 ) / 6 H ( O 3 X ,  ,GHlOH(DA,6HTA T R E v 6 H E )  / 
D/1TA ( V S P ( I ) , I = 1 , 5 ) / 6 H ( 0 3 X c  , 6 H ( 1 3 X ,  , 6 H ( 2 3 X ,  , 6 H ( 3 3 X ,  , 6 H ( 4 3 X ,  1 
D A T A  ( V S P ( I ) , I = 6 , 1 0 ) / 6 H ( S 3 X ~  r 6 H ( 6 3 X 1  r 6 H ( 7 3 X $  t 6 H ( 8 3 X $  9 6 H ( 9 3 X ,  / 
D A T A  ( V S P ( I ) ~ I = 1 1 ~ 1 3 ) / 6 H ( 1 0 3 X ~ ~ 6 H ( 1 1 3 X , , b H ( 1 2 3 X ~ /  
1 
D A T A  ( F M T 2 ( 1 ) , 1 = 1 , 2 ) / 6 H ( O 3 X ,  9 6 H A 6 )  / 
1 FORMAT ( 3 4 H l R O O T  NODE e I OF TREE STRUCTURE) 
3 F O R V A T  ( 9 H  END TREE)  
3 FORI4AT ( 3 7 H l R O O T  FIODE I I 0 OF DATA TREE, L A B E L  , 1 2 1  
C 
C :V1AKE READER FOR TREE, I N I T I A L I Z E ,  AND P R I N T  ROOT NODE 
C 
WRITE (691) 
LR=LRDROV(  A ) 
r4 D P T = 0 
NDT=O 
!5p L F V F L = O  
I sw=o 
A S S I G N  202  TO L 





C NE HAVE P R I N T E D  ALL THE DATA A T  T H I S  NODE, ADVANCE STRUCTURALLY 




l o n  Y=ADVSNR(LR,FLAG)  
I F  ( F L A G )  l"3 9 101 9 1 0 3  
c 
C ARE WE GOING UP OR DOWN THE TREE. 
C 
101 I F ( L E V E L  - L C N T R ( L R ) ) 1 0 6 ~ 2 0 0 ~ 1 0 2  
1 n 2  L E V E L  = L E V E L -  1 
A S S I G N  101 TO L 
GO TO 300 
C 
c DONE b J I T H  T H I S  NODE 
c 
l c ?  I F ( L E V E L  - L C N T R ( L R ) ) 1 ~ 6 , 1 0 5 , 1 0 4  
104 L F V F L = L F V E L - 1  
ASSICrJ  103 TO L 
GO TO 3q0 
C A L L  RCELL  ( L R )  
105 W R I T E  ( 6 9 2 )  
I 
c 
c H A V E  ALL DATA TREES BFEN PRINTED,  I F  NOT P R I N T  rJEXT I N  L I S T  
C 
1C6 IF(NDPT.CF.NDT)  RETURN 
NDPT=NDPT+ l  
WRITE ( 6 9 3 )  NDPT 
L R = L R D R O V ( D T R E E ( N D P T ) )  
GO TO 5 0  
c 
C P R I N T  H E A D I N G  AND DATA A T  T H I S  NODE 
C 
2 f i p  L E V € L = L E V E L + l  
A S S I G N  2 0 1  TO L 
GO TO 300  
701 WRITE ( 6 r F M T 5 )  
I S b I =  0 
I F ( L I S T M T ( Y ) * E Q e O )  GO TO 209 
DATUM=ADVSWR(LR,FLAG) 
IF(ID(CONT(LPNTR(LR))).NEol) GO TO 203 
202  D4TUM=ADVLER(LR,FLAG)  
I F ( F L A G 1 2 0 8 e 2 0 3 t 2 0 8  
2 0 3  I S W = 1  
C 




I F  ( N A M T S T (  DATIJM) 1 2 0 3 6  92031 92036 
C YES IT IS. IS IT A D A T A  TREE ALREADY FOUND~IF NOT PUT 1r.l LIST 
2 0 3 1  IF(9ATUM.EQ.A) GO TO 410 
I F ( N D T . E Q a O )  GO TO 2 0 3 3  
IF (DATUM.EQ.DTREE(K) )  GO TO 2 0 3 4  
DO 2 0 3 2  K = l t N D T  
20?? CONTINUE 
2 0 3 3  I F  (NDT.GE.30) GO TO 400 
N D T = N D T + l  
DTREE ( N D T  1 =OATUP4 
LARr)T=NDT 
GO TO Z n 3 5  
2 0 3 5  WRITE ( h q F M T 7 )  
WR I TE ( 6  r F M T 8  LARDT 
GO TO 2 C 2  
2036  GO TO ( 2 0 4 , 2 0 5 r 2 0 6 , 2 0 7 ) t J  
2 c ~ 3 4  L A R o T = K  
2 0 4  W R I T E  ( 6 9 F M T 1 )  I D A T U M  
2 7 5  W R I T E  ( 6 r F M T 2 )  DATUM 
2 " 6  W R I T E  ( 6 r F M T 3 )  DATUM 
2 C 7  W R I T E  ( 6 9 F M T 4 1  DATUM 
GO TO 2 P 2  
GO TO 2 0 2  
GO TO 2 3 2  
GO TO 2 n 2  
209 W R I T E  ( h r F M T 6 )  
2 1 P  GO TO 1 G O  
Z('8 IF( I S W ) 2 1 O , 2 0 9 , 2 1 O  
c 
C S E T  UP V A R I A B L E  SPACED FORMATS 
C 
300  I F ( L E V E L . G E . 1 3 )  GO TO 301  
F M T l ( l ) = V S P ( L E V E L + l )  




4 0 0  




4 1 0  
411 
F M T 2 ( 1 ) = V S P ( L E V E L + l )  
F M T 3 (  1 I = V S P ( L E V E L + l )  
F M T 4 ( 1 ) = V S P ( L E V E L + l )  
F M T 5 ( 1 ) = V S P ( L E V E L + 1 1  
F Y T 7 ( 1 ) = V S P ( C E V E L + l )  
F M T R [ l ) = V S P ( L E V E L + l )  
GO TO L ~ ~ 1 0 1 ~ 1 0 3 ~ 2 0 1 ~ 2 0 2 )  
FrvIT6 ( 1 ) = V S P (  L E V E L + l I  
ERROR ROUTINE,  FOUND TOO MANY D A T A  TREES 
P R I N T  401, 
L A R D T = 9 9  
GO TO 2 0 3 5  
FORMAT (5X948HMORE THAN 30 DATA TREES FOUND. L A B E L  9 9  A S S I G N E D )  
RECURSIVE REFERENCE TO ROOT 
P R I N T  4 1 1 ,  
L A R P T = 9 8  
GO T 3  2 0 3 5  









































2 0 1  
SUBROUTINE DEPTH (A,L,NNF,NAMES) 
T H I S  SUBROUTINE F I N D S  A L L  NODES THAT ARE OF D E P T H  L BELOW 
NODE A. NNF IS THE NUMBER OF NODES FOUND AT T H I S  DEPTH 
AND THE NAME OF EACH FOUND NODE IS STORED I N  THE ARRAY 
NAMES WHICH MUST HAVE BEEN S U F F I C I E N T L Y  D I M E N S I O N E D  
B Y  THE C A L L I N G  PROGRAM 
R E A L  N A M E S ( 1 )  
FORMAT ( 4 X ~ 3 H 1 0 1 ~ 4 X ~ 0 1 2 ~ 3 X ~ 0 1 2 ~ 3 X ~ F 3 ~ 0 ~ 1 5 ~  
FORMAT ~ 4 X ~ 3 H 1 0 3 ~ 4 X ~ 0 1 2 ~ 3 X ~ 0 1 2 ~ 3 X ~ F 3 0 0 ~ 1 5 ~  
FORMAT ( l H l e 9 H S T A T E M E N T , S X ~ 4 H N A M E , 1 O X , 6 H R E A D E R , 5 X ~ 4 H F L A ~ ~ 6 H  NODES) 
C R F A T E  READER AND CHECK L 
L R = L R D R O V ( A )  
N Y ODE S= 
I F ( L o E Q r 1 )  GO TO 200 
DESCEND TREE TO D E P T H  L-1 
X=ADVSNR(LR,FLAG)  
I F ( F L A G ) 1 1 0 ~ 1 0 2 , 1 1 0  
I F ( L C N T R ( L R ) . L T . L - l )  GO TO 101 
GO TO 104 
WE ARE AT DEPTH L-1, ALL NAMES AT T H I S  NODE A R C  A T  DEPTH L 
X=ADVLNR(LR,FLAG)  
I F  ( F L A G )  1 0 5  + 1049 1 0 5  
N MODE S =“ODE S+ 1 
NAMES(NNODES)=X 
GO TO 103  
ASCEND ONE L E V E L  AND CONTINUE SEARCHING 
L D = L V L R V l ( L R )  
X=ADVLWR(LR,FLAG) 
I F  ( F L A G )  107,10691O7 
I F  ( N A M T S T (  X )  ) 1 0 1 , 1 0 2 ,  101 
I F ( L C N T R ( L R ) ) 1 1 0 ~ 1 1 0 , 1 0 5  
E N T I R E  SURTREE HAS BEEN SEARCHED 
NNF=NNODES 
C A L L  R C E L L ( L R )  
RETURN 
I F  L = l ,  ONLY A L I N E A R  SEARCH OF NODE A I S  NECESSARY 
X =  ADVLNR ( L R  ,FLAG) 
I F ( F L A C ) l l 0 , 2 0 1 , 1 1 0  
M N 0 13 E S = N N 0 0 E S + 1 
GO TO 200  
END 























1 0 3  
104 
SUBROUTINE TWIGS (A,N,ARRAY) 
T H I S  SUBROUTINE F I N D S  ALL TWIGS THAT CAN BE REACHED FROM VERTEX 
A i  N IS THE TOTAL NUMBER FOUND. THE NAMES OF THE T N I G S  ARE PUT 
I N T O  A R R A Y  ( W H I C H  MUST BE S U F F I C E N T L Y  D I M E N S I O N E D  BY THE U S E R )  
D II4EN.S I ON ARRAY ( 1 ) 
CREATE READER AND B E G I N  DESCENT 
L R = L R D R O V ( A )  
N=O 
CAND=A 
GO TO 101 
CAND=ADVSNR(LR,FLAG) 
I F ( F L A G ) 1 0 4 , 1 0 1 , 1 0 4  
IS THE C A N D I D A T E  A TWIG. 
LRTFMP=LRDROV(CAND)  
X=ADVLNR(LRTEMP,FLAG) 
C A L L  R C E L L ( L R T E M P )  
I F ( F L A G ) 1 0 2 , 1 f i 3 , 1 0 2  
YES, P lJT  I T S  NAME I N T O  A R R A Y  
N=N+1  
A R R A Y  ( P J )  =CAND 
GO TO 100 
NO, KEEP SEARCHING 
GO TO 1 0 0  
ALL DONE 
C A L L  RCELL ( L R )  
RFTURN 
END 
' T I P F T C  h!PRECX 
C T H I S  FUNCTION D E L I V E R S  A S  F U N C T I O N A L  VALUE THE N A M E  OF THE 
C P?PRFC IS SET T O  ZERO 
I N T F G E R  F U N C T I O N  P R E C ( A )  
C NODE PRECEEDING NODE A. IF A I S  THE ROOT OF THE TREE 
I N T E G E R  A 
L I P!KUP=LNKL( CONT ( A + 1 )  1 
I F ( L 1 N K U P o E Q o O )  GO TO 1 
C A L L  S E T D I R  (O,LINKUP,LINKUP*LINKUP) 
P F T I I R N  
END 
3 P R F C = L I N K I J P  
B I n F T C  TEQUAX 
1 F U N C T I O N  TEQUAL ( A 9 8 9  ISW) 
C THIS F U N C T I O N  COMPARES TREES A AND B o  I T  RETURNS F U N C T I O N A L  VALUE 
C ZERO I F  THE NODES C O N T A I N  I D E N T I C A L  DATA AND ARE STRUCTURALLY 
C TPE SAME ( I N  THE FOLLOWING SENSE)  
C ISW=O I S M O R P H I C  - THERE E X I S T S  SOME MATCHING dETWEEN NODES 
C ISW=1 SEQo ISOMORPHIC - THE TREES DECEND I N  THE SAME S E Q o  
L O G I C A L  F L A G  
I = 0 
J= I SbJ 
C A L L  TRACE (A,B,I,J,FLAC) 




T E Q U A L = l o O  
100 TEQUAL=O.O 
B I P F T C  T I S O M X  
1 F U N C T I O N  T I S O M  (A,B,ISW) 
I C T H I S  F U N C T I O N  STRUCTURALLY COMPARES THE TWO TREES A AND 6. 
C I T  RETURNS ZERO A S  FUNCTIONAL VALUE I F  THE TREES ARE I S t 4 O R P t i I C  
C I S W = O  ISOMORPHIC - THERE E X I S T S  S O Y E  NAPPING OF A O N T O  11 # C ( I N  T H E  FOLLOWING SENSE)  
C I S W = l  SEQo ISOMORPHIC - THE MAPPING PRESERVES NOT Oo'JLY 
C THE DESCENDENCE R E L A T I O N ,  BUT ALSO THE SEQUENCE L J  I T l i  
C WHICH THE STRUCTURE DESCENDS FROM A G I V E N  NODE 
C (NOTE,  THERE MAY E X I S T  SEVERAL ISOMORPHIC :4APPINGS. THE K O U T I N i i  
C DOES NOT E X H I B I T  THE ONE ACTUALLY FOUND) 
C 
L O G I C A L  F L A G  
1 = 1  
J =  I SW 
C A L L  TRACE ( A , B t I , J , F L A G )  




T ISOM=l .O  
100 TISOM=O.O 
Br ie f  D e s c r i p t i o n  of TRACE Subrout ine 
I n  order  t o  determine whether an isomorphism e x i s t s  between 
t w o  d i f f e r e n t  trees every p o s s i b l e  p a i r  of corresponding nodes 
i n  t h e  two trees must be checked t o  see i f  they p rese rve  t h e  
isomorphism p rope r ty .  A pre l iminary  screen which cons ide r s  a 
p a i r  of nodes a s  a p o s s i b l e  p a i r  only i f  they have t h e  same num- 
ber of an tecedan t s  reduces t h e  problem t o  t h a t  of checking a 
l a r g e  number of  p o s s i b l e  p a i r i n g s  i n s t e a d  of an as t ronomica l  num- 
ber. 
TRACE beg ins  b y  p a i r i n g  t h e  r o o t  nodes, t hen  enumerating a l l  
p o s s i b l e  p a i r i n g s  of t h e i r  an tecedents .  The r o u t i n e  then  con- 
s i d e r s  each of t h e s e  p a i r s  i n  t u r n  as  t h e  r o o t s  of t h e i r  r e s p e c t i v e  
subtrees and enumerates a l l  p o s s i b l e  p a i r s  of t h e i r  an teceden t s .  
This procedure cont inues  u n t i l  e i t h e r  
1. t h e  p o s s i b l e  p a i r s  a r e  a l l  twigs  i n  w h i c h  c a s e ,  an i s o -  
morphic mapping between nodes along t h i s  branch of t h e  
trees has  been v e r i f i e d .  (Remaining branches m u s t  be 
s i m i l a r i l y  v e r i f i e d  .) 
o r  
2 .  no p o s s i b l e  p a i r i n g  exists i n  which c a s e  another  pos- 
s ib le  p a i r i n g  a t  a higher  l e v e l  m u s t  be t r i e d .  ( A l l  
p o s s i b l e  p a i r s  m u s t  be  s i m i l a r i l y  r e j e c t e d  t o  e s t a b l i s h  
t h a t  no isomorphism ex is t s  .) 
I n  order  t h a t  TRACE can keep t r a c k  of i t s  p o s i t i o n  i n  t h e  
two tree s t r u c t u r e s ,  as w e l l  a s  the  p o s s i b l e  p a i r s  t h a t  remain 
t o  be checked, a s y s t e m  of cascading l i s t s  has  been  used.  
Data s t r u c t u r e  of cascadinq l i s t s  
- used b j  TRACE 
There a r e  two d i f f e r e n t  types of l i s t s ,  c a l l e d  X and Y l i s t s  
which are  l inked  toge the r  t o  form t h e  cascading l i s t s .  
A s s u m e  t h a t  TRACE has t e n t a t i v e l y  pa i r ed  tm nodes CI and 
a '  i n  trees A and A '  r-pectively.  Then on t h e  b a s i s  of per -  
mu ta t ions  of  t h e  two sets of  an tecedents  a 0. ... a and 
a '  2 n CI' . . . a' it enumerates s e v e r a l  sets ob p o s s i b l e  p a i r i n g  of 
1' 2 n 
. .  
t h e s e  an teceden t s .  For each p o s s i b l e  p a i r i n g  it must s p e c i f y  
tha t  node a1 is  pa i r ed  wi th  node a i ,  node a3 with  ai, e t c .  
The c o n t e n t s  of a Y - l i s t  is  j u s t  such a s p e c i f i c a t i o n  of a s i n q l e  
p o s s i b l e  p a i r i n g .  The X - l i s t  conta ins  p o i n t e r s  t o  each of t h e s e  
Y - l i s t s .  Thus t h e  X - l i s t  enumerates a l l  p o s s i b l e  p a i r i n g s  of 
t h e  an tecedent  nodes, g iven  t h e  assumption t h a t  nodes c1 and a' 
are  p a i r e d .  Now c1 and c1' must have been pa i r ed  i n  some higher  
l e v e l  Y - l i s t  hence w e  l e t  t h e  X - l i s t  p o i n t  back t o  t h i s  Y - l i s t ,  
and s i m i l a r l y  w e  l e t  t h e  s e t  of Y - l i s t s  p o i n t  back t o  t h e  X - l i s t  
which enumerates them. I n  t h i s  manner can b o t h  ascend and d e -  
scend t h e  tree s t r u c t u r e s  wh i l e  checking them f o r  isomorphism. 
This  l inked  cha in  of l i s t s  cascades i n  t h e  sense  t h a t  a s  
TRACE descends t h e  s t r u c t u r e  i t  c r e a t e s  X and Y l i s t s ,  and a s  
it ascends it e r a s e s  them. A t  any g iven  t i m e  TRACE m u s t  be 
us ing  t h e  bottom c e l l  of a s p e c i f i e d  X o r  Y - l i s t .  This con- 
vent ion  d e f i n e s  a number of i m p l i c i t  l inkages .  
GROSS FLOW CHART O F  TRACE 
T a k e  b o t t o m  p a i r  
of c u r r e n t  Y - l i s t  
(300)  
I of c u r r e n t  I Y - l i s t  
Find an tecedents  
of th i s  pa i r  
p a i r i n g  (Y)  l i s t s  
o n  basis of the 
( 3 0 2 )  
Can w e  m a k e  a No 
n - e m p t y  l i s  
I ( 5 0 0 )  1 Back up  to  
Yes ( 4 1 4 )  
X and Y - l i s t s  
X - l i s t  and  
pop b o t  t o m .  
E r a s e  Y - l i s t  
L
t. 
G e t  a n e w  ( 5 0 1 )  
Y e s  Y - l i s t  - 1 
I I Back u p  t o  
Y - l i s t  
E r a s e  X - l i s t  
/ + 
Is 2 n d  c e l l  
(601) 
-* Trees are  n o t  - - - 
equal o r  i s o m o r .  
- 7
( 3 5 1 )  
s Y - l i s t  e m p t y  No 
5. 
Y e s  
Is  2nd cel  
of Y - l i s t  = O ?  
iNo (3521 
Back up t o  
X - l i s t .  
Erase Y - l i s t .  
Back up to  
n e w  Y - l i s t  
and pop b o t t o m  
E r a s e  X - l i s t .  
1 
( 6 0 0 )  
I 
Trees a re  equa l  
o r  isomorphic 
Schematic s t r u c t u r e  of  X and Y - L i s t s  a t  one p o i n t  i n  
t h e  comparison of trees a and a '  
. 
a '  
i '  k '  
Y - L i s  t 
t 
I Y-Lis ts 
- - - denotes  i m p l i c i t  
p o i n t e r  
p o i n t e r  
p o i n t e r  
0 denotes  backwards 
1 denotes  forwards 
TRACE h a s  t e n t a t i v e l y  p a i r e d  the nodes 
( a , a ' ) , ( c , c ' ) , ( f , f ' ) ,  and (s,s ' ) .  
I t  must descend t h e  s t r u c t u r e  s t i l l  
f u r t h e r  t o  v e r i f y  t h a t  t h e  p a i r i n g s  ( f , f ' )  
and ( g , g ' )  a r e  accep tab le  i n  t h a t  t hey  a r e / o r  lead t o  twigs .  
I t  must t hen  backup and t r y  t o  v e r i f y  t h e  branch def ined  by 
(b ,b ' )  i n  t h e  second Y - l i s t .  
t o  t h e  f i rs t  x - l i s t ,  f i n d  t h e  next Y - l i s t  ( con ta in ing  ( b , c ' )  
and ( c , b ' ) )  and t r y  t h e s e  p a i r s .  
When t h i s  f a i l s ,  i t  w i l l  back up 
. f I . R F T C  TRACEX 
SUBROUTINE TRACE (AtB,SWvSW2,FLAC) 
C THIS SUBROUTINE TRACES THE TREES A AND B TO SEE IF THEY ARE 
C EQUAL (SW = 0 )  OR ISOMORPHIC (SW * 1). I F  THEY ARE EQUAL OR 
C ISOMORPHIC F L A G  I S  SET TO TRUE, I F  NOT F A L S E  
C 
I N T E G E R  X ~ Y ~ C E L L ~ L I S T l ~ 2 0 ~ 2 ) , L r S T 2 ~ 2 ~ 0 ~ 2 ~ ~ ~ O P Y ~ 2 0 ~ ~ F I R S T ~ P ~ l O ~ ~  
L O G I C A L  F L A G 9 L F L A G  










3 0 0  













3 0 3 1  
3 0 3 2  






CREATE L I S T S  X AND Y, B E G I N  P A I R I N G  W I T H  ROOT NODES 
Y = L I S T  ( 9 )  
I C E L L z N X T L F T  ( 0 , Y )  
C A L L  S E T D I R  (l ,A,B,TEMP) 
I C E L L = N X T L F T  (TEMPIY) 
GO TO 3 0 0  
F I N D  DESCENDENTS O F  CURRENT P O S S I B L E  P A I R S  
GET BOTTOM C E L L  OF CURRENT Y L I S T  
C E L L = L N K L ( C O N T ( Y I )  
IPAIR=LNKLICONT(CELL+l)) 
C A L L  S E T D I R  ( O , I P A I R , I P A I R s I P A I R )  
JPAIR=LNKR(CONT(CELL+l)l 
C A L L  S E T D I R  ( O , J P A f R , J P A I R s J P A I R )  
I F ( SW 1 3 C 2  9 30 1 ,  3 0 2  
I F ( I D A T A ( J P A I R ) ~ N E ~ I D A T A ~ I P A I R ) )  GO TO 500 
C A L L  DEPTH(  I P A I R I  l r N l , L I S T l (  1 9 1 )  ) 
C A L L  D E P T H ( J P A I R I ~ I N ~ ~ L I S T ~ ( ~ ~ ~ ) )  
ARE THEY BOTH TWIGS 
I F ( N 1 o E Q . O )  GO TO 350 
C A N  WE MAKE A P O S S I B L E  P A I R I N G  OF THESE TWO L I S T  O F  NODES 
BASED ON T H E I R  DESCENDENTS 
DO 3 0 3  K = l r N 1  
C A L L  DEPTH(  L I S T 1 (  Kc 1 )  91 , L I S T l (  K 9 2  ),DUMPL 1 
C A L L  D E P T H ( L I S T ~ ( K P ~ ) , ~ , L I . S T ~ ( K , ~ ) , D U M P L )  
C O N T I N U E  
ORDER B O T H e L I S T S  ON DESCENDING NUMBER OF DESCENDENTS 
0 
I F ( S W 2 ) 3 0 3 2 , 3 0 3 1 , 3 0 3 2  
C A L L  ORDER ( L I S T l v N l )  
C A L L  ORDER ( L I S T 2 , N l )  
DO 3 0 4  L = l , N l  
I F ( L I S T ~ ( L ~ ~ ) O N E O L I S T ~ ( L , ~ ) )  GO TO 5 0 0  
C O N T I N U E  
GO TO 4 0 0  
YES, MAKE L I S T S  OF ALL P O S S I B L E  P A I R I N G S  OF THE CECEKDEKTS CF 
THESE TWO NODES4 
MAKE A NEW X L I S T  AND MAKE I T  P O I N T  BACY TO CURRENT Y L I L T  
X = L  I S T  ( 9 )  
C A L L  S E T D I R  (O,Y,Y*TEMP) 
I T E M P z N X T L F T  ( T E M P e X )  
- .  
t , 
C P A R T I T I O N  THE L I S T  OF DESCENDENT NODES I N T O  S E T S  WHICH THEMSELVES 




I F ( S W 2 ) 4 0 6 1 4 0 0 1 1 4 0 6  
DO 402 L z 2 1 N 2  
I F ( L I S T ~ ( L I ~ ) . E Q O L X S T ~ ( L - ~ , ~ ) )  GO T O  402 
KPART=KPART+ l  
P ( KPART 1 =L-1 
4 0 0 1  I F ( N 2 o E Q . l )  GO TO 4021 
402 CONTINUE 
4 0 2 1  KPART=KPART+ l  
P ( K P A R T ) = N 2  
C 
C WE MUST TRY A L L  P O S S I B L E  P A I R I N G S  BASED ON PERMUTATIONS W I T H I N  
C THESE SETS. 
C 
406 DO 407 L z 1 1 N 2  
407 C O N T I N U E  
K O P Y ( L ) = L I S T Z ( L I ~ )  
I F ( S W 2 ) 4 1 4 1 4 0 7 1 1 4 1 4  
M A X L = 1  
4071  L = l  
FLAG=.TRUE. 
I F ( P ( 1 ) o G T . l )  GO TO 408 
I F ( K P A R T o E Q a 1 1  GO TO 4073 
DO 4072 LK-ZIKPART 
IF((P(LK)-P(LK-l)).GTol) GO TO 408 
4072 C O N T I N U E  
4073 LFLAG=.FALSEo 
408  LFLAG=oTRUE.  
GO TO 409 
C 
C 
I C PERMUTE 'THE I N D I C E S  OF P A R T I T I O N  S E T  L 
409 IF (L .EQ.1 )  GO TO 411 
I 
410 N = P ( L ) - P ( L - l )  
F I R ST =P ( L-1 + 1 
GO TO 4111 
F I R S T = l  
I F ( L F L A G )  GO TO 417 
411 N = P ( l )  
4111 IF (N .GT.1 )  GO TO 4 1 2  
L F L A G s o T R U E o  
4 1 2  C A L L  PERM ( N , I N D E X ( F I R S T ) , F L A C )  
C 
C PERMUTE THE NAMES I N T H E  COPY L I S T  A S  I N D I C A T E D  
C 
L A S T = F I R S T + N - l  
DO 413  K s F I R S T s L A S T  
K C = I  NDFX ( K  I + F I R S T - l  
K O P Y ( K ) = L I S T ~ ( K C I ~ )  
413 COPJTINUE 
C 
C MAKE A Y - L I S T  ( P O S S I B L E  P A I R I N G )  FROM THE COPY L I S T .  I N S E l i T  A 
C 
1 
~ C P O I N T E R  TO I T  I N  L I S T  XI AND HAVE I T  P O I N T  BACK 113 THE X L I t T .  
414 Y = L I S T ( 9 )  
t 
I 
C A L L  S E T D I R  (O,X,X*TEMP) 
I C E L L = N X T L F T  ( T E M P e Y )  
DO 4 1 5  K = l , N 2  
C A L L  S E T D I R  ( l , L I S T l ( K , l ) , K O P Y ( K ) , T E M P )  
I C E L L z N X T L F T  ( T E M P g Y )  
C A L L  S E T D I R  (l,Y,Y,TEMP) 
I C E L L z N X T L F T  ( T E M P p X )  
4 1 5  CONTINUE 
C 
C ARE THERE MORE PERMUTATIONS TO BE FOUND 
C 
I F ( SW 2 3 0 0  9 4 15 1 9 300 
I F ( L o E Q . 1 )  GO TO 411  
FLAC=oTRUE.  
4 1 5 1  I F ( F L A C 1  GO TO 417 
416 L = L - 1  
GO TO 409 
L = L + l  
IF (L .GT.MAXL1  GO TO 4 1 8  
F L A G z e F A L S E 4  
GO TO 410 
GO TO 410 
417 I F ( L e E Q o K P A R T 1  GO TO 300 
4 1 8  M A X L = L  I 
C 
C WE HAVE REACHED A P A I R  OF TWIGS SUCCESSFULLY0 D E L E T E  THE BOTTOM 
C C E L L  OF T H I S  Y - L I S T  AND KEEP TRYING.  I F  T H I S  Y - L I S T  I S  EMPTY 
C BACK UP ONE L E V E L  AND CONTINUE 
C 
3 5 0  N B C E L L = L N K L ( C O N T ( C E L L ) )  
TRASH=DELETE ( C E L L )  
CNBC= C O N T ( N B C E L L + l l  
I F ( C N R C ) 3 5 2 , 6 0 0 , 3 5 2  
3 5 1  I F ( I D ( C N B C ) . E Q . l )  GO TO 300 
C 
C ERASE THE X - L I S T ,  I T S  Y - L I S T ,  AND BACK UP TO NEXT Y - L I S T  
C 
3 5 2  X = L N K R ( C N B C )  
C A L L  S E T D I R  (O,X,X,X) 
C A L L  I R A L S T ( Y 1  
Y=LNKR(CONT(LNKR(CONT(X))+l)) 
C A L L  S E T D I R  ( O , Y * Y * Y I  
C A L L  I R A L S T ( X 1  
TRASH=DELETE ( L N K L ( C O N T ( Y ) ) )  
CNRC=CONT(LNKL(CONT(Y) )+1 ]  
GO TO 3 5 1  
C 
C WE ARE UNABLE TO F I N D  A MATCH0 BACK UPTO THE X - L I S T  AND 
C T R Y  THE NEXT P O S S I B L E  P A I R I N G .  DELETE T H I S  Y - L I S T  
C 
5CIn X=LYKR(CONT(LNKR(CONT(Y))+lI) 
I F ( X ) 5 0 0 1 t 6 ~ 1 ~ 5 0 0 1  
C A L L  I R A L S T ( Y )  
TRASH=DELETE ( L N K L ( C O N T ( X 1 ) )  
N B C = L N K L ( C O N T ( X ) )  
C N R C = C O N T ( N R C + l )  
5 0 C 1  C A L L  S E T D I R  (@,X,X,X) 












6 0 1  
T H I S  X - L I S T  I S  EMPTY9 BACK UP FURTHER 
Y = L N K R ( C N B C )  
C A L L  S E T D I R  ( o , Y 9 Y , Y l  
C A L L  I R A L S T  ( X )  
GO TO 500 
B E G I N  WORK ON A NEW Y - L I S T  
Y = L N K R ( C N B C )  
C A L L  S E T D I R  ( 0 9 Y * Y , Y )  
GO TO 3 q O  
ALL DONE 9 SUCCESSFUL 
FLAG=oTRUEe 
C A L L  I R A L S T  ( V I  
RETURN 
F A I L E D  
F L A G = o F A L S E *  
C A L L  I R A L S T  ( Y )  
RETURN 
END 
S I P F T C  ORDERX 
C THIS SUBROUTINE ORDERS AN A R R A Y ( 2 0 9 2 )  OF WHICH THE F I R S T  N 
C ROWS ARE NON-EMPTY, I N  DESCENDING ORDER O F  THE SECOND COLUMN 
SUBROUTINE ORDER ( A R R A Y g N )  
I N T E G E R  A R R A Y ( 2 0 9 2 )  ,TEMP 
NM 1 =N- 1 
DO 1 0 2  I = l , N M l  
I F ( A R R A Y ( I , 2 ) o G E e A R R A Y ( I + l 9 2 ) )  GO TO 1 0 2  
DO 1 0 1  J = 1 9 1  
K = I + l - J  
L = I + 2 - J  
DO 100 J 1 = 1 9 2  
T E M P Z A R R A Y ( K 9 J l )  
A R R A Y  ( K  9 J1 ) = A R R A Y  ( L 9 J1) 
A R R A Y ( L , J l ) = T € M P  
1 0 0  C O N T I N U E  
I F  (J.EQ.1) GO TO 1 0 2  
I F ( A R R A Y ( K , 2 ) e L E e A R R A Y ( K - 1 , 2 ) 1  GO TO 1 0 2  
1 0 1  C O N T I N U F  
1 0 7  C O N T I N U E  
RETURN 
E N P  
( J ( K ) = O  
DO 108 K = l t N  
I F ( O ( K ) e E O . O )  GO TO 107 
I = I + l  
I N T ( I ) = Q ( K )  
GO TO 1 0 8  
107 IF (1 .GE.N)  GO TO 109 
108 C O N T I N U E  
109 R E T U R N  
C 
C A L T F R N A T E  B Y P A S S  
C 
110 I T F M P = I N T I N )  
1 N T ( N = I N T ( N- 1 ) 
I N T  ( N-1 1 = I  TEMP 
I F ( I N T [ N ) e G T . l )  GO TO 111 
N M 1 = N - 1  
DO 1 1 2  I = l , N M l  
I I F ( I N T ( I ) . L T e I N T ( I + l ) )  GO TO 111 1 1 2  C O N T I N U E  
FLAG=.TRUE. 
R F T U R N  
RE TIJRN 
1 1 1  F L A G Z = e F A L S F e  
C 
C I N I T I A L I Z A T I O N  
11’3 DO 114 I = l , N  
I N T (  I ) = I  
114 C O N T I N U F  
1 C 
I F ( N . E O o 1 )  GO TO 1 1 5  
F L A G 2 z o T R U E e  
F L A G Z o F A L S E e  
1 1 5  RETURN 
END 
L I S T I N G  O F  S L I P  ROUTINES USED 
I N  TREETRAN 
1. Pr imat ive  func t ions  locally coded i n  MAP f o r  IBM 7090/94 
a .  ID 
b.  LNKL 
c. LNKR 
d .  CONT 
e .  MADOV 
f .  S E T D I R  
g .  S E T I N D  
h .  S T R D I R  
1. S T R I N D  
2.  FORTRAN I V  S L I P  r o u t i n e s  s u b s t a n t i a l l y  a s  g iven  by  D r .  
Weizenbaum i n  C m .  of ACM, Sep t .  1963 
' $* IRVAP I D X  5 
' * T H I S  P R I M A T I V E  FUNCTION - I D ( C E L L 1  - PRESENTS AS AN INTEGER Tt1E I D  * '  ENTRY I D  
46 PORTION OF C E L L O  
1 ID C L A  = O  
LOO* 394 GET C E L L  
L L S  2 S H I F T  I D  PORTION I N T O  ACC 
TRA 1 9 4  
END 
S L I P  
S L I P  
S L I P  
S L I P  
S L I P  
S L I P  
S L I P  
S L I P  
S L I P  
S I R M A P  L N K L X  5 S L I P  
ENTRY L N K L  S L I P  
* T H I S  P R I M A T I V E  FUNCTION - L N K L ( C E L L 1  - PRESENTS AS AN II.dTEGLR THE S L I P  
* MACHINE ADDRESS CONTAINED I N  THE L E F T  L I N K  F I E L D  OF C E L L 8  S L I P  
L N K L  C L A *  3 9 4  GET C E L L  S L I P  
ANA MASK MASK OUT I D  AND LNKR S L I P  
A R S  1 8  S H I F T  I N T O  ADDRESS S L I P  
TRA 1 9 4  S L I P  
MASK OCT 977777000000 S L I P  
FND S L I  P 
T I P Y A P  LNKRX 3 
ENTRY LNKR * T H I S  P R I M A T I V E  F U N C T I O N  - L N K R ( C E L L 1  - PRESENTS A S  Ai\l I N T t G t K  T l i t  
3; M A C H I N E  ADDRESS C E N T A I N E D  I N  THE R I G H T  L I N K  F I E L D  OF CELL. 
LNKI? C L A *  3 9 4  GET C E L L  
A X A  MASK MASK OUT I D  AND L N K L  
TRA 1 9 4  
E Nn 
MASK OCT 000000077777 
S I R M A P  CONTX 5 
ENTRY CONT 
F N T R Y  I N H A L T  
* THESE TWO P R I M A T I V E  FUNCTIONS - C O N T ( A ) ,  AND I N H A L T ( A 1  - D E L I V E R  
S L I P  
S L I P  
S L I P  
S L I P  
S L I P  
S L I P  
S L I P  
S L I P  
5 L I P  
S L I P  
S L I P  
S L I P  
S L I P  
* AS F U N C T I O N A L  VALUES THE CONTENTS OF THE h'ORI) WHOSE MACHINE A D D R t - S S S L I P  
* 1s THE INTEGER STORED I N  A. USE CONT I F  THE CONTENST IS USED I N  k S L I P  
* F L O A T I N G  P O I N T  EXPRESSION, I N H A L T  I F  USED I N  A F I X E D  P T o  EXPIIESS.  S L I P  
CONT TRA *+1 S L  I P 
I N H A L T  CLA* 3 9 4  GET ADDRESS STORED I K  A S L I P  
S T A  *+1 ;L I P 
C L 4  +* GET DATA L L I  P 
TRA 1 9 4  ,L I P 
END 5 L I P 
SIRMAP ‘ .  ADOVX 2 S L I P  
ENTRY MADOV S L I P  
* *  T H I S  P R I M A T I V E  F U N C T I O N  - MADOV(A1 PRESENTS AS AN INTEGER S L I P  
* F U N C T I O N A L  VALUE THE MACHINE ADDRESS OF A. S L I P  
MADOV C L A  3,4 GET THE L O C A T I O N  OF A S L I P  
T R A  1 9 4  S L I P  
F ND S L I P  
i 
F I R M A P  SFTDX 1 2  S L I P  
FNTRY S E T D I R  S L I P  
* T H I S  P R I M A T I V E  - SETDIR( I IL ,R,CELL)  - STORES D I R E C T L Y  I I N  THE I D  S L I P  
* F I E L D 9  L I N  THE L E F T  L I N K  F I E L D ,  AND R I N  THE R I G H T  L I N K  F I E L D  OF S L I P  
* CELL. I F  ANY OF I, L S  OR ( ARE SET TO -1, THEN THE CORRESPONDING S L I P  
* F I E L D  I S  L E F T  UNCHANGED. S L I P  
S E T D I R  C L A *  3 9 4  GET I L L I P  
T M  I *+3 I S  I T  N E G A T I V E  S L I P  
A L S  3 3  NO, S H I F T  I N T O  P R E F I X  S L I P  
S T P *  694 AND STORE S L I P  
C L A *  494 GET L S L I P  
T M I  *+3 I S  I T  N E G A T I V E  S L I P  
A L S  18 NO, S H I F T  I N T O  DECREf.1ENT S L I P  
STD* 6 94 AND STORE S L I P  
C L A *  5,4 GET R S L I P  
TM I *+2 I S  I T  N E G A T I V E  S L I P  
STA*  694 NO, STORE I N  ADDRESS S L I P  
T R A  194 S L I P  
END S L I P  
I I B M A P  S E T I X  1 8  
* T H I S  P R I M A T I V E  - SETIND( I ,L ,R ,A)  - F U N C T I O N S  EXACTLY AS S E T D I R S  
* EXCEPT THAT I T  STORES I, L ,  AND R I N  THE C E L L  WHOSE ADDRESS I S  
* FOUND I N  A. ( I E o  I N D I R E C T L Y )  
S E T I N D  C L A *  694  GET ADDRESS OF C E L L  
ENTRY S E T I N D  
S T A  *+6 
S T A  *+9  
STA ++11 
C L A *  394 GET I 
T M I  * + 3  I S  I T  N E G A T I V E  
A L S  33 NO, S H I F T  I N T O  P R E F I X  
S T P  ** AND STORE 
C L A *  4 9 4  GET L 
TM I *+3  IS I T  N E G A T I V E  
A L S  18  NO, S H I F T  I N T O  DECREMENT 
S T D  ** AND STORE 
C L A *  5 9 4  GET R 
TM I *+2 I S  I T  N E G A T I V E  
STA ** NO, STORE I N  ADDRESS 
TRA 1 9 4  
END 
S L I P  
S L I P  
S L I P  
S L I P  
S L I P  
S L I P  
S L I P  
S L I P  
S L I P  
S L I P  
S L I P  
S L I P  
S L I P  
S L I P  
S L I P  
S L I P  
S L I P  
S L I P  
S L I P  
5 L I P  
.5L I’P 4 
S L I P  
' 
S I R M A P  STRDX 3 S L I P  
ENTRY S T R D I R  S L I P  * T H I S  P R I M A T I V E  FUNCTION - S T R D I R ( D A T U M 9 C E L L )  STORES THE DATUM S L I P  D 
* D I R E C T L Y  I N  CELL.  THE DATUM 
* THE DATUM IS ALSO R E T A I N E D  AS 
* P R I M A T I V E  CAN BE NESTED. 




CAN BE E I T H E R  F I X E D  OR F L O A T I N G  P O I N T  S L I P  
THE F U N C T I O N  VALUE, HENCE T H I S  S L I P  
S L I P  
GET DATUM S L I P  
STORE I T  S L I P  
.SL IP  
.'LI P 
B I R M A P  S T R I X  5 
* T H I S  P R I M A T I V E  F U N C T I O N  - S T R I N D ( O A T U M 9 A )  - IS THE SAME AS S T I I D I R ,  
* EXCEPT THAT I S  STORES THE DATUM I N  THE C E L L  WHOSE MACHINE ADDRESS 
* IS C O N T A I N E D  I N  A. ( I € *  I N D I R E C T L Y )  
S T R I N D  CLA*  494 GET ADDRESS OF C E L L  
ENTRY S T R I N D  
STA *+2 
C L A *  394 GET DATUM 
TRA 1 9 4  
E NO 
1 STO ** STORE IT 
1 
S L I P  
S L I P  
SLIP 
S L I P  
S L I P  
S L I P  
S L I P  
S L I P  
S L I P  
S L I P  
S L I P  
B I R F T C .  ADLERX 
.FUNCTION ADVLER(LR,A I  
- c  A D V L E R ( L R 9 A )  - ADVANCE L I N E A R L Y  R I G H T  TO NEXT ELEMENT 
C' T H I S  F U N C T I O N  ADVANCES TO THE R I G H T  (DOWN) THROUGH L I S T  WHICH I S  
S P E C I F I E D  BY READER @ L R @  U N T I L  ELEMENT C E L L  OR HEADER C E L L  I S  DETECTEC 
F L A G  - ' A '  - WILL BE S E T  TO ZERO I F  T E R M I N A T I O N  P O I N T  I S  ELEMENT 
AND VALUE OF CELL ,  I e E e  THE DATUM, WILL B E  THE VALUE OF T H I S  
"c 
C 
C FUNCTION.  
C F L A G  ' A t  WILL BE SET TO NON-ZERO IF HEADER C E L L  CAUSED 
C TERMINATION.  VALUE O F  FUNCTION WILL B E  S E T  TO ZERO 
C 
A = ADVLR(LR,O,O) 
I F ( A ) 1 , 2 9 1  
2 ADVLER = R E E D ( L R )  
1 RETURN 
END 
F L A G  ' A t  WILL B E  SET TO NON-ZERO I F  HEADER C E L L  CAUSED 
C TERMINATION.  VALUE O F  FUNCTION WILL BE SET TO ZERO 
C 
A = A D V L R ( L R s 1 , O )  
I F ( A ) 1 9 2 9 1  




B I R F T C  ADLNRX 
C A D V L N R ( L R 9 A )  = ADVANCE L I N E A R L Y  R I G H T  TO NEXT NAME 
C T H I S  FUNCTION ADVANCES TO THE R I G H T  (DOWN) THROUGH L I S T  WHICH I S  
C S P E C I F I E D  BY READER ' L R '  U N T I L  NAME C E L L  OR HEADER C E L L  I S  DETECTEL 
C F L A G  - ' A '  - WILL BE SET TO ZERO I F  T E R M I N A T I O N  P O I N T  I S  NAME 
F U N C T I O N  A D V L N R ( L R + A )  
C AND VALUE OF CELL ,  I e E o  THE DATUM, WILL RE THE VALUE OF T H I S  
C FUNCTION.  
C TERMINATION.  VALUE O F  FUNCTION WILL BE S E T  TO ZERO 
C F L A G  t A t  WILL RE SET TO NON-ZERO I F  HEADER C E L L  CAUSED 
. c  
1 A = A D V L R ( L R 9 1 9 1 )  
I F ( A ) 1 9 2 9 1  




1 B > I S F T C  ADVLRX 
FUNCTION ADVLR(LR,J,K) 
T H I S  F U N C T I O N  - ADVLR(L,J,K) - I S  THE BOOKKEEPING GUTS OF ALL 
L I N E A R  L E F T  ADVANCES. L I S  THE A L I A S  OF THE READ R FOR THE L 
B E I N G  SEARCHED9 J AND K I N D I C A T E  THE TYPE OF ADVANCE, NAME, 
ELEMENT, OR WORD. S I N C E  A L I N E A R  ADVANCE NEVER DESCENDS 
S U B L I S T S ,  THE READER I S  NEVER EXTENDED, MERELY I T S  P O I N T E R  
THE F U N C T I O N A L  VALUE I S  ZERO, I F  NOT, M I N U S  ONE. 
CHANGED. I F  A C E L L  W I T H  THE D E S I R E D  C H A R A C T E R I S T I C S  IS FOUND, 
CLR = C O N T ( L R )  
CAND = C O N T ( L K )  
C A L L  S E T D I R ( - l v L K , - l , C L R )  
5 L K  = L N K R ( C O N T ( L N K L ( C L R ) ) )  
I F  ( I D ( C A N D ) - 2 ) 1 , 2 , 1  
1 I F  ( I D ( C A N D ) - J ) 3 , 4 , 3  
3 I F  ( I D ( C A N D ) - K ) 5 # 4 , 5  
4 ADVLR = 0 1  
2 ADVLR = - 1 4 0  
6 C A L L  S T R I N D ( C L R 9 L R )  





* B T P F T C  ADSERX 
1 
i s  
I :  








F U N C T I O N  ADVSER(LR,A)  
A D V S E R ( L R 9 A )  f ADVANCE STRUCTUALLY ELEMENT R I G H T  
FLEMENT CELL6 
O F  T H I S  C E L L  I S  D E L I V E R E D  AS I T S  F U N C T I O N A L  VALUE. 
T H I S  I N D I C A T E S  AN END OF A L I S T ( A N Y  L E V E L  L I S T ) .  
T H I S  F U N C T I O N  ADVANCES TO THE NEXT TO THE R I G H T  (DOWN) C E L L  W t i I C t 1  I S  A 
I F  T H I S  C E L L  I S  A ELEMENT THE FLAG I S  SET TO ZERO AND THE DATUf.4 
I F  T H I S  C E L L  I S  A HEADER C E L L  THE FLAG I S  S E T  TO M I N U S  ONE. 
T H I S  ADVANCE FOLLOWS THROUGH A L L  L E V E L S  OF S U R L I S T S  FOR L I S T  I E < O I C / ’ \ T E U .  
A = A D V S R ( L R 9 0 , O )  
I F ( A ) 1 9 2 9 1  





C A D V S N R ( L R 9 A I  = ADVANCE STRUCTUALLY NAME R I GHT 
C T H I S  F U N C T I O N  ADVANCES TO THE NEXT TO THE R I G H T  (DOWN) C E L L  WHICH I S  A 
C NAME CELL. 
C I F  T H I S  C E L L  I S  A NAME THE FLAG I S  SET TO ZERO AND THE DATUM 
C OF T H I S  C E L L  I S  D E L I V E R E D  A S  I T S  F U N C T I O N A L  VALUE. 
C I F  T H I S  C E L L  I S  A HEADER C E L L  THE F L A G  I S  S E T  TO M I N U S  ONE. 
C T H I S  I N D I C A T E S  AN END OF A L I S T ( A N Y  L E V E L  L I S T ) .  
C T H I S  ADVANCE FOLLOWS THROUGH A L L  L E V E L S  OF S U e L I S T S  FOR L I S T  I i l D I C A T E D .  
C 
' FUNCTION ADVSNR(LR,A)  
A = A D V S R ( L R q 1 , l )  
I F ( A ) 1 9 2 9 1  
7 ADVSNR = R E E D ( L R 1  
1 RETURN 
END 
B I RFTC ADSWRX 
C T H I S  F U N C T I O N  - ADVSWR(LR,A) - ADVANCES ONE C E L L  TO THE R I G H T  
C P O S S I B L E ,  F L A G  A I S  SET TO ZERO AND THE DATUM OF THAT C E L L  IS 
C D E L I V E R E D  AS F U N C T I O N A L  VALUE. I F  NOT ( I E .  N E  ARE AT Tt1E B O T T O M  
C OF THE STRUCTURE), F L A G  A IS SET TO M I N U S  O N E 9  
C 
F U N C T I O N  ADVSWR(LR,AI 
C (DOWN) I N  THE L I S T  WHOSE READER HAS A L I A S  L R o  I F  THE ADVANCE I S  ~ 
A = ADVSR(LR, l ,O)  
I F ( A )  1 , 2 9 1  
7 ADVSWR = R E E D ( L R I  
1 RFTURN 
END ~ 











F U N C T I O N  A D V S R ( L , J * K )  
T H I S  SUBROUTINE - ADVSR(L,J,K) - I S  THE BOOKKEEPING GUTS O F  ALL 
THE STRUCTURAL R I G H T  ADVANCES. L IS THE A L I A S  OF THE READER FOR 
THE L I S T .  J AND K I N D I C A T E  WHETHER WE ARE I N V O L V E D  I N  A PJAI'bIE, 
ELEMENT,  OR WORD ADVANCE. I T  EXTENDS THE READER C H A I N  AS 
NECESSARY I N  SEARCHING FOR THE D E S I R E D  C E L L O  I F  A C E L L  W I T H  T t IE  
DESIRED C H A R A C T E R I S T I C S  IS FOUND, THE FUNCTIONAL VALUE IS z m o .  
I F  NOT, M I N U S  ONE. (NOTE. ADVSR WILL SEARCH THE E N T I R E  L I S T  
STRUCTURE TO THE R I G H T  O F  THE STARTING P O I N T  TO F I N D  A r i  ACCE:PTAt.Li l  
CELL.  1 
R = C O N T t L )  
L C P  = L N K L ( R )  
CAND = C O N T ( L N K L ( R 1 )  
I F  ( I D ( C A N D ) - 1 ) 1 , 6 , 1  
C A L L  S E T D I R ( - l , L C P * - l , R )  
I F  ( I D ( C A N D ) - 2 ) 3 , 4 , 3  
1 L C P  = L N K R ( C A N D )  
CAND = C O N T ( L C P 1  
3 I F ( I D (  C A N D I - J  17 ,e 9 7  
7 . I F (  I D ( C A N D ) - K ) 5 * 8 , 5  
5 I F  ( I D ( C A N D I - 1 )  1 9 6 9 1  
6 M = N U C E L L ( Z )  
C A L L  S T R I N D ( R 9 M )  
C A L L  S T R I N D ( C O N T ( L + l ) , M + l )  
C A L L  SETIND(-l,INHALT(LCP+l)vLCNTR(L)+l~L+l) 
C A L L  SETDIR( - l , - l ,M,R)  
CAND = C O N T ( I N H A L T ( L N K L ( R ) + l ) )  
GOTO 1 
4 IF ( L C N T R ( L ) ) 9 , 1 0 9 9  
10 ADVSR = -100 
GOTO 1 2  
9 L K  = L N K R ( R )  
R = C O N T ( L K 1  
C A L L  S T R I N D ( C O N T ( L K + l I , L + l )  
CAND = C O N T ( L N K L ( R ) )  
C A L L  R C E L L ( L K 1  
GOTO 1 
8 ADVSR = 010 
1 2  C A L L  S T R I N D ( R , L I  
RETURN 
END 
S I R F T C  D E L E T X  
C 
C D E L E T E  THE C E L L  WHOSE ADDRESS IS FOUND I N  -K-@ 
C I F  THE C E L L  IS A HEADER. A O I A G N O S T I C  IS PRINTED,PROGRAM CONTINUEC 
C AND V A L U E  O F  F U N C T I O N  I S  SET TO ZERO. 
C THE VALUE OF THE FUNCTION I S  THE CONTENTS O F  T l i E  DELETCD CELL. 
C 
F U N C T I O N  D E L E T E ( K 1  
I F ( I D ( C O N T ( K ) l - 2 ) 1 , 2 , 1  
2 W R I T E  (6 ,901)  
D E L E T E  00 
RETURN 
901 F O R M A T ( l H 4 9 9 7 H A N  ATTEMPT HAS B E E N  MADE TO DELETE A H E A D t R  - ZERO 
1 HAS BEEN D E L I V E R E D  AND THE PROGRAM C O N T I N U E D / l X , 3 1 H S L I P  MESSACE 
I- R O U T I N E  D E L E T E  
1 D E L E T E  = C O N T ( K + l )  
LL = L N K L ( C O N T ( K ) )  
L R  = L N K R ( C O N T ( K ) )  
C A L L  R C E L L ( K )  
C A L L  S E T I N D ( - l , - l , L R , L L )  
C A L L  S E T I N D ( - 1 9 L L 9 - 1 , L R )  
RETURN 
END 
B ’ I R F f C  I N I T X  
SUBROUTINE I N I T A S ( M 9 N )  
. ,c 
C THIS SUBROUTINE I N I T I A L I Z E S  THE STRUCTURE OF THE D I M E N S I O N E D  
C 
A R R A Y  SPACE I N T O  A L I S T  OF A V A I L A B E  SPACE ( L A V S ) .  I  
COMMON / S L  I P C / A V S L  
D I M E N S I O N  M ( N )  
C 
C THIS PART S E T S  UP THE L I S T  OF A V A I L A B L E  SPACE ( L A V S )  
C 
DO 2 I = l , N  
2 M ( 1 )  = 0 
K = N-2 
DO 3 I = l , K 9 2  
C A L L  S E T D 1 R ( O ~ M A D O V ( M ( N ~ l ) ) , M A D O V ( M ( 1 ) ) ~ A V S L ]  
RETURN 
END 
’3 C A L L  SETDIR(-19-19MADOV(M(I+2))9M(I)) 
B I R F T C  I R A L X  
C 
C THIS F U N C T I O N  RETURNS A NAMED L I S T  TO L A V S  UNLESS I T S  C E L L S  A R E  
C A S U B L I S T  OF ANOTHER L I S T I  
C 
C T H I S  V E R S I O N  OF I R A L S T  I S  NON-STANDARD I N  THAT I T  DOES NOT CHECK 
I C  
F l J N C T I O N  I R A L S T ( P )  
TO SEE I F  THE HEADER REFERS TO A D E S C R I P T I O N  L I S T ,  
S L I P  
C A L L  S E T I N D ( - I  9-1 9LCNTR ( L ) - l v L + l !  
I F ( I R A L S T ) Z t 2 * 1  
I I R A L S T  = L C N T R t L )  
~ 2 C A L L  M T L I S T ( P 1  
4 C A L L  R C E L L ( L )  
1 RETURN 
END 
A I BFTC LCNTRX 
C 
C T H I S  F U N C T I O N  - L C N T R ( R )  - G I V E S  AS F U N C T I O N A L  VALUE THE L E V E L  
C COUNTER OF READER R o  
C 
F U N C T I O N  L C N T R ( K )  
LCNTR = L N K R ( C O N T ( K + l ) )  
RETURN 
END 
B 1 R F f C .  L I STX 
.c 
C T H I S  F U N C T I O N  CREATES A NAMED L I S T  ( E M P T Y )  WHICH CANNOT BE 
C 
C 
F U N C T I O N  L I S T ( K )  
F c  U N I N T E N T I O N A L L Y  ERASED. 
L I S T  = N U C E L L ( 2 )  
C A L L  SETDIR(O,LIST,LIST,LIST) 
C A L L  SETIND(2,LIST,LIST*LIST) 
I F  (K-9)2,lr2 
2 C A L L  S E T I N D ( - l , - l , l , L I S T + l )  
1 RETURN 
K = L I S T  
END 
b 1 R F T C  LSTMTX S L I P  
C 
C T H I S  TEST F U N C T I O N  L I S T M T ( P )  - CHECKS TO SEE I F  THE L I S T  NAMED S L I P  
C BY P I S  AN EMPTY L I S T .  I F  SO, THE F U N C T I O N  VALUE IS ZERO, S L I P  
C OTHERWISE I T  I S  M I N U E  ONE. S L I P  
F U N C T I O N  L I S T M T ( P )  
C 
L = L O C T ( P )  
IF(INHALT(L)-INHALT(LNKR(CONT(L)) 113,493 
4 L I S T M T  = 0 
RETlJRN 




S L I P  
5 L I P  
B I R F T C  LOCTX S L I P  
C 
C T H I S  T E X T  F U N C T I O N  - L O C T ( K )  - I S  USED TO V E R I F Y  THAT THE C O N T E N T S S L I P  
C OF C E L L  K NAMES A L I S T  9 WHERE I T  I S  REQUIRED RY THE C A L L I N G  S L I P  
C ROUTINE.  I F  K DOES NOT NAME A L I S T  AN ERROR MESSAGE IS P R I K T E D  S L I P  
C AND E X E C U T I O N  STOPPED, I F  I T  IS 0.K. THE F U N C T I O N  VALUE I S  S L I P  
C MERELY THE ARGUMENT. S L I P  
C S L I P  
F U N C T I O N  L O C T ( K )  
I f ( N A M T S T ( K ) ) 1 , 2 , 1  
2 L O C T  = K 
RETURN 
1 P R I N T  901 
W R I T E  (6,901) 
C A L L  F X E M ( S 0 O )  
STOP 
I 901 F O R M A T ( 1 H f + , 1 1 3 H A  L I S T  WAS REQUIRED AS AN OPERAND BUT WAS / J O T  FO'JIID 
1 THE PROGRAM WAS REGRETFULLY TERMINATED BY S L I P  ROUTIrJ€ LOCT.  / / )  
END 
$ I RFTC LOFRDX 
' F U N C T I O N  L O F R D R ( K )  
.c 
C T H I S  FUNCTION - L O F R D R ( R 1  - G I V E S  AS F U N C T I O N A L  VALUE THE MACHINE 
C ADDRESS OF THE HEADER OF THE L I S T  FOR WHICH T H I S  I S  A READER. 
C ( I T  ALSO APPEARS TO MAKE THE L I S T  AN EMPTY L I S T , )  
C 
L = L N K L ( C O N T ( K + l ) )  
C A L L  SETDIR(O,L ,L IL I  
LOFRDR = L 
RETURN 
END 
B I R F T C  LPNTRX 
C 
C T H I S  F U N C T I O N  - L P N T R ( R 1  - G I V E S  AS F U N C T I O N A L  VALUE THE MACHINE 
C ADDRESS OF THE C E L L  THE READER R IS CURRENTLY P O I N T I N G  AT. 
C 
F U N C T I O N  L P N T R ( K )  
LPNTR = L N K L  ( CONT ( K 1 1 
RETURN 
END 
B I R F T C  LRDOVX 
C 
C T H I S  F U N C T I O N  - L R D R O V ( P )  - ASSIGNS A READER FOR THE L I S T  W I T H  
C A L I A S  P. ( I E .  A C E L L  IS TAKEN FROM LAVS,  P U T  I N  THE FORM OF A 
C READER, AND MADE T O  P O I N T  AT THE HEADER OF P a )  2 T S  F U N C T I O N A L  
C VALUE I S  THE MACHINE ADDRESS OF T H I S  CELL. 
C 
F U N C T I O N  L R D R O V ( P )  
LRDROV = N U C E L L ( 2 )  
C A L L  S E T I N D ( 3 , L O C T ( P ) , O , L R D R O V )  
C A L L  SETIND(O,P ,OtLRDROV+ l1  
RETURN 
END 
S L I P  
' B I R F T C  L V L R l X  
' F U N C T I O N  L V L R V l ( K 1  
,c 
C T H I S  F U N C T I O N  CAUSES THE READER TO ASCEND ONE L E V E L  I N  I T S  STACK 
C 
L V L R V l  * K 
I F  ( C O N T ( L V L R V 1 + 1 ) ) 2 , 3 , 2  
3 RETURN 
7 L = L N K R ( C O N T ( L V L R V 1 ) )  
C A L L  S T R I N D ( C O N T ( L ) , L V L R V l )  
C A L L  S T R I N D ( C O N T ( L + l )  ,LVLRV1+1)  
C A L L  RCELL (L 1 
RETURN 
END 
S I R F T C  M T L I S X  
C 
C T H I S  F U N C T I O N  RETURNS A L I S T  TO LAVS. THE BOTTOM C E L L  OF L A V S  
C I S  MADE T O  P O I N T  TO THE T O P  OF THE L I S T ,  AND THE BOTTOM OF T H E  
C L I S T  BECOMES THE BOTTOM OF LAVSo 
F U N C T I O N  M T L I S T ( P )  
COMMON / S L I P C / A V S L  
M=LOCT ( P  1 S L I P  
I F  ( L I S T M T ( P ) ) 3 $ 4 , 3  
3 L R  = L N K R ( C O N T ( M 1 )  
LL = L N K L ( C O N T ( M ) )  
C A L L  SETIND(-l ,M,M,M) 
C A L L  SETIND(-l,-l,LR~LNKL(AVSL)I 
C A L L  S E T I N D ( - l r - l , O ~ L N K L ( A V S L ) l  
C A L L  S E T D I R  (-1 ,LL,- l ,AVSL) 
4 M T L I S T  = M 
RETURN 
END 
S I B F T C  NAMETX S L I P  
C 
C T H I S  T E S T  F U N C T I O N  - N A M T S T ( K )  - CHECKS THE CONTENTS OF C E L L  K a  S L I P  
C I F  I T  IS THE NAME O F  A L I S T ,  THE F U N C T I O N  VALUE I S  ZERO, OTHER- S L I P  
C WISE I T  IS M I N U S  ONE, S L I P  
C SL I P 
I F  ( L N K L ( K ) - L N K R ( K ) l 1 , 4 , 1  S L I P  
F U N C T I O N  N A M T S T ( K )  
4 I F  ( I D ( C O N T ( K ) ) - 2 ) 1 , 2 , 1  
2 I F ( C O N T ( L N K R ( C O N f ( L N K L ( C O N T ~ K ~ ~ ~ ~ ~ - C O N T ( K ~ ~ l ~ 3 ~ 1  
3 NAMTST = 0 
RETURN 
1 NAMTST = -1  
RETURN 
END 
$ I RFTC NUCELX 
' F U N C T I O N  N U C E L L ( X 1  
r 
*L 
C T H I S  F U N C T I O N  GETS A NEW C E L L  FROM LAVS. I T  CHECKS THE I D  OF 
C 
C 
THE C E L L  BEFORE D E L I V E R Y ,  I F  I T  IS 1 ( C E L L  REFERS TO A S U B L I S T )  
THE READER O F  THAT S U R L I S T  I S  DECREMENTED BY 1. 
b c  
COMMON / S L I P C / A V S L  
M = L N K R ( A V S L 1  
I F  ( M ) 1 9 2 9 1  
2 P R I N T  901 
W R I T E  (6,901) 
STOP 
1 I F  ( I D ( C O N T ( M ) ) - 1 ) 3 * 4 , 3  
C 
C T H I S  C E L L  I S  A NAME CELL,  LOWER REFERENCE COUNTER OF L I S T  NAMED 
C AND ERASE I F  POSSIBLE.  
C 
4 C A L L  I R A L S T  ( C O N T ( M + l ) )  
3 C A L L  S E T D I R  ( - l , - l , L N K R ( C O N T ( M ) ) , A V S L )  
C A L L  S T R I N D  (OIM)  




901 FORMAT ( l H 1 , 6 X t 8 1 H L I S T  OF A V A I L A B L E  SPACE EXHAUSTED - PROGRAM TERM 
l I N A T E D  BY S L I P  R O U T I N E  NUCELL / / / I  
END 
S I R F T C  N X T L F X  
C 
F U N C T I O N  N X T L F T ( M 9 A )  
T H I S  F U N C T I O N  -NXTLFT(M,A)  - STORES THE DATUM M I N  THE C E L L  T O  
THE L E F T  ( A B O V E )  OF THE C E L L  S P E C I F I E D  BY THE L E F T  L I R K  OF A. 
T H I S  NEW C E L L  I S  TAKEN FROM LAVS, AND I T S  MACHINE ADDSESS IS THE 
t 
I C  
I C  
C 
F U N C T I O N  VALUE. 
I L  = N U C E L L ( 2 )  
N X T L F T  = I L  
C A L L  S € T I N D ( - l r - l  ,IL,LL) 
C A L L  S E T  I N D  (-1 9 I L  ,A )  
C A L L  S E T I N D ( 0 , L L t A t I L )  
2 C A L L  S E T I N D ( l , - l , - l , I L )  
1 C A L L  S T R I N D ( M , I L + l )  
LL  = L N K L ( C O N T ( A ) )  
I F ( N A M T S T ( M ) ) 1 , 2 , 1  




B I B F T C  NXTRTX 
' F U N C T I O N  N X T R C T ( M 9 A )  
, c  
C T H I S  F U N C T I O N  - N X T R G T ( M 9 A )  - STORES THE DATUM M I N  THE C E L L  TO 
C THE R I G H T  (BELOW) THE C E L L  S P E C I F I E D  BY THE R I G H T  L I N K  OF A. T H I S  
C NEW C E L L  I S  TAKEN FROM LAVS, AND I T S  MACHINE ADDRESS I S  THE 
C F U N C T I O N  VALIJEo 
C 
I R  = N U C E L L ( Z 1  
NXTRGT = I R  
L R  = L N K R ( C O N T ( A 1 )  
C A L L  S E T I N D I - l , I R , - l , L R )  
C A L L  S E T I N D ( - l r - l , I R 9 A )  
CALL S E T I N D  ( O t A , L R , I R )  
2 C A L L  S E T I N D (  1 , - 1 * - 1 9 I R )  
1 C A L L  S T R I N D ( M , I R + l )  
I F  (NAMTST ( M  1 )  1 (I 2 9 1  





S I R F T C  R C E L L X  
C 
C T H I S  SUBROUTINE RETURNS A CELL TO L A V S o  
C 
SUBROUTINE R C E L L ( C E L L 1  
COMMON / S L I P C / A V S L  
C A L L  SETIND(-~,-~BCELL,LNKL(AVSL) 1 
C A L L  S E T D I R ( - l , C E L L * - l r A V S L )  
C A L L  SETXND(-19-1,O(ICELL)  
RETURN 
END 
B I R F T C  REEDX 
C 
C THIS F U N C T I O N  - R E E D ( K )  - HAS AS ARGUMENT K, THE A L I A S  OF A READER 
C I T  LOOKS AS THE C E L L  TO WHICH THE READER IS P O I N T I N G  AND D E L I V E R S  
C I T S  DATUM AS F U N C T I O N A L  VALUE4 
C 
F U N C T I O N  R E E D ( K )  





Avondo-Bodino, G, Economic Applications of the Theory of 
Graphs, 1962, Gordon and Breach, New York 
Berge, C. 2 Theory of Graphs and its Applications, 1962, 
John Wiley & Sons, London 
Weizenbaum, J. "Symetric List Processor" Communications 
7-w of the ACM, September 1963 
