Abstract
Introduction
Evolvable hardware [1] - [3] is a technique to automatically design electronic circuits [4] , robot controllers [5] [6] , antennas [7] [8] etc. using evolutionary algorithms [9] - [11] . Since the beginning of the 1990s, several projects have been initiated and several researchers and research groups are showing an interest in this new discipline and trying to find a solution to evolutionary design problems, which are mainly the scalability [12] [13] . The term scalability has been used to describe how the size of the problem will influence the performance of algorithms [1] [14] . Evolvable hardware systems are not scalable because of:
• the genotype length, which increases with the problem size. The genotype is the genetic composition of an individual that takes part in the evolution process for the design of circuits; the bigger the desired electronic circuit, the lengthier and more complex the genotype.
• the time required for fitness evaluation, which increases rapidly with the size of the desired evolvable circuits.
Referring to the evolution of digital circuits, the length of the genotype increases with the number of logic gates used during the evolution and the permitted connectivity between logic gates. The time necessary for the fitness evaluation is not scalable because it is exponentially dependent on the number of inputs of the system that should be evolved. If the number of inputs increases linearly, the number of input-output combinations, which represents the description of the digital logic circuit's problem, increases by the power of 2. Consequently, as the number of inputs increases, the system needs more time to produce new potential solutions, to evaluate them and to select new individuals. Several approaches have been introduced in order to overcome these problems and big improvements have been obtained. For instance,
• increased complexity evolution [16] : evolve several different functions using simple building blocks, then evolve the systems using the previously evolved functions. This method was further improved with the introduction of the training vector and partioned training set [26] , which allows the evolution of the 5-bits multiplier.
• bi-directional incremental evolution [17] : evolve a system by gradually decomposing it using the output and Shannon decomposition [17] . Once the simpler sub-systems are fully evolved they are merged together to recover the desired system.
• Function level evolution [18] , which uses function sub-circuits as system building blocks have been proposed as methods to improve the evolution of logic circuits and to reduce the required number of generations to obtain a fully functional solution to a given task. Although these methods have brought some benefits to the evolvable hardware field, the evolution of circuits with high numbers of inputs remains the central issue. In 2004 another technique [19] , the generalized disjunction decomposition (GDD) was introduced to improve evolvability and scalability for the evolution of combinational logic circuits. GDD is a decomposition technique which can be implemented into any evolutionary algorithm used for the design of electronic circuits.
In [19] [20], GDD was extrinsically implemented into bi-directional incremental evolution (BIE) and the system "GDD+BIE" was able to design and optimize circuits based on a FPGA structure better than the design offered by similar evolutionary algorithms. Furthermore the BIE with the use of GDD was able to improve scalability.
In this paper the advantages brought by the use of GDD for the design and the optimization of logic circuits structures are shown. A modified version of GDD is here implemented together with a recently introduced genetic algorithm [21] , which is designed for the evolution of PLA. A PLA structure (see Figure  1 ) has been chosen as it is a good structure for designing combinational logic circuits in VLSI and for its simplicity, regularity and flexibility. The chosen genetic algorithm will also be briefly described. The system implemented here: modified GDD with the GA proposed in [21] it is novel and it was never implemented before. The experimental results, which are statistically relevant since they have been obtained over several simulations, prove that the generalized disjunction decomposition can improve scalability and evolvability for the evolution of large logic circuits.
For the simulations multipliers and adders of different complexities, have been used. It has been decided to consider these tasks because they are widely used within the evolvable hardware community, hence an easier comparison with other evolutionary algorithm can be made. The paper is organized as follows: the next section considers the implemented genetic algorithm and the generalized disjunction decomposition which are both used for the evolution of logic circuits based on a PLA structure. Section 3 describes the system setup used for the simulations. Section 4 shows the experimental results. Section 5 concludes this paper and provides a summary of the key conclusions.
Methods used for the Design of PLA
In this section the generalized disjunction decomposition together with the chosen genetic algorithm for the evolution of combinational logic circuits are discussed. The first sub-section gives a brief description of the multi-population genetic algorithm which uses two different mechanisms to generate new individuals [21] . The second sub-section gives a concise introduction on the generalized disjunction decomposition; a complete description of the GDD is given in [20] .
Evolutionary Algorithm for the Design of PLA
The genetic algorithm briefly described in this section is intended for the design of combinational logic circuits based on a PLA structure. The algorithm makes use of a multi population system (see Figure 2 ) and it also shares some characteristics with: • the Cooperative Coevolution Architecture [22] introduced by Potter and De Jong. This architecture models an ecosystem consisting of two or more species, which are genetically isolated and working together to reach the final goal. The species are in cooperation and at the same time in competition. This is because each species receives credit for the achievement of a final goal (therefore different species cooperate together) and also in relation to how good they are in comparison with other species (the species compete with each other to obtain more credits).
• (μ/ρ, λ) evolution strategy [23] [24] ; where the letter μ means the total number of parents within the population, ρ refers to the number of parents which will be taken into consideration for the reproduction of other individuals for the future generation, and λ is the number of offspring. During the evolutionary process μ individuals are tested for their efficiency and the best ρ are chosen to create a new population of other λ individuals that are used to replace the previous population. Therefore, the new population is generated from the best individuals of the previous generation using the mutation operator. Mutation consists of flipping some genes of the individual's chromosome. Furthermore, the chosen genetic algorithm has got something completely new: the construction of the chromosome from the elitism's pool (which contains the best chromosome of each population). A more detailed description of this algorithm is given in [21] . A particularity of the algorithm used is the reproduction mechanism that is depicted in Figure 2 . Some of the populations are replaced using the (μ/ρ, λ) evolution strategy [23] [24] and some by mutating the best built population, which is the population created by collecting the best chromosomes from each region of the solution space.
Generalized Disjunction Decomposition
Generalized disjunction decomposition [19] [20] was introduced as an independent method (independent because it can be implemented within different evolutionary algorithms) which enhances the performance, based on number of generations and evolution time, of the evolutionary algorithm used for the design of electronic circuits. GDD also improves the scalability and allows the design of large circuits never before evolved, as the 17-bit even parity circuit, the 6-bit multiplier and the ALU4 which is a circuit with 14 inputs taken from the MCNC library [25] . The scalability problem limits the size of the circuit that may be evolved. In [20] the aims of the GDD have been proven. In order to show how GDD works, supposing that the circuit in Figure 3 with n inputs and m outputs needs to be evolved. The number of required generations for the design of that circuit is mainly dependent on the number of inputs rather than the number of outputs [19] . Therefore to improve the scalability the system in Figure 3 is decomposed into two subsystems, as shown in Figure 4 ; the sub-system G with r inputs and s outputs (see Equation 1) and the subsystem H, which is made of multiplexers. After the GDD decomposition, both subsystems could be evolved using any evolutionary technique. The ease of evolving the sub-systems G and H depends on the evolutionary algorithm chosen. 
System Setup and Initial Data
The system used for the experiments is the generalized disjunction decomposition together with the briefly described genetic algorithm. This system is implemented in C++ and tested in an extrinsic environment using a desktop PC with the following characteristics: Pentium 4 at 3.00 GHz and 768 MB of RAM. The initial data for the simulations are shown in Table 1 , where "Logic circuits" refers to the circuit's name, then the number of runs is illustrated. In order to have statistically relevant results each circuit has been evolved 15 times. In this table the number of generations for the evolution process as well as the mutation rate and the number of populations selected for the experiments are also shown. The values for the mutation rate and the population size are selected after a primary testing phase of the algorithm; the chosen values are tuned in order to gain the best performance.
Experimental results
In this section the experimental results of the combinational logic circuits evolved by using two different systems are shown. For the first system the circuits are evolved using the briefly described genetic algorithm only (see Section 2.1), a larger description is given in [21] . The second system is made by decomposing the initial circuit using the generalized disjunction decomposition and then applies the described genetic algorithm, thus GDD+GA. The aims of these experiments are to demonstrate that the proposed system requires less time and provides better optimized logic circuits (this is based on the number of required products, or input-output combinations). Since the system is able to fully design and optimize larger logic circuits it also improves scalability. In Table 2 the experimental results are summarized. As can be seen from that table, each circuit has been evolved using two different methods. One using genetic algorithm (GA) and the other using GA implemented into the generalized disjunction decomposition (GDD+GA). For the circuits Mult4, Mult5, Adder4 and Adder5 it is noticeable that the system GDD+GA requires less time to fully evolve the logic circuits. Furthermore, for those circuits the number of products at the end of the simulation is much smaller, which results in better optimized solutions. To better understand the quality of the evolved logic circuits, the evolution of the 5-bit multiplier using the GA and the system GDD+GA is considered and depicted in Figure 5 . The initial circuit (see Figure 5 .a) is described by a truth table with 1024 input combinations (also called products). After the evolution of several (exactly 15) runs the designed 5-bit multiplier contains an average of 607.6 products (see Figure 5 .b). Each product represents one AND logic gate when implemented into the PLA. The initial circuit is now decomposed into two subsystems using the generalized disjunction decomposition (see Figure  5 .c). At this point the newly created subsystems are both evolved using the described GA (see Figure 5 .d). Table 2 reports the results of the evolution of the subsystem G; instead Table 3 shows the results of the subsystems H (the multiplexer part). Regarding the subsystem H, only 3 different multiplexers, with one, two and three control signals respectively, have been evolved. This because they are the only multiplexers used during the decomposition of the initial systems F. As can be seen from those results, only few logic gates are required to fully describe the behavior of the multiplexers. The multiplexers with 1 and 2 control signals are easily evolvable; therefore for the evolution of those circuits only the multi population genetic algorithm has been used. Since the evolution of MUX3 (a multiplexer with 3 control signals), with the use of the only genetic algorithm, requires lots of time (an average of 11,300 seconds), it has been decided to evolved them using the system GDD plus GA. This solution has brought a significantly reduction of evolution time (the new system requires and average of 1,100 seconds, it means a reduction of 89.7% of the computational time), see last two rows of the Table 3 . From the experimental results ( Table 2 and Table 3) can be noticed that • a fast evolution of logic circuit is possible when the briefly described genetic algorithm [21] is used, few generations are required to fully evolve the desired circuit. Thus, it enhances the evolvability.
• with the use of the GDD, the evolved circuits are better optimized; consequently less logic gates are required. Furthermore, it can be seen that the system GDD+GA is able to fully design and optimizes the circuits Mult6 and Adder6, which are not evolved by the standalone genetic algorithm. Thus, the decomposition used improves scalability for the evolution of combinational logic circuits based on a PLA structure. 
Conclusion
This paper has shown the implementation of the generalized disjunction decomposition (GDD) for evolvable hardware into a multi-population genetic algorithm (GA). The proposed system has been used for the evolution of large combinational logic circuits based on a programmable logic array structure. Multipliers and adders of different complexities have been selected to be used for testing and analyzing the proposed method. The implemented system, as proven from the experimental results, has improved the evolution of all the tested combinational logic circuits in terms of processor time and in terms of the number of logic gates required for the system. Furthermore the presented method, multi population genetic algorithm with generalized disjunction decomposition, improves scalability: the 6-bit multiplier and 6-bit adder have been evolved several times. Every attempt to evolve those circuits was successful, i.e. 100% of the evolutions achieved high-quality results. Those circuits were only previously evolved thanks to the use of GDD implemented together with BIE for the evolution of FPGA structures. No other proposed evolutionary algorithms and/or decomposition strategies were able to produce such results in terms of computational time and overall size of the circuits.
