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Abstract 
Many students fail in programming courses. One aspect that contributes to this 
problem is related to the inadequate amount of time that is spent by many students on 
writing programs. However, just asking the student to spend more time on writing 
programs will not work when the student is not interested. In addition, if there is a 
lack of assistance when the student strikes a problem when writing the program, then 
the student may become demotivated. 
 
One-to-one tutoring is known to be effective to help students in learning. An 
Intelligent Tutoring System (ITS) can provide this one-to-one support. Although 
some ITSs in the programming domain have been built, none of them are designed to 
attract the students’ interest in the learning process. This thesis addresses this issue.  
 
The ITS that was developed in this research is named CSTutor. It is used to help 
students learn to program in the C# language. Anchored learning is used in CSTutor 
as the learning approach to attract the students to learn to program. In CSTutor’s 
anchored learning approach, each student is situated in a role play that obliges 
him/her to write C# programs to solve given tasks. Theories from Artificial 
Intelligence are used by CSTutor to check the correctness of each student’s program 
and to provide feedback and help. 
 
There are many ways that a student can write a correct program. Therefore, it is a 
challenge to design a system to do this checking automatically, and to provide 
appropriate help when the program is incorrect. In CSTutor, this checking is 
performed by extracting facts and actions from the student code. These are then used 
to determine whether the student code satisfies the given task’s goal or not. If the 
code cannot satisfy the goal, then a more detailed analysis is performed to find the 
subgoals that are not satisfied. This information is then used to give help to the 
student. 
 
CSTutor was evaluated by the Queensland University of Technology students in 
Semester 2, 2013. The result of the paired t-test of the students’ pre- and post-test 
scores showed that CSTutor helped students learn to program effectively. The 
students also asked to express their opinion about CSTutor through questionnaires. 
The result from the questionnaires showed that the students really like CSTutor and 
its use of anchored learning as the learning approach.  
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1 INTRODUCTION 
This chapter presents the background, goal, objectives, significance, and the scope of 
the research. The key concepts of Intelligent Tutoring Systems and anchored learning 
are briefly discussed in section 1.1, giving an overview of their roles in this research.  
At the end of the chapter, an overview of the thesis structure is given. 
1.1 Background 
Learning to program is known to be difficult. This situation is shown by the 
significant number of students in computer science departments who fail 
programming (Robins, Rountree, & Rountree, 2003; Teague & Roe, 2009). One 
aspect that contributes to the difficulties in learning to program may come from the 
inadequate time being allocated by the students to practice writing programs. People 
learn by doing, and not by just watching and listening (Felder, 1997).  
However, simply asking students to allocate more time to practice writing 
programs, will not work if the students are not motivated to do so. Many students go 
to a university with a goal of getting a good job after they graduate. Because of that, 
they expect to get knowledge that is useful and can be applied to their job later on. 
Unfortunately, in the current teaching method, it is very common that the students 
will only get information about the knowledge themselves, and not about how to 
apply the knowledge to resolve the problems in an authentic context. Because the 
students cannot see clearly how the knowledge they learnt can be used to solve 
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problems in an authentic context, many students quickly lose interest in learning. 
Without interest, the students may not want to allocate enough time to practice 
writing programs. 
Another reason that can cause students to not practice enough is the lack of 
mentors who can help them when they are in trouble. With generally 30 to 1 student-
teacher ratio, it is very difficult to be able to help students every time that they get in 
trouble in their efforts to write a program. Some students will try to find help from 
the tutors or teacher in the next class meeting, but some students will just stop trying. 
Woolf (2008, p.36), describes some principles of human learning that can make 
the learning become effective. To learn effectively (Rutherford, 1991) the students: 
• Must be involved, engaged, and active in the learning process. To 
come to this condition, firstly they should have an interest in the 
subject that they will learn (Schank and Cleary, 1995). 
• Must learn at their own learning pace (Vygotsky, 1978). 
• Must learn material that is in accord with the state of their current 
knowledge (Woolf and Hall, 1995).  
These requirements are very difficult to realize in classroom learning with a 30 
to 1 student-teacher ratio. 
One possible solution to apply the principles of human learning is to use an 
Intelligent Tutoring System (ITS). ITS research is a multidisciplinary field (Artificial 
Intelligent, Cognitive Science, and Education) that investigates how to devise 
educational systems that provide customized instructions, tailored to the student’s 
needs (Conati, 2009). Developing an ITS for a programming domain will enable the 
CHAPTER 1: INTRODUCTION 3 
student to learn the material at their own learning speed. The material to be learned 
can also be tailored to match the condition of the student’s current knowledge.  
This ITS must be designed in such a way that brings student interest to the 
learning process. One way to do this is to use anchored learning. Anchored learning 
puts the learning process in an authentic context. The context makes learning become 
interesting because it reflects the true nature of problems in the real world.  
There are some applications that have been built with anchored learning as part 
of their design. Some examples can be seen in Cognition Technology Group at 
Vanderbilt (1992), Eliot and Woolf (1996), Schank and Cleary (1995), Shyu (2000), 
Kumar (2010), Li, Mao, and Xu (2010), and Prado and Gravoso (2011). However, 
none of them support learning in the programming domain. On the other hand, a 
number of ITSs have been developed in this domain. Some of them for example are 
PROUST (Johnson, 1990), LISP Tutor (Anderson, Corbett, Koedinger, & Pelletier, 
1995), JITS (Sykes, 2007), BITS (Butz, Hua, & Maguire, 2008), J-LATTE (Holland, 
et al., 2009), iList (Fossati et al., 2009), OOPS (Gálvez, Guzmán, & Conejo, 2009), 
JavaGuide (Hsiao, Sosnovsky, & Brusilovsky, 2010) and PHP ITS (Weragama & 
Reye, 2013). However, none of these ITSs have incorporated anchored learning in 
their design. Therefore the potency of the use of anchored learning in the 
programming domain ITS has not been fully explored.  
1.2 Research Goal and Research Questions 
The main goal of this research is to investigate if an anchored learning ITS can 
attract students’ interest in learning to program and help them to learn it effectively. 
As stated in section 1.1, to help students learn to program effectively the students 
must (i) be involved, engaged, and active in the learning process, (ii) learn at their 
4 CHAPTER 1: INTRODUCTION  
own learning pace, and (iii) learn material that is in accord with their current 
knowledge. To make the students become involved, engaged, and active in the 
learning process, the students must have an interest in learning to program itself. 
Developing a system that is able to support all of these requirements is challenging. 
While motivation is an important topic in ITS research, making students become 
interested in learning to program is a challenge that has not been fully addressed in 
any ITS in the programming domain. 
In order to attract student interest in learning to program, the system should be 
able to:  
• Check the correctness of each student program and provide feedback 
and help that fits the problems that are faced by the students as they 
write their programs. This requirement is very challenging because the 
correct programs for a given task can vary greatly. Moreover, the 
system should not only tell whether a student program is correct or 
incorrect overall, but also be able to locate any errors in the student 
program and provide help accordingly.  
• Provide insight and encouragement to the students to learn to program. 
Therefore the system should employ an approach that is able to attract 
and encourage the students to learn to program.  
• Provide a system that requires little effort to use. The students should 
be able to use the ITS seamlessly from within the development 
environment that they use to write each program. With this, the 
students are expected to find that there is no significant additional 
effort when they need to use the ITS.  
CHAPTER 1: INTRODUCTION 5 
• Provide a system that knows which topics that should be given to each 
student based on their current knowledge. From this, the system should 
know whether the student should repeat a particular topic or whether 
they should continue to the next topic. 
The research questions addressed in this research are:  
• How to check if the students’ codes can solve the task given and to provide 
feedback and help to the students, specific to the problems that they face in 
their programs? 
• How to attract the students to write programs, when learning to program 
• How to develop an ITS that is integrated seamlessly with the development 
environment used by the students? 
• How to provide topics and exercises that fit with the students’ current 
knowledge?  
In order to answer these questions and to achieve the research goal, several 
tasks must be performed in this research. These tasks are: 
• Design and implement a knowledge base that can be used for the purpose 
of checking the correctness of the student program and give feedback and 
help accordingly. 
• Design and implement a student module that can be used to customize the 
tasks that must be performed by the student. 
• Design and implement an ITS that support the student to write programs to 
solve problems in an authentic context. 
6 CHAPTER 1: INTRODUCTION  
• Design and implement an ITS that integrates with the development 
environment that is used by the targeted students.  
• Evaluate the effectiveness of the ITS in helping the student to learn to 
program. 
• Evaluate the use of anchored learning in raising student interest in learning 
to program via the ITS. 
1.3 Significance, Methodology and Scope  
This research is significant because it investigates the effectiveness of a 
programming domain ITS that incorporates anchored learning. As part of this, the 
research looks at whether anchored learning increases the students’ interest in their 
learning. If the ITS is found effective and attractive, these findings will enable 
educators to consider this teaching method in their efforts to teach programming 
effectively.  
The research methodology that is used in this research is System Development 
(Nunamaker Jr, Chen, & Purdin, 1991). By this methodology, the steps that are 
performed in this research are: 
• Constructing a conceptual framework. 
• Developing a system architecture. 
• Analysing and designing the system. 
• Building the prototype system. 
• Observing and evaluating the system. 
CHAPTER 1: INTRODUCTION 7 
1.4 Thesis Outline 
After this introduction (Chapter 1), the thesis continues with a literature review in 
Chapter 2. In Chapter 3, I describe the research methodology, the system 
requirements and the system architecture. This high level view is then expanded in 
Chapter 4 by describing the analysis and design of the CSTutor. Chapter 5 describes 
key aspects of how the design was implemented in CSTutor. Chapter 6 discusses the 
evaluation of CSTutor and the results obtain from the evaluation. Finally, Chapter 7 
summarises the outcomes of this research. (The appendices provide more detailed 
information on some aspects, such as the questions used for pre- and post-testing.) 
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2 LITERATURE REVIEW 
This chapter starts with an overview of what an Intelligent Tutoring System is. It 
then continues by reviewing existing ITSs in the programming domain – the domain 
of this research. The concept of anchored learning is then explained along with some 
studies that have been done on anchored learning. This chapter ends with a 
discussion of the shortcomings of the existing ITSs in the programming domain and 
the research work in this thesis that aim at addressing those shortcomings. 
2.1 Intelligent Tutoring System 
Studies of student learning have long shown that learning can be more effective if it 
is performed through private tutoring rather than teaching in a classroom (Anderson 
& Reiser, 1985). In classroom teaching, all the students have to listen to the same 
lectures regardless of the knowledge that they have. It is not possible for the teacher 
to deliver a lecture that is customized to each student’s existing knowledge. And 
when it comes to the homework, the students will mainly do the homework by 
themselves. The teacher may not be able to provide as much help as needed by the 
students. The problems of classroom teaching may not occur in private tutoring. In 
private tutoring, the tutor can provide material that fits with the students’ current 
knowledge and provide as much help as needed by the students. 
However, providing as many tutors as the number of students is not feasible 
from an economic point of view. An Intelligent Tutoring System (ITS) is a solution 
10 CHAPTER 2: LITERATURE REVIEW 
that can be used to address this problem. ITSs are computer programs that are 
designed to work like tutors (Anderson & Reiser, 1985). The ITSs can teach the 
materials that relevant to the students’ current knowledge and provide help that is 
specific to the students’ problem (Woolf, 2008, p.11). Therefore ITSs enable private 
tutoring.  
There are four components that construct an ITS. These components are: (i) the 
expert knowledge module or domain module, (ii) the student knowledge module, (iii) 
the teaching module, and (iv) the communication module (Nwana, 1990). The expert 
knowledge module comprises the facts and rules of a particular domain to be 
conveyed to the student. This knowledge can also be used to check the correctness of 
the student solution. The student knowledge module is used to represents the student 
capabilities in the domain and other information about the student (e.g., the time 
spent on completing the task, help requested, etc.) 
The next module is the teaching module. This module uses the knowledge 
about the student to decide what pedagogic activities should be presented. Some 
pedagogic activities are hints, explanations, providing different tasks, etc. The last 
module, the communication module is used to control the interaction between the 
student and the system. The ease of use and pleasant appearance of the system can 
become part of the components in attracting the student to use the system.  
The process in an ITS may start by searching for a particular problem in the 
domain module based on the student’s current knowledge that is stored in the student 
module. Information from the student module is used by the teaching module to 
present the problem with an appropriate teaching strategy. The student sees and 
responds to this information through the communication module. The student 
solution is then analysed to see if it solves the given problem. The outcome of this 
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comparison can be used to update the student’s knowledge in the student module. 
Figure 2.1 shows the interaction between the modules in an ITS and the student 
(adopted from (Nwana, 1990)). The arrows in the figure represent the possible flow 
of information from one module to another. 
  
Figure 2.1 Interactions between ITS modules 
2.2 Intelligent Tutoring Systems in the Programming Domain 
Several ITSs have been developed in the programming domain.  The following 
subsections describe: PROUST (Johnson, 1990), LISP Tutor (Anderson, et al., 
1995), JITS (Sykes, 2007), BITS (Butz, et al., 2008), J-LATTE (Holland, et al., 
2009), iList (Fossati, et al., 2009), OOPS (Gálvez, et al., 2009), JavaGuide (Hsiao, et 
al., 2010) and PHP ITS (Weragama & Reye, 2013). PROUST and the LISP Tutor 
can be considered as two early ITSs in the programming domain. Each of them has 
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different techniques to recognize the correctness of the student code to solve the 
given task. Another technique to recognize the student code can also be seen in a 
newer ITSs in programming domain such as in J-LATTE and the PHP ITS. This 
literature review also discusses JITS, although its technique can only be used to 
check the correctness of the syntax of the student code. The next two sections, on 
BITS and JavaGuide, discuss how these systems give the student the right material 
that they need. Finally the last two sections, on OOPS and iList, discuss adaptive 
learning and feedback. 
2.2.1 PROUST 
PROUST (Johnson, 1990) is well-known as one early application that tried to help 
students learn to program. PROUST is a system that was developed to help novice 
Pascal programmers. Students had to write Pascal programs (in any development 
environment) to solve two medium-level programming tasks defined in PROUST. 
These tasks are called the Rainfall Problem and the Bank Problem.  
After writing his/her program, the student can invoke PROUST to check if 
their program solves the given task. PROUST will only give the feedback if the 
student program does not have any syntax errors. 
To analyse the student program, PROUST makes a mapping between the 
program requirements and the student program. This mapping is expected to show 
the design and the implementation used by the programmer to solve the task. A 
knowledge base of programming plans and strategies, together with common bugs is 
used by this process. There are two types of programming plans that are used in 
PROUST, the variable plans and control plans. Variable plans are plans that generate 
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a result which is usually stored in a variable, and control plans are plans that are used 
to regulate the generation of the result in variable plans. 
The effectiveness of PROUST was tested by comparing the midterm exam 
results of two groups of students. Before the exam, the students were asked to write 
the program to solve the Rainfall Problem. This homework was due one week before 
the exam. When doing this homework, the students in the first group could access 
PROUST to get help and feedback, but the students in second group could not. The 
midterm examination itself required the students to identify and repair bugs in three 
programs. One buggy program was structurally identical to the Rainfall Problem. 
Johnson (1990) showed that the mean midterm exam score of the group that 
could access PROUST was higher than the group that could not access PROUST. He 
concluded that the students who succeeded in fixing bugs on their programming 
assignments were significantly better at repairing similar bugs in the midterm 
examination. Although PROUST was developed with the aim of helping students 
learn to program, it was never fully developed into an ITS. Consequently, PROUST 
can be considered more as a debugging aid to solve the Rainfall Problem and the 
Bank Problem (Sack, Soloway, & Weingrad, 1992). 
2.2.2 The LISP Tutor 
Another early application that also tried to help students learn to program is the LISP 
Tutor. It is renowned as the first application that uses Model Tracing as its approach. 
The LISP Tutor was created as an attempt to develop a computer-based tutor that is 
as effective as a human tutor in teaching LISP (Anderson, et al., 1995). The main 
characteristic of Model Tracing tutoring approach is the existence of the production 
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rules that represent the path or a series of path that lead to the solution state. Buggy 
rules are also used to show diversions from these paths.  
As the students write their code in the LISP Tutor, the system monitors the 
code entered and provides immediate feedback when the code is incorrect or 
ambiguous. In this way, the LISP Tutor directs the code that must be written by the 
students in each step. Therefore, unlike a normal programmer, the students cannot 
write their program freely in the LISP Tutor.  
Knowledge of the ideal solution to the task is used in the LISP Tutor. This 
knowledge is represented as production rules, each of which contains IF and THEN 
parts. The IF part is used to check if the rule applies and the THEN part is used to 
specify what to do in such a situation. Figure 2.2 shows an example of the English 
version of a production rule in the LISP Tutor.  
Figure 2.2 IF-THEN rule in the LISP Tutor 
Because the LISP tutor provides immediate feedback before the student 
finishes all of the code then sometimes the LISP Tutor need to confirm the intention 
of the code that the student has just written. For example, let’s consider that the 
student has just finished writing a function parameter. With this very limited 
information, the immediate feedback feature of the LISP Tutor will not know the 
purpose of that parameter. In this case, the LISP Tutor will display some options that 
ask the student of his/her intention for the parameter written. When the student 
selects an option given, the LISP Tutor will display information regarding the chosen 
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selection. If the student choose an incorrect answer then an explanation will be given 
and the student can choose another option until finally the correct option is chosen.  
The LISP Tutor also provides help in regards to code writing, such as right 
parenthesis balancing, expanding templates for function calls, and advancing the 
cursor over the remaining symbols that must be expanded. 
Unlike PROUST which contains only two exercises (Johnson, 1990), there 
were ten lessons included in the LISP Tutor. Each lesson involved a small 
instructional booklet and several tasks. Students needed one to four hour to complete 
each lesson. Because the instructional booklet is brief, most of the time in any lesson 
is expected to be used to solve the tasks given. 
The inclusion of these comprehensive materials enabled the LISP Tutor to 
teach a student step-by-step from having very basic knowledge to an advanced level. 
However the requirement for the student to follow each step defined in the LISP 
Tutor to reach the final solution makes the process of programming in the LISP 
Tutor less flexible than with PROUST. 
2.2.3 J-LATTE  
A renowned approach in tutoring system is Constraint Based Modelling (CBM). The 
CBM approach was introduced by Ohlsson (1992) as a way to overcome problems 
with student modelling. This approach was firstly used in SQL-Tutor, an ITS that is 
used to teach student about SQL (Mitrovic, 1998). 
Unlike the Model Tracing approach, CBM does not store the paths to the 
correct answers but instead represent the domain knowledge as a set of state 
constraints. A constraint specifies certain conditions that must be satisfied by all 
correct solutions. In order to check the correctness of the student’s solution, a CBM 
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tutoring system evaluates the student’s program and produces a list of relevant, 
satisfied, and (possibly) violated constraints. The student’s program is considered 
correct if there are no constraints violated by the student’s code. Kodaganallur, 
Weitz, and Rosenthal (2005) called this a product-centric approach, compared to 
Model Tracing tutors which use a process-centric approach. 
J-LATTE is one example of an ITS that uses Constraint Based Modelling 
(CBM) (Holland, et al., 2009). J-LATTE was used to help students learn to program 
in Java.  
Each constraint in J-LATTE (and in any CBM tutoring system) is expressed as 
an ordered pair (Cr, Cs), where Cr identifies the relevance condition and Cs identifies 
the satisfaction condition. If (part of) the student solution matches the relevance 
condition then the student solution should also match the satisfaction condition, 
otherwise the student solution is incorrect. Feedback associated with the constraint 
can be given to the student. Figure 2.3 shows an example of a constraint in the 
arithmetic domain. 
Figure 2.3 An example of constraint in the arithmetic domain 
There are three constraint types in J-LATTE, that is syntax, semantic, and style 
constraints. Syntax constraints are used to check if the student’s solution contains 
valid Java code, semantic constraints are used to check if the student’s solution is the 
correct answer for a given task, and style constraints are used to encourage student to 
follow good practices in writing programs. The following are examples for each 
constraint: 
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• Syntax constraint: “Each assignment must contain a valid expression on 
the right hand side” 
• Semantic constraint: “If the task requires a function to be applied to a 
range of values, the solution must contain a loop” 
• Style constraint: “The return statement should be at the end of a method” 
As a CBM tutor, J-LATTE is expected to be more flexible than an ITS that 
uses a Model Tracing approach. Because J-LATTE does not store the solution paths 
then the students can write their program freely. Unfortunately, because there is no 
planning capability, J-LATTE (and other CBM Tutors) typically do not include a 
component that is able to solve the given task by itself (Kodaganallur, et al., 2005; 
Mitrovic, 2003). Therefore the feedback in J-LATTE is usually general and not 
specific to the problem that is faced by the students. This can be considered a 
drawback because novice programmers sometimes need detailed feedback that can 
point out the specific mistake made. 
J-LATTE was evaluated with 26 students from an introductory programming 
course at the University of Canterbury in 2008. The students were separate into two 
groups, the control and the experiment group. In the sixth week of the course, the 
students from both groups did a pre-test, used J-LATTE for 90 minutes, did a post-
test, and filled-in a questionnaire. The students in the experiment group used the full 
version of J-LATTE, while the students in control group used J-LATTE without the 
feedback feature. The pre-test showed that there were no significant differences with 
the students’ performance between the two groups. Although it was expected that J-
LATTE would be beneficial to the students learning Java, the result from the post-
test showed that there is no significant improvement achieved.  
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2.2.4 OOPS 
Another approach to help students learn to program was adopted by Gálvez, et al. 
(2009). In their research, they tried to help students learn the concepts of Object 
Oriented Programming (OOP) by using a strategy named blended learning. In this 
strategy, different modes of teaching and learning styles are used with the students. 
In addition to the traditional lecture, the students can use a learning tool called OOPS 
(Object Oriented Programming System) to do some OOP exercises and can access a 
testing system called SIETTE.  
In their previous research (Conejo et al., 2004), a system named SIETTE 
(System of Intelligent Evaluation Using Tests for Teleeducation) was developed. 
This system can be used by the students to do self assessment. SIETTE contains a 
collection of questions that are created by teachers and (as described further below) 
can provide the best questions to the students based on the students’ current 
knowledge (Guzmán & Conejo, 2005). Therefore the students’ knowledge can be 
improved with the least number of questions. Unfortunately, with a complex domain 
such as OOP, the use of SIETTE will require a large number of questions and the 
students may have to answers too many questions in the assessment. 
OOPS was developed with the intention of presenting the students with a few 
problems that are enough to be used to increase their performance, instead of using a 
large number of questions from the self-assessment test. However in its current 
version, OOPS only covers the main concepts of the object oriented data abstraction. 
No selection or iteration statements are covered in OOPS. The workspace that is used 
by the students to write the code is also limited to drag and drop (i.e. the students 
cannot write code directly).  
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The approach that is used in OOPS is CBM. So the student model in OOPS is 
created from a list that contains every constraint violated by a student. This 
information is then used by its pedagogical module to select the appropriate 
assistance that should be given to the student, as well as to present the next question. 
The students’ performance was evaluated by firstly asking the students to 
attend a lecture on Object Oriented Programming. Then the experimental group of 
students were asked to do a pre-test through SIETTE. After the test, these students 
solved problems using OOPS and finally they did a post-test in SIETTE. On the 
other hand, a control group of students were only asked to attend the lecture and to 
do a post-test. The result from the evaluation showed that the experimental group has 
an increased performance after using OOPS. 
2.2.5 iList 
iList was created to help students learn linked list (Fossati, et al., 2009). In their 
research, Fossati, et al. (2009) also investigated the effectiveness of different types of 
feedback. For this purpose, two versions of iList were created. The first one uses 
simple feedback and the second one uses more sophisticated feedback. 
Apart from the feedback differences, both versions of iList contain the same 
processes and modules. A simulated environment is created to allow the student to 
see the linked list as a visual entity. Two types of tasks are provided in iList. The first 
type of task is one that can be solved by entering the code step-by-step. For this kind 
of task, iList will display the effect of the code on the linked list, as the student 
submits the code. The second type of task is one that requires the student to write a 
snippet of code (not the whole program) to solve the task. A loop construct can be 
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used in the code snippet. Five tasks of the first type and two tasks of the second type 
are provided in iList.  
As in OOPS, the CBM approach is used in iList. Some CBM constraints are 
defined in iList to check the correctness of the students’ code. Although these 
constraints can be used to provide feedback when the students violate a relevant 
constraint, these constraints cannot tell if the students are following a path that will 
never lead to a correct solution (Fossati, et al., 2009). 
The feedback in iList is grouped into three categories: syntax feedback, 
execution feedback, and final feedback. The syntax feedback is feedback that is 
presented to the student when the student enters a command that cannot be 
understood by iList. The execution feedback is for commands that can be understood 
by iList but cannot be executed due to the current condition of the linked list. The 
final feedback is given when the student asks about the correctness of their code.  
The difference between the first and the second versions of iList lies in the way 
the syntax and execution feedback is presented. The first version of iList was created 
with simple feedback. An example of this kind of feedback in iList is “I don’t 
understand command XYZ”. The second version of iList provides a more 
sophisticated feedback. Such a feedback for example is: “You’re trying to write a 
pointer assignment statement, right? Did you mean ‘->’ instead of ‘>’ ?”.  
In the evaluation, Fossati, et al. (2009) firstly asked the students to take an 
introductory data structure class. Then in the students’ scheduled lab sessions, the 
students did a pre-test, completed some linked list tasks from iList (except for the 
control group), and did a post-test. The students were grouped into four groups. The 
first group – used as a control group – did not do the linked list tasks (they could do 
any irrelevant activities) before the post-test. However all the other groups did the 
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linked list tasks. The second group did the tasks using iList version 1, the third group 
used iList version 2, and the fourth group did the tasks with human tutors. 
Although the result of the post-test showed that the students with human tutors 
achieved the best results, the performance of students with iList version 2 is less 
distinguishable from human tutor. Based on the results from the log analysis, Fossati, 
et al. (2009) also concluded that the type of feedback in iList version 2  enabled the 
students to achieve a good performance level. 
2.2.6 JITS: Java Intelligent Tutoring System 
The Java Intelligent Tutoring System (JITS) was designed and developed to help the 
students in their first programming course in Java at a college or university (Sykes & 
Franek, 2003). Although it is named as an “Intelligent Tutoring System”, JITS does 
not contains some modules that usually exist in an ITS, such as the student module 
and the teaching module.  
There are two types of functionality in JITS, named “A” and “B” type. The 
“A” type functionality is used to handle very straight-forward programming tasks. 
For such tasks, JITS requires the task statement, the specification, and the solution. 
The Intent Recognition (IR) module inside JITS uses pattern matching between the 
solution and the student code. If the student types the code incorrectly, JITS will ask 
the student to confirm the code that he/she wants to write. For example, if the correct 
code is “int  t =1” and the student writes “intt = 1” then JITS will ask if the student 
intention in the keyword “intt” is actually “int”. Because the IR module uses pattern 
matching then it will oblige the student to write their code exactly the same as the 
solution code. A simple difference in the style of code writing, such as: “int a = 0;” 
versus “int a; a=0;” will not be allowed in the “A” type functionality of JITS. . 
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For a task with many solutions, JITS uses the “B” type functionality. In this, 
JITS employ a minimum distance error-correcting scanner-parser algorithm that is 
used to fix the student’s code. For example, if the student writes the following code: 
“public status flot TAX = 5;”, the minimum distance error-correcting in JITS will 
correct this syntax to become: “public static float TAX = 5;”.  
For a more complex program (with more syntax errors in it), such as: 
For (intt i = 1; i <= 10 i++ {  
    smu += i  
}  
 
JITS will try to find each syntax error in the program and confirm its findings with 
the student as feedback. For example, for the code above JITS will ask the student if 
the keyword “For” (with the capital “F”) is a misspelling and the student’s intention 
actually is the keyword “for” (with a lower case “f”). If the student answers “yes”, 
then JITS will change the keyword to the correct one and continue to search another 
error. 
However, with these two types of functionality JITS can only help the student 
to write a syntactically correct program. No functionality exists to help the student 
with any logical errors. Therefore in “B” type functionality, JITS cannot check 
whether the student program solves the given task or not. The “B” type functionality 
in JITS is very similar to the syntax error checker that is included in many modern 
programming development environments. 
JITS was used in Sheridan Institute of Technology and Advanced Learning in 
June to August 2004. Two classes participated in this study. One class was used as 
the experimental group and the other class as a control group. 14 students in the 
experimental group used JITS on regular basis. From the experiment, Sykes (2007) 
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showed that there is a significant statistical difference in performance scores between 
the control group and the experimental group. 
2.2.7 BITS  
A different approach to help students learn to program was used in BITS (Bayesian 
Intelligent Tutoring System). It was created to help students learning to program in 
the C++ programming language (Butz, et al., 2008). In their research background, 
 
Butz, et al. (2008) described the problem of students of not understanding a 
particular programming topic because the students do not understand the prerequisite 
topics. Therefore, by providing an ITS that can understand the students’ current 
knowledge of C++ programming and can suggest topics that they need to learn, the 
students will be able to learn C++ programming more effectively. 
Based on this approach, BITS does not ask the students to write programs 
inside of BITS. BITS concentrates more on how to provide the most suitable material 
to be learnt based on the students’ current knowledge. As the name implies, BITS 
uses a Bayesian Network to keep track of the student’s knowledge. For this purpose, 
BITS uses a node to represent each concept that is taught in the first programming 
course at the University of Regina, and a directed edge to represent a prerequisite 
from one concept to another concept. The nodes and their directed edges are a 
Directed Acyclic Graph (DAG). A conditional probability distribution is then 
specified for each node, conditional on its parents. Figure 2.4 shows an example of a 
DAG for the “For” loop construct. Its conditional probability distribution is shown in 
Table 2.1.  
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Figure 2.4 Directed Acyclic Graph for the "for" loop construct  
After the student completes their reading of the lecture notes, BITS asks the 
student if they (a) understand the concept, (b) don’t understand the concept, or (c) are 
not sure. If the student answers (a) or (b) then BITS will use the answer to update the 
Bayesian Network.However if the student answers (c) then BITS will retrieve the 
appropriate multiple-choice quiz from the knowledge base. The answers from these 
quizzes will be used to update the Bayesian Network. 
Table 2.1 The Conditional Probability Distribution of the "For" loop 
Parent Nodes For Loop 
Variable 
Assignment 
Relational 
Operators 
Incr./Decrement 
operator known 
not 
known 
known 
known 
known 0.75 0.25 
not known 0.39 0.61 
not known 
known 0.5 0.5 
not known 0.22 0.78 
not known 
known 
known 0.5 0.5 
not known 0.29 0.71 
not known 
known 0.4 0.6 
not known 0.15 0.85 
 
BITS was used in the summer 2004 session of CS110, the initial computer 
programming course at the University of Regina. Although Butz, et al. (2008) 
Variable 
Assignment 
Relational 
Operators 
Increment/Decrement 
Operators 
“For” loop 
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claimed that the result of BITS was very positive, the lack of information about how 
BITS was evaluated, makes the claim unsupported.  
2.2.8 JavaGuide 
JavaGuide is a system which guides students to select appropriate questions in Java 
programming (Hsiao, et al., 2010). The basic idea in JavaGuide is similar to the idea 
in BITS. However while BITS provides guidance for the students to find the most 
appropriate topics to be learned, JavaGuide provides guidance to find the appropriate 
Java programming questions. 
For this purpose, the questions in JavaGuide were created using the same 
design as the one used in a system named QuizJET (Hsiao, Brusilovsky, & 
Sosnovsky, 2008). Several parameterized program fragments were created as the 
Java programming questions for the students. The actual value in each parameter 
variable is generated randomly and the users answer questions about the output of the 
program, or the value inside a particular variable. The questions were grouped into 
three categories: easy, moderate, and complex. 
The basic difference between QuizJET and JavaGuide is that JavaGuide 
provides guidance for the students to find the appropriate questions according to the 
students’ current knowledge. In their evaluation, Hsiao, et al. (2010) showed that the 
adaptive guidance in JavaGuide encourages the students to do more work in the easy 
and moderate questions, while preventing them from venturing too early into the 
hard questions. As the result, the students with JavaGuide were (on average) 2.61 
times more likely to answer the questions correctly than the ones with QuizJET.  
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2.2.9 The PHP ITS 
The PHP ITS was created to teach students the PHP scripting language for 
developing web pages (Weragama & Reye, 2013). The PHP ITS starts its analysis of 
a student’s PHP program by converting the student code into an Abstract Syntax 
Tree (AST). This AST is then used to create facts or activate actions. The facts that 
exist after all nodes in the AST have been processed are called the final state. To 
check the correctness of the student program, the PHP ITS analyses whether all 
predicates in the goal for a particular task are present in the final state. Through this 
method, the student can write the solution of the given task in their own way, as long 
as the final state of their program satisfies the specified goal. 
The PHP ITS provides several exercises to be solved by the students. The 
students write their PHP programs within the PHP ITS user interface. The system 
recommends exercises to the students based on the student model, that is the 
students’ current knowledge about PHP programming (although the students can 
choose a different exercise if they wish). The student model is initialised from the 
students’ pre-test answers. Multi-level hints are given to the students when they ask 
for help. 
The PHP ITS was evaluated with postgraduate students enrolled in a unit to 
study PHP at the Queensland University of Technology in 2012. There were 34 
students who took part of the evaluation. The control group was not used in the 
evaluation due to the ethical problem of limiting use to only some students. At first, 
the students were required to do a pre-test. After that the students used the PHP ITS 
to solve exercises in their own time. No lectures or tutorials given to these students. 
At the end, the students were asked to do a post-test and fill-in a questionnaire. From 
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these tests, it can be shown that the results in post-test were significantly higher than 
the results in pre-test. 
By design, the PHP ITS can be considered better than the ITSs reviewed 
above. This is because the PHP ITS asks the student to learn to program by writing 
programs (learning by doing), has multi-level assistance, provides exercises with 
ordered-difficulty based on the student’s current knowledge, and lets the student 
learn at their own pace. A weakness in the PHP ITS is that it was not designed to 
provide an anchored learning environment that would attract the student to learn to 
program. 
2.2.10 Summary 
The developers of ITSs (in the programming domain), that were reviewed above, 
claim that they can help students learning to program in some way. Some ITSs help 
students by simply providing the most suitable material to learn (Butz, Hua, & 
Maguire, 2004) or by providing adaptive programming questions to answer (Hsiao, 
et al., 2010) – see sections 2.2.7 and 2.2.8. But without practising the writing of 
programs, it is questionable whether the students can really write code when they are 
faced with a specific problem. Unfortunately, this condition was not investigated in 
Butz, et al. (2004) or Hsiao, et al. (2010). 
Some other ITSs ask the student to write programs to learn to program. To be 
able to give good feedback to the student, the ITSs should be able to check the 
correctness of the student program. Unfortunately, checking the correctness of the 
student program is not easy. There are many possible ways that code can be written 
to produce a correct program.  
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One attempt to check the correctness of a student program is to use pattern 
matching and scanner-parser algorithms (Sykes & Franek, 2003), as described in 
section 2.2.6. Unfortunately, these methods can only help the student to write a 
syntactically correct program and not a logically correct program. The latter is 
actually more useful to the student because the former is already provided by many 
modern compilers. 
Another method to check the correctness of the student program, as described 
in section 2.2.1, was proposed by Johnson (1990). In his method, the correctness of 
the student program can be determined using variable and control plans. In variable 
plans, one or several variables are used to check if the student program can produce 
an expected value in those variables. On the other hand, control plans are used to 
regulate the generation of results in variable plans. Unfortunately, Johnson (1990) 
only produced two exercises that can be checked using this method.  
Two approaches that are commonly used in Intelligent Tutoring Systems are 
Model Tracing (MT) and Constraint Based Modelling (CBM). One example of an 
Intelligent Tutoring System (in the programming domain) that uses the MT approach  
is by Anderson, et al. (1995), as described in section 2.2.2. On the other hand, 
tutoring systems using the CBM approach can be found in Holland, et al. (2009), 
Gálvez, et al. (2009), and Fossati, et al. (2009) – see sections 2.2.3 – 2.2.5. 
An ITS in the programming domain that is built with the MT approach obliges 
the students to follow the same steps as the ones defined in the solution. This 
characteristic limits the students’ freedom to write the program using their own steps.  
On the other hand, ITSs in the programming domain that are built with the 
CBM approach are concerned only with the final state of the student’s solution. Such 
ITSs lack knowledge about how to solve the problem itself and therefore are limited 
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in giving useful feedback to the students when they make a mistake in their attempt 
to achieve the goal (Gálvez, et al., 2009; Kodaganallur, et al., 2005). 
Revisiting the work of Johnson (1990) shows that it is actually similar to the 
combination of the MT and CBM approaches. His variable plans can be used to 
represent the final state of the solution (as used in CBM), and the control plans can 
be used to represent the process required to get the final state (as used in MT). A 
drawback of his approach is the complexity of the format of the variable and control 
plans used, so that he could produce only two exercises to be checked with this 
approach. If this problem is reduced or eliminated then more exercises or tasks can 
be created to support the students learn to program. One possible format that can be 
used can be seen in Weragama and Reye (2013), as described in section 2.2.9. 
In the system built, the student learns material that fits to their current 
knowledge. Learning the material that fits to the student current knowledge is proved 
to be effective (Butz, Hua, & Maguire, 2004; Hsiao, et al., 2010). In order to know 
the student’s current knowledge in programming, the student must write a program 
for a task given and the system will evaluate whether the student code can solve the 
given task or not. Some similar systems that ask students to write program in order to 
learn how to program can be found in Johnson (1990), Anderson, et al. (1995), Sykes 
& Franek (2003), Holland, et al. (2009), Gálvez, et al. (2009), Fossati, et al. (2009), 
and Weragama and Reye (2013). However unlike Sykes & Franek (2003) which 
checks only the syntax of the student code, the system built checks the logic that is 
used to solve the task. This feature is achieved through a similar method that is 
proposed by Johnson (1990) and Weragama and Reye (2013). 
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2.3 Anchored Learning 
Anchored learning or anchored instruction was introduced by the Cognition and 
Technology Group at Vanderbilt (1990) in their attempt to overcome the inert 
knowledge problem. Inert knowledge is knowledge that is available in someone’s 
mind but is often not used to solve problems (remains “inert”) (Renkl, Mandl, & 
Gruber, 1996). One factor contributing to the inert knowledge problem is the 
common practice of classes that teach isolated facts and procedures to students. 
Anchored learning tries to place learning within a meaningful, problem-solving 
context. The context makes the learning become interesting, because it reflects the 
true nature of problems in the real world (Grabinger & Dunlap, 1995).   
In anchored learning, the learning activities should be designed around a story 
or situation that includes a problem or issue. The students “play” an authentic role 
while investigating and solving the problem. This encourages the students to view 
knowledge as tools that can be applied to solve the problem, rather than as facts to be 
learnt or memorized for a short term goal (for example, to pass the exam). When the 
students only view the knowledge as the latter then usually the knowledge will soon 
be forgotten after the short term goal has been achieved (Schank & Cleary, 1995).  
Several researchers have incorporated anchored learning into learning 
environments. In the following paragraphs, I describe various examples: The 
Adventures of Jasper Woodbury (Cognition Technology Group at Vanderbilt, 1992), 
Encore’s Vacation (Shyu, 2000), Dustin (Schank & Cleary, 1995), the Cardiac Tutor 
(Eliot & Woolf, 1996), Interactive Video (Kumar, 2010), Maps-based Anchored 
instruction (Li, et al., 2010), and Mark’s Eco-encounter (Prado & Gravoso, 2011).  
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The Adventures of Jasper Woodbury was developed by Cognition Technology 
Group at Vanderbilt (CTGV), the research group that pioneered the use of anchored 
instruction. This series of videodiscs was created for fifth and sixth grade level 
students learning mathematics.  
In The Adventures of Jasper Woodbury, the mathematic problems are built 
inside the adventures stories of a person named Jasper Woodbury. The students are 
shown a video of Jasper Woodbury on an adventure and are asked to help Jasper to 
achieve a certain goal at the end of the video. The students are expected to use 
mathematics, and all the information shown in the video, to help Jasper. The students 
can work in groups to solve the problem. The preliminary evaluation of the Jasper 
series were very promising (Renkl, et al., 1996). 
Similar research was performed in other work such as Encore’s Vacation 
(Shyu, 2000), Interactive Video (Kumar, 2010), and Mark’s Eco-encounter (Prado & 
Gravoso, 2011). In this research, the students were asked to watch a video at the 
beginning of the learning process. Then, just as with Jasper Woodbury, the students 
were presented with some problems that were faced by the main character in the 
story. The students help the main character in the story by applying the knowledge to 
be learnt and using some data that is presented in the video.  
All of this research reported that the students who used the anchored learning 
approach gained better incremental scores. In addition, the students considered the 
anchored learning approach to be more interesting and interactive than traditional 
learning. 
The above research applied the concept of anchored learning without 
specifically building a computer application or even an Intelligent Tutoring System. 
Examples of research that applied the concept of anchored learning in a computer 
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application (or Intelligent Tutoring System) are Dustin (Schank & Cleary, 1995) and 
the Cardiac Tutor (Eliot & Woolf, 1996) – described below.  
Dustin was a computer application that employed the concept of anchored 
learning. It is created to help foreign employees in Andersen Consulting learn 
English. In Dustin, the students are the employees who come to learn English at the 
St. Charles Training Centre, Illinois. The students must use English to go through 
Customs at the airport, find transportation, check in at the hotel, etc. Other people 
who communicate with the students are presented in video and text in the computer 
application. Students can communicate back by typing their responses in English. A 
human tutor and various tools (e.g., dictionary, transcript) were provided to help 
students with their communication. 
Dustin is intended to help the students remember what to say in different 
situations and to understand what is said to them. The program lets the students 
practice English for performing day-to-day tasks and business skills, in a similar 
environment to what they would be in when they visit the real St. Charles. Schank 
and Cleary (1995) stated that Dustin made learning English more effective and fun. 
Schank and Cleary (1995) argued that evaluation should not be based on how 
long the students take to master the topic learned, but on how well the students 
understand the topic. Therefore in Dustin, the students can take as much time as they 
need to master English. In Dustin, the students are evaluated on their capability to 
use English to accomplish each given task. Although this is possible in Dustin, this 
kind of evaluation may be difficult to implement in current teaching methods that 
commonly have a fixed timeline. 
Another computer application that employs the concept of anchored learning is 
the Cardiac Tutor (Eliot & Woolf, 1996). The Cardiac Tutor is a simulation-based 
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ITS that was used to train medical personnel on the procedures to manage cardiac 
arrest. In the Cardiac Tutor, a simulated patient with cardiac arrest is presented. The 
students have roles as medical personnel who try to help this patient.  
The students can try several sequences of drugs or even apply shock treatment 
to the patient. During their actions, the students can also read and analyse the 
experts’ knowledge for lists of patient signs and symptoms. This knowledge was 
represented as protocols and medical procedures. All the actions of the students are 
recorded to be reviewed later on. During the review, the students can see which of 
their actions were right and wrong.  
The Cardiac Tutor was evaluated using the final exams of two classes of 
medical students.  One class, as a control group, was trained by a physician and the 
other class by the Cardiac Tutor. Eliot, Williams, and Woolf (1996) showed that the 
students in the Cardiac Tutor group became deeply engaged and had strong 
commitments in their efforts to “save” the simulated patient. The students enjoyed 
working with the Cardiac Tutor and were willing to work longer with the system. 
The results of the final exams showed that the students who used the Cardiac Tutor 
performed as well as the students in the control group. 
While not an ITS (or computer application), one use of anchored learning that 
is related to programming is described in the paper by Li, et al. (2010). To try to 
overcome problems that students had with abstract programming concepts and 
complex structures, a new teaching strategy, named “concept map-based anchored 
teaching”, was proposed in this paper. The anchored learning here addresses the need 
to supply the students with a full and concrete problem to be solved. The teacher 
built two to three anchors (real problems) and the students can select one of them. 
One anchor, for example, is named the “employee salary management system”. 
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The students are then asked to create a concept map of the selected anchored to 
express their thoughts in terms of their programming knowledge. The teachers can 
help them to analyse the problem and divide it into smaller tasks.  
2.4 Discussion 
Based on the principles of human learning that were introduced in section 1.1, to 
learn effectively students must: (i) be  involved, engaged, and active in the learning 
process, (ii) be able to learn at their own learning pace, and (iii) be provided with 
material that is in accord with the state of their current knowledge (Woolf, 2008). In 
the programming domain, one strategy that can be used to learn effectively is to learn 
the material by the students writing programs themselves (Felder, 1997; Lahtinen, 
Ala-Mutka, & Järvinen, 2005) and be able to get help when they have problem in 
writing those programs (Anderson & Reiser, 1985).  
Of all of the ITSs discussed in this chapter, none of these is fully designed to 
support the first principle of human learning, that is make the students become 
interested and engaged in the learning process. When the students want to get 
involved and engaged in the learning process, the learning can become more 
effective. Studies in anchored learning, as discussed in section 2.3, showed that 
anchored learning can be used as one strategy to motivate students to learn. 
Therefore anchored learning is one possible approach that can be used in ITSs to 
enable the students to become involved and engaged in their learning.  
On the other hand, there is currently no anchored learning application that tries 
to help students learn to program. The original concept of anchored learning involves 
the students in a certain situation that mimics a possible situation in real-life. This 
situation is then filled with some problems to be solved by the students. The students 
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then work in groups to solve the problems, with some help from the teacher 
(Cognition Technology Group at Vanderbilt, 1992; Kumar, 2010; Prado & Gravoso, 
2011; Shyu, 2000). Applying this concept directly in the programming domain may 
not produce effective learning, because when learning to program the students should 
experience the process of writing the program themselves (Felder, 1997; Lahtinen, et 
al., 2005) – not in a group. If the students are to solve programming problems 
individually, then it would be economically infeasible to provide as many teachers as 
the number of students, to help them overcome the problems they encounter when 
programming. 
Therefore, incorporating the anchored learning approach in an Intelligent 
Tutoring System in the programming domain may produce a better system to help 
students learn to program. Anchored learning could make the ITS be more attractive, 
because the students are writing programs for solving problems in a certain scenario 
(not writing programs just for the sake of completing programming exercises). As 
well, such an ITS would make the anchored learning approach feasible in the 
programming domain, because the ITS can help the students individually, rather than 
needing many human tutors.  
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3 RESEARCH DESIGN AND  
SYSTEM ARCHITECTURE 
This chapter outlines the design and methodology of the research. It starts with an 
overview of the research methodology that is used in this research. This chapter then 
continues with the information about the research design and the instruments used, 
the procedure and timeline, the participants of this research, and the ethics and 
limitations. The last two sections in this chapter describe the requirements of the 
system and its architecture.  
3.1 Research Design 
3.1.1 Methodology  
The methodology that is used in this research is System Development (Nunamaker 
Jr, et al., 1991). In this methodology, a system is developed to demonstrate the 
validity of the solution, based on the proposed methods, techniques, and design. 
Figure 3.1 (adapted from (Nunamaker Jr, et al., 1991)) shows the process of the 
System Development Research Methodology.  
The details of the five steps in the System Development methodology are: 
1. Construct a conceptual framework 
In this step, the study from the relevant discipline is performed. The research 
question is stated which is to be answered by a demonstration of the system 
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later developed. High level system functionalities and requirements are 
investigated, as well as the required system building processes and procedures. 
 
Figure 3.1 System Development Research Process 
 
2. Develop the system architecture 
In the second step, the system architecture is developed to provide a road map 
for the system building process. The high level system functionalities 
investigated in the previous step are explored in this step to get more detailed 
system functionalities and the structural relationships between system 
components. The requirements are also defined and will be measured in the 
evaluation stage. 
Observe and 
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System 
Develop a 
System 
Architecture 
Analyse and 
Design the 
System 
Build the 
System 
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3. Analyse and design the system 
Some possible alternatives are analysed to select the best one. The design of 
database, knowledge base, and user interface is determined in this step. The 
design of the program modules and functions is also specified in this step. All 
of these specifications are used as a blueprint for the implementation of the 
system. 
 
4. Build the system 
The system is then built based on the design and is used to demonstrate the 
feasibility of the design and the usability of the functionalities. The experiences 
in implementing the system will provide insights into the advantages and/or 
disadvantages of the design chosen and is used to improve the system design. 
 
5. Observe and evaluate the system 
After the system is built, its performance is tested to see if it has fulfilled the 
requirements defined in the second step. Its impact on the individuals is also 
observed. System development is an evolutionary process. The results from the 
tests and observations can be used to improve the system. 
 
3.1.2 Research Design and Instruments 
Both quantitative and qualitative methods are used in this research. The type of the 
quantitative method used is experimental. It is “experimental” in that a certain 
computer system is built to be used by students. Its impact on the students will be 
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measured by comparing the students’ pre-test and post-test results. The students’ pre-
test and post-test are performed before and after the students use the system. 
The qualitative method in this research is performed by distributing a 
questionnaire to the students after they use the system. This questionnaire consists of 
14 close questions and five open questions. 
Some independent variables that may affect the result of the measurements 
were captured and used to determine their correlation with the measurements. The 
instruments used for this purpose are a questionnaire and the CSTutor database. The 
independent variables investigated in this research are: 
• The student’s previous programming knowledge (Have they learnt 
programming before?). 
• The length of the time the student uses CSTutor. 
• The number of help requests that are made by the student to CSTutor. 
• The number of tasks completed by the student. 
The questionnaire (see Appendix A: CSTutor Questionnaire) is also used to 
measure the performance of CSTutor itself. There are 14 closed questions and five 
open questions in this questionnaire. In the closed questions, the students can express 
their agreement or disagreement by using a five-level Likert item. The 14 closed 
questions are used to find the students’ opinions about: 
• The easiness of using CSTutor.  
• The usefulness of the assistance in CSTutor.  
• The anchored learning approach. 
• The satisfaction in using CSTutor. 
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• The appropriateness of the number of tasks that must be done. Unlike the 
other questions, the answers for this question starts with “too few” as the 
first item and “too many” as the last item. “Just right” is provided in the 
middle of the answers. 
Five open questions at the end of the questionnaire give the students a chance 
to express their opinion on the issues that may not have been covered in the closed 
question. The students can express their opinions about: 
• The features that they have tried. 
• The best feature. 
• The worst feature. 
• The features that should exist in CSTutor. 
• Anything else. 
These open questions are used to get a comprehensive view of CSTutor.  
3.1.3 Procedure and Timeline 
In 2013, CSTutor was released at the beginning of Week 3 of the semester for the 
INB/INN270 (Programming) class. The decision to release CSTutor in Week 3 was 
based on the consideration that by Week 3 the students had already dealt with the 
hassles of downloading and installing Microsoft Visual Studio (VS). They were then 
ready to start to use VS to really write some programs on their computers.  
To use CSTutor, the students start with the installation of CSTutor on their own 
computers. The students need to install CSTutor on their own computers because 
CSTutor stores their progress and current knowledge in the computer’s storage. The 
students cannot install CSTutor on a computer in a QUT (Queensland University of 
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Technology) computer lab because at QUT all the user data is erased when the 
students log out from the computer. 
The students must then perform a pre-test that is displayed by the CSTutor 
application. This pre-test is used to measure the students' knowledge before they use 
CSTutor. There are 20 multiple choice questions in this pre-test (see Appendix B: 
Pre- and Post-Test Questions). The students can do the pre-test only once. 
After the pre-test, the students must write programs for several tasks that are 
given by CSTutor. There are currently 16 tasks defined inside CSTutor. However, 
the number of tasks that CSTutor thinks should be done by the students varies 
depending on the correctness of the students’ answers to the pre-test and their 
performance when writing programs for (any) previous tasks. The students are 
guided towards tasks that have the word “recommended” at the end of the task title.  
After completing all the recommended tasks, the students are asked to do a 
post-test. The questions in this post-test are the same as the questions in the pre-test 
but displayed in random order. As in the pre-test, the students can only do the post-
test once. 
The last step that must be done by the students is to fill-in the questionnaire 
that asks for their opinion about CSTutor and the approach used by it. The 
questionnaire and the CSTutor database are sent to the researcher by email. 
The timeline for the students to use CSTutor ranges from one to four weeks. 
After being released at the beginning of Week 3, the students have a chance to use 
CSTutor till the end of Week 6. In those periods of time, the students can use 
CSTutor as much as they like.  
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The procedure described above was an improvement of the procedure that was 
used in the first release. In its first release, in Semester 1, 2013, the pre-test in 
CSTutor was performed by asking the students to do all the tasks in CSTutor, with 
no help, feedback, or role play provided. After the pre-test, the students could use 
CSTutor with all of those functionalities. Their work was saved to be used as a post-
test and was compared with the pre-test results to evaluate their performance. More 
details about this is described in section 6.1.1. 
3.1.4 Participants 
The targeted participants for CSTutor are QUT students who take INB/INN270 
(Programming) class. This class is offered in both Semesters 1 and 2 at QUT. 
CSTutor was released for the first time in Semester 1, 2013. There were only five 
students who participated in this first release. The result and feedback from those 
students was used to improve CSTutor before it was released for the second time in 
Semester 2, 2013. There were 36 students who participated in this second release. 
3.1.5 Ethics and Limitations 
As described above, the participants of this research are QUT students who took the 
INB/INN270 class. Ethical problems would have arisen if only some students were 
allowed to use CSTutor and others were not. If CSTutor gives an advantage to 
students who are learning to program, then preventing some students from using 
CSTutor, while allowing others to use it, would be ethically unacceptable because of 
the possible impact on the students’ final grades. Therefore it was not possible to 
create a control group in this research. All students were given the opportunity to use 
CSTutor.  
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3.2 System Requirements 
The system requirements defined here are based on the requirements defined in some 
studies in ITS, anchored learning, and pedagogical field. These system requirements 
were used as a basis to develop the prototype system. The prototype system was then 
released to the students and their feedback was used to improve the second version of 
CSTutor. 
3.2.1 Functional Requirement 
In order to achieve the goal of this research, the system developed should have the 
functionalities that: 
• Make the student learn to program in an authentic context. 
• Let the student learn to program by at least writing programs. 
• Capable of determining the student current knowledge. 
• Provide tasks that appropriate to the student current knowledge. 
• Allow the student to select the task. 
• Enable the student to use the current development environment to write 
their solution code. 
• Check the correctness of the student program in the development 
environment. 
• Provide incremental help and feedback that are relevant to the student 
error. 
• Provide the solution code for the given task. 
• Enable the student to continue their work in another time. 
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3.2.2 Non-Functional Requirement 
There are two non-functional requirements that are identified in this research. The 
first one is the response time of the system to deliver the feedback or help. Ideally, 
this response time should be fast enough to prevent the user from being annoyed of 
the waiting. For ITS application, two or three second response times are still 
considered as acceptable. 
The second non-functional requirement identified is that the ITS should 
provide a mechanism to extend the tasks easily. To add a new task, the teacher 
should just add a new task title, task description, the goal of the task, and the help 
and feedback for that task. The teacher should also set the difficulty of the task and 
the knowledge needed to solve it. All of these should be performed without 
modifying the ITS code. 
An authoring system is required to help the teacher add new tasks more easily. 
The output from the authoring system can be stored in a database to be read by the 
ITS. Therefore the code in the ITS does not need to be changed when the teacher 
adds or modifies the tasks. Although the authoring system is very helpful to the 
teacher, this authoring system is not part of the ITS. 
3.3 System Architecture 
As described in section 2.1, there are four components that usually exists in an ITS. 
They are Domain, Student, Teaching, and Communication modules. As an ITS, 
CSTutor contains all of those modules in its system architecture. The purpose of the 
modules and their relations in the CSTutor system architecture are follow: 
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• Domain module 
This module is responsible to access the knowledge about the instructional 
domain. In CSTutor, the domain knowledge contains information about 
the tasks and the goals that must be accomplished for the tasks. Feedback 
and help are also stored in this knowledge and linked with the specified 
goals. In this module, CSTutor also check the correctness of the student 
program based on the specified goal. Details of how this process is 
performed are described later in section 4.4. 
 
• Student module 
This module is responsible to record and update information about the 
students’ knowledge. In this module, the initial belief about the students’ 
knowledge is calculated based on their answers in the pre-test. This 
knowledge is then updated based on the correctness of the program that 
they write for particular task. Additional information related to the 
students is also processed by this module, such as the starting and ending 
time of using CSTutor, the time when the students are really typing their 
program, the code that they write, the tasks or sub tasks that give them 
problem, the need to ask for help when they have problem, and the number 
of help requests that they make. Details of how this process is performed 
are described later in section 4.2. 
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• Teaching module 
Through this module, CSTutor provides suitable feedback and help to the 
student. The feedback and help is customized to the student need based on 
the information from the student module. This module is also responsible 
to give recommendation about the next suitable tasks for the student. 
Details are described later in section 4.3.  
• Communication module 
This module is responsible to provide communication between student, 
CSTutor, and Visual Studio (VS). CSTutor needs to present the task, 
feedback, and help to the student. The student needs to tell their needs to 
CSTutor. In relation with VS, CSTutor needs to read the student code from 
VS and in some occasions modify the student code in VS. CSTutor also 
needs to see the information about the syntax error in VS. All of these 
needs must be facilitated with as easy and simple communication means as 
possible to avoid overwhelming the student with too many new things at 
the same time. To achieve this, some processes are handled automatically 
by this module, such as getting the student code from the VS editor, 
getting syntax error messages from the VS error window, changing one 
task to the next task, and monitoring some student actions in VS. As a 
result, CSTutor only needs one combo box, one rich text box, and some 
buttons to communicate with the student. Section 4.7 describes the details 
of the communication module in CSTutor. 
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Figure 3.2 shows the structural relationships between these modules. This 
figure shows how the conceptual ITS structural relationships (as described in Figure 
2.1) have been adopted in CSTutor. In addition, Figure 3.2, also shows the 
relationships between CSTutor and a development environment (in this case: VS). 
The integration that is performed in CSTutor to an existing development 
environment is unique and is not found in any other ITSs in the programming 
domain.   
 
Figure 3.2 Structural relationship among modules in CSTutor and VS 
3.4 Summary 
This chapter described the research methodology used in the research. It also 
explained the instruments used, the procedure, timeline, and the participants. The 
system requirements were then described in two categories, the functional and the 
non-functional requirements. In the last preceding section, the architecture of the 
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system is described. In the next chapter, this research design and architecture will be 
used as the foundation for the details of the analysis and design of the system. 
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4 ANALYSIS AND DESIGN 
This chapter gives an overview of the analysis and design of CSTutor to fulfil all the 
requirements defined in the previous chapter. The chapter starts with the requirement 
to facilitate student learning in an authentic context. It then continues with the 
research work that is related to the student knowledge model and aspects such as 
attempting to measure the student’s current knowledge, the selection of the task 
based on the student’s current knowledge, and checking the student’s code and 
providing feedback. The last section discusses features that let the student continues 
his/her work, the integration of CSTutor into Visual Studio, the user interface, and 
the extensibility of CSTutor. 
4.1 Learning to program in an Authentic Context 
As described in section 2.3, anchored learning that allows the students to learn in an 
authentic context can be used as one strategy to motivate the students to learn and to 
enhance their problem solving skills. The common approach used in anchored 
learning is to design a story or situation that contains a problem. The students are 
then asked to solve this problem using the knowledge to be learnt.  
This kind of approach is used in CSTutor (Hartanto & Reye, 2013a). The story 
that is developed in CSTutor is about a programmer who works in a company. In the 
story, the student is positioned as a fresh graduate student who is trying to find a job 
as a programmer in a particular software development company. To get accepted, the 
student must pass an entrance test provided by the company. In the entrance test the 
student is asked to develop programs for some given tasks. 
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However, unlike any other company, this company has a special tool that can 
be used by the students. This tool is called CSTutor. The company uses CSTutor to 
send messages to the students. The students can also use CSTutor to submit their 
programs to the company and get a new task. Before submitting their work, the 
students can ask CSTutor about the correctness of their program. CSTutor will not 
only give a yes or no answer, but also give detailed feedback and help in relation to 
the student code. Therefore, the students can actually use CSTutor to learn to write 
programs.  
After the students write several programs in the entrance test correctly, he/she 
will be accepted as a programmer in that company. Now as an employee, his/her job 
is to develop programs for the company.  
There are three programmer positions in this company, that is Junior 
Programmer, Intermediate Programmer, and Senior Programmer. The student 
position when (s)he is accepted into the company is Junior Programmer. The student 
will be promoted to a higher programmer position if (s)he can develop several 
programs correctly. In this story, the student’s goal is to achieve the highest 
programmer position possible in the company, that is Senior Programmer. To 
achieve a position as Senior Programmer, the student must show that they have good 
knowledge of the topics that are covered in CSTutor.  
The story about being a programmer is chosen because many students in 
Computer Science have a goal to get a job as a programmer after they graduate. 
Providing a story that matches to their future goal is expected to attract their interest 
in using CSTutor and in learning to program.  
To make the story becomes more realistic, all tasks in CSTutor are given in a 
particular context. Therefore these tasks are not presented like the ordinary 
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programming tasks that can be found in many programming books. Although the 
tasks in CSTutor may yield the same programs such as the ones asked in a 
programming book, they are never presented as simple, out-of-context questions, 
such as: “swap the numbers that exist in two variables” or “find the average of three 
numbers”, etc. Providing a context for each task is expected to increase student 
interest in writing each associated program, because they can see a real-life situation 
where their program could be applied. 
As stated above, the overall story used in CSTutor is that the student is a 
programmer in a software development company, and the student writes programs 
that are specified by the Head of Development for a certain company client. When a 
task is given to the student, the task context includes the background of the client 
along with the technical requirements of the task. For example, Figure 4.1 shows 
how what would otherwise be an out-of-context task to “swap the numbers in two 
variables”, is presented as an in-context task from the Head of Development to the 
student. 
4.2 Determining the Student Current Knowledge 
The students’ current knowledge in C# programming will differ from one student to 
another. Presenting tasks that fit to their knowledge can encourage the students to do 
the tasks because they can see that the tasks are not too difficult or too easy to do. 
The first step that has to be done is to decide how to model each student’s current 
knowledge or student model (see section 3.3)?  
The students’ knowledge about C# programming is represented by the 
probabilities of their understanding of the covered topics in CSTutor. The topics that 
are covered in CSTutor are shown in Table 4.1. 
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Figure 4.1 Swap numbers shown in context 
Table 4.1 Topics covered in CSTutor 
No Topic in CSTutor 
1 Variables 
2 Assignment 
3 Input 
4 Output 
5 Non nested “if” statement 
6 Nested and hierarchical “if” statement 
7 Non nested repetition using “for” statement 
8 One dimensional array 
 
Hi Again, 
 
In our recent project, we made a program application for a 
transport company. The project has been finished, but now the 
transport company asks for a new feature to be added in the 
project. For your information, the customer of this transport 
company can buy one or several traveller cards with some 
credits in the cards. If necessary, a person that has more than 
one card can swap the credits that exists on his/her cards. 
  
The function to swap the credits in the customer cards are not 
available in the existing project. For this purpose, I ask you to 
write the program for swapping the credits between two 
traveller cards. As usual, you can write this function in a 
standalone program and we will combine it ourselves into our 
previous project. 
 
The specifications of your job are as follow: 
 
1. You must use the following variable name: 
    * creditInCard1: to store the credit in the first traveller card 
    * creditInCard2: to store the credit in the second traveller 
card  
    * helperVariable: a variable that can be used to help the 
swapping process 
 
2. All variables must be created using C# type: "double" 
 
3. The credit in the first and second traveller card must be 
entered from the keyboard 
 
4. After the swapping process, the credit in the first and 
second traveller card must be displayed. 
 
 
Good luck. 
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A Bayesian Network is used to estimate the probability that the students know 
each of these topics. For that, the topics above are modelled as variables in Bayesian 
Network. Other components that are related to these topics, that is the pre-test 
questions and the CSTutor tasks, are also added as variables in this network. Twenty 
multiple choice pre-test questions are used to measure the students’ current 
knowledge before they use CSTutor. The questions in the pre-test can be seen in 
Appendix B: Pre- and Post-Test Questions.  
All of these variables are represented as nodes in the Bayesian Network 
graphical model. Directed edges are then added to represent the relationship between 
the variables. Figure 4.2 shows the part of the Bayesian Network in CSTutor that 
represents the pre-test questions and the covered topics only.  
The naming convention that is used for the nodes in that figure is: 
• Nodes that represent the covered topics: the node name is started with the 
word “TOPIC” followed by the name of the topic. For example, a node 
with a name “TOPIC_Var” is a node that represents a topic about 
“variable”. 
• Nodes that represent the pre-test: the node name is started with the letter 
“Q” followed by the question number and a short description of the 
question in that number. For example, a node with a name “Q1_VarName” 
is a pre-test node for question number 1 that asks about the variable name. 
The next step in designing a Bayesian Network is assigning the probability for 
each state that exist in a variable or node. All variables in CSTutor have two states 
only, that is correct and incorrect; or known and not known. The correct and 
incorrect states are used for the variables that represent the pre-test, while the known 
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and not known states are used for the variables that represent knowledge of covered 
topics. The total probabilities for the states in a variable must be 100%. 
Assigning the probabilities value to the states of a node can be differentiated 
into two types depending of the type of the node, that is a parent and a child node. A 
node that does not have an incoming edge is called a parent node. There are only two 
nodes in Figure 4.2 that are set as parent nodes, that is “TOPIC Var” and “TOPIC 
Array”.  
The probability of a parent node can be set directly without depending on the 
condition of the other nodes. In CSTutor, the known state of all parent nodes is 
assigned a 50% value. This number means that we 50% believe that the student 
knows the topic and 50% believe that the student does not know the topic.  
The second type of the node in a Bayesian Network is a child node. For a child 
node, its conditional probability distribution has to be set, based on all the possible 
combinations of the parent(s) states. Table 4.2 shows the conditional probability 
distribution that is set for the child node “Q7 Enter Number”. The complete 
condition probability distribution for all nodes in CSTutor can be seen in Appendix 
D: Conditional Probability Distribution. 
The parents of the node “Q7 Enter Number” are “TOPIC input” and “TOPIC 
output” node. The conditional probability value for the child node must be created 
from the combinations of all states in its parent. Because each parent has two states, 
that is known and not known then there are four possible combinations that can be 
made from these states (see Table 4.2). 
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Figure 4.2 Bayesian Networks for the covered topics in CSTutor and the Pre-Test question
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Table 4.2 Conditional Probability for node "Q7 Enter Number" 
Parent Nodes Q7 Enter Number 
TOPIC Input TOPIC Output correct incorrect 
known 
known 0.8 0.2 
not known 0.4 0.6 
not known 
known 0.4 0.6 
not known 0.2 0.8 
 
The conditional probability in Table 4.2 shows that:  
• It is 80% believed that the student can answer question 7 in the pre-test 
correctly if the student already knows the topics about doing input and 
output. 
• It is 40% believed that the student can answer question 7 in the pre-test 
correctly if the student already knows the topic about doing input but does 
not know the topic about doing output. The same percentages of belief are 
used when the student does not know the topic about doing input but 
already knows the topic about doing output.  
• It is 20% believed that the student can answer question 7 in the pre-test 
correctly if the student does not know both topics about doing input and 
output. 
Based on the formula for a Bayesian Network, the system can update its belief 
for the variables in the network based on the occurrence of new evidence. For 
example, the belief that the student knows a particular topic can be updated based on 
the correctness or incorrectness of his/her answers to the pre-tests questions that are 
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related to that topic. The changing of the belief probability in one variable will also 
influence the belief probability in other variables that are related to this variable. 
After the student has completed the pre-test, the probabilities of the student 
understanding of all topics will be known. This information is regarded as the student 
initial knowledge before using CSTutor. 
Bayes’ Theorem is used to update the probability value of a node given the 
occurrence of evidence. The theorem states that: 
|  	 	
|	
 	  …………………………………….……….. (Eq. 1) 
Where: 
 P(M) : the probability of M before E is observed 
 P(M|E)  : the probability of M given E (after E is observed) 
 P(E|M) : the probability of observing E given M 
 P(E) : model evidence 
  
We can calculate the value of P(E) by enumerating all possible state of M 
such as: 
  	∑ | 	……………………………………….. (Eq. 2) 
For example, let’s say we have the probability value for the parent node “TOPIC 
Var” and a conditional probability distribution for node “Q1 VarName” (see Table 
4.3 and Table 4.4).  
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Table 4.3 Probability value for node "Topic Var" 
TOPIC Var 
known not known 
0.5 0.5 
Table 4.4 Conditional probability distribution value for node "Q1 VarName" 
Parent Nodes Q1 VarName 
TOPIC Var correct incorrect 
known 0.8 0.2 
not known 0.3 0.7 
 
Based on the values in those tables we can calculate the probability that the 
student can answer question 1 correctly using the formula in equation 2 such as: 
  	  |

	 
  	|	  		|	 
  	       
  	 
The correctness or incorrectness of the student answer in question 1 of the pre-
test can be used as an evidence to increase or decrease our belief that the student 
already knows the topic about variables.  
For example, if the student answers the question 1 correctly then using 
equation 1, we can calculate the new probability that the student already knows the 
topic about variables such as: 
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|  	
|
 	 	
|  	

	  	
|  	 	
The result of this calculation shows an increasing belief (from 55% to 73%) 
that the student already knows the topic about variables given that he can answer 
question 1 correctly. We can also use equation 1 to calculate our new belief that the 
student already knows the topic about variables if he answers question 1 incorrectly, 
such as the following: 
!  	
|
 	  	
!  	
"
 # 	 	
!  	""	
In this case, our belief that the student already knows the topic about variables 
drops from 50% to 22%, given the evidence that he cannot answer question 1 
correctly. 
If we have a set of independent observations E = (e1, …, en) for an event M 
then we can change the equation 1 to become: 
|$  	 	$|∑ 	$|% %	 % 	  ……………………………………………(Eq.3) 
 
We can also find P(E|M) using the following formula: 
$|  	∏ '( 	|( ………………………………………………………..(Eq.4) 
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For example, let’s see the probability that the student already knows the topic 
about variables given the evidence that the student can answer question 1 and 2 
correctly. Both of these questions are the child nodes of the node that represent the 
topic about variables. 
To calculate this probability, we will use the probability value shown in Table 
4.3, Table 4.4, and Table 4.5. The value in Table 4.5 shows a conditional probability 
distribution of the node “Q2 VarType”. By applying the values in these tables to the 
formula in equation 4 we will get a 91% probability value that the student already 
knows the topic about variables (see below). This number shows that our belief that 
the student already knows the topic about variables is increased highly (from 50% to 
91%), given the evidence that the student can answer question 1 and 2 correctly. 
Table 4.5 Conditional Probability Distribution of node "Q2 VarType" 
Parent Nodes Q2 VarType 
TOPIC Var correct incorrect 
known 0.75 0.25 
not known 0.2 0.8 
 
|" 
|	"| 	
|	"|  !	"!	
		
|" 
     	
     	    "  		
|"  )	
After doing the pre-test, the student is ready to use CSTutor. In this state, their 
current knowledge model is updated from the capability of their code to satisfy each 
exercise’s constraints and goal in CSTutor. A two-phase approach (Reye, 2004) is 
used to update the student model. In phase one the student model is updated by 
incorporating the evidence about the student’s knowledge, and in phase two the 
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student model is updated by incorporating the results of their work. An overview of 
this two-phase updating is shown in Figure 4.3. (adapted from (Reye, 2004)) 
 
Figure 4.3 Two-phase updating 
The elements in Figure 4.3 are: 
• On: the outcome of a given help. CSTutor uses the correctness or the 
incorrectness of the student code (partially or wholly) in satisfying the 
constraint or goal as the outcome of a given help. 
• p(Ln-1): the system’s belief that the student already knows a given topic 
prior to the n’th interaction (n = 1,2, …). 
When the outcome On occurs, the p (Ln-1) can be updated using Bayes’ rule, 
shown in equation 1. If we use the notation shown in Figure 4.3, equation 1 can be 
rewritten as: 
*+,-.|/,  	 0/,!+,-.	012340/,!+,-.	012345	0/,!6+,-.	061234  ........................... (Eq. 5) 
By setting the likelihood ratio γ(On) as:  
7/8 	
*9/8:+8#;	
*9/8:6+8#;	<=	>	
  Initial state 
L0 
Learned 
state 
Ln 
Learned 
state 
Ln-1 
Learned 
state 
On 
Outcome 
n’th interaction 
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we can simplify equation 5 to become: 
*+,-.|/,  	 7?2	01234.5@7?2-.A	01234		<=	 	
Equation 7 shows our updated belief that the student already knows a particular 
topic given the outcome. This is the end of phase 1. In phase 2, we need a formula to 
calculate p(Ln | On), that later on can be used to find the probability p(Ln). Based on 
the description in Figure 4.3 we need two conditional probabilities for each possible 
outcome:  
• p (Ln | Ln-1, On) 
This function represents the probability that the student will be in the same 
learned state as a result of the outcome (student does not forget). Because 
the ITS’s interaction will not make the student forgets something that they 
have learned then this probability will have value 1. 
• p (Ln | ¬Ln-1, On) 
This function represents the probability that the student will change from 
the unlearned to learned state as the result of the outcome. 
The p(Ln | On) can be found by: 
*+,|/, 	 
*+,!+,-.B/,	*+,-.|/,  *+,!6+,-.B/,	*6+,-.|/,..... (Eq. 8) 
To simplify the notation in equation 8, let: 
C/,  	*+,!+,-.B/, and  ............................................................ (Eq. 9) 
λ/,  	*+,!6+,-.B/, ............................................................... (Eq. 10) 
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By using the ρ(On) and λ(On) we can simplify equation 8 to become: 
*+,|/,  	λ/,  @C/, # 	λ/,A	*+,-.|/, ....................... (Eq. 11) 
 
We can then combine the equation 11 in phase two with the equation 7 in 
phase one to become: 
*+,|/,  	λ/,  @D?2-	λ?2AE?2	F1234.5@EGH-.AFIH34 	................................ (Eq. 12) 
which can be rewritten as: 
*+,|/,  	 λ?25@D?2E?2-	λ?2A	F1234.5@EGH-.AFIH34  ...................................... (Eq.13) 
 
Reye (2004) describes that in most general case, the value of the parameters 
γ(On) and λ(On) can be set empirically. In CSTutor, there are only two possible 
outcomes values, that is correct (Cn) and incorrect (¬Cn). Because this conditions are 
the same as the conditions described in Reye (2004), the suggested value for γ(On) 
and λ(On) in Reye (2004) are used in CSTutor. These values are: 
• γ(Cn) = 4 
• γ(¬Cn) = 0.25 
• λ(Cn) = 0.4 
• λ(¬Cn) = 0.4 
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By substituting the values of γ(On), λ(On), and ρ(On) into equation 13 we have 
equations 14 and 15. These final equations are used to update the student model. 
Equation 14 is used to update the student model when the student code satisfies a 
constraint/goal, and equation 15 is used when the student code does not satisfy the 
constraint/goal.   
*+,|J,  	 KL5MN	F1234.5M	FIH34  ................................................................ (Eq. 14) 
*+,|6J,  	 KL-K.O	F1234.5KPO	FIH34  ............................................................ (Eq. 15) 
4.3 The Given Tasks 
The tasks given to the student are grouped into three levels. The tasks in the first 
level are given when the student is doing the entrance test, and the next two levels 
tasks are given when the student is at the Junior Programmer and Intermediate 
programmer job levels, respectively (see section 4.1). 
The tasks in the first level deal with cases that can be solved with input, 
assignment, and output statements only. In the second level, the student is required to 
use conditions and in the third level the student must use nested conditions, 
repetition, and one-dimensional arrays. The topics from the lower levels are also 
used by tasks in the higher levels. 
As discussed in section 4.2, the tasks presented to the student depends on 
his/her current knowledge (one of the process performed by teaching module – see 
section 3.3.). If the student can answers many pre-test questions correctly then it is 
possible that the student already has a good understanding of the covered topics in 
CSTutor. In this case, the student can skip several tasks that are related to the topics 
that they understand.  
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If CSTutor thinks that the student does not have a good understanding of the 
topics that are related to the task then CSTutor will add the word “<Recommended>” 
behind the displayed task header. The student can skip the tasks that are not 
recommended by CSTutor. When all the recommended tasks are completed, CSTutor 
will promote the student to a higher position in the role play, increasing the level of 
the tasks.  
4.4 Checking the Student Code and Providing Help 
One of the critical parts of an ITS in the programming domain is the capability to 
analyse the student code and to provide feedback and help (domain module – see 
section 3.3.). This capability enables the ITS to behave more like a real tutor who is 
able to analyse the student code and to provide feedback and help.  
There are two basic categories of errors that can happen when the student 
writes their program. These categories are syntax errors and logical errors. Logical 
errors are usually checked after the program does not have any syntax errors. 
CSTutor will not perform any checking of logical errors until all syntax errors are 
fixed. 
How can CSTutor check the syntax and logical errors? For the syntax errors, 
CSTutor does not check this by itself. All compilers produce information about any 
syntax errors when a program is compiled. Therefore instead of recreating the 
functionality to check for syntax errors, CSTutor tries to get this information from 
the compiler. The compiler that CSTutor tries to get the information from is part of 
Microsoft Visual Studio (VS). By using this approach, CSTutor can inform the 
student about any syntax errors as well as to use it as a precondition that syntax 
errors must not exist before the process of checking for logical errors.  
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The checking for logical errors is provided by CSTutor. To check the 
correctness of the student code, CSTutor checks whether the facts generated from the 
code satisfy the task’s defined goal or not, for example outputting the higher of two 
variables. This goal can be supplemented by defining additional constraints that are 
required to achieve the specified task, for example using variables that are required 
to have specific names. When the student code cannot satisfy the constraints or goal, 
then it means that there are some logical errors in the student program (Hartanto & 
Reye, 2013b). Feedback and help are then available to let the student know about 
their mistakes, and (if needed by the student) the correct logic to solve the task. The 
use of feedback was shown to be effective in helping students learn to program 
(Fossati, et al., 2009). 
The general process that is performed starts by acquiring the student’s program 
code from VS. This code is then parsed to generate an Abstract Syntax Tree (AST). 
This AST is then used to extract facts and to activate actions in the knowledge base. 
The actions may remove existing facts and create new updated facts. Rules are then 
used to check if the generated facts satisfy the defined goal for that task. If the facts 
satisfy the goal then the student code is treated as correct. Facts or predicates that are 
supported in CSTutor are shown in the Object Role Modelling (ORM) diagram 
(Halpin & Morgan, 2008) in Figure 4.4. 
As mentioned above, the goal for a task can be supplemented by defining 
additional constraints that are required to achieve the task. These constraints are used 
to ensure that the goal is satisfied in an expected step or way. For example, let’s say 
we have a task that asks the student to find an accumulated value of n numbers that 
are input by the user. For this task, we may put a constraint that the accumulation 
process must be performed by using repetition and the repetition statement that must 
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be used is a “for” statement. Other constraints that are associated with the logical 
solution of the task can also be defined. For example, we can give constraints that the 
input process must be performed before the accumulation process, the input and 
accumulation process must be performed in the “for” statement, and so on. The 
students can write their code freely as long as the code satisfies the constraints and 
the goal.  
 
Figure 4.4 ORM Diagram of the Defined Predicates in CSTutor 
Feedback and help are stored in the database and linked to the defined 
constraints and goal that are also stored in the database (the structure of this database 
can be seen in Figure 4.5). One constraint or goal can have several levels of help, 
from more general to more detailed. When the student code does not satisfy the 
constraint or goal, the first level of help for that constraint or goal is displayed. If the 
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student asks for more help (and their code still does not satisfy the same constraint or 
goal), the second level of help is displayed. This process is repeated until the most 
detailed level of help for that constraint is displayed.  
The following subsections discuss how the defined goal can be satisfied by the 
facts generated from the student code. The first subsection discusses the satisfying of 
goals for tasks that needs only input, assignment, and output statement. The next 
three subsections discuss satisfying goals for tasks that need conditions, repetitions, 
and one-dimensional arrays. Finally, the last subsection discusses the issue of 
detecting unnecessary code in a program. 
 
Figure 4.5 Relationships between entities in CSTutor database 
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4.4.1 Tasks that are composed from Input, Assignment, and Output 
Statements 
The first kinds of tasks that exist in CSTutor are tasks that can be solved by using 
only input, assignment, and output statements. The solution of this kind of task is 
straightforward and usually used to introduce the logic of programming to the 
student.  
As discussed above, the correctness of the student code is determined by the 
ability of the generated facts to satisfy the defined goal. The task in this type is 
typically asking the student to apply a certain formula to change a particular number 
into another one. Therefore the problem that we have in here is how the number 
represented in the generated facts can be checked with the number defined in the 
goal.  
For example, let’s assume that the student is asked to write a program to 
change a temperature in Celsius to Fahrenheit, by the following formula:  
f = (c * 9/5) + 32. Instead of writing the formula as is, the student may write the 
formula as any of the following:  
• f = (9 * c ) / 5 + 32 
• f = 1.8 * c + 32  
• f = c / 5 * 9 + 32 
• f = c 
f = f * 9 
f = f / 5 
f = f + 32  
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If we look at it with just a glance, the formula that is written by the student is 
not the same as the intended formula. However, although these formulae look 
different, all of them are mathematically the same and therefore correct.  
One approach that can be used to check the similarity of two formulae is to use 
some sample input and output values. If the student’s formula can produce the same 
output values as desired then that formula may be assumed to be correct. 
Unfortunately, it is possible that some input values produce the same output values 
as the expected ones, even though the formula used in the student code is incorrect.  
Because of this problem, CSTutor does not compare the output values of the 
formula. Instead, CSTutor uses a symbolic value to represent a general value that 
may exist in a variable. For example, let’s consider the symbolic value that is stored 
in variable “f” that is assigned by the formula: f = (c * 9/5) + 32. Before the symbolic 
value for variable “f” can be determined, we have to represent the value in variable 
“c” with a symbolic value too. Let’s say that the symbolic value in the variable “c” is 
“Val_C”.  
By having the symbolic value “Val_C”, we can find the symbolic value in 
variable “f”, that is “(Val_C * 9/5) + 32”. We can simplify this symbolic value to 
become “Val_C * 1.8 + 32”. Therefore the goal of the task that asks the user to 
change the temperature in Celsius to Fahrenheit is to have symbolic value “Val_C * 
1.8 + 32” stored in variable “f”: 
Goal: HasValue (varID_F, Val_C * 1.8 + 32) 
Now the student code may produce different kinds of symbolic values that 
actually are logically the same as the one defined in the goal. The symbolic values 
below show some of the different possible symbolic values for the variable “f”: 
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• 1.8 * Val_C + 32  
•  (Val_C * 9/5) + 32  
• (9 * Val_C ) / 5 + 32 
• 32 + Val_C / 5 * 9 
Although they look different, all of them are logically the same. Due to this 
condition, it is necessary to develop one or more rules that can check if two symbolic 
values are actually the same or not. 
The approach that is used to check if two symbolic values are the same is to 
change the symbolic value into a normalized polynomial. A polynomial is composed 
of one or more monomials, which are in turn composed of one or more coefficients 
and symbols. In the normalized polynomial, all monomials that represent literals are 
simplified into a single monomial. This process is also applied to the monomials that 
have the same symbols. For example, a polynomial that contains the expression: 2*(3 
+ 2) is simplified to the literal: 10. Another example: a polynomial that contains the 
symbols: 2*a + 3*a - 4*a is simplified to the polynomial: 1*a. The polynomial is 
then ordered, to create a normalized polynomial. Table 4.6 shows some further 
examples of converting arithmetic expressions to normalized polynomials. 
Table 4.6 Changing the Expression to become Normalized Polynomials 
Expression Normalized Polynomials 
(9 *c ) / 5 + 32 1.8*c + 32 
32 + c / 5 * 9 1.8*c + 32 
c - a + a + (b + 10) / 2 0.5*b + 1*c +  5 
(a * a) + (a - 2 * b) * a  - 2*a*b  + 2*a*a  
(1+2)/a + 3/a + b 1*b  + 6/(1*a) 
(a+b) / (b*b) 1/(1*b)  + (1*a)/(b*b)  
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By using normalized polynomials, we can check if the symbolic value from the 
student program is the same as the symbolic value specified in the goal. If they are 
the same then we can say that the student code is correct because it satisfies the 
defined goal. 
Let’s extend the task that must be completed by the student. Instead of just 
finding the value in a variable for Fahrenheit, the student is asked to display the 
value of that variable. The value in a variable for Celsius should also be input by the 
user. To complete this task, the student must use input, assignment, and output 
statements. 
The goal of this task can be defined as to have the content of a variable for 
Fahrenheit displayed on the screen. The value displayed should be logically the same 
as “Val_C * 1.8 + 32”. We can write the goal in this task as: IsOutputWithVal 
(varID_F, Val_C * 1.8 + 32) 
The predicate IsOutputWithVal(var_ID, val) is created when the 
student code contains a statement to display the content of a variable. The value 
when the variable is displayed is in the second argument. The value “Val_C” that is 
used in the goal represents the symbolic value of variable “celsius”.  
A constraint can be added to check if the value in variable “celsius” is obtained 
through an input statement or not. Table 4.7 shows some possible code from the 
student and how the correctness of this code can be checked using the defined goal 
above.  
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Table 4.7 Some examples of student code. 
Ver. Student Code Information 
1 //note: c=celsius, f=fahrenheit 
double c=0, f=0; 
 
c=double.parse(Console.ReadLine()); 
f=(c * 9.0 / 5.0) + 32; 
 
Console.WriteLine(f); 
 
Correct code.  
The displayed value of 
variable “f” is logically the 
same as  
“Val_C * 1.8 + 32” 
2 //note: c=celsius, f=fahrenheit 
double c=0, f=0; 
 
f=(c * 9.0 / 5.0) + 32; 
 
Console.WriteLine(f); 
 
Incorrect: there is no input to 
variable “c”. Therefore the 
displayed value of variable 
“f” is not the same as 
“Val_C * 1.8 + 32” 
3 //note: c=celsius, f=fahrenheit 
double c=0, f=0; 
 
f=(1.8 * c) + 32; 
c=double.parse(Console.ReadLine()); 
 
Console.WriteLine(f); 
 
Incorrect: input to variable 
“c” is performed after the 
assignment to variable “f”. 
Therefore the displayed 
value of variable “f” is not 
the same as “Val_C * 1.8 + 
32” 
4 //note: c=celsius, f=fahrenheit 
double c=0, f=0; 
 
Console.WriteLine(f); 
 
c=double.parse(Console.ReadLine()); 
f=(1.8 * c) + 32; 
 
Incorrect: variable “f” is 
displayed before the correct 
assignment for that variable. 
Therefore the displayed 
value of variable “f” is not 
the same as “Val_C * 1.8 + 
32” 
5 //note: c=celsius, f=fahrenheit 
double c=0, f=0; 
 
c=double.parse(Console.ReadLine()); 
f=(c * 9.0 / 5.0) + 32; 
 
Incorrect: variable “f” is not 
displayed on screen. 
Predicate 
“IsOutputWithVal” cannot 
be found. 
4.4.2 Tasks that Need One or More Condition Statements 
It is often the case that one or more condition statements are required to solve a task. 
The condition can be expressed in a simple “if” or “if–else” statement, a hierarchical 
“if,  else–if, else–if , else” statement, or a nested “if–else” statement. In addition the 
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logical expression inside the “if” statement can be composed of one or more logical 
expressions that are combined with the “and” or “or” operators.  
The students can use multiple “if” statements in their program, but there is a 
maximum of two logical expressions in each “if” condition. For introductory 
programming, having a maximum of two logical expressions in each “if” condition – 
but with an unlimited number of “if” statements – is considered sufficient to solve 
numerous tasks at this level (The logical operators “and” and “or” can be used to 
combined the logical expressions) 
The use of conditions implies that the values of some variables may depend on 
the value of another variable. Therefore the goal or constrains should be able to be 
defined in this way. 
The approach that is used in CSTutor to express a goal or constraints with a 
condition is to use the “HasVarValue (varID, logExpr, val)” predicate. This predicate 
can be read as: “variable ‘varID’, given that the logical expression ‘logExpr’ is true, 
has value ‘val’”. One or more logical expressions can be put in the second argument.   
The above predicate is used to represent the value of a variable that is assigned 
inside the “if” or “else” section of the “if” statement. For example, the predicate 
“HasVarValue(varID_b, GT(val_a, 0), 10)” is generated for the following “if” 
statement:  
if (a>0) 
 b = 10; 
The predicate “GT(val_a, 0)” is used to represent the logical operator “>” or 
“Greater Than”. Several similar predicates are used to represent other logical 
operators. 
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How about the variable that is assigned in the “else” section of the condition 
statement? The “else” section does not have an explicit logical expression that is 
written in the statement. The logical expression in the “else” section is implicitly 
stated as the negation of the logical expression in the “if” statement. 
To handle this case, CSTutor makes the implicit logical expression in the 
“else” section into an explicit one (Hartanto & Reye, 2013c). This process is 
performed when information from the AST is extracted. Using this concept, the 
predicate “HasVarValue(varID_b, LE(val_a, 0), 5)” is created to represent the 
assignment to variable “b”, in the “else” section of the following condition: 
if (a>0) 
 b = 10; 
else 
 b = 5; 
  
The same concept is used to represent variable values in hierarchical and 
nested conditions. However unlike the simple condition above, determining the 
implicit logical expression in hierarchical or nested conditions can be quite 
challenging. In hierarchical or nested conditions, the negation of the logical 
expression in the “else” section should be composed from the negation of all logical 
expression above it. 
For example, let’s make the implicit logical expression in the following 
hierarchical conditions explicit.  
if (p < 100) 
   d = 0; 
else if (p < 200) 
   d = 0.1; 
else 
   d = 0.2; 
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The first logical expression in the statement “if (p < 100)” is stated explicitly 
already so no implicit logical expression exists there. The second logical expression 
in the line “else if (p < 200)” actually contains an explicit and an implicit logical 
expression. The implicit logical expression is expressed by the word “else”. To 
capture this implicit logical expression we have to negate all the logical expressions 
before this word. Because there is only one logical expression before this word then 
we just need to negate that logical expression. 
The combination of the implicit and explicit logical expressions in the line 
“else if (p < 200)” is : “¬(p < 100) ∧ (p < 200)”. This explicit logical expression can 
be simplified to: “(p ≥ 100) ∧ (p < 200)”. 
The final “else” section contains an implicit logical expression that again can 
be found by negating all the logical expression before this section. The two logical 
expression before this “else” section are “(p < 100)” and “(p ≥ 100) ∧ (p < 200)”. If 
we negate each logical expression and combine the result then we will get: 
“¬(p < 100) ∧ ¬[(p ≥ 100) ∧ (p < 200)]”. We can simplify this logical expression to 
become: “(p ≥ 100) ∧ [(p < 100) ∨ (p ≥ 200)]” or “[(p ≥ 100) ∧ (p < 100)] ∨ 
[(p ≥ 100) ∧ (p ≥ 200)]”. Because “(p ≥ 100) ∧ (p < 100)” is the same as False and 
“(p ≥ 100) ∧ (p ≥ 200)” is the same as “(p ≥ 200)” then we can simplify this logical 
expression further to become: “(p ≥ 200)”.  
The conversion above reveals the actual logical expression that is used in each 
“if” or “else” part. Two conditions that look different may logically be the same and 
two conditions that look similar may actually be different. Table 4.8 shows some 
logical expressions that are made explicit and simplified. The result of these 
processes can verify that the logical expressions in versions 1 and 2 in Table 4.8 are 
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the same, even though they look different. On the other hand, the logical expressions 
in versions 1 and 3 are different although they look similar.  
Table 4.8 Examples of hierarchical and nested conditions 
Ver. Student Code Explicit conditions 
without simplification 
Explicit condition with 
simplification 
1 if (p < 100) 
   d = 0; 
else 
{ 
   if (p < 200) 
       d = 0.1; 
   else 
       d = 0.2; 
} 
 
p<100 
 
¬(p<100) 
 
¬(p<100) && p<200 
 
¬(p<100)&&  
¬[¬(p<100)&& (p<200)]  
(d=0)  (p<100) 
 
 
 
(d=0.1) (p>=100 && p<200) 
 
(d=0.2)  (p>=200) 
2 if (p>=200) 
   d = 0.2; 
else if p(>=100) 
   d = 0.1; 
else 
   d = 0; 
 
p>=200 
 
¬(p>=200) && (p>=100) 
 
¬(p>=200) && 
¬(¬(p>=200)&&(p>=100)) 
 
 
(d=0.2)   (p>=200) 
 
(d=0.1) (p<200 && p>=100) 
 
 
(d=0)   (p<100) 
3 if (p < 100) 
   d = 0; 
 
if (p < 200) 
   d = 0.1; 
else 
   d = 0.2; 
 
 
p<100 
 
 
p<200 
 
¬(p<200) 
(d=0)   (p<100) 
 
 
(d=0.1)   (p<200) 
 
(d=0.2)   (p>=200) 
 
Let’s use this approach in a task that needs conditions. For example the student 
is asked to find the discount that is given to the customer. The customer will get a 
10% discount if his purchase is $100 or more, and will get no discount otherwise. 
The student should calculate the discount (as a $ amount) that is received by 
customer and display the result on the screen. 
The predicate that is used to represent an output statement that is performed 
inside a condition is: “IsOutputWithValue(varID, logExpr, val)”. This predicate can 
be read as: “Variable ‘varID’, given that the logical expression ‘logExpr’ is true, is 
displayed with value ‘val’”. 
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Using this predicate, the goal for the above task can be expressed as the 
following:  
Goal:  
 IsOutputWithValue(varID_D, GE(Val_P, 100), Val_P * 0.1) 
 IsOutputWithValue(varID_D, LT(Val_P, 100), 0)  
Where: 
 varID_D : ID of the variable “discount” 
 Val_P : value of the purchase 
Note should be taken of the expression “Val_P * 0.1” that is written above and 
in the following predicates. This expression is written in mathematical format (infix 
notation) to make it concise and to increase the readability for human readers of this 
thesis. Representing such mathematical expressions in Predicate Logic format is 
described later, in section 4.9. 
The goal in the above predicate is achieved when the facts generated from the 
student code satisfy both predicates defined in the goal. Table 4.9 shows some 
possible student code to solve the problem and how their correctness can be checked. 
These examples illustrate the approach taken in CSTutor to check the correctness or 
incorrectness of the student code.  
One more procedure must be added to handle the possibility that the student 
does not write a logical expression exactly as expected. For example, for integer 
number the logical expression “p >= 100” can also be written as the following: 
“100 <= p”, “p > 99”, and “99 < p” (when p is an integer variable). In order to handle 
this case, another rule is used to check if two logical expressions are logically the 
same. 
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Table 4.9 Some examples of student code using conditions 
Ver. Student Code Information 
1 //note: p=purchasing, d=discount 
double p=0, d=0; 
 
p=double.parse(Console.ReadLine()); 
 
if (p>= 100) 
   d= p * 0.1; 
else 
   d= 0; 
 
Console.WriteLine(d); 
 
Correct code.  
This code generates the following facts because variable “d” can contain certain 
values from two possible conditions: 
IsOutputWithValue(varID_D, GE(Val_P, 100), Val_P * 0.1) 
IsOutputWithValue(varID_D, LT(Val_P, 100), 0)  
 
Because these facts are exactly the same as the ones in the defined goal then we 
can conclude that the student code is correct. 
2 //note: p=purchasing, d=discount 
double p=0, d=0; 
 
p=double.parse(Console.ReadLine()); 
 
if (p>= 100) 
{ 
   d= p * 0.1; 
   Console.WriteLine(d); 
} 
else 
{ 
   d= 0; 
   Console.WriteLine(d); 
} 
 
Correct code.  
This code generates the following facts because Console.WriteLine is called 
twice, each with a different value of variable “d”: 
IsOutputWithValue(varID_D, GE(Val_P, 100), Val_P * 0.1) 
IsOutputWithValue(varID_D, LT(Val_P, 100), 0)  
 
Because these facts are exactly the same as the ones in the defined goal then we 
can conclude that the student code is correct. 
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Ver. Student Code Information 
3 //note: p=purchasing, d=discount 
double p=0, d=0; 
p=double.parse(Console.ReadLine()); 
 
if (p<100) 
   d= 0; 
else 
   d= p * 0.1; 
 
Console.WriteLine(d); 
 
Correct code.  
This code generates the facts that are similar to the facts in version 1 or 2, but in 
the different order: 
IsOutputWithValue(varID_D, LT(Val_P, 100), 0)  
IsOutputWithValue(varID_D, GE(Val_P, 100), Val_P * 0.1) 
 
Because these facts are exactly the same as the ones in the defined goal then we 
can conclude that the student code is correct. 
4 //note: p=purchasing, d=discount 
double p=0, d=0; 
 
p=double.parse(Console.ReadLine()); 
 
Console.WriteLine(d); 
 
if (p>= 100) 
   d= p * 0.1; 
else 
   d= 0; 
 
Incorrect code.  
The goal related facts generated from this code is: 
IsOutputWithValue(varID_D, 0) 
 
Because this fact cannot satisfy the goal then we can conclude that the student 
code is incorrect. 
5 //note: p=purchasing, d=discount 
double p=0, d=0; 
p=double.parse(Console.ReadLine()); 
 
if (p>= 100) 
{ 
   d= p * 0.1; 
   Console.WriteLine(d); 
} 
 
Incorrect code.  
The goal related facts generated from this code is: 
IsOutputWithValue(varID_D, GE(Val_p,100), Val_p * 0.1) 
 
Because this fact cannot satisfy the second predicate in the goal, that is: 
IsOutputWithValue(varID_D, LT(Val_P, 100), 0) then we can conclude that the 
student code is incorrect. 
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4.4.3 Tasks that Need Repetition 
The next construct that can be needed to solve a task is repetition. The repetition 
statement that is used in CSTutor is a “for” statement. This statement is commonly 
used to repeat the statements in a block of code, for a known number of times. The 
format of a “for” statement in C# can be expressed as follow: 
for (initializer; condition; iterator) 
 body 
A variable is usually used as a counter in the initializer part to count the 
number of repetitions performed. This variable is initialized in the initializer part and 
its value is then checked against the logical expression in the condition part. If the 
logical expression is fulfilled then the block of code that exists in the body is 
executed. The process then continues to the iterator part, which is usually used to 
modify the value in the counter variable. This modification usually makes the logical 
expression in the condition part become false after an expected number of repetitions 
has been achieved.  
Two common cases that are usually solved by the “for” statement are: 
• The case where some statements need to be performed repeatedly a certain 
number of times.  
• The case where some statements need to be performed repeatedly a certain 
number of times, and the statements in the “for” body utilize the value of 
the counter variable. For this case, not only we have to ensure that the 
number of repetition is performed correctly but we also have to make sure 
that the counter variable contains the values required by the statements in 
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the “for” body. These values can be obtained by setting the proper starting, 
ending, and increment values of the counter variable.  
There are several predicates that are used to represent the information in a 
“for” statement. These predicates are: 
• HasForStartValue(forID, startValue) 
• HasForEndValue(forID, endValue) 
• HasForIncrValue(forID, incrValue) 
• HasForNumberOfIterations(forID, numberOfIterations) 
• HasForCounterVariable(forID, ctrVarID) 
• HasInitialVarValueAt(varID, forID) 
• HasVarValueAt(varID, forID) 
• IsOutputAt(varID, forID) 
The names of the first five predicates show clearly the purpose of the 
predicates. Of the three remaining predicates, the first one 
“HasInitialVarValueAt(varID, forID)” is used to record that an initial assignment to 
a certain variable is performed inside a “for” statement.  
The next predicate “HasVarValueAt(varID, forID)” has similar functionality as 
the “HasInitialVarValueAt” predicate. However, “HasVarValueAt” is used to record 
that the last assignment to a certain variable is performed inside a “for” statement. 
The last predicate “IsOutputAt(varID, forID)” is used to record that the displaying of 
a variable is performed inside a “for” statement. 
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The start value in the predicate “HasForStartValue” is set from the value that is 
assigned to the counter variable in the initializer part of the “for” loop. On the other 
hand, the end value in “HasForEndValue” is set from the value that exists in the 
conditional part, and the increment value in “HasForIncrValue” from the value that 
exists in the iterator part. The next few paragraphs explain how this is done.  
To get the end value from the conditional part, the logical expression in the 
“for” statement is normalized to the following form: 
counterVariable logicalOperator literalOrMathExpression 
For example 
i <= 10 
 
In this format, the counter variable is always placed on the left side of the 
logical expression, followed by the logical operator, and then by the literal or 
mathematical expression. If the counter variable is not originally located on the left 
side of the logical expression then the counter variable is moved to left, and the 
logical operator is adjusted to make the expression logically equivalent. 
In the next step, we normalize the logical operator “<” to become “<=” and 
logical operator “>” to become “>=”. The literal or mathematical expression that 
follows these operators is then adjusted. For example, a logical expression “i < 10” in 
the conditional part of a “for” statement is changed to the logical expression “i <= 
9”, and a logical expression “i > 10” is changed to the logical expression “i >= 11”. 
This adjustment can be made because we only allow an integer variable for the loop 
counter. For the example above, the end value for each logical expression is 9 and 
11. 
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For all but the “!=” operator, the literal or mathematical expression in the 
logical expression are used as the end value of the loop. The end value of the loop for 
the “!=” operator is taken from an adjustment of the literal or the mathematical 
expression in the conditional expression. In this case, the end value is assigned with 
as the “literal number - increment value” if the increment value is positive, but the 
end value is assigned the “literal number + increment value” if the increment value is 
negative. For example, a logical expression “i != 5” in the repetition statement “for 
(int i=1; i != 5; i++)” will yield an end value four. On the other hand, a logical 
expression “i != 5” in the repetition statement “for (int i=10; i != 5; i-=2)” will yield 
an end value 7. 
The increment value is taken from the statement that is written in the iterator 
part of the “for” statement. Table 4.10 shows the kinds of statements that can be 
written in the iterator part and the increment value that is obtained from the 
statement. 
Table 4.10 Kinds of statements in the iterator part and their increment values 
 
No Statement in iterator part Increment value 
1 counterVar++ 1 
2 counterVar-- -1 
3 counterVar = counterVar + literalOrMathExpr literalOrMathExpr 
4 counterVar = counterVar – literalOrMathExpr -literalOrMathExpr 
5 counterVar += literalOrMathExpr literalOrMathExpr 
6 counterVar -= literalOrMathExpr -literalOrMathExpr 
 
Based on the information above, we can now get the start, end, and increment 
value from the “for” statement in the student code. Table 4.11 shows some examples 
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of student code and the start, end, and increment values that are obtained from that 
code. 
Table 4.11 Some examples of the start, end, and increment value of the “for” statement 
Ver. Student Code Information 
1 for (int i=1; i<=10; i++) Start: 1, End: 10, Increment: 1 
2 int i=0; 
for (i=10; i>0; i--) 
 
Start: 10, End: 1, Increment: -1 
3 for (int i=1; i>=10; i+= 2) Start: 1, End: 10, Increment: 2 
4 int a=5; 
for (int i=1; i<51; i+=a*2) 
 
Start: 1, End: 50, Increment: 10 
5 int b=2; 
for (int i=b; i<10; i=i+b-5) 
 
Start: 2, End: 9, Increment: -3 
6 int c=int.Parse  
      (Console.ReadLine()); 
for (int i=c; i<c+5; i=i+1) 
 
Start: Val_c, End: Val_c+4, Increment: 1 
 
The next number that we need to know is the number of iterations of a “for” 
statement. This number is represented by the predicate 
“HasForNumberOfIterations” and is obtained by the following formula: 
numberOfIterations = (endValue–startValue+incrValue)/incrValue 
 
However, before this formula is used, we have to check: 
• that the logical expression in the condition part of the “for” statement is 
initially fulfilled, 
• that the incrValue is not zero, and 
• that the operator is not “!=”. 
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When these conditions are satisfied, the number of iterations can be calculated 
using the formula above. If the operator used in the logical expression is “!=”,  
additional checking is performed – see later in this section. Other than this, the 
number of iterations is set as 0. The literal 0 here does not really represent the actual 
number of repetitions in the “for” statement. This special number is used to provide 
feedback to the student that the “for” statement in his code cannot produce the 
required number of iterations. 
Because CSTutor does not actually execute the logical condition in the “for” 
statement, the checking “that the logical expression is initially fulfilled” is performed 
by comparing the logical operator in the “for” condition to the intention for the use of 
the counter variable. If the counter variable is intended to be used as an increasing 
counter (increment value is positive) then the logical operator that must be used in 
the normalized logical expression is “<=” or “==”.However, if the counter variable is 
intended to be used as a decreasing counter (increment value is negative) then the 
logical operator that must be used is “>=” or “==”. Based on this, we can add the 
information about the number of iterations to the Table 4.11 to become the one 
shown in Table 4.12. 
As briefly mentioned above, special checking is performed if the operator used 
in the logical expression is the “!=” operator. This is because the number of 
repetitions in a logical expression with the “!=” operator can be infinite if the end 
value of the loop is never reached. For example, the number of repetitions in the 
“for” statement “for (int i =1; i != 5; i+=2)” is 2, while the number of repetitions in 
the “for” statement: “for (int i =2; i != 5; i+=2)” is infinite. 
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Table 4.12 The number of iterations obtained from the student code 
Ver. Student Code Information 
1 for (int i=1; i<=10; i++) Start: 1, End: 10, Increment: 1 
Number of Iterations: 10 
2 int i=0; 
for (i=10; i>0; i--) 
 
Start: 10, End: 1, Increment: -1 
Number of Iterations: 10 
3 for (int i=1; i>=10; i+= 2) Start: 1, End: 10, Increment: 2 
Number of Iterations: 0 
4 int a=5; 
for (int i=1; i<52; i+=a*2) 
 
Start: 1, End: 51, Increment: 10 
Number of Iterations: 6 
5 int b=2; 
for (int i=b; i<10; i=i+b-5) 
 
Start: 2, End: 9, Increment: -3 
Number of Iterations: 0 
6 int c=int.Parse  
      (Console.ReadLine()); 
for (int i=c; i<c+5; i=i+1) 
 
Start: Val_c, End: Val_c+4, Increment: 1 
Number of Iterations: 5 
 
The following formula is used to check if the “for” statement will yield an 
infinite number of repetitions or not: 
(original end value – start value) % increment value 
 
If the result of the formula is not zero then the number of repetitions is infinite. 
Otherwise, the number of repetitions can be calculated by using the same formula as 
for the other operators. 
For example, the number of repetitions in the “for” statement “for (int i =2; i != 
5; i+=2)” is infinite because if we calculate using the formula above, we will get: 
(5 – 2) % 2 = 1, that is not zero. On the other hand, the number of repetitions in the 
“for” statement “for (int i =1; i != 5; i+=2)” is finite, because (5 - 1) % 2 is zero. In 
this case the number of repetitions for this “for” statement is 2. The calculation is: 
(3 – 1 + 2) /2 = 2. 
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Goals or constraints that are related to the “for” statement are usually 
represented by several of the predicates above. Two examples are discussed to show 
the use of the above predicates to represent a goal and constraints. The first example 
shows a case where the counter in the “for” statement must start and end with a 
particular number, while the second example shows a case where the start and end 
number of the counter can be arbitrary as long as the number of repetitions is the 
same as the one required in the task.   
For the first task, we ask the student to display a sequence of number from 1 to 
10. This task can be represented using the universal quantifier as follow: 
Q.RSR.K	TU/VW*VWXYWZ[V'\T]^YB Y  
However we do not really execute the student code to get ten predicates 
“IsOutputWithValue”. Instead, we use some other predicates whose existence can be 
used to substitute the ten predicates “IsOutputWithValue”. For example, we can 
guarantee that there will be numbers from 1 to 10 displayed on the screen if we have 
a “for” statement that performs ten repetitions in which its counter starts with 1, ends 
with 10, with an increment of 1; and an output statement that displays the value of 
the “for” counter, inside it. These statements can be represented as:  
// there should be a “for” statement with 10 repetitions  
HasForNumberOfIterations(forID, 10) 
 
// and its counter starts at 1, ends at 10, and 
// has increment value 1 
HasForStartValue(forID, 1) 
HasForEndValue(forID, 10) 
HasForIncrValue(forID, 1) 
 
// there should be an output statement 
// that displays the value of the counter variable, i.e. val_I 
// and this displaying should be done inside the “for” statement 
HasForCounterVar(forID, ctrVarID) 
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HasValue(ctrVarID, val_I) 
IsOutputWithValue(varID, val_I) 
IsOutputAt(varID, forID) 
 
Table 4.13 shows some examples of student code and how this code is checked 
using the above predicates. These examples confirm that the designed predicates can 
be used to check the correctness or incorrectness of the program that uses a “for” 
loop. 
Table 4.13 Examples of code using a "for" statement checked using predicates for repetition 
Ver. Student Code Information 
1 for (int i=1; i<=10; i++) 
   Console.WriteLine(i); 
 
Correct code. All predicates in the goal 
are satisfied. 
2 for (int i=1; i>10; i++) 
   Console.WriteLine(j); 
 
Incorrect code. The number of iterations 
is 0. In this case the predicate 
“HasForNumberOfIterations(forID, 10)” 
cannot be not satisfied. 
3 for (int i=1; i<=10; i++); 
 
Incorrect code: no code used to display 
the value in variable “i”. In this case the 
predicate “IsOutputWithValue(varID, 
val_I)” cannot be satisfied. 
4 int i = 1; 
for (int i=1; i<=10; i++); 
 
Console.WriteLine(i); 
 
Incorrect code: variable “i” is displayed 
outside the “for” statement. In this case 
the predicate “IsOutputAt(varID, forID)” 
cannot be satisfied 
5 for (int i=0; i<10; i++) 
   Console.WriteLine(i); 
 
Incorrect code: the starting value used in 
the “for” statement is not 1. In this case 
the predicate “HasForStartValue(forID, 
1)” cannot be satisfied. 
 
In the second example, we ask the student to calculate and display the total of 
five numbers that are input by the user. In this case the starting and ending counter 
values of the “for” loop can be arbitrary, as long as the number of repetitions is five. 
Therefore the goal for this case is to have a number that represent the 
accumulation of the five input numbers from the user. The input and accumulation 
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process must be performed in a “for” loop that repeats five times. The initial value of 
the variable that stores the accumulated total is 0. The assignment of this value 
should be performed outside the loop. This goal can be represented as: 
// there should be a “for” statement with 5 repetitions  
HasForNumberOfIterations(forID, 5) 
 
// total is initially 0 and is NOT assigned in “for” 
HasInitialVarValue(totalID, 0) 
¬HasInitialVarValueAt(totalID,forID) 
 
// varInputID should get its value from the input  
// statement and it should be done inside “for” 
IsInput(varInputID) 
HasVarValueAt(varInputID, forID) 
 
// the new value of variable total should equal to 
// the initial value in total + value in input var 
HasInitialValue(varTotalID, initVal_total) 
HasVarValue(varInputID, val_Input) 
HasVarValue(varTotalID, valTotal) 
IsEqual(valTotal, initVal_total + val_Input) 
 
// the assignment to var total should be done inside “for” 
HasVarValueAt(varTotalID, forID)  
 
// variable total should be displayed on screen 
// with a value that is the same as  
// initial value in total + value in input var 
IsOutputWithValue(varTotalID, val_Total) 
 
// and it should NOT be displayed inside “for” 
¬IsOutputAt(varTotalID, forID) 
 
The new predicate “IsInput(varID)” is used to check if the value in the variable 
“varID” is acquired from an input statement (not from a direct assignment). 
Table 4.14 shows some possible student code and how the goal for the task can 
or cannot be satisfied. These examples show how the designed predicates can be 
used to check the correctness or incorrectness of a program that uses a “for” loop.  
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Table 4.14 Some examples of code using a "for" statement to accumulate a total 
Ver. Student Code Information 
1 // v=input value, t=total 
int v=0, t=0; 
for (int i=1; i<=5; i++) 
{ 
   v=int.Parse(Console.ReadLine(); 
   t = t + v; 
} 
Console.WriteLine(t); 
 
Correct code. All predicates in 
the goal are satisfied. 
2 // v=input value, t=total 
int v=0, t=0; 
for (int i=1; i<6; i++) 
{ 
   v=int.Parse(Console.ReadLine(); 
   t = t + v; 
} 
Console.WriteLine(t); 
 
Correct code. The starting and 
ending counter number in the 
“for” loop can be arbitrary as 
long as the number of iterations 
is five.  
3 // v=input value, t=total 
int v=0, t=0; 
int i; 
for (i=5; i>=1; i--) 
{ 
   v=int.Parse(Console.ReadLine(); 
   t = t + v; 
} 
Console.WriteLine(t); 
 
Correct code. Although the 
counter variable contains value 
from five to one, the number of 
iterations is still five.  
4 // v=input value, t=total 
int v=0, t=0; 
for (int i=1; i<=5; i++) 
{ 
   v=int.Parse(Console.ReadLine(); 
} 
t = t + v; 
Console.WriteLine(t); 
 
Incorrect code: the 
accumulation process is not 
performed in the “for” loop. In 
this case predicate 
“HasVarValueAt(varTotalID, 
forID)” cannot be satisfied. 
5 // v=input value, t=total 
int v=0, t=0; 
for (int i=1; i<=5; i++) 
{ 
   v=int.Parse(Console.ReadLine(); 
   t = t + v; 
   Console.WriteLine(t); 
} 
 
Incorrect code: variable “t” is 
displayed inside the “for” 
statement. In this case the 
predicate 
“¬IsOutputAt(varTotalID, 
forID)” cannot be satisfied 
6 // v=input value, t=total 
int v=0, t=0; 
for (int i=1; i<=5; i++) 
{ 
   t = t + v; 
   v=int.Parse(Console.ReadLine(); 
} 
Console.WriteLine(t); 
 
Incorrect code: the 
accumulation is performed 
before the input statement. In 
this case the predicate 
“IsEqual(valTotal,  initVal_total 
+ val_Input)” cannot be 
satisfied. 
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Ver. Student Code Information 
7 // v=input value, t=total 
int v, t=0; 
 
v=int.Parse(Console.ReadLine(); 
for (int i=1; i<=5; i++) 
{ 
   t = t + v; 
} 
Console.WriteLine(t); 
 
Incorrect code: the input process 
is not performed in the “for” 
statement. In this case the 
predicate 
“HasVarValueAt(varInputID, 
forID)” cannot be satisfied. 
8 // v=input value, t=total 
int v, t=0; 
int n=int.Parse(Console.ReadLine()); 
for (int i=1; i<=n; i++) 
{ 
   v=int.Parse(Console.ReadLine(); 
   t = t + v; 
} 
Console.WriteLine(t); 
 
Incorrect code: the loop should 
be performed exactly 5 times, 
not n times.  
4.4.4 Tasks that need One-Dimensional Arrays 
The next kind of task supported by CSTutor are tasks that access the elements of 
one-dimensional arrays. There are two processes that can be performed in the array 
element, that are assigning and getting a value to/from the array element. The process 
of assigning and getting a value in an array is the same as the process of assigning 
and getting a value to/from a variable. Due to this similarity, an array element is 
represented internally in CSTutor as a variable. Therefore the process of assigning 
and getting value to/from an array element can be performed on its representative 
variable. 
A predicate “IsRepresentedBy (arrID, arrIdx, varID)” is used to represent an 
array element at certain index to a variable. This predicate can be read as: “Element 
of array ‘arrID’ at index ‘arrIdx’ is represented by a variable ‘VarID’”.  
Now let’s see how this predicate and other existing predicates can be used to 
represent a goal that needs an array. For example, we ask the student to accumulate 
five numbers that are already stored in an array and display the result. This task is 
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similar to the task that is discussed in section 4.4.3. However, instead of inputting the 
value to be accumulated, these values are already stored in the array.  
As stated above, the goal of this task is to accumulate the values of five 
elements from an array and to display the result on the screen. The accumulation 
must be performed in a “for” statement with a counter that starts from zero, ends at 
four, and increments by one. The total number of repetitions is five. The (several) 
predicates that are used to represent this goal are:  
// the array must be initialized until index position 4 only 
// Initialization of the array at position 5 should not exist 
IsRepresentedBy(arrID, 4, _) 
¬IsRepresentedBy(arrID, 5, _) 
 
// there should be a “for” statement with 5 repetitions 
HasForNumberOfIterations(forID, 5) 
 
// and its counter should start at 0, end at 4 
// and with the increment value 1 
HasForStartValue(forID, 0) 
HasForEndValue(forID, 4) 
HasForIncrValue(forID, 1) 
 
// get the counter name in the “for” statement 
HasForCounterVar(forID, ctrVarID) 
HasVarName(ctrVarID, ctrName) 
 
// get variable that represents arr[ctrName]  
// and get the value for that variable 
IsRepresentedBy(arrID, ctrName, varID) 
HasVarValue(varID, val_arrElm) 
 
// total is initially 0 and is NOT assigned in “for” 
HasInitialVarValue(totalID, 0) 
¬HasInitialVarValueAt(totalID, forID) 
 
// the new value of variable total should equal to 
// the initial value in total + value in arr element 
HasInitialValue(varTotalID, initVal_total) 
HasVarValue(varTotalID, valTotal) 
IsEqual(valTotal, initVal_total + val_arrElm) 
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// the assignment to var total should be done in “for” 
HasVarValueAt(varTotalID, forID)  
 
// variable total should be displayed on screen 
// with a value that is the same as  
// initial value in total + value in arr element 
IsOutputWithValue(varTotalIDWhenOutput, val_Total) 
 
// and it should NOT be displayed inside “for” 
¬IsOutputAt(varTotalIDWhenOutput, forID) 
 
Some examples of student code that try to solve this problem are given in 
Table 4.15. These examples show how the correctness or incorrectness of the student 
code can be checked by the predicates in the defined goal. 
Table 4.15 Some examples of code using a one-dimensional array 
Ver. Student Code Information 
1 int[] arr = {1,2,3,4,5}; 
int t = 0; 
for (int i=0; i<=4; i++) 
   t = t + arr[i]; 
 
Console.WriteLine(t); 
 
Correct code. All predicates defined in 
the goal can be satisfied. 
2 int[] arr = {10,20,30,40}; 
int t = 0; 
for (int i=0; i<4; i++) 
   t = t + arr[i]; 
 
Console.WriteLine(t); 
 
Incorrect code. Array is not initialized 
until index [4]. In this case the predicate 
IsRepresentedBy(arrID, 4, _) cannot be 
satisfied. 
3 int[] arr = new int [] 
{1,2,3,4,5,6}; 
int t = 0; 
for (int i=0; i<=5; i++) 
   t = t + arr[i]; 
 
Console.WriteLine(t); 
 
Incorrect code. The array should be 
initialized with five numbers only. In this 
case predicate ¬IsRepresentedBy(arrID, 
5, _) cannot be satisfied. 
4 int[] arr = {1,2,3,4,5}; 
int t = 0; 
 
for (int i=1; i<=5; i++) 
  t = t + arr[i]; 
 
Console.WriteLine(t); 
 
Incorrect code. The counter variable of 
the “for” statement is not started with 0. 
In this case the predicate 
HasForStartValue(forID, 0) cannot be 
satisfied.  
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Ver. Student Code Information 
5 int[] arr = {1,2,3,4,5}; 
int t = 0, i = 0; 
 
for (i=0; i<5; i++); 
 
t = t + arr[i]; 
 
Console.WriteLine(t); 
 
Incorrect code. The accumulation is not 
performed in the “for” loop. In this case 
the predicate 
“HasVarValueAt(varTotalID, forID)” 
cannot be satisfied. 
6 int[] arr = {1,2,3,4,5}; 
int t = 0; 
 
for (int i=0; i<5; i++) 
   t = t + arr[0]; 
 
Console.WriteLine(t); 
 
Incorrect code. The index that used to 
access the array element is not the counter 
variable of the “for” loop. In this case the 
predicate “IsRepresentedBy(arrID, 
ctrName, varID)” cannot be satisfied. 
7 int[] arr = {1,2,3,4,5}; 
int t = 0; 
 
Console.WriteLine(t); 
 
for (int i=0; i<5; i++) 
   t = t + arr[0]; 
 
Incorrect code. The displayed value is not 
the accumulation value. In this case the 
predicate 
“IsOutputWithValue(varTotalID, 
val_Total)” cannot be satisfied.  
4.4.5 Checking for Unnecessary Code 
Although the student code might satisfy the desired goal, it is possible that it contains 
some unnecessary code. For example, the student may use some unnecessary 
variables, loops, or output statements. Providing information to the student about 
these things can help him/her to streamline the code and to have more efficient code. 
The process to check for unnecessary code in the student program uses 
predicates that represent the condition that a certain variable, loop, or an output 
statement is not necessary. These predicates are: 
• IsNotNecessary(ID) 
• NoNeedToOutput(ID) 
These predicates are created in three situations, that is when: 
• a variable is created, 
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• a “for” statement is used, 
• an output statement is used.  
Through the creation of these two predicates we initially take the stance that 
each variable declaration, “for” statement, and output statement created or used by 
the student is not necessary. We change our view about this when the constraints or 
goal show that the variable, “for”, or output statement is required in the program. In 
this case, we just remove the predicates for the corresponding ID. 
For example, let’s say the student is asked to calculate and display the total of 
five numbers that are inputted by the user, such as described in the second example 
of section 4.4.3. The student code to solve this problem is as follow: 
// v=input value, t=total 
int v=0, t=0; 
int s=1; 
for (int i=s; i<=5; i++) 
{ 
   v=int.Parse(Console.ReadLine(); 
} 
for (int i=1; i<=5; i++) 
{ 
   v=int.Parse(Console.ReadLine(); 
   t = t + v; 
} 
Console.WriteLine(v); 
Console.WriteLine(t); 
  
When this code is parsed, among other predicates the following predicates are 
created: 
IsNotNecessary (VarID_v) 
IsNotNecessary (VarID_t) 
IsNotNecessary (VarID_s) 
IsNotNecessary (ForID_loop1) 
IsNotNecessary (VarID_i1) 
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IsNotNecessary (ForID_loop2) 
IsNotNecessary (VarID_i2) 
NoNeedToOutput (VarID_v) 
NoNeedToOutput (VarID_t) 
The complete set of constraints and goal for the task above is: 
// there should be variables existing in the student code 
// and they should be named v and t 
Exist (varID_v, “v”) 
Exist (varID_t, “t”) 
 
// there should be a “for” statement with 5 repetitions  
ForExist(forID) 
HasForNumberOfIterations(forID, 5) 
 
// and its counter variable should be named: i 
Exist (varID_i, “i”) 
HasForVariable (forID, varID_i) 
 
// total is initially 0 and is NOT assigned in “for” 
HasInitialVarValue(varID_t, 0) 
¬HasInitialVarValueAt(varID_t, forID) 
 
// varInputID should get its value from the input  
// statement and it should be done inside “for” 
IsInput(varID_v) 
HasVarValueAt(varID_v, forID) 
 
// the new value of variable total should be equal to 
// the initial value in total + value in input var 
HasInitialValue(varID_t, initVal_total) 
HasVarValue(varID_v, val_Input) 
HasVarValue(varID_t, valTotal) 
IsEqual(valTotal, initVal_total + val_Input) 
 
// the assignment to var total should be done inside “for” 
HasVarValueAt(varID_t, forID)  
 
// variable total should be displayed on screen 
// with value: initial value in total + value in input var 
IsOutputWithValue(varID_t, val_Total) 
 
// and it should NOT be displayed inside “for” 
¬IsOutputAt(varID_t, forID) 
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The predicate “Exist(varID, varName)” is used to check for the existence of a 
variable with ID “varID” and name “varName”. When this subgoal is satisfied, the 
predicate “IsNotNecesary” for that variable is removed. This means that this variable 
is necessary or required in the program. The same process is performed to check the 
existence of the “for” and the output statements. The predicates “ForExists” is used 
for the “for” statement and the predicate “IsOutputWithValue” is used for an output 
statement. When the statements exist, the corresponding predicates 
“IsNotNecessary” and “NoNeedToOutput” are removed. Therefore, after the 
predicates in shading above are processed, only the following “IsNotNecessary" and 
“NoNeedToOutput” predicates are left: 
IsNotNecessary (VarID_s) 
IsNotNecessary (ForID_loop1) 
IsNotNecessary (VarID_i1) 
NoNeedToOutput (VarID_v) 
 
These leftover predicates show the variables, “for” statements, and output 
statements that are unnecessary and can be removed to streamline the code. 
4.5 Continuing to Work at a Later Time 
The student’s learning pace will differ from one student to another (and from time-
to-time for a given student). One student may be able to finish all the tasks in 
CSTutor in one go but another student may need several days to finish the tasks. For 
the latter case, CSTutor is required to remember the student knowledge model when 
they exit the Visual Studio and reload this information when they login again to 
CSTutor.  
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A Bayesian Network model that represents the student knowledge is stored in a 
file that is created using an existing software package named GeNIe (described in 
more detail later, in section 5.4). This file contains the variables used in the model, 
the relationships between variables, and the probability values. When the student 
logs in, this model is read into memory from the file.  
Unfortunately, the items of evidence (about student knowledge) that are 
gathered by CSTutors cannot be stored in this file, because its format is specified by 
GeNIe. Therefore a relational database (see Figure 4.5) is used to store this 
information. When the student logs in, the structure and the initial probabilities 
values are read from the GeNIe file and the existing items of evidence are read from 
the database file (stored in the entity Student_Node). The student model can be 
rebuilt thoroughly by recalculating the probability values of all variables using the 
formulae defined in section 4.2.  
Having only the student model is not enough to bring CSTutor back to the 
same state as when the student left CSTutor previously. CSTutors also needs 
information that shows the student’s current level and the tasks that have been 
completed by them. The student’s current level is stored in the Student entity and the 
information about the tasks that have been completed is stored in the Student_Task 
entity. By combining the information from these two entities and the information 
about the student’s current knowledge model, CSTutor can return back to the same 
state as when the student left CSTutor. For those who are interested, more detailed 
information about the purpose of each entity in the relational database of Figure 4.5 
is given in Appendix C: Relational Database in CSTutor. 
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4.6 Integrating CSTutor into Visual Studio 
There are several options that could be chosen regarding the architectural issue of 
how an ITS relates to the development environment used by students when writing 
their code. The first option is to build the ITS separately from the existing 
development environment. In this case, the student writes the code in the existing 
development environment and feeds the code to the ITS to get feedback and help. 
Proust (Johnson & Soloway, 1985) is one example of an ITS that uses this approach.  
The drawback of this approach is that the students must send their code to the 
ITS, every time they want feedback. After getting the feedback, the students must 
correct their code in the development environment and resend their code again to the 
ITS. This inconvenience may discourage the students from using the ITS. 
The second option to build the ITS so that it provides the development 
environment inside the ITS application itself. Then the students can write the code 
inside the ITS application directly and do not need to get their work from the 
development environment to get feedback.  
This approach is better than the first one because the students are free from the 
hassle of sending their code to the ITS application. Some ITSs that use this approach 
for example are JITS (Sykes, 2007), J-LATTE (Holland, et al., 2009), and PHP ITS 
(Weragama & Reye, 2013). The problem with this approach is that more time and 
effort must be spent to develop the development environment itself. This 
development environment should also be able to find syntax errors that exist in the 
students’ code. In addition, the features provided in this new development 
environment may not be as rich as the ones provided in the existing development 
environment. 
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The third option that can be taken in developing the ITS is to integrate the ITS 
into the existing development environment. By using this approach, the student can 
use all the features provided by the existing development environment and the ITS 
can get syntax error information from the development environment. Then the ITS 
does not need to redo the work done by the compiler in the development 
environment.  
Another advantage of the third approach (which is also true of the second 
approach) is that the ITS can observe the students’ work more easily. In this third 
approach, the ITS can capture the students’ code directly from the existing 
development environment editor, see the students’ actions as they try to solve the 
task, and if necessary modify the students’ code. The problem with this third 
approach is that it is only feasible if the development environment provides a 
mechanism for another piece of software to be integrated into it.  
Fortunately, VS – the development environment that is used by the targeted 
student – provides mechanisms to allow new software to be integrated into it. This is 
called extending VS. For completeness, I briefly describe the three possible ways that 
can be used to extend VS, that is: 
• Macros 
Macros are the easiest way to extend VS. Using macros we can record and 
playback frequently-used sequences of actions. Macros are intended to be 
used as a tool to automate some tasks in VS instead of as a tool to create a 
new functionality in VS. Therefore it is not sensible to try to use Macros to 
implement an ITS. 
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• Add-ins 
Creating an Add-in is another (historically older) way that can be chosen 
to extend VS. The code in an Add-in can access the Visual Studio object 
model and add new user interface elements to the IDE, such as tool 
windows, menu, option pages, etc. However there are some extensibility 
options that are not available through the automation object model or 
through standard VS IDE Services (Novak, 2008).  
 
• Packages 
The more modern way to extend VS is through Packages, also known as 
VSPackages. Using a Package we can access all services, interfaces, and 
objects in the VS IDE. VSPackages are integrated to the Integrated 
Development Environment (IDE) and loaded as part of the IDE itself. 
Because of this deep integration, a VSPackage offers more power than an 
AddIn. Examples of extensions that can be done using VSPackages are: 
creating new menus, adding new commands, creating options pages, and 
integrating with the built-in tool windows such as the Error List and 
Properties windows. For these reasons, CSTutor was developed as a 
VSPackage. 
Figure 4.6 (adapted from Novak (2008)) shows a high level view of the 
architecture of the extensibility platform in VS. The core IDE functions located in 
the bottom part of the Figure 4.6 can be controlled by Automation API and the 
Package API (Application Programming Interface). The Automation API, which is 
used by Macros and Add-ins, provides COM objects to use the IDE core services. On 
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the other hand the Package API, which is used by VSPackages, publishes the IDE 
core services in the form of hundreds of COM interfaces. The functionality offered 
by the Package API is much richer than the one in the automation API.  
Both the Automation API and the Package API use COM objects. These 
objects can be used easily in the .Net world (through Add-ins or VSPackage) because 
of the .Net Interop Assemblies that exist in the VS SDK. On the top position of the 
Service access layer is the Managed Package Framework (MPF). MPF provides C# 
classes that can be used to provide the foundations of a VSPackage. 
 
 
Figure 4.6 Visual Studio Extensibility Architecture Components. 
The approach of integrating the ITS within the development environment has 
been previously used in PAT – an Add-in for MS Access (Risco & Reye, 2009). PAT 
is used to help students learn how to create forms and reports in MS Access. Because 
PAT is not used to help students learn to program, the approach of integrating 
CSTutor within a commonly-used, commercial programming development 
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environment (in this case VS) can be considered unique – something not found in 
any previous programming domain ITS. 
4.7 The User Interface 
This section describes the design of CSTutor’s user interface. This user interface is 
used as a communication module between user and the system (see section 3.3.). The 
later section 5.5 gives some examples of a student using CSTutor’s main window to 
help solve given tasks. 
The design of the user interface in CSTutor is aimed at encouraging students to 
use the application. Therefore this user interface should be simple (to avoid 
overwhelming the student with many new things), self-explanatory, and requiring not 
many steps to operate it. Although simple, the design must be able to deliver all the 
functionality designed into CSTutor.  
These functions are: 
1. Knowing who is the user that uses CSTutor 
2. Allowing the student to continue their work after login 
3. Providing the pre- and post-test 
4. Running the role play scenario  
5. Providing tasks to the student 
6. Differentiating between recommended and not recommended tasks 
7. Differentiating between completed and not completed tasks 
8. Allowing the student to select the task 
9. Providing feedback and help 
All of these functions can be accessed through the following windows that are 
discussed in the following sections, 4.7.1 to 4.7.3. 
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4.7.1 Login Window 
The login window is used to identify the user who uses CSTutor. Details of the 
user’s previous work are retrieved after the user logs in successfully. This login 
window also allows each new user to register into the system by selecting an ID and 
password.  
Figure 4.7 shows the design of this window. Because this window has two 
functions (to register and login), the text on some controls is adjusted to represent the 
active function. The information from the check box “I’m a new user, I want to 
register first” is used to determine the active function. A tick mark on this check box 
shows that the active function is to provide user registration. If the tick mark is 
absent from the check box then the active function is to allow an existing user to 
login to the system. The column “Retype Password” appears for the registration 
function and disappears for the other function.  
After a new student registers successfully, the next window that is displayed is 
the pre-test window. However if an existing user enters the system by logging-in, the 
next window that is displayed is the CSTutor’s main window.  
 
Figure 4.7 Register or Login Window 
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4.7.2 Pre-test and Post-test Window 
The pre- and post-test windows are used to show the pre- and post-test questions. 
Because the pre- and post-test questions are the same – except for the ordering of the 
questions, then these tests are shown using the same window.  
The pre- and post-test questions are not static. The tests are stored in a 
relational database and so can be added or removed by a teacher, by modifying that 
database. However, adding or removing a test will affect the Bayesian Network 
student model. Therefore, the teacher must also modify the Bayesian Network 
model. This can be done through GeNIe, a graphical development environment that 
is used to create or modify a Bayesian Network model (for details, see later section 
5.4) 
The questions and answers are added programmatically to this window, based 
on the data stored in the database. A rich text box is used to present the questions and 
a collection of radio buttons for the answers. Figure 4.8 shows the pre- and post-test 
window after being filled with some questions and answers. 
Only one pre-test and one post-test can be performed by the student. The pre-
test window is shown automatically whenever a new student completes registration. 
On the other hand, the post-test window is displayed after the student completes all 
the tasks in CSTutor, or when the student presses the “Do the post test” button in the 
CSTutor main window (see Figure 4.9). 
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Figure 4.8 Window for Pre- and Post-Test after Being Filled with Questions 
 
4.7.3 CSTutor’s Main Window 
CSTutor’s main window is used to deliver all the remaining functionality that is not 
handled by the Login Window or Pre-test Window. When the main window is 
displayed, all information related to the student’s work is retrieved and CSTutor will 
start at the point where the student left CSTutor last time. The information itself is 
saved automatically based on events that occur in CSTutor, that is when the student 
asks for help, when the student fixes their program, and when the student completes 
a task. 
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Figure 4.9 shows the design of this window. In the middle of this window is a 
rich text box that is used to present information to the student. The information that 
is displayed in this rich text box is: 
• Messages from the (role playing) software development company. 
• The description of each task given to the student. 
• Feedback and help.. 
 
Figure 4.9 CSTutor’s Main Window 
At the top of the window is a combo box that is used to display the title of the 
current task or to select another task. The titles of the available tasks are postfixed 
with the word “Recommended” for the tasks that are currently recommended to be 
performed by the student, and “Completed” for the tasks that have already been 
completed. No postfix is given for the tasks that are not recommended to be done at 
the current time. A list that shows all the tasks (recommended, completed, and not 
CHAPTER 5: IMPLEMENTATION 111 
recommended), at the current level, can be seen by the student by expanding the 
combo box.  
A recommended task is displayed automatically in the combo box when the 
student first starts using the system and after he/she completes each task (see Figure 
4.10). However, the student can change this selected task to another task if they 
prefer. Figure 4.11 shows a case where there are three recommended tasks for the 
student. And, in that same Figure, instead of doing the auto-selected recommended 
task, the student chooses to do another recommended task .  
 
Figure 4.10 The recommended task for student 
 
Figure 4.11 Task selection 
At the bottom of the window are buttons that provide these functions: 
• Is My Code Correct? 
This button is used to allow minimal feedback to the student – the student 
will get a “yes/no” answer. The purpose of providing minimal feedback is 
to encourage the student to try to fix the program by themself.  
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• Give Me Help 
This second button provides a more elaborate feedback than just yes/no 
feedback. The feedback and help is displayed on several levels, starting 
from the general to more detailed feedback and help. The student can click 
this button several times to get more detailed level of help and feedback. 
The source code to do the current step of the task is given at the most 
detailed level of help. 
• Re-Display Task 
This button is provided to re-display the current task description. The task 
description is actually never erased from the rich text box. However after 
having some help and feedback has been displayed inside the same 
control, this task description can scroll off the visible screen. Pressing this 
button displays the task description again without the need to search for it 
in the rich text box. 
• Rewrite Program 
This button was added after the prototype version of CSTutor was 
evaluated. In the observation, one particular student was gaming the 
system by always clicking the “Give Me Help” button until he reached the 
final help that shows the actual code needed. The student then just copied 
the code and continued asking help to get the next code. This behaviour 
certainly cannot help the student learns to program. 
To discourage students from doing such things, the current version of 
CSTutor has this button. When the student completes a task by getting too 
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much help with actual code, CSTutor asks the student to rewrite the 
solution again. If the student agrees, he presses the button “Rewrite 
program” to allow CSTutor to delete his current code and replace it with a 
skeleton of code that is needed for the current task. Although this control 
will not completely prevent the student from gaming the system, it is 
aimed at discouraging the student from just copying-and-pasting the code 
from CSTutor. 
• Accept my Answer 
This button is another addition after the first evaluation of CSTutor. In the 
first release of CSTutor, the student must write their code correctly before 
the task is considered complete. Unfortunately, there are cases where the 
student thinks that his program solves the task correctly but CSTutor 
thinks differently.  
In the first release, when this thing happened the student cannot continue 
to the next level of tasks because all the recommended tasks have not been 
completed. In order to solve this problem, CSTutor now provides the 
“Accept my Answer” button. When the student presses this button, 
CSTutor will not check the correctness of the student code but just accepts 
it and stores it in the database. The student code is considered as correct 
and the task is complete. This difference between the student and CSTutor 
about the code is analysed further in the evaluation step, with a view to 
seeing whether there is a problem with CSTutor or whether the student 
fails to understand why they are wrong. 
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4.8 Improving and Extending Tasks in CSTutor  
The tasks defined in CSTutor are designed to be able to be improved and extended 
easily without having to modify or change CSTutor’s program code. To facilitate 
this, a relational database (see earlier Figure 4.5) is used in many parts of CSTutor. 
This enables the following kinds of improvements and extensions that can be made 
in the current version of CSTutor: 
• Adding more tasks 
Currently there are 16 tasks that exist in CSTutor’s database. Before we 
can add a new task in CSTutor, we need to know how tasks are stored. In 
CSTutor’s database, the information about the task such as the task title, 
description, and level are stored in the Task entity. This entity is related to 
a SubTask entity that is used to store the constraints and goal for the task, 
in English.  
The constraints and goal are then represented in First Order Logic format 
and stored in the entity SubTaskInFOL. One constraint or goal can be 
composed of several predicates in First Order Logic format. 
The constraints and goal in the SubTask entity are also linked with the 
help that are stored in the Tutorial entity. One constraint or goal can be 
linked to several help rows. The teacher writes the actual C# code that is 
required to satisfy the constraint or goal in the last help. The process of 
how these help rows are displayed to students is described earlier, in 
section 4.4. 
For example, let’s say that we ask the student to find the average of five 
numbers and display the average number on the screen. Assume that the 
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student code currently contains all the required code except for displaying 
the value in the variable “average”. In this case the constraint or goal for 
that matter can be linked to several rows of help, such as the following 
(from more general to more detailed): 
o I don’t see that the content of variable ‘average’ is being displayed on 
screen. Do you have code to perform that process? 
o I still don’t see the content of variable ‘average’ being displayed on 
screen. You can use “Console.WriteLine” command to display the 
value of a variable on the screen.  
o You have not use “Console.WriteLine” command to display the value 
of variable ‘average’. The following format shows how to use the 
‘Console.WriteLine’ command: Console.WriteLine (“message to be 
displayed for the variable :” + variable); 
o The following code can be used to display the value of variable 
‘average’ to the screen. You can type this statement near the end of 
your program. Console.WriteLine(“The average of 5 values is: ” + 
average);  
• Improving the checking of the correctness of tasks 
Expressing constraints or a goal in First Order Logic may not be easy, the 
first time. There is always the possibility that the entered constraints or 
goal cannot detect if the student code is already correct, or on the other 
hand the constraints and goal detect the student code is correct even 
though it is not. However, because these constraints and goal are stored in 
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a database, it is easier for the teacher to modify the existing constraints or 
goal to fix the problem.  
• Improving the help and feedback 
The same situation can occur for the help and feedback. By having the 
help and feedback stored in the database, the teacher can modify the 
existing help and feedback to make it better. If necessary, the teacher can 
also add additional levels of help and feedback. 
4.9 Representing Mathematical Expressions in Predicate Logic 
The representation of a mathematical expression in Predicate Logic format may not 
be as clear as its original representation. This is due to the fact that all predicates in 
predicate logic must be created with a certain number of arguments only. However, it 
is very common for a mathematical expression to have a variable number of 
operands (or “arguments”). Predicates with the same name but with a different 
number of arguments are actually not the same predicates. 
Because of this condition, one possible approach to represent a general 
mathematical expression as predicates is to break down the expression into a 
combination of binary expressions. In this case we only need three arguments for the 
predicates. Two arguments are used to represent the operands and the third argument 
is used to represent the result of the operation. The operation that is performed to the 
argument such as addition, subtraction, multiplication, and division are represented 
by the predicate name. The following list shows four predicates that can be used to 
perform an addition, subtraction, multiplication, and division: 
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• Add (operand1, operand2, result) 
• Subtract (operand1, operand2, result) 
• Multiply (operand1, operand2, result) 
• Divide (operand1, operand2, result) 
To represent a mathematical expression in these predicates, we have to break 
down the expression into a combination of several binary expressions. For example 
to represent the mathematical expression: a + b * c / d, we have to break it down into: 
r1 = b * c 
r2 = r1 / d 
r3 = a + r2  
And the predicates that can be used to represent these binary expressions are: 
Multiply (b, c, r1) 
Divide (r1, d, r2) 
Add (a, r2, r3) 
The result of the expression: a + b * c / d, is equal to the Predicate Logic 
variable: r3. 
4.10 Summary 
This chapter described in detail the system to be build. It started with the general 
requirements of the system and proceeded into more detailed design aspects. It also 
discussed how the knowledge base is represented and created to analyse the code 
from the student. The chapter also discussed how the system can be integrated into 
Visual Studio as well as how the pre-test, post-test, and questionnaire can be 
embedded into CSTutor. The next chapter discuss how all of these design aspects can 
be implemented into a real system. 
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5 IMPLEMENTATION 
This chapter describes how CSTutor is implemented. The chapter starts with the 
integration of CSTutor into Visual Studio (VS). Details are included to show how 
CSTutor can interact with VS. The next three sections after that, section 5.2 – section 
5.4, describe the main processes that exist in CSTutor, that is getting and parsing the 
student code from VS, inferencing with the knowledge base, and calculating and 
updating the student model. Section 5.5 shows how CSTutor works from the user’s 
point of view and the last section describes the integration of the ITS processes 
within CSTutor. 
5.1 CSTutor as a VSPackage  
As discussed in section 4.6, CSTutor is integrated into VS through a VSPackage. By 
using this approach, CSTutor is able to access all the components that exist inside 
Microsoft’s VS Development Environment. 
The VSPackage project is created from Microsoft’s VS Package Template. 
This project includes a file that contains a class that is derived from a Managed 
Package Framework (MPF) class (see again section 4.6). Inside this class, all the 
required attributes specify how the VSPackage should work in VS. This class also 
contains initialization code and a callback method. The callback method is called 
when a menu item that represents this package is selected. 
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 By default the menu item that is used to call the package is located under the 
Tools menu of the VS menu bar. To make the menu item that starts CSTutor stand 
out and be easily found, the default location of this menu item was changed to the VS 
menu bar – see Figure 5.1. This modification is performed through a .vsct file that is 
part of the VSPackage project. 
 
Figure 5.1 Group menu and menu item to start CSTutor 
As mentioned above, when this menu item is selected, the callback method in 
the VSPackage framework is called. In CSTutor, this menu item is used to open the 
login window (see section 4.7.1). If the user can login successfully, the CSTutor 
main window (or a pre-test window if the user logs in for the first time) is displayed 
on top of the VS Development Environment (see section 4.7.3). 
While the CSTutor main window is displayed, CSTutor can interact with the 
VS Development Environment, as well as with the user. The main interactions that 
are performed by CSTutor and the VS Development Environment are described in 
the following subsections. 
5.1.1 Getting Syntax Error Information from VS 
One feature that exists in VS is error markers. In this feature, VS gives a red wavy 
underline for a syntax error and a green wavy underline for a warning. More 
information about these errors and warnings is displayed in the Error List Window. 
As a Package, CSTutor can access all windows that exist in VS. This includes 
the Error List Window. From this, CSTutor can see if the student code has any 
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syntax errors or not. The Error List Window can be opened programmatically by 
using the ExecuteCommand method in Microsoft’s DTE2 interface. This method is 
used to execute any command in VS that is usually activated by selecting a 
corresponding menu item in VS. Therefore using this ExecuteCommand, we can run 
many commands in VS such as saving a file, opening an open file dialog, opening a 
certain VS window, compiling the code, running the project, etc.  
The error list inside the Error List Window itself is obtained by using the 
property ErrorList that can be accessed from the property ToolWindows of the 
DTE2 object (dte2Object.ToolWindows.ErrorList). The output of this 
property is a reference to an object with an ErrorList type. This object contains a 
list of errors that exist in the Error List Window. Information that can be extracted 
from this ErrorList object includes: 
• The level of the error. 
• The description of the error. 
• The row number of the error. 
• The column number of the error. 
• The project name that contains the error. 
• The file that contains the error. 
A syntax error is categorized as a high level error, and a warning is categorized 
as a medium or low level error. In CSTutor, the information about the error level is 
used to check if the student code contains a syntax error (i.e. high level error) or not. 
The code fragment in Figure 5.2 shows how CSTutor uses the information from the 
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error list to check for the existence of a syntax error in the student code. The value in 
the boolean variable syntaxError will be set to true if there is a syntax error in 
the student code.  
DTE2 vsIDE= Package.GetGlobalService(typeof(DTE)) as DTE2; 
bool syntaxError = false; 
 
// Select the menu item: "View | ErrorList” 
vsIDE.ExecuteCommand("View.ErrorList", ""); 
 
// Get the error list from the ErrorListWindow 
ErrorList syntaxErrors = vsIDE.ToolWindows.ErrorList; 
 
// Check, if there is a syntax error in the error list. 
int numberOfError = syntaxErrors.ErrorItems.Count; 
for (int i = 1; i <= numberOfError; i++) 
{                    
 // If there is a syntax error, set syntaxError var to become true 
 if (syntaxErrors.ErrorItems.Item(i).ErrorLevel ==  
   vsBuildErrorLevel.vsBuildErrorLevelHigh) 
 { 
  syntaxError = true; 
  break; 
 } 
} 
Figure 5.2 Code Fragment to Check for the Existence of a Syntax Error 
5.1.2 Checking for the Existence of a Project and an Open Document 
Because CSTutor is integrated into VS, the student can potentially try to use CSTutor 
at any time when VS is open, for example immediately after starting VS. Therefore it 
is necessary to check if the student’s code is available, when he asks for help from 
CSTutor. Two things that are required for this in VS is the existence of a VS project 
and an open document in the Editor Window. 
The process to check if a project is already exists in VS is performed through 
the property ActiveSolutionProjects of the DTE2 object. This property returns 
an array of projects that exist in the current solution. The number of projects in this 
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array is used to check whether a project is already open or not. While it is possible 
that the array contains several projects, the object in the first position is the active 
project. 
The other thing that is required before the ITS can check the correctness of the 
student code is the existence of an open document in the Editor Window. The 
property ActiveDocument from the DTE2 object is used to do the checking. This 
property returns a reference to the open document in the Editor Window if there is a 
document open in the Editor Window or null otherwise. The code fragment in Figure 
5.3 shows how to check the existence of the project and an open document in VS. 
This code will return a reference to the active project and active document when both 
of them exist in VS. 
Project activeProject = null; 
Document activeDocument = null; 
 
DTE2 vsIDE= Package.GetGlobalService(typeof(DTE)) as DTE2; 
 
// ActiveSolutionProjects Returns a System.Object[] 
Object[] allProjects = (Object[])vsIDE.ActiveSolutionProjects; 
 
if (allProjects.Length == 0) 
{ 
 // No project open/created. Display help and feedback 
} 
else 
{  
 // Check if there is a document open in the Editor Window 
 if (vsIDE.ActiveDocument == null) 
  // No document open. Display help and feedback 
 else 
 { 
  activeProject = (Project)allProjects[0]; 
  activeDocument = vsIDe.ActiveDocument; 
 } 
} 
Figure 5.3 Checking the Active Project and Document 
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5.1.3 Checking the Main Components of a Program 
 
All student programs in C# must be created in a certain namespace and class. For a 
console application, a method named Main must exist in the program as it is used as 
the starting point of the application. In addition, one or more using directives are 
usually put at the beginning of the program to specify the namespaces of code 
libraries used in the program.  
After we can ensure that there is project and an open document in VS, we can 
continue to check the existence of those main components in the open document. The 
existences of the main components that will be checked in this case are: 
• The using directive for the System namespace (because we only use the 
System namespace for all the covered topics in CSTutor). 
• The namespace of the program. 
• The class of the program. 
• The Main method. 
If the student code does not have any of these components then we do not need 
to parse the rest of the student code because the code is certainly incorrect and cannot 
be executed. Help and feedback related to the problem is shown to the student on 
request. 
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The process to check these main components is performed by parsing the 
student code from the active document. Keywords that represent the existence of the 
above components are searched using Roslyn (Microsoft, 2013) to see if the 
keywords exist in the parsed code. The details of parsing and searching the student 
code using Roslyn are given later, in section 5.2. 
5.1.4 Checking for Student Actions in VS 
For evaluation purposes (Chapter 6), it is useful to measure the amount of time that is 
spent by the student when writing their programs with CSTutor. This length of time 
is measured by finding the difference between the student’s starting and ending time 
in CSTutor. The time when the student logs into CSTutor is recorded as the starting 
time, and the time when the student exits VS is recorded as the ending time. 
Recording the starting time is easy because the process is initiated from the CSTutor 
application. However recording the ending time is not as easy, because the student 
can exit from VS without explicitly involving CSTutor. Fortunately, VS provides an 
event that occurs when it is about to exit. 
To record the ending time, we firstly need to know the name of the event that is 
triggered when VS is closed. We then create a callback method and register the event 
to this method. Then when the event occurs, the callback method will be called and 
run the process that we want.  
Unfortunately, recording only the starting and the ending time is not enough to 
conclude that the student really writes programs during that period of time. There is a 
possibility that the student starts CSTutor, does nothing (or very little) in VS for a 
very long time, and then exits VS. The amount of time spent by the student writing 
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programs in this case cannot be found by simply finding the difference between the 
starting and ending times.  
In order to tackle this problem, we capture the student code periodically. (In 
the current version of CSTutor, the time interval used is four minutes.) If the student 
code before and after this time interval is the same then it is assumed that the student 
does nothing in VS during the time interval.However, if the student code before and 
after the time interval is different, then the student has done something in VS. In 
principle, to differentiate between these two conditions (the student does or does not 
do something in VS), the student code is captured and stored in the database at the 
end of every time interval. In practice, to reduce the database size, the code is stored 
only when it has changed from the preceding time interval.  
5.2 Getting and Parsing the Student Code 
The process of parsing the student code is performed using the Microsoft Roslyn 
technology. Microsoft Roslyn is a set of APIs that expose the Microsoft C# and 
Visual Basic compilers (Microsoft, 2013). Using Roslyn we can invoke all the 
processes that are performed by the C# compiler, inside our application. 
Roslyn was firstly released in October 2011 as a Community Technology 
Preview (CTP). Before Roslyn was introduced, CSTutor used ANTLR (ANother 
Tool for Language Recognition) to parse the student code. ANTLR (Parr, 2012) 
takes a grammar as an input and generates recognizers for the language defined in 
the grammar. These recognizers are then used in the program application to check if 
the syntax in the input streams conform the defined grammar. Defining grammar in 
ANTLR is cumbersome and multiple steps are required to use the recognizers in the 
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program application. On the other hand, Roslyn offers a simpler, straightforward way 
to parse code.  
CSTutor uses Roslyn to create a syntax tree of the student code. This syntax 
tree contains all the information in the student code, including comments and spaces. 
The four primary building blocks of each syntax tree are (Microsoft, 2013): 
• The syntax tree class: an instance that represents the entire parse tree. 
• The syntax node class: instances that represent the syntactic constructs 
such as declarations, statements, and expressions. 
• The syntax token structure: represents an individual keyword, identifier, 
operator, or punctuation. 
• The syntax trivia structure: represents insignificant bits of information 
such as whitespaces, pre-processor directives, and comments. 
In CSTutor, the information (declaration, statement, expression, identifier, etc.) 
of the covered topics (see section 4.2) are obtained from the syntax tree and 
converted to facts or action activations. Any non-trivial information (in the syntax 
tree) that is not in the covered topic is reported to the student as unsupported 
elements. The items that are currently supported by CSTutor are: 
• Declaration statements with any variable type. 
• Identifiers. 
• Expressions that use mathematical operators (not a function). 
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• Input and output related statements such as: Console.ReadLine, 
Console.WriteLine, int.Parse, double.Parse, etc. 
• C# keywords and related kinds of statements: “if”, “else”, “switch”, 
“for”. 
• Mathematical operators: +, -, *, /, ++, --. 
• Assignment operators: =, +=, -=, *=, /=. 
• Logical operators: >, <, >=, <=, ==, !=, &&, ||, !. 
• The indexing operator: []. 
• Methods for creating and accessing arrays: new, Count. 
CSTutor only parses code that is written inside the Main method. This is 
aligned with the scope of this research – it does not cover creating and using user-
defined methods. Therefore all code should be written in the C# main method. 
(Feedback will be displayed if there is another method in the student code.) 
There are five high level components that are used to classify the information 
in the student code. These high level components are: 
• Declaration statements, such as: int a; or int a =10;. 
• Expression statements, such as: a = 10; a = 10 + b; or 
WriteLine(). 
• If – else statements. 
• Switch statements. 
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• For statements. 
The process to parse the whole code is recursive because each element can 
contain or compose from another element. For example, a “for” statement may be 
composed of four elements, the “for” keyword, a declaration or expression in the 
initializer part, and two other expressions in the condition and iterator parts. The 
expressions in the condition or iterator parts themselves may be composed from 
smaller expressions. Figure 5.4 shows how a “for” statement “for (int i=0; 
i<10; i+= a+5)is parsed.  
There are four main elements in this “for” statement, numbered 1, 2, 3, and 4. 
Some of these elements are broken down into more detailed elements. For example, 
the expression in element number four is broken down into three elements, that is the 
identifier, the operator, and the expression. This last element shows an example of 
the recursive definition of the statement. Many recursive items are encountered when 
parsing a program. 
	
 [for (int i=0; i<10; i+= a+5)] 
1. 	
  [for] 
2. 
  [int i=0] 
2.1. 
   [int] 
2.2. 
   [i] 
2.3.    [= 0] 
2.3.1.     [=] 
2.3.2.     [0] 
3.   [i<10] 
3.1. 
   [i] 
3.2.    [<] 
3.3.    [0] 
4.    [i+= a+5] 
4.1. 
   [i] 
4.2.    [+=] 
4.3.    [a+5] 
4.3.1. 
    [a] 
 ! "      [+]
4.3.3.     [5] 
Figure 5.4 Parsing a For Statement
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5.3 Inferencing with the Prolog Knowledge Base File 
The inference engine that is used in CSTutor – to derive conclusions from the facts 
and rules in the knowledge base – is that of SWI-Prolog. This software component 
was chosen due to its functionality, its usability from a VSPackage application, and 
the existence of good support for it. SWI-Prolog also provides a standalone 
application with a graphical debugger that is very useful to check the correctness of 
the rules and actions developed for the knowledge base, before they are integrated 
into CSTutor. 
In order to perform the inferencing process, SWI-Prolog requires all related 
information to be loaded into memory. For deciding whether the goal and constraints 
of a given task is achievable by the student code, the information required by SWI-
Prolog is the set of rules, actions, the constraints and the goal, and information about 
the student solution for the task. In CSTutor, all of this information is put into a file 
before it is read into memory by SWI-Prolog. We call the file that stores this 
information the “Prolog knowledge base file”. 
Before any method in the SWI-Prolog is used, the SWI-Prolog engine must be 
initialized first. The initialization is done by calling the Initialize method from 
the SWI-Prolog class PlEngine. This method is called with several string 
arguments such as the option to hide the SWI-Prolog starting message ( “-q” string), 
the option to initialize the engine with a certain knowledge base file ( “-f” string), 
and the parameter that represents the knowledge base filename for the “-f” option . 
All of these arguments are written in an array of string that is used as the argument of 
the Initialize method. The following code shows how to initialize the SWI-
Prolog engine in a C# project: 
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String[] param = { "-q", "-f", KB_FileLocation }; 
PlEngine.Initialize(param); 

The SWI-Prolog engine is initialized once, when CSTutor is initialized. When 
CSTutor needs to change and reload the Prolog knowledge base file, this is done by 
calling the SWI-Prolog consult command (which takes a file name as its 
parameter). 
The Prolog knowledge base file needs to be reloaded whenever the student asks 
for help. This is required to guarantee that the information in memory always 
represents the current student code. 
In order to know if a goal is satisfied or not, CSTutor uses the SWI-Prolog 
method PlCall, with the goal name as its argument. This method will return true 
if the goal is satisfied and false otherwise. (PlCall is a method of the PlQuery 
class.) 
If we want to retrieve values that make a certain predicate true (rather than just 
a true or false answer) then we have to create an object from the PlQuery class first. 
We can put the predicate as the argument of the PlQuery constructor. The solutions 
that are returned for the predicate are obtained through the PlQuery object. We can 
enumerate all the solutions for that predicate from the property Solutions of the 
PlQuery object.  
The code fragment in Figure 5.5 shows how the IDs of the unnecessary 
variables are found from the student code (see again section 4.4.5). The unnecessary 
variable in the student code is represented by the predicate IsNotNecessary(ID). 
We find the IDs in all occurrences of this predicate by using a (Prolog) variable as 
the argument of this predicate. When we create a PlQuery object with this predicate 
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as the argument of its constructor, the resulting PlQuery object will contain the IDs 
from all occurrences of this IsNotNecessary predicate. We can then enumerate all 
the resulted IDs from the PlQuery object. 
Note should be taken when reading the code fragment in Figure 5.5. SWI-
Prolog follows the normal Prolog convention of using variable names that start with 
an uppercase letter – the reverse convention to that used in Predicate Logic. 
Therefore the predicate and the instance name in SWI-Prolog starts with a lowercase 
letter, and the variable name starts with an uppercase one. 
 List<string> listOfID = new List<string>(); 
 using (PlQuery q = new PlQuery("isNotNecessary(ID)")) 
 { 
  // if there is any predicate “isNotNecessary” 
  if (q.SolutionVariables.Count() > 0) 
  { 
   // yes, there is predicate “isNotNecessary”. 
   // Then enumerate all IDs (solutions) from the plQuery object 
   foreach (PlTermV s in q.Solutions) 
    // index 0 represent the first argument in the predicate 
    listOfID.Add(s[0].ToString()); 
  } 
 } 
Figure 5.5 Enumerating all Solutions of a Predicate
5.4 Finding and Updating the Student Current Knowledge 
As described in section 4.2, the initial student model is calculated by using Bayes 
theorem after the student completes the pre-test. This model is then updated 
whenever the student completes a task in CSTutor.  
Software packages that support reasoning in Bayesian Networks were 
investigated. These packages were: Netica (Norsys, 2013), Hugin (Hugin Expert, 
2013), MSBNx (Microsoft Research, 2013b), Infer.Net (Microsoft Research, 2013a), 
and GeNIe & SMILE (University Of Pittsburgh, 2013). Although it is not 
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compulsory, it is better if the package used in CSTutor is not for commercial use 
only, so CSTutor can be used by a broader range of future users. In addition, the API 
must contain sufficient features and there should be enough tutorials or support to 
describe how to use the API.  
Based on those criteria, SMILE is finally chosen as the Bayesian Network API 
that is used in CSTutor. SMILE (Structural Modelling, Inference, and Learning 
Engine) is a C++ library that implements models such as Bayesian Network 
(University Of Pittsburgh, 2013). GeNIe (Graphical Network Interface) is an 
associated development environment for building such models. Although SMILE is 
written in C++, the University of Pittsburgh provides some wrappers for users who 
want to use SMILE in Java and the .Net framework. 
In CSTutor, the Bayesian Network model was created in GeNIe. This includes 
creating the nodes that represent the variables, setting the links between nodes, and 
entering the probability values for all nodes. This model is then saved in GeNIe 
format, to be read using the SMILE API in CSTutor. If necessary, a (future) teacher 
can modify or add any components in the Bayesian Network model, through GeNIe.   
When the student complete the pre-test, the correctness or the incorrectness of 
their answers is used as evidence to update the probabilities values in the nodes, as 
described in section 4.2. The SMILE API is used to do the calculations. 
Unfortunately the current probabilities values in the nodes that were updated by the 
SMILE API cannot be saved by SMILE. Because of this, instead of saving the 
current probabilities calculation, CSTutor saves (in the database) all the pieces of 
evidence that have occurred for the student, during their use of CSTutor. When the 
student logs in again, the model created in GeNIe is read along with the existing 
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pieces of evidence from the database. The SMILE API is used again to recalculate 
the probabilities in all nodes to show the latest state of the student knowledge. 
5.5 How to Use CSTutor 
The earlier section 4.7 describes the design of CSTutor’s user interface. This section 
gives some examples of a student using CSTutor’s main window to help solve given 
tasks. 
CSTutor is started by selecting the CSTutor menu item in Visual Studio’s 
menu bar (see earlier Figure 5.1). A login/register window (see earlier Figure 4.7) 
will be displayed to allow the student to register or login. When the student uses 
CSTutor for the first time, the student must register and answer the pre-test questions 
(see earlier Figure 4.8). The answers from the pre-test are used to determine the tasks 
that should be performed by the student. 
After the pre-test questions are answered, the main window of CSTutor is 
displayed (see earlier Figure 4.9). Then the role playing starts – the student is greeted 
by the Head of Development of a software development company (see example in 
Figure 5.6). The Head of Development introduces himself and welcomes the student 
to join the software development company. However before accepting the student in 
the company, the Head of Development wants to test the student skill in 
programming by ask him/her to write programs for some given tasks. Fortunately for 
the student, the Head of Development offers a tool named CSTutor that can help 
him/her when he/she has problem in writing the programs. 
After reading all the greeting and information from the Head of Development, 
the student can continue the process by pressing the button “Continue”. In this case, 
CSTutor as an intelligent tool will appear and introduce itself (the start of the 
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introduction message from CSTutor can be seen in Figure 5.7). CSTutor tells the 
student about how to get, and do, each task given by the Head of Development, how 
to submit their program(s) to the Head of Development, and how to get help from 
CSTutor.  
 
Figure 5.6 Greeting from the Head of Development 
 
Figure 5.7 Introduction from CSTutor 
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After the student presses the button “Let’s begin”, the Head of Development 
appears again in the CSTutor main window, telling the student about a certain task 
that must be done by the student. Figure 5.8 shows an example of such a task. In this 
case, the student is asked to write a program that can add two numbers and display 
the result. The details of the task are given, as well as the context as to why the 
student should do that task. 
 
Figure 5.8 The task from the Head of Development 
With the task information remaining on screen, the student can then write 
his/her program in Visual Studio. If the student lacks basic knowledge such as how 
to create a project in Visual Studio, or how to start writing a program, the student can 
press the button “Give Me Help”. CSTutor will check the state of the student 
program in Visual Studio and give help accordingly. The message in Figure 5.9 
shows the assistance from CSTutor about how to create a project, when the student 
presses the “Give Me Help” button without having created a project. 
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The student who is completely new to programming can learn how to create 
the program step-by-step. In this case, the student can press the button “Give Me 
Help”, every time he/she wants to know the next step to do. Another student who has 
some programming background can try to write his/her program first, and only ask 
CSTutor when he/she has a problem when writing the program.  
 
Figure 5.9 Information from CSTutor about how to create a project 
As a different example, assume that a student who is new to programming is 
asked to write code to convert a temperature from Celsius units to Fahrenheit. The 
details of the task (sent by the Head of Development) is shown in Figure 5.10. 
Because the student is still new to programming, the student does not really 
know what to do, except for just defining the two variables as follows: 
static void Main(string[] args) 
{ 
   double celsius = 0; 
   double fahrenheit = 0; 
 
} 
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Figure 5.10 Detail of the task from the Head of Development 
The student then presses the button “Give Me Help” to ask for help from 
CSTutor about the next step that he/she has to do. CSTutor will then check the 
student code and provide help for this next step. The first level of help is always 
displayed in a general form. In this case: 
You should write code to let the user input any number into the 
variable “celsius”. 
When the student still cannot do the task and asks for more help (rather than 
writing any more code), then a more specific message is displayed: 
Hi again, 
 
In the previous project, we were asked to make a website for a 
company where one of its content is about weather forecasting. In 
that company, all the data about the temperature are received in 
Celsius unit only. Because this website can be seen by the people 
in the countries that use Celsius, as well as Fahrenheit unit then 
we have to convert all the temperature in Celsius unit to 
Fahrenheit.  
 
Assume that you are part of a programmer team that was 
assigned to do this project. Your main job is to create a program 
that can convert the temperature data from Celsius to Fahrenheit. 
You can do this task in Visual Studio and do not need to make it 
as a web application. 
 
The following are the specifications: 
 1. The variable names to be used are: 
     * celsius : to store the temperature in Celsius unit. 
     * fahrenheit: to store the temperature in Fahrenheit unit 
 
2. Use C# type “double” for all variables. 
 
3. The temperature in Celsius unit must be inputted by the user. 
 
4. Display the temperature in Fahrenheit unit. 
 
Note: you can use the following formula to change the 
temperature in Celsius to Fahrenheit:    
        Fahrenheit degree = (9.0/5.0 * Celsius degree) + 32 
 
Good Luck 
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I still don’t see any code that lets the user input any number into the 
variable “celsius”. You can use a "Console.ReadLine" statement 
combined with "double.Parse" statement to get the input from the 
keyboard as a string, and then to change it into a number. 
If the student presses the “Give Me Help” button for the third time without 
writing any more code, the bottom-level help is given, showing the code needed for 
this part of the program: 
This is the code that you should write to let the user enter any number 
into the variable "celsius". 
Console.Write("Enter the temperature degree in Celsius unit: "); 
celsius = double.Parse(Console.ReadLine()); 
 
The “new to programming” student can use this process repeatedly until he/she 
gets all the code needed to solve the problem. In this way, the student can see the 
step-by-step process needed to write the code for the task. But to discourage help-
abuse, when the student receives too many help messages that reveal the actual code 
for a given task, CSTutor will ask the student to rewrite the code from scratch (see 
Figure 5.11). When the student presses the OK button, CSTutor will erase his/her 
current code.  
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Figure 5.11 CSTutor asks the student to rewrite the code 
As a further example, another student who has some programming background 
may use CSTutor differently. Instead of asking for step-by-step instructions from 
CSTutor, the student can just write his/her code and ask CSTutor when he/she strikes 
a problem, or to confirm that his/her answer is correct. Let’s say that the student gets 
the instructions from the Head of Development such as shown in Figure 5.12. 
Basically this task asks the student to add a certain value to an array element, if 
the value in the array element is below the threshold. Assume the student has some 
basic programming knowledge and writes his/her code as follows: 
 static void Main(string[] args) 
 { 
  double[] cardsValue = new double[] {10, 20, 30, 40, 50, 60};  
  const double addValue = 20; 
  const double thresholdValue = 5; 
 
  for (int i = 1; i <= cardsValue.Length; i++) 
  { 
   if (cardsValue[i] <= thresholdValue) 
   { 
    double newCardValue = cardsValue[i] + addValue; 
    cardsValue[i] = newCardValue; 
   } 
   Console.WriteLine("Card {0} = {1}", i+1, cardsValue[i]); 
  } 
 } 
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Figure 5.12 A task from the Head of Development 
Although it looks correct, the student code above has some mistakes, such as: 
1. The student creates and initializes more than five elements in the array. 
2. The counter variable starts from one (it should be from zero). 
Hello, it's nice to see you again, 
 
In this work you are still dealing with the transport company project. Now, we 
want to add another feature to that project that is called the auto top up. 
What is auto top up? Auto top up is a feature that will automatically add a 
certain credit to the customer card when the value in the card is below a 
certain amount value.  
 
For example, the credit in a customer card will be increased by $20 if the 
value in the card is below $5. So, if a customer has a card with $3 credit, then 
after this program is run, the credit in the customer card will become $23. 
 
Certainly there are many things to do to have this feature working. But let's 
start with something simple. Assume that the customer cards’ values are 
stored in a floating point array. Some are below $5 and some are above. 
What you have to do in this Auto Top Up program is to find each card value 
that is below $5 and then add $20 to the card. To make the program more 
general and easier to be modified later on, please store the $5 value inside 
the “thresholdValue” variable and the $20 in the “addValue” variable. After 
you do the Top Up process, please display the value of each card. 
 
As usual, these are the rules and the specifications for this project: 
1. The name of the variable/array: 
    * cardsValue: the name of the array that stores the value of the cards  
    * thresholdValue: the threshold to determine if the value in the card will be 
increased or not  
    * addValue: the value to be added to the card 
    * i : the variable that you should use as a loop counter. 
 
2. Except for “i”, all variables and array should use C# type: “double”. For the 
variable “i", use C# type: “int”. 
 
3. Initialize the array with 5 card values (don't input the values from the 
keyboard). 
 
4. Initialize the variable "thresholdValue" with a certain value (for example: 
5), and "addValue" with another value (for example: 20). Don't input these 
values from the keyboard. 
 
5. Do the top up process (add the value of the card that is stored in the array 
with "addValue", if the value in the array is less than "thresholdValue"). 
Perform this process for all the cards. 
 
6. Display the value in each card regardless whether its original value is 
changed or not. 
 
Good luck. 
 
142 CHAPTER 5: IMPLEMENTATION 
3. If the counter variable starts from zero, then the conditional expression 
in the for-loop header must be changed from “<=” to “<”, so that the 
number of repetitions is the same as the number of array elements. 
4. The condition to change the value in the array element is incorrect. The 
array element (i.e. cardsValue[i]) should be changed only if the existing 
value in the array element is less than the threshold value (not less than 
or equal). 
5. The use of variable “newCardValue” is not strictly necessary (How 
CSTutor handles such cases is described in the following). 
 
The following is the CSTutor level-one response when the student asks 
CSTutor to check the correctness of his/her program for the first time: 
Initialize your array with exactly five floating point numbers (not 
more and not less than five elements) 
 
By having this level-one help, the student realizes that he/she initializes more 
elements than required. The student can then correct his/her mistake by removing 
one element in the array initialization. After correcting his/her program, the student 
again asks CSTutor about the correctness of his/her program. This time, CSTutor 
responds: 
The starting value of the counter variable in “for” statement is 
incorrect. We will use this counter variable as an array index and 
array index values start from 0.  
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The student changes his/her program again and assigns zero as the starting 
value of the counter variable. Unfortunately he/she forgets to change the end value of 
the repetition. When the student asks CSTutor, the following help is given by 
CSTutor: 
Write a correct conditional expression in your "for" statement so that 
the counter variable will have the values: 0, 1, 2, 3, 4 sequentially. 
Because the starting value in the counter variable is 0, then to have 5 
repetitions, the end value in your counter variable should be 4.  
Now the student changes his/her “for” statement to become: 
  for (i = 0; i < cardsValue.Length; i++) 
 
When the student asks for additional help, CSTutor will display the following 
message: 
You should change the customer card value to:  
 its previous card value + an additional value 
only if the previous card value is less than the threshold value (and do 
nothing if the previous card value is greater or equal the threshold) 
The student realizes that the card value should be changed when its value is 
less than the threshold and not less than or equal. So he/she changes the conditional 
statement inside his/her “for” statement to become: 
 if (cardsValue[i] < thresholdValue) 
 
When the student asks for more help from CSTutor, the student will get a message 
that his/her program is already correct. However, his/her program can be streamlined 
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by removing some unnecessary variable(s). The complete message from CSTutor to 
the student for this case is as follow: 
Your program can produce the required output. However you have 
some unnecessary variables in your program. The variable(s) that is 
(are) unnecessary and should be removed is (are):  
* newValue 
Can you try to fix your program by removing that unnecessary 
variable(s)? 
Using this information, the student can fix his/her program by removing the 
unnecessary variables. The following is the final student code after all corrections.  
 static void Main(string[] args) 
 { 
  double[] cardsValue = new double[] {10, 20, 30, 40, 50};   
  const double addValue = 20; 
  const double thresholdValue = 5; 
 
  for (int i = 0; i < cardsValue.Length; i++) 
  { 
   if (cardsValue[i] < thresholdValue) 
   { 
    cardsValue[i] = cardsValue[i] + addValue; 
   } 
   Console.WriteLine("Card {0} = {1}", i+1, cardsValue[i]); 
  } 
 } 
 
The code above is one of the many possible correct solutions for the task. When the 
student asks CSTutor if his/her program is correct, CSTutor will say that the program 
is correct. As above, if CSTutor has had to show too many parts of the actual code 
then the student is asked to rewrite the code again (see earlier Figure 5.11). 
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Otherwise, CSTutor will mark this task as completed and select another 
recommended task for the student.    
5.6 The Integration of the ITS Processes within CSTutor 
The earlier sections in this chapter describe important parts of how CSTutor works. 
This section aims at providing a more integrated view of how CSTutor works 
internally, making use of those previously described parts. 
Intelligent tutoring starts in CSTutor with the displaying of tasks for the student 
in a list (see earlier Figure 4.10 and Figure 4.11). The difficulty level of each task is 
defined by the teacher and is used to order the tasks in the list. Based on the student 
model, the tasks that are recommended to be completed by the student are displayed 
with the suffix “<recommended>”. The first recommended task in the list is 
displayed as the default selection. If desired, the student can change this default 
selection and select another task from the list. 
The student then writes the code in VS for the selected task. When the student 
presses the button “Is My Code Correct” or “Give Me Help”, the process to check 
the correctness of the student code is initiated. The main process performed for both 
buttons is actually the same. The difference is that the process that is performed 
through the “Is My Code Correct” button supresses all help information, so that it 
becomes a deliberately-minimal “correct” or “incorrect” feedback. 
The process to check the correctness of the student code starts by checking for 
the existence of a VS project and an open document (see section 5.1.2). If this 
checking succeeds, the next process is to check the existence of the main components 
required to build a program, such as the using directive, the namespace, the class, 
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and the main method (see section 5.1.3). It is also checked whether the student code 
is syntax error free or not (see section 5.1.1).  
When the student code passes all the checks above, the next process performed 
is writing information to the Prolog knowledge base file. Firstly, the rules and actions 
are written to this file (These rules and actions are read from the database.) Then the 
constraints and the goal for the selected task are written to the file. The goal may be 
composed of several subgoals.  
For example, consider a task where the student is asked to display the average 
of the best four out of five marks that are stored in the array. The total of the best 
four out five marks can be found by accumulating all five marks and subtracting the 
result by the lowest mark. This total can then be divided by four to get the average. 
To achieve this goal, the subgoals for this task are: 
• There should be an array with its five elements initialized directly. 
• There should be a variable that represents the lowest mark and this 
variable should be initialized with the value from the first element of the 
array. 
• There should be a variable that represents the total mark and this variable 
should be initialized with the value from the first element of the array. 
• There should be a loop that repeats four times and the repetition counter 
should start from 1 (to access the second element of the array), end at 4, 
with increment value 1. This loop is used for two purposes: 
o To find the smallest mark in the array 
o To find the total mark in the array 
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• The value in the variable that represents the lowest mark should be the 
same as the smallest value in the array element (when the program 
completes). 
• The value in the variable that represents the total mark should be the same 
as the total of all values in the array (when the program completes). 
• There should be a variable that represents the final mark and its value 
should be the same as: (total mark – lowest mark) / 4 (when the program 
completes).  
And the constraints for this task are: 
• The following variables names must be used: 
o studentMark: the array that is used to store five marks. 
o lowestMark: to store the lowest mark found in the array. 
o totalMark: to store the total of the marks. 
o finalMark: to store the student final mark. 
o i: to be used as the loop counter. 
• The student must use repetition to get the total mark and the smallest mark. 
• The loop construct that must be used is “for” statement. 
The goal and the subgoals are written to the Prolog knowledge base file as a rule for 
a predicate named “goal”. The rule that contains the goal and subgoals for this task 
(written in Prolog format) is: 
goal:- 
% The first five elements in the array must be initialized 
hasElement(VarIDArr_0, ArrID, 0), 
148 CHAPTER 5: IMPLEMENTATION 
hasElement(VarIDArr_1, ArrID, 1), 
hasElement(VarIDArr_2, ArrID, 2), 
hasElement(VarIDArr_3, ArrID, 3), 
hasElement(VarIDArr_4, ArrID, 4), 
% The 6th element (array index 5) should not be initialized 
\+hasElement(VarIDArr_0, ArrID, 5). 
 
% the variable that represent the lowest mark should be  
% initialized with the value from the first 
% element of the array, and it should not be assigned inside loop 
isArrElementOf(VarIDArr_0, ArrID, 0), 
hasValue(VarIDArr_0, ValArr_0), 
hasInitialValue(VarIDLowestMark, ValArr_0), 
\+hasInitialValueAt(VarIDLowestMark, ForID), 
 
 
% The variable that represent the total mark should be  
% initialized with the value from the first 
% element of the array, and it should not be assigned inside loop 
hasInitialValue(VarIDTotalMark, ValArr_0), 
\+hasInitialValueAt(VarIDTotalMark, ForID), 
 
 
% There should be a for-loop that repeats four times and its 
% counter should be named i, start from 1, end at 4, incr 1 
hasForVariable(ForID, VarIDI), 
hasForStartValue(ForID, 1), 
hasForEndValue(ForID, 4), 
hasForIncrValue(ForID, 1), 
 
% The lowest mark should have the same value as the array 
% element if the value in the array element is lower than the 
% lowest value. This process should be performed inside the loop. 
hasValue(VarIDLowestMark, ValLowestMark), 
isArrElementOf(VarIDArr_i, ArrID, i), 
hasInitialValue(VarIDArr_i, InitValArr_i), 
hasValue(ValIDArr_i, ValArr_i), 
hasValue(VarIDLowestMark, ValArr_i,  
  [lt(InitValArr_i, ValLowestMark)]), 
hasVarValueAt(VarIDLowestMark, ForID), 
 
% The total mark should be the same as the initial value of the  
% total mark plus the value in the array element. 
% This process should be performed inside the loop. 
hasInitialValue(VarIDTotalMark, InitValTotalMark), 
hasValue(VarIDTotalMark, InitValTotalMark + ValArr_i), 
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hasVarValueAt(VarIDTotalMark, ForID), 
 
% The final mark should be the same as the calculation form 
% the following formula: (Total mark – lowest mark) / 4 
% and the process should be performed outside the loop. 
hasValue(VarIDTotalMark, ValTotalMark), 
hasValue(VarIDLowestMark, ValLowestMark), 
hasValue(VarIDFinalMark, (ValTotalMark-ValLowestMark)/4), 
\+hasVarValueAt(VarIDFinalMark, ForID), 
 
% The value of the variable final mark should be printed 
% and it should not be printed inside the loop. 
printed(VarIDFinalMark, ValFinalMark), 
\+printedAt(VarIDFinalMark, ForID). 
 
On the other hand, the constraints for the task are written to the Prolog 
knowledge base file as a rule for a predicate named “constraint”. The rule that 
contains the constraints for this task is: 
constraint:- 
% Constraints regarding the variable names 
exist(ArrID, studentMark), 
exist(VarIDLowestMark, lowestMark),  
exist(VarIDTotalMark, totalMark), 
 
% The repetition should use “for” loop  
% with variable named “i” as the loop counter 
forExist(ForID), 
exist(VarIDI, i), 
hasForVariable(ForID, VarIDI) 
 
 
The last items added to the Prolog knowledge base file are the predicates 
extracted from the student’s code as well as the actions activated. For example, let’s 
say that the student writes the following code in his/her attempt to answer to the task 
given above. The predicates created and the actions activated from this code can be 
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seen in Appendix E: Predicates Created and Actions Activated from a Particular 
Student Program.  
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There are five errors in the code above. One is a constraint error and the other 
four are logical errors. The constraint error comes from the use of the variable name 
“final” – instead of “finalMark” – as the name of the variable that is used to store the 
final mark of the student. The four logical errors in the code above are: 
• The array is not initialized with five values:  
 The student code: 
'(
$+*,-."-.!-.-/0
 The correct code: 
'(
$+*,-."-.!-.-.<-/0 
• The variable “lowestMark” is not initialized with the first element of the 
array: 
 The student code: 
	$+-0
 The correct code: 
	$+
$'-(0
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• The loop counter does not end with four. The use of “<” in the 
“1
$ 2%)” will create a predicate that states that the loop 
counter ends with one number less than the value in the 
“studentMarks.Count()”. Because the student only initializes four elements 
in the array then the statement “1
$ 2%)” will yield three 
as the end value of the loop counter. This error will disappear 
automatically when the student initialize five elements in the array. 
• The condition operator that is used to change the value in the lowest mark 
is incorrect.  
 The student code: %
$'(4	$)
 The correct code: %
$'(1	$)
 
When all the above components have been written to the Prolog knowledge 
base file, it is loaded back into memory. This allows CSTutor to run the Prolog 
inference engine – to check if the goal is satisfied by the existing predicates from the 
student’s code or not (see section 5.3). This can be performed in CSTutor by calling 
the predicate named “goal” above. 
If the goal is satisfied, then CSTutor uses the Prolog inference engine to check 
whether there are any constraints that are not satisfied by the student code. Similar 
process to the goal checking can be performed to do the constraint checking.  
However, if the goal is not satisfied, more detailed inferencing is performed to 
find the subgoal that cannot be satisfied. This can be done by excluding some parts 
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of the subgoals and perform the inferencing process again. If the inferencing is 
success then we know that the student code cannot satisfy the excluded subgoal.  
For the student code in the example above, the predicates generated from the 
student code as well as the activated actions (see Appendix E) cannot satisfy the 
following subgoals: 
• hasElement(VarIDArr_4, ArrID, 4) 
When this subgoal cannot be satisfied, it shows that there is no code to 
initialize array element at index 4 (the fifth array element). 
• hasInitialValue(VarIDLowestMark, ValArr_0) 
When this subgoal cannot be satisfied, it shows that there is no code to 
initialize the variable that represents the lowest mark with the value of the 
first element of the array. 
• hasForEndValue(ForID, 4) 
When this subgoal cannot be satisfied, it shows that the end value of the 
loop counter is not four. 
• hasValue(VarIDLowestMark, ValArr_i, [lt(InitValArr_i, ValLowestMark)]) 
When this subgoal cannot be satisfied, it shows that the value in the 
variable lowest mark is not assigned with the value of the array element at 
index i, with the correct condition.  
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The help, that is related to the subgoal or constraint that cannot be satisfied, is 
then displayed to help the student. More information about the help is described in 
section 4.4. Some examples of the first level of help, for the corresponding logical 
errors above, are: 
• The array should be initialized with exactly five arbitrary numbers (no 
more and no less than five numbers). 
• The variable "lowestMark" should be initialized with the mark from the 
array element at index 0. 
• The conditional part of your "for" statement should be modified so the 
counter variable can have the values: 1, 2, 3, 4. 
• There should be an “if" and assignment statement inside the loop that 
enables variable "lowestMark" to have the same value as the smallest 
value in the array element. 
When the student code satisfies the goal and the constraints, the next process is 
to check if the student code is written efficiently or not. It is possible that the student 
may use some extra lines of code that are not necessary to solve the task. Therefore 
this next process is to find any unnecessary items in the student code (see section 
4.4.5 and the last part of section 5.3) 
The student code is regarded as being correct when the code is capable of 
solving the required task and any unnecessary lines of code have been removed. 
When this happens, the probabilities in the Bayesian Network student model are 
updated based on the new evidence (see section 5.4).  
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Based on those updated value in Bayesian Network, CSTutor updates the list of 
the recommended tasks for the student. The list of these tasks is then displayed and 
the process is restarted again.  
5.7 Summary 
This chapter discussed the implementation of CSTutor. In the first section, the 
chapter discussed how CSTutor can be integrated into Visual Studio (VS). It then 
continued with a discussion of how to parse the student code entered into VS, 
inferencing about the code, and using the results to update the model of the student 
knowledge.  
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6 EVALUATION 
The first section in this chapter gives a description of how the evaluation was 
performed, for both the first and second releases of CSTutor. Because we had a 
sufficient number of respondents for the second release only, this chapter reports the 
results from that second release. 
Section 6.2 evaluates the effectiveness of CSTutor across all respondents. The 
degrees of correlation between each of three variables (i.e. the length of time spent in 
CSTutor, the number of help requests, and the number of tasks completed) with the 
student increase in score are evaluated. In section 6.3, I refined the evaluation by 
dividing the respondents into two categories: the respondents who had any 
background in programming; and the respondents who had no background in 
programming. This was done to see if either category got more benefit from 
CSTutor.  
Section 6.4 and its subsections describe the evaluation that was performed to 
see if CSTutor attracts student interest in learning to program. There are three issues 
that were used to measure if CSTutor can do this, that is its ease-of-use, its ability to 
help the student learn to program, and its learning approach attractiveness. The final 
section, 6.5, describes student recommendations on possible extensions to CSTutor.  
6.1 The Evaluation Process 
The evaluation of CSTutor was performed according to the methods described in 
section 3.1. The instrument, procedure, timeline, and the participants are discussed 
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respectively in sections 3.1.1 – 3.1.4. As described in section 3.1.5, it was not 
possible to have a control group, for ethical reasons.  
The effectiveness of CSTutor in helping students learn to program is measured 
from the performance of the participating students, before and after they use CSTutor 
(see section 3.1.2). This measurement is cross-referenced with data from the 
students’ work history, such as the length of time the students spent in CSTutor, the 
number of exercises completed, and the number of help requests. When that data is 
aligned with the performance measurements, it can be determined whether CSTutor 
can effectively help the students learn to program ! not. A separate, qualitative 
evaluation from the students’ questionnaire is also used as part of the evaluation. The 
details of how and when the questionnaire was administered are discussed in section 
3.1.3. 
The use of two evaluation types in this research is considered to be a strength 
because one evaluation can validate or invalidate the result from another evaluation. 
On the other hand, the evaluation may contain some limitations including, but 
not limited to: 
• The usage of positive phrases for all items in the questionnaire. 
• The small number of respondents. 
• Some confounding factors that influence the students’ scores. 
• No comparison of pre-and post-test results to the final grades. 
• The usage of Pearson’s R Test to test the correlation between the time 
and increase in score. The usage of Spearman’s ranked correlation may 
give a better result. 
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Due to these limitations this evaluation can be considered as preliminary and 
can be enhanced in future research.  
As stated in section 3.1.4, CSTutor was released twice, that is in Semester 1, 
2013 and Semester 2, 2013. The detailed evaluation that is discussed in this chapter 
is mainly based on the second release of CSTutor. 
6.1.1 The Evaluation of the First Release of CSTutor 
Before discussing the evaluation of CSTutor for that second release, I describe the 
evaluation of CSTutor for the first release and how it affected the enhancement of 
CSTutor for its second release. When it was released for the first time, CSTutor 
contained the Domain and Communication modules only. The Student and Teaching 
module were not developed at that time. Therefore the students had to do all the tasks 
in CSTutor because the student model did not exist and so no method was available 
to select specific tasks for each student.  
The pre-test and post-test in the first release of CSTutor was performed 
differently from the second release. In the first release of CSTutor, the pre-test was 
performed by asking the student to do all the tasks in CSTutor without any help from 
CSTutor. The role playing was also not presented in the pre-test. The student could 
skip any task in the pre-test, if he does not know the answer. The student works were 
marked automatically by CSTutor and stored as the pre-test values in CSTutor 
database.  
After the student completed all tasks (skipping as many as they liked), CSTutor 
started its tutoring mode. In this mode, the role playing was presented and the student 
was asked to do the same tasks again but this time with help provided. The student 
could not skip any tasks this time, and was not able to increase his task level without 
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completing all the tasks in the current level. The student works in this tutoring mode 
were marked and stored as the post-test values. 
As described in section 3.1.4, only five students participated in this first 
release. From the five students, only two completed all the tasks in the pre-test and in 
the tutoring mode of CSTutor. Although I cannot measure the effectiveness of 
CSTutor in this first release, I received several valuable comments from the students.  
Some of them are: 
• “This would be a great program for students as it can be used while the 
Tutor may be busy with someone else. 10/10 would learn by this again.” 
• “It is extremely clever. Being able to submit your code and get error 
responses is a great way to learn programming.” 
• “[The feature that I like most is] The role play. If it was implemented more 
completely, it could be more effective. At the moment it is a bit childish 
and not necessary.” 
• “The bite sized approach to learning different principles was very good. ie: 
I liked the way each exercise did not get too complicated in mixing up too 
many concepts or if it did, it was just a very simple one off expand on a 
previous exercise.” 
• “Microsoft should pay you lots of money to incorporate your program into 
theirs.” 
The students’ comments were very encouraging and strengthened my belief 
that my research was going in the right direction. I also increasingly believed that a 
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system like CSTutor would be enjoyed by the students and could improve their 
performance.  
6.1.2 The Evaluation of the Second Release of CSTutor 
Before the second release of CSTutor, some technical problems that were 
commented-on by the students were fixed. Additional features such as the 
recognition of some possible methods to do array initializations, the use of array 
functions, and the use of the plus sign to concatenate text in the Console.WriteLine 
were added. The sentences in the role play were modified to make them more 
suitable for students in a tertiary-level degree. The Student and Teaching modules 
were also added.  
I also reconsidered the way in which the pre-test and post-test was performed 
in the first release, and totally modified it for the second release. In the first release, 
the pre-test was performed by asking the students to do all the tasks in CSTutor. 
There was no help given by CSTutor. The code from the students was checked, 
marked, and stored as their pre-test scores. After that, the students were asked to do 
the same tasks again but now they could ask for help from CSTutor. Their code to 
answer the post-test were checked, marked, and stored as their post-test scores. 
When the tests were designed, it was thought that giving the same tasks to the 
students in the pre-test and post-test was good. Therefore the students were provided 
with the same tasks in both tests. The tests also check the correctness of the students’ 
codes because they used the same module in CSTutor. 
The problem with this kind of pre- and post-test is that the students get too 
many tasks to be completed. The students become bored and too exhausted to do all 
the tasks in post-test. One of the students who used the program in the first release 
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commented that he did not do some tasks in the post-test because he thought that his 
code in the pre-test for the same task was correct already. Therefore, there is a 
possibility that the student becomes demotivated to do the post-test because he gets 
bored or too tired to do it again. 
In the second release, I provided 20 multiple choice questions as the pre-test. 
After answering the pre-test, the student starts using CSTutor in its tutoring mode 
directly (as described previously in section 3.1.3.). The role playing starts and the 
student can learn to program by writing programs for the tasks provided. The student 
can ask for help if they do not know how to write the program for the given task. 
With the existence of the Student and Teaching modules, the number of tasks 
that must be completed by the student depends on his developing knowledge. When 
all of these tasks are completed, the same 20 multiple choice pre-test questions (but 
in random order), are presented as the post-test.  
The use of CSTutor was administered as a preamble of the first assignment in 
INN270. There were 36 students who used the second release of CSTutor.  
6.2 The Effectiveness of CSTutor 
As stated in section 1.2, the main goal addressed by this research is to investigate if 
an anchored learning ITS can attract student interest in learning to program and help 
them to learn it effectively. The student pre- and post-test results were used to see if 
there was an improvement in the student knowledge before and after they used 
CSTutor.  
The average student score in the pre-test, shown in Table 6.1 is 64.17% and the 
average student score in the post-test is 80%. The students’ pre-test scores were 
higher than anticipated. Because each student could do the pre-test anytime in Week 
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3 to Week 6 of the semester, it was initially thought that the students’ pre-test scores 
were influenced by the material that was covered in INN270 up until then. 
To measure this correlation, I performed Pearson’s R test between the week 
when each student did the pre-test and their pre-test scores. (IBM SPSS Statistics 
was used to obtain the results of all statistical tests in this research.) Pearson’s R 
value of -0.193 (close to 0) with p-value of 0.260 (not less than 0.05) in Table 6.2 
show that there is no correlation here. The students who did the pre-test in an early 
week may have as good as (or as bad as) pre-test scores as the students who did the 
pre-test in a later week. The multiple-choice type of the pre-test questions –enabling 
the students to make good guesses at the answers based on logical reasoning – may 
be the reason behind their relatively high pre-test scores. 
Table 6.1 The students’ pre- and post-test score 
Respondent 
number Pre-Test Post-Test 
Increase in 
score 
1 90% 95% 5% 
2 75% 75% 0% 
3 60% 85% 25% 
4 90% 90% 0% 
5 75% 65% -10% 
6 0% 35% 35% 
7 90% 100% 10% 
8 85% 95% 10% 
9 55% 75% 20% 
10 70% 90% 20% 
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Respondent 
number 
Pre-Test Post-Test Increase in 
score 
11 85% 80% -5% 
12 0% 75% 75% 
13 95% 95% 0% 
14 95% 95% 0% 
15 0% 30% 30% 
16 50% 95% 45% 
17 70% 85% 15% 
18 65% 60% -5% 
19 45% 70% 25% 
20 60% 65% 5% 
21 80% 85% 5% 
22 40% 90% 50% 
23 70% 85% 15% 
24 95% 90% -5% 
25 95% 95% 0% 
26 85% 85% 0% 
27 45% 75% 30% 
28 25% 75% 50% 
29 65% 80% 15% 
30 80% 95% 15% 
31 55% 80% 25% 
32 50% 75% 25% 
33 30% 55% 25% 
34 80% 75% -5% 
35 90% 95% 5% 
36 70% 90% 20% 
Average 64.17% 80.00% 15.83% 
 
Table 6.2 Correlation between the Week when each student did the pre-test and their results 
Correlation: Week when each student did the pre-test – pre-test score 
 Pre-test score 
Week when each 
student did the pre-
test 
Pearson Correlation -.193 
Sig. (2-tailed) .260 
N 36 
 
Another Pearson’s R test was performed to see if there was a correlation 
between the week when each student did the post-test and their post-test result. 
Pearson’s R value of -0.385 (not too far from 0) with the p-value of 0.02 (not much 
less than 0.05) in Table 6.3 shows that the relationship here is not strong. The 
negative Pearson’s R value shows that there is a tendency that the students who do 
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their post-test in early Week have higher post-test scores than the students who do 
their post-test in later Week. Again, the p-value of 0.02 shows that this tendency is 
not strong.  
Table 6.3 Correlation between the Week when each student did the post-test to their results 
Correlation: Week when each student did the post-test – post-test score 
 Post-test Score 
Week when each 
student did the post-
test 
Pearson Correlation -.385* 
Sig. (2-tailed) .020 
N 36 
 
After confirming that the students’ pre-test and post-test scores were not 
significantly influenced by the week when they did the test (i.e. not significantly 
influenced by the material that was covered in class), the next step was to see if the 
students’ post-test scores were significantly better than their pre-test scores. In order 
to answer this question, a one-tailed paired t-test with a 95% confidence interval was 
performed. The null hypothesis for this test is: 
 
The student scores in post-test are not higher than the student scores in the 
pre-test. 
 
The p-value of 0.000014 shown in Table 6.4 is the result of two-tailed paired t-
test in SPSS. The p-value of one-tailed paired t-test can be obtained by dividing this 
value by 2, that is 0.00007. This p-value shows strong evidence against the null 
hypothesis. Therefore from the result of this t-test, I can conclude that the scores in 
the post-test are significantly higher from the scores in the pre-test.  
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Table 6.4 Paired t-test of post-test and pre-test 
Paired Samples Statistics 
 Mean N Std. Deviation Std. Error Mean 
Pair 1 
PostTest 80.00% 36 16.125% 2.687% 
PreTest 64.17% 36 27.190% 4.532% 
 
Paired Samples Correlations 
 N Correlation Sig. 
Pair 1 PostTest & PreTest 36 .736 .000 
 
Paired Samples Test 
 Paired Differences t df Sig. 
 (2-tailed) Mean Std. 
Deviation 
Std. Error 
Mean 
95% Confidence Interval 
of the Difference 
Lower Upper 
Pair 1 
PostTest - PreTest 
15.83% 18.80% 3.13% 9.47% 22.20% 5.05 35 .000014 
 
The student scores in the pre- and post-tests can also be displayed in a boxplot 
chart – see Figure 6.1. This boxplot chart easily shows that the student score in the 
post-test is better than the student score in the pre-test. The median in the post-test 
score is 85 and the median in the pre-test score is 70. The chart also shows that the 
first and the third quartile post-test scores are also better than the ones in the pre-test. 
After finding out that the student scores in the post-test were significantly 
better than the student scores in the pre-test, I wanted to find out which factors in 
CSTutor influence the student scores. There are several candidate variables that were 
investigated to look for correlations with increase in student scores. These variables 
are: 
• The length of time spent by the students when using CSTutor. 
• The number of help requests made by the students. 
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• The number of tasks completed by students. 
The degree of correlation of each of these three variables with the increase in 
student scores is described in each of the following three subsections. 
 
Figure 6.1 A Boxplot chart of pre- and post-test scores 
6.2.1 The Degree of Correlation between the Length of Time with the Increase 
in Student Scores 
The length of time spent by the student using CSTutor seems to become a good 
candidate variable. There is a tendency to think that if a student spends more time in 
CSTutor then his increase in score will be higher than the student who spends less 
time in CSTutor.  
 Pearson’s R test was used to see if there was a correlation between the total 
length of time spent by each student with their increase in score. Pearson’s R value 
of -0.003 in Table 6.5, shows a very weak relationship between the lengths of time 
used by the students to their increase in score. 
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Table 6.5 Correlation between length of time spent by students and their increase in score 
Correlation: Length of Time Used – Increase in Score 
 
Increase in Score 
Time used  Pearson Correlation -.003 
Sig. (2-tailed) .985 
N 36 
 
As described in chapter 1, all students learn at their own pace. Therefore the 
length of time spent by one student cannot be compared with the length of time spent 
by another student. One student may spend two hours to get a 10% increase in score, 
another student may spend one hour to get the same increase in score, and another 
student may spend three hours. Based on this thought, it is not surprising that the 
lengths of time used by the students do not correlate with their increases in score. 
6.2.2 The Degree of Correlation between the Number of Help Requests with 
the Increase in Student Scores 
 The next test was performed to measure the correlation between number of help 
requests made by the students with the students’ increase in score. Pearson’s R test 
was used again for this case. The correlation between the number of help requests to 
the increase in score is shown in Table 6.6. Pearson’s R value of 0.143 (close to 0) 
with p value of 0.404 (bigger than 0.05) in that table shows a weak correlation. 
Table 6.6 Correlation between Number of Help Requests and the Increase in Score 
Correlation: Number of Help Requests – Increase in Score 
 
Increase in Score 
Number of Help 
Requests 
Pearson Correlation .143 
Sig. (2-tailed) .404 
N 36 
 
The scatter graph in Figure 6.2 shows a more detailed view of the relationship 
between the number of help requests by the students and their increase in score. The 
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weak relationship possibly comes from the existence of outliers in the data. The 
graph in Figure 6.2 shows that there are three students who can be categorized as 
help abusers and one student as a quick learner. The help abusers students in this 
case requested help more than 100 times (much larger than the average numbers of 
help requested by the other students) but only obtained an increase in score in the 
range of 0 – 40%. On the other hand the quick learner obtained an increase in score 
of about 75% with only two help requests.  
 
Figure 6.2 Scatter Graph of Increase in Score vs. Number of Help Request 
When the data from these students are treated as outliers and the correlation between 
the help requests by the students and their increase in score is calculated again 
without them, then the correlation result is shown in Table 6.7. Pearson’s R value of 
0.522 (far from 0) with p value of 0.002 (much less than 0.05) in that table shows a 
strong relationship between the number of help requests by the students and their 
increase in scores. (The positive Pearson’s R value shows that the more help requests 
by students, the better their increase in scores.) 
outliers 
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Table 6.7 Correlation (without outliers) between the Number of Help Requests and Increase 
in Score 
Correlation without outliers: Number of Help Requests – Increase in Score 
 Number of Help Request 
Increase in Score 
Pearson Correlation .522** 
Sig. (2-tailed) .002 
N 32 
 
A more detailed test was performed to find the relationship between the 
students initial knowledge and the number of help requests. The pre-test scores were 
used to represent the students’ initial knowledge, that is the lower the score achieved, 
the less initial programming knowledge that the students have. The result of 
Pearson’s R test for this correlation (without outliers) are shown in Table 6.8. 
Pearson’s R value of -0.731 (very far from 0) with p value of 0.000 (much less than 
0.05) in that table shows a strong relationship between the students’ initial 
knowledge and the number of help requests in CSTutor. The negative R value shows 
that the students with less initial knowledge ask more help in CSTutor.  
Table 6.8 Correlation without outliers between the pre-test score and the number of help 
Correlation: Pre-test score – number of help request 
 Number Of Help Request 
Pre Test Score 
Pearson Correlation -.731** 
Sig. (2-tailed) .000 
N 32 
 
Recapping the results from Table 6.8 and Table 6.7: 
• The lower the students’ initial knowledge (the lower pre-test score), the 
more help requests they made (from CSTutor). 
• The more help requests they made (from CSTutor), the better the students’ 
increase in score (the better the students’ final knowledge). 
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Based on these two statements, I conclude that CSTutor can help to improve the 
students’ knowledge. 
6.2.3 The Degree of Correlation between the Number of Tasks Completed 
with the Increase in Student Scores 
The final variable to be checked is the correlation between the number of tasks 
completed with the increase in student scores. The number of tasks that need to be 
completed by each student varies, based on their initial and current knowledge. 
CSTutor indicates the tasks that need to be completed by the student with a word 
“recommended” behind the task header (as described in section 4.3.). However, if 
they desire, the student can also do additional tasks that are not marked with the 
word “recommended”. 
The result of Pearson’s R test to measure this correlation is shown in Table 6.9. 
Pearson’s R value of 0.475 in that table shows a strong relationship between the 
number of tasks completed by the students and their increase in score. The p-value of 
0.003 – much smaller than 0.05 – shows that the number of tasks completed by 
students have a significant correlation with their increase in score.  
Table 6.9 Correlation between the Number of Tasks Completed and the Increase in Score 
Correlation: Number of Tasks Completed – Increase in Score 
 
Increase in Score 
Number of Tasks Completed Pearson Correlation .475** 
Sig. (2-tailed) .003 
N 36 
 
This correlation can be seen clearly in the scatter chart shown in Figure 6.3. 
This chart shows that students who completed more tasks in CSTutor have a 
tendency to get a higher increase in score. The information in Table 6.9 and the chart 
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in Figure 6.3, strengthen the previous conclusion that CSTutor is effective in 
improving student knowledge when learning to program.   
 
Figure 6.3 Scatter chart of Number of Task Completed to the Increase in Score 
6.3 The Student Group that Gets the Highest Benefit from 
CSTutor 
After finding that CSTutor is effective when learning to program, I wanted to explore 
more deeply to find any student groups that get the highest benefit from CSTutor. 
The students who use CSTutor can be separated into two groups: the group of 
students who have learnt programming before and the group of student who have 
not. There are 17 students (47%) in the first group, and 19 students (53%) in the 
second group (see Figure 6.4).  
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An independent samples one-tailed t-test was performed to see if there is a 
relationship between the students’ programming background and the results of their: 
1. pre-test 
2. post-test, and  
3. their increase in score.  
 
Figure 6.4 The number of participants grouped by the programming background 
The null hypothesis for the first test is: 
The average pre-test score of the students with a programming background is 
not better than the average pre-test score of the students without a 
programming background. 
The result of the independent samples two-tailed t-test of the students’ 
programming background to the pre-test score is shown in Table 6.10. The p-value of 
0.004 in that table can be divided by 2 to obtain the p-value of one-tailed t-test (i.e.: 
0.002). The p-value of 0.002 – less than 0.05 – shows strong evidence against the 
null hypothesis. By looking at the average pre-test scores for both groups of students 
	
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in Table 6.10 (77.35% for student with a programming background and 52.37% for 
students without a programming background), I can conclude that the average pre-
test score of the students’ with programming background is significantly better than 
the average pre-test score of the students without a programming background. This 
result is not surprising. Students with a programming background should be able to 
answer some programming questions in the pre-test that are similar across multiple 
programming languages. Therefore their pre-test result should be higher than the 
students without a programming background.  
Table 6.10 The students’ programming backgrounds and their pre-test scores 
Group Statistics 
 LeantProgrammingBefore N Mean Std. Deviation Std. Error of Mean 
PreTest 
Yes 17 77.35% 14.374% 3.486% 
No 19 52.37% 30.703% 7.044% 
 
Independent Samples Test 
 Levene's Test for 
Equality of Variances 
t-test for Equality of Means 
F Sig. t df Sig.  
(2-tailed) 
Mean 
Difference 
Std. Error 
Difference 
95% Confidence 
Interval of the 
Difference 
Lower Upper 
Pre-
Test 
Equal variances 
assumed 
7.357 .010 3.065 34 .004 24.985% 8.152% 8.417% 41.552% 
Equal variances 
not assumed 
  3.179 26.14 .004 24.985% 7.859% 8.833% 41.136% 
 
The next independent samples one-tailed t-test evaluates the effect of the 
students’ programming background on the result of the post-test. The null hypothesis 
for this test is: 
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The average post-test score of the students with a programming background is 
not better than the average post-test score of the students without a 
programming background. 
The two-tailed test in Table 6.11 shows the p-value of 0.150. Therefore, the p-
value of one-tailed test is 0.075 (0.150 / 2). Because the p-value is not less than 0.05 
then there is no strong evidence to reject the null hypothesis. Therefore the average 
post-test score of students with a programming background (i.e.:84.12%) is not 
significantly better than the average post-test score for the students without a 
programming background (i.e.:76.32%). In other words, the students without a 
programming background can achieve post-test scores as good as the students with a 
programming background.    
Table 6.11 The students’ programming background and the post-test score 
Group Statistics 
 LeantProgrammingBefore N Mean Std. Deviation Std. Error Mean 
PostTest 
Yes 17 84.12% 11.890% 2.884% 
No 19 76.32% 18.697% 4.289% 
 
Independent Samples Test 
 Levene's Test 
for Equality of 
Variances 
t-test for Equality of Means 
F Sig. t df Sig.  
(2-tailed) 
Mean 
Difference 
Std. Error 
Difference 
95% Confidence 
Interval of the 
Difference 
Lower Upper 
PostT
est 
Equal variances 
assumed 
1.058 .311 1.473 34 .150 7.802% 5.295% -2.960% 18.563% 
Equal variances 
not assumed 
  1.510 30.86 .141 7.802% 5.168% -2.741% 18.345% 
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The first and the second independent samples one-tailed t-tests above can be 
used to find out which group gets the highest benefit from CSTutor. However to 
make the conclusion clear, I performed a third independent samples t-test. This t-test 
evaluates the effect of the students’ programming background on the students’ 
increase in score in the post-test. The null hypothesis for this test is: 
The increase in score of the students without a programming background is not 
higher than the increase in score of the students with a programming 
background. 
 
The p-value of 0.004 in Table 6.12 shows the result of the two-tailed t-test. The 
p-value of one-tailed t-test is 0.002. This value (that is less than 0.05) shows strong 
evidence to reject the null hypothesis. The average increase in score for both groups 
of students (23.95% for students without a programming background and 6.76% for 
students with a programming background) shows that the increase in score of  
students without a programming background is significantly higher than the increase 
in score of students with a programming background.  
The results from Table 6.12 show that the students who get the highest benefit 
from CSTutor are the students who have not learnt programming before. The chart in 
Figure 6.5 gives a visual representation of this effect. 
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Table 6.12 The students’ programming background and the increase in score 
Group Statistics 
 LeantProgrammingBefore N Mean Std. Deviation Std. Error Mean 
Increase inScore 
Yes 17 6.76% 10.449% 2.534% 
No 19 23.95% 21.054% 4.830% 
 
Independent Samples Test 
 Levene's Test 
for Equality of 
Variances 
t-test for Equality of Means 
F Sig. t df Sig.  
(2-tailed) 
Mean 
Difference 
Std. Error 
Difference 
95% Confidence 
Interval of the 
Difference 
Lower Upper 
Increase 
inScore 
Equal variances 
assumed 
4.375 .044 -3.043 34 .004 -17.183% 5.646% -28.658% -5.708% 
Equal variances 
not assumed 
  
-3.150 26.98 .004 -17.183% 5.455% -28.375% -5.990% 
 
 
Figure 6.5 The effect of the student programming background to the student score 
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6.4 The Attractiveness of CSTutor When Learning to program 
As described in section 1.1, students should be encouraged to spend sufficient time 
writing programs as well as other programming related activities such as tracing and 
debugging. To facilitate this, CSTutor should be attractive to them. 
Although there may appear to be a conflict between the effort to increase the 
time used by the students to write program versus the nonexistence of a correlation 
between the length of time with the increase in student score (discussed in section 
6.2.1), in fact there may no conflict between them. As explained in the last paragraph 
of section 6.2.1, the time used by each student to achieve the same performance may 
different from one student to another student. This evaluation did not state that the 
length of time used by one student has no correlation with his/her performance. A 
student who spends two hours in CSTutor for example may get a better performance 
than if he/she spends only one hour in CSTutor. Therefore CSTutor should aim to 
make the students use CSTutor as long as possible. 
There are three factors that are intended to make CSTutor attractive to the 
students: its ease-of-use; its ability to help the students learn to program; and its 
learning approach appeal. In the following subsections, I investigate more deeply 
these three factors, and the students’ actual opinions about them, using their 
responses to the questionnaire. (A copy is included in Appendix A: CSTutor 
Questionnaire.) 
6.4.1 Is CSTutor Easy-to-use? 
There are three questions that are used to measure if CSTutor is easy-to-use or not. In 
the first question I asked the students’ opinions about the integration of CSTutor into 
Visual Studio. The summary of the students’ opinions about this issue is shown in 
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Figure 6.6. This chart shows that almost all students (92%) agree or strongly agree 
that the integration of CSTutor into VS is a good idea. 
 
Figure 6.6 Integration of CSTutor into VS 
In the second question about this issue, I asked the students about the CSTutor 
user interface. In the questionnaire, I asked their opinions as to whether the CSTutor 
user interface is well designed or not. A well designed user interface will enable 
them to use the application intuitively. The chart in Figure 6.7 shows that almost all 
students (83%) agree or strongly agree that the CSTutor user interface is well 
designed. The students’ acceptance of the user interface is important because it is 
like a gate to the application. If the students dislike the user interface then it is 
possible that they would refuse to use the application in the first place.  
The final question related to this issue is to see if overall the students think that 
it is easy to use CSTutor. The pie chart in Figure 6.8 shows that 86% of the students 
agree or strongly agree that it is easy to use CSTutor. This high percentage shows 
consistency of the students’ answers with their previous answers. Therefore I can 
conclude that the majority of the students (86%) consider that CSTutor is easy-to-
use. 
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Figure 6.7 CSTutor User Interface is Well Designed 
 
Figure 6.8 It is easy to use CSTutor 
Some comments from the students below are indicative of the students’ 
satisfaction about this aspect: 
• “Overall it is a very good idea and design for the students to learn 
programming.”
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• “CSTutor tutes [sic] me a lot of things right form [sic] the scratch to 
writing a program codes [sic]. It’s a really good integrated pack [sic] with 
Visual Studio.” 
• “[The features that I like most is] Integration with VS.” 
• “Choosing tasks was a nice feature.” 
6.4.2 Does CSTutor Help the Student Learn to Program? 
In the next group of questions in the questionnaire, I ask the students’ opinions about 
CSTutor’s functionality. Does CSTutor really help them learn to program? What do 
they think about the help that is given by CSTutor, the number of tasks, and 
CSTutor’s response time? 
The first question in this group asks the student’s opinion about the helpfulness 
of the CSTutor assistance as they write their program code. This question is 
answered with mixed opinions. The chart in Figure 6.9 shows the students opinions. 
Although there are a small number of students who consider CSTutor assistance is 
not helpful, the majority of the students (67%) agree or strongly agree that CSTutor 
assistance is helpful. 
I then did a more detailed analysis of the group of students who considered the 
CSTutor assistance to be helpful. I wanted to know if these students did really get 
benefit from CSTutor’s assistance or not. The result in Figure 6.10 shows that 71% 
out of 67% of the students who considered CSTutor assistance to be helpful got an 
increase in their post-test score. This shows that the students who considered the 
assistance from CSTutor to be helpful did really get a benefit from it. 
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Figure 6.9 Assistance from CSTutor is helpful 
 
Figure 6.10 CSTutor is helpful and can increase the student score 
For the next question on this issue, I asked the students about CSTutor’s 
response time and the number of tasks that must be completed by students. For 
CSTutor’s response time, 78% of the students agree or strongly agree that the 
response time in CSTutor is good (see Figure 6.11). None of the students disagree 
about this statement. A good response time is one of the requirements to make an 
application attractive. 
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Figure 6.11 Response time in CSTutor 
For the number of tasks that must be completed in CSTutor, 44% students 
consider that the number of tasks in CSTutor is already right, 33% almost right, and 
6% considers that they are a bit too many (see Figure 6.12). The answers for this 
question were numbered from one to five, with option 1 represents the opinion that 
the number of tasks are extremely too few, and option 5 represents the opinion that 
the number of tasks are extremely too many. Option 3 represents the opinion of the 
ideal number of tasks, and options 2 and 4 respectively represent the opinions that 
the number of tasks is a little bit too few or a little bit too many. 83% of students 
consider that the number of tasks is either already ideal (option 3) or slightly less 
ideal (options 2 and 4). Only 17% of students consider the number of tasks in 
CSTutor is extremely not ideal (options 1 and 5).  
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Figure 6.12 The number of tasks in CSTutor 
Starting from this information, I tried to explore more deeply the information 
from my database to find out the ideal number of tasks that should be given to the 
students. Just as a reminder, there are 16 tasks that can be solved in the second 
release of CSTutor. However, the number of tasks that are actually completed by the 
students varies. This firstly is due to the fact that CSTutor assigns different number 
of tasks to the students depending on their initial and current knowledge (as 
described in section 4.2. and 4.3.). Secondly, the students are allowed to do more 
tasks than the ones that are recommended for them. And, the students can do any 
exercise more than once.  
After comparing the students opinions about the number of tasks that should be 
given in CSTutor to the actual number of tasks that they did in CSTutor (see Table 
6.13), I conclude that there is no correlation between these variables. The Pearson R 
value of -0.3 and the p-value of 0.07 show that there is no strong and significant 
correlation between those two variables. 
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Table 6.13 Correlation of opinions about the number of tasks to the actual number of tasks 
completed 
Correlation: Opinion about Number of Task – Actual Number of Task Completed 
 Actual number of task completed 
Opinion about number of task 
Pearson Correlation -.299 
Sig. (2-tailed) .077 
N 36 
 
Table 6.14 gives further information about this. The average number of tasks 
that are considered ideal by 16 students is approximately ten (rounding the mean 
number in Table 6.14). However, some of the other students considered that even the 
average number of tasks of 10.58 or 12.67 are still too few. Therefore I conclude that 
there is no definite number that can represent the ideal number of tasks that can 
satisfy all students. 
Table 6.14 Average number of tasks completed based on the student opinion about the 
number of tasks 
Opinion about number of 
task in CSTutor 
Average number of 
tasks completed 
N Std. Deviation 
Too Few 12.67 6 3.559 
Almost Right 10.58 12 3.988 
Just Right 9.63 16 2.247 
A bit too many 10.00 2 4.243 
Total 10.47 36 3.264 
 
 
The final question that is related to the functionality of CSTutor is to ask the 
students if CSTutor is really helping them to learn to program. From the chart in 
Figure 6.13, 92% of the students agree or strongly agree that CSTutor helps them 
learn to program. This number shows that almost all of the students agree that 
CSTutor is really helpful. Thus these students’ opinions strengthen the claim in 
section 6.2 that CSTutor is effective at helping students learn to program. 
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Figure 6.13 Overall, CSTutor helps the student learn to program 
Some comments from the students below indicate the students’ satisfaction on 
this aspect: 
• “CSTutor is pretty good I like the way it is, I can’t think of any 
suggestions that could make it better.” 
• “No [I don’t have any suggestion], this system is really helpful especially  
for programming beginners [sic].” 
• “Overwhelmed with how impressive CSTutor is, the rate of learning is 
remarkable.” 
• “Overall I thought the CSTutor program was a good idea and made 
completing the tasks an easier experience, although it did have a few errors 
and quirks that could do with fixing.” 
• “In some case, the suggestion from CSTutor is not clearly [sic]. However, 
overall the CSTutor is great. It is a helpful tool to learn a language.” 
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• “It provides you with a help system to see where and how to approach the 
program when you got stuck with the logic of the program and find out 
any problem with syntax of the program.” 
• “CS tutor with database is good feature so that student can resume at any 
stage of learning.” 
6.4.3 Is the Learning Approach in CSTutor Attractive? 
The learning approach that is used in CSTutor is anchored learning. Role playing is 
used in this approach, as described earlier in section 2.3. In this role playing, the 
student is given a goal to be pursued. This goal can be achieved by writing programs 
for the given tasks. The help is given only when the student asks for it. This help 
starts from more general assistance and become more detailed if the student keeps 
asking. 
To get feedback on this approach, I asked the students for their opinions on 
whether the use of role playing to learn to program is a good idea. The chart in 
Figure 6.14 shows that 75% student agreed or strongly agreed with the idea. None of 
the students disagreed with this idea. Therefore, I conclude that the majority of 
students like the idea of role playing and none dislike it. 
In the role playing, the students pursue the goal of becoming a Senior 
Programmer. When I asked the students about this idea, 89% students agreed or 
strongly agreed about this approach. And again, none of them disagreed with this 
idea (see Figure 6.15). Because pursuing a goal is part of the method used in 
anchored learning, the positive responses of the students in this case shows that they 
like the anchored learning approach. 
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Figure 6.14 The role playing approach is a good idea 
 
Figure 6.15 Giving goal to be pursued is a good idea 
In order to achieve the position as a Senior Programmer, the students must 
write programs. When I asked the students’ opinions on whether learning to program 
by writing programs is a good idea or not, I got 100% agreement (see Figure 6.16). 
Therefore, it seems that all the students consider that one possible way to understand 
programming is by writing programs. Providing an attractive tool to learn to 
program, such as CSTutor, can be a good approach to get the students to write 
programs. 
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Figure 6.16 Learning to program by writing programs is a good idea 
In the next question, I asked the students if giving information at the time when 
they encounter a problem is a good idea or not. Such as shown in Figure 6.17, 94% 
of the students agree with this idea and none disagree. This result shows that the 
students really expect to have an assistant that is ready to help them, whenever they 
have a problem in writing a program.  
 
Figure 6.17 Give information when the student is in trouble is a good idea 
In the last question, I asked the students whether giving them a chance to 
develop answers themselves is a good idea or not. This is related to CSTutor’s 
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188 CHAPTER 6: EVALUATION 
behaviour in that it will not give a direct solution to a student problem – not to start 
with. As described in section 4.4, the help from CSTutor starts with general 
information that is aimed at reminding the students about one or two things that 
might just have slipped from their mind. The help becomes more detailed if the 
students keep request help for the same problem. These multilevel hints give the 
students a chance to develop the solution themselves. From Figure 6.18, 97% 
students agree or strongly agree with this idea.  
The result of the students’ opinions in Figure 6.14 to Figure 6.18 show that 
majority of students agree that the learning approach provided by CSTutor is good. I 
consider this agreement as one additional ingredient that shows the attractiveness of 
CSTutor. 
Because all aspects of CSTutor are considered good by the students, then it is 
unsurprising that CSTutor can attract students to use it to learn to program. This 
aligns with the result in the earlier Table 6.14, where 50% of the students ask for 
more tasks in CSTutor even though they already did an average of 11 tasks. The 
students will not ask for more tasks if CSTutor is not attractive. 
 
Figure 6.18 Give the student a chance to develop his/her answer is a good idea 
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CHAPTER 6: EVALUATION 189 
Comments from the students below indicate the students’ satisfaction on this 
aspect: 
• “Its [sic] good idea of using new techniques that can save time and effort.” 
• “[The feature that I like most is] The opportunity to use what I have learnt 
to write programs.” 
• “CSTutor makes us believe that we are working.” 
• “The help system within the program was quite helpful and well-designed. 
There was one or two occasions were the assistance provided was too 
vague to be of much help, but for the most part it was quite good and 
helped to understand troublesome errors.” 
• “It offers help when you really do need it.” 
• “[The feature that I like most is] How it tell me what's not necessary and 
how it points out the faults in the program.” 
• “I liked progressing through the program based upon the exercises, and the 
scaffolding. I liked that CSTutor wouldn't just give me the answer to a 
particular piece of code on my first couple of attempts at help. I liked that 
it laid out the instructions explicitly, so it was easy to understand what the 
program expected of the user/code.” 
• “CSTutor role play was very encouraging.” 
• “It gives programming task that I would not have think [about its 
application] of them by myself.” 
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6.5 The Suggestion of using CSTutor for other Units 
In this section, I explore more deeply how satisfied the students were with CSTutor. 
My hypothesis is that if the students are really satisfied then they would not hesitate 
to recommend that CSTutor be used again in the same unit, or even to be extended to 
be used in other programming units. For this, I asked the students if they recommend 
that CSTutor be used in the INB/INN270 unit (their current unit) and if they 
recommend that CSTutor be used in other programming units. 
It is very encouraging that none of the students disagreed with the idea of using 
CSTutor in the INB/INN270 unit and in other programming units. The results in 
Figure 6.19 shows that 92% of the students agree or strongly agree that CSTutor 
should be used in INB/INN270. Similarly, the results in Figure 6.20 shows that 86% 
of the students agree or strongly agree that CSTutor should also be used for other 
programming units. These students’ agreement would not be this high if the students 
were not satisfied with CSTutor. Based on these findings, I can strengthen my belief 
that the students were really satisfied with CSTutor. 
 
Figure 6.19 CSTutor should be used in INB/INN270 class 
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Figure 6.20 CSTutor should be used for other programming units 
The following comments from the students indicate the students’ overall 
satisfaction with CSTutor: 
• “Great program.” 
• “This is one of the most entertaining assignments I did at QUT.” 
• “CSTutor is really a helpful system. I would love to use it again after 
CSTutor provides more tasks and more complex C# skills for students to 
learn.” 
• “I suggest that the interface should be available to take the INN270 final 
exam.” 
• “I really like it and help me a lot.” 
• “Apart from a few little hiccups though, I'm happy with the experience.” 
• “It is a great way to practice basic programing.” 
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6.6 Summary 
This chapter described the process to evaluate CSTutor. The effectiveness of 
CSTutor was evaluated along with its attractiveness. Some evaluations were 
performed to justify the effectiveness and the attractiveness of CSTutor. Several 
instruments were used in the evaluation process. 
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7 CONCLUSIONS 
This chapter starts with a summary of this research. Then the specific 
contributions of this thesis are described in section 7.2, addressing the research goal 
and research questions stated in Chapter 1. The final section, 7.3, describes ideas for 
enhancing CSTutor in the future. 
7.1 Research Summary 
This research is motivated by the known problem that learning to program is difficult 
and the desire to help students learn to program. One of the reasons why many 
students fail their programming course is because they do not spend adequate time on 
writing programs. One way of encouraging the students to practice writing programs 
is to provide assistance at any time when they strike a programming problem. 
However, this solution is impractical if we had to provide human tutors to do this. 
The solution to this problem – the focus of this research – is to create an Intelligent 
Tutoring System (ITS) that can provide assistance to the students whenever needed 
for the programming tasks that it supports. 
Such an ITS should not only be designed to provide help to the students. It 
should also be designed to attract students to use it as a means to learn to program. 
While student motivation is a well-known topic in ITS research, no ITS in the 
programming domain has addressed this issue. The ITS described in this thesis tries 
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to attract students to learn to program by incorporating anchored learning as its 
learning approach. It is named CSTutor. 
CSTutor is intended to be used by beginner programmers and covers the 
following topics in the C# programming language: input, assignment, output, 
conditions, repetitions, and one dimensional arrays. As an ITS, CSTutor allows the 
students to learn at their own learning pace and learn material that is in accordance to 
their current knowledge. Role playing is used as the implementation of the anchored 
learning approach.  
7.2 Research Contribution 
As described in section 1.2, the main goal of this research is to investigate if an 
anchored learning ITS can attract students’ interest in learning to program and help 
them to learn it effectively. In order to achieve this goal, I developed an anchored 
learning ITS (named CSTutor) to help students learn to program in the C# 
programming language. CSTutor was used and evaluated by the students in the 
INB/INN270 unit at QUT, in semester 1 and semester 2, 2013. 
The evaluation of CSTutor was performed by analysing the results of the 
students’ work in CSTutor, and through a questionnaire. Details of the evaluation are 
presented in chapter 6. The main result of the evaluation (section 6.2) is that the 
students’ scores increased significantly by using CSTutor. A more detailed analysis 
(section 6.3) shows that the students with no programming background get more 
benefit from CSTutor than the students with a programming background. This is 
shown by a higher increase in score that are obtained by the students with no 
programming background. 
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The evaluation also showed that the more tasks completed by the students in 
CSTutor, the higher the improvement that was obtained. From those results, I 
conclude that CSTutor does help the students learn effectively.  
The evaluation of whether the anchored learning approach can attract the 
students’ interest in learning to program is discussed in section 6.4.3. Because all of 
the questions on the anchored learning components were responded to positively by 
students, I conclude that the anchored learning approach does attract the students’ 
interest in learning to program.  
Based on these findings and from the very positive students’ comments on the 
various issues described in chapter 6, I confidently conclude that an anchored 
learning ITS can attract the students’ interest in learning to program and can help 
them learn to program effectively. Therefore the main goal of this research is 
achieved.  
Related to this research goal, the four more-specific research questions stated 
in section 1.2 (re-stated in italics below) are addressed here: 
• How to provide feedback and help to the students, specific to the problems 
that they face in their programs?  
One of the major challenges in CSTutor is to provide appropriate feedback 
and help that fits with each logical programming error made by the 
students. This task is challenging because there can be a large number of 
correct solutions to a programming task. Therefore the number of possible 
cases of logical errors can also vary greatly. 
The method used by CSTutor to provide help is described in detail in 
sections 4.4 and 5.5. In short, the method converts the students’ code into 
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facts and an analysis is performed to see if these facts satisfy the task’s 
goal or not. When the facts cannot satisfy the goal, a more detailed 
analysis is performed to find the subgoals that cannot be satisfied by the 
facts. This information is then used to display help that is specific to the 
students’ problem.  
• How to attract the students to write programs when learning to program?  
As described in section 6.4, there are three supporting factors that can 
attract the students to write programs. These three factors are the existence 
of help when the students get trouble when writing a program (for a task 
set by the ITS), the ease-of-use of the ITS, and the attractiveness of the 
learning approach provided by the ITS. The evaluation in section 6.4 
showed that CSTutor does attract the students to write programs. 
• How to develop an ITS that is integrated seamlessly with the development 
environment used by the students?  
The integration of the ITS into the development environment that is used 
by the students is an advantage. While not all development environments 
allow another application to be integrated into them, Visual Studio (VS) – 
the development environment that is used by the students targeted by this 
research – supports such integration. As described in section 4.6, a 
VSPackage is used as the way of integrating CSTutor inside VS. This 
approach provides CSTutor with a powerful way to accessing the 
development environment, including the students’ code (see also section 
5.1). 
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• How to provide topics and exercises that fit with the students’ current 
knowledge?  
Providing tasks that fit with the students’ current knowledge is important 
to make the students feel comfortable with the given tasks. In CSTutor, 
this is supported by providing recommendations to the students, based on a 
student model which represents the students’ current knowledge. Section 
4.2 describes in detail the student model that is used in CSTutor.  
7.3 Future Work  
 
There are several enhancements that could be made to CSTutor, given additional 
time to develop and evaluate them. Some of the possible enhancements are: 
1. Increasing the scope of the covered topics in CSTutor. In the current version, 
CSTutor covers topics for input and output statements, arithmetic expression, 
conditionals, single loop using a “for” statement, and one-dimensional arrays. 
For a more sophisticated system, it would be reasonable to include topics 
about user-defined methods, indefinite loop, nested loops, and two 
dimensional arrays.  
2. Enhancing the anchored learning part. Several enhancements that could be 
made are: 
o Creating another story for the ITS. This new story would be used to 
keep the students willing to write more programs, due to their 
curiosity to find out the end of the story. A story with several endings 
that are dependent on the students’ answers would be more attractive 
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(see also the next idea about “providing a better means of 
communication”). 
o Providing a better means of communication between the students and 
the ITS. In its current version, only CSTutor can actively send 
information to the students and not the other way around (apart from 
sharing student program code). Allowing the students to also send 
their questions or requests to the ITS will make the system look more 
alive.  
One possible way of realizing this idea without too much effort is by 
providing options that can be selected by students to send fixed 
questions or requests to the ITS (Wang, Wang, & Huang, 2008). 
Another possible way, requiring more effort to realize it, is to provide 
a command line. Through this command line, the students could write 
answers to questions from the ITS, or make requests to the ITS 
(Graesser, Chipman, Haynes, & Olney, 2005). The flexibility of the 
language allowed to be used by the students would determine the 
effort required to realize it (Latham, Crockett, Mclean, & Edmonds, 
2012; Tegos, Demetriadis, & Tsiatsos, 2014). A more flexible 
language will need a higher effort. 
o Providing pictures or animation to support the story. Providing the 
right pictures/animation at the right time could make the students 
become more absorbed with the system (Rickel & Johnson, 2000). 
The pictures/animation could be used to depict some of the events that 
happen in the stories. To avoid distraction, a good balance must be 
found between the length of time that is used to show the 
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pictures/animations and that spent by the students on programming. 
The students should also have an option to skip these 
pictures/animations. 
3. Extending CSTutor to recognize programs in another programming language, 
such as Python. Python is also taught at QUT in another introductory 
programming course. By using the open source plug-in, Python Tools for 
Visual Studio (PTVS), Visual Studio (VS) can still be used as a development 
environment to write the code.  
A VSPackage can still be used, allowing the reuse of CSTutor’s code to 
access the editor window (to get the student code from it), the syntax error 
window (to get syntax error information), and to catch a necessary event from 
VS, such as closing VS. Parsing the student code (supported by using 
Roslyn), would be performed by creating a Python library that utilizes the 
parser module (supported by Python). The parsed tree processed by this 
module is stored in a ST (Syntax Tree) object and can be changed into a list 
of elements. This library could be called by the current CSTutor application. 
Therefore, many parts of the code currently in CSTutor could be reused for 
this enhancement. 
4. Changing the application type of CSTutor to become a standalone 
application. In order to be able to be used by a broader range of users (not just 
by any users who have Visual Studio), the application type of CSTutor could 
be changed from a VSPackage to a standalone application. Then the users 
would not need to have Visual Studio to run CSTutor. 
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A new standalone application could be created as a framework for a new 
CSTutor. This framework could then be filled with most modules from the 
current CSTutor. Two new components that would have to be developed for 
the standalone application are: (i) an editor for the students to write code; and 
(ii) a syntax error checking component. Roslyn can be used to help with the 
syntax error checking. 
5. Employing a web-server as a backend. By storing information about each 
student’s work in a web-server, the teacher can monitor the students’ progress 
more easily. The system should also be able to detect the existence of an 
internet connection automatically and work offline when the internet 
connection is not available. (Synchronisation with the backend data is 
required when an internet connection becomes available.) Therefore the 
students would still be able to use CSTutor even though there was not always 
an internet connection. 
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Appendix C: Relational Database in CSTutor 
A relational database is used to support many functions in CSTutor. The relational 
diagram of the database can be seen in Figure 4.5, but for convenience of the 
discussion, the diagram is presented again in this appendix as follow: 
 
There are four purposes of the entities used in the database. These purposes are: 
• To record information that is related to the inference engine and the 
knowledge base. Three entities are used for this purpose and there is no 
relationship between them. These entities are: 
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o Prolog Setting: is used to store the settings that are required to use 
dynamic predicates. The dynamic predicates mean that the predicates 
can be added or deleted by some actions in the knowledge base. 
o Rule: is used to store predicates that defined the rules used in CSTutor 
knowledge base. These predicates must be written in Prolog format. 
The representation of predicates written in Prolog format is similar to 
ones written in the First Order Logic format. The difference is that all 
identifiers in First Order Logic format that are started with lower case 
letter are written in upper case in Prolog format. The same condition 
applies for the predicates that are started with upper case letter in First 
Order Logic format.  
o Action: is used to store predicates that defined the action used in 
CSTutor knowledge base. These predicates must be written in Prolog 
format. 
• To record information that is related to the process of tutoring the students. 
The entities that are used for this purpose are: 
o Task: is used to store the tasks that are given to the students. For 
example we can store the task that asks student to add two numbers 
and display the result to the screen.  
o SubTask: is used to store the constraints or goal of the tasks. One task 
can have several rows of constraints. The information in the sub task 
is written in natural language (English). For example, for the task 
above we can create constraints such as:  
 there must be three variables exist in the program 
 there are two variables that get input from the user 
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 the third variable should contain a value that comes from the 
addition of the other two variables 
 the content of the third variable should be displayed on screen. 
o SubTaskInFOL: is used to store the constraints or goal, in Prolog 
format. One constraint can be represented by several rows of 
predicates in Prolog format. For example, the constraint “the third 
variable should be displayed on screen” above can be represented by 
two predicates:  
 isOutputWithValue(VarID_total, Val_total) 
 isEqual(Val_total, Val_firstVar + Val_secondVar)  
o Tutorial: is used to store the help and feedback related to each 
constraint stored in the SubTask entity. One constraint in the SubTask 
entity can have several rows in this entity. For example, the constraint 
“the third variable should be displayed on screen” above can have 
three help and feedback such as:  
 I don’t see the content of the variable ‘total’ is printed on 
screen 
 You can use the ‘Console.WriteLine’ command to print the 
content of the variable to screen 
 The code to print the content of the variable ‘total’ is: 
Console.WriteLine(“The total of the two variable above is:”  + 
total); 
o Student: is used to store the information about a student, such as his 
nickname (login name), password, current level, and current task ID. 
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o Student_Task: is used to store the information about the tasks that 
have been completed by student. 
o Student_Tutorial: is used to store the information about the tutorials 
that have been given to the student. 
• To record information that is related to the process of finding the student 
knowledge. The entities that are used for this purpose are: 
o QuestionAnswer: is used to store the questions and the answers of the 
pre-test and post-test. Because the questions in the pre-test and post-
test are the same, but in different order then we do not need to 
differentiate if the question is for the pre-test or post-test. 
o Student_QuestionAnswer: is used to store the student answers of the 
pre-test and post-test questions. 
o Node: is used to store the nodes that are used in the Bayesian Network 
model. The rows in this entity are generated directly from the 
Bayesian Network model that is created using GeNIe (see section 4.2) 
o Task_Node: is used to link the task with the nodes that represent the 
constraints of the task. One task can have several rows of constraints. 
o QuestionAnswer_Node: is used to link the pre-test questions with the 
nodes that represent the pre-test question. One pre-test question is 
linked with one node.  
o Student_Node: is used to represent the evidences that occur for each 
student. For example, if the student answer question 1 in the pre-test 
correctly then this entity will store information about it. 
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• To record information that is related to the process to evaluate the student’ 
actions in CSTutor. The entities that are used for this purpose are: 
o Log: is used to store information about all the student’s actions in 
CSTutor such as: 
 The starting and ending of CSTutor 
 The pressing of the buttons in CSTutor 
 The tasks that are selected 
 The code that are submitted as the answer of the task 
 The auto saving of the student code every certain time interval 
(see section 5.1.4) 
o CodeProblemLog: is used to store information about exceptions that 
may occur in CSTutor.  
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Appendix D: Conditional Probability Distribution 
1. Node "Q1 Var. Name" 
Parent Nodes Q1 Var. Name 
TOPIC Var correct incorrect 
known 0.8 0.2 
not known 0.3 0.7 
 
2. Node "Q2 Var. Type" 
Parent Nodes Q2 Var. Type 
TOPIC Var correct incorrect 
known 0.7 0.3 
not known 0.2 0.8 
 
3. Node "Q3 Simple Operator" 
Parent Nodes Q3 Simple Operator 
TOPIC Assignment correct incorrect 
known 0.8 0.2 
not known 0.6 0.4 
 
4. Node "Q4 Calculate Expr" 
Parent Nodes Q4 Calculate Expr 
TOPIC Assignment correct incorrect 
known 0.9 0.1 
not known 0.7 0.3 
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5. Node "Q5 Complex Expr" 
Parent Nodes Q5 Complex Expr 
TOPIC Assignment correct incorrect 
known 0.8 0.2 
not known 0.4 0.6 
 
6. Node "Q6 Hello World" (the same as the table in number 1) 
7. Node “Q7 Enter Number” 
Parent Nodes Q7 Enter Number 
TOPIC Input TOPIC Output correct incorrect 
known 
known 0.8 0.2 
not known 0.4 0.6 
not known 
known 0.4 0.6 
not known 0.2 0.8 
 
8. Node "Q8 Display Number” 
Parent Nodes Q8 Display Number 
TOPIC Output correct incorrect 
known 0.8 0.2 
not known 0.1 0.9 
 
9. Node "Q9 Comparison Operator" (the same as the table in number 1) 
10. Node "Q10 Simple IF”  
Parent Nodes Q10 Simple IF 
TOPIC IF correct incorrect 
known 0.7 0.3 
not known 0.2 0.8 
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11. Node "Q11 Simple IF”  
Parent Nodes Q11 Simple IF 
TOPIC IF correct incorrect 
known 0.6 0.4 
not known 0.4 0.6 
 
12. Node "Q12 Multiple comparison” (the same as the table in number 11) 
13. Node "Q13 Nested IF” (the same as the table in number 11) 
14. Node "Q14 IF MultiCondition” (the same as the table in number 11) 
15. Node "Q15 For Number Repetition” (the same as the table in number 5) 
16. Node "Q16 For StartEnd” (the same as the table in number 1) 
17. Node "Q17 Arr Initialization” (the same as the table in number 11) 
18. Node "Q18 Arr Element” (the same as the table in number 11) 
19. Node "Q19 Display Arr Element”  
Parent Nodes Q7 Enter Number 
TOPIC Output TOPIC Array correct incorrect 
known 
known 0.6 0.4 
not known 0.4 0.6 
not known 
known 0.3 0.7 
not known 0.1 0.9 
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Appendix E: Predicates Created and Actions Activated 
from a Particular Student Program 
 
From the student code, CSTutor creates predicates and activates some defined 
actions. In this appendix, an example of a particular student program is presented 
with the predicates that will be created and the actions that will be activated by 
CSTutor. 
 
The student code: 
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The predicates created by CSTutor: 
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The actions activated: 
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