Abstract. Consider a tree network that has been contaminated by a persistent and active virus: when infected, a network site will continuously attempt to spread the virus to all its neighbours. The decontamination problem is that of disinfecting the entire network using a team of mobile antiviral system agents, called cleaners, avoiding any recontamination of decontaminated areas. A cleaner is able to decontaminate any infected node it visits; once the cleaner departs, the decontaminated node is immune for t ≥ 0 time units to viral attacks from infected neighbours. After the immunity time t is elapsed, re-contamination can occur. The primary research objective is to determine the minimum team size, as well as the solution strategy, that is the protocol that would enable such a minimal team of cleaners to perform the task. The network decontamination problem has been extensively investigated in the literature, and a very large number of studies exist on the subject. However, all the existing work is limited to the special case t = 0. In this paper we examine the tree decontamination problem for any value t ≥ 0. We determine the minimum team size necessary to disinfect any given tree with immunity time t. Further we show how to compute for all nodes of the tree the minimum team size and implicitly the solution strategy starting from each starting node; these computations use a total of Θ(n) time (serially) or Θ(n) messages (distributively). We then provide a complete structural characterization of the class of trees that can be decontaminated with k agents and immunity time t; we do so by identifying the forbidden subgraphs and analyzing their properties. Finally, we consider generic decontamination algorithms, i.e. protocols that work unchanged in a large class of trees, with little knowledge of their topological structure. We prove that, for each immunity time t ≥ 0, all trees of height at most h can be decontaminated by a team of k = ⌊ 2h t+2 ⌋ agents whose only knowledge of the tree is the bound h. The proof is constructive.
Introduction

The Problem
Among the many security threats in networked systems supporting mobile agents, one of the most predominant is the presence of extraneous mobile agents (intruders) that can harm the network (e.g., see [12] ). Foremost examples of such harmful intruders are
Our Results
In this paper we examine the problem of decontaminating tree networks and provide a complete structural and algorithmic characterization for any arbitrary value t ≥ 0, thus extending and generalizing the existing results for t = 0. In particular:
We first of all determine the minimum team size necessary to disinfect with immunity time t a tree network from a given starting node. Furthermore we show that it is possible to compute all the minimum team sizes and (implicitly) the solution strategies from all starting nodes optimally in Θ(n) time (serially) or with Θ(n) messages (distributively), regardless of the value of t.
We then provide a complete structural characterization of the class of trees that can be decontaminated with k agents and immunity time t. In particular, we identify the class F (k, t) of forbidden subgraphs for given k ≥ 0 and t ≥ 0, and prove that any tree network without any such subgraph can indeed be disinfected by k agents and immunity time t. Note that, even though the case t = 0 have been studied before, the class F (k, 0) had not been identified.
Finally, we turn to the problem of designing generic decontamination algorithms, i.e. protocols that are not specific to a given tree, but rather would work unchanged in a large class of trees, with little knowledge of their topological structure. Generic decontamination algorithms are useful when little information is available about the network, and thus the minimum team size cannot be computed. Trivially, a team of n cleaners can decontaminate all trees of up to n nodes for any immune time t ≥ 0. We prove that, for each immunity time t ≥ 0, all trees of height at most h can be decontaminated by a team of k = ⌊ 2h t+2 ⌋ agents whose only knowledge of the tree is the bound h. The proof is constructive: we provide a purely localized generic mobile agent protocols and prove that it has the claimed property.
Definitions and Terminology
Let T = (V, E) be a tree where V is the set of nodes and E is the set of edges. Let N (u) = {v ∈ V : (u, v) ∈ E} denote the set of neighbours of node x, and let T u denote T when rooted in u ∈ V . Let (u, v) ∈ E; we denote by T v\u the subtree of u rooted in v not containing u.
A team of mobile antiviral agents, the cleaners, operates in T . Each agent has a distinct identifier, can perform local computations, can move from a node to a neighbouring one, and has limited private memory. Each agent obeys the same set of behavioural rules, and can communicate with other agents only when they are simultaneously present at the same node (face-to-face communication). The environment is synchronous; that is, it takes one unit of time for an agent to traverse a link, while local computation is considered instantaneous.
The team of cleaners is initially located at the same node (the homebase) and agents can move from node to neighbouring node. At any point in time each node of the network is in one of three possible states: guarded, contaminated, clean. A node is guarded when it contains at least one agent. Initially all nodes are contaminated except for the homebase which is guarded. A cleaner is able to decontaminate (or clean) any infected node it visits, transforming it from contaminated into guarded; once it departs, node enters state clean; the clean node is immune for t time units to viral attacks from contaminated neighbours. This immunity time is restarted at every transition of the node from a guarded state to a clean state. Once the immunity time has elapsed, a clean node becomes contaminated if one or more of its neighbours are contaminated. The solution of the problem is given by devising a strategy for the agents to move in the network in such a way that at the end all the nodes of the tree are simultaneously clean. We are interested in monotone decontamination strategies, i.e., where no clean node becomes contaminated.
We will denote by Ψ t (T r ) the minimum number of agents necessary to perform the decontamination without recontamination of T r with immunity time t starting from r ∈ V . We will denote by Ψ t (T ) = min r∈V {Ψ t (T r )} the minimum number of agents necessary to perform the decontamination without recontamination of T with immunity time t. In the following, when no ambiguity arises, we will omit the subscript t to simplify the notation.
Minimal Team Size and Solution Strategy
Determining the Minimum Team Size and Solution Strategy
In the following we define a pair of functions: ψ that will be shown to recursively describe the minimum number of agents necessary for decontamination, and γ that will be used for the determination of ψ.
where, without loss of generality, v 1 and v 2 are such that ψ r (v 1 ) = max i {ψ r (v i )} and
A node x ∈ V will be called a reset node if γ r (x) = 1.
The following Lemmas describe properties of ψ and γ. (1) there exists a path y 1 , . . . ,
In the following, whenever a node x ∈ V has more than one child, we will always indicate with x 1 and y 1 the two children such that the pair (ψ r (x 1 ), γ r (x 1 )) is the lexicographically maximum among the pairs associated to the children of x and (ψ r (y 1 ), γ r (y 1 )) is the lexicographically maximum among the pairs associated to the children of x excluding x 1 .
Lemma 2.
Let T r be a tree rooted in r. Let ψ r (x 1 ) = ψ r (y 1 ) and
If a team of ψ r (x 1 ) + 1 agents starts from r the decontamination of T r , one of the two subtrees T x1\r and T y1\r must be fully decontaminated before the team starts the decontamination of the other, regardless of the cleaning strategy.
We now show that ψ recursively describes the minimum number of agents required to decontaminate a tree from a given node. Theorem 1. Let x ∈ V and let p(x) be its parent in T r . The minimum number of agents necessary to perform the decontamination of T x\p(x) from x with immunity time t is ψ r (x). In particular, the minimum number Ψ (T r ) of agents necessary to perform the decontamination of T r from r with immunity time t is ψ r (r).
Proof. By induction on the height of the trees T x\p(x) , x ∈ V . The theorem is trivially true when the tree is composed of a single node. Assume it is true for all trees of height i and let T x\p(x) have height i + 1. We consider the three possible situations. Case 1. Consider first the case when ψ r (x 1 ) = ψ r (y 1 ) and
, by Lemma 1 there are two paths (x, x 1 , x 2 , . . . , x a ) and (x, y 1 , y 2 , . . . , y b ) in T x1\x and T y1\x of lengths respectively a > Since, by definition of ψ, ψ r (r) = ψ r (x 1 ) + 1, by Lemma 2 we know that T x1\x and T y1\x must be decontaminated one after the other starting from x; w.l.g, let T x1\x be decontaminated before T y1\x . However, for the ψ r (x 1 ) agents to reach x a , node r stays unguarded for more than the immunity time t and is recontaminated from y 1 . Thus, ψ r (x 1 ) + 1 agents are necessary. To show that ψ r (x 1 ) + 1 agents are indeed sufficient, we describe a cleaning algorithm with ψ r (x 1 ) + 1 agents. One agent stays on x to guard it from recontamination, the rest of the team first cleans all the subtrees of x requiring less than ψ r (x 1 ) agents. When the remaining subtrees all require ψ r (x 1 ) agents (we know that there are at least two of those), the team moves down on one (e.g., the one containing path π = (x, x 1 , x 2 , . . . , x a )), always keeping a guard on x; whenever, along π, the agents reach a node x i root of a subtree, ψ r (x 1 ) − 1 agents perform the cleaning of the subtree from x i (this number is sufficient by Lemma 1) while one agent stays on x i . When the agents reach x a , they clean T xa\xa−1 and they all go back to x. The same strategy is followed for the remaining subtrees. Case 2. Consider now the case when ψ r (x 1 ) > ψ r (y 1 ). In this case ψ r (x 1 ) agents are clearly necessary because, by induction they are necessary for cleaning T x1\x . They are also sufficient because they can clean T x\p(x) by first cleaning T y1\x (always keeping a guard on x) then moving to T x1\x . Thus ψ r (x) = ψ r (x 1 ) is the minimum number of agents to decontaminate T x\p(x) from x . Case 3. Finally, consider the case ψ r (x 1 ) = ψ r (y 1 ) with γ r (y 1 ) ≤ t 2 . Obviously ψ r (x 1 ) agents are necessary also in this case because, by induction they are necessary for cleaning T x1\x . By Lemma 1 we know that there is a path from x to a reset node u of length ≤ t 2 . Let π = (x, α, u) be such a path with α = (u 1 , . . . , u c ). Also in this case ψ r (x 1 ) agents are sufficient to clean T x\p(x) . In fact, the team moves down on π; whenever the agents reach a node u i root of one or more subtrees outside the path, ψ r (x 1 ) − 1 agents perform the cleaning of each subtree from u i while one agent keeps moving back and forth from u i to x. Since the distance between u i and x is smaller than t 2 each node in the path is guaranteed to be revisited within the immunity time t while the cleaning of the subtrees is performed.
Optimal Computation of Ψ
We describe how to compute the couple of values ψ and γ. The algorithm will be presented as an asynchronous distributed protocol in the classical message passing model [24] . The serial version is easily derivable from it. The algorithm to compute Ψ (T x ) for each node x of the tree performs a "saturation" starting from the leaves of the tree [24] . The first step of the algorithm consists of a WAKE UP (a simple broadcast with possibly multiple initiators) with the goal of activating all the nodes. After the WAKE UP all nodes are in the state READY and the leaves start the "saturation" sending the pair of values (1,0) to their parents. When a node x has received a pair of values from all its neighbours except for one (say p), it computes a pair of values (which will be shown to correspond to ψ p (x) and γ p (x)) that it will send it to p. Node x will then change state becoming COMPUTING. Eventually all nodes become COMPUTING. When a COMPUTING node x receives the last pair of values from the remaining neighbour, it has all the necessary information to compute Ψ (T x ). At this point the node continues the propagation of appropriate pairs towards the other neighbours and becomes DONE. Eventually every node will receive the information from all its neighbours, compute the minimum number of agents necessary and sufficient for decontaminating the tree starting from itself, and become DONE. The rules of Algorithm are described below. Algorithm FIND-MIN-TEAM-SIZE for node x.
WAKE UP (* after wake-up every node is in the state READY *) if x is a READY leaf:
send (1, 1) to parent become (COMPUTING) if x is a READY non-leaf:
receiving (a 1 , c 1 ) , . . . , (a deg(x)−1 , c deg(x)−1 ) from all neighbours except one (say p) (w.l.g., let (a 1 , c 1 ) and (a 2 , c 2 ) be the lexicographically max and second max resp. of those pairs) If (a 1 = a 2 ) and (
receiving (a, c) from l (* node x has now received the information from all neighbours *) rename the pairs so that (a 1 , c 1 ) and (a 2 , c 2 ) are the lexicographically max and second max respectively of those pairs If (a 1 = a 2 ) and (
send (a 1 , max{c 1 , c 2 } + 1) to N (x) \ l (* note that if x is a leaf the operations above will not be performed *) become (DONE) By definition of ψ and γ, it is easy to see that:
Lemma 3. Let a node x receive a pair (a, c) from y. We have that: a = ψ x (y) and c = γ x (y)).
As a consequence of Lemma 3, a COMPUTING node x receiving the pair from the last neighbour has enough information to determine the minimum number of agents needed to decontaminate the tree starting from x and the correctness follows:
Theorem 2. After executing Algorithm FIND-MIN-TEAM-SIZE, each node x is in the state DONE and knows the minimum number of agents required to decontaminate the tree starting from x.
The total number of messages exchanged is Θ(n), where n is the number of nodes of the tree.
Theorem 3. Algorithm FIND-MIN-TEAM-SIZE can be implemented serially so to run in Θ(n) time.
Structural Characterization and Bounds
Forbidden Subgraphs
In this Section we give a complete characterization of the class of trees that can be decontaminated with k agents and immunity time t. 
Definition 2. (F
In other words, in F * (k, t) and in F (k, t), between two successive branches there is always a path of length at least ⌊ t 2 ⌋ + 1 (for an example see Figure 1 ). In the following, we will say that a tree contains a subtree of type F * (i, t) (resp. F (i, t) ) if it contains as a subtree the undirected version of a tree in the family F * (i, t) (resp. F (i, t) ) .
The following Lemma state forbidden conditions for decontamination when starting from a specific node of the tree.
Lemma 4. If a tree T contains a subtree S of type F
* (k, t), then T requires at least k + 1 agents to be decontaminated with immunity time t starting from the root of S. The following Theorem states forbidden conditions for decontamination regardless of the starting point.
Theorem 4. If a tree T contains a subtree of type F (k, t), then T requires at least k+1 agents to be decontaminated with immunity time t, regardless of the starting node.
Proof. Let r be the root of a subtree of type F (k, t) of T . By definition, there exist three subtrees of type F * (k −1, t) each at distance at least ⌊ t 2 ⌋+1 from r (see the example of F (4, 4) in Figure 2 ). Let (r, x 1 , x 2 , . . . , x a ), (r, y 1 , y 2 , . . . , y b ), (r, z 1 , z 2 , . . . , z c ) be the three paths and A, B, C the three subtrees respectively from x a , y b and z c . By definition of ψ and by Lemma 4 we have that ψ r (x 1 ) = ψ r (y 1 ) = ψ r (z 1 ) = k, and since all three paths have length at least ⌊ t 2 ⌋ + 1, we have that γ r (x 1 ), γ r (y 1 ), γ r (z 1 ) > t 2 , which means that, starting from r, the number of agents Ψ (T r ) necessary to clean the tree is k + 1. By definition of agent function, ψ r (x i ) = ψ r (y i ) = ψ r (z i ) = k + 1, thus k + 1 agents are necessary to decontaminate the whole tree starting from all the nodes in the three paths x i .y j , z l (1 < i < a, 1 < j < b, 1 < l < c). Let the starting point be inside one of the subtrees A, B, C. Since ψ r (x a ) = k + 1, the team of agents coming from inside T 1 will need k + 1 agents at node x s to continue cleaning T xa\xa−1 .
Structural Characterization
Before showing that the forbidden subgraphs described above are the only possible ones, we introduce some Lemmas. Let Ψ (T ) = min x∈V {Ψ (T x )}.
Lemma 5.
Let the immunity time be t and let T be a tree such that Ψ (T ) = k + 1. Then there exists a node r with Ψ (T r ) = k + 1 that has at least children x 1 , y 1 , and z 1 such that ψ r (x 1 ) = ψ r (y 1 ) = ψ r (z 1 ) = k, and γ r (x 1 ), γ r (y 1 ), γ r (z 1 ) > t 2 . Lemma 6. If T requires k + 1 agents starting from node x (i.e. Ψ (T x ) = k + 1), then T contains a subtree of type F * (k, t) rooted in x. 
Theorem 5.
If a tree T does not contain a subtree of type F (k, t), then it can be decontaminated with k agents from any starting node.
Proof. We prove the theorem by showing that if T requires at least k + 1 agents to be decontaminated starting from any node, then it necessarily contains a subtree of type F (k, t). Let T be such that Ψ (T ) = k + 1 and let Ψ (T r ) = k + 1. By Lemma 5 there exists such a node r with three paths (r, x 1 , x 2 , . . . , x a ), (r, y 1 , y 2 , . . . , y b ), and (r, z 1 , z 2 , . . . , z c ) terminating with three subtrees A, B, and C rooted respectively in x a , y b and z c . such that ψ r (x 1 ) = ψ r (y 1 ) = ψ r (z 1 ) = k, and γ r (x 1 ), γ r (y 1 ), γ r (z 1 ) > t 2 . This implies that a, b, c > t 2 . By Lemma 6 it follows that T x1\r , T y1\r , and T z1\r all contain subtrees of type F * (k, t) rooted in x 1 , y 1 , and z 1 respectively, and the theorem is proven.
From Theorems 4 and 5 we can conclude that:
Theorem 6. Let t be the immunity time. A tree can be decontaminated with k agents if and only if it does not contain a subtree of type F (k, t).
As a consequence of Theorem 6 we can derive the following: Theorem 7. There are trees of n nodes that to be decontaminated with immunity time t need a team of Ω(log 3 ( n t+1 )) cleaners.
Generic Decontamination Protocol
In the classical model, to avoid recontamination of a node with contaminated neighbours, the only possibility is to guard the node (i.e., to have an agent reside on the node). When the immunity time is greater than zero, however, the situation is different. Since a decontaminated node x with contaminated neighbours and time immunity t > 0 can stay for t time units unguarded in contact with contaminated nodes, it is not necessary to have a stationary agent guarding it to avoid recontamination: a "guarding" agent could move away from x and come back to it within t time units to obtain the same result. In this way, a "guarding" agent can "protect" a group of agents from decontamination: for example, it could protect a path of length up to ⌊ t 2 ⌋ (i.e., containing ⌊ t 2 ⌋ + 1 nodes) by oscillating (i.e., moving back and forth) from one extremity to the other.
We describe a decontamination strategy that uses this "oscillating idea" and allows to decontaminate a tree from a given starting location using ⌊ 2h t+2 ⌋ agents, where h is the height of the tree rooted in the starting location and t is the immunity time. The strategy is not optimal in terms of number of agents (achievable by using our algorithms defined in previous sections), however the algorithm presented is generic and localized.
Informally our algorithm corresponds to a simple Depth-First Traversal by one agent while all other agents protects the immunity of the nodes that have been cleaned by the leading agent traversing the tree. The algorithm follows a localized strategy as agents only require face-to-face communications.
Let us define the node-level as the distance of a node from the root (the root is at level 0). Let us define the edge-level as the node-level of the node on the edge-extremity farthest from the root.
Let a 1 , a 2 , . . . a k be the agents (where k = ⌊ 2h t+2 ⌋). Each agent is responsible for ⌊ t 2 ⌋ edge-levels of the tree: more precisely, agent a 1 is responsible for levels 1, . . . , ⌊ t 2 ⌋, agent a i is responsible for levels i · ⌊ Let agent a k be the decontaminating leader of the team. All other agents travel with the decontaminating leader when it traverses nodes in their area of responsibility or above. Otherwise (i.e., when the decontaminating agent traverses the tree in lower levels), they oscillate in their respective domain.
Algorithm CLEAN for agent a k Perform a Depth-First Traversal When moving down in the domain A i of agent a i , i < k.
tell agents i to (k − 1) to move down with you. When moving up in the domain A i of agent a i , i < k.
wait for agent a i if necessary. tell agents i to (k − 1) to move up with you.
Algorithm CLEAN for agents a i (0 < i < k)
If a k is moving down among nodes in j≤i A j move down with agent a k define the nodes traversed in the domain A i as the active path π i If a k is traversing nodes in A i+1 OSCILLATE on (π i ) (* where π i is the active path in the domain of a i *) If a k is moving up (backtracking) to a node in j≤i A j move up with agent a k .
Algorithm OSCILLATE on (π i ) for agents a i (i < k)
Continually move up and down along active path π i . Until find a k ready to move up // returning to Algorithm CLEAN to move up with a k .
Let us emphasize that the waiting steps of the backtrack of the leading agent a k are required by the limited face-to-face communications. This also guarantees that the agents only oscillate on the path between the root and the leading agent a k .
We can now prove the monoticity of the decontamination. It is now easy to prove that all previously traversed nodes not included in the immuned path will remain clean, even if they have not been visited in the last t steps. Indeed, with the Depth-First order of the traversal, clean nodes that may have infected neighbours can only be on the immuned path, and thus guarantee the on-going "protection" of the other nodes.
At the termination of the Depth-First Traversal, all the nodes of the tree have been traversed by agent a k , and the previous lemma leads immediately to the following theorem.
Theorem 8. Algorithm CLEAN decontaminate a tree from a given starting location r and immunity time t with ⌊ 2h t+2 ⌋ agents, where h is the height of the tree rooted in r.
