Blockchain, originated from Bitcoin system, has drawn intense attention from the academic community because of its decentralization, persistency, anonymity and auditability. In the past decade, the blockchain technology has evolved and became viable for various applications beyond the domain of finance. However, due to the complexity of blockchain technology, it is usually difficult and costly for most developers or teams to build, maintain and monitor a blockchain network that supports their applications. Most common developers or teams are unable to ensure the reliability and security of the blockchain system, which to a certain extent affects the quality of their applications. In this paper, we develop a BaaS platform called NutBaaS, which provides blockchain service over cloud computing environments, such as network deployment and system monitoring, smart contracts analysis and testing. Based on these services, developers can focus on the business code to explore how to apply blockchain technology more appropriately to their business scenarios, without bothering to maintain and monitor the system.
I. INTRODUCTION
Blockchain technology, known as the foundation of Bitcoin [1] , has been used in various fields with its rapid development, resulting in the dawn of a new economy [2] . Recently, a wide range of blockchain-based applications and services have emerged. However, most developers still lack a convenient and effective way to deploy, maintain and monitor their applications, and thus they cannot ensure the reliability and security of the applications. There are many reasons for this, but the most important one is the complexity of the blockchain technology itself. When developers are designing business code, they are unaware of the impact from the complex underlying system, so they cannot take precautions to deal with future errors. Besides, due to a lack of professional knowledge, common developers or teams often fail to monitor the running condition of their systems and cannot accordingly identify and take appropriate measures to fix the system errors in time. In order to solve these problems, developers often need to devote a lot of energy to learning the underlying technology of the blockchain, rather than focusing The associate editor coordinating the review of this manuscript and approving it for publication was Yassine Maleh. on the design of business code. However, the work involving these underlying technologies is difficult for most developers or teams.
For example, as shown in the Figure 1 , a Hyperledger Fabric [3] network running Kafka consensus algorithm consists of three organization, one orderer cluster as well as one Kafka cluster which is supported by Zookeeper [4] . Therefore, in order to build this network to support your application, you should learn how to translate this network topology into a file that can be understood by docker-compose (either in JSON or YAML format). Besides, you need to be skilled in docker and docker-compose, which are used to startup the network through the file mentioned above. During the startup process, there is a high probability that a few errors will occur, such as the mismatch between docker-image version and source code version, Kafka service unavailable and so on. Only if you are equipped with all or more of the above knowledge can you deal with these errors. Furthermore, aimed to monitor the network for more details about each stage of transactions, such as the duration of the endorsement and transaction commitment, you need to have an intimate knowledge of the principle of Kafka consensus algorithm [5] and even modify the source code to change its underlying architecture. In addition to the above issues, there are still many issues to be considered after successful deployment, such as automatic recovery after system downtime, network environment updating, etc. In short, it is difficult and costly for common developers and teams to deploy, maintain and monitor a blockchain network.
Based on the problems mentioned above, BaaS (Blockchain-as-a-Service) has been proposed in recent years. By embedding the blockchain framework into the cloud computing platform, a BaaS platform can leverage the deployment and management advantages of cloud service infrastructure to provide developers with convenient, highperformance blockchain ecosystems and related services. Through these basic cloud services, developers can quickly startup a blockchain network to support their application ignoring the complexity of the underlying architecture. Besides, some more advanced services such as those related to security and performance, have been gradually introduced into BaaS platform to provide developers with a more complete ecosystem.
Nowadays, many companies, such as IBM and Microsoft, have released their BaaS platforms and achieved good outcomes. Their contribution is mainly to reduce the difficulty of deployment and development, but the services provided by these platforms still have many shortcomings. Especially in system monitoring and support of underlying system types, these platforms have much to be improved. In the paper, we develop a BaaS platform called NutBaaS (which means providing developers with a 'hard' barrier like the nut shell to protect their blockchain applications) to improve the current BaaS platforms, providing a more convenient and safer development environment for developers. Many basic services such as network deployment or advanced services like smart contracts security vulnerability detection are available on the platform through a set of RESTful API. All services are dedicated to enabling developers to focus on business code and leave the rest to NutBaaS.
The remainder of the paper is organized as follows. Section II presents some related works about BaaS platform and our major strengths compared with other platforms, while Section III introduces the background and preliminaries of the work. The structure and the technological innovation of NutBaaS will be highlighted in Section IV and Section V, respectively. Then, some key challenges for the future development of BaaS are discussed in Section VI. Finally, we provide a summary of this paper and some future plans in Section VII.
II. RELATED WORKS AND OUR CONTRIBUTION
Since the concept of BaaS was put forward, many companies in recent years have rushed to release BaaS platforms offering services for blockchain manipulations and building, shipping and running the business logic over blockchain networks. The well-known platforms include but not limited to IBM Blockchain [6] , Microsoft Azure Blockchain [7], Ethereum Blockchain as a Service on Azure [8] , AWS Blockchain [9] and so on.
In November 2015, Microsoft announced that it would provide EBaaS (Ethereum Blockchain as a Service) services on Azure cloud platform, where developers can quickly create Ethereum blockchain environments in the easiest and most efficient way. The platform was officially opened to the public in August 2016. In February 2016, IBM announced that it would provide blockchain as a service based on Hyperledger Fabric. IBM Blockchain is designed to provide users with an end-to-end blockchain platform solution that quickly builds a highly available blockchain network and provides blockchain security services. In May of the same year, AWS (Amazon Web Services) partnered with the investment company DCG (Digital Currency Group) to provide a blockchainas-a-service environment for companies invested by DCG. Even though these platforms have brought many benefits to developers and the whole blockchain community, there are still many deficiencies that need to be improved urgently.
In general, every BaaS platform will only choose one blockchain type like Hyperledger Fabric, Ethereum or EOS as a foundation of its underlying architecture. For example, IBM blockchain uses Hyperledger Fabric, while Ethereum Blockchain as a Service on Azure uses Ethereum. However, in various business scenarios, some paying more attention to the token in the network would choose Ethereum while others requiring trading performance would choose Hyperledger. Besides, based on the consideration of file storage, some scenarios may have to choose Filecoin [10] , which is considered as a decentralized storage network based on blockchain and IPFS [11] . It can be seen that the existing BaaS platforms have relatively monotonous support for blockchain types. On NutBaaS, we support many types like Hyperledger Fabric, Ethereum, EOS and Filecoin etc. Furthermore, we provide a solution to combine different blockchain types to support complex business scenarios.
In addition to the scalability of the supported blockchain types, we also improve the scalability of smart contracts. Since the Blockchain2.0 era, smart contracts have promoted the development of the whole blockchain ecosystem because it extends the ability of blockchain to process data. However, the ability of smart contracts to access external data and other chain's data is still a troublesome issue which causes inconvenience to many business scenarios. All the BaaS platforms mentioned above haven't made much improvement in this respect. On NutBaaS, smart contracts are enabled to call external data interfaces through http or https. This gives developers more flexibility in designing smart contracts. Besides, developers can easily write and test the contracts on the platform based on the templates provided.
In system monitoring, most BaaS platforms, such as IBM Blockchain, focus on the overall operation of the peers in the network for achieving rapid recovery after node faults as well as the duration and delay of transactions for a rough statistic of system performance. However, this is not enough for most business scenarios based on Hyperledger Fabric. When there is something wrong in the blockchain system, developers need more details about the peers and the transactions to find out which stage (such as endorsement, commitment and sorting) of the transaction goes wrong and results in system faults. On NutBaaS, we implement a detailed and real-time monitoring framework with a log-based method. It can track service invocation in a transaction and the time-consuming situation of each stage. Based on these statistics, developers can conduct a detailed performance analysis on peers that provide different services in the network and then make a targeted optimization for them.
Apart from what mentioned above, we also introduce some advanced technologies into NutBaaS, such as smart contracts security vulnerability detection and automatic repair. In the future, we hope that through the joint efforts of everyone, we can introduce more advanced technologies to build a safer, more reliable and more convenient BaaS platform.
III. BACKGROUND A. BLOCKCHAINS
A blockchain can be referred to as a distributed ledger, where the data and transactions are not under the control of any third party. Any transactions are completely recorded in the public ledger in a permanent and verifiable way. The first introduction of blockchain was implemented by Satoshi Nakamoto as a core part of Bitcoin.
With the further development of the technology, there are various blockchains with different goals. For example, Ethereum names its own blockchain as Ethereum Blockchain [12] , whereas Hyperledger names its own blockchain as Hyperledger Fabric [3] . However, all of them have some common elements as follows:
• Replicated ledger: All nodes in a blockchain network securely store the history of transactions. The latest transactions are packaged into a block and then the block is append-only with immutable past. All transactions in the blocks are distributed and replicated among all nodes taking part in the network.
• Peer-to-Peer network: All nodes share a public ledger without a centralized control actor over the Internet.
In other words, all nodes are connected through a peerto-peer network. Transactions and blocks are synchronized through this network.
• Consensus: Before the blocks are inserted into the chain, all nodes on the network need to reach a consensus on the validity and the order of transactions within the blocks. The most representative consensus algorithm in public chain is Proof-Of-Work (POW) [1] , which is used in Bitcoin System. Other algorithms, like Proof of Stake (POS) [13] and Practical Byzantine Fault Tolerance (PBFT) [14] are used in Ethereum and Hyperledger Fabric respectively.
• Cryptography: The security of blockchain system is based on the knowledge of cryptography. In a blockchain network, the integrity of transactions supports digital signatures and proprietary data structures (e.g.,Merkle tree [15] in Bitcoin, Merkle Patricia Tree [12] , [16] in Ethereum). Besides, the authenticity of transactions is supported by digital signatures. The privacy of transactions is supported by asymmetric cryptosystem. Blockchain technology also has some drawbacks [17] , which have attracted our attention. As we know, the blockchain is immutable and append-only, so the storage space of blockchain will continue to grow. For the Bitcoin blockchain, its size reached 219GB on May 18, 2019. At the same time, its distributed storage characteristics have caused a waste of resources. Another crucial issue is transaction throughput of blockchain network, which can be measured by transactions per second. Besides, other issues, such as network congestion, block size, or synchronization mechanism, have been highlighted in many studies. To solve these issues, in the past decade, a lot of researches [18] - [20] have concentrated on the improvement of the four elements mentioned above.
B. CLOUD COMPUTING
Cloud computing is a pay-as-you-go mode of providing scalable, flexible, and shared computing services (e.g., servers, storage, databases, networks, software, analysis, intelligence, etc.) to users over the network. It is attractive to business owners because it has several compelling features: high scalability, high reliability, on-demand services, easy access and extremely low cost.
Nowadays, services offered by clouds can be divided into three categories: software as a service (SaaS), platform as a service (PaaS), and infrastructure as a service (IaaS). IaaS refers to on-demand provisioning of infrastructural resources, while PaaS refers to providing platform layer resources (such as operating system support) and SaaS refers to providing on-demand applications. Examples of different types of services include Amazon EC2 (IaaS) [21] , Google App Engine (PaaS) [22] , and Rackspace (SaaS) [23] . In recent years, other types of cloud service, such as Function-as-a-Service (FaaS) [24] and Data-as-a-Service (DaaS) [25] have also attracted public attention. 
C. BLOCKCHAIN-AS-A-SERVICE (BAAS)
Blockchain-as-a-service (BaaS), the combination of cloud computing and blockchain, is an offering that allows users to leverage cloud-based solutions to build, host and manage their own blockchain apps, smart contracts and functions on the blockchain. The BaaS providers manage all the necessary tasks and activities to keep the infrastructure agile, operational and easily accessible. It is an interesting development in the blockchain ecosystem that is indirectly aiding the blockchain adoption across businesses by helping enterprises simplify operation process and reduce deployment cost. It is based on, and works similar to, the concept of Platform-as-a-Service (PaaS) model.
Clouds can enable the outsourcing of skills and expertise with regard to technology deployment and management. Blockchain is an emerging technology, meaning that experts in the area are limited, and in high demand. As such, BaaS can facilitate technology access, providing abstractions over the lower-level technical details. Currently, a key BaaS marketing focus is on quickly establishing the development environment to support businesses in their desire to explore the blockchain technology's potential. Besides, it can also provide a series of operation services such as search query, transaction submission and data analysis based on blockchain. These services can help developers verify their concepts and models more quickly. The service ability of BaaS platform is embodied in its stronger instrumentality, which facilitates the creation, deployment, operation and monitoring of blockchain. Recently, many large companies have gradually released their BaaS platforms, such as IBM blockchain [6] and Microsoft Azure Blockchain [7], but the services provided by these platforms still have some limitations.
IV. ARCHITECTURE
The architecture of NutBaaS is divided into four layers, which is shown in Figure 2 . The lowest layer is the Resource Layer which provides the infrastructure (such as storage, databases and networks) needed for blockchain services. The layer above the Resource Layer is the Service Layer, which is the most important layer on NutBaaS. All blockchain basic services and advanced services are implemented in this layer. By integrating these services, we have constructed some applications (such as DApp Store, Contract center as well as some general industry solutions) at the Application Layer that are conducive to the overall ecological development. In the Application Layer, people can quickly find solutions to their business scenarios in the Business Layer, where some mature solutions and corresponding application examples are shown.
The main goal of the NutBaaS architecture design is to provide a comprehensive and detailed operational monitoring mechanism for the blockchain system, as shown in the right part of Figure 2 . The four major layers mentioned above are also working for this goal. The mechanism covers four aspects of blockchain operations: Configuration management, Visual monitoring, User-defined alert, and Automated deployment. Automated deployment is aimed at providing an integrated service from deploying test networks, writing and testing smart contracts, customizing applications, to experiencing and sharing applications. The key work of Configuration management is the maintenance of the network, including the initial configuration of the network, as well as network configuration updates (such as peer upgrades) at runtime. The purpose of Visual monitoring and User-defined alert is to provide the user with instant visual information, and alarm users according to the alarm threshold set by the user, so that the user can immediately discover the system problem and solve it. We'll follow up with more details on the four major layers mentioned above.
In the Resource Layer, NutBaaS provides various clouds resources and infrastructures for deploying a basic blockchain network. NutBaaS can support private, public and hybrid cloud deployment including Amazon Web Services, Microsoft Azure, Alibaba Cloud etc. In other words, you can deploy different types of peers (e.g., orderer peers, endorsement peers) in different clouds, which can reduce the risk and damage of system collapse when some of the clouds you choose have problems (e.g., Network jitter, system outage). Besides, in the mode of hybrid cloud deployment, it is difficult for service tenants (network participants) to collude with all cloud service providers and unilaterally modify the entire network. Compared to the mode of deploying all peers in the same cloud, hybrid cloud deployment can effectively increase the attack difficulty of malicious attackers. In deploying technology, NutBaaS supports docker-container deployment and other deployment methods. In order to improve the portability and scalability of the system, we also use Kubernetes [26] (an open-source system for automating deployment, scalization, and management of containerized applications) to arrange and manage our containers. Through the services provided by Kubernetes, network participants can quickly update, expand and migrate containers (i.e. peers) or even rearrange the entire network.
The Service Layer, the most important layer on NutBaaS, can be divided into three sublayers. The lowest sublayer is the Underlying System supporting the current blockchain framework for different types of blockchains. Based on the Underlying System, we develop a lot of tools in Developer Tools. Then, in Service sublayer, we combined these tools to provide some basic and advanced services.
Based on the Resource Layer, NutBaaS supports the deployment of multiple underlying systems, including consortium blockchain Hyperledger Fabric 1.0.x to 1.4.x, public or private blockchain Ethereum peers, distributed storage Filecoin and so on. We also enhance the ability of smart contracts to access external data, so different types of chains can access each other's data through smart contracts. Thus, in some business scenarios, users can flexibly combine different types of chains according to their needs of business, making full use of the advantages of different types of chains without worrying about cross-chain data access. On top of the Underlying System, we develop a series of tools to facilitate blockchain developer's development including Blockchain browser, IDE, SDK&API, Contract management, Identity service, Passport service and Log query. These tools are designed to simplify the interaction between developers and blockchain. Blockchain browser provides a visual interface for users to interact with the blockchain system. For example, users can see the real-time status (such as transaction throughput, service quality of peers, etc.) of the blockchain system through the browser. IDE and SDK&API provide a set of tools that help developers design smart contracts and deploy blockchain test network. Contract management is responsible for managing the contract on the chain, including contract update, periodic statistics on contract data, and so on. Identity service and Passport service are mainly related to Identity-Chain technology (In Section V). Log Query provides an interface that allows users to trace the operational records of the blockchain system.
By combining the functions provided by these tools, we will provide some customized blockchain services to further reduce the uptake barriers of development. In the Service sublayer, we provide a series of services which users can easily access through a set of RESTful API. Blockchain building services mainly provides one-click deployment and update services of blockchain networks based on user-defined profiles. Blockchain join-up Services is dedicated to helping new members quickly join an existing blockchain network. Besides, NutBaaS provides Smart contract services to help developers detect security vulnerabilities of smart contracts to avoid economic losses caused by these potential vulnerabilities. In order to promote the development of the DApp ecosystem, NutBaaS also provides Wallet service to allow developers to experience and share their blockchain applications. All services in this sublayer are aimed to provide a convenient and safe development environment.
By integrating the underlying blockchain services, we provide some applications in the Application Layer to help find suitable solutions faster according to their business scenarios. For example, you can experience all kinds of DApp in the DApp Store, and then know which underlying framework is suitable for your scenario. Besides, you can learn how to design smart contracts in Contract Center by reading some classic examples. In order to create a good learning atmosphere, we also build a community where you can share and discuss some interesting topics with others. On the top of the architecture, the Business Layer, our main task is to explore more business scenarios suitable for the use of blockchain technology, and then come up with a specific solution for people to study.
V. TECHNOLOGICAL INNOVATION A. TRANSACTION BEHAVIOR TRACKING
Performance has been one of the important issues in various blockchain systems and becomes a major constraint of its applications since the emergence of the blockchain. Current blockchain systems, whether public blockchains or consortium blockchains (such as Ethereum and Hyperledger Fabric), suffer from various performance problems, especially when executing complex smart contracts. In the study [27] , McCorry et al. introduced an open board voting system which maximizes the privacy of the voters, but the execution time of the contract will become longer as the number of voters grows. In addition, Christidis et al. investigated the application and limitations of smart contracts for IoT, indicating that the efficiency is too low to execute the contracts on IoT [28] . All of these applications have the same problem of long execution time and low efficiency, which make them still unable to replace the centralized solution. Performance is one of the key factors restricting the application of blockchainbased smart contacts. Therefore, real-time performance monitoring of a blockchain network is urgently needed, which can help developers find out the mistakes when the system is abnormal as well as optimize the corresponding peers according to the result of the performance analysis.
At present, there are some studies [29] , [30] focusing on the overall performance evaluation of blockchain systems. The performance monitoring methods of the current BaaS platform are similar to the methods of these studies. They focus on monitoring the overall transaction situation of the whole network such as transaction throughput, average time to complete a transaction, transaction confirmation delay and so on. However, overall metrics cannot reflect the detailed performance at different stages. Once the network is abnormal, it's hard to pinpoint which stage of the transaction has an impact on the system. In the study [31] , Peilin Zheng et al. introduced a Detailed and Real-time Performance Monitoring Framework for different blockchain types, including Ethereum, Parity-PoW, Hyperledger Fabric, CITA and so on. This framework takes different stages such as transaction validation, execution and so on) of a transaction into consideration. In this framework, all peers are treated as the same role in the system, but in Hyperledger Fabric, there are several different roles of peers, which are responsible for different tasks of transaction processing. Besides, as shown in the Figure 3 , a transaction in Hyperledger Fabric is divided into several stages, some of which (e.g., endorsement) are not considered in the framework. In general, the framework is not fully applicable to Hyperledger Fabric. It cannot monitor the service invocation and time-consuming situation of a transaction at different stages.
As shown in Figure 3 , there are several stages to reach a transaction in a network based on Hyperledger Fabric. The first stage is endorsement according to endorsement strategy and the second one is committing the transactions to Fabric Orderer. After sorting the transactions, Fabric Orderer will package all transactions into a block and transmit it to Leader Peer. Finally, the Leader Peer will synchronize this block to other peers in the same channel. In order to monitor the service invocation and time-consuming situation of each stage, we develop a GRPC/GRPCS Tracking Interceptor based on Jaeger [32] . As shown in Figure 3 , transactions and blocks are transmitted between different peers though GRPC/GRPCS, so we install a tracking interceptor between GRPC server and GRPC client. When the endorsement peers, the orderers and the ordinary peers are interacting with GRPC, the tracking interceptor can collect the context information for service invocation as well as transaction information. Finally, all information is transmitted to our system as a source of data for our analysis of system performance or exceptions.
There are four collecting points for tracking information from generation to entry into NutBaaS system, which is shown in Figure 4 :
• Jaeger Client: An OpenTracing-compliant SDK is implemented for different languages. Through the API provided by the SDK, the GRPC interceptor writes data to Jaeger Client and then the client passes the tracing information to the Jaeger Agent according to the sampling strategy specified by the application.
• Jaeger Agent: It is a network daemon that listens to receive span data on a UDP port, and it sends data to the Jaeger collector in batch.
• Jaeger Collector: It receives data from Jaeger Agent and then writes the data to the backend storage.
• Data Store: Currently, we use Elasticsearch [33] , a distributed, RESTful search and analytics engine capable of solving a growing number of use cases, to store log information. Users can query real-time log information easily through a set of RESTful API. After collecting the context information, we can track the service invocation at each stage and the time spent on each service in a complete transaction. By comparing the service invocation and time-consuming situation at different stages of the transaction, we can quickly find out which service is the main cause of the system exception when the system is abnormal. Then, we can optimize the peers that provide this service. In this paper, we optimize the monitoring facility of blockchain systems based on Hyperledger Fabric by introducing a GRPC/GRPCS Tracking Interceptor. At the same time, we introduce this interceptor into the framework in the study [31] and integrate this framework into NutBaaS to provide comprehensive and detailed monitoring services for different blockchain types.
B. IDENTITY-CHAIN TECHNOLOGY
For most business scenarios, the account is the basic configuration of each product, which is no exception in the blockchain system. Whether in the public or consortium chain, a secure account system that supports smart contracts transactions is required. For example, in Ethereum, each common user has an account and each account has a public key and a private key. The security and confidentiality of transactions initiated by the account are protected by this pair of secret keys, i.e., by a symmetric cryptosystem. In addition, a secure account system can withstand many malicious attacks, such as double-spend attack. In the Ethereum account model, the account's nonce field is added to each transaction initiated by the account, so that only one of the transactions with the same nonce value initiated by the account is recognized by the network finally. Therefore, Ethereum can effectively withstand double-spend attack.
However, in the current consortium chain frameworks (such as Hyperledger Fabric), the account system is not complete. In Hyperledger Fabric, the account in Fabric is actually a set of certificates and key files generated according to the PKI specification, and is generally only owned by a member (or a peer) in the organization. Usually the member represents an institution (such as an enterprise), but for common users of the institution, they do not have an account. They can only use the services provided by the institution. Therefore, the security of transactions for all common users depends on the confidentiality of member's certificates and secret key files. Once a member's certificates or keys are leaked, the security of the common user in the member will be threatened. As shown in Figure 5 , we provide Identity-Chain technology to solve this problem, allowing enterprises to choose their own encryption algorithm as the public and private key generation algorithm of accounts and build their own identity chain according to their business needs. Thus, enterprises can give their users a secure account (identity) to protect the security and privacy of their transactions.
Firstly, the enterprise needs to customize their identity chain profile based on the templates provided by NutBaaS, such as identity-chain account address prefix, identity-chain account permissions as well as what basic information users need to register. Next, the enterprise uploads the profile to the NutBaaS platform, and the platform will check the validity of the profile. Once the profile's check is passed, the platform transmits the profile to the deployment factory and starts deployment. After successful deploying, the customized identity chain for the enterprise will be generated in which the users of the enterprise can register themselves. In order to ensure the security of the chain account, the enterprise can choose the identity chain encryption algorithm (such as Original ECDSA (Elliptic Curve Digital Signature Algorithm) [34] or Ethereum-modified ECDSA [35] ) supported by the Identity Center as the public and private key generation algorithm of the account. Now, in this mode, the user can only successfully submit the transaction to the business chain when authorized by the identity chain. Figure 6 shows the interaction between the identity chain and the business chain after the user initiates a transaction. 1) Send random information request: When the Bussiness-Chain peer (a member of the organization) receives a transaction, and if the transaction needs to be authorized, a request is sent to obtain the random information. (If the authorization is forcibly skipped, the transaction fails due to the transaction verification.) 2) Obtain random information: Business-Chain peer sends a request for random information, including the public identity information of the user. After receiving the request, Identity-Chain peer first checks whether the public identity information sent by Business-Chain peer is legal. If it is legal, a random information is generated and returned to the Business-Chain peer. The generated random information and the public identity of the user are saved for a short period of time.
3) Send signature of random information: The Bussiness-Chain peer receives the random information returned by the Identity-Chain peer, then uses the elliptic curve encryption algorithm to sign the random information. Finally, it sends the signature information and the random information to the Identity-Chain peer. 4) Verify identity information: When the Identity-Chain peer receives the information from the Bussiness-Chain peer, it first checks whether the random information is generated by itself in a short period of time. If the check is passed, the random information is used to obtain the public identity information of the user from the identity chain and then use it to verify the signature. If all verifications pass, the transaction will be successfully submitted, otherwise the transaction will be terminated. Through the Identity-Chain technology described above, a common user can register an account on the identity chain of the enterprise and initiate a transaction on the network as a separate entity. The privacy of the individual users and the security of the transaction are supported by user's private key. Any transaction needs to go through the authorization process shown in Figure 6 to be successfully executed. Identity-Chain technology optimizes the account system of Hyperledger Fabric, allowing the users of the member peers to interact with the blockchain system as independent individuals rather than relying entirely on the services provided by the member peers. In addition, this technology allows enterprises to customize their user account system, including the choice of the encryption algorithm, the definition of account permission and account prefix, etc.
C. EXTERNAL DATA ACCESS CAPABILITY OF SMART CONTRACTS
With the emergence of smart contracts, blockchain technology is no longer only used in digital currencies, but also widely used in finance, medical, the Internet of Things and so on. However, smart contracts have limited ability to process and store data. For example, in Ethereum, due to the limitation of each block's gasLimit, the amount of data that a smart contract can handle in each transaction is limited. In addition, once the smart contract stores too much data, the speed of querying the data will be low. Therefore, when designing a smart contract, developers usually introduce a cache database to store data, and only store some key data on the chain. However, in the design of most business scenarios (whether based on Hyperledger Fabric or Ethereum), the inability of smart contracts to access external data(from cache database or other applications) is a huge inconvenience to developers.
Oraclize [36] is designed to solve this problem. It is a smart contract in Ethereum, so that it can only work for Ethereum. Besides, callers need to pay a fee based on their use of Oraclize. At the same time, Oraclize uses contract-callcontract to access external data, which is not the most familiar development method for developers. There is still a lack of a common and free way for users to access external data within contracts. As a result, we develop a module called NutHTTPS to make it easy for smart contracts to access external data through http or https, which can work for various frameworks including Hyperledger Fabric and Ethereum. Figure 7 shows the basic implementation logic of the module:
The NutHTTPS module is primarily responsible for defining data specifications for smart contracts to interact with external data, submitting requests to NutBaaS Message Queue, and processing the results returned from the message queue. In order to support the diversification of programming languages for smart contracts, NutBaaS uses Protocol Buffers (protoBuf) [37] to define the parameter format for requests to interact with external data, and interacts with NutBaaS Message Queue via the GRPC/GRPCS protocol. ProtoBuf is a Google's language-neutral, platform-neutral, extensible mechanism for serializing structured data -like XML, but smaller, faster, and simpler. The data interaction format defined by ProtoBuf can be compiled into GRPC Stub code (interface code) for different programming languages. GRPC [38] is an open-source remote procedure call system initially developed at Google, which uses HTTP/2 for transport and ProtoBuf as the interface description language. NutBaaS uses protoBuf to define the parameter type of a request, as shown in Table 1 , and generate different GRPC Stub code for different programming languages.
Developers can import Stub code for the corresponding programming language according to their needs. When it is necessary to interact with external data, the developer only needs to fill in the relevant parameters of Table 1 and send a request to the NutBaaS Message Queue through GRPC. The Stub code converts the parameters represented by the high-level language into a messages in ProtoBuf format and sends a request to the NutBaaS Message Queue. The NutBaaS message queue mainly converts and verifies the message in ProtoBuf format through a GRPC server and constructs a HTTP/HTTPS request to interact with external data. During this process, all request logs are logged to the backend database for later queries. After the GRPC server gets the result of the request, it also returns the result to NutHTTPS in ProtoBuf format and finally to the smart contract that initiated the request. With the NutHTTPS module, developers can easily access any data outside the contracts, as long as it is accessible via the network. In addition, developers can use NutHTTPS to build a logical channel between different types of chains so that different chains can access each other's data.
D. SMART CONTRACTS SECURITY VULNERABILITY DETECTION
Smart contracts, which run on each node of the blockchain network in the form of chain scripts, provide an applicationlevel extension interface for the blockchain. Based on these interfaces, smart contracts help people apply blockchain technology to more complex business scenarios, and as a result, they often carry a large amount of digital assets or commercial interests in many scenarios. At the same time, smart contracts are highly autonomous, meaning that once a smart contract is deployed, it cannot be changed at will. Therefore, it is especially important to perform security vulnerability detection before deploying smart contracts. Especially after the DAO incident, people further realized the importance of the security issues of smart contracts, which may cause huge economic losses.
In recent years, the identification and detection of smart contracts security vulnerabilities has become a research hotspot in academia. Traditional code defect identification and detection are mainly divided into two types, namely, code defect detection based on test cases [39] and code defect detection based on static analysis [40] . The former is to input test cases to the program under test, simulate the execution process of the program, observe the output of the program and speculate on possible defects in the program; the latter is to identify or find potential defects through automatic scanning and analysis of the program code. Currently, researchers mainly use static analysis methods (such as symbolic execution, model checking) to detect security vulnerabilities in smart contracts. In the studies [41] and [42] , symbolic execution technique is used to detect potential types of known vulnerabilities in smart contracts at the bytecode level. In addition, multiple smart contracts verification systems [43] - [46] use model checking techniques to detect potential vulnerabilities in smart contracts. These systems, based on the attributes or assertions given by the users, use model checking technique to verify that whether the target contract implementation has relevant characteristics, thereby discovering potential vulnerabilities in the contract. However, the existing vulnerability detection techniques rely on heuristic strategies, such as depth (or breadth) prioritized search in symbolic execution techniques, which may result in higher computational costs in order to achieve analytical accuracy. On NutBaaS, we use existing tagged data (many contracts of known defect types) to initially establish a learning model, use machine learning algorithms to determine contract vulnerabilities, and reduce the cost of heuristics strategies.
In the previous work, we have collected the source code of 19,000 smart contracts and their bytecode files from Ethereum. Through manual verification, we found 11 common types of code defects in smart contracts, such as integer overflow, transaction failure exceptions, transaction status dependency, and so on. In the data annotation phase, we have manually selected 2000 smart contracts from the dataset and manually verified them, i.e., detected whether each contract has the above 11 code defects.
In the feature extraction phase, we are ready to incorporate the source code and bytecode files of the smart contracts into the feature consideration. The source code defines the logical behavior of the contract program. We use the way of traversing the code AST (Abstract Syntax Tree) to obtain the behavior characteristics of the code, taking the timing characteristics of the contract bytecode file into account. We will measure contract defects from different perspectives by combining the two types of features.
In the model training phase, considering that the contract source AST has a complex logical structure, we model it using bidirectional LSTM (ie, BiLSTM, Bi-directional Long Short-Term Memory). At the same time, since the contract bytecode file only contains timing information, we use a one-way LSTM (Long Short-Term Memory) to model it. The model architecture is shown in Figure 8 . On this basis, we use a manually validated data set for model training, and finally use the trained model to predict contract defects. In the future, we will continue to improve our model from different perspectives to improve the accuracy of forecasts and release it as an official service for users.
VI. DISCUSSION
In recent years, the concept of BaaS has become popular, and a large number of companies have released their BaaS platforms and offered a variety of innovative services to seize the market. The blockchain infrastructure (or service) provided by the BaaS platform aims to bring convenience to developers and ensure the reliability and security of the blockchain system (or application), but the service providers often ignore the reliability of the infrastructure itself. The availability and reliability of BaaS infrastructure is important for those planning to contract or deliver shared ledgers through these environments, mostly in order to keep up with strict service level agreements (SLAs) [47] . However, current service providers still lack an effective means to evaluate the reliability of these infrastructures, and optimize the relevant components based on the results of the evaluation to improve the overall service quality of the BaaS platform. Carlos Melo et al. used the Dynamic Reliability Block Diagram (DRBD) to evaluate the reliability of the BaaS infrastructure [48] . By understanding system availability and reliability in advance, these service providers can apply high-availability technologies such as redundant or preventive maintenance and improve their SLAs. The study was based solely on the experimental environment of Hyperledger Cello [49] , which ultimately resulted in system downtime, but did not perform a comprehensive reliability assessment analysis. In the future, seeking a comprehensive and detailed BaaS reliability assessment through modeling will play an important role in the development of BaaS.
Blockchain has received more and more attention because of its potential to decentralise, disintermediate, and enable 'trustless' interactions. In recent years, BaaS offerings have gradually emerged to provide the underlying supporting infrastructure, aiming to reduce the uptake barriers of the technology. However, an interesting characteristic of BaaS is that it reintroduces an intermediary in the form of a service provider (e.g., IBM, Microsoft, Amazon, etc.), who often has a relationship with certain participants in the network (for example, some participants may have more power to control the infrastructure than others through their arrangements with service providers). This 'recentralisation' introduces new trust considerations as they relate to the provider. As a thirdparty provider of blockchain services, BaaS seems to run counter to the decentralized trust mechanism of blockchain. In the study [50] , Jatinder Singh et al. analyzed the recentralisation and the trust considerations of BaaS in detail, particularly with respect to the role of service providers. At present, the views on this issue introduced by BaaS are mainly divided into two factions. Some people believe that BaaS introduces the role of a third-party service provider, which is contrary to the decentralization and trustless mechanism of the blockchain. Others believe that BaaS reduces the uptake barriers of development and improves the security and reliability of blockchain applications, thus, would drive the development of blockchain technology. They believe that the recentralisation and the trust issue of BaaS can be solved by other means. We prefer the latter view that the emergence of BaaS has more advantages than disadvantages for the development of blockchain. At present, there are also a few studies proposing some solutions to the issue. Study [51] introduces a novel Blockchain-as-a-Service paradigm which adopts deployable components to reconstruct the open and decentralized blockchain service.
This paradigm increases the transparency of BaaS when deploying and running blockchain systems to a certain degree, but it cannot prevent collusion between tenants and providers. In the future, we will study this issue and seek a more complete solution.
VII. CONCLUSION AND FUTURE WORK
This paper proposes a more complete platform to make up for the shortcomings of the current BaaS platform, especially in terms of reliability and security. We also introduce some more advanced technical services, such as Identity-Chain technology and smart contracts security vulnerability detection. In addition, we discuss the reliability of BaaS infrastructure and the new trust considerations arising from BaaS, which would undermine the security, decentralization and âĂŸtrustless' mechanism of blockchain.
In the future, our work can be extended in different aspects: (1) Transparency of blockchain deployment and runtime: Applying a new service paradigm (maybe similar to that described in the study [51] ) to NutBaaS. Increasing the transparency of blockchain deployment and runtime through the new service paradigm to reduce the damage of BaaS platform as a third party to the decentralization of blockchain. (2) Reliability of BaaS infrastructure (service): Seeking a more detailed and versatile evaluation method for BaaS infrastructure. In this way, the service providers or the service users can optimize the relevant components or take corresponding preventive measures according to the evaluation results. PEISHAN LI is the main developer of the BaaS Platform. She is an experienced developer who has participated in many blockchain projects, such as DongGuan Blockchain Enterprise Database, the WangAn Trust Certificate Storage Platform, and HitChain distribution. She has also participated in the design and development of BaaS platform and BD blockchain, which obtained a number of technical copyrights and patents. Her current research interests include BaaS development and blockchain services, such as ETH, fabric, IPFS, and stellar.
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