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1 Bevezetés 
1.1 Motiváció 
A dolgozat témájaként egy manapság már napi szinten használt alkalmazások 
egy részét és ezeknek alapvető funkcióit igyekeztem megvalósítani egyetlen 
programban. 
Az alkalmazás egy egyszerűsített internetes böngészőt valósít meg, ami képes 
kezelni különböző bővítményeket is. 
Jelen mintaprogramba, egy saját fájlkezelő alkalmazás került bele, úgynevezett 
bővítményként. Ezen belül kezelni tudjuk fájljainkat, valamint lehetőségünk adódik egy 
FTP ( File Transfer Protocol ) kapcsolat létrehozására is. 
 
1.2 Az alkalmazás rövid ismertetése 
Az alábbi alkalmazás egy java nyelven íródott, letisztult böngészőt tár a 
felhasználója elé. Használata igen egyszerű, hasonló a már elterjedt és megszokott 
böngészőkéhez. Elindítás után alapértelmezett oldalként a Google kereső oldala fogad 
minket, ahol már azonnal el is merülhetünk az internet csodás világában. Egy kívánt 
oldal eléréséhez elegendő, ha az „Address” utáni mezőbe beírjuk a weboldal címét és 
az „Enter” billentyű segítségével vagy a „GO” gomb megnyomásával a felületen már át 
is repülhetünk az adott oldalra, amit akár két gombnyomás segítségével a kedvenc 
oldalaink közé tudunk tenni, a „Bookmarks” menüpont alatt. 
Az internetes böngészőből lehetőségünk adódik a fájl böngésző eléréséhez is, 
amivel könnyedén hozzá tudunk férni a saját meghajtónkon lévő fájlokhoz. Ezeken 
különböző módosításokat is el tudunk végezni akár, mint például az átnevezés, 
áthelyezés, másolás, törlés stb. Ezen felül a belső modulnak van egy beépített .txt  
( Text ) fájl nézegetője és módosítója is. Viszont egy dupla kattintással akár 
visszatérhetünk a már jól megszokott „File Explorer”-hez vagy a különböző 
kiterjesztésű fájlok megnyitásához a hozzájuk rendelt alkalmazásokkal.  
Továbbá lehetőségünk nyílik egy FTP kapcsolat létrehozására is a fájl böngészőn 
belül. 
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1.3 A mellékelt lemez tartalma 
 Jar_fajlok: Forráskódokból generált futtatható .jar fájlok. 
 Java_alapu_bongeszo: Tartalmazza a kész programot. 
 Forráskódok: 
 totalManager: A fájlkezelő program forráskádját. 
 totalBrowser: Az internetes böngésző forráskódját. 
 Dokumentáció: Ezt a dokumentációt.  
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2 Felhasználói dokumentáció 
2.1 Felhasználási területek, célközönség 
Egyszerűségéből adódóan a programot valójában bárki használhatja, aki 
szeretne elmélyedni a saját számítógépe és az internet alkotta világban. 
A program egyik fő célja, hogy a lehető legletisztultabb formában, a felhasználói 
egyszerűségre törekedve, egy olyan felületet biztosítson a felhasználójának, hogy az 
ne vesződjön el az opciók sokaságában, de mégis kielégítő teljesítményt nyújtson 
számára. Valamint a programok egybeépíthetőségére és bővíthetőségére is lehetőség 
nyíljon a jövőben, a már meglévő fájlböngésző bővítmény mintájára. 
 
2.2 Rendszerkövetelmények 
A program futtatásához szükséges követelmények: 
 Windows 
o Windows 7, Windows 8, Windows 8.1, Windows 10 vagy újabb 
o Intel Pentium 4 processzor vagy újabb, ami SSE2 kompatibilis 
Megjegyzés szerverekre vonatkozóan: Windows Server 2008 R2, Windows Server 
2012 vagy Windows Server 2016. 
 
 Mac ( nem tesztelt ) 
o OS X Yosemite 10.10 vagy újabb 
 
 Linux ( nem tesztelt ) 
o 64-bit Ubuntu 14.04+, Debian 8+, openSUSE 13.3+, vagy Fedora Linux 24+ 
o Intel Pentium 4 processzor vagy újabb, ami SSE2 kompatibilis 
 
Windowsos operációs rendszeren szükség van Java 8 Update 171 vagy újabb 
verzió telepítésére. 
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Ebből a 64bit-es változat telepítése szükséges. Valamint a környezeti változók: 
JAVA_HOME, JRE_HOME, PATH beállítása. 
 
2.3 A program telepítése 
Törekedve a felhasználóbarát elképzelésemre, egy egyszerű átmásolással a 
mellékelt lemezről a „Java_alapu_bongeszo” mappát a kívánt rendszer egyik 
meghajtójára, már indíthatjuk is a programot a mappában szereplő „JavaBrowser.exe” 
fájllal. 
 
2.4 A program funkciói és használata 
A program elindítása után a képernyő közepén megjelenik az internetes 
böngésző ablaka: 
 
 
 
Alapértelmezett oldalként a Google kereső oldala tölt be. Amint rákeresünk 
valamire, egyből láthatjuk, hogy megjelenik egy felugró ablak. Ez akkor jöhet fel, ha 
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egy adott oldal szeretne hozzáférni a földrajzi helyzetünkhöz. Itt kiválaszthatjuk, hogy 
kívánjuk-e engedélyezni a hozzáférést vagy pedig megtagadjuk azt. 
 
 
 
 A fejléc alatt levő szöveges mező segítségével más weboldalakat is elérhetünk, 
de keresésre is egyszerűen lehet használni a Google-n keresztül. 
 
 
 
 
A vezérlő panelen lévő szöveges mezőn kívül különféle gombokat találhatunk, 
melyek más-más szerepet töltenek be. Balról-jobbra indulva a „Back” és a „Forward” 
gombok értelemszerűen a visszalépést és az előrelépést szolgálják. Kezdetben ezek a 
gombok inaktívak. A „Back” gomb akkor fog aktiválódni, ha már továbbléptünk ez 
eredeti oldalról egy másik oldalra. A mellette lévő „Forward” gomb egy visszalépés 
után aktiválódik és visz minket vissza arra az oldalra, ahonnan jöttünk. 
 
   
 
Ezektől jobbra a „Reload” gomb helyezkedik el. Ez biztosítja az oldal újratöltését 
manuálisan.  
Egy oldal betöltődése során feltűnhet, hogy ez a gomb megváltozik és az 
„Abort” nevet kapja. Ez azt jelenti, hogy az elérni kívánt oldalt még nem töltődött be 
teljesen és meg tudjuk szakítani a folyamatot.  
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A vezérlő panel legvégén, jobb szélen, a kicsinyítésre és nagyításra szolgáló „-” 
és „+” gombokat találhatjuk. Alapértelmezetten ez a 0.0 értéket kapja, ami azt jelenti, 
hogy a weboldalt a normál méreteiben jeleníti meg. 
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A vezérlő panel felett található a menüpontok sávja. Itt legelöl a „File” 
menüpont szerepel. Erre kattintva kilistázhatjuk az itt szereplő funkciókat.  
 
 
 
Az első alpont, „Open file...”, segítségével egyszerűen böngészhetünk a fájljaink 
között és nyithatunk meg akár képet egy weboldal helyett. 
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 „Save as...” funkció egy mentést készít számunkra az aktuális weboldalról .html 
kiterjesztésben. 
 
 
 
„Print...” nevéből adódóan a weboldal egyszerű kinyomtatását biztosítja a 
felhasználó számára. 
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A következő „Search...” funkció egy igen fontos szerepet képvisel. Segítségével 
rákereshetünk bizonyos szavakra az oldalon. A felugró ablakon a szöveges mezőbe 
beírva a keresett szót majd a „Search” gombra kattintva kiemeli számunkra az összes 
találatot. A „Prev” és a „Next” gombok segítségével tudunk ugrálgatni hátra és előre a 
találatokon.  
Feltűnhet számunkra egy jelölőnégyzet, mellette a „Case sensitive” 
jelmagyarázattal. Ezt a négyzetet, ha bepipáljuk, akkor a keresés során 
megkülönböztetjük a kis- és nagybetűket egymástól. 
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„View source”-al az alapértelmezettként beállított text fájl nézegetővel 
lekérhetjük a weboldal forráskódját. 
„Get text...” egy felugró ablakban megjeleníti az oldalon szereplő összes 
szöveget, képek és minden egyéb nélkül. 
 
 
 
„Show Downloads” segítségével megtekinthetjük az eddigi letöltéseinket, 
törölhetjük őket az „x” gombbal vagy megszakíthatjuk a még folyamatban lévő 
letöltést az „Abort” gombbal. 
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A következő alpont a „Show Cookies”, ami a különböző weboldalak különböző 
sütijeiért felelős. Kilistázza számunkra az éppen aktuális sütiket és néhány hasznos 
információt ezekről. 
 
 
 
„Show Plugins” gondoskodik a béépített bővítmények kilistázásáról és az 
ezeknek az információival való megosztásáról. Erről majd később bővebben is szó lesz 
a dokumentáció során. Ebben az ablakban könnyedén hozzá tudunk adni különböző 
fájlokat az „Add plugin” gombbal, ami egy felugró ablakot hoz létre a fájl 
kiválasztásának érdekében, valamint a „Remove” gombbal ezeket ki is tudjuk szedni 
innen. A bővítményeket kijelölés után az „Open” gombra kattintva tudjuk elindítani, 
majd ha már mindennel végeztünk, akkor a „Done” gombbal be is zárhatjuk ezt az 
ablakot. 
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Az „Exit”-el szabályosan kiléphetünk a programból. 
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A második főbb menüpont a „Bookmarks” nevet kapta. Ez felelős a könyvjelzők 
mentésért és a már elmentett könyvjelzők alkotott listájáért. 
 
 
 
Ha a listánkhoz szeretnénk adni egy újabb könyvjelzőt, akkor csak annyi 
teendőnk van, hogy elnavigálunk a kívánt weboldal címére, lenyitjuk a könyvjelzőkért 
felelős menüpontot, rákattintunk az „Add bookmark”-ra és az ismételt lenyitáskor már 
meg is jelenik az új könyvjelző. 
Megtörténhet, hogy olyan weboldalt adunk hozzá, amit nem szerettünk volna 
vagy már nincs szükségünk egy adott könyvjelzőre. Ekkor húzzuk rá az egeret a törölni 
kívánt elemre, majd a jobb egérgombbal való kattintáskor már ki is vehetjük a nem 
kívánatos könyvjelzőt a listából. 
A következő és egyben utolsó menüpont a „Features”. Ez alá kerültek azok a 
funkciók, amik nem feltétlen szükségesek egy alap böngésző működéséhez és a 
specifikációban sem szerepeltek. 
Elsősorban található egy „Manual search” alpont, aminek a segítségével nincs 
szükségünk behozni a Google keresőoldalát, hanem egyszerűen csak kiválasztjuk ezt, 
beírjuk a kulcsszót, megnyomjuk az „OK” gombot és már automatikusan át is navigál 
minket. 
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Másodsorban az „Info” pont van segítségünkre, ami néhány információval lát el 
bennünket: 
 „CanGoback” – visszalépés gomb aktív-e 
 „CanGoForward” – előrelépés gomb aktív-e 
 „IsLoading” – tölt-e még a weboldal 
 „isPopup”- felugró ablak 
 „hasDocument” – dokumentum 
 „Url” – aktuális weboldal címe 
 „Zoom-Level” – nagyítás értéke 
 
 
 
A legutolsó funkció ebben a menüpontban a „DevTools” nevet kapta. Ezzel 
hozzáférhetünk, a Chrome böngészőnél is már megszokott, fejlesztői eszközök 
ablakához. 
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Visszatérve a beépített bővítményekhez, lehetőségünk adódik elindítani 
fájlkezelő programot. Első ránézésre észrevehetjük, hogy két különálló és egymástól 
függetlenül működő fa fájlstruktúra teszi lehetővé a navigálást fájljaink között.  
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Az ablak bal felső sarkában elérhetjük a „Help” menüpontot, azon belül a „Hot 
Keys”-t, ami némi információt nyújt a felhasználó számára magáról a programról, 
valamint a program alsó paneljén lévő gombokról. 
 
 
 
A gombok műveletei működésbe léphetnek a gombokra való kattintással vagy 
a zárójelben szereplő gyorsgombok segítségével. 
„FTP Connection (F1)” gombbal megnyílik egy új ablak, ami lehetőséget ad 
nekünk a bejelentkezési adatok kitöltéséhez. Szükségünk lesz egy felhasználónévre, 
jelszóra, valamint az FTP címére a sikeres bejelentkezéshez. Ha valamit elrontanánk és 
e miatt nem tudna létrejönni a kapcsolat, akkor egy felugró ablakban kapunk egy 
értesítést, hogy „Connection failed”. Ezt leokézva újrapróbálhatjuk majd a 
bejelentkezést. 
18 
 
 
 
 
Ha bejelentkezésünk sikerrel járt, akkor egy új ablakban jelenik meg a 
lekérdezett URL fájlstruktúrája. 
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„Choose a drive (F2)”-al kedv szerint választhatunk az eszközeink, meghajtóink 
és hálózati helyeink közül. 
 
 
 
„Open (F3)” segítségével megnyithatunk .txt kiterjesztésű fájlokat, de 
módosítást nem végezhetünk benne. 
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„Edit (F4)” - hasonlóan működik a fentebb említett funkcióhoz azzal a kivétellel, 
hogy itt már módosítani is tudjuk a tartalmát. 
„Copy (F5)” művelettel megvalósul a két fájlstruktúra között a kommunikáció. 
Célszerű egyik oldalon kiválasztani a másolás célmappáját, a másik oldalon a másolni 
kívánt fájlt/mappát. 
„Move (F6)” funkció hasonlít a másoláséhoz, viszont ilyenkor áthelyezés 
történik, ami az jelenti, hogy az átmásolás után már csak a célmappában lesz elérhető 
a fájl/mappa és az eredeti pozíciójából törlésre kerül. 
„New Folder (F7)” segítségével létrehozhatunk egy új mappát. A felugró 
ablakban szükséges megadnunk egy elnevezést, majd a „Create Directory” gombra 
kattintva létrejön a mappa az előre kiválasztott helyre. 
 
 
 
„Delete (F8)” gomb egyszerűen kitörli a struktúrából a kijelölt elemet. 
„Rename (F9)” egy mappákra vonatkozó átnevezés. A felugró ablakon egy új 
nevet adhatunk meg neki.  
A program szól, ha nem mappa van kiválasztva és szól akkor is, ha a megadott 
névvel már rendelkezik egy másik mappa. 
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 A fájlok és a mappák is egyaránt megnyithatóak az egér bal gombjának dupla 
kattintásával. A fájlokat a kiterjesztésük után a nekik alapértelmezett alkalmazásban 
nyitja meg, a mappákat pedig a Windowsos File Explorer-el. 
Az egér jobb gombja is rendelkezik némi beépített művelettel, attól függően, 
hogy a kurzorunk éppenséggel hol helyezkedik el az ablakon:  
 ha ez egy fájlon vagy mappán áll, akkor egy jobb egérgomb kattintással 
lehetőségünk adódik az adott fájl/mappát megnyitni („Open”) vagy másolni 
(„Copy”). 
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 ha sem egyiken sem pedig a másikon nem áll, azaz üres térben helyezkedik el, 
akkor szintén egy kattintás segítségével két opció közül választhatunk. Elsőként 
létrehozhatunk egy új fájlt. Ezt célszerű névvel és kiterjesztéssel is ellátni. 
Második lehetőségként egy új mappát hozhatunk létre az előbb leírtakhoz 
hasonlóan. 
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3 Fejlesztői dokumentáció 
3.1  A feladat elképzelése, megvalósítása 
Az általam választott feladat egy olyan szoftver létrehozása, amely elsősorban 
lehetővé teszi a világhálóval való kommunikációt egy egyszerűsített alkalmazás 
keretében. Törekednem kellett a könnyű és egyértelmű felhasználhatóságra, valamint 
arra, hogy a program egyénektől függetlenül, különféle bővítményeket is képes legyen 
kezelni. 
Személy szerint az elkészült alkalmazásba egy bővítményt építettem bele. Ez 
nem más, mint egy fájlkezelő program, ami legfőképp a fejlesztők világában már 
nagyon régóta elterjedt Total Commander névre hallgató szoftverre hasonlít. 
Próbálkoztam a lehető legegyszerűbb módon megvalósítani elképzeléseimet, de 
törekednem kellett arra is, hogy használható legyen a közönséges emberek számára is, 
és a legfontosabb funkciókkal is rendelkezzen ugyanabban az időben. 
Az eredeti programban a bővítményem implementálva lett egy .jar fájl 
segítségével, így az nem lesz közvetlenül módosítható fejlesztési szinten. A mellékelt 
lemez azonban tartalmazza a futtatható program mellett, a két különálló program 
forráskódjait is. 
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3.2 Programozási nyelv és a fejlesztői környezet 
Az alkalmazás megvalósításához leginkább Java alapú technológiákat 
használtam fel. Választásom azért esett leginkább erre a nyelvre, mivel napjainkban 
nagyon elterjedtté és népszerűvé vált a fejlesztők világában. Továbbá szerettem volna, 
hogy az egyetem során már megszerzett tapasztalatokat, a félévek folyamán lévő 
különböző órákról, felhasználhassam és tovább képezhessem ezeket a jövőmre való 
tekintettel. 
A fejlesztéshez az Eclipse IDE-nek a Java EE ( Enterprise ) változatát 
választottam. A továbbfejlesztéshez/bővítéshez ajánlott ugyancsak az Eclipse IDE-k 
valamelyikét használni. 
 
3.3 Fejlesztési követelmények 
 Eclipse IDE for Java EE telepítése 
 Java JDK 8  Update 171 64bit-es verzió vagy újabb 
 A környezeti változók beállítása: 
 JAVA_HOME: ...\Program Files\Java\jdk1.* 
 PATH: ...\Program Files\Java\jdk1.*\bin 
 A mellékelt forráskódok 
 
3.4 A program keretrendszere, felépítése 
A böngésző megvalósításának érdekében a Chromium Embedded Framework   
( továbbiakban CEF ) nyílt forráskódú keretrendszerét választottam segítségképpen. 
A CEF egy webes böngészőmotort ágyaz be, ami a Chromium magjára épül. A 
C++ nyelven íródott keretrendszer nyílt forráskódja révén lehetővé teszi a fejlesztők 
számára, hogy egy webes böngésző vezérlést és HTML5 alapú elrendezésű GUI-t 
(Graphical User Interface), magyarul Grafikus Felhasználói Felületet valósítsanak meg 
egy asztali alkalmazásban.  
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A CEF verziói közül a CEF 3-at építettem be a programomba ( A továbbiakban  
csak CEF-ként hivatkozok rá ). Napjainkban a Google Chrome böngésző is java részt 
erre a keretrendszerre épül. 
Érdekességképpen több játék és alkalmazás is használja ezt: 
 League of Legends indítópultja 
 Amazon Music 
 Unreal Engine 
 Facebook Messenger Windowsra 
 Spotify 
Mivel a választott keretrendszerem C++ nyelven íródott, ezért kénytelen voltam 
átfordítani Java nyelvre, hogy implementálható legyen. A különböző programok 
segítségével, mint például a Microsoft Visual Studio vagy CMake. Létrehoztam belőle 
egy .JAR kiterjesztésű fájlt, amit később bele kellett fordítanom a Java projektembe, 
majd a projekt tulajdonságinál ki kellett választanom, hogy a .JAR fájlt is belefordítsa, 
mint külső könyvtárat. 
Ezek után már könnyedén hozzáférhetünk a keretrendszer nyújtotta 
lehetőségekhez.  
A jó átláthatóság érdekében a különböző funkciók különböző csomagokba 
kerültek. 
 ui csomag: 
BrowserFrameForm a program magja. Itt készül el az ablak formája és 
felépítése. Ebben valósulnak meg a funkciók és magának a webes böngészőnek az 
alapjai. 
ControlPanel osztály felelős böngésző főbb funkció miatt. Ez biztosítja a 
ablakon megjelenő előre, vissza, újratölt, kicsinyítés és nagyítás gombokat valamint a 
a webcím mezőt. Ezek megvalósítására a Javax Swing könyvtárát vettem alapul. A 
program többi osztályában is elég gyakran használom ezt a könyvtárat. 
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MenuBar osztály tartalmazza a fejlécben szereplő füleket és ezeknek alpontjait. 
Minden egyes alponthoz tartozik valamilyen funkció. Ezek mind saját JMenuItem-el 
rendelkeznek, amin belül egy közbelépés segítségével végrehajtódnak az adott 
funkciók műveletei. 
StatusPanel osztály biztosítja és jeleníti meg számunkra azt az információt, hogy 
az aktuális oldalunk éppenséggel milyen állapotban van: 
 töltődik az oldal 
 nem töltődik az oldal 
 
 
 dialog csomag: 
CertErrorDialog értesítést küld, ha az oldal betöltése során tanúsítvány hibába 
ütközne a folyamat. 
CookieManagerDialog egy új ablakot hoz létre, amiben különböző 
információkat jelenít meg az elmentett sütikről a CefCookie objektum segítségével, 
mint például: 
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 a neve, 
 a kiszolgáltatója, 
 a létrehozásának ideje, 
 lejáratának ideje stb. 
DevToolsDialog szintén egy új keretet hoz létre, amiben a getDevTools()-al 
megkapjuk az oldalnak a fejlesztői eszköz funkcióját, majd ezt rárakjuk a létrehozott 
ablakra. 
DownloadDialog-al a letöltések megtekintéséhez és ezeknek a szerkesztéséhez 
készítünk egy új ablakot. 
SearchDialog osztályban valósítjuk meg az oldalakon való keresést egy új 
ablakkal és a rajta elhelyezkedő gombokkal, jelölőnégyzettel, valamint a JTextField-el 
ahova a keresett szót mentjük le. 
ShowTextDialog segítségével hozzuk létre azt az ablakot, amiben le tudjuk kérni 
az adott weboldalon lévő szöveget. 
WebPLuginManagerDialog-el férhetünk hozzá a bővítményekhez. Az 
osztályban egy új JFrame-et hozunk létre, amire feltesszük a legfontosabb és 
elengedhetetlen gombokat, amik az új bővítmény és a törlés gomb. Amikor új 
bővítmény kívánunk hozzáadni, akkor meghívódik a getJarFile() metódus. Ebben 
létrehozunk egy új JFileChooser-t, amiben lehetővé tesszük a felhasználó számára egy 
fájl kiválasztását. Továbbá erre a fájlra meghívjuk a Files osztály copy() műveletét, ami 
paraméterül megkapja, hogy honnan másoljuk az adott fájlt a programunk 
főkönyvtárába. Másolás után ezt hozzáadjuk a belső osztályunk változójához, hogy 
megjelenjen a felhasználó számára is a táblázatban. 
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 handler csomag: 
 AppHandler 
 ClientSchemeHandler 
 GeolocationHandler 
 KeyboardHandler 
 SearchSchemeHandler 
Ebben a csomagban találhatóak azok az osztályok, amik a különböző funkciók 
működéseit szolgálják. Ezekről a leírások megtalálhatóak a dokumentáció végén jelzett 
hivatkozásokban. 
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A beépített bővítmény egy, az előzőtől teljesen függetlenül létrehozott, 
különálló Java projekt. 
Ebből a projektből akkor lehet bővítményt készíteni az előző projektbe, ha egy 
futtatható .jar állományt készítünk belőle, beleértve az összes fájlt a projekt keretén 
belül. 
Hasonlóképpen a fentebb említetthez, itt is szükséges volt külső könyvtárat 
hozzáadni a megvalósítás érdekében. 
A kevés osztályra való tekintettel célszerűbbnek láttam egy csomag alá gyűjteni 
az összes osztályt. 
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ButtonNames név alatt szereplő osztály egy nagyon rövid és egyszerű osztály. 
Itt adjuk meg a láblécen elhelyezkedő gombok neveit, hogy ezekhez bárhol 
hozzáférhessünk. 
FileManagerForm egy igen fontos szerepet játszik a a projekt létezésében. Itt 
jönnek létre a gombok, a váz, a panel és a gördülőpanelek, a bal és jobb oldali fák, 
különböző menük és tevődik össze az egész kinézete a ablaknak.  
A konstruktorában megpróbáljuk betölteni a „settings.ini”-ből az elmentett 
struktúrát, vagy ha nincs ilyen, akkor loadDefaults()-al betöltjük az alapértelmezettet 
változatot. 
 Az applySettings() segítségével kiszedjük a „settings”-bol az elmentett 
meghajtót. Ha ez sem sikerül, akkor betölti az számítógépen levő első meghajtót a bal- 
és jobboldali gördülőpanelbe. Hozzáadás után a revalidate() és a repaint() metódusok 
együttes meghívásával kirajzoljuk a fákat.  
A buildMainForm() beszédes nevéből hamar leszűrhetjuk, hogy ebben fogjuk 
összeállítani az egész ablakot. Létrejön az új váz, rajta a két gördülő panellel, valamint 
a déli pozícióban elhelyezkedő gombokkal, amelyek mindegyikének van egy-egy saját 
metódusa, ami akkor hívódik meg, ha rákattintunk. Ezen felül különböző beállításokat 
hajtunk végre és adunk hozzá „Listener”-ket különféle objektumokhoz.  
buildFileMenu()-vel nyithatunk meg vagy másolhatunk át egyes fájlokat. 
A buildStandardMenu() metódussal pedig létrehozhatunk fájlokat vagy 
mappákat. 
FileManagerMain-ben nem találunk mást, csak egy main() függvényt, ami 
meghívja a FileManagerForm osztály konstruktorát. 
FileTreeModel osztály megvalósítja a TreeModel osztályt és ennek segítségével 
építünk fel a meghajtónkon lévő fájlokból egy egészen átlátható és könnyen 
használható fa struktúrát. 
Szükséges megadni a gyökérkönyvtárat, aminek a gettere egy objektummal tér 
vissza. 
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isLeaf() visszatérési értéke hamis vagy igaz annak függvényében, hogy a 
paraméterül kapott objektum a fából rendelkezik-e leszármazottakkal vagy nem, azaz 
levél. 
A következőkben a gyerekekkel foglalkozunk, és elsősorban megnézzük, hogy 
egy adott objektumnak, nevezzük ezt szülőnek, hány darab gyereke van. 
getChilCount()-nak paraméterül kell adnunk a szülőt, amelyben majd kilistázzuk ennek 
elemeit, majd megvizsgáljuk a hosszúságát és 0-val térünk vissza, ha nincs egy eleme 
sem, vagy ellenkező esetben a tömb hosszával . 
getChild() összeállítja, hogy egy szülő könyvtárhoz milyen gyerekek tartoznak, 
majd visszaadja ezeket. 
getIndexOfChild() a gyerek pozíciójáért felelős, melyben megnézzük, hogy az 
adott szülőben hányadikként szerepel a neve, majd visszatérünk ezzel a számmal vagy 
-1-el, ha ez nincs benne. 
getPath()-ben egy node-ot várunk paraméterül, majd létrehozunk egy 
TreeNode típusú listát, amihez hozzáadjuk node-ot, majd ennek a szülőjét, amíg ez 
nem egyenlő null-al. Ha ezzel végeztünk, akkor megfordítjuk a listát a helyes sorrend 
érdekében, majd átkonvertáljuk az így kapott listát egy TreePath-é és ezzel fogunk 
visszatérni. 
Listeners osztály talán kicsit hosszú lett, hogy a kódismétléseket nagyjából ki 
tudjuk küszöbölni, de ennek ellenére egészen átlátható és érthető felépítésűre 
sikeredett. Az egyszerűség révén sorrendben szeretnék haladni az osztály 
bemutatásával. 
ftpConnection()-ben átadjuk a másik metódusból ( lásd a következő 
bekezdésben ) szerzett bejelentkezési adatokat és csatlakozunk a szerverhez. 
ftpLoginFrame() egy kisablakot hoz létre, ahonnan be tudunk jelentkezni a 
kívánt FTP-re. Külön mezők lettek létrehozva a felhasználónévnek és az FTP kapcsolat 
URL mezőjének. A jelszó mező egy ezektől különböző típust kapott, mégpedig a 
JPasswordField-et, hogy az illetéktelenek számára ne legyen látható a bejelentkezéskor 
beírt jelszó. A „Connect” gomb lenyomásával meghívódik a gomb művelete, ami 
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beállítja a fentebb említett metódusnak a bejelentkezéshez szükséges és 
elengedhetetlen adatokat. 
listDirectory() igen fontos szerepet játszik az FTP kapcsolat életében. Ennek a 
segítségével állítjuk össze a kapcsolatból lekért fájlstruktúrát. Szükségünk van néhány 
node-ra, valamint az útvonalakra. Ezek után már lekérdezhetjük egy FTPFile tömbbe az 
adott elérésen szereplő fájlokat és könyvtárakat. Végig iterálunk a listán és felépítjük a 
node-okat. Megvizsgáljuk, hogy az éppen aktuális FTPFile egy mappa-e. Könyvtárba 
ütközés során rekurzívan meghívjuk a listDirectory() metódus az új paraméterekkel. 
Ezután jön a fa helyes felépítése annak függvényében, hogy éppenséggel melyik node-
ot kell hozzáadnunk a gyökérhez. 
changeDrive() egy új JDialog-ot hoz létre „Choose drive” címmel a képernyő 
közepére. Ez egy egyoszlopos ablak lesz, ami lekérdezi a lemezen lévő meghajtókat. 
Végig iterálunk ennek a hosszán és minden egyes gyökért kilistázunk az ablakra. A 
szebb megjelenítés érdekében mindegyikhez megjelenítjük a hozzá tartozó ikont. Ha 
bal kattintással rákattintunk egy tetszőleges lemezre, akkor meghívódik egy 
MouseListener folyamat, ami átadja egy selectDrive() metódusnak a kiválasztott 
meghajtót és az éppenséggel kiválasztott gördülő ablakok egyikét, majd bezárja az 
ablakot. 
A fentebb említett selectDrive() biztosítja, hogy a paraméterül kapott 
meghajtóból egy új FileTreeModelt-t építsen fel, amire később le fogja cserélni az 
előzőt. 
openFile()-ból feltűnhet, hogy több változat is szerepel egy osztályban. Erre a 
java nyelvben lehetőséget kapunk, amit túlterhelésnek nevezünk. A paramétereknek 
megfelelően el tudja dönteni a program, hogy melyiket kell meghívnia. 
Ha String-et kap paraméterül, akkor megpróbáljuk az alapértelmezett 
fájlkezelővel megnyitni az adott fájlt vagy mappát. 
A paraméter nélküli változat hasonlóképpen működik az előzőhöz, de ezt akkor 
tudjuk elérni egy adott objektumra, ha egy jobb kattintás után az „Open” opciót 
választjuk ki. 
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Az utolsó változata ennek egy JTree-t vár. Ebben az esetben megnézzük az 
aktuális fát, valamint a kiválasztott fájlnak az elérési útvonalát, amit a totalpad-al 
fogunk megnyitni ( erről a későbbiekben lesz majd szó ). Itt csak nézegetést engedünk 
a felhasználónak, ezért az openWorkFile() egy hamis logikai értéket adunk 
paraméterül. 
editFile() hasonlóan az előbb említett metódusokhoz megvizsgálja, hogy van-e 
kiválasztott fájl és hogy ez bináris fájl-e. Viszont amikor meghívódik az openWorkFile() 
metódus, ekkor paraméterül az igaz értéket kapja, hogy elérhetővé váljon a fájl 
módosításának opciója. 
copyDir() paraméterül kapja az aktuálisan kiválasztott fát, majd beállítja a 
honnan és a hova változókat. Ekkor megpróbálja meghívni a copyFolder() metódust, 
ami ha sikerrel jár, akkor átmásolja a fájlokat és befrissíti a fát az updateTrees() 
segítségével. 
Az updateTrees() egyszerűen meghívja a jobb- és baloldali fákra a JTree 
updateUI() metódusát. 
copyFolder() első paramétereként a másolni kívánt fájl elérése található, 
második paraméterként pedig a célállomás útvonala. Meg kell vizsgálnunk, hogy a 
kiválasztott egy fájl vagy egy mappa. Ha fájl, akkor egyszerű a dolgunk mivel csak a Files 
osztály copy() műveletét kell meghívnunk. Ha mappáról van szó és ez a mappa még 
nem létezik a célmappában, akkor létre kell hoznunk. Továbbá szükségünk van a 
mappában szereplő összes fájlra, ezért végig kell iterálnunk a fájlok listáján megadva 
az új kezdő- és végállomást, majd rekurzívan újból meg kell hívnunk a copyFolder() 
metódust az aktuális paraméterekkel. 
moveDir() hasonlóan a copyDir()-hez  összeállítja a honnan és hova változókat, 
viszont itt a moveFolder()-t hívja meg paraméterekkel, majd áthelyezés után befrissíti 
a fákat. 
moveFolder() során ismét meg kell vizsgálnunk, hogy a beérkező paraméterből 
kapott változó egy fájl vagy egy mappa. Ha fájl, akkor ismét egyszerű dolgunk van, mert 
elegendő, ha meghívjuk a Files osztály move() metódusát és már át is helyezi a 
fájlunkat. Ha mappát helyezünk át, akkor meg kell néznünk, hogy a célmappában már 
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van-e ilyen mappa, ha nincs, akkor létre kell hoznunk. Továbbiakban szükségünk van a 
mappa tartalmára is, ezért végig iterálunk a tartalmán és beállítjuk az új kezdő- és 
végpontokat, majd rekurzió segítségével újból meghívjuk a moveFolder() metódust az 
új paraméterekkel. Mivel ebben az esetben áthelyezésről beszélünk, így kötelességünk 
a másolás után kitörölni az eredeti helyéről a fájlt/mappát. Ezt a File osztály delete() 
metódusa valósítja meg. 
Következő két funkciónk a makeDir() és a makeFile() nagyon hasonlítanak 
egymásra. Mindkettő felelős egy új ablak megvalósításáért, amire egy JTextField és egy 
JButton került. Mindkét ablakra igaz, hogy a kijelző közepén helyezkednek el, viszont 
más a címet kaptak az ablakok, más nevet a gomb és a gomb lenyomása után más-más 
művelet lép életbe. A futásuk végén, a helyes eredmény érdekében felfrissítjük a 
fáinkat. 
makeDir() ablaka az „Enter directory name”-et kapta és a gombja a newDir 
ActionListener-t hívja meg. 
A newDir ActionListener-ben lekérjük az aktuális fát és az éppen kijelölt 
objektum elérési útvonalát, ami alá a továbbiakban létra akarjuk majd hozni a kívánt 
mappánkat. 
makeFile() ablak „Enter file name” címmel szerepel és a  gombja a newFile 
ActionListener-t hívja meg. 
A newFile-ban egy újabb metódus hívódik meg, ami a doFile() névvel lett 
ellátva. 
doFile() metódusban lekérdezzük az aktuális fát és a már korábban kijelölt 
helyet, ahova létre szeretnénk hozni az új fájlt. Ezek az adatok elegendőek, hogy 
megpróbáljuk elkészíteni az új fájlunkat a File osztály createNewFile() segítségével. A 
legvégén eltüntetjük az ablakot.  
deleteDir() metódusunk paramétere az aktuálisan kiválasztott fa. Ezt elmentjük 
és megpróbáljuk tovább adni a delDir()-nek. 
delDir()-nel szükségünk van a paraméterben kapott értékre, azaz a kiválasztott 
objektum útvonalára. Ekkor meg kell vizsgálnunk, hogy az adott érték egy fájl vagy 
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mappa-e. Ha fájl, akkor egészen egyszerű dolgunk van, és csak meg kell hívnunk a Files 
osztály delete() metódusát az elérési útvonallal. Ha mappát kapunk értékül, akkor 
legelőszőr is végig kell iterálnunk a mappa elemein, aminek a végén rekurzívan 
meghívjuk a delDir()-t az új paraméter értékével. Ennek a végén alkalmazzuk a File 
osztály delete() metódusát a kapott paraméterünkre. 
renameDir() megkapja az aktuális fát, majd beállítja a kiválasztott mappa elérési 
útvonalát. Próbát tesz a renameFolder() meghívását illetően, majd ennek lefutását 
követően frissíti a fákat. 
renameFolder() egy a már előzőekhez hasonló ablakot valósít meg. „Enter 
directory name” nevet kapta. Az egyszerű ablakra egy sima JTextField és egy JButton 
került fel. A gomb lenyomása után létrejön egy új ActionListener. Ebben megvizsgáljuk, 
hogy a kiválasztott objektum milyen szerepet tölt be. Ha fájllal van dolgunk, akkor egy 
felugró ablakkal értesítést küldünk a felhasználónak, hogy „Please select a folder to 
rename”, azaz csak mappát engedünk meg átnevezni a problémák elkerülése végett. 
Ezek után eljutunk oda, hogy most már biztos mappát fog kiválasztani a felhasználó. 
Ebben az ágban egy változó segítségével eltároljuk az új nevet és annak az elérési 
útvonalát. Ekkor meg kell vizsgálnunk, hogy ezzel a névvel szerepel-e már mappa az 
adott útvonalon. Ha nem szerepel, akkor metódus paraméterére meghívjuk a File 
osztálya renameTo() metódusát, aminek paraméterül adjuk az előzőekben elmentett 
változó értékét. Ellenkező esetben, ha a megadott névvel már rendelkezik egy mappa, 
akkor ismét informáljuk a felhasználót egy felugró ablak segítségével, hogy „Directory 
with this name already exists. Please choose another name.”. Azaz már létezik egy 
másik mappa ilyen névvel és megkérjük a felhasználót, hogy válasszon egy másik 
tetszőleges nevet. 
getTreePath() metódus visszaadja az éppen kijelölt objektumnak az elérési 
útvonalát. 
getFileExtension() csak akkor fut le, ha egy fájl megnyitásakor hibába ütközik a 
program. Debug-ot segíti elő. 
isBinary() megvizsgálja, hogy az adott fájl bináris vagy nem bináris és visszatér 
igennel vagy nemmel. 
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getCopyPaths() beállítja a jobb és baloldalon lévő fákat, valamint az aktuális fát 
és a honnan hova útvonalakat. 
getSelPathParentOrRoot()-nak át kell adnunk egy JTree-t, azaz fát. Megkeresi a 
kiválasztott objektumunknak az elérését, majd vissza megnézi ennek a szülőjét és 
annak az útvonalát adja vissza. 
getSelPathOrRoot() paraméterben vár egy JTree-t és visszatér egy TreePath 
objektummal, amiben a már kiválasztott fájl vagy mappa elérési útvonala fog 
szerepelni. 
currentTreeListener egy MouseListener, aminek segítségével egy kattintással 
megváltoztathatjuk az aktuális fánkat. 
hotKeys KeyListener segítségével megpróbáltuk elérni a tapasztaltabb 
felhasználók számára, hogy pusztán egy gombnyomás segítségével aktiválni 
lehessenek a különböző gombokat a felületen, valamint egy kisebb megkülönböztető 
jelet tenni az aktív és az inaktív fák között. Ez utóbbi vizsgálása után jöhetnek az éppen 
lenyomott gombok ellenőrzése. Lekérdezzük az adott gomb kódját, majd 
összehasonlítjuk egy a specifikációban szerepelt, funkcióval rendelkező gombbal. Ezek 
megegyezése esetén meghívja a hozzá rendelt művelet metódusát, majd a biztonság 
kedvéért újra frissítjük a fákat. 
mouseRightMenu MouseListener az egér működését biztosítja. A jobb és bal 
kattintások külön-külön, más-más funkciókat látnak el és egymástól független 
műveleteket visznek végbe. 
TotalPad osztály felelős a fájl böngészőbe beépített textfájl nézegető 
funkcióért.  
Az egész egy új ablakot épít fel, aminek egy JScrollPane van átadva, hogy a 
terjedelmesebb szövegeket is kényelmesen át tudjuk tekinteni a gördülősávok 
segítségével.  
Az ablak tetejére egy menü sáv lett beillesztve az módosítások elmentése és a 
kilépés miatt. A mentés egy belső osztállyal valósul meg.  
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Az openWorkFilet() metódussal tudjuk megnyitni a fájlt. Valamint paraméterül 
meg kell adnunk, hogy szeretnénk-e engedélyezni a fájl módosítását vagy sem. 
 
 
3.5 Tesztelés 
Adott esetben az automatikus tesztelés helyett jobbnak és hatékonyabbnak 
láttam az emberi kézzel való tesztelését a programnak. Gondoltam arra is, hogy mivel 
a saját programomat tesztelem és igen jól ismerem ennek működését, tudni fogom 
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előre, hogy mit és hogyan kattintgassak. Ezért „több szem, többet lát” alapon arra a 
döntésre jutottam, hogy megkérem pár ismerősömet a program használatára, 
tesztelésére, és bármilyen anomália, szabálytalanság vagy javaslat lép fel az alkalmazás 
továbbfejlesztésével kapcsolatban, azt jelezzék nekem, hogy a későbbiekben javításra 
kerüljenek. 
Az alkalmazás folyamatos tesztelés alatt volt úgy a fejlesztés alatt, mint 
fejlesztés végeztével is. Minden egyes funkció megírásának végeztével tesztelésre 
kerültek a modulok. Hibás működés esetén, a hibát okozó programsor vagy 
programsorok javításra kerültek. 
Eleinte a tesztelés funkciónként működött annak érdekében, hogy a 
fejlesztéssel biztonságosan tovább lehessen haladni. 
Amikor a programkód már lassan kezdett kiteljesedni, akkor nagyobb figyelmet 
fektettem abba, hogy műveletek elvégzése most már ne csak önmagukban, hanem 
több más funkciók után vagy előtt is teljesen jól működjenek. 
Próbálkoztam túlterhelni a programot, olyan dolgokkal, amik közelében 
sincsenek a helyes használatához az alkalmazásnak. Meglepően elég jó működést 
biztosított. Gond nélkül szörfölhetünk az interneten, nézhetünk videókat, 
hallgathatunk zenéket. A java script oldalak sem jelentenek nagy problémát a böngésző 
számára. Az alkalmak során mindig képes volt megnyitni képeket, váltogatni az oldalak 
között előre és vissza. Keresések során mindig csak a helyes találatokat hozta fel attól 
függően, hogy ez hogyan lett beállítva. Minden alkalommal helyesen különbözteti meg 
a bővítmények kiterjesztését a többi fájltól, majd sikeres felolvasást követően el is 
lehet indítani.  
A bővítményen belüli fájlböngésző, mindig helyesen építi fel a jobb- és baloldali 
fákat. A különböző műveleteket egytől-egyig helyesen hajtja végre, amik után 
rendszerint frissíti a fákról alkotott képet. Az FTP kapcsolatokat helyesen hozza létre és 
kérdezi le ennek fájljait és mappáit. Minden alkalommal helyesen építi fel a fát belőlük. 
Ez persze akkor lesz lehetséges, ha minden egyes bejelentkezési feltételeknek eleget 
teszünk. 
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A program helytelen használata során igyekeztem hasznos és informatív 
üzenetekkel jelezni a felhasználónak, ha valamit helytelenül csinál, akkor azt hogyan 
volna helyes. 
Néhány egyszerűbb példa a tesztelések listájából: 
 A keresőbe beírtam a „kutya” szót. Behozta a Google találatait erre a 
szóra. 
 Ezen az oldalon rászűrtem a „videók” szóra és 2 találatot hozott fel. 
 Megnyitottam az első wikipédiás találatot. Az oldal helyesen befrissült. 
 Hozzáadtam az oldalt a könyvjelzőkhöz. Frissültek a könyvjelzők. 
 Rákattintottam a „Back” gombra. Visszavitt a „kutya” keresési 
találataira a Google-n. 
 Átváltottam a „Videók” fülre. Betöltöttem a második találatot. Majd 
egyből visszaléptem egyet és újból behozta a videó találatokat. 
 „Forward” gombra kattintottam. Visszavitt a Youtube videóra. 
 Végignéztem a videót. A kép és a hang is szinkronban voltak. 
 Megnyomta a „Reload” gombot. A videó újraindult. 
 Lenyitottam a „Bookmarks” fület és rákattintottam az előbb lementet 
könyvjelzőre. Sikeresen betöltötte a kutya találatokat. 
 „Show Plugins”-ben hozzáadtam egy bővítményt. Sikeresen bemásolta 
a kiválasztott fájlt és frissítette a listát. 
 Kiválasztottam a bővítményt és az „Open” gombra kattintottam. A 
bővítmény elindult. 
 Lenyomtam az F7 billentyűt. Feljött az új ablak a mappa létrehozásához. 
 Megadtam neki a „teszt” nevet és a gombra kattintottam. A mappa 
létrejött a D:\ meghajtón. 
 Kiválasztottam ezt a mappát és megnyomtam a „Move (F6)” gombot. A 
mappát áthelyezte az O:\ meghajtóra. 
 Kijelöltem a mappát. Megnyomtam az F8 billentyűt. A mappát letörölte 
az O:\ meghajtóról. 
 Leütöttem az F1 billentyűt. Feljött a bejelentkezési ablak. 
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 Üresen hagytam a mezőket és rámentem a „Connect” gombra. Feljött 
az információs ablak. 
 Újból próbálkoztam, most már helyes adatokkal. Sikerült felcsatlakoznia 
az „szbalazs” felhasználónévvel az „ftp.computrend.hu”-ra. 
 Kis várakozás után feljött az új ablak a lekérdezett fájlokkal. Ezeket 
ellenőrzés alá vetettem a Total Commander segítségével. A 
fájlok/mappák struktúrái megegyeztek egymással. 
Következtetésképpen arra a döntésre jutottam, hogy az alkalmazás helyes 
használata során aligha merülhetne fel bármilyen probléma is. Viszont nem szabad 
megfeledkeznünk arról sem, hogy ezeknek a funkcióknak a működésének helyessége 
számítógépektől, a specifikált rendszertől vagy akár más verzió számú java-tól is 
eltérhetnek. 
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4 Továbbfejlesztés 
4.1 Saját ötletek 
Szerintem ebből a programból sokkal még sokkal több mindent ki lehetne 
hozni, mint amit ebben a verzióban látunk. Persze ha az embernek van rá ideje. 
Legelőször is nagyon hasznos volna, ha egy programban akár több ablakot is 
meglehetne nyitni, így könnyebben navigálhatnánk az oldalak között. Különböző 
hitelesítőket igénylő oldalakat kezelni. Az érzékeny szeműeknek kialakítani egy 
sötétebb, szemet nyugtató kinézetet. Bővítmények szempontjából reklámblokkolókat, 
adatforgalom mérőt vagy akár egy beépített kommunikációs felületet. Legyen az 
levelező vagy csevegő felület. 
Az általam elkészített bővítményt is még igen sok más funkcióval is ki lehetne 
egészíteni. A mostani FTP-hez például sok műveket elég hasznosnak tudna bizonyulni. 
Ettől eltekintve a sima fájlkezelővel akár be- és kicsomagolni is lehetne lehetőségünk. 
Vagy a sűrűn használt mappákat el tudnánk menteni egy könyvjelzőbe és egyéb dolgok, 
amikre igényt tart az emberiség. 
 
4.2 Lehetőségek 
Valójában bárki számára nyitott a továbbfejlesztési lehetőség, viszont személy 
szerint leginkább azoknak ajánlanám, akiket igazán érdekel a téma. 
 
4.3 Bővítmények 
Bővítményeket az igazán egyeszű kezelhetőség miatt akárki hozzátehet, mivel 
csak egy egyszerű futtatható .jar fájlra van szükség, amit a gyökérkönyvtárba kell 
bemásolni és már indítható is lesz.   
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5 Összegzés 
A dolgozat témájaként egy internetes- és egy fájlböngésző került 
megvalósításra.  
Leginkább azért erre a kettőre esett a választásom, mivel napjainkban e kettő 
használata nélkül nem is annyira biztos, hogy valamire is használható lenne a 
számítógépünk. 
Ámbár, véleményem szerint eleget tettem a kitűzött céljaimnak és egy teljesen 
jól használható, komplex programot sikerült megalkotnom, ennek ellenére az idő 
elteltével és a fejlesztés ideje alatt nagyon sok plusz lehetőség és ötlet merült fel 
bennem, amik ebben a verzióban nem kerültek megvalósításra. 
A program megvalósítása során igen sok információval találkoztam és legalább 
ennyi tapasztalattal bővült tudásom is. Örömömre szolgál, hogy sikerült egy olyan 
programot létrehoznom, amit folyamatosan bővíteni lehet a jövőben jobbnál-jobb 
funkciókkal. 
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