This paper investigates the use of simulated robots and an artificial life simulation in the teaching of Java to first year students. The views of first year students were sought on how these environments compared with the more traditional approach that had been used previously. The results show that significant advantages could arise from using such approaches, particularly in terms of enhancing student interest in programming.
Introduction
It is generally acknowledged among students and lecturers that programming is a difficult subject. Many students struggle with programming at an introductory level and this in turn gives rise to problems later on in their degree course. While there has been much discussion about the most appropriate language to use for introductory programming, the problems seem to be of a more general nature and so lecturers are often unsure how to address the issue. Research has emphasised difficulties due to the intrinsic nature of programming itself as well as problems due to lack of motivation on the part of students (see, for example, Jenkins 2001 Jenkins , 2002 . Marton and Säljö (1976) identify two styles of learning, 'surface' where the focus is on memorising facts and 'deep' where the learner focuses on gaining an understanding of the subject. Jenkins (2002) points out that surface learning can be useful for learning syntax, but that deeper understanding is required for other aspects of programming. In particular, the process of designing algorithms appears to require deep learning. Coupled with the fact that programming can be seen as a set of hierarchical skills, many of which may need to be used at a given time (Jenkins, 2002) , it is clear that students need to be well-motivated to succeed at programming.
But this raises the question as to what type of motivation is required and whether
anything can be done to enhance it.
A great deal of attention has been given to the topic of motivation in educational research (see for example Brown et al, 1998) . Entwistle (1998) outlines three types of motivation: extrinsic motivation, which focuses on satisfactory completion of the course; intrinsic motivation, which derives from interest in the subject area; and achievement motivation, which focuses on personal level of achievement. He also points to a link between these types of motivation and learning approaches, with extrinsic motivation leading to a surface approach to learning and intrinsic motivation leading to a deep approach. Consistent with the importance of deep learning for programming as noted above, is the study of failing students by Sheard and Hagan (1998) who found that such students are likely to have a primarily extrinsic interest.
Unfortunately, the study of Jenkins (2001) 25 an intrinsic interest in programming. Thus, addressing this lack of intrinsic interest seems to be an important goal for programming education.
One aspect of this problem is the way in which teaching is carried out especially in light of the reputation of programming as a difficult subject (Jenkins, 2002) . Pendergast (2006) , for example, emphasises that a good introduction to programming module should leave students with a positive impression of programming as well as promoting good programming habits and techniques, while Guo (2006) points to the benefits of visual material and learning aids in teaching.
Another proposal is to move away from using traditional unimaginative programs that, for example, simply print out the highest mark achieved by a group of students in an exam, to more interesting topics such as games that promote the logical and critical thinking required to translate an algorithm into a program (Rajaravivarma, 2005) . This focus on programming rather than simply learning a set of techniques is also promoted by Gries (2006) who explains that a programming class should include much more than simply showing a student a program and asking them to re-write it using the technique covered in the previous lecture.
The goal of enhancing students' interest in programming through the use of simulated robots and an artificial life simulation is the primary focus of this paper. It is also anticipated that other aspects of learning, such as understanding of object orientation, may benefit from the visual nature of the programs. The environment used is that created by Becker (2001 Becker ( , 2007 which is essentially a Java implementation of Karel the Robot, initially developed by Pattis (1981) in C++. The artificial life simulation uses a predator-prey model (see, for example, Flake, 2000) .
While artificial life has been used for teaching C++ (Pattis, 1997), we are not aware of any research on its influence on student interest or its effectiveness in teaching Java.
The evaluation of our approach was carried out by assigning exercises to a group of first year students taking their first object oriented programming module, although they had previously completed a module in C. A questionnaire was use to compare the robot environment of Becker and the artificial life simulation with the more traditional approach currently used in their module. Informal discussions were also held with the same group of students and with a small group of final year students and recent graduates to obtain their views on the new approaches.
The rest of the paper is set out as follows. Section 2 describes the simulated robot environment and its extension to the artificial life simulation. Section 3 discusses the feedback received from students and section 4 presents some conclusions.
Robots and Artificial Life
As noted earlier, the environment created by Becker (2007) for simulated robots was used in this research. This occurred in two ways: first, the standard environment was used and several exercises, similar to those found in the textbook, were set to students; second, it was extended to construct an artificial life simulation which was then used as the basis for setting exercises to students. In this section we provide an overview of the environment and then present the artificial life simulation.
The Simulated Robot Environment
The simulated robot environment consists of a simple interface in which robots, normally represented by red triangles, move about either horizontally or vertically on a grid. It was specifically designed to teach programming in Java to first year students. The accompanying textbook uses robots to guide students through the basics of programming before moving onto more complex topics which in many cases do not involve robots. Basically, the robots package is a set of classes defining an environment in which students can create objects on a grid and call associated methods to determine their behaviour. Robots are created as objects in this way and can be instructed to move, to turn, to pick things up, etc. Other types of objects can be created such as walls to block robots and streetlights that can be turned on and off. Students can write new classes so that new types of objects can be added.
Becker (2007) points out a number of advantages to this approach in terms of visualisation, ease of programming (because it is easy for students to imagine carrying out tasks such as moving, picking things up, etc.), students having fun programming robots and introduction of objects from the outset. Becker also emphasises the pedagogical advantages of using his approach since it enables One limitation of the environment is that robots may only move in one of four directions (North, South, East and West) and so lack the mobility that is present in other environments. This feature also has a positive side to it, however, since it makes it easier to specify the direction to move in. A further restriction is that the environment itself is closed source. This means that while various classes can be extended to allow the functionality required for the artificial life simulation, the original methods cannot be modified and so need to be overridden.
The Artificial Life Simulation
Artificial life has two goals: to use computer systems to describe the qualities of living systems and to attempt to artificially create a living creature within a computer medium (Sullins, 2005; Pollack et al, 2004) . Emmeche (1994) identifies the ability of living things to autonomously decide where and when they will move as a defining characteristic. He also proposes that an artificial life form should be a self-contained entity which endeavours to maintain itself. Irrespective of how the relationship between artificial life forms and living creatures is to be understood, it is clear that the former must be able to simulate, at least to some extent, some of the characteristics of the latter. Here we present a brief overview of the artificial life simulation that was implemented in the Becker environment.
The artificial life simulation in this work was a predator-prey model for which the rules were initially based on Flake (2000) and were built upon the idea that each robot has a finite supply of energy and so it must be replenished periodically by eating something lower down on the food chain than itself. The amount of energy a robot has at any moment will determine how it will act. If a robot has a large amount of energy remaining it will have no need to eat and so will attempt to perform another task such as finding a mate to produce offspring, while a robot with very little energy left will focus solely on finding something to eat. Each robot also has a metabolism:
prey have a low metabolism and so will need to eat less frequently than predators.
The result of this is that prey will spend more time reproducing, thus maintaining a sufficient amount of food to maintain the populations of predators. Prey will always There is also a Grass class which extends the original Thing class and provides the source of food for the prey. The main method creates an instance of the Village class and then creates an array of instances of the EnhancedRobot class, each running in a separate thread. The Village object is passed to the EnhancedRobot objects as one of their parameters. The array of EnhancedRobots contains both predators and prey depending on their attributes. The most critical aspect of the system was to allow robots to interact, a process not included in the original environment, so that predators could kill prey, reproduce, etc. This was achieved by effectively using the Village class as an intermediary to allow each individual robot to directly interact with every other robot.
Evaluation
To evaluate the original Becker environment and the artificial life simulation as teaching aids, a practical class was arranged for a group of first year students to try out a series of exercises. Feedback was obtained via informal discussions and a questionnaire. The second form of feedback was obtained through informal one-toone interviews with a small group of final year students and recent graduates after they had tested the system.
First Year Students
The exercises for the first year students were divided into two sections. The first section focused on the original Becker environment without any modifications and used exercises either from the accompanying book or based upon them. These included an exercise which involved moving a robot to a desired location by calling various methods and writing new methods to add additional functionality to robots. During the session it was apparent that students were taking a greater interest in the exercises than would normally have been the case with the more traditional exercises that had been used previously. Whenever they encountered a problem with their code they were usually able to identify the nature of the problem quite easily since it was apparent from the visualisation. The students were also more eager to ask questions to the instructors, whose task was made somewhat easier due to the fact that students were better able to identify and explain the problem than in previous practical classes.
In the questionnaire students were asked to give their opinions on the Becker environment and the artificial life simulation as well as on the more traditional approach used in practical classes earlier in the module. When asked to identify any advantages and disadvantages of the different approaches a large number of students (81%) stated that the exercises using the Becker environment and the artificial life simulation were more interesting than the more traditional exercises. The visual nature of the new approaches was also identified as a benefit by many students (52%). The only disadvantage of the new approaches identified by more than one student was that they were not able to see all the code for the system (14%). No significant advantages of the more traditional exercises emerged. The only notable difference between the Becker environment and the artificial life simulation emerging from the comments was that several students found the latter more challenging.
To elicit a summary of their overall attitudes to the new approaches compared with the traditional approach, students were asked to rate first of all the Becker environment against the traditional approach and then the artificial life simulation against the traditional approach. In both cases a scale from -5 to +5 was used, with - An informal discussion was also held with the cohort several weeks after the practical class had taken place. The attitudes towards the new environments were consistent with those discussed above, with two topics in particular coming to the fore. First, students found the new environments much more interesting than the more traditional approach used in the module and as a result they were better motivated to complete the exercises and to explore the environment further outside the allocated class time. Second, students found the visual nature of the new environments helped them to gain a better understanding of programming concepts such as object orientation. The general opinion of the cohort was that they would recommend the Becker environment to be used for future first year classes. They did, however, find the artificial life simulations more demanding and thought they could be used towards the end of the first year module or in second year modules.
Final Year Students / Graduates
While the main focus of the evaluation was to gather the attitudes of first year students, discussions were also held with a group of four final year students and recent graduates from computing subjects to determine what they thought the advantages and disadvantages of using the original Becker environment and the artificial life simulation were, compared to their own experiences of programming modules.
A point that recurred throughout the discussion with the final year students was the 31 concept only half remembered from the previous lecture, this system made objects instantly recognisable to the user and it was felt that such a graphical representation would have been beneficial, particularly in the early stages, to their learning of object oriented programming. The discussions also focused on the exercises that could be based on this system and it was felt that these would be much more interesting than the sometimes very 'clinical' exercises from their own experiences.
Despite the view that basing exercises on an artificial life simulation would make them more interesting, it was felt that this may confuse or even scare students when they are suddenly presented with, and asked to modify, long class files that use methods and techniques that they will not cover for at least another year. It was also felt that it would be more beneficial for students to work on a program from scratch, building it up over the course of the module, rather than modifying someone else's code.
There were also some concerns about the Becker environment becoming a 'kid gloves' approach that, while initially helping students, may cause them more difficulties once they progress on to creating 'real' programs that are required to run independently of any other software.
Conclusions
This paper has investigated the use of the simulated robot environment created by Becker (2007) and an extended artificial life simulation using the same environment in teaching of Java programming to first year students. This was done by setting a series of programming exercises in each of these environments to students who were taking a first year object oriented programming module and, with the exception of these exercises, had been set more traditional exercises in previous practical sessions. Informal discussions were also held with final year students and recent graduates.
While the results are preliminary in nature, they indicate the benefits of both the 32 object oriented programming due to their visual nature. While comments from students did seem to indicate some preference for the Becker environment over the artificial life simulation, there is no reason why both could not be used with the artificial life simulation being used for later parts of a first year module and for setting some exercises which would stretch stronger students.
While the primary focus in this paper has been on enhancing students' interest in programming, we would of course really like to see that such environments would also enhance their learning. Nevertheless, as discussed in the introduction, lack of motivation, particularly intrinsic motivation, appears to be a significant factor in poor learning and so it is hoped that enhancing the interest would also enhance learning. This is clearly an area for further work and, given the results of this study, it is one we plan to consider in the future.
Other directions for future work could involve further development of the artificial life simulation and the use of such environments in more advanced programming classes. The artificial life simulation might be particularly important in this latter respect since it involves some components which go beyond what is usually covered in a first year module.
