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り，主に次のような特徴がある（詳細は https://www.python.jp を参照）： 
非常にクリーンで読みやすい文法; 強力なイントロスペクション機能; 手続き型のコード 




























は，まずチャットボットの概要を説明し，その後，(i) おうむ返しをするチャットボット (ii) 





command = input(‘メッセージを入力> ') 
response = "" 
response = command 
if not response: 
response = ‘お話ししたいです(;;)’ 
print(response) 
 
if ‘さようなら’ in command: 
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command = input(‘メッセージを入力＞’) 
response = "" 
if ‘こんにちは’in command: 
response = ‘こんにちは(^ω^)’ 
elif ‘ありがとう’ in command: 
response = ‘どういたしまして m(__)m’ 
elif ‘さようなら’ in command: 
response = ‘さようなら(・▽・)ノ’ 
  elif len(command) == 0: 
    response = ‘お話ししたいです(;;) 
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  else: 
response = ‘何を言っているのか分かりません(><)’ 
print(response) 
 














open_file = open('index.txt', encoding='utf-8') 
raw_data = open_file.read() 
open_file.close() 
lines = raw_data.splitlines() 
 
bot_dict = {} 
for line in lines: 
    word_list = line.split('：') 
    key = word_list[0] 
    response = word_list[1] 








    command = input('メッセージを入力> ') 
    response = "" 
    for key in bot_dict: 
        if key in command: 
            response = bot_dict[key] 
            break 
        elif len(command) == 0: 
            response = 'お話ししたいです！' 
        else: 
            response = 0 
    if '+' in command or '-' in command or '*' in command or '/' in command or 'たす' 
in command or 'ひく' in command or 'かける' in command or 'わる' in command or "[０ー
９]" in command: 
        command = command.replace('たす', '+') 
        command = command.replace('ひく', '-') 
        command = command.replace('かける', '*') 
        command = command.replace('わる', '/') 
        #command = command.replace('１', '1') 
        regex = u'[一-龥ぁ-んァ-ン？！?]' 
        src = command 
        dst = re.sub(regex, "", src) 
        #dtr = u'dst' 
        src2 = unicodedata.normalize('NFKC',dst) 
        #response = src2 
        try: 
            str(eval(src2)) 
        except: 
            response = 0 
        else: 
            response = str(eval(src2)) + 'です！' 
    else: 
        response = response 
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    if response == 0: 
        x = 0 
        while x != 1: 
            response = input('何を言ってるかわかりません，web検索しますか？Y or N>') 
            if "Y" in response or "Y" in response: 
                webbrowser.open('https://www.yahoo.co.jp') 
                response = "もっとお話ししたいです！" 
                x = 1 
            elif "N" in response or "N" in response: 
                response = '他のお話しをしましょう！' 
                x = 1 
            else: 
                print('Y か Nを入力してください！') 
                #print('¥n') 
    else: 
        response = response 
    print(response) 
 
    if 'さようなら' in command: 
        break 
 
アンケートの回答者は 7名おり, “講座内容は面白かったですか？” の問いには, 「面白
い」と回答したものが 5名, 「どちらともいえない」と回答したものが 1名であった。感想は， 























を抜き出して Word Cloudを生成する。コードと画像の例を以下に記載する。 
 
#モジュールのインストール(コマンドプロンプトで実行) 
pip install janome 
pip install matplotlib 
pip install wordcloud 
 
#cording: utf-8 
from janome.tokenizer import Tokenizer 




text_file = open('用意したテキストファイル名.text',encoding='utf-8') 
full_text = text_file.read() 
full_text = full_text.replace('\n','') 
 
#単語ごとに品詞の確認 
tokens = t.tokenize(full_text) 
word_list=[] 
for token in tokens: 
    word = token.surface #surface:元の単語 
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 図 2：「吾輩は猫である」の冒頭部分を解析し，生成した Word Cloud 
 
  partOfspeech = token.part_of_speech.split(',')[0] 
  partOfspeech2 = token.part_of_speech.split(',')[1] 
     
    if partOfspeech == '名詞': 
        if(partOfspeech2 != ' 非 自 立 ') and (partOfspeech2 != ' 代 名 詞 ') and 
(partOfspeech2 != '数'): 



















from tkinter import 
import random 
 
win = Tk() 





for i in cells: 
    ix=50*i 
    iy=50*i 
cv.create_line(0,ix,400,ix,fill="black") 































import tkinter as tk 
 





    #結果5 
    q34.destroy() 
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    by34.destroy() 
    bn34.destroy() 
    A5.place(x=50,y=50) 
    F.place(x=50,y=150) 
 
def A4click(): 
    #結果4 
    q33.destroy() 
    q34.destroy() 
    by33.destroy() 
    bn33.destroy() 
    by34.destroy() 
    bn34.destroy() 
    A4.place(x=50,y=50) 
    F.place(x=50,y=150) 
 
def A3click(): 
    #結果3 
    q32.destroy() 
    q33.destroy() 
    by32.destroy() 
    bn32.destroy() 
    by33.destroy() 
    bn33.destroy() 
    A3.place(x=50,y=50) 
    F.place(x=50,y=150) 
 
def A2click(): 
    #結果2 
    q31.destroy() 
    q32.destroy() 
    by31.destroy() 
    bn31.destroy() 
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    by32.destroy() 
    bn32.destroy() 
    A2.place(x=50,y=50) 
    F.place(x=50,y=150) 
 
def A1click(): 
    #結果1 
    q31.destroy() 
    by31.destroy() 
    bn31.destroy() 
    A1.place(x=50,y=50) 
    F.place(x=50,y=150) 
 
def B34click(): 
    #3-4問目 
    q22.destroy() 
    by22.destroy() 
    bn22.destroy() 
    q34.place(x=50,y=50) 
    by34.place(x=500,y=150) 
    bn34.place(x=650,y=150) 
 
def B33click(): 
    #3-3問目 
    q22.destroy() 
    by22.destroy() 
    bn22.destroy() 
    q33.place(x=50,y=50) 
    by33.place(x=500,y=150) 
    bn33.place(x=650,y=150) 
 
def B32click(): 
    #3-2問目 
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    q21.destroy() 
    by21.destroy() 
    bn21.destroy() 
    q32.place(x=50,y=50) 
    by32.place(x=500,y=150) 
    bn32.place(x=650,y=150) 
 
def B31click(): 
    #3-1問目 
    q21.destroy() 
    by21.destroy() 
    bn21.destroy() 
    q31.place(x=50,y=50) 
    by31.place(x=500,y=150) 
    bn31.place(x=650,y=150) 
 
def B22click(): 
    #2-2問目 
    q1.destroy() 
    by1.destroy() 
    bn1.destroy() 
    q22.place(x=50,y=50) 
    by22.place(x=500,y=150) 
    bn22.place(x=650,y=150) 
 
def B21click(): 
    #2-1問目 
    q1.destroy() 
    by1.destroy() 
    bn1.destroy() 
    q21.place(x=50,y=50) 
    by21.place(x=500,y=150) 




    #1問目 
    labell.destroy() 
    b1.destroy() 
    q1.place(x=50,y=50) 
    by1.place(x=500,y=150) 
    bn1.place(x=650,y=150) 
    




























Q2-1                                  Q2-2 
Q3-1                 Q3-2                Q3-3                 Q3-4 
A1                  A2                   A3                   A4               A5 
 

























from tkinter import * 
 
root = Tk() 
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    labell.destroy() 
    b1.destroy() 
    q1.place(x=50,y=150) 
    b2.place(x=350,y=100) 
    b3.place(x=350,y=250) 




    q1.destroy() 
    b2.destroy() 
    b3.destroy() 
    b4.destroy() 
    q11.place(x=50,y=50) 
    EditBox1.pack() 
    EditBox2.pack() 
    EditBox1.place(x=300,y=100) 
    EditBox2.place(x=300,y=130) 




    q1.destroy() 
    b2.destroy() 
    b3.destroy() 
    b4.destroy() 
    q11.place(x=50,y=50) 
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    EditBox3.pack() 
    EditBox4.pack() 
    EditBox3.place(x=300,y=100) 
    EditBox4.place(x=300,y=130) 




    q1.destroy() 
    b2.destroy() 
    b3.destroy() 
    b4.destroy()  
    q11.place(x=50,y=50) 
    EditBox5.pack() 
    EditBox6.pack() 
    EditBox5.place(x=300,y=100) 
    EditBox6.place(x=300,y=130) 




    q11.destroy() 
    b20.destroy() 
    height1 = float(EditBox1.get()) 
    weight1 = float(EditBox2.get()) 
    KAUP = weight1/((height1/100)**2) 
    K=Label(root,text= KAUP,font=("Helvetica",30)) 
    K.place(x=300,y=170) 
    if KAUP < 15: 
        K1.place(x=300,y=220) 
    elif 15 <= KAUP <= 17: 
        K2.place(x=300,y=220) 
    else: 
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        K3.place(x=300,y=220) 
    q21.place(x=50,y=50) 
    F.place(x=300,y=350) 




    q11.destroy() 
    b30.destroy() 
    height2 = float(EditBox3.get()) 
    weight2 = float(EditBox4.get()) 
    ROH = (weight2*10)/((height2/100)**3) 
    R=Label(root,text= ROH,font=("Helvetica",30)) 
    R.place(x=300,y=170) 
    if ROH < 100: 
        R1.place(x=300,y=220) 
    elif 100 <= ROH < 115: 
        R2.place(x=300,y=220) 
    elif 115 <= ROH < 145: 
        R3.place(x=300,y=220) 
    elif 145 <= ROH < 160: 
        R4.place(x=300,y=220) 
    else: 
        R5.place(x=300,y=220) 
    q22.place(x=50,y=50) 
    F.place(x=300,y=350) 
    E.place(x=300,y=400) 
 
#BMIの結果    
def C3click(): 
    q11.destroy() 
    b40.destroy() 
    height3 = float(EditBox5.get()) 
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    weight3 = float(EditBox6.get()) 
    BMI = weight3/((height3/100)**2) 
    B=Label(root,text= BMI,font=("Helvetica",30)) 
    B.place(x=300,y=170) 
    if BMI < 18.5: 
        B1.place(x=300,y=220) 
    elif 18.5 <= BMI < 25: 
        B2.place(x=300,y=220) 
    elif 25 <= BMI < 30: 
        B3.place(x=300,y=220) 
    elif 30 <= BMI < 35: 
        B4.place(x=300,y=220) 
    elif 35 <= BMI < 40: 
        B5.place(x=300,y=220) 
    else: 
        B6.place(x=300,y=220) 
    q23.place(x=50,y=50) 
    F.place(x=300,y=350) 
    E.place(x=300,y=400)    
 
#初めのラベルとボタン     










































EditBox1 = Entry(width=50) 
EditBox1.insert(END,"身長(cm)") 
EditBox2 = Entry(width=50) 
EditBox2.insert(END,"体重(kg)") 


















EditBox4 = Entry(width=50) 
EditBox4.insert(END,"体重(kg)") 
EditBox5 = Entry(width=50) 
EditBox5.insert(END,"身長(cm)") 













idx = 0  #ゲーム進行を管理するインデックス 
tmr = 0  #ゲーム進行を管理するタイマー 
stage = 1  #ステージを管理する変数 
ix = 0  #横座標 
iy = 0  #縦座標 
key = 0  #キーの値を入れる変数 
 
#キーを押した時に実行する関数の定義 
def key_down(e):  #キーを押した時の関数 
    global key  
    key = e.keysym 
 
def key_up(e):  #キーを離した時の関数 
    global key 




maze = [[],[],[],[],[],[],[],[]] 
 
#関数内で 7ステージ分の迷路を変数 stageで定義。通路が 0，通った部分が 1，壁が 9 
def stage_data(): 
    global ix,iy 
    global maze #リスト全体を変更するので global 宣言必須 
    if stage == 1: 
        ix = 1 
        iy = 1 
        maze =[ 
        [9,9,9,9,9,9,9,9,9,9,9,9,9,9], 
        [9,0,9,0,0,0,9,0,0,9,9,9,0,9], 
        [9,0,9,0,9,0,9,0,0,9,9,0,0,9], 
        [9,0,9,0,9,0,9,0,0,0,0,0,0,9], 
        [9,0,9,0,9,0,9,0,0,9,0,9,0,9], 
        [9,0,9,0,9,0,9,9,0,9,0,9,0,9], 
        [9,0,9,0,9,0,0,0,0,9,0,9,0,9], 
        [9,0,9,0,9,9,9,9,9,0,0,9,0,9], 
        [9,0,0,0,9,9,9,9,9,0,0,0,0,9], 
        [9,9,9,9,9,9,9,9,9,9,9,9,9,9], 
        ] 
    if stage == 2: 
        ix = 10 
        iy = 7 
        maze =[ 
        [9,9,9,9,9,9,9,9,9,9,9,9,9,9], 
        [9,0,0,0,0,0,0,0,0,0,0,0,0,9], 
        [9,0,0,0,0,0,0,9,0,0,0,0,0,9], 
        [9,0,0,9,9,0,0,9,0,0,0,0,0,9], 
        [9,0,0,9,9,0,0,9,0,0,0,0,0,9], 
        [9,9,9,9,9,0,0,9,0,0,0,0,0,9], 
        [9,9,9,9,9,0,0,0,0,0,0,0,0,9], 
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        [9,0,0,0,0,0,0,0,9,0,0,9,0,9], 
        [9,0,0,0,9,9,9,9,9,0,0,0,0,9], 
        [9,9,9,9,9,9,9,9,9,9,9,9,9,9], 
        ] 
    if stage == 3: 
        ix = 7 
        iy = 2 
        maze =[ 
        [9,9,9,9,9,9,9,9,9,9,9,9,9,9], 
        [9,9,9,0,0,0,0,9,9,0,0,0,0,9], 
        [9,9,0,0,9,9,0,0,9,0,0,0,0,9], 
        [9,0,0,0,0,0,0,0,0,0,0,0,0,9], 
        [9,0,9,0,0,0,9,0,0,9,0,0,0,9], 
        [9,0,0,0,0,9,0,0,9,0,0,0,0,9], 
        [9,9,0,0,0,0,0,9,9,0,0,0,0,9], 
        [9,0,0,0,9,9,9,9,9,0,0,9,9,9], 
        [9,0,0,0,9,9,9,9,9,0,0,9,9,9], 
        [9,9,9,9,9,9,9,9,9,9,9,9,9,9], 
        ] 
    if stage == 4: 
        ix = 7 
        iy = 8 
        maze =[ 
        [9,9,9,9,9,9,9,9,9,9,9,9,9,9], 
        [9,0,0,0,0,0,0,0,0,0,0,0,9,9], 
        [9,0,0,0,0,0,0,0,0,0,0,9,9,9], 
        [9,9,0,0,0,0,0,0,0,9,0,0,0,9], 
        [9,0,0,0,0,0,0,9,9,0,0,0,0,9], 
        [9,0,0,0,0,0,0,0,0,0,9,0,0,9], 
        [9,0,0,9,9,0,0,9,0,0,0,0,0,9], 
        [9,0,0,0,9,0,0,9,0,0,0,0,0,9], 
        [9,9,9,0,0,0,0,0,9,0,0,0,0,9], 
        [9,9,9,9,9,9,9,9,9,9,9,9,9,9], 
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        ] 
    if stage == 5: 
        ix = 12 
        iy = 1 
        maze =[ 
        [9,9,9,9,9,9,9,9,9,9,9,9,9,9], 
        [9,9,0,0,0,0,0,0,0,0,0,0,0,9], 
        [9,0,0,0,0,9,0,0,0,0,0,9,0,9], 
        [9,0,0,0,0,9,0,0,0,0,0,9,0,9], 
        [9,9,9,0,0,0,0,0,9,0,0,0,0,9], 
        [9,0,0,0,9,0,0,0,0,0,0,0,0,9], 
        [9,0,0,0,9,9,0,9,0,0,0,0,0,9], 
        [9,0,0,0,9,0,0,0,0,0,0,0,0,9], 
        [9,0,0,0,0,0,9,0,0,0,0,0,0,9], 
        [9,9,9,9,9,9,9,9,9,9,9,9,9,9], 
        ] 
    if stage == 6: 
        ix = 9 
        iy = 3 
        maze =[ 
        [9,9,9,9,9,9,9,9,9,9,9,9,9,9], 
        [9,0,0,9,0,0,9,9,0,0,0,0,0,9], 
        [9,0,0,9,0,0,0,0,0,0,0,0,0,9], 
        [9,0,0,0,0,0,0,0,9,0,0,0,0,9], 
        [9,0,9,0,0,9,9,0,0,0,0,0,0,9], 
        [9,0,0,0,0,9,0,0,0,0,0,0,0,9], 
        [9,0,0,9,0,9,0,0,0,0,0,0,0,9], 
        [9,0,0,0,0,0,0,9,9,0,0,9,0,9], 
        [9,0,0,0,0,0,9,0,0,0,0,0,0,9], 
        [9,9,9,9,9,9,9,9,9,9,9,9,9,9], 
        ] 
    if stage == 7: 
        ix = 2 
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        iy = 3 
        maze =[ 
        [9,9,9,9,9,9,9,9,9,9,9,9,9,9], 
        [9,9,9,9,9,9,0,0,0,0,0,0,9,9], 
        [9,0,0,9,9,0,0,0,0,0,0,0,0,9], 
        [9,0,0,0,0,0,0,0,9,0,0,0,0,9], 
        [9,0,0,0,0,0,0,0,9,0,9,0,0,9], 
        [9,0,0,9,0,0,0,0,0,0,0,0,0,9], 
        [9,0,0,0,0,9,0,9,0,9,0,0,0,9], 
        [9,0,0,0,0,0,0,0,0,9,0,0,0,9], 
        [9,0,0,0,0,0,0,0,0,0,0,0,0,9], 
        [9,9,9,9,9,9,9,9,9,9,9,9,9,9], 
        ] 
    maze[iy][ix] = 1 
 
def draw_bg(): 
    #10×14の迷路の幅 40 のマスを定義し， 
    for y in range(10): 
        for x in range (14): 
            gx = 40*x 
            gy = 40*y 
            #通路（0）の四角を白色に，壁（9）の四角に画像イメージ hanaを描画  
            if maze[y][x] == 0: 
                cvs.create_rectangle(gx,gy,gx+40,gy+40,fill="white",width=0,tag="BG") 
            if maze[y][x] == 9: 
                cvs.create_image(gx+20,gy+20,image=hana,tag="BG") 
    #ステージ数を表示する 
    cvs.create_text(60,15,text="STAGE "+str(stage),fill="darkorchid",font=("Segoe 
UI",20,"bold"),tag="BG") 
    gx = 40*ix 
    gy = 40*iy 
    #塗った場所をピンク色で塗る 
    cvs.create_rectangle(gx,gy,gx+40,gy+40,fill="pink",width=0,tag="BG") 
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    #sakura画像を表示する 




    cvs.delete("BG") 




    global idx,tmr,ix,iy,key 
    bx = ix 
    by = iy 
    if key == "Left" and maze[iy][ix-1] == 0: #←が押され，かつ，現在位置の左が通路の
時 
        ix = ix-1                             #左に移動。以下省略 
    if key == "Right" and maze[iy][ix+1] == 0: 
        ix = ix+1 
    if key == "Up" and maze[iy-1][ix] == 0: 
        iy = iy-1 
    if key == "Down" and maze[iy+1][ix] == 0: 
        iy = iy+1 
    if ix != bx or iy != by: #移動した後に 
        maze[iy][ix] = 2 
        gx = 40*ix 
        gy = 40*iy 
        #移動する前の座標を通路と同じ色で塗り 
        cvs.create_rectangle(gx,gy,gx+40,gy+40,fill="pink",width=0,tag="BG") 
        #移動する前の"SAKURA"タグのある sakura画像をいったん消す 
        cvs.delete("SAKURA") 
        #移動した後の座標に sakura画像を表示 
        cvs.create_image(gx+20,gy+20,image=sakura,tag="SAKURA") 
    #gか大文字の Gか左の Shiftを押した時， 
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    if key == "g" or key == "G" or key == "Shift_L": 
        #キーを初期化して yesnoメッセージを表示。yesを押す（ret == TRUE）とステージを
初期化して最初からやり直せる 
        key = 0  
        ret = tkinter.messagebox.askyesno("初めから","やり直しますか？") 
        if ret == True: 
            stage_data() 
            erase_bg() 





    cnt = 0 
    for y in range(10): 
        for x in range(14): 
            if maze[y][x] == 0: 
                cnt = cnt + 1 




    global idx, tmr, stage 
    #ゲームを開始する処理 
    if idx == 0: 
        stage_data() 
        draw_bg() 
        idx = 1 
    #ステージクリア判定処理 
    if idx == 1: 
        move_sakura() 
        if count_tile() == 0: 
            txt = "STAGE CLEAR" 
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            if stage == 7: 
                txt = "ALL STAGE CLEAR!" 
            cvs.create_text(270,180,text=txt,fill="deeppink",font=("Segoe 
UI",40,"bold"),tag="BG") 
            idx = 2 
            tmr = 0 
    #次のステージに進む 
    if idx == 2: 
        tmr = tmr + 1 
        if tmr == 30: 
            if stage < 7: 
                stage = stage + 1 
                stage_data() 
                erase_bg() 
                draw_bg() 
                idx = 1 
    #0.2秒後再びこの関数を実行 
    root.after(200,game_main) 
 
root = tkinter.Tk()  #ウインドウのオブジェクトを作る 
root.title("一筆書きゲーム")  #タイトル指定 
root.resizable(False,False)   
root.bind("<KeyPress>",key_down)  #キーを押した時に実行する関数を指定 
root.bind("<KeyRelease>",key_up)  #キーを離した時に実行する関数を指定 
cvs = tkinter.Canvas(root,width=560,height=400)  #キャンパスの部品を作る 
cvs.pack()  #キャンパスを配置 
img = tkinter.PhotoImage(file="sakura013.png")  #画像を変数 imgに読み込む 
sakura = img.subsample(8)  #画像を 1/8のサイズにする 
img2 = tkinter.PhotoImage(file="sakura022.png") 













は，”Prophet”という Facebook の技術者が開発した API であり，オープンソースソフトウェア










import pandas as pd 




uploaded = files.upload()# データを変数に読み込む 
 
file_name = uploaded.keys() 
file_name = ''.join(list(file_name)) 
 
# parse_dates : datetime 型で読み込む column名 
# index_col : indexとする column名 
df = pd.read_csv(io.BytesIO(uploaded[file_name]), 
                parse_dates = [0], 
                index_col = [0]) 
df = df.astype(float) 
 
import numpy as np 
from matplotlib import pyplot as plt 
import warnings 
import ipywidgets as widgets 
from IPython.display import display 
from fbprophet import Prophet 
 
warnings.filterwarnings("ignore") # warning を表示させないようにする 
 
# データと学習データを選択するウィジェット 
column_options = df.columns.astype(str) 
column_options = column_options.tolist() 
 
data_dropdown = widgets.Dropdown( 
    options=column_options, 




df_index = df.index.astype(str) 
df_index = df_index.tolist() 
 
trainperiod_dropdown = widgets.Dropdown( 
    options = df_index, 
    description='学習データ:' 
) 
# 三角関数の数と予測期間のウィジェット 
seasonality_slider = widgets.IntSlider( 
    value=10, 
    min=1, 
    max=20, 
    step=1, 
    description='三角関数の数:' 
) 
predictperiod_slider = widgets.IntSlider( 
    value=24, 
    min=12, 
    max=120, 
    step=1, 




    plt.figure(figsize=(15.0, 8.0)) 
    plt.plot(df[data]) 




                         train_period=trainperiod_dropdown, 
                         seasonality=seasonality_slider, 
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                         predict_period=predictperiod_slider) 
def data_reset(data,train_period,seasonality,predict_period): 
    # データのセットと地域選択 
    train = df[:train_period] 
    as_dsname = df.index.name 
    train = train.reset_index().rename(columns={as_dsname:'ds',data:'y'}) 
    # return train 
    print("データを整形しました。") 
    # Prophetで未来予測 
 
    # 1.Prophet():モデルオブジェクトの作成・モデルの詳細の決定 
    # モデルオブジェクトの作成・詳細の設定 
    m = Prophet(growth="linear", 
                yearly_seasonality = seasonality, 
                weekly_seasonality = False, 
                daily_seasonality = False, 
                seasonality_mode='multiplicative').fit(train) 
    print("Prophetで分析中...") 
     
    # 2.make_future_dataframe():予測期間の指定，推定された値を入れるデータフレームの用
意 
    # 予測期間の指定 
    future = m.make_future_dataframe(periods=predict_period,freq='MS') 
    # 日次データの場合 
    #future2 = m.make_future_dataframe(periods=365*4 + 1,freq='D') 
    # 3.predict():予測 
    global forecast 
    forecast = m.predict(df = future) 
    print("分析が終わりました！") 
     
    fig1 = plt.figure(figsize=(15.0, 8.0)) 
    fig1 = m.plot(forecast) 
    fig2 = plt.figure(figsize=(15.0, 8.0)) 
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    fig2 = m.plot_components(forecast) 
    fig3 = plt.figure(figsize=(15.0, 8.0)) 
    fig3 = plt.scatter(df.index,df[data],color = "black",s= 10) 
    fig3 = plt.plot(forecast["ds"],forecast["yhat"]) 




実際のデータのグラフである。図 11は Prophetでさいたま市の人口データを 1973 年から 2019年
までを学習データとして解析し，その後 24ヶ月の人口を予測したグラフである。Prophetの予測
精度を調べるため，埼玉県全体の人口を Prophet で解析し，得られた予測結果と実際のデータの
比較も行った。まず，1973 年から 2009年までのデータを学習データとし，そこから 2010年から
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