Connection setup in software-defined networks (SDN) requires considerable amounts of processing, communication, and memory resources. Attackers can target SDN controllers with simple attacks to cause denial of service. We proposed a defense mechanism based on a proof-of-work protocol. The key characteristics of this protocol, namely its one-way operation, its requirement for freshness in proofs of work, its adjustable difficulty, its ability to work with multiple network providers, and its use of existing TCP/IP header fields, ensure that this approach can be used in practice.
INTRODUCTION
Software-defined networks (SDN) separate data plane operations implemented by simple lookups in network switches, and control plane operations implemented in SDN controllers [1, 3] . SDN switches match incoming traffic against a set of flow rules that have been installed by the controller. For new connections that have no matching rules, the switch forwards the flow information to the SDN controller. The controller then makes a routing decision and informs all switches along the path so that they can install a matching rule in their flow tables.
The basic operation of SDN exhibits an imbalance between the small amount of work that is necessary to trigger large amounts of work that is then performed by the SDN controller . An attacker can exploit this imbalance by simply sending traffic with random 5-tuples, triggering a route computation with each packet and effectively overloading the SDN controller and filling flow tables in switches.
Permission to make digital or hard copies of part or all of this work for personal or classroom use is granted without fee provided that copies are not made or distributed for profit or commercial advantage and that copies bear this notice and the full citation on the first page. Copyrights for third-party components of this work must be honored. For all other uses, contact the owner/author(s). To level this imbalance, we introduce the Controller Protection Protocol (CPP), which requires systems wanting to connect through an SDN network to commit resources before an SDN controller commits resources for route computation and setup. In our case, the connecting system needs to include a proof-of-work (POW) [2] with the initial packet of a connection. The SDN controller can verify the correctness of the POW easily and thus discard attack traffic with invalid POWs with low overhead. Using this approach, an attacker needs to dedicate a large amount of computational resources in order to send large amounts of attack traffic that triggers route computation on the SDN controller, thus making an attack potentially prohibitively expensive.
PROOF-OF-WORK SDN PROTOCOL
The main idea for the Controller Protection Protocol is to use a proof of work during connection setup. This proof of work requires the end-system requesting the connection to commit considerable resources before resources are committed on the side of the SDN controller. When an attacker sends large numbers of connection requests (without committing the resources to include valid proofs of work in each packet), then these packets can be identified and discarded with very little overhead.
The connection setup process based on the Controller Protection Protocol is shown in Figure 1 . In CPP, the endsystem first computes a proof of work. The result from this computation, i.e., the POW, is included in the first packet sent by the new connection (e.g., the TCP SYN). When the first SDN switch encounters the packet from this new connection, it forwards the connection information, including the POW, to the SDN controller. The controller then checks the validity of POW before performing path computation or any other actions. If the validation fails, the controller discards the packet and the connection is not set up (i.e., no path computation takes place and no forwarding rule is installed in the SDN switches), as shown in Figure 2 . If the validation succeeds, the path computation and forwarding rule installation is performed as in conventional SDN. Once the connection has been established, later packets of that connection do not contain a POW, but are forwarded by the SDN switches as in conventional SDN. work that is acceptable to all network providers. We introduce a Controller Protection Protocol Authority (CPPA), which creates and distributes global CPP parameters. The resulting system architecture for the Controller Protection Protocol is shown in Figure 3 . The parameter r is a random number used in the proof-of-work calculation, and the parameter c indicates the difficulty of generating a valid POW. These parameters are distributed to all CPP-enabled components, i.e., end-systems and SDN controllers. The parameter set (r, c) needs to change over time to ensure freshness of proofs and to adapt complexity.
PROOF-OF-WORK DESIGN
In CPP, we use the proof of work (e.g., such as in bitcoin mining [4] ) that can be verified with a single cryptographic hash computation. We require to find an input to a cryptographic hash computation that generates an output starting with a predetermined number of zeros. Since cryptographic hash functions are one-way functions, the entity generating the proof of work has to try by "brute force" to find a suitable input. This search process is on average time consuming and thus requires dedication of computational resources (i.e., "work"). In contrast, the verifier only needs to do a single computations to see if an input (i.e., "proof") yields an output starting with the required number of zeros. Figure 4 shows the experimental processing time for generation and verification of a POW. The generation time is significantly larger than the verification time. Thus, the proof of work does cause the necessary commitment of resources on the side of the end-system. Also, incorrect proofs of work can be detected quickly. The ratio between generation and verification time is summarized for some parameter values in Table 1 . These results show that, depending on the choice of complexity parameter, the resource commitment on the end-system can be a few hundred times the cost of verifying the proof of work or many million times.
The characteristics of the proof of work discussed above is that it is inherently pseudo-random. Therefore, it is possible to utilize existing header fields, i.e., IP identification field and TCP sequence number, that use randomized values to carry the proof of work. Thus, we believe CPP presents an effective approach to protecting SDN from DoS attacks.
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