Implementation of Parallel Garbage Collection Using Fork System Call in Lisp System and Its Evaluation by 佐藤 憲一郎 et al.
Science Journal of Kanagawa University 18 : 37-43 (2007) 




コレクションの Lisp 処理系への実装と評価 
 
佐藤憲一郎
1,3 松井祥悟 2,4 
 
Implementation of Parallel Garbage Collection Using 
Fork System Call in Lisp System and Its Evaluation 
 
Kenichiro Sato1,3 and Shogo Matsui2,4 
 
1 Graduate School of Information Science, Kanagawa University, 2946 Tsuchiya, Hiratsuka-shi, 
Kanagawa 259-1293, Japan 
2 Department of Information Science, Kanagawa University, 2946 Tsuchiya, Hiratsuka-shi, 
Kanagawa 259-1293, Japan 
3 Presently with Hitachi Information Systems. Ltd. 
4 To whom correspondence should be addressed. E-mail: sho@info.kanagawa-u.ac.jp 
 
Abstract: We implemented the parallel garbage collector using fork system call for process 
generation supported in the multi-processes OS, suchas UNIX.  The GC does not need a 
write barrier because the gc process performs marking the replica space generated by fork 
system call.  Although Inter-Process Communication is needed in order tonotify 
garbagecells, the ordinary stop and collect mark-sweep GC can be easily changed to this 
method.  We implemented the GC in the Lisp system and compared with the original 
mark-sweep GC.  
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世代 GC や並列 GC が開発されている。 







  並列 GC は、mutator によるセルの書き換えを
collectorへ通知するバリアが必要となる。そのため、







ている 6)。彼らの GC は、malloc 関数や free 関数な
どのメモリ管理処理を独自のライブラリとして実装
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している。一方我々は、この fork システムコールを
用いたプロセス生成型並列 GC を Lisp 処理系へ直








並列 GC の動作 
並列 GC はマークスイープ法やコピー法のような停
止-回収型の GC を並列化したものである。並列 GC
は、collector に独立した専用のプロセッサを割り当
て、mutator との完全な並列処理により GC を行う。
一台のプロセッサ上での疑似並列処理による漸次
（Incremental）GC も並列 GC の一種である。 
































一般的な並列 GC は、incremental update（IU）型
と snapshot-at-beginning（SB）型の 2 種類に分類
できる 9)。 
IU型  IU型は停止-回収型GCを単純に並列化した
ものである。collector は mutator のルートセットか
ら到達できるセルに印付けを行い、印のないセルを
回収してフリーリストへ戻す。停止-回収型との大き
な違いは、collector による印付け中に mutator がセ
ルの書き換えを行った場合の補償処理と、印付け終
了後に必要なルートセット走査である。 









スナップショット型並列 GC の動作 



















スナップショット型 GC と呼ぶ 8)。 















図 1. 並列ガーベジコレクタの構成とバリア. 



























fork システムコールを用いた並列 GC 
forkシステムコールを用いた純スナップショット型















Rodriguez-Rivera らの並列 GC 












 彼らは、fork システムコールを用いた並列 GC を、
共有ライブラリとして実装している。彼らの並列
GC は、malloc 関数や free 関数といったメモリ管理
処理を独自のライブラリとして実装している。free
関数などの明示的にメモリを解放する関数ではメモ











 実験では、シングル CPU マシンおよびマルチ
CPU マシン上で停止 -回収型 GC や Boehm- 
Demers-Weiser GC（BDWGC）との比較を行って




fork システムコールを用いた並列 GC の実装 
fork システムコールを用いた並列 GC（Fork GC）
の実装について述べる。 
 
mutator プロセスと GC プロセス間の通信 




































図 2. 純スナップショット GC の構成.
図 3. Fork GC の動作. 
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(2) 共有メモリ型 




























最大 6 セグメント、1 セグメントのメモリサイズは





Lisp1.5 処理系で停止-回収型マークスイープ GC の
euzak lisp に、パイプを用いたメッセージパッシン
グ型（パイプ型）と、フリーリストをリングバッフ
ァ形式にした共有メモリ型の 2 種類の Fork GC を
実装した。euzak lisp は C 言語で実装されており、
UNIX 系 OS 上で動作する。評価を行った環境を表
1 および表 2 に示す。表 1 のマルチ CPU マシンの
場合には、mutator プロセスと GC プロセスがそれ

































  ソースコード全体は約 7700 行なので、変更は全














 停止-回収型のマークスイープ GC と並列型の
Fork GCの処理時間を比較した結果を図 4および図
5 に示す。図 4 はマルチ CPU マシン（表 1）、図 5 
 
 
  表 1. 評価環境（multiCPUs）. 
CPU HyperSPARC 100M Hz 





  表 2.  評価環境（singleCPU）. 





表 3.  ソースコードの変更量. 








































































fork システムコールによる GC プロセス生成時の
mutator の停止時間を表 4（マルチ CPU マシン）




















































図 4. 停止-回収型と Fork GC の比較(multi CPUs).























表 4.  Mutator の停止時間(multiCPUs). 
GC の種類 boyer（ms） ack（ms） hanoi（ms）
パイプ型 13 13 13 
共有メモリ型 13 13 13 
停止-回収型 60～100 60 60 
 
表 5.  Mutator の停止時間(singleCPU). 
GC の種類 boyer（ms） ack（ms） hanoi（ms）
パイプ型 6～245 7～467 6～485 
共有メモリ型 6～246 7～203 6～232 
停止-回収型 45～78 42～46 40～50 
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における boyer ベンチマークの計算で、mutator の
停止時間が変化しているのは、生存セル量が増え、
印付けにかかる時間が増加していくためである。 









リ秒から 200 ミリ秒である。 




 Fork GC の場合は、COW におけるコピー動作や、





Fork GC の方が短くなっている。 
 
ヒープサイズと mutator の停止時間 
マルチ CPU マシン上での、ヒープサイズを変化さ





















Fork GC のバリアの問題点 
処理時間全体の評価において Fork GC の場合の処
理時間が、停止-回収型マークスイープ GC の場合よ
りも長くなった原因について考察する。 
  通常、純粋な SB 型並列 GC の場合には、必要な
バリアは書き込みバリアだけで、読み込みや生成の
バリアは発生しない。しかし Fork GC の場合には、
GC の処理中に mutator が cons 関数でセルを生成




















関しては、この Fork GC は、cons 頻度が小さく、
GC のマーキング処理量の小さなアプリケーション














回収型の 2 倍から 3 倍となった。 
 COW におけるコピー処理のオーバーヘッドを減
らすためには、Fork GC の処理時間を短くする必要
















Heap Size(Number of cells)
















ら せ ば よ い 。 そ の た め に 今 後 は 、 相 補 型
(Complementary) GC5,7) に Fork GC を組み込むこ
とを計画している。 
 Fork GC を用いた相補型 GC を図 7 に示す。相補
型 GC は、IU 型アルゴリズムのルートセット走査と
追加の印付けを SB 型アルゴリズムで行う。IU 型で
ルート挿入と印付けを行った後に、GC プロセスを
生成して追加の印付けと回収を行う。IU 型のルート
挿入から GC プロセスによる回収までが 1 つの GC
サイクルとなる。 





 後半の Fork GC による SB 型の印付けは、前半の
IU 型の印付け中に書き換えられたセルのための追
加の印付けなので、Fork GC の処理時間は短くなる。
また、通常の相補型 GC では IU 型と SB 型の両方
の書き込みバリアが必要となるが、Fork GC を用い
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図 7. 相補型 Fork GC. 
