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are mostly deployed in remote locations and are compose of a large number of sensor nodes that are memory constrained and deficient in sustainable energy supply. WSN has been helpful in several applications where remote monitoring and control are the needful [1, 2] . Interestingly, the need to alter a WSN application initial set objectives is a common occurrence in real time. To effect these changes, the wireless sensor nodes will have to be reprogrammed via serial communication or other known direct approaches. However, this is not possible because sensor nodes in most cases once deployed in challenging and inaccessible terrain cannot be easily reached. The only option appropriate and commonly in use is the Overthe-Air remote reprogramming method. In several works [3, 4, 5] , the Over-the-Air reprogramming method has been effectively implemented via the use of embedded operating systems. Jun-Zhao in [6] as well as Dunkiels et al. in [7] categorized the reprogramming processes into three, namely: full code image replacement approach, the loadable module approach and the incrementaldifferential approach. Each approach evolved from the need to improve upon the drawbacks of the others. This work addresses energy consumption rate related issues attributed to certain utilities employed in reprogramming processes based on the incrementaldifferential approach. Section two provides detailed background information on the issues being addressed based on reviewed selected works of literature. A description of the materials and methods employed in designing, realising and evaluating the Precise Delta Extraction (PDE) scheme are conveyed in section three. In section four, we discuss the results obtained from these evaluations; and in additions; highlight some of the advantages the PDE scheme has over existing delta extraction utilities. Section five concludes the paper.
REVIEW OF RELATED LITERATURE REVIEW OF RELATED LITERATURE REVIEW OF RELATED LITERATURE REVIEW OF RELATED LITERATURE
The full image replacement approach involves overwriting existing system image currently running on the sensor nodes with a compiled binary image of the new application software and the operating system inclusive. Examples of sensor networks reprogramming software employing this approach implemented in TinyOS [8, 9] are XNP and Deluge approach implemented on modularized operating system architectures (e.g. LiteOS [11] and Contiki [7, 12, 13] ). It entails the transmission of only modified modules that are then linked and loaded by the operating system. In comparison to the full image replacement based approach, the loadable module based approach is more suitable for over-the-air reprogramming because only updated modules are transmitted. It also allows for the addition and removal of new application task packaged in modular form. However, use of large memory space, demand for more processing time that invariably translates to higher power consumption and slow system execution are drawbacks associated with the loadable module based approach. The incremental-differential based approach scheme transmits only the delta thereby reducing the amount of data needed to be transferred (especially when only small changes are involved like bug-fixes).
A review of existing reconfiguration scheme currently in use shows that the incremental-differential approach method is more promising when compared to others [14] . A further review of the incrementaldifferential based approach reveals that in some cases, instead of smaller deltas being generated, larger ones were rather produced [3] . A problem largely attributed to the traditional incremental-differential utilities employed in delta generation (Rsync [15] employed in [3, 16] and Clone Detection [17] used in [18] ). The majority of incremental-differential reconfiguration approach employs software applications that extract differences between the original source code and the modified application source codes. Most rely on the Rsync algorithm [15] , though several extension or modifications have been made to the original work meant for larger system's networks to suit the WSN platform [19, 20] . The utilities were inherently not designed to handle file structures well-matched for sensor network data transmission and dissemination. The PDE scheme presented in this paper provides a software tool and set of metrics for extracting precise delta information to address the issues attributed to the Rysnc utility and its variants. The Scheme has measuring capabilities that reports the degree of changes at various sections or segments. Hence, it is used in measuring the extent of firmware modification resulting from the addition or removal of software coding elements (variables, constants, functions, etc.).
By extension, it is helpful in detecting firmware cloning.
METHODOLOGY METHODOLOGY METHODOLOGY METHODOLOGY
The approach adopted involves the use of a novel algorithm based on SET theory and the unique pattern of the Execution Link File (ELF) structure to design the scheme. The design enables the extraction of the delta from two distinct firmware (original and the modified) express as functions of their constituent set of bytes. The delta consists of two unique values. One clearly indicates the address of where the change has occurred and the second relays the change noticeable in the Content/Data. In addition, we developed a set of metrics that relays the degree of modification made with respect to the original file. The entire scheme is implemented using the Language Integrated Query (LINQ) and the Microsoft C# programming tool [21] . LINQ is a programming model that introduces queries as a first-class concept into any Microsoft.NET Framework language. LINQ provides a methodology that simplifies and unifies the implementation of any data access [22, 23] . • Adding new functionalities or data (for example, constants, variables, program constructs)
• Removing no longer needed functionalities and related data.
• Updating existing functions or data content. 
However, modification could take place without a significant change in the number of elements contained in either A or B. Such occurrences can be represented as ∆ ∓ . Descriptions of the symbols used in the mathematical modelling of the PDE scheme are given in Table 1 and  Table 2 respectively. The symbols used were based on 
Where PH ⇒ Program Header and n = number of segments: Let m, n and p represent the total number of segments, sections and bytes/words respectively, Likewise: 
Where ¿ represents the degree of changes effected, the value ¿ can be obtained thus:
Based on the value of ¿ , the following can be inferred: i. When(¿ < 0 ) , it implies that a set of codes has been added and possibly some of the original codes could have been modified as well. ii. When(¿ > 0 ) , it implies that a set of codes has been removed and possibly some of the original codes could have been modified as well. iii. When(¿ = 0 ) , it implies that no change has taken place. However, it is possible that some of the original codes could have been modified as well.
3.3 3.3 3.3 3.3 PDE Evaluation PDE Evaluation PDE Evaluation PDE Evaluation We evaluated the PDE by employing Sample application source codes' ELF files derived from the GNU C compiler customised for the Contiki operating system. Each of the sample files' source codes was altered or modified in response to changes emanating from evolving application needs. Typically, these changes could involve or span over variables, constants, function names, libraries and other source code constructs. However, in this work the changes were confined to variation involving constants, variables and Function names only. Having implemented these changes, the modified files were then recompiled to obtain new ELF files. Each pair of generated ELF files (original and modified) were further processed using the PDE. The PDE, by design, outputs a dataset, which contains a collection of delta (the data difference(s) between the original and modified files) and their respective address or addresses where applicable. In addition, the PDE produces three reports: the first and second reports are printouts of ELF constituents (available sections, data contents, and their respective addresses) of both the original and modified files respectively. The third report relays the changes detected in the two files. Figure 1 shows the front end of the PDE application developed using C-sharp programming tools, and Figure 2 shows an additional form that displays ELF profile information of application firmware. As indicated in the Figure 1 , the original and modified application's ELF constituents (generated unified address, physical address, data, list of loadable segments and segments related addresses and size) as well as the generated delta are displayed using the list view object components labelled as 'Original' , 'Modified' and 'Delta' respectively. 4 
4. RESULTS AND DISCUSSION
. RESULTS AND DISCUSSION . RESULTS AND DISCUSSION . RESULTS AND DISCUSSION In consonant with section 3.3 we demonstrate the performance of the PDE using an application sample 'remotepowerswitch.c' built on the Contiki OS [25] . Changes effected at various source code' program structure were applied to each application's source code, each of the ensuing modified files paired with the original was compiled and their subsequent ELF files fed into the PDE. The Delta obtained, and other relevant information provided on the ELF profile form, are presented under related subsections 4.1, 4.2 and 4.3. Using the ELF profile front end of the PDE, the constituents of the generated 'remotepowerswitch.elf' form in its original state (without any modifications) are presented in Table 3 . The Profile's front end as shown in Figure 3 indicates where these constituents were obtained from. In addition, The ELF profile front end provides the following information: The Delta listing in Figure 6 was obtained from the 'modifiedRpt.txt' and the initial values as presented in the 'originalRpt.txt' file is shown in Program Code Listing 4. Program Code Listing 4 depicts the alteration in the data content to be exactly one byte in size. The change occurs at unified address location '0->276->3' and has a physical address value of '9D012014'. The extent of change does not affect the size of the entire firmware, and it is confined to just a segment in the program hence its orientation is of the segment confined type. Figure 5 : PDE display delta results obtained from Case study 1 Figure 7 . In addition, Figure 7 depicts the delta distribution in the modified file. Table 4 . The results were categorised under the following: the delta(s) size, the physical address range of the delta(s), related ELF segments where the delta resides, delta orientation and the number of segment(s) involved. The PDE isolates delta codes and provides information on the location in memory where appropriate changes are to be made in the new firmware. The information illustrated in Table 4 . is useful in determining the size of delta involved and nature or characteristic of their distribution in the program memory. In case study one, it is observed that the size of the delta is a single byte, this very small change can mean a lot in real WSN applications. One typical example involves altering the rate at which a sensor samples data in the field or taking an average of the number of samples acquired. These changes in most cases are limited to single byte size or integer size. Using the conventional approach will involve the erasure and rewriting of the entire program memory space or a substantial amount of the memory space if a loadable reprogramming approach is employed. In case study three, the delta distribution among segments in the flash memory is highly fragmented. These changes spread over five ELF segments, namely: (.text, .vector, .data, .reset, and .config_BFC02FF0). Even though the total number of bytes involved is relatively small (2725) compared to the actual memory size (128KB) of the PIC32MX320F128H microcontroller, the disjointed nature of the delta is best handled by reprogramming the entire available memory space. The observations inferred from the above case studies can be instrumental in devising an inference engine for the fuzzy logic subsystem employed in the context-based reconfiguration system for WSN.
The limitations attributed to the difference-based approach as highlighted in Section 2 were resolved using the precision delta extraction scheme. The precision delta extraction scheme generate a unified address scheme, which concatenates the segment number, section number and the position of each data contained in the original image and the modified image file separately. The unified address scheme gives each set of data contained in the two files unique reference numbers that are similar. Hence, when any of the set of data is missing, its corresponding unified address ceases to exist, though its physical address might still exist, it will definitely point to another data. Similarly, when a set of new data is added, these new data acquire new unified addresses and invariably become easier to isolate. This approach rules out the need to generate the pair (Checksum, MD5 hash) for each block of the old image and new image for comparison, which subsequently reduces the cost of implementing expensive computations in the base station. Though Panta, Bagchi and Midkiff in [19] tried to justify the use of the host computer in implementing their modified algorithm, issues of degrading performance occasioned by delay in Delta dissemination can arise (especially in real-time applications). Other variants of the Rysnc algorithm have been proposed and implemented: RDIFF [26] , VCDIFF [20] and BSDIFF [27] . However, since they are derivatives of the original Rsync algorithm, the lapses highlighted here are very much applicable.
5. CONCLUSIONS 5. CONCLUSIONS 5. CONCLUSIONS 5. CONCLUSIONS The PDE Metric tool developed is an improvement over existing similar tools like the Rysnc and its variants. The PDE does not need tuning in order to reduce the overheads associated with Rysnc and its variants. The PDE provides concise physical address and the virtual address of deltas. This information is useful for targeting Delta locations and allowing reconfiguration procedures to be confined to a single segment of the Flash memory thereby saving an enormous amount of energy expended when an entire program memory is reprogrammed. 
