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Abstrakt 
Tato práce by měla seznámit čtenáře s principem proxy serverů a to zejména při použití proxy jako 
prostředníka mezi uživatelem webu, jež k němu přistupuje z mobilního zařízení,  a servery 
provozujícími webové služby. Postupně se budu zabývat postupem při návrhu webové stránky. Dále 
pak aspekty rozhodujícími o návrhu proxy serveru, mající vliv na rychlost, efektivitu a obsah 
prohlížených WWW stránek. Součástí této práce je také popis realizace takového systému a princip 
jeho činnosti. 
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Abstract 
This thesis should introduce principles of proxy servers. Main focus is on using proxy as a mediator 
between a web user, accessing the web from mobile devices and a web server. Next, this paper deals 
with web design and with aspects that have affect the speed and effectiveness of web page browsing 
via a proxy server. Moreover, the realization of such a system is described in this paper . 
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1 Úvod 
V posledních několika letech je možné sledovat rostoucí počet mobilních zařízení umožňujících 
přístup na internet, převážně za účelem zpřístupnění webových stránek, které nabývají stále větších 
rozměrů. Mobilní zařízení mají oproti klasickým počítačovým stanicím limotované schopnosti 
grafického zobrazení a připojení na internet, proto je vhodné hledat způsoby jak řešit tento problém. 
Jedním ze způsobů je použití proxy serveru. 
Tato práce by měla seznámit čtenáře s principem proxy serverů a to zejména při použití proxy 
jako prostředníka mezi uživatelem webu, jež k němu přistupuje z mobilního zařízení,  a web servery 
provozujícími  tzv. www služby. Postupně se bude zabývat postupem při návrhu webové stránky, 
aspekty rozhodujícími o návrhu proxy serveru, majícími vliv na rychlost, efektivitu a obsah 
prohlížených WWW stránek. 
Druhá kapitola se zabývá vysvětlením základních pojmů a osvětluje problematiku návrhu a 
realizace webových stránek. 
Ve třetí kapitole bude objasněn pojem proxy server. Ve kterých oblastech se používá, co je 
jeho primárním účelem. 
Ve čtvrté kapitole budou popsány principy optimalizace webových stránek. Způsoby jakými 
lze změnit datovou velikost stránek a objektů na nich umístěných. Řekneme si jak se s těmito objekty 
může zacházet s cílem redukce síťové komunikace a které aspekty jsou při tom pro nás důležité. 
Předvedu jaký vliv má změna velikosti obrázků ma jejich obrazovou kvalitu. 
Pátá kapitola pojednává o terii problematiky síťové komunikace a použitého síťového 
protokolu. Jsou zde objasněny stránky tohoto tématu, které je potřeba znát při následné implementaci 
programu. 
V šesté kapitole bude uveden návrh aplikace. Vymezení funkčnosti celého programu. Uvedení 
základních algoritmů běhu programu. 
Sedmá kapitola detailně popíše realizaci programu. Bodou zmíněny programovací techniky, 
které byly při implementaci použity, způsob jak program komunikuje s klienty a servery. Dále uvedu 
popis síťového protokolu, který se ke komunikaci používá. Na závěr této kapitoly bude popsáno jak 
program manipuluje s daty, která přenáší a co vše k tomu využívá. 
V osmé kapitole uvedu způsoby, kterými jsem vytvořený systém testoval a předvedu výsledky 
činnosti programu. Dále uvedu srovnání s jiným řešením a na závěr popíši rozšíření programu. 
Poslední kapitolou je závěr, kde bude zhodnocení mé práce. Zmíním zde kvality a nedostatky 
konečného řešení a možná další rozšíření. 
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2 World Wide Web 
„World Wide Web“, zkratka „WWW“ nebo, v mnoha případech, jen „Web“ je dnes označením pro 
aplikace používající ke komunikaci protokol HTTP. Jedná se o soustavu vzájemně propojených a na 
sebe odkazujících hypertextových dokumentů, jež jsou pomocí HTTP protokolu přenášeny do 
počítačů uživatelů internetu a zde zobrazovány podle předem stanovených pravidel. 
Slovo Web nabývá ještě dalšího poměrně podstatného významu. Je jím často označována 
skupina dokumentů, umístěná na tomtéž fyzickém serveru či na stejné doméně. Tedy dokumenty, 
které na první pohled mají stejné umístění i když tomu tak být nemusí. 
2.1 Seznámení s problematikou dnešního webu 
Tvorba WWW stránek se již v dnešní době stala velmi komplikovanou záležitostí, což dokazuje 
množství specializovaných firem, které nabízejí nerůznější pomoc a služby s vývojem webu 
spojených. Při tvorbě webových stránek je potřeba dodržovat řadu pravidel a doporučení, aby 
výsledné dílo dokázalo plnit předem stanovený účel. Bez respektování těchto pravidel, bude výsledný 
web těžko udržitelný a jeho vývoj komplikovaný a nepřehledný. Takže pak snadno dochází k 
chybám, jejichž odstranění značně prodražuje celý projekt a také prodlužuje časovou náročnost 
vývoje webu. 
Na úvod je třeba podotknout, že webové stránky (dokumenty) jsou tvořeny na dvou odlišných 
stranách. Strana serveru, poskytovatele stránek, a strana klienta, toho kdo stránky zobrazuje a pracuje 
s nimi. Obě strany k tomuto využívají různé jazyky, jež stránku tvoří. Na straně serveru jsou to hlavně 
jazyky HTML a PHP. HTML znamená HyperText Markup Language a je to značkovací jazyk určený 
pro tvorbu dokumentů. Je charakterizován skupinou značek mezi než se vkládají texty. Značky pak 
textům přiřazují význam a vzhled. Značky mohou být párové a nepárové. Obsahu mezi dvěma 
párovými značkami (začáteční a uzavírající značkou) se říká element. Jednotlivé elementy je možné 
vnořovat do sebe. Tímto způsobem je vytvářen vzhled a obsah dokumentu. PHP pochází ze slov 
Hypertext Preprocessor. Slouží ke genrování dynamických dokumentů tvořených jaykem HTML. 
PHP se často vkládá přímo do HTML kódu. Kódy těchto jazyků se mohou vzájemně prolínat a 
doplňovat a na základě jejich činnosti vzniká kód nový, který je zasílán klientovi. Klient pak pracuje 
převážně se třemi typy jazyků, kterými jsou HTML, CSS a JavaScript. CSS je zkratkou slov 
Cascading Style Sheets. Tento jazyk slouží k popisu vzhledu HTML dokumentů. Odděluje vzhled 
dokumentu od jeho obsahu. 
Hlavní kostru dokumentu tvoří jazyk HTML. Ten určuje strukturu dokumentu a dává 
jednotlivým textům v dokumentu význam. K této kostře se následně připojují CSS styly. Ty říkají 
prohlížeči, ve kterém se dokument zobrazuje, jak má graficky reprezentovat jednotlivé významové 
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značky jazyka HTML. Například pro text, logicky označený jako nadpis první úrovně, určuje jeho 
velikost a barvu písma, rozestupy písmen nebo úpravu jako je například podtržení apod. Nejmladším 
z jazyků využívaných na straně klienta je JavaScript (JS). Ten umožňuje dynamickou práci celého 
dokumentu. Je spouštěn výhradně na straně klienta a ke své činnosti využívá tzv. DOM, neboli 
objektový model dokumentu. JavaScript je spouštěn na základě událostí, kterými může být např. 
kliknutí na určitý element dokumentu, dokončení načítání stránky, stisk klávesy a mnoho dalších. JS 
má možnost měnit DOM a tím dynamicky upravovat stránku přímo na straně klienta, bez nutnosti 
spojení se serverem, ale není to pravidlem. 
Všechny tyto části (HTML, CSS, JS) by měly být uloženy odděleně, takže pak vytvářejí 
nezávislé vrstvy a vzájemně propojeny teprve při zobrazení dokumentu. Tímto přístupem se 
usnadňuje pozdější úprava a zvyšuje viditelnost stránek na internetu, protože toto rozdělení usnadní 
vyhledávačům zorientování se v dokumentu. 
2.1.1 Tvorba WWW stránek 
Tvorbu WWW stránek lze rozdělit do několika kroků, shrnujících důležité fáze vývoje: 
1. Předložení návrhu zadavatele 
2. Tvorba designu a grafiky 
3. Tvorba šablony stránek 
4. Zprovoznění funkčnosti stránek 
5. Naplnění stránek obsahem 
6. Aktualizace, údržba, upgrade 
Jednotlivé kroky nyní rozvedu podrobněji, abych vytvořil alespoň stručný přehled o tom, co 
vše je při vývoji webových stránek potřeba zařídit. 
Krok 1. Předložení návrhu zadavatele, jež chce web vytvořit. V této fázi by měly být 
předloženy podklady a žádosti na vzhled, účel a zaměření stránek. Zadavatel dodá podkladové 
materiály jako např. fotografie. Dále volí doménové jméno a hosting jež bude stránky zpřístupňovat. 
Vybírá barevné a funkční schéma celého budoucího webu. V této práci by zadavateli měl být 
nápomocen člověk, označován jako webdesigner. Ten je pak zodpovědný za celkovou realizaci 
vzhledu a funkčnosti stránek. 
Krok 2. Tvorba designu a grafiky. Dříve než se začne web realizovat v jazycích jako HTML, 
JavaScript apod. je žádoucí si připravit návrh, jak by měly nakonec vypadat jednotlivé stránky celého 
webu. Tuto část výroby provádí grafik na základě přání objednavatele a měl by se při tom řídit 
účelem a zaměřením celého webu a tomu přizpůsobit náročnost a velikost grafických prvků stránek. 
Krok 3. Tvorba šablony stránek. Jedná se o kostru stránek, do níž se pak vkládá obsah. Tuto 
fázi výroby provádí člověk označovaný jako kodér. Na této úrovni již vznikají první HTML kódy, jež 
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jsou často doplněny CSS styly. Kodér též využívá grafických předloh z předchozího kroku, které 
různě ořezává a formuje, tak aby co nejlépe zapadly do stránek. 
Krok 4. Zprovoznění funkčnosti stránek je dalším krokem. Dosud statické stránky je potřeba 
„rozhýbat“ a dát jim funkčnost. O tento krok se stará programátor. Většina webů neplní pouze úlohu 
poskytovatele informací, ale umožňuje uživatelům např. možnost přispívat do diskusních fór, 
provozovat internetový obchod, kde je potřeba zpřístupnit uživatelům jejich osobní nastavení a 
přehled nad objednávkami zboží apod. Dynamičnost stránek můžeme zajistit použitím PHP pro 
generování zobrazovaného dokumentu. Ve spojení s databází je pak možné ukládat informace zaslané 
uživatelem. Mnohdy je také žádoucí vytvořit nestatické prvky stránek jako jsou rolovací menu apod. 
(jazyk JavaScript). 
Krok 5. Naplnění stránek obsahem. V této fázi je web již funkční, ale stále mu chybí obsah. 
Obsah dnešních webů bývá často plněn majitelem webu, nebo jeho uživateli. Nikoliv těmi, kdo web 
vytvářeli. Proto se naplnění provádí až po zprovoznění funkčních aspektů webu. Web lze tedy plnit 
různým obsahem díky funkčnosti stránek. 
Krok 6. Aktualizace, údržba, upgrade. Nesmíme zapomenout, že stránky mohou a často také 
jsou aktualizovány a že požadavky zadavatele stránek se mohou časem měnit a tak by měl celý 
systém umožňovat snadnou úpravu. Výměna grafiky, změna funkčnosti, rozšíření webu. To vše by 
měl správně navržený web umožňovat s co nejmenšími náklady na provedení. 
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3 Proxy server 
V této kapitole se budu věnovat tématu proxy serverů. Co znamená proxy, k čemu slouží a jak 
pracuje. 
Vysvětlení významu proxy server. Jedná se o server, který tvoří prostředníka v komunikaci 
mezi klientem a serverem opravdovým. Proxy přijímá komunikaci uživatele a pře-posílá ji na reálný 
server. Ten na požadavky (příkazy) klienta reaguje a odpovědi odesílá zpět na proxy server. Odtud 
jsou odpovědi opět pře-posílány uživateli. Proxy se tak vůči uživateli tváří jako server a vůči serveru 
zase jako uživatel. Pokud ani jedna strana komunikace nezná IP adresu strany druhé, nemá žádnou 
možnost jak zjistit, že komunikace ve skutečnosti probíhá přes prostředníka. Proxy server může být 
tvořen jak specializovaným hardwarovým zařízením, tak se může jednat o software, spuštěný na 
klasické PC stanici. Schématickou situaci komunikace uživatelů s proxy a proxy se servery 
znázorňuje obrázek 3.1 
Obrázek 3.1 – Znázornění komunikace s použitím proxy 
Uživatel 1
Uživatel 2
Proxy
Server 1
Server 2
 
Asi nejznámějším využitím proxy serverů je zpřístupnění internetu více uživatelům jedné 
podsítě přes jedno připojení k síti vnější. Takovým proxy se pak zpravidla stává router, tedy 
hardwarové zařízení. Pokud bychom chtěli nalézt příklad softwarového řešení toho problému, pak 
bychom mohli zmínit např. sdílení internetového připojení v systému Windows. 
Dalším užitečným využitím proxy serverů jsou tzv. Aplikační proxy servery. Ty se zaměřují na 
jeden nebo více aplikačních protokolů používaných v sítích, např. FTP (File Transfer Protocol – 
zasílání a stahování souborů v adresářové struktuře), HTTP (Hytertext Transfer Protocol – slouží 
k přenosu webových dokumentů mezi uživatelským porhlížečem a webovými servery), SMTP 
(Simple Mail Transfer Protocol – pomocí tohoto protokolu se šíří emaily) aj. Jejich výhodou je, že 
mohou aplikovat nejrůznější pravidla k ovlivnění komunikace a doplnit nebo upravit tak protokol 
stávající. Nejčastěji se používají k monitorování a filtrování komunikace mezi klientem a serverem. 
Mohou tak zvyšovat bezpečnost komunikace tím, že odstiňují IP adresy uživatelů. Pro vysvětlení, IP 
adresa je způsob identifikace zařízení připojených do sítě internetu. Je to obdoba poštovní adresy, jen 
samozřejmě v jiném formátu a jinými možnostmi. Toto snažení je někdy mařeno samotným 
protokolem, který může informace obsahovat jako součást komunikace. U FTP protokolu se při 
komunikaci používají dvě spojení, jedno příkazové/komunikační a druhé sloužící pro přenos dat. 
 8
Přímo v příkazech toho protokolu jsou pak uloženy IP adresy a porty na nichž má být spojení 
ustanoveno. Proxy server tak musí být schopen zasáhnout dovnitř této komunikace a přepisovat IP 
adresy uživatelů svou adresou. To samé platí pro porty. Toto může celkově snižovat rychlost 
komunikace, zejména jedná-li se o softwarový proxy server. 
Proxy může také rychlost komunikace zvyšovat a to tím způsobem, že si ukládá do paměti 
odpovědi serverů na konkrétní dotazy a při opětovném dotazu, pak na cílovém serveru pouze 
zkontroluje datum poslední úpravy požadovaného objektu a pokud ten nebyl změněn, může 
poskytnout odpověď sám rychleji. 
Již jsem zmínil, že proxy pomáhá zvýšit bezpečnost odstíněním IP adres cílových stanic od 
serverů. Ty tedy nemají o adresách uživatelů informace a tak nehrozí, že by se rozšiřovaly po 
internetu, kde by je mohl někdo zneužít. Ještě bych rád uvedl, že mohou zvyšovat bezpečnost také 
aktivním provozováním antivirových programů, které komunikaci analyzují a tak chrání i méně 
zabezpečené uživatele. 
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4 Způsoby optimalizace webu, pro 
zobrazení v mobilních zařízeních 
V této kapitole se budu postupně zabývat různými možnostmi optimalizace webových stránek 
s ohledem na možnost zobrazení v mobilních zařízeních, jež jsou svými zobrazovacími schopnostmi 
znevýhodněné oproti klasickým PC stanicím. 
Nejprve je potřeba si uvědomit rozlišnosti v zobrazovacích schopnostech klasické PC stanice 
s připojením na internet a mobilního zařízení. V prvé řadě je to rozlišení zobrazovacího display, který 
má podstatně menší rozlišení než klasický monitor. Webové stránky bývají navrženy a 
optimalizovány pro rozlišení 1024 na 768 nebo 1280 na 1024 zobrazovacích bodů. Podíváme-li se 
však na rozlišovací schopnosti dnešních mobilních zařízení najdeme povětšinou rozlišení 320 na 240 
zobrazovacích bodů, ať už ve verzi 320 na 240 nebo 240 na 320. Starší a levnější zařízení mohou 
klesat až na rozlišení 128 na 64 bodů. Nové ale drahé zařízení dosahují hodnot kolem 480 na 640 
nebo 240 na 400 zobrazovacích bodů. Je tedy patrné, že display mobilního zařízení oproti klasickému 
monitoru má asi 2-5x menší rozlišení. 
Dalším důležitým aspektem je zobrazovaná barevná hloubka display. U běžných monitorů je 
v drtivé většině 32 bitů. Mobilní zařízení mají samozřejmě nižší barevnou hloubku, která se nejčastěji 
vyskytuje ve variantách 24b, 18b nebo 16b. 
Poslední zásadní rozdílností je způsob ovládání webové stránky a interakce s uživatelem. 
Zatímco u běžných počítačů se vždy vyskytuje kombinace klávesnice + myš, u mobilních zařízení je 
myš nahrazována dotykovými display. I na hůře vybavených mobilních přístrojích má uživatel vždy 
možnost vkládat text a disponuje při to velkým množstvím znaků, tak jako na klasické klávesnici. 
Zařízení ale nemusí podporovat klasický „myší“ kurzor, tak jako v počítači, takže by mohlo dojít ke 
komplikacím s ovládacím rozhraním stránky. Pro lepší představu uvedu příklad. Je možné, a hojně 
používané, že stránka poskytuje menu, jež je zobrazeno na základě JS události, kterou může být např. 
umístění kurzoru myši nad příslušnou oblast nebo objekt stránky. U mobilního přístroje používajícího 
dotykový display však není žádný kurzor zobrazen, uživatel může na prvek stránky pouze kliknout, 
popřípadě provést dvoj-klik, ale nemůže kurzor nad prvek umístit, jelikož zde žádný není. Uživatel by 
pak nebyl schopen vyvolat na stránce zobrazení menu a tím je jeho možnost ovládat webovou stránku 
omezena. 
Nakonec musíme vzít na paměť, že mobilní zařízení disponují značně omezenými 
hardwarovými možnostmi. Hlavními nedostatky jsou rychlost připojení k internetu a velikost 
používané paměti. Je tady třeba snažit se optimalizovat webové stránky, tak aby byly co nejmenší, ve 
smyslu paměťové náročnosti. Čím je stránka menší, tím rychleji bude v mobilním zařízení načtena i 
zobrazena. 
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4.1 Zpracování obrázků 
Většina dnešních webových stránek obsahuje velké množství nejrůznějších obrázků. Obrázky se 
kromě klasického použití využívají také jako pozadí stránky, grafika okolí, tlačítek, ikon atd. 
Zaměřím se tedy nejprve na tuto oblast optimalizace. 
4.1.1 Formáty obrázků 
Na dnešních webových stránkách najdeme převážně tři hlavní formáty obrázků, JPEG, GIF a PNG. 
Někdy se můžeme setkat také s použitím bitmapových formátů, ovšem pouze v neopodstatněných 
případech a jen velmi zřídka. Zaměřím se tedy na postupně na jednotlivé formáty a ke každému 
uvedu několik faktů. Nakonec zhodnotím jednotlivé formáty mezi sebou a demonstruji na příkladech 
klady a zápory jejich použití. 
Formát JPEG. Zkratka vychází z anglických slov „The Joint Photographics Experts Group“ a 
vznik tohoto formátu se datuje do roku 1990. Správným názvem tohoto formátu je však JFIF, což 
vychází z anglických slov „JPEG File Interchange Format“. Jak je možné sledovat v názvu, je určen 
pro zobrazování fotografií ve foto-realistické podobě. Podporuje 24 bitovou hloubku barev což mu 
umožňuje disponovat 16 777 216 různými barvami. Informace o barvě jsou uloženy v RGB složkách. 
Každá barevná složka je vyjádřena pomocí jednoho bajtu. Dohromady tedy 3 bajty, tj. 24 bitů pro 
vyjádření jedné barvy. Formát je vhodný pro zobrazování fotografií, není pak vhodný pro text nebo 
zobrazení objektů s jasně vytyčenými přechody barvy. Metoda komprese formátu JPEG je 
patentovaná tudíž je jeho použití v komerčních projektech obtížné. Formát JPEG využívá ztrátovou 
metodu komprese dat. To znamená, že po provedení komprese už nejsme schopni zpět získat původní 
originální data. Budeme-li tedy nad stejným vzorkem dat provádět kompresi stále dokola, po čase se 
přenášená informace zcela ztratí. Výhodou je však velká míra komprese. Tento formát nepodporuje 
transparentnost ani animace obrázků. 
Formát GIF. Zkratka formátu vychází z anglických slov „The Graphics Interchange Format“. 
Formát je o něco starší než JPEG, byl vyvinut v roce 1987. Je nejpoužívanějším formátem v oblasti 
webové grafiky. Velkým omezením tohoto formátu je jeho barevná paleta, která je omezena na jeden 
bajt, tedy 256 různých barev. Výhodou je pak možnost použití transparence, tedy lze zvolit jednu 
barvu, která je ve výsledku zobrazována jako průhledná. Toto vylepšení je ale podporováno až od 
nové verze formátu GIF nazvané GIF89a. Formát také podporuje jednoduchou možnost animace, 
střídání obrázků. Pro každý obrázek v animaci je možno použít oddělenou paletu barev. 
Samozřejmostí je také použití menšího počtu barev, např. 64 nebo 32 barev na jeden obrázek. Další 
výhodou formátu je postupné zobrazování v průběhu stahování. Obrázek je možné zobrazit již 
v průběhu stahování v horší kvalitě. Používaní komprese je bezztrátová. Nejvyššího stupně komprese 
je pak dosaženo u obrázků s velkými jednobarevnými plochami. Formát je vhodný pro zobrazení 
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perokresby, tedy obrázků s jasně vytyčenými barevnými přechody, proto se často používá pro grafiku 
tlačítek, menu apod. 
Formát PNG. Zkratka vychází ze slov „The Portable Network Graphics“. Tento formát je určen 
pro bitmapovou neboli rastrovou grafiku a spojuje základní vlastnosti obou formátů GIF a JPEG. 
Jeho vznik se datuje do roku 1996. Podpora barevné hloubky je až 24 bitů na barvu. Další výhodou je 
tzv. alfa kanál, tedy možnost volit u různých barev různý stupeň průhlednosti. Obrázek typu PNG je 
tak možno umístit na pozadí a přitom dochází k plynulému přechodu mezi obrázkem v pozadí a 
obrázkem v popředí. Formát využívá bezztrátovou metodu komprimace. Je vhodný jak pro zobrazení 
fotografií, tak pro zobrazení perokresby. Na rozdíl od JPEG nezpůsobuje na velkých jednobarevných 
plochách rušivé elementy, zato je vhodný při zobrazení obrázků obsahujících fotografie i texty 
najednou. Nevýhodou je nedostupnost animace a mírně větší velikost souboru oproti formátům 
předešlým. Protože se jedná o poměrně mladý formát, je podpora jeho podpora ve webových 
prohlížečích zatím na nízké úrovni. Například nejpopulárnější prohlížeč Internet Explorer jej 
nepodporuje. 
4.1.2 Srovnání formátů na příkladech 
Nyní bych uvedl trochu více ze srovnání jednotlivých typů formátů a to hlavně na příkladech. 
Postupně srovnám použití všech tří formátů na fotografii a následně na typickém grafickém prvku 
webové stránky. Protože při tisku ztrácejí obrázky kvalitu a některé vlastnosti formátů tak zanikají, 
můžete obrázky použité v této kapitole nalézt v příloze č. 1 (viz. Seznam příloh). 
Nejprve srovnání jednotlivých formátů na fotografii. Na obrázku 4.1. jsou postupně zleva 
použity formáty v tomto pořadí: BMP, PNG, JPEG, GIF. Každá z fotografií je nastavena na nejvyšší 
stupeň kvality. V horní části je pak zvětšený výřez obrázku na němž je rozdíl mezi formáty 
nejviditelnější. Jak je patrné, první tři formáty se v nejvyšší kvalitě prakticky neliší, jejich velikost je 
však značně rozdílná. Teprve na formátu GIF je vidět značné zhoršení kvality obrázku, které se 
projevuje hlavně na velkých plochách stejné barvy. Srovnání velikostí najdeme v tabulce 4.1 pod 
obrázkem. 
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Obrázek 4.1 – Srovnání kvality formátů 
 
Tabulka 4.1 – Srovnání kvality formátů 
Typ formátu BMP PNG JPEG GIF 
Velikost souboru 279kB 159kB 129kB 71kB
Barevná hloubka 24b 24b 24b 8b 
Míra komprese 1 1.75 2.16 3.93 
 
Chceme-li tedy optimalizovat obrázky na webu, pak pro fotografie budeme volit rozhodně 
formát JPEG. Poskytuje kvalitní zobrazení a přitom více než dvojnásobnou kompresi velikosti 
souboru. 
Samotný JPEG formát však nabízí nastavení kvality zobrazení. Všechny předešlé obrázky byly 
vytvořeny v maximální kvalitě poskytované daným formátem. U JPEG můžeme dosáhnout dalšího 
zmenšení velikosti souboru tím, že vhodně zvolíme stupeň kvality obrázku. Jako ukázku uvádím 
následující obrázek 4.2. Obrázek zachycuje stejnou fotografii v pěti různých kvalitách formátu JPEG. 
Nejkvalitnější zleva (100%, 75%, 50%, 25%, 0%). V kvalitách 75% a 50% dochází sice ke zkreslení 
velkých ploch stejné barvy, ale jinak obraz zůstává takřka stejný jako originál. Teprve u kvality nižší 
než 25% se objevují viditelné ztráty kvality obrazu. Pod obrázkem můžeme opět porovnat velikosti 
souborů jednotlivých obrázků v tabulce 4.2. 
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Obrázek 4.2 – Srovnání různých stupňů kvality formátu JPEG 
 
Tabulka 4.2 - Srovnání různých stupňů kvality formátu JPEG 
Kvalita obrazu 100% 75% 50% 25% 0% 
Velikost souboru 96kB 37kB 18kB 11kB 5kB
Míra komprese 1 2.59 5.33 8.73 19.2
 
Je vidět, že JPEG nabízí kvalitní zobrazení dokonce i u poloviční kvality záznamu obrázku a 
dosahuje přitom více než 5ti násobného zmenšení velikosti původního souboru. 
Už jsem zmínil, že JPEG není vhodný pro zobrazení grafických prvků, jako jsou tlačítka, texty 
bannery apod. Špatně zobrazuje celistvé jednobarevné plochy. Nyní bych chtěl tuto skutečnost 
demonstrovat. Na následujícím obrázku 4.3 uvádím srovnání všech předchozích formátů (BMP, PNG, 
JPEG a GIF v tomto pořadí zleva). 
Obrázek 4.3 – Srovnání kvality formátů u jednobarevné plochy 
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Tabulka 4.3 – Srovnání velikosti fromátů u jednobarevné plochy 
Typ formát BMP PNG JPEG GIF
Velikost souboru 70kB 2kB 4kB 2kB 
Barevná hloubka 24b 4b 24b 4b 
Míra komprese 1 35 17.5 35 
 
Velkou výhodu v této situaci mají formáty PNG a GIF, protože dovolují nastavit barevnou 
hloubku a podstatně tak zmenšit velikost souboru. Záleží ovšem na počtu použitých barev. PNG 
zvládne až 24b zatímco GIF pouze 8b. V tomto konkrétním případě lze však celé barevné spektrum 
obrázku obsáhnout v 4 bitové barevné hloubce. Formát JPEG dosahuje také velké míry komprese, ale 
výsledky jeho zobrazení nejsou uspokojující. 
Při rozhodování, který formát a kdy použít, musíme především dbát na obsah obrázku. Je 
zřejmé, že pokud chceme zobrazit fotografie, pak použijeme jednoznačně formát JPEG. Pokud 
naopak budeme zobrazovat grafické prvky, texty apod. pak volíme formát PNG nebo GIF. Formát 
PNG je univerzálnější a dokonalejší verzí GIF, jeho podpora v dnešních prohlížečích ale není na 
takové úrovni jako u formátu GIF. Navíc při vhodném použití GIF, mžeme dosáhnout stejně dobrých 
výsledků jako u PNG. 
4.1.3 Zmenšení, nahrazení, zakázání obrázků 
Další možností jak s obrázky na webových stránkách můžeme v rámci optimalizace nakládat, je jejich 
odstranění, nahrazení odkazem nebo nahrazení jiným méně náročným obrázkem. 
Vše záleží na přístupu uživatele. V dnešní době se z procházení, tzv. „brouzdání“, na internetu 
stalo spíše prohlížení (sledování). Drtivá většina uživatelů stránky nečte, ale pouze prohlíží. Čtení 
začíná u největšího textu a postupně pokračuje k textu menšímu, pokud tedy ještě návštěvník na 
stránce setrvá. Uvažujeme-li o nahrazování obrázků v rámci optimalizace, pak bychom měli zohlednit 
co vlastně návštěvník na stránce hledá. Podle toho přizpůsobit optimalizační metodu a její míru. 
První a nejméně násilnou formou je úprava velikosti obrázku. Obsah zobrazení tak zůstane 
zdánlivě stejný, ale velikost souboru se může podstatně zmenšit. Pokud však budeme obrázky 
zmenšovat v určitém poměru, např. 1 ku 2, tj. optimalizovaný obrázek má poloviční rozměry než 
obrázek originální, pak bychom měli tento poměr zachovat u všech zmenšovaných elementů stránky i 
u stránky samotné. 
Pokud není obrázek určen jako přenašeč informace, tedy neslouží přímo k pozorování, ale 
například jen jako pozadí stránky, pozadí tlačítka apod. a doplňuje pouze estetickou stránku celého 
dokumentu, pak můžeme tento obrázek nahradit obrázkem s co nejmenší velikostí, tedy nejlépe o 
rozměrech 1 x 1 pixel. Barvu tohoto obrázku určíme jako průměrnou barvu obrázku originálního nebo 
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jiným způsobem, např. předem nastaveným barevným odstínem. Opět tak dosáhneme jisté míry 
zachování původního vzhledu dokumentu, ale velikost celé stránky se zmenší. 
Další možností jak stránku odlehčit je všechny obrázky nahradit odkazem nebo ikonou, která 
může sloužit také jako odkaz, a nechat na uživateli, které obrázky chce a které nechce zobrazit. Na 
místě původního obrázku se po optimalizaci zobrazí pouze ikona nebo textová zkratka. Pokud na ni 
uživatel klikne bude mu zobrazen obrázek. 
Nejdrastičtější možností je pak všechny obrázky stránky potlačit a nezobrazovat je vůbec. To 
může být velmi výhodné u stránek, které uživatel zná a na nichž potřebuje pouze provést určité akce 
nebo sledovat aktualizace. Například na zpravodajských stránkách. Odstranění obrázku však může 
nepříjemně narušit strukturu stránky. 
Protože schopnosti rozpoznávání obsahu obrázků u dnešních výpočetních systémů nejsou na 
vysoké úrovni, bylo by automatické filtrování obrázků velmi komplikovanou záležitostí, právě pro 
neschopnost rychle a efektivně určit jejich obsah. Také nevíme za jakým účelem návštěvník na 
stránku přichází, zda zde hledá něco v grafické podobě nebo pátrá spíše po textových informacích. 
Proto bude nejefektivnějším přístupem, když vytvoříme nastavení programu pro filtrování a 
optimalizaci tak, aby si jej každý uživatel mohl přizpůsobit svým představám a také možnostem 
svého mobilního zařízení. 
4.2 Změna velikosti stránky 
Jak jsem již zmínil v úvodu, většina mobilních zařízení nedisponuje displejem s tak velkým 
rozlišením jako klasické monitory. To může být zásadní problém při prohlížení webových stránek. 
Podle typu webového prohlížeče, kterým je mobilní zařízení vybaveno, může a nemusí být uživatel 
schopen se pohybovat na stránce v horizontálním směru. Pohyb ve vertikálním směru, shora dolů, je 
zde téměř vždy. Lepší prohlížeče by měly být schopny zobrazit stránku tak jak by se zobrazila na 
klasickém monitoru a dát uživateli možnost se v ní pohybovat oběma směry. Ovšem nemusí tomu tak 
být. Proto je potřeba při optimalizaci na tuto skutečnost pamatovat a optimalizovat také velikost 
stránky samotné. 
Protože velikost stránky není nijak definovaná, v nejlepším případě ji autor poznamená někde 
v dokumentu nebo jeho zdrojovém kódu, nemáme způsob jak automaticky určit poměr velikostí 
stránky a display zařízení, podle kterého bychom pak mohli měnit velikost jednotlivých elementů 
dokumentu. Musíme tedy toto nechat na uživateli, který si poměr nastaví sám. U textů jednoduše 
můžeme nastavovat velikost až na určitou spodní hranici, kdy je ještě písmo čitelné a za níž 
nemůžeme jít. U obrázků, pak použijeme jednu z výše zmíněných metod. Všechny elementy by 
přitom měly být zmenšovány podle stejného poměru, aby nedocházelo k deformaci stránky. 
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4.3 Filtrace JavaScript, Flash a videa 
Velký poměr objemu stránky může tvořit vložené video nebo objekty Flash. Flash je technologie 
umožňující vytváření interaktivních prvků webových stránek jako jsou animované banery, reagující 
na pohyby myší nebo dokonce malé hry umístěné přímo na stránce. Tyto prvky se do stránky vkládají 
pomocí speciálních značek (tagů) <object></object>. Uvnitř těchto značek se mohou vyskytovat ještě 
dodatečné značky, které dále rozvíjí nastavení vkládaného flash. Příklad vložení flash do HTML 
stránky může být následující: 
Ukázka kódu 4.1 – Vložení Flash na webovou stránku 
<html> 
 <head>…</head> 
 <body> 
  <object classid="A1B2C3"    
codebase="http://download.macromedia.com/pub/shockwave/cabs/flash/swflash.
cab#version=6,0,29,0" width="800" height="600" ID="Captivate1"> 
  <param name="movie" value="banner.swf"> 
  <param name="quality" value="high"> 
  <param name="menu" value="false"> 
  <param name="loop" value="0"> 
  <embed src="banner.swf" width="800" height="600" loop="0" quality="high" 
pluginspage="http://www.macromedia.com/go/getflashplayer" 
type="application/x-shockwave-flash" menu="false"></embed> 
</object> 
</body> 
</html> 
Pokud chceme ze stránky flash odfiltrovat, postačí pozměnit zdrojový kód HTML dokumentu a 
místo původního flash vložit například jen textovou informaci o tom, že zde byl flash odstraněn. 
Dalším prvkem stránek je JavaScript (JS). Ten se také hojně nachází na webových stránkách a 
může značně ovlivnit velikost stránky. Jeho odstranění je velmi jednoduché. JavaScript může být do 
HTML stránky začleněn třemi různými způsoby: 
1. Vložením do HTML kódu mezi značky <script></script>, vše co se nachází mezi těmito 
značkami je pak považováno za JavaScript. 
2. Zápisem značky <script> s odkazem na externí soubor, např. takto <script 
src="soubor.js"></script> 
3. Jako atribut HTML značky, např. takto <div onclick="javascript: alert('Hello')"> 
Chceme-li v HTML kódu potlačit JavaScript, pak musíme podobně jako u flash, odstranit všechny tři 
možné výskyty začlenění JavaScript do zdrojového kódu stránky. To můžeme provést tak, že 
odstraníme vše co začíná textem <script> a končí </script> včetně značek samotných. Problém bude 
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u třetí možnosti začlenění, zde totiž není uvedeno klíčové slovo, ale přímo událost jazyka JS. Musíme 
tedy znát všechny možné události a hledat jejich výskyt v HTML kódu. Pokud je nějaký nalezen, pak 
odstraníme označení události a vše co je za tímto označením a znakem ‘=‘ v uvozovkách. 
Při odstraňování JavaScript musíme být opatrní, protože ten může tvořit důležitou část ovládání 
webové stránky. Na základě JS událostí mohou být vytvářeny nové elementy stránky, které pak slouží 
k interakci s uživatelem. Řešením může být analýza připojeného JS a pokud se zjistí, že na základě 
některé události vzniká důležitý prvek stránky, jako např. odkaz, pak můžeme tento prvek předběžně 
do stránky vložit již ve formě HTML kódu. 
4.4 Komprimace textů 
Následující texty vycházejí z dokumentu Slabiková komprese textových dat, Jan Lánský[7]. Otázka 
komprimace je velmi rozsáhlým tématem. Proto se pokusím nastínit jeden způsob kódování, který 
považuji za dostatečně efektivní, aby se jej vyplatilo používat při komprimaci textů u projektů jako je 
webový proxy server. Kódování se nazývá Hoffmanovo, podle jeho vynálezce, a vychází z četnosti 
výskytu znaků v textu. Každý znak je reprezentován kombinací jedniček a nul. Platí při tom, že 
všechny znaky jsou reprezentovány stejným počtem bitů. U Hoffmanova kódování se vychází 
z předpokladu, že všechny znaky nemusejí být zakódovány na stejném počtu bitů. Znaky s největší 
četností výskytu se zakódují menším počtem bitů a tím dochází k omezení celkové délky dat. 
Princip kódování je následující. Nejprve je celý text analyzován a jsou vyhodnoceny četnosti 
výskytu jednotlivých znaků. Na základě analýzy se vytvoří například následující tabulka 4.4: 
Tabulka 4.4 – Příklad Hoffmanova kódování podle četnosti výskytu znaků 
Znak Četnost výskytu znaku Kód
A 40% 01 
B 25% 00 
C 15% 110 
D 15% 101 
E 5% 100 
Kódování je tzv. prefixové, to znamená, že v kódu žádného znaku se jako prefix nesmí 
vyskytovat kód znaku jiného. Jinak bychom později při dekódování nebyli schopni rozlišovat kde 
jednotlivé kódy začínají a kde končí. Znaky s největším počtem výskytu mají přiřazen nejkratší kód a 
naopak. Jakmile je vytvořena takováto tabulka, prochází se text určený ke komprimaci a místo znaků 
jsou zapisovány odpovídající kódy. Pokud by tedy originální text byl kódován v ASCII kódu, kde je 
každý znak vyjádřen pomocí osmi bitů, dojde ke značné úspoře místa potřebného pro zápis celého 
textu, protože některé znaky můžeme vyjádřit pomocí jen 2 bitů, další pomocí 3 bitů atd. 
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K výslednému zakódovanému textu však musíme připojit ještě vygenerovanou tabulku, abychom 
mohli později text dekódovat zpět. Tento algoritmus dosahuje největších komprimačních hodnot 
pokud jsou četnosti výskytu mocninami čísla 2. U textů naneštěstí nejsou a bylo by lepší použít 
kódování nazvané Aritmetické, které je však podstatně komplikovanější a při testech na vzorcích 
textů dosahuje jen o málo lepších výsledků. 
Postup při dekódování Hoffmanova kódu. Zakódovaný řetězec bitů postupně procházíme a 
hledáme přitom posloupnosti bitů podle přiložené tabulky. Například pro řetězec: 0110011000 
bychom dostali kódy: 01, 100, 110, 00. Zakódovaným textem je tedy: AECB. Původní text by byl 
v ASCII kódu uložen na 4 * 8b = 32b, v Hoffmanově kódování zabírá délku pouze 10b. 
4.5 Cache proxy 
Cache, v českém překladu mezipaměť, slouží k ukládání výsledků na často opakované dotazy. 
Pomáhá zvyšovat rychlost poskytnutí odpovědi a odlehčit provoz na síti. Pokud k nějaké webové 
stránce přistupuje více uživatelů přes stejný uzel, např. proxy, musejí se stejná data přenášet ke všem 
uživatelům zvlášť a to po stejné lince (spojení mezi serverem a proxy). Přitom se jedná o identická 
data a jejich přenos vícekrát není opodstatněný. Řešením je právě cache umístěná na proxy serveru. 
Ta ukládá do paměti odpovědi na jednotlivé dotazy uživatelů a pokud se vyskytne stejný dotaz od 
více uživatelů, nebo i od jednoho uživatele, pak poskytne odpověď sama proxy, aniž by přitom 
odpověď žádala od cílového serveru. 
Otázkou je jak velkou cache nastavit a jak v ní promazávat uložené data. Naštěstí je tento 
problém dostatečně ošetřen samotným HTTP protokolem. Při přijmutí odpovědi jsou v hlavičce 
poskytnuty informace právě pro HTTP Cache proxy servery. Ukázka jak může HTTP hlavička 
vypadat je uveden v ukázce 4.2. 
Ukázka kódu 4.2 – Hlavička HTTP odpovědi 
HTTP Status Code: HTTP/1.1 200 OK 
Date: Wed, 14 Jan 2009 12:42:30 GMT  
Last-Modified: Tue, 02 Jan 2007 00:24:30 GMT  
ETag: "4100a5f-523-c0e78b80"  
Accept-Ranges: bytes  
Content-Length: 1315  
Cache-Control: max-age=30000000  
Expires: Sun, 27 Dec 2009 18:02:30 GMT  
Connection: close  
Content-Type: image/gif 
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Důležité jsou přitom informace Cache-Control a Last-Modified. Je vidět, že položka Cache-
Control udává tzv. TTL neboli Time To Live, neboli čas po který je platná. Proxy tedy může 
poskytovat odpověď místo serveru, ale pouze po dobu uvedenou v HTTP hlavičce, kterou získá při 
prvním dotazu. Pokud tato doba vyprší, musí proxy zkontrolovat zda je objekt stále platný, tedy 
zažádat server o hlavičku tohoto objektu a zkontrolovat parametr Last-Modified. K důležitým 
hodnotám parametru Cache-Control patří: 
max-age=[s] - udává po jak dlouhou dobu je možné objekt v cache považovat za aktuální. 
s-maxage=[s] – stejné jako max-age, ale tento parametr je určen výhradě pro proxy. 
public – oznamuje, že tento objekt může být uchován v cache. 
no-cache – objekt sice může být uchován v cache, ale před jeho poskytnutím z proxy musí být 
ověřena aktuálnost. 
4.6 Import pravidel z Adblock Plus 
Adblock Plus je rozšíření (plugin) pro internetový prohlížeč Mozilla Firefox (1). Slouží k filtrování 
http požadavků, např. reklamních adres. V tomto rozšíření může uživatel volit URL adresy a to i 
v regulární formě výrazu, které jsou pak ignorovány při načítání stránky. Zabraňuje se tak stažení 
nechtěných reklamních prvků stránky a tím zvyšuje rychlost komunikace. Abychom zefektivnili 
komunikaci již na straně proxy serveru, můžeme používat stejná omezení pro stahované adresy. 
Blokované adresy jsou do pluginu importovány z textového souboru. Příklad obsahu takového 
souboru je znázorněn v ukázce 4.3. 
Ukázka kódu 4.3 – Zápis AdBlock pravidel 
http://*.*/ad-handler/.* 
http://*.*/please/showit.* 
http://*.*/popup.?/.* 
Tyto adresy jsou pak prohlížečem ignorovány a žádný objekt se z nich nestahuje. Chceme-li tyto 
pravidla používat již na úrovni proxy, musíme uživatelům umožnit nahrát si své vlastní nastavení a 
pro každého uživatele zvlášť je pak uplatňovat. 
 
 
 
 
 
1.  Bližší informace na stránce: https://addons.mozilla.org/cs/firefox/addon/1865 
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5 Komunikace v síťi internet 
Následující kapitola pokrývá teoretické znalosti principů síťové komunikace, při programování 
v systému UNIX za použití BSD socket technologie, které jsou následně uplatněny při realizaci 
samotného programu. Druhou částí je popis protokolu, kterým program komunikuje s klienty a 
servery. 
5.1 Síťová komunikace 
Projekt se z velké části skládá ze síťové komunikace. K tomuto účelu je použito tzv. BSD socket 
systému. Komunikace mezi počítači je realizována na základě práce se sockety. Podklady k tomuto 
tématu byly čerpány převážně z knihy Beej's Guide to Network Programming Using Internet Sockets 
[4]. Sockety jsou proměnné objekty v programovacím prostředí, podobně jako jiné programovací 
typy. V podstatě se jedná o struktury, které na základě změn jednotlivých proměnných těchto struktur 
mění chování, které ovlivňuje způsob komunikace. Protože se jedná o data, která spravuje operační 
systím, nejsou sockety přímo „majetkem“ programu. Program pouze požádá systém o vytvoření 
socketu a systém programu sdělí identifikační číslo socketu, který byl pro něj vytvořen, Skrze toto 
číslo a speciílní instrukce, pak program může se socketem pracovat. Identifikátoru socketu se říká 
descriptor. Podobné descriptory dostáváme také při práci se soubory když chceme adresovat 
standardní vstup nebo výstup. Pro zajímavost uvedu, že standardní vstup má napevno stanovený 
descriptor na hodnotu 0 a můžeme s ním pracovat stejným způsobem jako se socketem, tede např. 
pomocí stejných instrukcí z něj číst data tak jako ze socketu. 
5.1.1 Teorie síťové komunikace 
Z předchozího textu je zřejmé, že ke komunikaci je využíváno socketů. Než začneme se 
socketem pracovat (posílat na něj data nebo z něj číst) musíme jej vytvořit. Při vytváření je potřeba 
zadat parametry, podle kterých socket nastaví své chování. Musíme specifikovat jakou verzi 
adresování bude socket používat. Na výběr máme protokol IPv4 nebo IPv6, v tomto projektu je 
použito adresování protokolu verze 4. Dále volíme způsob komunikace stream nebo datagram. Rozdíl 
těchto dvou metod komunikace spočívá v bezpečnosti. Nejedná se o bezpečnost z hlediska chránění 
přenášených dat před případnými útočníky, ale o jistotě doručení dat a o zaručení, že budou přenesena 
v nezměněné formě, neboli konzistence dat. Datagram je typicky velikostně omezený a nezaručuje se 
jeho doručení. Také pořadí ve kterém se datagramy vysílají nemusí být stejné jako pořadí v němž 
dojdou k cíli. Proto zde volíme nastavení komunikace na stream. Tento způsob všechny výše zmíněné 
nedostatky eliminuje. Posledním parametrem je volba protokolu TCP nebo UDP. UPD se často 
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charakterizuje podobnými vlastnostmi jako datagram, TCP zase jako stream. Proto sockety v 
programu nastavujeme k používání protokolu TCP. 
Dále je potřeba socket připojit ke vzdálenému počítači. Knihovny pro práci se sockety nabízejí 
řadu funkcí, které nám to usnadňují. Při připojování je potřeba zadat adresu vzdálené strany. Ta může 
být vyjádřena jako doménové jméno nebo jako IP adresa. V obou případech máme k dispozici funkci, 
která zajistí překlad této adresy, tak aby se dala použít pro následné připojení. Pokud je adresa ve 
formě doménového jména, funkce navíc zajistí překlad na IP adresu. 
Když se podaří připojit se ke vzdálené straně, lze do socketu zapisovat data a v případě, že byla 
nějaká data poslána druhou komunikující stranou, pak také číst data ze socketu. 
5.1.1.1 Blokující a neblokující režim při operacích se sockety 
Na tomto místě je potřeba vysvětlit co to znamená blokující režim práce se sockety. Pro tento účel 
nejprve popíšu modelovou situaci komunikace. Předpokládejme následující situaci. Klient a server 
spolu komunikují pomocí socketu. Klient posílá serveru data. Situaci zachycuje obrázek 5.1. 
Obrázek 5.1 – Přesun dat po síťi 1 
 
Klient a server nemají vzájemné informace o své činnosti. Server tedy musí předpokládat, že 
klient může data odeslat v libovolný okamžík. Pokud se server pokusí číst ze socketu dříve než na něj 
klient zapíše nějaká data, pak se bude mylně domnívat, že klient nekomunikuje. Proto je operace čtení 
dat ošetřena tak, že vyčkává dokud není načteno předem dané množství informací. Taková činnost je 
označována za „blokující“. Instrukce čtení zablokuje vykonávání programu, dokud nenačte data celá. 
Jakým způsobem určit kolik informací bude klient odesílat je již otázkou síťového protokolu. 
Druhou možností je, že klient sice již nějaká data odeslal, ale protože data jsou příliš velká, 
server se pokouší číst data ve chvíli, kdy ještě nedorazila všechna na stranu server. Situaci zachycuje 
obrázek 5.2. 
Schéma 5.2 – Přesun dat po síťi 2 
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V tuto chvíli je možné přečíst data 1. Data 2 se teprve přenášejí a data 3 ještě není možné ani 
začít přenášet. Taková situace nastane v důsledku následující situace. Klient se pokouší odeslat data 
1, 2 i 3 najednou. Po provedení operace odeslání, ale zjistil, že byla odeslána pouze data 1. Operační 
systém na straně serveru tyto data přijal a připravil je programu ke četení. Ten je však v tomto 
okamžiku zaneprázdněn a data si nevyzvedává. Klient tedy při opakovaném pokusu o odeslání, teď 
již jen dat 2 a 3, zjišťuje, že nelze poslat žádná data. Server začne číst ze socketu a vyzvedne si data 1. 
Klient může odeslat data 2 a po jejich vyčtení serverem i data 3 atd. Do socketu totiž nelze vložit 
neomezeně velké množství dat. Velikost dat, kterou lze do socketu vložit, určuje operační systém. 
Funkce pro odesílání dat nepracuje v blokovacím režimu. Pokud potřebujeme, aby takto 
fungovala, musíme toto ošetřit sami. Odesílání se pak bude provádět ve smyčce jejíž podmínkou 
ukončení je odeslání všech dat. Při každém pokusu o odeslání v této smyčce víme kolik informací se 
opravdu přeneslo. Tyto informace se sčítají a po odeslání všech dat smyčka zkončí. Problém nastává 
pokud se server nedostane ke čtení ze socketu po dlouhou dobu. Na straně klienta pak probíhá 
smyčka pro odeslání dat, která zbytečně vytěžuje procesor. Tuto situaci je možné ošetřit buď 
pozastavením smyčky v případě, že se nepodařilo odeslat žádná data. Tím se však vytížení procesoru 
pouze redukuje, nikoliv minimalizuje. Obě možnosti je však nutné ošetřit pro případ, že server nikdy 
data ze socketu nevyčte. Je potřeba tedy měřit dobu provádění smyčky a pokud přesáhne předem 
stanovenou mez, pak ji ukončit. Další možností je použití speciální funkce, která pozastaví běh 
programu dokud není možno další data odeslat. Poslední, nejméně elegantní ošetření, spočívá 
v neřešení této situace. Toto můžeme dopustit, protože budeme komunikovat protokolem HTTP a ten 
je bezstavový a pokud se nám nepodaří jeden nebo dva požadavky na server odeslat, nedojde k nijak 
závažnému narušení funkčnosti. Nejhorším případem je že se na stránce neobjeví pár objektů, protože 
požadavek pro jejich získání nebylo možno serveru odeslat. 
V blokujícím reřimu pracují obvykle funkce pro přijímání dat ze socketu. Funkce sama 
umožňuje takové nastavení a proto jej nemusíme ošetřovat programově. Důvodem pro použití 
blokujícího čtení může být opět velikost přenášených dat, nekontinuita odesílání dat ať už z důvodu 
nespolehlivého a pomalého spojení nebo protože odesílající strana připravuje data pomajeli než je 
přijímající strana dokáže číst. 
5.1.1.2 Připojení socketu 
Chceme-li připojit vytvořený socket ke vzdálené straně, serveru, můžeme narazit na dva problémy. 
Připojení se nezdařilo, ačkoliv máme jistotu, že server je spuštěn a přijímá příchozí spojení, nebo 
proces připojování proběhne za velmi dlouhou dobu, nebo neproběhne vůbec. Důvodem pro první 
situaci je většinou vytížení serveru, ten může při velkém počtu příchozích spojení některá odmítnout. 
Tuto situaci se můžeme pokusit řešit opakováním připojení. Mezi jednotlivými pokusy je však 
vhodné nechat časovou mezeru, aby naše snažení server nevyhodnotil jako útok. Druhá situace 
nastane pokud se žádost o připojení dostane do fronty. Server totiž řadí příchozí spojení do frony a 
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z ní je pak vyjímá a obsluhuje. Může se stát, že na naše připojení server zapomene, nebo z jiného 
důvodu nedojde k jeho ošetření. Funkce pro připojení pracuje blokově a končí ve chvíli, kdy se 
ustanoví spojení. Může tedy dojít k blokování běhu programu při této operaci. Situaci lze vyřešit 
nastavením socketu do neblokujícího režimu. Pak připojování nikdy neuvázne ve frontě. Ale také se 
připojení téměř nikdy nezdaří. To ovšem nevadí. Po nezdařeném pokusu o připojení se zavolá funkce 
select, pomocí níž se sleduje socket, který jsme chtěli připojit. Jestli, že se spojení podaří ustanovit, 
pak nám select zkončí a víme, že se spojení zdrařilo. Nastavíme socket zpět do blokujícího režimu. 
Funkce select umožňuje nastavení časového intervalu, po který se bude socket sledovat. Pokud tedy 
select zkončí oznámením o připojení, pak se nám socket podařilo připojit. Pokud zkončí vypršením 
časového intevalu, pak řekneme, že pokus o spojení selhal. Dostáváme ale do rukou možnost 
kontrolovat jak dlouho se má program o připojení pokoušet. 
5.2 Popis protokolu 
V této kapitole se budu zabývat popisem komunikačního protokolu, kterým je v tomto projektu 
protokol HTTP. Postupně vysvětlím základy komunikace mezi jednotlivými účastníky a poté vybrané 
speciální informace přenášené v protokolu. Výčet informací není kompletní. Popis protokolu podle 
RFC (request for comment) patří k jedněm z nejdelších a dlouhý vývoj protokolu z něj postupně 
udělal velmi složitou a rozsáhlou problematiku. Budu uvádět pouze důležité informace, které byly 
v programu implementovány. 
5.2.1 Základní komunikace HTTP 
Následující informace vycházejí ze specifikace HTTP protokolu v RFC[1,2]. HTTP protokol je 
bezestavový. To v podstatě znamená, že jednotlivé dotazy ze strany klienta spolu nesouvisí. Pracuje 
na principu dotaz-odpovď. Klient zašle serveru dotaz v němž specifikuje objekt, který požaduje. 
Server na tento požadavek odpovídá zasláním požadovaného objektu s doplňujícími informacemi (čas 
poslední změny, typ dokumentu, velikost atd.). Dotaz i odpověď se zkládají z hlavičky a těla. 
Hlavička je vždy povinná a nese informace o způsobu zacházení se síťovým spojením mezi serverem 
a klientem, informace o odesílaném objektu a informace o klientu či serveru podle toho jedná-li se o 
hlavičku zaslanou klientem (požadavek) nebo serverem (odpověď). Tělo zprávy je v obou případech 
nepovinné. Často nebývá přítomno v požadavku. Zde se nachází jen v případě, že klient odesílá 
s požadavkem ještě dodatečná data. Těmi mohou být například informace o obsahu formulářových 
polí na stránce ve chvíli, kdy klient požadavek generoval. V odpovědi serveru je typicky tělo 
obsaženo. Tělo opovědi tvoří odesílaný objekt (webová stránka, obrázek, soubor, externí 
JavaScriptový nebo CSS soubor). 
Struktura hlavičky má svůj specifický formát. Ten je zachycen na příkladu kódu 5.1 a 5.2. 
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Příklad kódu 5.1 – HTTP hlavička požadavku 
GET /wiki/Wikipedie HTTP/1.1[CR][LF] 
Host: cs.wikipedia.org[CR][LF] 
User-Agent: Mozilla/5.0 Gecko/20040803 Firefox/0.9.3[CR][LF] 
Accept-Charset: UTF-8,* [CR][LF] 
[CR][LF] 
Příklad kódu 5.2 – HTTP hlavička odpovědi 
HTTP/1.0 200 OK[CR][LF] 
Date: Fri, 15 Oct 2004 08:20:25 GMT[CR][LF] 
Server: Apache/1.3.29 (Unix) PHP/4.3.8[CR][LF] 
X-Powered-By: PHP/4.3.8[CR][LF] 
Vary: Accept-Encoding,Cookie[CR][LF] 
Cache-Control: private, s-maxage=0, max-age=0, must-revalidate[CR][LF] 
Content-Language: cs[CR][LF] 
Content-Type: text/html; charset=utf-8[CR][LF] 
[CR][LF] 
Hlavička se zkládá z řádků. Každý řádek je ukončen sekvencí znaků [CR][LF]. Tyto znaky 
vyjadřují zalomení řádku. CR se používá v systémech Macintosh, LF v systémech UNIX a systémy 
Windows využívají spojení těchto dvou jako CR LF. Na konci hlavičky je prázdný řádek. Hlavičku 
lze tedy bezpečně rozeznat podle zakončující sekvence CR LF CR LF. Hlavička může mít libovolný 
počet řádků. 
První řádek hlavičky požadavku je vždy vyžadován a vyjadřuje tři základní informace, které 
jsou od sebe odděleny mezerou. První je metoda přenosu informací (např. formulářová pole). Druhou 
je specifikace požadovaného objetku pomocí URL. Poslední je verze protokolu HTTP. Na dalších 
řádcích pak následují dodatečné informace. 
Hlavička odpovědi musí také obsahovat první řádek na kterém jsou informace o verzi 
protokolu a kód odpovědi. Ten se zkládá ze tří číslic. Přesný význam každého kódu je potřeba 
dohledat v RFC, existují desítky možností. 
5.2.2 Způsoby určení délky těla HTTP zprávy 
Následující informace byly čerpány z RFC sekce 4.4 Message length [1,2]. Protože přijímání zpráv 
funguje blokujícím způsobem, musíme být schopni určit, kdy daná zpráva končí. V případě HTTP 
hlaviček to není problém. U přenášených těl je to složitější. Existuje pět způsoby jak určit délku těla. 
Začnu tím nejjednodušším. 
Určení délky pomocí atributu Content-Length v hlavičce požadavku nebo odpovědi. Tento 
způsob se používá u objektů, jejichž délka je známa již před začátkem odesílání. Jendá se například o 
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obrázky a externí soubory stránek. Konec těla je tedy určen jeho délkou. Jak tato informace vypadá 
v hlavičce zachycuje příklad 5.3. 
Příklad kódu 5.3 – Content length 
Content-Length: 3495 
Druhým způsobem určení konce odesílaných dat je uzavření spojení po jejich odeslání. 
Odesílající strana po odeslání všech dat uzavře spojení, tím se jednoznačně určí, kde data končí. Tato 
možnost je nepoužitelná pro klienta. Ten by uzavřením spojení ztratil možnost příjmutí odpovědi. 
Třetí případ je odeslání těla nulové délky. Některé odpovědi nemusejí obsahovat tělo. Jedná se 
např. o odpovědi, kde nebyl požadovaný objekt nalezen nebo o dotazy na čerstvost objektu, který má 
klient uložen v cache. Objekt na straně klienta je již starý a ztratil svou platnost, proto klient žádá 
ověření zda se se objekt na straně serveru změnil. Odpovědi bez těla jsou charakterizovány kódem 
1xx, 204, nebo 304 v hlavičce odpovědi. 
Čtvrtou možností je přítomnost atributu Media-Type s parametrem multipart/byteranges. Pokud 
není délka zadána pomocí Content-Length, pak se použije hodnota z Media-Type. 
Posledním způsobem definice délky zprávy je tzv. chunked přenos. Používá se u odpovědí, 
jejichž délka není známa v době začátku odesílání. Tělo je pak rozděleno na kousky, chunky. Délka 
každého chunku je zadána v chunk hlavičce. Ta se zkládá z hexadecimálního čísla ukončeného 
sekvencí znaků CR LF. Pak následuje část těla odpovědi o délce vyjádřené v hlavičce. Konec 
odpovědi je ukončen chunkem s nulovou délkou za kterým ještě přichází dodatečné atributy hlavičky 
odpovědi. Přklad chunk zprávy zachycuje příklad 5.4. 
Příklad kódu 5.4 – Chunked přenos 
1a; komentar-nebo-text-nepatrici-do-zpravy 
abcdefghijklmnopqrstuvwxyz 
10 
1234567890abcdef 
0 
dodatecna-hlavicka: hodnota-jedna 
dodatecna-hlavicka-dva: hodnota-dva- 
[prazdny radek] 
Za první chunk hlavičkou mohou být ještě vloženy komentáře odděleny středníkem. 
Z takto přijmuté zprávy je potřeba poskládat odpověď. Chunk hlavičky se odstraní a těla se 
poskládají za sebe v pořadí v jakém byla odeslána. Výsledek tvoří odpověď. Je nutné ještě přepsat 
informaci v hlavičce odpovědi. Nyní když bude zpráva přeposlána klientovi, nebude se již jednat o 
chunked přenos, ale délka se specifikuje pomocí Content-Length. 
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5.2.3 Proxy-Connection 
Od verze protokolu HTTP1.1 existuje možnost vytváření trvalých spojení. Taková spojení se 
dojednávají na základě atributu Connection v hlavičce požadavku i odpovědi. Hodnotami keep-alive 
nebo close se pak určuje zda se spojení po vyřízení aktuálního požadavku ponechá otevřené nebo se 
uzavře. Další atribut Keep-Alive určuje jak dlouho bude spojení ponecháno otevřené v případě, že 
nepřijde další požadavek. Zjistil jsem, že webové prohlížeče (minimálně Mozilla FireFox) porušují 
specifikaci protokolu a pokud komunikují skrze proxy, pak namísto atributu Connection zasílají 
Proxy-Connection. Tento atribut je v hlavičce požadavku potřeba poopravit, pokud se bude přeposílat 
serveru. Stejně pak při přeposlání odpovědi od serveru je potřeba zpět změnit v hlavičce atribut 
Connection na Proxy-Connection. Tento problém má více prohlížečů [3], mezi nejznámější patří 
Netscape Navigator, Internet Explorer, Mozilla FireFox. 
5.2.4 Cache systém 
Popis cache systému je možné nalézt v RFC sekce 13 [1]. Pomocí atributů v hlavičce odpovědi, 
server sděluje klientovi a proxy serveru, zda se daný objekt může uchovávat v cache a po jak dlouhou 
dobu. Jsou možné dva způsoby vyjádření této doby. Jeden jako počet časových jednotek od chvíle, 
kdy byl objekt serverem odeslán. Druhý jako datum do kterého je objekt platný. První způsob se 
využívá ve verzi protokolu HTTP1.1 druhý v 1.0. Přesto je druhý způsob zachován také ve verzi 1.1. 
V ukázce 5.5 je zachycena hlavička objektu s nastavením informací pro cache. 
Příklad kódu 5.5 – Cache systém 
HTTP/1.1 200 OK 
Date: Mon, 06 Apr 2009 14:49:06 GMT 
Last-Modified: Wed, 01 Mar 2006 18:28:22 GMT 
Expires: Mon, 13 Apr 2009 14:49:06 GMT 
Cache-Control: max-age=604800 
Atribut Cache-Control se vztahuje k verzi protokolu 1.1 a parametrem max-age určuje životnost 
objektu v sekundách od chvíli generování této odpovědi. Ta je vyjádřena atributem Date. Pokud by 
klient komunikoval protokolem verze 1.0, pak je pro něj orientační atribut Expires, ten určuje dobu 
do kdy je objekt možné ponechávat v cache. 
Cache-Control atribut obsahuje řadu možných hodnot a používá se jak v hlavičce požadavku, 
tak v hlavičce odpovědi. Klient tímto způsobem sděluje serveru, jaké objekty je ochoten přijmout. 
Server pak popisuje jak lze s objekty v cahce nakládat. 
Aby byl objekt vložen do cache, musí obsahovat hodnotu max-age v atributu Cache-Control. 
Za max-age následuje znak rovnítka a dále hodnota času po který je možné objekt v cache ukládat. 
Tato hodnota je v sekundách. Objekt se pak uloží do databáze spolu s HTTP hlavičkou odpovědi 
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serveru a informací o času uložení a životnosti objektu a jako identifikátor je použito URL objektu. 
V databázi zůstane objekt uložen po neomezeně dlouhou dobu. Teprve zažádá-li o tento objekt 
některý klient, pak se vyhodnotí jeho stráří a pokud již není možné jej pokládat za aktuální, pak se 
z databáze vyjme a získá se opět od serveru. 
5.2.5 Cookie 
Při přístupu k uživatelskému nastavení se využívá tzv. Cookie. Je to způsob jak identifikovat 
uživatele přistupující k webovému serveru. Jestliže jsou některé stránky serveru přístupny na základě 
ověření uživatele jménem a heslem, například z důvodu načtení osobního uživatelského nastavení, 
pak je potřeba každý HTTP požadavek nějak identifikovat. Po přihlášení uživatele do systému je 
serverem vygenerován identifikátor a v HTTP odpovědi je vyplněn atribut Set-Cookie. Jeho hodnota 
je nastavena na tento identifikátor. Každý další uživatelský požadavek pak obsahuje atribut Cookie 
s hodnotou, kterou server klientu zadal. Uživatek tak nemusí při každém požadavku zadávat své 
jméno a heslo. 
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6 Návrh systému 
Hlavním předpokladem pro úspěšný proxy server je rychlost zpracování dat, protože veškerý 
výpočetní čas, který bude k obsluze program potřebovat, zvětšuje časovou prodlevu od zadání 
požadavku uživatelem až do obdržení odpovědi. Předpokládá se, že proxy server bude spuštěn na 
samostatném zařízení a komunikace s klienty i servery bude probíhat přes síť, což ještě umocňuje 
časové zatížení. Proxy server bude spuštěn jako tzv. démon, tedy program, který nemá přímé 
uživatelské  rozhraní, což jej činí rychlejším a také snáze implementovatelnějším. 
Uživatelské rozhraní (aplikace ovládající proxy server) bude tvořeno jako HTML stránka, 
generovaná proxy serverem. Zde si bude uživatel moci zobrazit a upravovat své nastavení. K rozlišení 
uživatelů je nutno použít autentizační údaje. Každý uživatel bude tedy identifikován jménem a svou 
identitu prokáže zadáním hesla. 
Přístup k internetu skrze proxy server se nastavuje přímo v konkrétním webovém prohlížeči. 
Prohlížeč na mobilním zařízení sám analyzuje požadovaný dokument a pokud obsahuje dodatečné 
soubory (obrázky, JavaScript apod.) vyšle pro každý objekt samostatný požadavek na proxy server.  
Proxy tedy nemusí zjišťovat na jaké dokumenty se webová stránka odkazuje, to je otázka prohlížeče, 
a bude přijímat pouze požadavky, které prohlížeč generuje. Na každý požadavek odeslaný na proxy 
bude tedy odeslána právě jedna odpověď. Tato činnost je zachycena na schématu 6.1. 
Schéma 6.1 – Komunikace mezi klientem, proxy serverem a serverm 
Mobilní zařízení
Proxy server
Konverze
Úpravy
Filtrace
Konfigurace
Webový server
http požadavek
http odpověď
http požadavek
http odpověď
Uložení
nastavení
Nahrání
nastavení
 
Z mobilního zařízení bude vyslán požadavek pro proxy server v podobě HTTP zprávy, 
obsahující URL cílového web serveru. Proxy načte z paměti osobní nastavení uživatele a přepošle 
požadavek na server. Odpověď kterou obdrží analyzuje a v souladu s nastavením provede patřičné 
ošetření, filtraci, úpravy velikosti, uložení do cache apod. Jakmile bude odpověď zpracována, pošle ji 
zpět na mobilní zařízení. 
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Program bude realizován v jazyce C++ s využitím BSD socket. Činnost proxy serveru se 
skládá z několika kroků, které tvoří nekonečnou smyčku. Na schématu 6.2 jsou zachyceny hlavní 
operace proxy. 
Schéma 6.2 – Schéma činnosti proxy serveru 
Čekání na
příchozí spojení
Příjem http
požadavku
Přeposlání 
požadavku
na server
Příjem odpovědi
ze serveru
Typ objektu
Obrázek - úprava
velikosti, barvy ap.
HTML – úprava JS
Flash, CSS ap.
Zaslání odpovědi
klientovi
Jiný typ
objektu
Chyba ap.
 
Proxy čeká na připojení klienta na předem určené adrese a portu, který musí být klientovi 
znám. Po připojení odešle klient HTTP požadavek, obsahující cílový objekt v rámci WWW. Proxy 
tento požadavek přepošle na webový server a obdrží ze serveru odpověď. Dále se rozhoduje podle 
typu odpovědi. Pokud je odpovědí objekt typu obrázek, pak provede patřičné úpravy v souladu 
s uživatelským nastavením. Objekt typu HTML bude textově upraven a bude z něj vyjmut vložený 
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JavaScript, Flash atd. Pokud server odpoví nestandardním způsobem či chybovým hlášením, např. 
pokud objekt nemůže nalézt nebo informaci o novém umístění objektu, bude odpověď odeslána 
klientovi bez úprav. Ve všech případech, bude klientovi poskytnuta odpověď, jinak bychom narušili 
pravidla komunikačního protokolu HTTP. Po odeslání odpovědi z proxy na klienta se činnost 
programu vrátí opět do výchozí polohy, kde čeká na další požadavek. 
Grafické uživatelské rozhraní bude tvořeno HTML stránkou s několika formuláři, kde může 
uživatel přizpůsobit chování proxy. Pro dosažení této stránky musí uživatel do svého webového 
prohlížeče zadat adresu proxy serveru a služba bude spuštěna na standardním HTTP portu 80. 
Nastavení bude logicky členěno na části: Obrázky, Filtrace, Adblock. Po přizpůsobení formulářů, 
uživatel potvrdí uložení a jeho osobní nastavení bude aktualizováno. 
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7 Popis implementace 
Nyní se budu zabývat problémy spojenými s realizací implementace programu. Pro přehlednost 
rozdělím popis do čtyř hlavních částí. V každé části budou popsány problémy spojené s realizací 
programu a jejich řešení nebo případné kompromisy řešení, ke kterým bylo nutno přistoupit až 
v průběhu implementace. Stručný popis jednotlivých částí je následující. V první části bude popsán 
princip funkčnosti programu. Rozdělení programu na jednotlivé úseky a jejich popis včetně 
grafického znázornění. V části druhé se budu zabývat problémy spojenými se síťovou komunikací. 
Část třetí obsahuje popis řešení z hlediska síťového protokolu, kterým je zde protokol HTTP. 
V poslední části pak vysvětlím další aspekty nutné pro realizaci celého programu. Pro ujasnění se 
jedná například o způsob jak program manipuluje s obrazovými objekty webových staránek, nebo 
jakým způsobem se řeší ukládání dat do databáze. Detalnějsí informace budou uvedeny až v této 
kapitole. 
7.1 Princip funkce programu 
Program je implementován pro systém UNIX s využitím BSD socket technologie, která umožňuje 
síťovou komunikaci. Zdrojové kódy jsou napsány v jazyce C++ a obsahují také dodatečné soubory 
nutné pro správnou funkci programu jako například makefile pro překlad programu nebo webové 
stránky, pomocí nichž je realizován přístup k uživatelskému nastavení. 
Celý program je možné rozdělit do tří hlavních smyček, které jsou spouštěny, pozastavovány a 
ukončovány na základě vnější síťové komunikace a zprostředkovávají funkce programu uživatelům. 
7.1.1 Hlavní smyčka programu 
První smyčka programu by mohla být označena jako Hlavní. Vykonává se ihned po spuštění a 
realizuje načtení uživatelského nastavení z databáze do vnitřní paměti programu, tak aby se při 
potřebě použití tohoto nastavení nemuselo přistupovat do databáze a program pracoval rychleji. Dále 
se vytvoří dva systémové sockety (tento pojem bude vysvětlen dále v sekci Síťová komunikace), 
kterým se přiřadí číslo portu. Čísla portů jsou přidělována na základě spouštěcích parametrů 
programu. Na obou socketech je vytvořena naslouchací fronta, která umožňuje připojení programů 
z vnější i vnitřní sítě a následnou komunikaci mezi programem na vzdáleném počítači a proxy. První 
socket slouží pro přijímání příchozích spojení na nichž jsou realizovány žádosti o poskytnutí 
webových objektů tedy stránek, obrázků, javascriptových dokumentů ap. Tato problematika je 
popsána v sekci Síťový protokol. Druhý socket pak přijímá spojení na němž je realizován přístup 
k uživatelskému nastavení. V obou případech se jedná o komunikaci pomocí protokolu HTTP, tedy 
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lze předpokládat, že se zde bude uživatel připojovat svým webovým prohlížečem. Tato smyčka je 
spuštěna po celou dobu běhu programu. 
Jediný výraznější problém této smyčky spočívá v přijímání příchozích spojení. Operace 
vyzvednutí identifikátoru nového spojení z naslouchací fronty nelze řešit jinak než blokující metodou 
(bude popsáno v sekci Síťová komunikace). Pokud se pukusíme z fronty přijmout spojení, je běh 
programu (smyčky) pozastaven dokud nedojde k žádosti o spojení z vnější strany. Nevíme přitom 
dopředu ke kterému spojení dojde dříve, zda bude následující žádost na jedné či druhé frontě. 
Zároveň je žádoucí mít možnost zadávat příkazy programu, pomocí čtení ze standardního vstupu. Ten 
je v UNIX systémech řešen podobně jako socket, resp. jedná se o socket s identifikátorem rovným 
hodnodě 0. Pokud se pokusíme načíst inforace ze standarního vstupu, dostáváme se do stejného 
problému jako při přijímání spojení, tedy činnost programu je pozastavena do doby než uživatel zadá 
nějakou hodnotu. Problém tedy spočívá v nemožnosti dopředu určit, zda bude v následujícím kroku 
nutné přijmout příchozí spojení nebo číst vstup uživatele popřípadě, ze které naslouchací fronty se má 
spojení přijmout. Tento problém je vyřešen pomocí speciální funkce, pro obsluhu socketů, která se 
nazává select (viz. kapitola Síťová komunikace) a umožňuje nám řešení, které lze provést v rámci 
jednoho vlákna programu resp. sériovým zpracováváním instrukcí. Z předchozí věty vyplývá ještě 
jiná možnost řešení, kterou je spuštění více vláken programu. 
Vlákno je mechanismus řízení běhu programu, který umožňuje simulovat paralení 
zpracovávání programu, přestože je program vykonáván procesorem, který z principu pracuje 
výhradně sériově. Programátor tak nemusí řešit problémy spojené se serializací algoritmu programu. 
Stačí vytvořit pro každou paraleně pracující část algoritmu nové vlákno a o řešení se již postará 
operační systém. Takový přístup ale přináší další řadu problémů. Hlavním z nich je ošetření přístupu 
k datům, ke kterým přistupuje více vláken. Tato práce není zaměřena na popis paralelního 
programování a programování s použitím vláken, proto důležité aspekty týpající se vláken budou 
uvedeny a dostatečně objasněny pouze tam v textu, kde je to zapotřebí. 
Schéma 7.1 graficky znázorňuje činnost Hlavní smyčky programu. 
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Schéma 7.1- Algoritmus Hlavní smyčky 
Inicializace
Select
Zařízení ?
Naslouchací fronta
nastavení
Uvolnění zdrojů
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7.1.1.1 Popis jednotlivých částí algoritmu: 
Začátek, Konec – Začátek a konec programu. Nepředstavuje žádné konkrétní instrukce 
programu. 
Inicializace – Načtení informací o uživatelském nastavení z databáze a uložení do vnitřní 
proměnné programu. Vytvoření socketů pro naslouchací fronty a přiřazení portů. 
Select – Provede se nastavení sledovaných systémových zařízení, zde se jedná o dva sockety 
vytvořené jako naslouchací frony a identifikátor standardního vstupu. Běhu programu je pozastaven a 
k uvolnění dojde tehdy pokud je alespoň jedno ze sledovaných zařízení připraveno ke čtení, resp. 
pokud přišla žádost o nové spojení nebo pokud uživatel zadal příkaz. Takto pozastavený program 
nespotřebovává systémové zdroje procesoru. 
Zařízení – Na základě výsledku činnosti části Select je nyní již známo které zařízení je 
připraveno ke čtení a tak se provede přijmutí nového spojení z jedné nebo druhé fronty nebo se přečte 
uživatelský příkaz. 
Naslouchací fronta proxy – Z fronty se vybere příchozí spojení. Alokuje se paměť a uloží se 
do ní identifikátor čísla socketu. Vytvoří se nové vlákno programu, které realizuje činnost druhé 
smyčky programu (viz. dále) a předá se mu ukazatel na tuto naalokovanou paměť. Jakmile nové 
vlákno z paměti získá potřebnou informaci, paměť uvolní. Tento přístup je nutný, protože nevíme, 
kdy se bude činnost nového vlákna prováďet. Je možné, že Hlavní smyčka přijme jedno spojení, 
spustí nové vlákno, které toto spojení ošetřuje, ale operační systém nezačne nové vlákno vykonávat 
ihned, ale namísto toho pokračuje ve vykonávání hlavní smyčky. Pak Hlavní smyčka přijme další 
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spojení a v této chvíli by uložila nový identifikátor spojení do stejné proměnné jako předchozí 
spojení, ovšem předchozí identifikátor ještě nebyl přečten. Takto by byl ztracen identifikátor jednoho 
spojení, které by zůstalo otevřené po celou dobu běhu programu, a navíc by se dvě různá vlákna 
pokoušela číst z jednoho spojení. Každé vlákno by tak načetlo pouze část požadavku uživatele a ani 
jedno by nebylo schopno žádosti porozumět. 
Naslochací fronta nastavení – Funguje stejně jako Naslouchací fronta proxy, ale v novém 
vlákně spouští funkci, která realizuje přístup k uživatelskému nastavení. Tato funkce resp. smyčka je 
popsána dále. 
Uvolnění zdrojů – Vykonává se pokud uživatel zadal příkaz „exit“, který ukončuje činnost 
programu. Zde se uvolní zdroje pro přístup k databázi, uzavřou se naslouchací fronty a dealokuje se 
paměť, kterou program používal za běhu. 
7.1.2 Proxy smyčka programu 
Druhá smyčka, kterou budu nazývat Proxy, realizuje nejdůležitější činnost programu, kterou je 
přijímání požadvků uživatelů (resp. jejich webových prohlížečů) a vypracování odpovědi na tyto 
požadavky. Podle specifikace HTTP protokolu se přijme hlavička požadavku. Hlavička obsahuje 
informace o požadovaném objektu, umístěném v rámci internetu, a způsobu komunikace mezi 
uživatelským prohlížečem a proxy serverem. Tyto informace je potřeba v hlavičce detekovat, 
rozpoznat jejich hodnotu a řídit dle nich běh programu. Vypracováním odpovědi se zde rozumí tři 
základní operace. 
Zaprvé je to zjištění, zda se odpověď na daný požadavek nachází v cache-ovacím systému 
proxy. Pokud se odpověď nalézá v cache, je použita a není nutno ji získávat od serveru. Odpověď se 
skládá z HTTP hlavičky a HTTP těla. Obě části jsou v cache uloženy. 
Pokud se odpověď nenachází v cache je nutno přistoupit k druhé operaci, zjištění odpovědi od 
serveru. Je potřeba se připojit k požadovanému serveru a to buď na standardní port č. 80, pokud není 
specifikováno jinak, nebo dle příslušné specifikace. Odeslat požadavek klienta a přijmout zpět 
odpověď. Jak požadavek tak odpověď se skládá z hlavičky a těla. Hlavička musí být obsažena vždy 
zatímco tělo je volitelné, záleží na okolnostech (více v sekci Popis protokolu). 
Poslední operací je provedení úprav a zaslání odpovědi zpět klientovi. Tedy manipulace s daty 
obsaženými v těle odpovědi, jako například úprava obrázků, filtrace javascriptu ap. a dle těchto 
operací příslušná změna HTTP hlavičky. 
V smyčce Proxy je potřeba řešit řadu dalších problémů týkajících se síťové komunikace a 
komunikace podle protokolu HTTP, dále pak problémy spojené s obsahem odpovědí úprav těchto 
obsahů. Proto zde nyní uvedu grafické znázornění algoritmu smyčky (schéma 7.2) a tyto problémy a 
jejich řešení vysvětlím zvlášť při popisu algoritmu smyčky. 
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Schéma 7.2 – Algoritmus Proxy smyčky 
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Detailní schéma lze nalézt v příloze č. 2. Toto je zjednodušená verze. Všechny činnosti jsou 
popsány i v tomto schématu. 
7.1.2.1 Popis jednotlivých částí algoritmu: 
Začátek, Konec – Nevyjadřuje žádnou část programu, pouze označuje vstup a výstupy 
z algoritmu. 
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Inicializace – Představuje zjištění identifikátoru socketu, skrze který se komunikuje 
s uživatelem. Místo v paměti, které tuto informaci uchovává musí být zde uvolněno, aby nedocházelo 
ke ztrátě paměti. Dále se zde vytvoří soubor pro záznam komunikace. Do něj jsou vkládány 
informace o tom co smyčka v danou chvíli provádí za operaci a s jakými daty pracuje, např. obsah 
hlavičky uživatelského požadavku ap. 
Select – V této části je začátek smyčky, jak je patrné z obrázku. Zde je potřeba rozhodnout, zda 
uživatel začal komunikaci, tzn. zda začal posílat nějaká data. Toho se dosáhne využitím speciální 
funkce pro ovládání systémových socketů, která dovoluje jednak sledovat sockety, zda jsou 
připravena nějaká data ke čtení, a také umožňuje nastavit délku času, jak dlouho se tyto sockety mají 
sledovat (viz. Síťová komunikace). Je sice nepravděpodobné, že by uživatel vytvořil spojení po němž 
neposílá žádné požadavky, ale dojít k tomu může. Hlavním důved je ale realizace trvalého spojení, 
kdy uživatel posílá přes jeden socket více požadavků za sebou. Do tohoto bodu se algoritmus 
programu dostane vždy, když je předchozí požadavek vyřízen a čeká se na další. Specifikace HTTP 
protokolu sice určuje způsob jak klient nebo server mohou oznámit jeden druhému, že vyřizují 
poslední ze sekvence požadavků (viz. Popis protokolu) a že po jeho vyřízení chtějí spojení ukončit, 
ovšem této možnosti využívá jen málo z nich. Většina serverů i klientů ponechává spojení otevřeno 
po určitou dobu, specifikovanou v hlavičce HTTP požadavku a odpovědi, a pokud se skrze spojení po 
tuto dobu nekomunikuje, spojení se uzavře. Z této části algoritmu se tedy program dostane na základě 
dvou možných událostí. Jednou z nich je zaslání požadavku klientem. Pak algoritmus pokračuje ve 
vyřízení tohoto požadavku. Druhou možností je vypršení časového intervalu. V takovém případě 
algoritmus končí a vlákno v němž byl spuštěn se uzavře. Toto rozhodnutí je znázorněné v části 
Příchozí komunikace. 
Přijmutí požadavku – Zde je přijmut požadavek klienta. Jedná se o specifikaci umístění 
objektu v rámci internetu a dodatečné informace, které mohou obsahovat např. omezení 
akceptovatelných dat, způsob ošetření síťového spojení aj. Požadavek může obsahovat kromě HTTP 
hlavičky také tělom kde jsou typicky odesílána formulářová data (viz. Popis protokolu). 
Cache – Po přijmutí požadavku, program zjistí zda je odpověď obsažena v cahce systému nebo 
zda je potřeba odpověď získat ze serveru. 
Připojení – Pokud se odpověď nepodařilo nalézt v cache, následuje proces získání odpovědi ze 
serveru. Ten začíná připojením se k serveru. Z HTTP požadavku je získána adresa serveru, která je 
obsažena v hlavičce Host za níž následuje dvojtečka a adresa vyjádřená buď jako IP adresa nebo jako 
doménové jméno. Za touto adresou se může nalézat ještě specifikace portu (oddělená další 
dvojtečkou od adresy), ke kterému se bude spojení navazovat. Pokud číslo portu není zadáno, je 
použita standardní hodnota 80. Další problémy spojené s navazováním spojení budou uvedeny v sekci 
Síťová komunikace. Pokud se nepodaří k serveru připojit, algoritmus končí. Je rovněž uzavřeno 
spojení mezi proxy serverem a klientem. Toto rozhodnutí je vyjádřeno částí Připojeno. 
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Trvalé spojení – Klient má možnost v HTTP hlavičce specifikovat, zda chce síťové spojení, 
které navázal, udržovat pro více požadavků nebo pouze pro tento jeden a pro následující vytvořit 
spojení další. Způsob jakým to oznamuje se ale liší pro přístup k serveru skrze proxy a bez něj. Je 
tedy potřeba dodatečně upravit hlavičku požadavku, tak aby jí rozuměl server. Tuto úpravu vyjadřuje 
část Úprava hlavičky. 
Odeslání požadavku a přijmutí hlavičky odpovědi – Požadavek klienta se přepošle na 
server. Opět je potřeba rozlišovat, zda se požadavek skládá pouze z HTTP hlavičky, nebo je-li 
přítomno také tělo požadavku. Poté se přijme hlavička odpověďi ze serveru. Poslední operace tohoto 
kroku, je zjištění nastavení trvalého spojení v odpovědi serveru. Tak jako v předchozí části byla 
provedena úprava hlavičky, aby jí rozuměl server, zde se provede úprava zpět, aby jí rozuměl klient. 
Tělo – Jedna z možností, jak označit konec odpovědi serveru, je odeslání odpovědi, která 
neobsahuje tělo. Typicky je to například pokud se již daný objekt na serveru nenachází nebo při 
ověřování čerstvosti objektu uloženého v cache (pokud je objekt nezměněn, neodesílá se). Je proto 
potřeba nahlédnout do HTTP hlavičky odpovědi a zjistit zda odpověď obsahuje také tělo. 
Bez těla – Pokud odpověď neobsahuje tělo, je zbytek algoritmu vynechán (levá část algoritmu 
od tohoto rozhodnutí). Všechny následující kroky algoritmu se totiž vztahují k úpravě těla odpovědi 
(změna obrázků, filtrace ...). V tomto případě nejsou k dispozici data, která by bylo možno měnit. Po 
tomto kroku se algoritmus může vráti na začátek smyčky, v případě, že bylo nastaveno trvalé spojení, 
nebo se ukončí, pokud nastaveno nebylo. 
Přijmutí těla odpovědi a uložení do cache - Zde se problém nachází ve způsobu označení 
velikosti odesílaných dat ze strany serveru k proxy. Existují čtyři možné způsoby, ale tímto 
problémem se budu zabývat později. Jeden z nich už jsem zde zmínil, jedná se o odpověď bez těla. 
Následuje uložení odpovědi do cache. To je podmíněno informacemi v hlavičce odpovědi. Některá 
data je možné do cache ukládat jiná nikoli. Problém bude podrobně popsán později. 
Úprava odpovědi – Zde se provádí úpravy přeposílaných dat. 
Dekomprese – Některá data jsou z důvodu úspory velikosti komprimována před odesláním ze 
serveru. Jedná se převážně o textová data, kde je poměr velikosti komprimovaných a 
nekomprimovaných dat největší. Protože potřebujeme nad daty provádět textové operace např. 
filtrování obsahu JavaScriptu, musí se data nejprve dekomprimovat. 
Filtrace – Podle specifikace uživatelského nastavení, jsou z textových dokumentů odstraněny 
JavaScript odkazy na externí soubory a také kód JavaScriptu vložený přímo do těla dokumentu. 
Protože se při načítání webových stránek nejprve stahují tyto dokumenty a teprve na základě jejich 
obsahu se generují požadavky na externí soubory, uživatelský prohlížeč již nebude schopen 
z dokumentu zjistit odkaz na takový externí soubor (nebude vědět ani o jeho existenci) a proto nebude 
generován a zaslán požadavek na jeho získání. Obdobně se postupuje při filtraci Flash, která se 
provádí rovněž v tomto kroku. 
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Úprava obrázků – Zde se provede grafická úprava obrazových souborů. Ty jsou rozeznány na 
základě parametru v hlavičce odpovědi. Parametr se navýzá „Content-Type“ a jeho hodnota musí být 
„image/“. Taková položka v hlavičce pak znamená, že přenášenými daty je obrázek. Za lomítkem 
v hodnotě tohoto parametru se nachází formát dat obrázku. Typicky „jpg“, „gif“ nebo „png“, ale 
možností je více. Program však pracuje pouze s těmito třemi základními a nejvíce rozšířenými 
formáty a navíc formátem „bmp“. K úpravě se využívá program ImageMagick, který nabízí možnost 
efektivního zpracování obrázků nikoliv stylem uživatelského zpracování, ale automatizovaných 
úprav, které se specifikují před spuštěním. ImageMagick nabízí možnost spouštění skrze konzoli, ale 
pro implementaci je mnohem vhodnější zvolit C++ modul a s obrázky pracovat přímo v programu 
samotném. Více bude uvedeno v sekci Ostatní. 
Komprese – Pokud byl obsah odpovědi dekomprimován, pak jej opět zpět komprimujeme. 
K oboum operacím se využívá C modul s názvem zlib (dále vysvětleno v kapitole 5.4.3). 
Úprava hlavičky odpovědi a odeslání – Nazávěr, ještě před odesláním odpovědi klientovi, 
potřeba upravit hlavičku odpovědi. Ta nyní obsahuje chybná tada, protože jsme manipulovali 
s obsahem dat/těla. Musí se poopravit informace o velikosti přenášených dat. Touto informací 
odesílající strana sděluje straně přijímající velikost odesílaných dat, tak aby bylo možno data přijmout 
všechna. Jedná se o jeden (nejčastější) ze čtyř způsobů oznámení velikosti přenášených dat, tak jak 
bylo uvedeno výše. Detailnější popis bude uveden později. Po této úpravě se hlavička i tělo odpovědi 
zašlou klientovi. Je-li natsaveno trvalé spojení, pokračuje se ve šmyčce opět přijmutím dalšího 
požadavku klienta. Pokud trvalé spojení není nastaveno, uvolní se všechny používané zdroje. 
Především se uzavřou sockety používané ke komunikaci s klientem a serverem. A vlákno 
vykonávající Proxy smyčku končí. 
7.1.3 Smyčka uživatelského nastavení 
Poslední smyčka programu umožňuje uživatelům přístup k jejich osobnímu nastavení proxy serveru. 
Uživatel se připojí k proxy svým webovým prohlížečem, musí znát číslo portu na němž tato služba 
běží. Toto číslo se určuje spouštěcím parametrem programu. Uživateli jsou odesílány webové stránky, 
jejichž obsah vyjadřuje aktuální hodnoty jejich nastavení. Skrze tyto stránky a webový prohlížeč je 
pak možné nastavení měnit. Přístup k nastavení je zabezpečen heslem. Hodnoty nastavení se ukládají 
do databáze, takže zůstanou zachovány i po restartování programu. Pohyb mezi jednotlivými 
stránkami/obrazovkami nastavení je umožněn pomocí odesílání formulářů. Každá stránka je formulář, 
vytvořen pomocí HTML kódu. Pokud uživatel klikne na tlačítko, odešle se na proxy HTTP 
požadavek v jehož těle jsou obsaženy informace o obsahu polí v době odeslání a také lze zjistit na 
které tlačítko na stránce uživatel kliknul. Na každý takový požadavek očekává uživatelův prohlížeč 
odpověď opět v podobě webové stránky a tímto mechanismem je možné kontrolovat zobrazovaná 
data. 
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Grafické znázornění algoritmu je uvedeno v následujícím schéma 7.3. 
Schéma 7.3 – Algoritmus smyčky uživatelského rozhraní 
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7.1.3.1 Popis jednotlivých částí: 
Přijmutí požadavku, Zjištění URL, Rozparsování atributů formuláře – Načtení HTTP 
požadavku. Zjištění URL objektu se využívá pouze pokud by se na stránkách nastavení vyskytovaly 
další objekty, např. obrázky. Konečná implementace tuto funkci neobsahuje, ale zůstala již 
zakomponována do programu. 
Cookie – Souvisí s přihlášením uživatele do systému. Pokud přistupuje na stránky nastavení 
poprvé, pak se v hlavičce požadavku nepřenáší informace o cookie a uživateli je zpřístupněna pouze 
stránka s příhlášením. Pokud již přihlášení provedl, je hodnota v atributu Cookie v hlavičce 
požadavku nalezena a podle ní rozpoznán uživatel. Pak jsou přístupny stránky s nastavením. 
Login x Reg -  Přihlášení nebo registrace nového uživatele. Po přihlášení se vygeneruje nová 
hodnota cookie a spáruje se s uživatelským jménem. V hlavičce HTTP opovědi se zárověň sdělí 
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prohlížeči uživatele, aby nastavil hodnotu cookie. Tuto hodnotu pak bude odesílat při každé žádosti. 
Při registraci nového uživatele se zkontroluje, zda zadané jméno již neexistuje v databázi a pokud ne, 
vytvoří se nové uživatelské nastavení a uživatel je ihned přihlášen do systému a je zobrazeno menu 
nastavení. Pokud se přihlášení nebo registrace nezdaří, je uživateli zobrazena opět přihlašovací 
obrazovka. 
Stránka – Uživatel již přihlášený do systému může zobrazovat tři základní možnosti nastavení, 
ke kterým se naviguje pomocí menu. Každá stránka obsahuje skrytou formulářovou položku, která 
obsahuje textový řetězec odlišný pro každou stránku. Po odeslání formulářových dat je tedy možné 
zjistit na které stránce se uživatel nachází a které tlačítko formuláře bylo stlačeno. Podle těchto 
informací se zjistí, která stránka má být zobrazena jako následující. Poté je stránka načtena ze 
souboru a z vnitřních proměnných programu se zjistí aktuální nastavení, pro konkrétního uživatele. 
HTML kód se upraví, tak aby hodnoty formulářových položek odpovídaly tomuto nastavení. 
Speciálním případem je stisk tlačítka pro uložení nastavení. V takovém případě jsou hodnoty uloženy 
do databáze a také do vnitřní paměti programu a algoritmus se vrátí do bodu, kde se rozhoduje o 
zobrazované stránce. Informace o stisku tlačítka pro uložení je nahrazena informací o zobrazení 
stránky s nastavením, takže po uložení se uživateli zobrazí stejná stránka s již změněnými/uloženými 
hodnotami. 
7.2 Ostatní funkce programu 
Zatím bylo vysvětleno jak program komunikuje síťí a jak ošetřuje komunikační protokol. Program ale 
provádí více činností než jenom http proxy server. Dále také filtruje ze stránek JavaScript a Flash a 
také upravuje obrázky umístěné na stránkách. Poslední z funkcí je práce s databází v níž se jednak 
realizuje cache systém a také je zde uloženo uživatelské nastavení. Dále vysvětlím jak tyto věci 
pracují. 
7.2.1 Úprava obrázků 
Pro úpravu obrázků je použit nástroj ImageMagick. Jedná se softwareový balíček pro systém UNIX. 
ImageMagick umožňuje úpravu velikosti, formátu, barevné hloubky obrázků a mnoho dalších. Lze jej 
zpouštět příkazem z konzole. Nabízí tak možnost rychlé úpravy velkého počtu obrázků pomocí 
spojení s shell skriptem. 
V tomto projektu jsem použil podporu ImageMagick pro jazyk C++ [5]. Ve zdrojových kódech 
programu se připojí hlavičkové subory poskytnuté v knihovnách balíčku a s obrázky tak lze 
manipulovat přímo v programu. Základním objektem knihovny je Image. Ten uchovává bitmapovou 
reprezentaci obrázku. Nad objektem je vytvořena řada tříd, které umožňují jednoduchou a efektivní 
úpravu obrázku. Příklad práce s obrázky pomocí ImageMagick je možné najít přímo ve zdrojových 
kódech programu na přiloženém CD (soubor proxy.cpp, řádek označen „ImageMagick“). 
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Pro správnou funkci je potřeba do zdrojového kódu programu zahrnout knihovnu pro 
ImageMagick: #include <Magick++.h> Při překladu je pak potřeba volat překladač s následujícím 
parametrem: Magick++-config --cppflags --cxxflags --ldflags –libs 
V projektu je část programu, která obsluhuje úpravu obrázku uzamčena tzv. mutexem. Mutex 
je prostředek používaný v programech, která spouštějí více vláken. Primárně slouží k uzamykání dat, 
která sdílejí dvě a více vláken. Pokud by k takovým datům přistupovala vlákna nahodile, mohlo by 
dojít ke komplikacím s konzistencí dat. Zatímco jedno vlákno by data přepisovalo na nové hodnoty, 
jiné by z dat hodnoty získávalo. Není pak zaručeno, jaká data vlákno přečte. Mohlo by přečíst část 
starých a část nových dat. Pokud tedy vlákno přistupuje ke sdíleným datům, tak před touto operací 
uzamkne mutex. Jestliže se takovému vláknu nepodaří provést celou operaci zápisu najednou a je 
pozastaveno s spuštěno vlákno jiné, mutex zůstane uzamčen. Druhé vlákno se pak pokouší přistoupit 
k těmto datům a před zahájením čtení/zápisu kontroluje mutex. Zjistí, že ten je uzamčen a tak nezačne 
s daty operovat před jeho odemčením. Místa v programu mezi uzamčením a odemčením mutexu jsou 
tedy vždy přístupna jen jednomu vláknu. Zde se mutex využije z důvodů omezení paměti 
spotřebované ImageMagick. Operace s obrázky si vyžaduje mnoho paměti a pokud by více vláken 
spouštělo takové operace nezávisle na sobě, pak by mohlo dojít k vyčerpání paměti a pádu programu. 
Proto je část kódu pro manipulaci pomocí ImakeMagick uzamčena, takže v jednu chvíli může 
obrázek upravovat jen jedno vlákno. 
7.2.2 Databáze 
Pro tento projekt je použita databáze MySQL. K využití databáze MySQL je potřeba mít v operačním 
systému přístupné C API, který je součástí balíčku „mysqlclient“. V unixových systém jej lze získat 
nejlépe pomocí instalátoru balíčků nebo stažením ze stránek výrobce (1). Tento balíček obsahuje také 
knihovní soubory nutné pro překlad programu, který chce využívat služem MySQL databáze. 
Samotná databáze je pak přístupna přes tzv. MySQL server. Ten se může nalézat přímo na systému, 
kde je program spouštěn, nebo na vzdáleném systému. 
Aby mohl program k databázi přistupovat musí znát adresu serveru, na kterém databáze běží, a 
jméno databázového prostoru, ve kterém může vytvářet tabulky a měnit jejich obsah. Dále je potřeba, 
aby v této databází existoval uživatelský účet a heslo, přes který bude programu databáze 
zpřístupněna. Všechny tyto parametry se nastavují prostřednictvím konfiguračního souboru ve složce 
se spustitelnou verzí programu. 
Při prvním spuštění se tabulky, potřebné k chodu programu, vytvoří automaticky. 
 
 
 
1. Adresa s informacemi o databázi MySQL:  http://www.mysql.com/ 
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Tabulky jsou celkem čtyři. První dvě slouží k uchování uživatelů a jejich nastavení. Jedna je 
využita jako cache a poslední slouží k ukládání statistik proxy serveru. Tabulky 7.1 až 7.4 zachycují 
jejich strukturu. 
Tabulka 7.1 – Tabulka uživatelů 
Sloupec Typ Hodnoty 
jméno řetězec znaků user34 
heslo řetězec znaků ab12cd 
ip adresa řetězec znaků 127.0.0.1 
 
Tabulka 7.2 – Uživatelská nastavení 
Sloupec Typ Hodnoty 
vlastník řetězec znaků user34 
maximální velikost obrázku (kB) číslo 20 
maximální rozměr obrázku (pixel) číslo 100 
metoda převodu řetězec znaků format | size | color 
formát převodu řetězec znaků jpg | gif | png 
kvalita formátu procento 0 – 100 
pronectuální změnšení obrázku procento 0 – 100 
způsob změny barvy řetězec znaků blackwhite | grayscale 
 
Tabulka 7.3 – Cache tabulka 
Sloupec Typ Hodnoty 
url objektu řetězec znaků http://www.abc.cz/a.png
hlavička http odpověďi řetězec znaků 200 OK HTTP/1.1 ... 
data binární data * 
čas uložení číslo * 
maximální doba uložení číslo * 
 
Tabulka 7.4 - Statistiky 
Sloupec Typ Hodnoty 
příchozí velikost dat číslo 432323 
odchozí velikost dat číslo 231212 
počet http požadavků číclo 3452 
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7.2.3 Komprese dat 
Další součástí projektu je uživatelský balíček, umožňující manipulaci s komprimovanými daty. 
Objekty přenášené mezi serverem a klientem skrze proxy mohou být komprimovány. Komprimace se 
uplatňuje především u textových souborů. Pokud s takovými daty potřebuje program manipulovat 
(např. za účelem filtrace JS, Flash), je potřeba je nejprve dekomprimovat. Jednoduchou a efektivní 
dekomprimaci poskytuje balíček s názvem zlib (1). Získat balíček lze pomocí instalátoru balíčku 
v systému Linux nebo stažením na stránkách výrobce. 
Práce s komprimovanými daty je pomocí tohoto modulu velmi snadná. Ve zdrojovém kódu je 
nutné připojit knihovny balíčku příkazem preprocesoru #include <zlib.h>. Přenášený komprimovaný 
objekt se nejprve uloží na disk jako soubor s příponou „gz“. Dále se otevře pomocí programových 
funkcí z knihovny zlib a načte se jeho obsah. Data jsou nyní již načtena v dekomprimované podobě a 
lze je upravovat. Po zkončení práce se výsledek uloží do nového souboru, opět pomocí funkcí 
dostupných z knihovny zlib. Data v novém souboru jsou automaticky komprimována při jejich 
vkládání. Příklad práce s komprimovanými soubory je možné nalézt přímo ve zdrojových kódech 
(soubor proxy.cpp, řádek označen „CLIB“). 
7.2.4 Rozšíření – statistiky 
Jedním z bodů zadání bylo vytvoření možného rozšíření programu. Proto jsem navrhl funkci 
generování statistik síťového provozu na proxy serveru. Data, která se přenášejí ze serverů na proxy 
jsou následně upravena za účelem zmenšení celkové velikosti. Nová upravená data se pak odesíljí 
klientům. Proxy server uchovává do databáze informace o velikosti příchozích dat ze serverů a 
odchozích dat směrem ke klientům. Tímto způsobem můžeme zjistit jak efektivně program redukuje 
síťový provoz mezi proxy serverem a klientem. 
Aby byly statistiky přesnější, je ukládána také informace o počtu HTTP požadavků a tak lze 
zjistit jakého poměru se dosáhne na jeden požadavek. Ke statistikám je možné přistoupit skrze 
webové rozhraní. Do webového prohlížeče se zadá adresa proxy serveru a přes webové rozhraní se 
uřivatel dostane na stránku, kde jsou statistiky rozepsány. 
 
 
 
 
 
 
 
1. Adresa s informacemi o zlib: http://www.zlib.net/ 
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8 Testování systému, ukázka činnosti, 
porovnání 
Na následujících několika stránkách zmíním jakým způsobem jsem program testoval a jak vypadá 
jeho činnost v praxi. Také zmíním porovnání s jiným již existujícím řešením. Je těžké otestovat 
všechny situace, které mohou nastat, protože zde máme dvě komunikující strany, jejichž chování 
nemůžeme ovlivnit (klient a server). Klienta můžeme ovlivnit do jisté míry nastavením prohlížeče, 
který k testování použijeme. Server je většinou velmi komplikovaná záležitost a jeho sprovoznění a 
nastavení si vyžaduje hodně času a také zkušeností. Téměř žádnou kontrolu pak nemáme nad 
vlastnostmi sítě, přes kterou se komunikuje. Různé poruchy a omezení by bylo potřeba simulovat, což 
je příliš časově náročné. 
8.1 Testování a ukázka činnosti 
Testování jsem prováděl s použitím internetového prohlížeče Mozilla FireFox. Ten umožňuje 
nastavení přístupu přes proxy server. Jako testovací server jsem použil český server provozující 
internetovou hru Travian (1). Na tomto serveru je možné pozorovat řadu jevů, které jsou pro činnost 
proxy klíčové. Najdeme zde již zmíněný chunked přenos. Vyskytují se zde obrázky formátu GIF a 
JPEG s různou velikostí od malých (řádově pár jednotek pixelů) přes středně velké (desítky pixelů) až 
po velké (více než několik stovek pixelů). Najdeme zde objekty, které se mohou vkládat do cache i 
takové které se do ní vkládat nemohou. Je zde také použit ve velké míře JavaScript. Použita je také 
komprese přenášených dat. Pro testování filtrace Flash je nejlepší použít stránky YouTube (2). 
Přes webový prohlížeč se připojíme na proxy. Proxy je spuštěn na stejné počítači jako webový 
prohlížeč, takže adresa je „localhost“ číslo portu je zadáno druhým slouštěcím parametrem proxy. Po 
vytvoření nového uživatele a přihlášení se k proxy, se dostáváme do nastavení. Jak nastavení vypadá 
zachycuje obrázek 8.1. 
 
 
 
 
 
1. Adresa serveru www.travian.cz 
2. Adresa serveru www.youtube.com 
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Obrázek 8.1 – Nastavení konverze obrázků 
 
Nastavíme velikost obrázku v kB nebo pixelech. Obrázky přesahující tuto hranici budou 
upraveny. Metodu úpravy zvolíme na převod do černé a bílé. Bude použita metoda tzv. tresholding 
(český překlad „práhování“). Pro obrázek je stanoven práh. Každý pixel obrázku je vyjádřen třemi 
hodnotami barev (červená, zelená, modrá). Hodnota každé složky barvy je v rozmezí 0 až 255. Pro 
každý pixel se spočte průměr všech tří složek. Pokud je tento průměr větší než hodnota práhum pixel 
je prebarven na bílý, pokud je hodnota menší, pixel je změněn na černý (1). Nastavení uložíme a 
zkusíme zobrazit stránku přes proxy. Obrázek 8.2 zachycuje původní nezměněnou stránku. Obrázek 
8.3 pak stránku, která byla upravena programem proxy. 
Obrázek 8.2 – Originální stránka 
 
 
1. viz. např. http://en.wikipedia.org/wiki/Thresholding_(image_processing)) 
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Obrázek 8.3 – Upravená stránka 
 
Můžeme pozorovat, že stránka byla upravena. Malé obrázky zůstaly nezměněny, zatímco velké 
(pozadí stránky a čtyři obrázky uprostřed nahoře) byly převedeny do černobílé barvy. Pro lepší 
viditelnost je v obrázku zvětšený výřez. 
Filtraci JavaScriptu není možné zachytit na obrázku. Ve spodní částo je vidět číslo vyjadřující 
čas. Toto je dynamicky JavaScriptem měněno, takže vypadá jako hodiny. Po filtraci již k odpočtu 
času nedochází a pokud si prohlédneme zdrojový kód stránky, nenajdeme tam žádné JavaScript kódy. 
8.2 Srovnání s jiným programem 
Je těžko porovnávat školní projekt řešený jedním studentem a aplikaci veřejně známou a na internetu 
dostupnou, která byla jistě řešena týmem programátorů a její vývoj trval mnohem déle nežli vývoj 
tohoto projektu. Ke srovnání jsem vybral program s názvem Jana2 (1). Pokud se budu zabývat 
otázkou funkce proxy a implementace pravidel HTTP protokolu, pak musím říct, že tento projekt 
nedosahuje tak rychlé a svižné činnosti a zdaleka neošetřuje všechny pravidla protokolu a případné 
chybové stavy. Tento problém je řešen spíše v měřítku očekávané komunikace a vhodných síťových 
stavů.  
 
 
 
 
1. Adresa aplikace:  http://www.janaserver.de/ 
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Aplikace Jana2 lépe pracuje v případě, že se na serveru takové chyby vyskytují (nedostupné 
adresy, pomalá odezva serverů, stránky poskládné z mnoha jiných stránek na velkém počtu 
rozdílných serverů, porušování pravidel komunikačního protokolu ap.). Na druhou stranu tato 
aplikace neposkytuje možnost úpravy stránek. Neexistuje zde možnost filtrace nebo úpravy obrázků 
ap. Překvapivě je použit stejný systém přístupu k nastavení programu. 
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9 Závěr 
Cílem této práce bylo vytvoření aplikace, která tvoří prostředníka mezi webovým prohlížečem a 
servery, jež těmto prohlížečům zprostředkovávají webové služby. Chtěli jsme přitom, aby taková 
aplikace uměla provádět optimalizace přenášených dat a tím odstranila objekty nevhodné pro 
zabrazování v mobilních zařízeních. 
Podařilo se splnit většinu ze zvolených cílů. Výsledkem práce je program poskytující funkci 
toho čemu se říká webový proxy server. Program dokáže přenášet komunikaci HTTP protokolu mezi 
klientem a serverem a ošetřovat síťovou komunikaci dle tohoto protokolu. 
Podařilo se realizovat důležité body optimalizace přenášených dat tak, aby byla vhodná pro 
zařízení s omezeným přístupem k internetové síťi, např. pokud by se za takové připojení účtovala 
cena podle množství přenesených dat. 
Ambice dosažených nastavení a optimalizací byly na začátku projektu větší, než kolik se jich 
podařilo dosáhnout na konci. Především by projekt zkvalitněl větším množstvím možností nastavení 
úprav obrázků. Další možné rozšíření je filtrace celých HTTP požadavků tak jak jej provádí AdBlock. 
Ještě výrazněji by se tak dosáhlo úspory přenášených dat z proxy serveru na klienta. 
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Příloha č. 1 - příklady formátů obrázků 
Obrázky použité pro demonstraci v kapitole 3. Tyto materiály není možné tisknout a zachovat jejich 
obrazovou kvalitu, proto je přikládám na přiloženém CD. Obrázky lze nalézt v adresáři: 
prilohy/priloha1/ 
Příloha č. 2 - Detailní schéma Proxy 
smyčky programu 
Detailní schéma Proxy smyčky z kapitoly 6.2 je příliš velké, aby mohlo být přehledně umístěno v 
tomto dokumentu, proto jej přikládám v samostatném souboru. Tento soub je možné nalézt na 
přiloženém CD v adresáři: 
prilohy/priloha2/ 
 
