The user interface is a crucial part of most computer applications. Specially in complex applications, the user interface very often determines the acceptance or the rejection of a program by the user. The design of graphical user interfaces for multi-agent systems is specially difficult due to the particular characteristics of these systems. This difficulty is even greater when we consider the existence of more than one user. In this paper we present a proposal for a general purpose multi-agent multi-user interface. This interface supports a user taxonomy and the ability to continuously learn about the aptitude of each user in order to choose the most correct interlocutor to interact with at each moment. Cooperative decisions and conflict resolution between users are also made possible trough the automatic negotiation of the different solutions envisaged for each problem. For this purpose, a negotiation algorithm for multi-user conflict resolution inspired by the Contract Net Protocol is presented and a specific systems user scoring procedure is proposed.
INTRODUCTION
The user interface is a very important part of most of the computer applications. In a 1992 study it was found that almost one half of the code and development time of the computer applications is dedicated to the user interface (Myers, 1995) . In fact, the user interface is usually a crucial part of any commercial product. It must be attractive and easy to use in order to facilitate the user activity and increase productivity (Hall,1996) . Because this is the portion of code directly in contact with the user, the best way to get good results is designing and re-designing it interactively in direct cooperation with the final users. Only this way the product can be correctly adapted to the real requirements, despite the fact that the implementation becomes harder. Unfortunately, all these difficulties are present, and some of them aggravated when developing user interfaces for multi-agent systems (MAS). Multi-agent user-interfaces introduce additional difficulty factors, specially when we are considering fine-grained MAS. First of all, a large number of agents can be present on the system trying to communicate with the user. In order to overcome this problem the human interface must provide a way for the user to choose among the various agents those that justify attention with the higher priority. The possible heterogeneity of the agents can also introduce difficulties on the communication process between the agents and the user. The unpredictability associated with this kind of systems also introduces particular problems, specially when the MultiAgent Systems are supposed to have high dynamics, with agents appearing and going on runtime. The motivation for the development of a graphical user interface especially dedicated to multi-agent systems environment was mainly the MACIV project (Oliveira, 1997) . The aim of this project is the development of a MAS for distributed resource management on civil construction companies. This interface, called MAGUI (Jurca, 1997 ) is a completely dynamic GUI, what means that all its configuration is done at run-time by the agents themselves. This way, whenever the agents become active they can make their own registration on the GUI to obtain a "communication channel" to the user and "unregister" when they have their job done. In order to support all the unpredictability inherent to such a system, nothing is pre-determined in what concerns to interface menus. All the menus are defined in runtime by the agents in order to be generic enough to support any kind of agent that uses the interface to communicate with the user. To allow the language translation between the agents and a multitude of possible different users with distinct capabilities, a special multi-agent based architecture is also presented and discussed.
THE MULTI-AGENT MULTI-USER SCENARIO
In opposition to the classical philosophy of graphical user interfaces, where a GUI is the interface between the user and one application, MAGUI is supposed to be the interface between the user and a community of intelligent agents. This means that the user must interact not only with a single system but also with a possible large number of different sub-systems (the intelligent agents) with different requirements and possibly using different languages. Due to the great dynamics of the underlying systems, where agents are allowed to move from one machine to the other the interface must automatically adapt itself to the number of agents present at each time.
On single-user systems, where there is no more than one user on each machine, it is evident that the software agents must query that user when they have questions. However, if we take into account the possible heterogeneity of agents and users some problems arise. Different software agents can use different languages with distinct syntactic and semantics. Moreover, the different users can also have different competencies that must be taken into account on solving the problems raised by the software agents. In order to overcome these problems, the inclusion of a user agent (an intelligent agent similar to all other agents within the multiagent system) which deals with user interaction has recently gained considerable popularity. We adopted this approach by adapting the GUI agent to the human operator profile when the user logs into the system. When it starts operating, the GUI consults a database containing the description of all the users and impersonates him adopting his most relevant characteristics (in this framework). As we will see later, by using this information, the GUI agent will make it easier to the user to answer the different questions raised by the agents. Another interesting and realistic situation is the existence of several users with equal or with different competencies in the same computer. In this situation, illustrated on Figure 1 , the agents must choose who is the right user to put the query, if any of them.
Software agent
User interface agent The main idea is to query only the most appropriated user (or, as we will see, group of users) for each question, trying to prevent the most qualified users from the insignificant questions and messages, and the poorly qualified users from problems that they have no competency to solve or understand. The question is then, how to choose, at each moment, the most appropriated among the available users. Because there must be a competence hierarchy common to all the users present in the system, the agent rising the question must define the admissible characteristics of the users to answer it.
THE USER-INTERFACE AGENT
To choose the user to contact with, our solution is inspired on the contract net protocol by Davis and Smith (Davis, 1983) . The agent rising the question broadcasts an announcement to all the GUI agents and receives the offers from all of them containing a description of their competence. In face of the received answer the agent can select the most competent agent to answer the question. Then, it sends out the question to the selected user and waits for the answer. However, the agent can adopt a different solution. It can approve more than one user to answer the question and send out the question to all the selected users. Then, the first answer received is adopted and the remaining users are informed that the problem was already solved. According to this strategy, difficult questions can be directed to expert users as well as easy questions can get the first available user, speeding up the decision process. However, a more sophisticated solution is also possible. If the question is considered to be important and there is more than one agent considered competent to reply to it, different opinions from different users can be considered and the final decision taken after a negotiation process. Suppose that an agent has a question that requires a certain degree of competence and there are N agents present in the system with adequate competence to answer to it. The question can be sent out to all of them specifying a timeout for the answer. After all of them have answered the question or the defined timeout has expired, the agent has a set of possibly different opinions about the problem. The simplest situation is when all the answers are coincident. In this case, the common solution is adopted. However, the most general situation is to have different answers from the different users and to have the need to find out a convenient answer to adopt. Our solution is to negotiate between the users. Because the different agents can have different competency levels, this competency level must be taken into account in the process of finding out a solution. In order to achieve this behavior, each different competency level has a weight associated to the decision process. The opinion of each user can therefore be envisaged as "I put my M votes on my answer". In order to find out a consensual solution, the agent computes the number of votes of each solution and begins the negotiation process between the users. The ideal final solution would be to reach consensus about the adopted answer to the query and put everyone in accordance. However, this is often not possible and we must adopt decisions by majority. To negotiate the proposed solutions, the agent broadcasts the different agents proposes and respective score to all the users that initially answered the question. Then, the users have a certain period of time to change their initial decision and give their "votes" to a different alternative or to confirm their initial option. In our present strategy they can only "vote" on one of the initially proposed solutions, they cannot introduce new solutions during the negotiation process. If the user does not reply during the predefined period it is considered that he keeps his initial answer. If all the users reach an agreement, the consensual solution is adopted. Otherwise, the most voted solution is chosen.
Workshop on MAS, BASYS'98 Praha, Czech Republic, 25-28 August 1998 The evaluation of the users decision quality is another interesting possibility that we are interested in exploring. It is quite evident that, even if a group of users is declared to have competence to decide about a subject, it doesn't mean that they are all equally capable to decide. It is quite probable that some of them are more reliable on their decisions than the others. The problem is usually how to classify their skills a-priori. In MAGUI we adopted a "reward" philosophy. All the time that an users' initial decision is adopted he receives a grant of X points to add to his personal score. All the time that his decision is not adopted Y points are deducted to his account (the values of X and Y are system parameters). Following this policy, it is possible to build a ranking of the users in order to know who are the most reliable to decide about each subject. This reliability ranking could also be taken into account in order to choose between different users options. However, if the decision is biased by this factor, the winner must not receive any reward because it could generate a accumulative process where the best positioned users always impose their opinions because they are more considered and they get more considered because they always impose their opinions. This information is used in the current version of MAGUI just to classify the users for competence revision purposes. Because control of agents activity and state is of crucial importance for the majority of the users, a way to get this information at any time must be provided by the GUI. To achieve this, by clicking an agent button the user can get multiple information about any agent present in the system. Because the information available about each agent can be dependent on the user requesting it, the agent who gets the question can answer differently to different users. This way, the agents can exhibit a different looking depending on the class of the user that is requesting that particular information.
THE GRAPHICAL USER INTERFACE
The Graphical User Interface module of MAGUI was designed with the special requirements of Multi-Agent Systems in mind. It was implemented using Tcl/Tk (Ousterhout, 1994) and C language with PVM system as the platform for communications. PVM is a software system that permits a heterogeneous collection of UNIX computers networked together to be viewed by a user's program as a single parallel computer (Geist, 1993) . This software platform turns out to be very much adequate for the development of multi-agent prototypes. In fact, by providing the link between different computer resources and providing a parallel platform for running applications independently of the number of computers present and their location it constitutes a highly valuable software development platform, specially in what concerns to MAS. As discussed in (Jurca, 1996) the use of Tcl/Tk has greatly facilitated the development of the interface even if some difficulties where created by the huge dynamism of the addressed applications.
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Since the number of agents present in the system is unknown at start-up time, the interface starts up without any agent present with an empty Contact Panel (see Figure 3 ). Whenever a new GUI starts up, as a consequence of a user logging into the system, it tries out to contact other GUIs which are possibly already active in the same computer. If there are other GUIs active the new one will ask one of them the information about all the agents registered at that time on the system. After it receives this information, a button is created on the contact panel to represent each of the agents present. If there are no active agents, the contact panel will remain empty until any agent subscribes to the interface. In order to reduce the visual complexity of the interface and to allow the user to concentrate its attention on the important problems, the buttons representing each one of the agents change colours whenever the corresponding agent is active and in accordance to the message's priority. As a consequence, the user can select the windows with the most relevant information and not get lost in the overall complexity. A detailed description of the implemented primitives can be found in .
CONCLUSIONS AND FUTURE WORK
We have here presented a multi-agent graphical user interface which we believe to be adequate for a multi-user multi-agent system. By dealing with the highly dynamic characteristics of many MASs, providing ways for the user to easily concentrate his attention on the important events and endowing the agents with the possibility to choose the best operators to solve their problems, the present approach allows a convenient human interface for a multi-agent system. Moreover, the proposed solution also constitutes a way for the cooperation between different users on reaching a consensual solution to the problems presented by the agents active in the system. Improvements on the graphical user interface such as more sophisticated input data and graphical displaying and inputting are expected for the near future. The geometric manager is another GUI facet that must be improved. The multi-user interaction and negotiation is another facet of MAGUI that is to be further developed soon. The opinions of real users checking our system approach will be useful not only to improve the graphical interface on its functionality but also the negotiation algorithms to better fit the users requirements and the interface functionality. Finally, the introduction of machine learning techniques to improve the user modeling information also seems an interesting area of research. The use of learning interface agents (Metral, 1993) seems promising in this kind of environments by preventing the user from most tedious tasks and focusing its attention on the most important events.
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