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ABSTRACT 
Scientists are increasingly investing more time writing software to model the processes 
under their research, for example, biological structures, simulate the early evolution of the 
universe  or  to  analyze  past  climate  data.  But,  according  to  experienced  developers  and 
computer  scientists,  most  of  them  do  not  have  adequate  training  to  apply  software 
engineering in their developments. A quarter century ago most of the scientists work they 
did  was  relatively  simple;  but  when  computers  and  programming  tools  became  more 
complex reached a steep learning curve, and most of them not get the level of effort or 
acquired skills needed to keep up. This article analyses this situation and presents some 
suggestions to solve. 
 
RESUMEN 
Los  científicos  invierten  cada  vez  más  tiempo  escribiendo  software  para  modelar  los 
procesos objeto de sus investigaciones, por ejemplo, las estructuras biológicas, simular la 
evolución temprana del Universo o para analizar los datos climáticos del pasado. Pero, de 
acuerdo  con  los  desarrolladores  experimentados  y  los  científicos  computacionales,  la 
mayoría de ellos no tienen una adecuada formación para aplicar la Ingeniería de Software 
en  sus  desarrollos.  Hace  un  cuarto  de  siglo  la  mayoría del trabajo  que  realizaban  estos 
científicos era relativamente sencillo; pero cuando los computadores y las herramientas de 
programación se volvieron más complejos llegaron a una empinada curva de aprendizaje, y 
la  mayoría  no  logró  el  nivel  de  esfuerzo  ni  adquirió  las  habilidades  necesarias  para 
mantenerse  al  día.  En  este  artículo  se  analiza  esta  situación  y  se  presenta  algunas 
sugerencias para solucionarla.  
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1.  INTRODUCCIÓN 
En  2009,  cuando  los  hackers  filtraron  miles  de  correos 
electrónicos  desde  la  Universidad  de  East  Anglia  en 
Inglaterra,  los  escépticos  del  calentamiento  global 
estudiaron minuciosamente los documentos en busca de 
indicios de que los investigadores hubieran manipulado 
los  datos.  No  encontraron  pruebas,  pero  esos  correos 
revelaron  otro  problema:  la  calidad  del  software 
científico.  Es  decir,  los  programas  que  desarrollan  los 
científicos  en  una  amplia  gama  de  disciplinas  no 
funcionan  de  acuerdo  con  los  requisitos.  Los 
investigadores invierten cada vez más tiempo en escribir 
software  para  modelar  los  procesos  objeto  de  sus 
investigaciones,  pero  de  acuerdo  con  los  resultados  y 
evidencias  los  desarrolladores  profesionales  y  los 
científicos computacionales consideran que la mayoría de 
estos científicos no tienen la formación en Ingeniería de 
Software necesaria para llevar a cabo esta labor. 
Generalmente los científicos no prueban ni documentan 
rigurosamente  sus  programas  y  raramente  liberan  el 
código fuente, por lo que es casi imposible reproducir y 
verificar los resultados que generan sus aplicaciones. En 
ocasiones,  estos  problemas  generan  resultados  que 
causan daños sustanciales, lo que obligan a los científicos 
a retractarse de los artículos publicados. Como este tipo 
de situaciones se ha incrementado en los últimos años, los 
desarrolladores  profesionales  y  los  científicos  han 
comenzado  a  explorar  formas  para  mejorar  el  código 
utilizado  en  ciencia.  Algunos  realizan  esfuerzos  para 
formar a los investigadores en Ingeniería de Software, con 
el objetivo de que adquieran las habilidades necesarias en 
desarrollo de software, mientras  que otros fomentan la 
colaboración entre científicos e ingenieros de software y 
buscan que los investigadores sean más abiertos acerca 
de su código. En el resto de este trabajo se analiza esta 
situación y se describen sugerencias para solucionarla. 
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2.  NECESIDAD DE UNA ADECUADA FORMACIÓN  
Algunos  científicos  han  aceptado  que  el  nivel  de 
formación  que  poseen  en  Ingeniería  de  Software  es 
deficiente  y  que  deben  mejorar  sus  habilidades 
informáticas. Físicos, matemáticos, químicos, astrónomos, 
entre  otros,  comprendieron  hace  algún  tiempo  que  los 
contratiempos que diariamente tiene que resolver en su 
labor científica se podrían minimizar con una adecuada 
formación en desarrollo de software. Otra cuestión que se 
repite  comúnmente,  es  que  los  científicos,  al  tratar  de 
resolver  algunos  de  los  grandes  interrogantes  de  la 
ciencia,  introducen  errores  involuntariamente  en  su 
código,  lo  que  les  genera  problemas  cuando  tratan  de 
publicar los resultados. 
Después  de  lamentarse  por  décadas  acerca  de  esta 
situación,  Greg  Wilson  [1],  un  científico  computacional 
canadiense, decidió investigar cuán extendido estaba este 
problema. En 2008 llevó a cabo una encuesta en línea a 
casi  2.000  investigadores,  desde  estudiantes  hasta 
académicos  con  experiencia,  que  trabajaban  con 
computadores  y  desarrollo  en  una  amplia  gama  de 
ciencias. Los hallazgos fueron reveladores (ver Tabla 1), y 
concluyó  que  casi  la  totalidad  de  lo  que  saben  los 
científicos  sobre  Ingeniería  de  Software  es  autodidacta, 
pero peor aún, que simplemente no están conscientes de 
sus deficiencias. 
 
Tabla 1 Hallazgos de la investigación de Wilson [1] 
  Hallazgo 
45%  Pasa más tiempo desarrollando software hoy que hace cinco años. 
38%  Pasa al menos una quinta parte de su tiempo desarrollando software. 
47%  Tiene buena comprensión de las pruebas de software. 
34%  Piensa que la formación en Ingeniería de Software es importante. 
 
Debido  a  la  falta  de  una  adecuada  formación,  sus 
productos  software  contienen  pequeños  errores  que, 
aunque  no causan que  el programa se bloquee, pueden 
modificar  drásticamente  los  resultados  científicos  que 
presenta. Uno de esos errores lo detectó en 2006 Geoffrey 
Chang, un biólogo del Instituto de Investigación Scripps 
en California. Chang se dio cuenta que en el código de un 
programa  suministrado  por  otro  laboratorio  se  había 
cambiado un signo menos; esto modificó dos columnas de 
datos de entrada e hizo que se invirtieran las estructuras 
de  proteínas  de  cristal,  que  su  grupo  de  investigación 
había derivado. El otro laboratorio proporcionó el código 
con  las  mejores  intenciones,  por  lo  que  él  lo  tomó 
confiado para realizar su trabajo. Este investigador y su 
equipo se vieron obligados a retractarse de cinco artículos 
publicados  en  Science  [2],  y  como  política  decidieron 
comprobar tres veces antes de divulgar resultados. Esta 
historia se repite constantemente en el mundo científico, 
en el que han surgido problemas serios que se podrían 
haber  evitado  si  los  científicos  aceptaran  su 
desconocimiento  y  la  necesidad  de  una  adecuada 
formación en Ingeniería de Software. 
 
Otro asunto que podría ayudar es la aplicación de un plan 
de  pruebas  más  riguroso.  Diane  Kelly,  un  científico 
computacional canadiense, afirma que el problema es que 
los científicos confían en las pruebas de validación y sólo 
miran  si  las  respuestas  que  obtienen  se  acercan  o 
coinciden con las que esperaban, un proceso que oculta la 
existencia  de  errores  importantes.  La  industria  del 
software se basa en un enfoque diferente: divide el código 
en partes manejables y prueba cada pieza por separado, 
posteriormente  junta  los  componentes  para  hacerles 
pruebas  como  conjunto.  En  la  Tabla  2  se  describen 
algunas  recomendaciones  para  hacer  más  fiable  al 
software científico [3]. 
 
Tabla 2 Recomendaciones para un software confiable 
Recomendación  Explicación 
Utilizar un sistema de control de 
versiones 
Coloque el código fuente, los archivos de datos brutos, los parámetros y otro material 
primario en este sistema para mantener control de lo que hace y cuándo lo hace. 
Hacerle seguimiento a los productos 
   
Conozca la fuente del software. Mantenga un registro de la fecha de los procesos, de las 
herramientas que se utilizaron para hacerlo y cómo se crearon. 
Escribir código que se pueda probar  Descomponer  el  código  extenso  en  piezas  más  pequeños  que  se  puedan  probar 
fácilmente. 
Probar el software  Y conseguir que alguien más lo lea y le busque errores. 
Compartir el código  En lo posible, liberar el código utilizado en la investigación. 
 
La mayoría de desarrolladores en la industria documenta 
claramente su código, para que otros puedan comprender 
su  función  y  para  que  le  hagan  los  aportes  o 
modificaciones  necesarias.  Sin  embargo,  la  mayoría  de 
científicos  carece  de  habilidades  de  comunicación  y 
documentación.  Incluso,  puede  suceder  que  tomen  el 
código  con  el  que  trabajan  otros  investigadores  y  lo 
reutilizan en vez de escribir el propio, lo que genera que 
se utilice el programa de forma incorrecta por carecer de 
una  documentación  clara.  Aaron  Darling,  un  biólogo 
computacional  de  California,  y  su  equipo  de  trabajo 
involuntariamente introdujeron un error en su código de 
comparación  de  genomas  para  reconstruir  relaciones 
evolutivas [4]. Lo habían diseñado para trabajar sólo con 
organismos  estrechamente  relacionados,  pero 
descubrieron  que  un  grupo  independiente  lo  utilizaba 
para  examinar  secuencias  por  fuera  de  su  rango  de 
trabajo.  Haber  encontrado  el  artículo  en  el  que  se 
publicaban  los  resultados  de  la  investigación  fue  pura 
suerte,  porque  estaba  totalmente  equivocado.  Este 30 
 
problema  se  pudo  evitar  con  una  documentación  clara, 
algo que Darling aprendió de ahí en adelante.  
 
3.  MATANDO AL MONSTRUO DEL CÓDIGO 
Los  problemas  que  genera  una  documentación 
inadecuada  se  incrementan  cuando  un  código  que 
funciona bien es modificado por otros para adaptarlo a 
nuevos propósitos. El resultado es que muchos científicos 
y estudiantes de posgrado arruinan sus proyectos cuando 
aparece  lo  que  denominan  el  monstruo  del  código.  En 
ocasiones  ese  código  tiene  décadas  de  antigüedad  y  es 
desordenado,  y  de  acuerdo  con  los  científicos 
computacionales su utilización se torna progresivamente 
en  una  pesadilla.  Darling  [4]  afirma  que  el  proceso  se 
inicia  con  un  programa  que  funciona  bien  pero  con  un 
código  sin  documentar,  y  al  final  se  tiene  una  enorme 
cantidad de líneas que pierde su lógica y funcionamiento. 
 
Otra cuestión es que es difícil comprobar los errores en la 
codificación  final  de  estos  monstruos.  Por  ejemplo,  un 
fragmento de código escrito para analizar los productos 
de  las  colisiones  de  alta  energía  en  el  acelerador  de 
partículas del CERN, que desarrolló un equipo de más de 
600 personas por más de una década ―algunos excelentes 
desarrolladores y otros no tanto [5] ―, fue analizado por 
Wilson y su equipo [1] y no lograron probarlo, porque el 
código  ni  siquiera  se  ejecutaba  en  sus  máquinas.  De 
acuerdo  con  Rousseau  [6],  ese  código  sólo  se  puede 
probar  en  un  sistema  operativo  Linux,  aunque  se  han 
hecho  esfuerzos  para  hacerlo  compatible  con  otros 
sistemas.  Esto  es  importante,  porque  al  ejecutarlo  en 
diferentes plataformas quedarían expuestos errores que 
de otro modo pasarían inadvertidos. 
 
Algunos  desarrolladores  de  software  han  encontrado 
maneras  de  combatir  el  crecimiento  del  monstruo  del 
código,  como  Visualization  Toolkit 
(http://www.vtk.org/),  un  sistema  de  código  abierto 
disponible  gratuitamente  para  trabajar  gráficos  en  tres 
dimensiones.  Las  personas  pueden  modificar  el  código 
como deseen,  pero  diariamente  lo  deben  devolver  para 
ejecutarlo  en  cada  plataforma  a  la  que  da  soporte  y 
posteriormente los resultados se publican en la web. De 
alguna  manera  este  proceso  garantiza  que  el  software 
funcionará de la misma forma en diferentes sistemas. Ese 
tipo de estrategia aún no se ha infiltrado en el mundo de 
la  investigación  científica,  donde  muchas  revistas  de 
ciencia significativas, como Nature, Science y Proceedings 
of the National Academy of Sciences, no le insisten a los 
autores  para  que  hagan  disponible  el  código,  y  sólo  se 
requiere que proporcionen información suficiente de los 
resultados para que se puedan reproducir. 
 
4.  BUSCANDO SOLUCIONES 
En noviembre de 2009, un grupo de científicos, abogados, 
editores  de  revistas  y  representantes  de  las 
organizaciones  financiadoras  se  reunieron  en  Yale  para 
analizar  esta  cuestión.  La  recomendación  final  de  este 
encuentro fue que los científicos deberían proporcionar 
enlaces  al  código  fuente  y  a  los  datos  utilizados  para 
poderlos replicar cuando fuera necesario. Aunque este es 
un  paso  para  solucionar  el  problema,  los  requisitos  no 
siempre son suficientes. The Journal of Money, Credit and 
Banking  exige  desde  1996  que  los  investigadores 
entreguen el código y los datos utilizados en un archivo, 
sin embargo, un estudio realizado en 2006 reveló que de 
150 artículos sometidos a la revista luego de implementar 
esta exigencia sólo 15 la respetaron [7]. 
 
Los  defensores  de  la  apertura  sostienen  que  los 
investigadores  que  tratan  de  replicar  los  resultados 
publicados necesitan tener acceso al código fuente, pero 
otros  afirman  que  una  mayor  transparencia  podría  no 
ayudar  mucho.  Martin  Rees  [8],  presidente  de  la  Royal 
Society de Londres, opina que sería demasiado pedirles a 
los pares evaluadores que comprueben el código línea por 
línea. Por ejemplo, en el campo de la astrofísica sólo se 
puede  confiar  realmente  en  los  resultados  en  aquellos 
casos en los que una serie de grupos diferentes escribe 
código  independiente  para  realizar  la  misma  tarea,  y 
encuentran resultados similares. Aun así, en la comunidad 
se  reconoce  que  sigue  siendo  un  problema  confiar  en 
códigos únicos. 
 
En  la  última  década  se  ha  percibido  que  los  líderes 
científicos se están dando cuenta de este problema. El UK 
Engineering  and  Physical  Sciences  Research  Council 
convocó  en  2009  a  los  científicos  para  que  ayudaran  a 
crear un software útil, lo que llevó a la conformación del 
Software Sustainability Institute (SSI) de la Universidad 
de Edimburgo (http://www.software.ac.uk/). El SSI reúne 
a  los  desarrolladores  de  software  con  científicos 
capacitados  para  ayudarles  a  añadir  nuevas  líneas  al 
código  existente,  lo  que  les  permite  hacer  frente  a  las 
tareas adicionales sin que los programas se conviertan en 
monstruos. También tratan de compartir sus productos a 
través  de  otras  disciplinas.  Por  ejemplo,  recientemente 
ayudaron a desarrollar un código para consultar historias 
clínicas con el objetivo de monitorear la propagación de 
enfermedades. La estructura de este código la comparten 
con  investigadores  que  tratan  de  utilizar  los  registros 
policiales  para  identificar  sitios  de  concentración  de 
delitos.  Trabajando  de  esta  forma,  los  investigadores 
dejan  de  perder  el  tiempo  reinventando  la  rueda  para 
cada nueva aplicación. 
 
Otra solución es reunir en grupos de investigación a los 
científicos computacionales capacitados, ya sea de forma 
permanente o como parte de alianzas temporales. En este 
sentido, el desarrollador de software Nick Barnes creó la 
Climate  Code  Foundation  en  Inglaterra 
(http://climatecode.org/), con el objetivo de ayudarles a 
los investigadores del clima. Barnes  tuvo  esta iniciativa 
motivado por los problemas que encontró en el software 
NASA's Surface Temperature Analysis, publicado en 2007 
[9]. Los críticos se quejaron de que el programa, escrito 
en  Fortran  científico,  no  funcionaba  en  sus  máquinas  y 
que no podían confiar en los resultados que ofrece acerca 
del  calentamiento  global.  Luego  de  consultar  a  los 
investigadores  de  la  NASA,  Barnes  volvió  a  escribir  el 
código  en  Python,  un  lenguaje  de  programación  más 
nuevo y transparente, con lo que redujo su tamaño e hizo 
posible  que  otras  personas,  sin  un  adecuado 
conocimiento  en  software,  comprendieran  su 31 
 
funcionamiento.  Debido  al  gran  interés  público  y  a  las 
cuestiones de política en juego y aunque los resultados 
con  el  nuevo  programa  corroboran  los  de  la  versión 
anterior, valía la pena tomarse el tiempo para modificarlo. 
 
Sin  embargo,  Barnes  opina  que  a  largo  plazo  será 
necesario  cambiar  la  manera  como  se  forma  a  los 
estudiantes  de  ciencias,  y  cita  el  curso  de  Software 
Carpentry  de  Wilson  (http://software-carpentry.org/) 
como un buen modelo para lograrlo, y para formar a los 
estudiantes  en  habilidades  de  desarrollo  de  software. 
Wilson desarrolló un curso de una semana de duración 
para introducir a los estudiantes de posgrado en ciencias 
en el manejo de herramientas que han sido estándares de 
la  industria  de  software  por  más  de  30  años,  como  el 
control  de  versiones,  que  permite  que  varios 
desarrolladores  realicen  cambios  en  el  mismo  código 
mientras se hace seguimiento a todos los cambios. Según 
David  Gavaghan,  investigador  de  la  Universidad  de 
Oxford,  los  administradores  de  la  ciencia  también 
necesitan  buenos  conocimientos  en  Ingeniería  de 
Software,  porque  se  necesita  un  verdadero  cambio  de 
mentalidad  para  que  dejen  de  preocuparse  por  cómo 
conseguir  que  los  trabajos  sean  publicados  en  revistas 
como Nature, y para que se dediquen más a pensar en 
cómo recompensar los trabajos que serán de utilidad para 
la comunidad en general. Gavaghan utiliza el enfoque de 
la industria de software de maestro-aprendiz para formar 
a  los  estudiantes  de  posgrado  en  su  laboratorio.  Los 
nuevos  proyectos  de  software  se  dividen  en  pequeños 
pedazos  y  los  asigna  a  un  par  de  desarrolladores,  uno 
novato y uno con experiencia, que trabajan juntos en la 
solución.  Esta  práctica  obliga  a  que  los  estudiantes  se 
conviertan en desarrolladores de código consistente. Pero 
aun con estos resultados, llevar las prácticas de desarrollo 
industrial al laboratorio no se puede realizar a la ligera 
[1]. 
 
CONCLUSIONES 
En  este  artículo  se  afirma  convincentemente  que  la 
mayoría  de  los  científicos  que  desarrollan  software  no 
tienen una formación adecuada en Ingeniería de Software, 
lo  que  compromete  seriamente  la  calidad  del  software 
científico.  
 
Entonces, ¿qué hacer? Varios científicos computacionales 
han  creado  sitios  para  brindarles  a  los  científicos  la 
formación  en  Ingeniería  de  Software  necesaria  para 
mejorar  la  calidad  de  sus  desarrollos.  Se  puede  citar  a 
Greg Wilson, con el Software Carpentry, donde también se 
tiene acceso a la formación en control de versiones, a las 
pruebas y a la validación. En el Reino Unido se estableció 
el  Software  Sustainability  Institute,  para  ayudar  a  los 
investigadores  a  desarrollar  código  de  calidad 
reutilizable.  Sin  embargo,  lo  más  importante  para 
encontrar  una  solución  a  esta  situación  es  que  los 
científicos  y  estudiantes  de  posgrado  reciban  de  forma 
obligatoria capacitación formal en Ingeniería de Software, 
y que cumplan con un estándar mínimo aceptable para 
lograr sus títulos. Esta formación debe enfatizar en que la 
codificación  es  sólo  una  parte  del  trabajo,  porque  la 
calidad del software comienza desde la etapa temprana 
de  la  Ingeniería  de  Requisitos  y  continua  en  la 
especificación y el diseño, además, que no termina con la 
entrega  y  la  documentación,  porque  los  productos 
software sufren deterioro durante el tiempo de vida útil 
[10].  
 
Otra  cuestión  que  se  analiza  en  este  trabajo  son  las 
consecuencias  de  que  los  desarrolladores  científicos 
ignoren  los  principios  básicos  de  la  Ingeniería  de 
Software.  El  problema  aquí  radica  en  que  son 
autodidactas  y  les  falta  experiencia  y  asesoría.  Se 
necesitan años de práctica para convertirse en un buen 
desarrollador  y  aún  más  años  para  aprender  a  diseñar 
sistemas modulares grandes y software confiable. Como 
principio general los ingenieros de software tienen como 
objetivo reducir la duplicación de código, porque saben 
que esto hace que sea más difícil reparar defectos en cada 
copia  duplicada.  Sin  embargo,  la  intuición  de  los 
científicos es copiar y pegar y ajustar el nuevo código para 
satisfacer  las  necesidades  al  contexto.  En  general,  los 
científicos  que  comienzan  a  aprender  programación 
científica  ven  los  principios  de  Ingeniería  de  Software 
como  distracciones  que  les  impiden  hacer  el  trabajo 
rápidamente. Ciertamente,  existen maneras más rápidas 
para  escribir  programas  aplicando  buenas  prácticas  de 
Ingeniería  de  Software,  pero  claramente  no  son 
compatibles con resultados reproducibles. 
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