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撫議鯉講鍵醗醗雛雛　　゜こ対し・ベクターグラフィックスの期イヒは遅れ　　　　　　　一　　　　　　　　　　　　ていた。そのため、Web上でフリーハンドの曲
澱　鰹慰　　　　糟　　　　　　　　騨　欝灘　顕　繊鰭｛　一
　　　　　　　　　　　　　　　線などを表現するためには、Flashなどのプラグ雛難欝購響鱗欝縢轄欝繋
　騨轡鱗㌶難を　　僧聖屡罐離認蕩翻嗜齢
…i　　　て表示させることが　　　微小な矩形のレイヤーを多数作成して絶糎標指妻　　　　　　　　　　　　　　　　　　　　　定でページ上に並べて行くことで曲線っぼく見せ
1　　　　、　　　　　　　　　　　　　　　　るなどの代用策が用いられてきた。現在では、ス
睾　　　　　　　　　　　　　　　　　　　ケーラブルな画像データを扱う規格としてSVGVIII
竈　　　　　　　　　　　　　　　　　　　　がW3Cの規格になっており、ブラウザのネイ
1　　　　　　　　　　　　　　　　　　　　　ティブな機能としての実装も進んで来ている（IE
図1　オ＿バ＿レイの結果　　　　　　　以外）が・SVGではXMLをベースとしたファイ
ル単位での画像のやりとりをするものであり、リ
5．3　ユーザの意識的でない操作のイベント化　　アルタイムの逐次描画には向かない。JavaScript
JavaScirptのイベントハンドラの中で、最もポ　　からコールする形のベクターグラフィックス機能
ピュラーなものは、onClickであるが、それ以外　　としては、各ブラウザに固有の描画機能をブラウ
に、マウスにかかわるものとしては、onMouse一　ザに応じて呼び出すことでクロスブラウザな機i能
Down，　onMouseUp，　onMouseMove，　onMouseOver，　を提供するJamScriptライブラリがいくつか
onMouseOut，といったものが登録されている。　　（Dolo．gfxlx、　wz」sgraphicsjsx、　WebFXxlなど）公
これらのイベントは、画面上のエレメントの上で　　開され使われてきているが、本研究では前述の理
マウスが何かの動き（ボタン押下、ボタン離す、　　由からブラウザネイティブな技術に焦点をあてる
マウス移動）をしたり、マウスカーソルがあるエ　　こととし、HTML　5・・で規格に含まれている、
レメントの領域に入ったり（Over）或いは出たり　　Canvas要素に着目することとした。　HTML　5は、
（Out）することで生成されるイベントである。　　本稿執筆時点ではまだ規格策定中のものではある
このイベントハンドラは、各描画要素の、それぞ　　が、Canvasについては、規格化を先取りする形
れイベントハンドラ名と同じ名前の属性として、　　でいくつかのブラウザにすでに実装されている。
HTMLのタグ中でも、JavaScriptのメソッドに　　これを使って、　JavaScriptプログラムでコント
よってでも指定できる。このイベントハンドラに　　ロールしつつ、キャンバス上に図形要素を逐次配
設定した関数の中でデータ送信を行うコードを書　　置していくことができる。以下のリストにはマウ
くことで、マウスにかかわる意識的でない操作を　　スを使ったフリーハンド描画を行うページの実現
モニターすることが可能となる。（イベントハン　　例を示す。
ドラについては、特に独立した例をここでは提示
しないが、次節のプログラムの中で使用してい
る。ただし次節の例ではイベントの扱いについて
はブラウザネイティブな方法ではなくPrototype．
jsの機能を使用している。）
5．4　ベクターグラフィックスの逐次描画
HTMLは当初は書式つきテキストとリンクの
記述からスタートしたものだが、その後、画像や
テーブルなど記述能力を向上させてきている。ラ
スターグラフィックス（ビットマップ画像）が
Webの普及の時期にすでに実用化されていたの
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リスト3〔冶nvasの利用
〈htm　l＞＜head＞
〈scr　i　pt　typeニ”text／javascript”　srcニ”．．￥jsPrimer￥prototype．　js”〉〈／script＞
＜script＞
var　SX，　sy，　ctx；
function　initO　　｛
var　d　i　v　＝　document．　getElementBy　l　dぐsamp　l　e’）；
var　canvas　＝　document．　createE　l　ement（’CANVAS’）：
div．　apPendCh　i　Id（oanvas）；
if（document．　un　i　que　l　D）　｛
　　　　canvas　ニ　G　vm　l　Canvas閉anager．　i　rl　i　tE　i　ement（canvas＞；　　　　　　　　　｝
pctx　＝　canvas．9etContext（’2d匿）；
　　　＄（document）．observeぐmousedown’，　mouseDo騨n）；
pfunct　i。n　mouseDown（e）｛
sx＝e．　pointerX　O；　　syニe，　pointerY　O；
＄（document＞．observeぐmousemove’，　mouseMOve）；
　　　　＄（document）．observeぐmouseup’，　　mouseUp）；
pfun。tion　mouseMove（e）｛
var　x＝e．　po　i　nterX　O，　y＝e．　po　i　nterY　O；
ctx，　beginPath　O；
ctx．　moveTo（sx，　sy）；
ctx．　l　i　neTo（x，　y）：
ctx．　stroke　O：
　　　　SX＝X；sy『ノ；
pfunction　mouseUP　O　　｛
＄（document），stoPObserving（’mousemove’，　mouseMove）；
　　　　＄（document）．stoPObserv　i　ng（’mouseup’，　mouseUp）コ
p〈／script＞
〈／head＞
〈body　onload＝”initO；”〉
〈div　id＝”sample”〉＜／div＞
〈／body＞＜／htm　l＞
癒．磁、　　…　　　　　　　　　5．5　連続的な非同期通信　　承　　　　　　　徽
@　　　　　　　　　　　　　　　　　Web技術において非同期通信という用語は、
@　　　　　　　　　　　　　　　従来の通信技術用語として使われる場合とはやや
E　　　　　　　　　　　　意味がずれており、送信・受信のタイミングを合
象　　　　　　　　　　　　　　　　　　　わせる合わせないの話ではなく、リクエストの送
1，　　　　　　　　　信→ドキュメントのデータの受信→描画・といっ
@　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　　たブラウザ内でのサイクルに同期しないHTTPで
葬謝@　　　　　　　　　　　　　　　　　の通信という意味だと捉えられている。この技術
1L、、
燵　　　　　　　　　　　　　　　　　　　により、ページに表示するべき内容に変化があっ
・’@　　　　　　　　　　　　　　　　たときにその都度ページ全体をロードしなおす必
纏　　　　　幕驚晶醗聾灘題奔営謙
図2　フリーハンド描写　　　　　　　　することとなった。この非同期通信は勾axの主
一7一
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役となる技術であり、すでに様々なアプリケーシ　　として、これを非可視にした上で、src属性に呼
ヨンの普及、ライブラリや技術情報の提供が進ん　　びだすべきURIを設定することで、　HTTPの非同
でいる。ユーザの（ブラウザ上での）操作を契機　　期通信が起動できる。インラインフレームからそ
として通信を発生させる利用法や、setTimer　O関　　の外側の親ドキュメントのDOMを操作すること
数などによりブラウザ側で一定の待ち時間を作っ　　も可能であり、また、インラインフレームに送ら
た上で通信を繰り返し発生させる利用法（後述の　　れたドキュメントに含まれるスクリプトはその場
periodical　pollingパターンに使われる）について　　で実現されることから、再度、通信を起動させる
はすでに既知のものとして扱い、本節では、次節　　プログラム（src属性への代入）をサーバ側スク
の技術の準備として、ユーザの操作にかかわら　　リプトから送出すれば、通信を無限に繰り返すご
ず、またブラウザ側での待ち時間を用いずに、継　　とができる。簡単に言えば、サーバからスクリプ
続的に通信を発生させる方法について述べる。　　　トを送出し、「すぐにもう一度、俺を呼べ」とブ
ラウザに伝える方法である。これを待ち時間なし
5．5。11FRAME　　　　　　　　　　　　　　で行うと、ネットやCPUへの負荷が大きくなり
JavaScriptで非同期通信を行うための部品とし　　すぎるため、リスト4の例ではサーバ側スクリプ
て、IFRAME要素と、　XMLHttpRequestオブジェ　　トでユ秒の待ち時間を入れている。印刷媒体でこ
クト（以下、XHRと略記することがある）の2　　のページの動作をデモするのは困難であるが、こ
つが広く使われている。IFRAMEは、元来はイ　　のページでは、（サーバ側での）日付と時刻を表
ンラインフレームの意味であり、文書の中に独立　　す文字列が、1秒＋α（様々なタイムラグが加わ
したHTMLドキュメントをインラインで埋め込　　る）の間隔で1行ずつブラウザ画面に追加表示さ
むためのタグであるが、このタグの裏技的な用法　　れて行く。
リスト4連続的な非同期通信（lFRA旺）
クライアント側
＜1doctype　html＞
〈html＞〈head＞＜title＞＜／title＞〈／head＞
〈body＞
〈iframe　id＝”bb”　style＝”visibility：hidden；”
src＝”^cg　i－b　i　n／ajaxTest／dateStringToTargetAndRepeat．　rb”〉
＜／iframe＞
〈div　id＝”target”　styIe＝””〉〈／div＞
＜／body＞〈／htm　l＞　＜！DIV＞
〈／boa忍〉＜／html＞
サーバ側（dateStringToTargetAndRepeat．　rb）
＃1／usr／b　i　n／ruby
requ　i　re’erb’
ERB．　new（DATA．　read），run（b　i　nd　i　rlg）
END
一一Content－type：　text／htm　I
〈％sleep　1％〉
〈SGript＞
toP．　document．　getEIementBy　l　d（”target”）．innerHTML＋＝　”〈％＝T　i　me．　now．　to＿s％〉〈br　／〉”；
toP，　document．　getElementBy　l　d（”bb”）．src＝”／cgi－b　i　n／ajaxTest／dateStringToTargetAndRepeat，　rb　”；
〈／script＞’
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5．5．2XHR　　　　　　　　　　　　　　　　ブラウザのエンジンはその通信の終了を待たずに
・　　一方、XHRは、能動的な通信の主体になるべ　　他の処理に移行し、通信の状態に変化があった時
く作られたオブジェクトであり、HTTPによる通　　に、予めonreadystatechange属性に設定されてい
信の状態の変化や終了コードなど、様々なケース　　る関数（リストではonRecieve　O）が呼ばれ、そ
に対応すべく作られている。その反面、通信を実　　の変化した状態（readyState属性にセットされて
行するコードは以下のリストのようにやや複雑な　　いる）に応じた処理を行うというのがプログラム
ものになる。なお、このオブジェクトはIEでは　　の考え方である。その状態は0，1，2，3，4
実装されておらず、IEでは同様の機能を持つ別　　と順次変化していき、通信が完了した時に値4と
のオブジェクトを用いることになる。下のリスト　　なるので、4の時にレスポンスとして受信したテ
では、ほんのささやかなクロスブラウザ対応のみ　　キストの処理を行えばいい。下のリストでは、そ
行っている。XHRは、元来の意味での「非同期　　の後すぐさま次の通信を起動することで連続的な
通信」を行っており、XHRオブジェクトを準備　　通信を実現し、リスト4と同等の機能を実現して
し、 send　O関数によりリクエストを送信した後は　　いる。
リスト5連続的な非同期通信0㎝．Htt颪eqest）
クライアント側
〈！doctype　htm　l＞
〈html＞〈head＞＜title＞〈／title＞
〈／head＞
〈body　on　l　oadニ”sendReq　O；”〉
〈script＞
var　xhrニfalse；
function　newXHR　O　　｛
if（typeof　Act　i　veXObject　！＝　”undef　i　ned”）｛
try｛
xhr　ニ　new　Act　i　veXObject（”M　i　crosoft．　XMLHTTP”）；
｝　catch　（e）　｛　xhr　＝　fa　I　se；　｝
｝　eIse　if　（typeof　XMLHttpRequest　！＝　”undef　i　ned”）　｛
　　　　xhr　＝　new　XMLHttpRequest　O：
p
｝function　onRecieve　O　　｛
if　（xhr．　readyState　＝＝　4　＆＆　xhr．　status　＝＝　200）　｛
document．　getEIementBy　l　d（’target’），innerHTML　＋ニ　xhr．　responseText＋’〈br＞’；
　　　　sendReq　O：
p
｝funct　i　on　sendReq　O｛
newXHR　O：
xhr．　openぐGET’，　’／cgi－bin／ajaxTest／dateStringAfterS　leep．　rb’，　’True’）；
xhr．　onreadystatechange　＝　onRec　i　eve；
　　　　xhr．　send（null）；
p〈／script＞
〈div　id＝”target”　style＝””〉〈／div＞
〈／body＞
〈／html＞
サーバ側（dateStringAfterS　leep．　rb）
＃！／usr／b　i　n／ruby
Puts　’Content－type：　text／p　l　a　i　n：　charset＝SH　l　FT＿J　I　S’；puts
sleep　5
puts　τime．　now．　to＿s
一9一
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5．5．3単一コネクションによる連続送信と、　　であるかを（データ長等の数値により）スクリプ
方式の選択　　　　　　　　　　　　　　トの側で管理した上で、未処理の部分のみを扱う
IFRAMEは、＜SCRIPT＞タグで包まれて受信　　ようなプログラムを作る必要があり、この部分の
したスクリプトを、受信するその都度すぐに実行　　コーディングは複雑になる。また、原理的には長
しており（ここでは実行例の提示は省略した　　時間の繋ぎっぱなしが可能だとしても、何らかの
が）、またXHRでは、上記のreadyStateが4にな　　理由で（Webサーバでのタイムアウト、下位層
る前に、3の状態が存在し、受信が完了せずに一　　での通信路切断など）でコネクションが切れるこ
部のデータを受信した状態を示している。受信し　　とはあるので、それを検出し再接続する処理を準
たデータ長が変化する毎にこのonreadystate一　備することはどのみち必要になる。それを考慮す
changeに設定された関数が呼ばれるので、以下　　ると、本項で示すようにHTTPコネクションの連
に示すように、単一のHTTPコネクションを長時　　続使用は行わずに、1かたまりのデータを送信す
間つなぎっぱなしにして、サーバ側プログラムか　　る毎にコネクションをその都度完結させる方式の
らは一定の時間間隔を置いてコンテンツを送信　　方がトータルでは実現が容易であるように思われ
し、ブラウザはそれを受信する都度、表示などの　　る。したがって、次節の実装の際には、この長期
処理を行う、という方式で、ストリーミングに相　　的なHTTPによる方式は採用しないこととした。
当する通信がHTTP上で可能となる。この方式　　また、前2項で述べたIFRAMEとXHRを比較し
は、原理自体は非常に単純でわかりやすいもので　　た際に、XHRの方がコードは若干複雑にはなる
ある。ただし、responseTextに設定される受信文　　ものの、プログラムからその挙動を自在に制御で
字列は、状態2から3を経て4に遷移する過程で　　きる自由度の点で分があり、アプリケーションが
単調増大のみ行い、スクリプトからこの文字列を　　高度化してページ内での非同期通信路を複数個使
参照してもその参照した部分は残る（スクリプト　用することになった時を想定すると問題が少ない
側からresponseTextの変更もできない）ため、こ　　ことが考えられるため、　XHRでの実現を採用す
の文字列のうちどこまでがすでに処理済みのもの　　る。
リスト6単一のHTτP⊇ネクションによる連続的な非同期通信0㎝一㍑㎞Reqest）
クライアント側
〈！doctype　html＞
〈html＞〈head＞〈title＞＜／title＞〈／head＞
〈body　orl　l　oad＝”sendReq　O：”〉
〈script＞
var　xhrニfalse；
function　newXHRO｛
if（typeof　Act　i　veXObjeGt　！＝　”undef　i　ned”）｛
try｛
xhr　＝　new　ActiveXObject（”Microsoft．　XMLHTTP”）；
｝　catch　（e）　｛　xhr　＝　fa　I　se；　｝
｝　else　if　（typeof　XMLHttpRequest　！＝　”undef　i　ned”）　｛
　　　　xhr　＝　new　XMLHttpRequest（）；
p
｝funct　i　on　onRecieve　O　　｛
if　（xhr．　readyState　＝　2　【Ixhr．　readyState　＝＝　3）
document．　getElementBy　l　d（’target’）．innerHTML　＋＝
”2　（”＋xhr．　status＋”）　”＋xhr．　responseText＋’〈br＞’；
else　if　（xhr，　readyState　＝　4）　｛
document．　getE　I　ementBy　l　d（’target’）．innerHTML＋ニ
”4　（”＋xhr．　status＋”）　”＋xhr．　responseτext＋’＜br＞’；
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　　　　｝
pfuncti。n　sendReq　O｛
newXHR　O；
xhr．　openぐ6E『「’，　’／cgi－b　i　r1／ajaxTest／dateStringRepeated　I　y．　rb’，　’True’）；
xhr．　onreadystatechange　＝　onRec　i　eve；
　　　　xhr。　send（nu　l　1）：
p〈／script＞
〈div　id＝”target”　styIe＝：””〉〈／div＞
＜／body＞＜／htm　l＞
サーバ側（dateStringRepeated　l　y．　rb）
＃！／usr／b　i　n／ruby
Puts　’Content　tyPe：　text／p　l　a　i　n；　charset＝SH　l　FT＿J　IS’；puts
while　true　do
sleep　5
puts　Time．　now．　to＿s
STDOUT．　f　l　ush
end
5．6 サーバ主導での送信　　　　　　　　　　　　・しかしブラウザに仕込んだスクリプトが （そ
前節までは、ブラウザとサーバの関係について　　　　のコンテンツを処理するのと並行して）即座
述べてきたが、ここでは、先生のPCと学生の　　　　にXHRによるHTTPコネクションを再接続
PCの関係を考えたい。先生のPCで入力したコ　　　　する。
ンテンツ（文字や図）を、どうやれば各学生の　　すると、ここでの課題は、CGIが通知をどのよう
PCにリアルタイムで伝達できるか、である。こ　　に受け取るか、ということになる。以下のような
れまでの考察から、以下のような状態を想定する　　方法が考えられる。
ことができる。　　　　　　　　　　　　　　　　　　①　プロセスIDをどこかに登録しておき、シ
・学生はPC上でブラウザを開き、先生の指定　　　　グナルを受け取る
したページを開いている。　　　　　　　　　②　ソケットを開いて待機（Listen）し、接続
・そのページにはXHRがこっそり仕込んであ　　　　を受け付ける
り、XHRが前節のような方法で常日寺サーバ　　③能動的にどこかに問い合わせをしに行き、
に対してHTTPコネクションを（途切れては　　　　レスポンスが返ってきたことをもって通知と
再接続しつつ）維持している。　　　　　　　　　する。
・HTTPで要求するURIの対象は、この場面で　　ここでは③の考え方をとることとする。　CGIは、
は当然、ファイルではなく、ブラウザを経て　　何度も呼びなおしが行われ、いわば代替わりを絶
CGI等の方式で呼び出されるプログラムであ　　え間なく繰り返している存在であるため、①にせ
る（元来、CGIはその呼び出しの方式を表す　　よ②にせよ、そのプロセスIDやソケットとし
単語だが、世間で流布している言い回しを借　　て、その存在を管理する何らかの手立てが必要で
りて、ここではそのプログラムをCGIと呼　　ある。いずれにしても、Webという仕組みに元
んでおく）。　　　　　　　　　　　　　　　来から欠落している、HTTPコネクション相互間
・CGIは、前節のように一定時間sleepするの　　の連続性、に代わるものを、別の仕組みにして用
ではなく、先生のPCからの何らかの通知が　　意する必要があるということである。そこで、先
あるのを待ってブロックしている。　　　　　生PCとCGIとの間の情報伝達を仲介する、永続
・やがてその通知が届けば、CGIはブロックを　　的なプロセスを1つ用意することにする。先生
解除して、ブラウザに対して通知されたコン　　PCとその永続的フ゜ロセスの間、および、　CGIと
テンツを送信して終了する。　　　　　　　　永続的プロセスの間の通信には、drubyを用いる
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こととした。drubyではオブジェクトを作成し　　を扱うことができるプログラム言語には、その機
（ここではNotifierクラスと名付けておく）、そ　　能は何らかの形で用意されており、rubyでは
のオブジェクトに対するメソッド呼び出しを他の　　Condition　Variable（以下、　CVと書く）というオ
プロセス（同一マシン内でもリモートマシンから　　ブジェクトがある。CVを1つ用意し、　listen　Oで
でも）から行うことができる。したがって、No一　はそれをwait　O（＝解放されるのを待つ）し、
ti且erクラスの実体を動作させるこの永続的プロ　　putmsg　Oではそれを解除させるためsignal　Oメソ
セスは、Webサーバと同一サーバ機で動作させ　　ッドを呼ぶ。このCV操作はクリティカルな操作
てもいいし、他のマシンでもいい。ただし、　　であるため、相互排他ロックを実現するクラス
drubyでの通信はHTTPとは別のプロトコルであ　　Mutexのオブジェクトを用いて、処理の同時重複
り、他のマシンで動作させた時にWebサーバと　　実行を避ける。（この実装例は、次節における変
の間のネットワークの管理方針によっては動作し　　更点が少ないため省略する）。
ないこともあり得るが、それでもこの方法は、比
較的サーバの置き場所を選ばない、自由度の高い　　　5．7　一斉同報
やり方だと言えるだろう。　　　　　　　　　　　　前節の技術を利用して、送信クライアントから
さて、Notifierには、自分自身のコンストラク　　送られたコンテンツを複数の受講者のWeb端末
タinitialize　O以外に、　putMsg　Oとlisten　Oの2つ　　にリアルタイムで同報通信する方法について調査
のパブリックなメソッドを用意することとする。　　・検討し、簡便な実証プログラムを作成した。な
前者は送信者（先生PC）から呼び出され、後者　　お、1つのCVは、複数のスレッドが同時にwait
は各CGIから呼び出されるものである。メソッ　　Oすることができる。複数のスレッドによって
ドlistenは、呼び出されると、しかるべき初期処　　waitOされているCVに対して、　signal　Oメソッド
理のあと、待ち状態に入り、ブロック状態が解除　　を呼ぶと、wait　Oしているスレッドのうちの1つ
されると、通知された文字列をメソッドの値とし　　をブロック解除する。Signal　Oメソッドの代わり
て返しながら、メソッドを正常終了する。すると　　にbroadcast　Oメソッドを呼ぶことにより、wait　O
そのブロック状態をどのように実現するか。これ　　しているスレッド全部を一斉に解除できる。以下
では前章の課題が、CGIからこの1isten　Oメソッ　　のようなプログラムにより基本的なデータの流れ
ドに移されてきただけである。しかし今度は、1　　が実現できることになる。
つのプログラムの中だけの課題である。スレッド
リスト7一斉同報
Notifierプロセス
requ　l　re’thread’
requ　i　re’drb／drb’
class　Notifier
def　initialize
＠mUteX＝MUteX．　neW
＠Gv　＝　ConditionVariabIe．　new
＠cニ［］
　　　」’〃翌高唐〟
end
＃from　sender
def　putmsg（msg）
P＠msg＝msg
SZ＝＠C．size
＠mutex．　synchron　i　ze　｛
＠cv．　broadcast
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1”Sent　tO　＃｛Sz｝　reC　i　eVer：　＃｛mSg｝”
end
＃　from　rece　i　ver
def　listen（peer）
＠c．push　peer
ppeer
＠ml」tex．　synchronize　｛
　＠CV．　wa　i　t（＠mutex）
p＠c．delete　peer
＠msg
end
end
DRb．　start＿serv　ice（’druby；／／：9999’，　Not　i　f　i　er．　new）
puts　DRb、　uri
DRb．　thread．　join
送信者側プログラム
＃1／usr／b　i　n／ruby
require　”drb／drb”
serverURI＝ARGV．　shlft　口　　’druby：／／loca　l　host：9999’
DRb．　start－serv　lce
server　＝　DRbObject．　new（n　i　l，　serverURI）
while　gets　do
puts　server．　putmsg（＄＿）
end
C田で動作する受信側プログラム
＃！／usr／bin／ruby
require　’drb／drb’
serverUR　I＝ARGV．　shift　口　　’druby：／／10ca　I　host：9999’
DRb．　start＿serv　ice
server＝　DRbObject．　new（rl　i　l，　serverURl）
whiIe　true　do
puts　server．　l　i　sten（se　I　f）
end
CGl
＃！／usr／bin／ruby
requ　i　re　’drb／drb’
puts　’Content－type：　text／htm　l；　charset＝SH　I　FT＿J　l　S’；puts
serverURl＝ARGV．　shift　ll　’druby：／／loca　lhost：9999’
DRb．　start＿serv　ice
server　＝　DRbObject．　new（n　i　I，　serverURl）
puts　server．　I　isten（self）
6
めていきたいと考えている。
ここに報告した技術を組み合わせることで、受　　　ここで積み残している技術的課題としては、ソ
講者の環境をWeb上に限定しても、要求を満た　　フトウェアの複雑性への対応の問題がある。複雑
すソフトウェア開発を進めて行ける見通しがつい　　性の問題に対応しやすい道具立てとしてオブジェ
た。現在、この開発を漸次進めているところであ　　クト指向のいわゆる軽量言語の1つであるruby
る。今後、その開発を進行させ、ある程度の安定　　を選んでいるが、それでもWebアプリケーショ
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ンは複雑なものになりやすい。これについては今　　vhttp：〃www．ruby．lang．org石a／、
後さらに調査を進めていく必要があると考えてい　　vi　http：〃getfirebug．com加．html
る。　　　　　　　　　　　　　　　　　　　　　　　　　　　　　vll　http：〃www．fiddler　2．com／fiddler　2／
vlll　http：／／www．w　3、org／Graphics／S　VG／
参考文献　　　　　　　　　　　　　　　　　　　ix　httP：／／d（ガotoolkit’°「9／P呵ects／d（加x
〔1〕平岡信之「NUANCEの思想」長野大学紀要　第　　x　httP：／／www°walte「zo「n’com／
16巻第4号，1995年　　　　　　　　　xl　http：／／webfx・eae・neσdhtml／cha㎡usage・html
xll　http：／／dev．w　3．org／html　5／spec／Overview．html
参考URL
i　http：〃www．realvnc．com／　　　　　　　　　　　　　　　　　注
ii　http：／緬ww．kegel．com／c　l　O　k．html　　　　　　　　　　1）Asyncronus　Javascirpt＋XMLとされている。
iii　http：〃www．ecmascript．org／　　　　　　　　　　　　2）規格の名前としてはECMAScriptと呼ぶのが正し
iv　http：〃www．openspc　2．org／JavaScript／丙ax1Library／in．　　いが、　JavaScriptのほうが通りがいいので、本稿では
dex．html　　　　　　　　　　　　　　　　　　　　後者の名前で呼んでおく。
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