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1 Introducción 
 
1.1 Objetivos 
 
El objetivo de este proyecto es el diseño de un sistema SCADA que de manera centralizada 
permita supervisar varios procesos a la vez. Permitiendo enviar órdenes en todo 
momento a cada proceso y recibiendo en tiempo real la información que cada proceso 
envía.  
El sistema SCADA debe permitir operar a cualquiera de los procesos en lazo abierto o en 
lazo cerrado. Si se decide operar en lazo cerrado, debe permitir especificar las constantes 
para un regulador PID o que el propio sistema calcule las constantes (auto tuning).  
El sistema SCADA consta de un software supervisor, que sirve de interfaz entre el usuario 
y la otra parte del sistema: el controlador. Éste lleva a cabo la lectura de los sensores y 
envía las órdenes a las bombas, realizando para ello los cálculos necesarios en función de 
lo que haya pedido el usuario. La comunicación entre supervisor y controlador es de tipo 
serie, mediante cable USB. 
El supervisor será ejecutado en PC industrial con pantalla táctil. Adicionalmente, el 
supervisor debe permitir la calibración de los sensores y realizar el tratamiento de datos, 
guardando la información mostrada en archivos de texto que puedan ser visualizados a 
posteriori. Los archivos quedarán clasificados según el proceso, el tipo de lazo que se 
utilizó y el momento en que se guardaron los datos. 
Dado que el sistema SCADA se va a utilizar en un entorno educativo no es necesario que 
lleve a cabo estadísticas de productividad. 
 
1.2 Justificación 
 
El sistema va a usarse en un laboratorio del departamento de Ingeniería de Sistemas 
Automáticos e Informática Industrial (ESAII en adelante) donde hasta ahora los alumnos 
hacían prácticas en estaciones (procesos) de manera individual.  
Con el sistema diseñado en este proyecto los alumnos podrán aprender otra manera de 
controlar el proceso, con la ventaja adicional de poder controlar varias estaciones a la vez. 
Esto añade valor pedagógico pues amplía la perspectiva y el conocimiento de los alumnos 
sobre la regulación automática.  
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Dado que el inglés es un idioma cada vez más usado en los estudios universitarios, que la 
presencia de alumnos extranjeros es frecuente y que este proyecto puede acabar siendo 
la base para otros proyectos, tanto los textos por pantalla del supervisor como los 
comentarios del código fuente se presentan en inglés. 
 
1.3 Alcance del proyecto 
 
El alcance del proyecto se reduce a la elección y programación del hardware controlador 
y la programación de la interfaz del supervisor. 
No se ha llevado a cabo el diseño del hardware controlador ni se ha tenido que elegir 
entre modelos de sensores o de bombas dado que ya estaban presentes en el laboratorio. 
Tampoco se ha elegido PC para usar la interfaz del supervisor, pues se trata de una cesión 
de una empresa externa que se ha aprovechado específicamente para este proyecto. 
 
1.4 Planificación 
 
Fig. 1 Planificación inicial 
 
Como se puede observar en la figura 1, durante la primera semana está previsto empezar 
tres tareas en paralelo: la puesta a punto del PC con pantalla táctil, el inicio del aprendizaje 
del entorno de desarrollo Guide (Matlab) desde cero y la estructuración del proyecto. 
En la segunda semana se avanzará en el aprendizaje actuando ya sobre el proceso desde 
Guide y en paralelo se seguirá con la redacción del proyecto. 
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En las semanas 3 y 4 se procederá con el aprenizaje desde cero del uso y la programación 
del microcontrolador que regulará el proceso además de actualizar la redacción del 
proyecto. 
Las semanas 5 a 14 se dedicarán a la programación en ambos entornos, Guide y 
microcontrolador, así como la redacción de proyecto. 
En la semana 15 se creará el ejecutable y se instalará en el PC táctil además de actualizar 
la memoria. 
Finalmente, en las semanas 16 a 18 se harán pruebas de funcionamiento para detectar 
posibles errores y se completará el montaje definitivo y la redacción del proyecto. 
 
2 Descripción del laboratorio y las estaciones 
 
Al laboratorio se accede por la puerta 0.11 
del edificio TR11. Consta de 10 estaciones 
para prácticas distribuidas según la figura 
2. El PC táctil y el hardware controlador 
están situados en un espacio entre la 
estación 2 y la estación 3. El sistema 
controlará, por tanto, un máximo de 4 
estaciones a la vez. 
 
Cada estación consta de dos depósitos, una 
bomba y un sensor de nivel por ultrasonidos. La 
bomba envía agua del depósito inferior al 
depósito superior y éste desagua sobre el 
depósito inferior. El sensor está situado en el 
depósito superior. El desagüe entre depósitos 
puede impedirse cerrando una válvula y la 
entrada de agua al depósito superior también 
puede impedirse con una válvula. Algunas 
estaciones montan opcionalmente un segundo 
sensor de nivel en el depósito inferior que no es 
tenido en cuenta por el sistema SCADA. En la parte frontal de la figura 3 se aprecia la 
botonera donde los alumnos pueden seleccionar entre controlar directamente el proceso 
Fig. 2 Esquema laboratorio 
Fig. 3 Estación laboratorio 
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desde un regulador PID industrial o bien por vía externa, cableando.   Si se elige la vía 
externa hay que decidirse entre controlar con un panel analógico o controlar desde el PC 
mediante una tarjeta de adquisición de datos (PC LABCARD 1711L). 
 
3 Supervisor 
 
3.1 Puesta a punto del PC táctil 
 
A continuación se describen de manera detallada los pasos seguidos para dejar listo el 
PC táctil. 
1. Se cambia la resolución de 800x600 a 1024x768, si se elije cualquier otra superior 
desaparece la barra de tareas. 
2. Menú inicio>configuración>Barra de tareas y menú inicio. Seleccionar bloquear la 
barra de tareas, ocultar automaticamente..., mantener la barra... y mostrar inicio 
rápido. No seleccionar agrupar... La barra se oculta para que se pueda ver 
correctamente la aplicación en pantalla completa. 
3. Escritorio>botón derecho>propiedades. En la ficha Temas cambiar a tema clásico 
para que consuma menos recursos gráficos. 
4. Escritorio>botón derecho>propiedades. Ficha escritorio, botón personalizar 
escritorio. Ficha general, quitar iconos de mis documentos, mi pc y mis sitios de 
red. Quitar lo de ejecutar asistente de limpieza cada… 
5. Menú inicio>configurar acceso y programas determinados. Deshabilitar el acceso 
a internet explorer, outlook, media player y messenger. 
6. Menú inicio>configurar acceso y programas determinados>agregar o quitar 
componentes de Windows. Quitar los juegos (buscaminas, etc...), MSN explorer, 
etc… 
7. Mi Pc>botón derecho>propiedades. Opciones avanzadas. Rendimiento, 
configuración: ajustar para obtener el mejor rendimiento, aplicar. 
8. Se han instalado todos los windows updates disponibles y una vez finalizado el 
proceso se ha desinstalado Internet Explorer 8 y una actualización de seguridad 
del mismo. Desactivadas las actualizaciones automáticas para que no vuelva a 
salir icono amarillo. 
9. Panel de control>conexiones de red. Desactivar las dos conexiones ethernet y las 
dos conexiones inalámbricas, para que no salga el icono informando de que no 
hay red. 
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10. Instalados los frameworks de .NET para que pueda funcionar Matlab (ver 8.2.1). 
11. Mi Pc>botón derecho>propiedades. Cuando se abre propiedades del sistema ir a 
la ficha Restaurar sistema, clicar en desactivar, aplicar, aceptar lo que pregunta y 
volver a aceptar para salir. Reiniciar si es necesario. 
12. Instalado Matlab 2007a tan sólo con estos componentes para que ocupe menos 
(aprox 800 MB): Matlab 7.4, image processing toolbox 5.4, instrument control 
toolbox 2.4.2, Matlab builder for java 1.1 y Matlab compiler 4.6. 
13. Se cambia el protector de pantalla a texto 3D con el texto TOUCH ME!, sin 
rotación. 
14. Menú inicio>Ejecutar>Msconfig. Pestaña servicios, quitar: actualizaciones 
automáticas, administrador de conexión automática de acceso remoto, 
administrador de conexión de acceso remoto, administrador de sesión de ayuda 
de escritorio remoto, agente de protección de acceso a redes, cliente DHCP, 
cliente DNS, cliente Web, cola  de impresión, conexiones de red, configuración 
inalámbrica rápida, escritorio remoto compartido de netmeeting, firewall de 
windows..., inicio de sesión en  red, NLA, servicio de aprovisionamiento de red, 
servicio de restauración de sistema, servicios de terminal server, sistema de 
alimentacion ininterrumpida y  telefonía. 
15. Instalados los drivers para reconocer la placa arduino. Windows XP lo detecta 
como posible software peligroso, no hacer caso de la advertencia. 
16. Tras compilar la aplicación se crea la carpeta levelControl. Mover la carpeta a C:\ 
17. En C:\levelControl\src está levelControl.exe. Crear acceso directo con botón 
derecho y enviarlo al escritorio. 
18. Ese mismo acceso directo se puede copiar para pegarlo en la carpeta inicio, así la 
aplicación arrancará automáticamente al abrir Windows 
 
3.2 Elección del software supervisor 
 
La interfaz será desarrollada con el programa Matlab, un software matemático orientado 
inicialmente al cálculo con matrices, pero que hoy en día cuenta con capacidad para 
simular todo tipo de sistemas físicos y que cuenta también con su propio lenguaje de 
programación. En concreto se usará la funcionalidad conocida como GUIDE, acrónimo de 
“Graphical User Interface Development Environment” que permite crear una aplicación 
ejecutable “independiente” de Matlab. Esto quiere decir que se puede ejecutar el archivo 
sin tener abierto Matlab. Sin embargo, es necesario que en el PC donde se ejecute la 
aplicación haya una serie de librerías instaladas conocidas con Matlab Compilign Runtime. 
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No se han valorado alternativas de código abierto como GNU Octave que no permiten la 
creación de aplicaciones interactivas. Otras como Scilab sí tienen esta característica, pero 
es un software menos potente que Matlab. Se descartó el uso de macros de Excel porque 
no permite crear aplicaciones ejecutables independientes. Se podría haber optado 
entonces por Visual Studio pero el departamento no dispone de licencias, lo que 
supondría un coste innecesario dado que de Matlab sí hay licencias. 
En los ordenadores del laboratorio está instalada la versión 2014a y es la que se ha usado 
para desarrollar el programa. Sin embargo, en el PC táctil se optó por instalar una versión 
más antigua, en concreto la 2007a (ver 8.2.1). Así pues, el código escrito es compatible 
con cualquier versión de Matlab entre la 2007a y la 2014a. 
Cabe resaltar que el código será incompatible con cualquier versión superior a la 2014a 
ya que el motor gráfico de Matlab cambió a partir de la versión 2014b. 
 
3.3 Cómo usar GUIDE 
 
Para empezar a desarrollar cualquier aplicación sólo 
hay que escribir guide en la ventana de comandos 
de Matlab y se abrirá la figura 4 donde se puede 
elegir crear una GUI en blanco o abrir una existente. 
En la figura 5 se aprecia el entorno de desarrollo en 
blanco. A la izquierda están los controles (botones, 
barras de desplazamiento, cuadros de texto, etc…) 
que pueden ser insertados y a la derecha la ventana 
donde colocar los controles deseados. Guide 
siempre crea dos archivos, uno .fig referente a la parte gráfica, y uno .m con el código que 
especifica el comportamiento de la aplicación. 
A título ilustrativo se indican aquí las tres interfaces 
diseñadas (una principal y otras dos que pueden ser 
llamadas desde la principal). Es importante resaltar 
que el aspecto de la aplicación puede ser modificado 
programáticamente, no sólo desde el entorno 
gráfico. En el anexo de manual de uso del programa 
se puede ver el aspecto de la aplicación al ser 
ejecutada y comparar con el entorno de diseño.  
 
 
 
 
Fig. 4 Diálogo apertura GUIDE 
Fig. 5 GUI en blanco 
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La interfaz principal (Figura 6) contiene 12 axes agrupados en 6 parejas donde se dibujarán 
las variables observadas y un décimotercer axes que sirve para cargar una imagen. Junto 
a las 6 parejas de axes hay 6 checboxes para decidir si dibujar o no. Hay 6 botones, 2 
sliders, 2 radiobuttons, 9 static texts, 9 edit texts y otro checkbox para indicar si se desea 
auto tuning. 
 
Fig. 6 GUI interfaz principal 
Fig. 7 GUI interfaz calibración 
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La interfaz de calibración (figura 7) contiene 138 edit texts agrupados por estaciones y 
para cada estación divididos en dos columnas. Los nombres de las columnas se indican 
con 12 static texts. Hay también un objeto axes para cargar una imagen y tres botones. 
Finalmente, en la interfaz de tratamiento de datos hay un gran objeto axes donde se 
dibuja la información contenida en los archivos, otro axes para cargar una imagen, tres 
static text y 3 botones.  
 
3.4 Cómo compilar la aplicación 
 
Este paso debe llevarse a cabo en el PC táctil, no en cualquiera de los PCs del laboratorio. 
La aplicación compilada no funcionará en cualquier ordenador, sólo en aquellos que 
tengan instalada EXACTAMENTE la misma versión del Matlab Component Runtime (MCR) 
que el ordenador desde el cual se compiló. El MCR es un conjunto de librerías, el núcleo 
gracias al cual funciona Matlab. 
A modo de aclaración, si se tiene un PC A con Matlab 2007a y se compila una GUI, se 
creará un archivo ejecutable que puede ser usado en un PC B siempre y cuando el PC B 
tenga instalado el MCR con la misma versión que el MCR del PC A. No es necesario tener 
instalado todo el Matlab 2007a en el PC B para poder abrir el archivo ejecutable. La 
versión del MCR en el PC B debe ser estrictamente la misma que la del PC A, ni siquiera 
sirven versiones más actualizadas. 
 
 
 
 
Fig. 8 GUI interfaz tratamiento datos 
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Para llevar a cabo la compilación sólo hay que 
escribir deploytool en la ventana de comandos de 
Matlab. Se abrirá la ventana de la figura 9 y acto 
seguido habrá que clicar en el botón de nuevo 
proyecto, que abrirá el diálogo para darle nombre al 
proyecto y establecer en qué carpeta se guardará el 
proyecto (figura 10). Acto seguido en la pantalla de 
deployment tool (figura 11) habrá que especificar 
cual es el archivo principal (main.m) y qué otros 
archivos son necesarios para compilar (calibrate.m, displayData.m, 
logoBarcelonaTech.jpg y calibration.dlm) 
Antes de proceder finalmente a compilar con el 
botón “build project” hay que ir a settings para 
estabalecer las opciones. En la ficha general se le 
puede cambiar el nombre a la aplicación, por defecto 
tendrá el nombre del proyecto de compilación. 
También se puede especificar si se desea que el 
compilador funcione silenciosamente o informando 
de cada paso que dé (Generate Verbose Output). En 
la ficha toolboxes hay que especificar solo las que se 
necesitan. En este caso ya hay instaladas sólo las dos 
imprescindibles, luego no hay que deseleccionarlas. 
Si se hubiera instalado el Matlab con todas las 
toolboxes sería adecuado seleccionar aquí solo las que se necesitan para la aplicación. 
Seleccionarlas todas crearía un archivo exe innecesariamente grande. En la ficha Warning 
se puede clicar en disable all para que no se detenga la compilación salvo que haya 
errores. Y finalmente, en la ficha packaging se especifica si que hay incluir o no el MCR, en 
este caso, dado que el PC destino ya tiene instalado el Matlab no es necesario incluirlo. 
Clickando en Ok se vuelve a la deployment tool y 
ahora ya se puede clickar en build project. Si es la 
primera vez que se compila es muy probable que se 
reciba este mensaje en la ventana deployment tool 
output: “Your project cannot be built because you 
have not specified a compiler. To do so run the 
following command in MATLAB: mbuild -setup” 
Simplemente hay que ejecutar ese comando. 
Matlab hará tres preguntas: 1)“Would you like 
mbuild to locate installed compilers [y]/n?” 
Responder y. 2) “Select a compiler: [1] Lcc-win32 C 2.4.1 in C:\...  [0] None” Responder 1. 
3) “Please verify your choices: Compiler: Lcc-win32 C 2.4.1 Location: C:\... Are these 
correct?([y]/n)” Responder y. Ahora ya se puede clickar en build project. Si todo va bien 
debería aparecer la ventana deployment tool output (figura 12) indicando que la 
compilación está en proceso. Hasta que finalmente indica que ha acabado y se se había 
marcado verbose output aparecerá la lista de todos los procesos llevados a cabo por el 
compilador. 
Fig. 9 Deployment tool 
Fig. 10 Nombrar proyecto de compilación 
Fig. 11 Selección de archivos 
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Finalmente, en la deployment tool se puede clicar en el icono de packaging, al lado del 
botón de build project. Esta opción crearía un archivo comprimido ejecutable que al 
descomprimirse copiaría todos los archivos necesarios y llevaría a cabo la instalación del 
MCR si se hubiera incluido en las opciones. En este caso no es necesario, la aplicación se 
encuentra dentro de la carpeta levelControl\src. Junto al ejecutable hay un archivo ctf que 
contiene todos los archivos que se hubieran indicado como necesarios (logo y dlm). La 
primera vez que se ejecuta la aplicación tardará más de lo habitual porque se extraen los 
archivos de dentro del archivo ctf. 
 
4 Controlador 
 
4.1 Elección del controlador 
 
El controlador se encarga de recoger los datos de los sensores y enviarlos por 
comunicación serie al supervisor; y de actuar sobre las bombas en función de las órdenes 
recibidas desde el supervisor. No interactúa con el usuario, no tiene interfaz gráfica. A la 
hora de decidirse por uno u otro se valoran aspectos como el precio, la facilidad de 
programación, hardware que incorpora y sus capacidades, que tenga una gran comunidad 
de usuarios con la que compartir conocimientos, etc…  La lista de candidatos es: 
1. Microcontrolador PIC18F4550 
2. Placa microcontroladora Arduino 
3. Placa Raspberry Pi 
En cuantro al precio, la Raspberry Pi se puede encontrar por 38,70€, el PIC18F4550 se por 
11,98€ a lo que habría que sumar un circuito integrado y material para soldar y finalmente 
la placa Arduino tiene una amplia variedad de modelos. La Arduino Mega alcanza los 
42,98€ pero tiene más entradas y salidas de las necesarias en este proyecto. Sin embargo 
la Arduino Leonardo tiene suficientes entradas y salidas y vale 9,65€ siendo la opción más 
económica de todas. 
Fig. 12 Compilación finalizada 
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En cuanto a la facilidad de programación cualquier opción es preferible al PIC18F4550 
puesto que es necesario saber ensamblador lo cual escapa a los conocimientos del autor 
del proyecto. Arduino se programa en un lenguaje propio muy similar al C/C++ y Raspberry 
puede programarse en varios lenguajes. 
En cuanto al hardware, Raspberry en sí es un ordenador en miniatura, un PC con conexión 
para monitor, para red, USB, etc… y un sistema operativo. Arduino en cambio es un 
microcontrolador integrado en una placa con pines de entradas y pines de salida a parte 
de un puerto usb lo que le da mucha versatilidad y como microcontrolador que es no 
incorpora un sistema operativo, solo se le carga un programa y ya está listo para ejecutar. 
Si Raspberry era demasiado amplio en cuanto a funciones, en el extremo opuesto está el 
PIC que es una CPU con 35 pines de entrada y salida y poca memoria en comparación con 
las otras alternativas. 
En cuanto a open source Arduino arduino es la única alternativa que lo es totalmente, 
tanto en software como en hardware. Raspberry tiene componentes que no son open 
source y el PIC no es open source ni en cuanto al hardware ni en cuanto al software 
necesario para programarlo.  
En definitiva, por precio, facilidad de programación, gran acceso a resolución de dudas 
por la comunidad, versatilidad y ser totalmente open source, la opción elegida es Arduino 
Leonardo. 
 
4.2 Descripción del controlador elegido: Arduino Leonardo. 
 
Arduino es una plataforma de hardware open 
source basada en una placa (figura 13) con un 
microcontrolador y un entorno de desarrollo de 
software diseñado para facilitar el uso de la 
electrónica en proyectos multidisciplinarios.  
 
4.2.1 Hardware 
 
El hardware consiste en un microcontrolador Atmel ATmega32u4 con 14 pines digitales 
de entrada/salida, 7 de ellos de tipo PWM y 6 pines de entradas analógicas. El reloj de la 
CPU oscila a 16 MHz. La placa opera a una tensión de 5V. Cuenta con una conexión de 
alimentación externa que, puede operar sin problemas entre los 7V y los 12V admitiendo 
Fig. 13 Arduino Leonardo 
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como máximo 20V. Un regulador interno rebaja esa tensión a 5V. Sino se usa la fuente 
externa la alimentación se obtiene del puerto USB, directamente a 5V. La placa tiene un 
pin llamado Vin que da la tensión recibida de la placa externa, otro pin que da una tensión 
de 5V, otro que da 3,3V y varios pins de puesta a tierra, etiquetados como GND. 
Los pines digitales pueden ser usados tanto de entrada como de salida. Los pines 0 y 1 se 
reservan para la comunicación serie si se usa la instrucción Serial.begin(baudrate) 
Los pines 3, 5, 6, 9, 10, 11 y 13 cuentan con modulación de ancho de pulso (PWM) para 
simular salidas analógicas con una resolución de 8 bits con la instrucción analogWrite(). 
Los pines analógicos (A0 a A5) sin embargo ofrecen una resolución de 10 bits y las señales 
que entran por esos pines son leídas con la instrucción analogRead() 
 
4.2.2 Software 
 
En cuanto al software, consiste en un entorno de desarrollo que implementa un lenguaje 
de programación propio llamado processing, basado en C++; además de un cargador de 
programa para subir el código compilado a la placa.  
Cada programa creado con el editor se conoce como sketch y puede estar organizado por 
pestañas para una mejor comprensión del código. Cada pestaña se guarda como un 
archivo .ino y si hay más de una, la primera pestaña es la principal. Los archivos .ino no 
aparecen independientes, siempre deben estar en una carpeta que se llama como la 
pestña principal. En la pestaña principal están las dos funciones que todo programa de 
Arduino tiene: 
void setup() { 
  //código para configurar los diversos elementos de la placa así como la comunicación 
} 
void loop() { 
  //código principal, que es ejecutado en un bucle infinito 
} 
En cuanto a la comunicación serie, el entorno de desarrollo cuenta con el llamado 
montitor serie, donde se puede simular una comunicación con la placa. Se le pueden 
enviar datos y el monitor muestra todo lo que la placa envía por el puerto serie. 
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5 Hardware adicional 
 
Los sensores de las estaciones son marca SICK, modelo UM30-212113. Entregan una señal 
de salida en un rango de entre 0V y 10V. La detección la realizan emitiendo ultrasonidos 
(400 kHz) y midiendo cuanto tiempo tiempo tarda en rebotar la señal y volver hacia el 
sensor. 
Las bombas son de tipo centrífugo, marca Johnson, modelo CM30P7-1. Admiten como 
entrada hasta 12 V aunque siempre se alimentan en un rango de entre 0V a 10V. 
Se describe aquí el hardware necesario que hay que interponer entre los sensores y 
Arduino y entre las bombas y Arduino dado que la placa trabaja en un rango entre 0V y 
5V. 
 
5.1 Amplificadores para bombas. 
 
Se trata de una placa auxiliar que se monta sobre la 
placa Arduino aprovechando los pines como soporte 
y replicándolos para que el usuario los pueda seguir 
utilizando libremente. La placa en concreto es de 
marca DF, modelo L298P y mediante alimentación 
externa es capaz de doblar la tensión de los pines de 
salida de Arduino logrando así elevar el rango de 
tensiones de Arduino de 0-5V a 0-10V para 
alimentar a las bombas. La elección de qué pines van 
a ser doblados se realiza mediante los jumpers que 
se aprecian en la figura 14. Una única placa sólo permite alimentar a dos bombas. No se 
ha encontrado ningún modelo que permita alimentar a 4 bombas, aunque nada impide 
montar montar dos placas sobre la de Arduino. 
 
 
 
 
Fig. 14 Placa amplificadora 
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5.2 Divisores de tensión para los sensores. 
 
El técnico de laboratorio fabricará con resistencias de 10 
kOhm un divisor de tensión para reducir la señal que 
entregan los sensores a la mitad. El esquemta típico de un 
divisor de tensión es el de la figura 15. Donde Vin es la 
tensión que entrega el sensor y Vout la tensión entregada 
a Arduino. Mediante la ley de Ohm es muy sencillo llegar 
a la relación entre tensiones Vout = Vin(R2/R1+R2) Como se 
desea que la tensión de salida sea justamente la mitad de 
la tensión de entrada basta cualquier par de resistencias 
que cumpla R1 = R2. Dado que Arduino tiene sus propias resistencias pull up para limitar 
la corriente que entra a los pines basta con elegir para el divisor de tensión dos 
resistencias de 10 kOhm. 
 
6 Desarrollo de la aplicación 
 
6.1 Aprendizaje de Guide 
 
Se trata de tres pequeñas GUIs desarrolladas para interactuar con sencillos modelos de 
simulink para familiarizarse con el uso del lenguaje de programación y adquirir 
habilidades. 
  
 
 
 
 
 
 
 
 
Fig. 15 Divisor de tensión 
Fig. 16 Modelo sumador Fig. 17 GUI sumador 
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6.2 Aprendizaje de Arduino 
 
El aprendizaje se llevó a cabo con la placa de la figura 
22. Una primera práctica consistió en usar los LEDs a 
modo “coche fantástico”. Después otra práctica que 
informaba por el monitor del puerto serie a qué 
distancia estaba la mano del sensor de distancia por 
infrarrojos. Una tercera práctica usaba el 
potenciómetro para regular el brillo de uno de los 
tres leds. La cuarta práctica consistía en encender y 
apagar uno de los leds mediante el pulsador. En la 
quinta se iluminaban los LEDs a modo de “coche 
fantástico” encendiéndolos de uno en uno con cada 
pulsación del pulsador. Y finalmente una última práctica que hacía uso de todos los 
elementos. El potenciómetro regulaba con qué velocidad los LEDs se iluminaban a modo 
de “coche fantástico”. No empezaban a iluminarse hasta que el usuario  acercaba la mano 
a una cierta distancia del sensor. El pulsador cambiaba el sentido de iluminación de los 
LEDs. Y si el usuario volvía a acercar la mano se apagaban todos los LEDs hasta que el 
usuario volviera a acercar la mano. 
 
 
Fig. 18 Modelo generador señales Fig. 19 GUI generador señales 
Fig. 20 Modelo selector + gráfica Fig. 21 GUI selector + gráfica 
Fig. 22 Placa Arduino aprendizaje 
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6.3 Arduino interactuando con el proceso real 
 
Pequeño código donde ya usaba la placa Arduino del proyecto conectada a la estación, se 
le enviaba una tensión fija preprogramada y se observaba por el monitor serie como 
variaba la señal del sensor. 
 
6.4 Lazo abierto 
 
Por el lado de Matlab se empezó a diseñar la GUI principal, con tan solo un objeto axes, 
el slider para los valores de tensión de la bomba, el botón de enviar valores, el botón de 
parar proceso y el de salir del programa.  
El código de Arduino consistía en recibir la cadena (serial.read) enviada por Matlab con la 
instrucción fprintf  y dividida entre 2 para adecuarse al rango de tensiones de Arduino, 
leer el sensor y mandar la tensión leída multiplicada por dos (serial.print) para que Matlab 
la leyera con fscanf y la dibujara en el axes. 
 
6.5 Filtrado de la señal 
 
6.5.1 Justificación 
 
Hasta este punto se ha considerado que el sensor de nivel era ideal y su señal no contenía 
ruido, pero se trataba de una simplificación. La señal real sí tiene ruido y se puede apreciar 
en el rizado que aparece en la gráfica 23, donde se visualiza la respuesta del sistema en 
régimen permanente a un escalón de 8 V aplicado a la bomba. La gráfica se ha obtenido 
utilizando la tarjeta de adquisición de datos PC LABCARD 1711L. 
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Fig. 23 Rizado de la señal 
La señal oscila a lo sumo entre 1.519 V y 1.529 V, es decir 0.01 V o menos. Una amplitud 
pequeña comparada con el orden de magnitud de 1 V que tiene la señal (1 % o menos). 
Con los datos en la mano cabe preguntarse si es necesario filtrar la señal, dado que el 
ruido es pequeño y el filtrado crea un retraso en la respuesta además de complicar el 
código a implementar. 
La salida del regulador es la tensión con la que se alimenta a la bomba para llegar al nivel 
deseado. Si la tensión leída por el sensor tiene ruido, entonces la señal de error también 
tendrá ruido. Y éste será amplificado por la constante proporcional del regulador, 
causando cambios bruscos en la alimentación de la bomba, que a su vez causarán una 
pérdida de prestaciones de la bomba y un acortamiento en su vida útil, de ahí la necesidad 
de filtrar la señal del sensor, teniendo en cuenta que el filtrado no debe causar un retraso 
excesivo, para evitar posibles inestabilidades. Si el usuario elige operar en lazo abierto se 
manda directamente la tensión elegida a la bomba y se lee el nivel. En cambio, si se opera 
en lazo cerrado entra en juego la realimentación, la comparación entre el nivel deseado y 
el leído. La diferencia entre ambos es el error con el que se alimenta a un regulador PID.  
Así pues, la señal del sensor será filtrada para evitar causar desperfectos a la bomba y por 
mantener un código lo más coherente posible también se filtrará aunque se opere a lazo 
abierto. 
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6.5.2 Elección del filtro 
 
Una de las técnicas más usadas para filtrar es la conocida como media móvil. Consiste en 
tener en cuenta las n últimas lecturas del sensor y obtener su media, usando esa media 
como valor de la señal filtrada. Estos son los tres tipos más usados: 
1. Media móvil simple o no ponderada 
 
Todas las lecturas tienen el mismo peso, esto es, las lecturas antiguas toman tanta 
importancia como las lecturas recientes, lo que hará que la señal filtrada 
evolucione más lentamente en comparación con la no filtrada. 
 
2. Media móvil ponderada con decaimiento proporcional 
 
Los pesos decaen porque se da más importancia a las lecturas recientes que a las 
antiguas, al contrario que en la media simple. Esta estrategia reduce el retraso 
entre la señal filtrada y la original. 
 
3. Media móvil ponderada con decaimiento exponencial 
 
En este caso, los pesos decaen más rápidamente que en el anterior. Una ventaja 
adicional es que por su naturaleza exponencial, la expresión que calcula el valor 
de la señal filtrada puede reducirse a una forma recursiva, donde sólo se necesita 
conocer dos valores de la señal: el actual y el anterior. 
 
En los casos 1 y 2, cuantas más lecturas se estén considerando (mayor sea n) mayor 
retraso se introduce, porque el número de lecturas antiguas será mayor.  
Existe una condición que deben cumplir los pesos y es que deben sumar 1. Esta condición 
es necesaria para que la ganancia del filtro sea 1 ya que no debe amplificar ni reducir la 
señal. Esta condición, por sí sola, no garantiza la estabilidad del filtro. 
Dado que el filtro a implementar es de primer orden, su función de transferencia es 
𝑦𝑓𝑖𝑙𝑡(𝑗𝜔)
𝑦(𝑗𝜔)
=  
1
𝜏𝑗𝜔+1
 , que si se pasa a discreto se puede expresar como 𝐹(𝑧) =  
𝑏·𝑧−1
1−𝑎·𝑧−1
 y 
desarrollando la ecuación queda la expresión recursiva del caso 3, media móvil ponderada 
exponencial: ?̅?𝑘 =  𝛼 · ?̅?𝑘−1 + (1 − 𝛼) · 𝑦𝑘−1 Esta expresión es conocida como expresión 
recursiva de Hunter y es equivalente a otra que facilita la computación, conocida como 
expresión recursiva de Roberts, que expresa el valor k-ésimo filtrado como función del 
valor k-ésimo sin filtrar y el valor filtrado anterior: ?̅?𝑘 = 𝛼 · 𝑦𝑘 +  (1 − 𝛼) · ?̅?𝑘−1  
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6.5.3 Diseño del filtro 
 
El primer paso es llevar a cabo un análisis de Fourier para determinar el espectro de 
frecuencias de la señal y decidir después cuales de esas frecuencias son consideradas 
ruido para eliminarlas con el filtro. Se aplica en este caso la transformada de Fourier 
discreta, ya que estamos muestreando la señal. 
Para llevar a cabo ese cálculo se procesan las muestras de la señal agrupadas en lo que se 
conoce como ventanas. Se trata de un grupo de coeficientes que multiplica a los valores 
de la función de tal modo que se minimizan las discontinuidades entre el final de una 
ventana y el inicio de la siguiente. Si la función fuese perfectamente periódica no haría 
falta enventanarla, aunque se dice que se le está aplicando una ventana rectangular, 
donde todos los coeficientes valen la unidad. En el resto de casos se puede elegir entre 
diversas ventanas, como la de Hanning, la de Hamming o la de Blackman, que por ser la 
que menor discontinuidad presenta es la que se va a usar en este caso. Su expresión es la 
siguiente, siendo n el número de muestras usado para enventanar: 
nk
n
k
n
k
kw
,...,1
1
4cos08.0
1
2cos5.042.0)(



























 
 
Así pues, los pasos a seguir son los siguientes: 
1. Extraer el valor medio de la señal de la que se quiere computar su espectro. En 
caso contrario, los armónicos de baja frecuencia tendrían mayor amplitud 
2. Calcular los coeficientes de la ventana de Blackman tan amplia como el nº de 
datos de los que consta la señal a analizar (solo zona de régimen permanente, en 
este caso de la muestra 3601 a 4200, es decir, 600 muestras y un tiempo de 
muestreo de 100 ms) 
3. Multiplicar cada punto de la señal una vez se le ha restado la media por su 
coeficiente, es decir, enventanar la señal 
4. Aplicar la transformada discreta de Fourier sobre la señal enventanada 
Es conveniente indicar que enventanar distorsiona la señal, pero es necesario para llevar 
a cabo el análisis de Fourier, ya que se quiere observar las amplitudes relativas entre los 
armónicos presentes.  
Aplicando estos pasos en un script de Matlab (ver anexo de filtrado de ruido) se logra el  
espectro de la figura 24, la línea roja está en los 0,07 Hz de ahí que se use como frecuencia 
de corte: 
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Fig. 24 Espectro de la señal 
Del gráfico se observa que todos los armónicos tienen una amplitud muy pequeña, del 
orden de 10-4 y que estos armónicos aparecen a los largo de todo el espectro. Este hecho 
induce a pensar que se trata de ruido blanco y por tanto no podrá ser filtrado por 
completo, en concreto las frecuencias más bajas seguirán presentes. Se propone una 
frecuencia de corte para el filtro pasa bajas de 0,07 Hz. 
En el anexo de filtrado de ruido se demuestra que la expresión del filtro queda finalmente 
reducido a una media móvil exponencial con estas constantes: 
)1()·957.01()1(·957.0)(  kykyky ff  
La expresión anterior es la que se usa en el código de arduino para filtrar la señal del 
sensor. Aparece en la pestaña filters en la función designedFilter.  
Finalmente, para comprobar el funcionamiento del filtro se comparan con el script del 
anexo los espectros de ambas señales en la figura 25: 
Será filtrado 
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Fig. 25 Comparación de espectros de frecuencia 
Se comparan también las gráficas en el dominio temporal donde se aprecia claramente la 
reducción del ruido en la figura 26: 
 
Fig. 26 Comparación de señales en dominio temporal 
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6.6 Lazo cerrado con PID discreto 
 
El siguiente paso en Matlab fue agregar el segundo slide para que el usuario elija la 
consigna de nivel y los radio buttons para que el usuario elija si quiere lazo abierto o 
cerrado además de añadir los edit texts para que el usuario elija las constantes Kp, Ki y 
Kd. Para el usuario estas constantes son de un PID continuo/analógico, pero dado que con 
el sensor estamos tomando muestras de la señal de nivel hay que pasarle los valores a 
Arduino como constantes de PID discreto. Kp no cambia, Ki hay que multiplicarla por el 
tiempo de muestro y Kd hay que dividirla por el tiempo de muestreo. 
En Arduino se introdujo el código que calcula la tensión que hay que enviar a la bomba 
para lograr alcanzar la consigna, lo que obligó a crear un vector donde se guardaran los 
errores. Se limita también la tensión que se envía a la bomba, no puede ser mayor que 
10V ni ser negativa, es decir, se implementó un integrador con anti windup. 
 
6.7 Auto tuning 
 
En la GUI de Matlab sólo hubo que añadir el checkbox para que el usuario indique si desea 
que Arduino calcule automáticamente las constantes Kp, Ki y Kd adecuadas. En ese caso 
se deshabilitan los edit texts, no tiene sentido que el usuario escriba ningún valor que no 
se usará. 
 
En Arduino hubo que implementar el método del relé puro, donde la bomba da todo (10V) 
o nada (0V) lo que hace que el sistema oscile. Se mide cuanto oscila y con qué periodo y 
con esos valores se calculan los valores de Kp, Ki y Kd de acuerdo con las tablas de Ziegler-
Nichols. Ver 9.4. 
 
6.8 Calibrado por software 
 
Esta GUI secundaria fue una de las causantes del retraso porque inicialmente no estaba 
previsto llevar a cabo estos cálculos. Se decidió implementarlo porque al comprobar que 
el lazo cerrado funcionaba correctamente no coincidía la consigna pedida con la altura 
real observada en el depósito. En la GUI principal hubo que añadir un botón para llamar 
a esta GUI. El sistema va enviando consignas desde 20 mm hasta 70 mm con intervalos de 
5 mm. En cada consigna de un tiempo de 250 segundos, suficiente para que el proceso 
haya llegado al régimen permanente. En ese momento hace la media de la señal del 
sensor en los últimos 50 segundos y la presenta por pantalla, pidiendo al usuario que 
anote el nivel real al que se ha llegado. Con esto se consigue una tabla con la que 
interpolar. Se modificó entonces la GUI principal para que cargara los datos del archivo 
de calibración de modo que cuando el usuario pide una consigna de nivel, con este archivo 
se calcula qué tensión de consigna pedirle al sensor. 
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No fue necesario modificar el código de Arduino para este apartado. 
 
6.9 Comportamiento de las gráficas de Matlab 
 
Se implementó el guardado de los datos mostrados por pantalla, indicando en el nombre 
del archivo de qué tipo de lazo se trata y la fecha en que fue guardado el archivo. Cada 
vez que se cambia de un lazo a otro se graban los datos automáticamente y se resetean 
las gráficas. El lazo no puede ser cambiado mientras la bomba esté funcionando, hay que 
parar el proceso previamente. También se graban los datos al cerrar el programa. Por 
supuesto, en cualquier momento, el usuario puede decir si parar el graficado en tiempo 
real de los datos con el checkbox Prin’t/Don’t print. 
No fue necesario modificar el código de Arduino para este apartado. 
 
6.10 Tratamiento de datos 
 
Como hay datos grabados en archivos se desarrolló otra GUI para el tratamiento de esos 
datos, con los que el usuario puede usar las opciones de zoom, data tips igual que en 
cualquier plot de Matlab. Adicionalmente, se añadió un botón para que el usuario pueda 
exportar el archivo de datos a un formato Excel por si lo necesitara en alguna práctica. 
No fue necesario modificar el código de Arduino para este apartado. 
 
6.11 Generalización a varias estaciones 
 
Por último se llevó a cabo el mayor cambio de todos. Se añadieron las pestañas para poder 
navegar entre estaciones y se tuvo que cambiar la estructura de variables para poder 
manejar la información adecuadamente. Estas pestañas sólo se pueden añadir 
programáticamente, GUIDE no da la opción. En vez de un solo edit box para informar del 
estado del proceso se añadió uno por estación y se reorganizaron todos los controles. Se 
añadió también el logo de la UPC y el nombre del autor. 
En arduino se modificaron todas las variables, las que eran escalares pasaron a ser 
vectoriales y las que eran vectoriales pasaron a ser matriciales. Arduino lee 
continuamente el nivel de todas las estaciones y compone una sola cadena texto para 
enviar a Matlab, que al recibir la información la guarda en las variables necesarias. 
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7 Presupuesto 
 
7.1 Presupuesto del material 
 
Para elaborar el presupuesto se considerarán sólo los materiales cuyo coste es 
directamente imputable al proyecto. Hay que tener en cuenta que el PC con pantalla táctil 
fue cedido por una empresa externa y que el ESAII ya disponía de placas Arduino, así como 
de los elementos estructurales y material eléctrico necesarios para el montaje final. 
Tampoco son imputables los sueldos del operario del Servei d’Obres i Manteniment ni del 
técnico de laboratorio.  
 
ITEM DESCRIPCIÓN UNIDADES PRECIO UNITARIO (€/u) PRECIO (€) 
1 
Carcasa de la marca GAINTA, 
modelo G733 de dimensiones 
260mmx180mmx105mm 1 13,91 13,91 
2 
Amplificador para bombas 
marca DF, modelo L298P 1 20,30 20,30 
3 Transporte y manipulación 1 7,90 7,90 
      Total sin IVA 42,11 
      IVA: 21% 8,84 
      TOTAL  MATERIAL 50,95 
 
7.2 Presupuesto de ingeniería 
 
Coste imputado en base a las horas necesitadas por el autor, considerando que no es un 
ingeniero titulado y que en las prácticas de convenio se paga el sueldo neto a una media 
de 8 €/h 
 
TIEMPO EMPLEADO 
(SEMANAS) 
FACTOR 1 
(DÍAS/SEMANA) 
FACTOR 2 
(HORAS/DÍA) PRECIO (€/h) COSTE (€) 
31 5 5 8 6200 
      TOTAL INGENIERÍA 6200 
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7.3 Presupuesto total 
 
PRESUPUESTO SUBTOTAL 
MATERIAL 50,95 
INGENIERÍA 6200 
TOTAL 6250,95 
 
El coste total del proyecto asciende a 6250,95 € 
 
8 Conclusiones 
 
8.1 Objetivos alcanzados 
 
En este proyecto se ha diseñado e implementado un sistema SCADA para controlar hasta 
cuatro estaciones en tiempo real con un coste material realmente bajo, tan sólo de 
50,95€. Se han cumplido todos y cada uno de los objetivos que se planteaban en la 
introducción, lo que representa una inmensa satisfacción para el autor, por los 
conocimientos experiencia adquiridos y para el director del proyecto por la utilidad 
educativa que representa. Pese a todo, durante el proyecto hubo que hacer frente a 
diversos problemas, que quedan especificados en el siguiente apartado. 
 
8.2 Resolución de problemas 
 
8.2.1 Relativos al PC táctil 
 
El primer problema fue que la empresa cedió el PC pero sin sistema operativo y sin 
documentación. Con una tarjeta de memoria de 8 GB. Al inspeccionar la placa base para 
ver qué CPU montaba se comprobó que apenas tenía 500 MB de RAM y un reloj de 500 
MHz. Así pues el sistema operativo más moderno que se podía buscar era Windows XP. 
Además de no tener un sistema operativo tampoco se recibieron los drivers que permiten 
que funcione la parte táctil de la pantalla. Al no tener documentación también hubo que 
buscar el fabricante de la pantalla. La empresa es AMT Touch Screen Solutions, radicada 
en Taiwan. Y el distribuidor que vende la pantalla montada en un PC y suministra los 
 26 
 
drivers es Advantech. Se pueden descargar desde su web buscando PenMount Windows 
Universal Driver V2.4.0.306. 
Al intentar instalar Matlab se comprobó que era necesario tener instaladas todas las 
versiones de las librerías .NET que Windows XP soporta, es decir: .NET 1.0, .NET 1.0 SP3, 
.NET 1.1, .NET 1.1 SP1, .NET 2.0 SP1, .NET 2.0 SP2, .NET 3.0, XPSEPSC (drivers para cola de 
impresión) como requisito antes de instalar .NET 3.0 SP1,  .NET 3.5 y .NET 3.5 SP1. 
Inicialmente se decidió no instalar la versión de Matlab de los laboratorios por ser un 
hardware tan precario. Se probó a instalar la versión 2009b y tras compilar la aplicación 
desarrollada y ejecutarla por primera se comprobó que no funcionaba, siempre daba el 
siguiente error: “Unknown Windows exception of type = c000001d was not caught” lo que 
llevó a la página preguntas y respuestas de mathworks donde se pudo comprobar que el 
motivo es la CPU del PC. Cualquier versión de Matlab posterior a la 2008a exije que el 
procesador sea capaz de ejecutar instrucciones de tipo SSE2 y el PC es suficientemente 
antiguo como para no cumplir esa especificación. 
 
8.2.2 Relativos al código de Matlab 
 
La versión final de la aplicación garantiza que se puede ejecutar en cualquier versión de 
Matlab desde la 2007a a la 2014a. Al desarrollarse el código con la versión más nueva 
había que ir probando que funcionara en la antigua. Así determinadas secciones hubo que 
modificarlas para que fuesen compatibles con cualquiera de las versiones ya especificadas 
de Matlab. Por ejemplo, la instrucción today devuelve una cadena de texto con la fecha 
actual pero no existía en las versiones antiguas. 
También se tuvo que alterar el código al comprobar que algunos valores de posición de 
los controles en la pantalla no eran adecuados en la pantalla táctil. 
Finalmente, algunas funciones existen en todas estas versiones de Matlab pero se 
comportan de manera distinta porque se han ido modificando. Esto, unido a la poca 
potencia de la CPU hizo por ejemplo que las instrucciones tic y toc para controlar el tiempo 
transcurrido fueran descartadas y se usó en su lugar la instrucción etime. 
 
8.3 Tiempo empleado 
 
Si se compara el tiempo que se ha necesitado con el que se planificó originalmente se 
puede comprobar que los retrasos vienen exclusivamente en la parte de la programación, 
que ya de por sí tenía planificada la mayor carga de trabajo. Por un lado, ha habido dos 
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tareas no previstas inicialmente y por el otro, todas las tareas de programación que se 
habían planificado han durado una semana más de lo previsto. 
 
8.4 Futuras líneas de mejora 
 
Actualmente, la interfaz de Matlab se cierra si detecta que no hay ningún puerto USB 
disponible para comunicarse con Arduino o si el usuario rechaza especificar alguno de los 
puertos detectados. Esto impide que el usuario pueda utilizar la interfaz de tratamiento 
de datos, que no necesita la conexión serie para funcionar. Una posible mejora del código 
sería que en las situaciones descritas anteriormente, en vez de cerrarse la aplicación se 
abriera con todos los botones deshabilitados excepto el botón de salir y el botón de llamar 
a la interfaz de tratamiento de datos. 
Además, ahora mismo sólo se controla el nivel de agua en el depósito, pero las estaciones 
cuentan también con un sensor de caudal. Se podría ampliar esta aplicación para que 
permitiera controlar también el caudal, con las opciones de controlar sólo nivel, controlar 
sólo caudal o un control de ambos sensores en cascada. 
En los dos depósitos de cada estación se están montando sensores de alarma para indicar 
cuando se alcanza un nivel mínimo en el depósito inferior (para evitar que entre aire en 
la bomba) o un nivel máximo en el depósito superior (para evitar que desborde). Estos 
sensores se están montando para ser controlados por un PLC, pero con un conmutador 
se podría entrar la señal de los sensores a Arduino y modificar la aplicación actual para 
que actúe de acuerdo a las alarmas. 
Pese a que el software permite controlar las 4 estaciones de la pared donde están situados 
el PC y el controlador, sólo se ha podido montar un amplificador para alimentar bombas, 
lo que permite controlar tan sólo dos bombas a la vez. Si en un futuro existiera 
Fig. 27 Tiempo empleado 
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comercialmente un hardware que permitiera dar tensión a más bombas se podría cambiar 
el amplificador sin modificar el software ni la caja donde va alojado todo el hardware. El 
límite máximo que permite el modelo de placa Arduino usado es de 6 estaciones, que es 
justo el número de estaciones de la pared opuesta, lo que complicaría aun más encontrar 
un amplificador para las 6 bombas. 
El PC táctil cumple bien con su función, pero está obsoleto. Hoy en día existen alternativas 
con precios asequibles, mayor potencia de cálculo y mejor gestión del aspecto táctil. 
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