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1. 1
1
1.1
1948 Shannon[Sha48]
Shannon Shannon
”
1950 Hamming
1
[Ham50] BCH
[BCH60] Reed-Solomon [RS60]
Shannon
Reed-Solomon
[CCSDS01] Shannon 3dB
( ) 2
(a)
(b)
1 BCH Reed-Solomon
BCH Reed-
Solomon
2
Shannon
1993 Berrou
Shannon 1dB
[BGT93]
[BGM97]
1. 2
Soft-In Soft-Output, SISO
10
MacKay [MN97] Gallager[Gal63]
(Low-Density Parity-Check, LDPC) Gallager
(belief propagation)
Richardson and Urbanke[RU01-1]
” ” ( ) (density
evolution) (Additive White Gaussian Noise,
AWGN)
→∞ 0 (Signal-to-Noise Ratio,
SNR) (threshold)
(water fall region) Richardson [RSU01]
( 1 )
(irregular) Luby
[LMSS01] LDPC
Chung [CFRU01] Shannon
0.045dB LDPC
1.2
LDPC
LDPC
Shannon
(BER) (FER)
BER/FER 1 LDPC
BER/FER
(adaptive coding)
1. 3
Signal to Noise Ratio (Eb/No)
Error Rate
uncoded
LDPC
threshold
error floor
e
coding gain 
at error rate e
1: LDPC (BER/FER)
(a)
(coding rate, (rate)
)
AMC(Addaptive Modulation and Coding)
(b)
(c)
(c)
HARQ Hybrid
Automatic Repeat reQuest
HARQ (TCP)
HARQ
3 W-CDMA
1. 4
[3GPP99] 3.9
3GPP LTE 100Mbps
IMT-Advanced 4 1Gbps
1/3
LDPC
LDPC
(Quasi-Cyclic, QC) LDPC (finite geometry)
LDPC QC
[KLF01, Kam04, CXDL04]
QC-LDPC
(base matrix)
2 LAN(Local Area Network)
IEEE802.11n[11n06] MAN(Metropolitan Area Network)
IEEE802.16e[16e06] LDPC QC (
WiFi mobile WiMAX LDPC
)
LDPC girth
[HEA01, TJVW04]
LDPC
1Gbps
1. 5
1 0 1 1 0 
1 1 0 1 1
1 1 1 0 1
Base Matrix
Parity-Check Matrix
z
・threshold
・error floor
・encoding
・decoding ・error floor
・encoding
cyclic component
zero-matrix
2: QC-LDPC
1.3
QC-LDPC HARQ
LDPC /
2 Shannon LDPC
3 QC-LDPC
1
multi-edge type
Repeat-Accumulate
(RA)
QC-LDPC
multi-stage
(lengthening)
4 QC-LDPC
3
1. 6
(3, k)-regular QC-LDPC 4, 6
girth
QC-LDPC
(3, k)-regular QC-LDPC 4, 6
girth 3
girth
IEEE802.16e LDPC 3GPP LTE
5 QC-LDPC HARQ
mother code Incremental Redundancy HARQ(IR-HARQ)
mother code
SNR
QC-LDPC
HARQ HARQ
IR-HARQ
6 LDPC /
LDPC
normalized
min-sum (discretized density evolution)
LDPC /
(Viterbi )
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2 LDPC
2.1
LDPC
2.2 Shannon
BPSK -AWGN
2.3 LDPC
Gallager[Gal63] sum-product
normalized min-sum
normalized min-sum
2.4 (tree)
Chung [CFRU01] Gauss AWGN
sum-product Normalized min-
sum 6.3
2.2 Shannon
X Y
P (Y |X) X,Y I(X;Y )
I(X;Y ) =
∑
m,n
p(X = xm, Y = yn) log
p(X = xm, Y = yn)
p(X = xm)p(Y = yn)
=
∑
m,n
p(X = xm, Y = yn) log
p(Y = yn|X = xm)
p(Y = yn)
. (1)
∑
m,n X, Y {xm}, {yn} Y
X
X Y I(X;Y ) = 0 I(X;Y )
X H(X) I(X;Y ) X p(X)
0
C = maxp(X)I(X;Y ). (2)
{xm} = {yn} = {0, 1} p(Y = 0|X = 0) = p(Y = 1|X = 1) = 1 − p, p(Y = 0|X =
1) = (Y = 1|X = 0) = p p 2 (Binary
Symetric Channel, BSC) p(X = 0) = p(X = 1) = 1/2
2. LDPC 8
C = 1 + p log2 p+ (1− p) log2(1− p) = 1− h(p), (3)
h h(p) = −p log2 p− (1− p) log2(1− p)
Y (1)
1 ’0’ +1,
’1’ -1 BPSK Gauss
Gauss (AWGN) :
p(Y |X = 0) = 1√
2pi 2
exp(−|Y − 1|
2
2σ2
). (4)
p(Y |X = 1) = 1√
2pi 2
exp(−|Y + 1|
2
2σ2
). (5)
Y σ2
I(X;Y ) p(X = 0) = p(X = 1) = 1/2 σ2(SNR)
C = maxp(X=0)I(X;Y )
=
1√
2piσ2
∫ ∞
−∞
(exp(−(y − 1)
2
2σ2
) log
exp(− (y−1)2
2σ2
)
1
2(exp(− (y−1)
2
2σ2
) + exp(− (y+1)2
2σ2
))
+ exp(−(y + 1)
2
2σ2
) log
exp(− (y−1)2
2σ2
)
1
2(exp(− (y−1)
2
2σ2
) + exp(− (y+1)2
2σ2
))
)dy (6)
Shannon 0
σ2 N0/2 = σ2
Signal to Noise Ratio(SNR) Es/N0
1 Eb/N0 = (Es/r)/N0
( dB) 3 AWGN,
BPSK Shannon 0.5
Eb/N0 = 0.1dB 0 SNR
2.3 LDPC
n C m × n(m ≤ n)
H :
C = {c = (c0, · · · , cn−1) ∈ GF (2)n : Hct = 0}. (7)
GF (2) 2 , ct c C k(≥ n−m)
HGt = 0 rank k k × n G (k ≤ n −m) G
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






    	 
  
rate
Required
Eb/N0(dB)
3: BPSK-AWGN Shannon
C G
C = {vG : v ∈ GF (2)k}. (8)
LDPC H H G
H H 1
H 2
C LDPC
4
1 1 1 1 0 0 0 0  
0 0 0 1 1 1 0 0  
0 0 0 0 0 1 1 0 
1 0 0 0 0 0 1 1
H = 
Parity-Check Matrix Tanner Graph
4:
H ( ) 1 ( ) j,
k LDPC (j, k)-regular LDPC Regular LDPC
irregular LDPC
2.3.1 Sum-Product
Gallager[Gal63]
2. LDPC 10
ci ri ci = b Pb(ri) :=
P (ci = b|ri) (b = 0, 1) ci
P (ri|ci = b) P0(ri) + P1(ri) = 1
H (i, j) 1 i j
τi,j τi,j j Pb(τi,j) = P (ci = b|τi,j)
(b = 0, 1) (P0(τi,u) + P1(τi,u) = 1) j
i λj,i λj,i i
Pb(λj,i) = P (ci = b|λj,i) (b = 0, 1)
H i 1 M(i) (|M(i)| =
i di) H (j, i) 1 sum-product
M(i) j Pb(τi,j)
P0(τi,j)
P1(τi,j)
=
P0(ri)
P1(ri)
∏
u∈M(i)\j
P0(λu,i)
P1(λu,i)
. (9)
j 1 N(j) (N(j) = j dj)
Sum-product λj,i
1− 2P0(λj,i)
1− 2P1(λj,i) =
∏
t∈N(j)\i
1− 2P0(τt,j)
1− 2P1(τt,j) . (10)
1 t P0(τj,t) = P1(τj,t) = 1/2
P0(λj,i) = P1(λj,i) = 1/2
LDPC sum-product (9) (10) H
1 P0(λj,i) =
P1(λj,i) = 1/2 (11) ci 0, 1
P (ci = 0)
P (ci = 1)
=
P0(ri)
P1(ri)
∏
u∈M(i)
P0(λi,u)
P1(λi,u)
. (11)
(9) Pb(τi,j) Pb(λj,i)
(10) Pb(λj,i) Pb(τi,j)
(9) (10)
2.1 [Gal63] sum-product
C = (c0, c1, · · · , cn−1)
Y i arg maxb∈{0,1}P (ci = b|Y )
girth girth g
sum-product bg/4c
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g = ∞ g = 4
1 sum-product
LDPC g > 4
girth
Gallager[Gal63] J , K
(J,K)-regular code n
n > ((J − 1)(K − 1))g/2JK − J −K
2K
, (12)
girth g
4 g > 16
1/2 (3, 6)-regular code (12) n > 108
n < 104 LDPC
sum-product 10
sum-prodcut
Richardson and Urbanke[RU01-1] regular LDPC
[concentration] n→∞
[tree case ]
girth
BPSK-AWGN sum-product (9)(10)
zi (log-likelihoof ratio,
LLR) log P0(ri)P1(ri) Ri 1 −1, 2σ2 Gauss
1, σ2 ri zi :
zi =
2
σ2
ri. (13)
λj,t τi,u
xi,j = log
P0(τi,j)
P1(τi,j)
. (14)
yj,i = log
P0(λj,i)
P1(λj,i)
. (15)
(9) (16)
xi,j = zi +
∑
u∈M(i)\j
yi,u. (16)
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(9) (17)(18)
|yj,i| = 2 tanh−1(
∏
t∈N(j)\i
tanh(|xj,t|/2)). (17)
sgn(yj,i) =
∏
t∈N(j)\i
sgn(xj,t). (18)
sgn(x)
sgn(x) =
 +1, if x ≥ 0,−1, if x < 0. (19)
x (+ bit 0, − bit 1)
2.3.2 Normalized Min-Sum
(17) 0 < tanh(x) < 1∏
t
tanh(|xj,t|) ∼ mint tanh(|xj,t|) (20)
(17) :
|yj,i| = min
t∈N(j)\i
|xj,t|. (21)
sgn(yj,i) =
∏
t∈N(j)\i
sgn(xj,t). (22)
Min-sum sum-product (21)
(22) Min-sum sum-product (21)
xj,l σ
2
σ2
(21)
|xj,0|, · · · , |xj,dj−1| 2
Sum-product min-sum (22)
(20) min-sum
[CF02] min-sum sum-product
(21) (normalized) min-sum
:
|yj,i| = α min
t∈N(j)\i
|xj,t|. (23)
α 1 Normlized min-sum min-sum
α
SNR 0.8 α
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3/4 = 1− 1/4 13/16 = 1− 1/8− 1/16
irregular LDPC α
1, 2
α = 1 [Mar07]
1, 2 α = 1,
α = 13/16 3/4
2.4
LDPC sum-product min-sum
tree xi,j ,
yj,i
(density evolution)
[Gal63, RU01-1]
0
SNR (threshold) AWGN
all 0
Chung [CFRU01] sum-product xi,j yj,i Gauss
Gauss m σ2
” ”
σ2 = 2m. (24)
(13) zi mj,i
mj,i SNR
l yj,i m
(l)
j,i Chung
[CFRU01] BPSK-AWGN
m
(l)
j,i = ψ
−1(1−
∏
t∈Nj\i
(1− ψ(m0 +
∑
u∈M(t)\j
m
(l)
t,u))). (25)
m0 zi 2/σ2
ψ(x) =
 1−
1√
4pix
∫∞
−∞ tanh(u/2) exp(− (u−x)
2
4x )du, if x > 0,
0, if x ≤ 0.
(26)
Chung[CFRU01] ψ(x)
ψ(x) ∼ exp(−0.4527x0.84 + 0.0218).
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1: [RSU01] 1/2 irregular LDPC ( )
dM 4 6 8 10 12
η2 0.38354 0.33241 0.30013 0.25105 0.24426
η3 0.04237 0.24632 0.28395 0.30398 0.25907
η4 0.57409 0.11014 0.00104 0.01054
η5 0.05510
η6 0.31112
η8 0.41592 0.01455
η10 0.43853 0.01275
η12 0.40373
ρ5 0.24128
ρ6 0.75877 0.76611 0.22919
ρ7 0.23389 0.77081 0.63676 0.25475
ρ8 0.36324 0.73438
ρ9 0.01087
(Eb/N0(dB)) 0.8085 0.6266 0.4483 0.3927 0.3727
regular LDPC tree
y
(l)
j,i m
(l) dv, dr
regular LDPC (25) :
m(l) = ψ−1(1− (1− ψ(m0 + (dv − 1)m(l−1)))dr−1). (27)
Richardson [RSU01] irregular LDPC
i ηi, j ρj
m(l) = ψ−1(1−
∑
j
ρj(1− ψ(m0 +
∑
i
ηi(i− 1)m(l−1)))j−1). (28)
[RSU01] irregular LDPC 1 1/2
Shannon 0.18dB dM = 12 → ∞ Shannon
0.2dB Chung [CFRU01]
dM = 8000 Shannon 0.0045dB
[RSU01]
(a) 2, 3, dM
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(b) (a) η2 ”stable condition” [RSU01] ( 2
)
(c) ρj , ρj+1
1 Richardson and
Urbanke[RU04] “multi-edge type”
(3.2 )
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3 QC-LDPC
3.1
QC-LDPC
3.2
[ 02-2]
Richardson and Urbanke[RU04] Kasai[KSS03] multi-edge type detailed
degree distribution
Richardson multi-edge type
1
Thorpe [Tho03] “protograph”
Divsalar Accumulate-Repeat-Accumulate (ARA) code[AYD04]
protograph protograph
[DJDT05]
3.3 QC-LDPC
Tanner[TSSFC04] Repeat-
Accumulate (RA) QC-LDPC
[ 05]
MacKay and Davey[MD99] regular QC-LDPC
irregular QC-LDPC [Kam04] 3.4
[ 05]
3.5 multi-stage
QC-LDPC multi-stage
3.6 multi-edge type multi-
stage
3.2 , Protograph, Muti-Edge Type
H
H =

A0,0 A0,1 · · · A0,K−1
A1,0 A1,1 · · · A1,K−1
· · · · · ·
AJ−1,0 AJ−1,1 · · · AJ−1,K−1
 . (29)
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Aj,k z × z Aj,k 1
1 Aj,k wj,k wj,k = 0 Aj,k z× z
wj,k = 1 Kz , (K − J)/K
(design rate) z
H wj,k
regular LDPC Gallager[Gal63] wj,k = 1 regular LDPC
girth
wj,k = 1
3.1 [Gal63, Fan00] (29) wj0,k0 = · · · = wjd−1,kd−1 = 1 (j0, k0), · · · , (jd−1, kd−1)
A
A =
d−1∏
p=0
Ajp,kpA
−1
jp+1,kp
. (30)
jp 6= jp+1, kp 6= kp+1, jd = j0. (31)
(j0, k0) → (j1, k0) → (j1, k1) → · · · → (jd, kd−1) =
(j0, kd−1) → (j0, k0) 2d A 1 1
H Aj,k wj,k J×K H C
2
wj,k Thorpe [Tho03]
protograph 5 protograph
HB = 
1  2  0   1
2  1  1   1
1  1  3   1
5: protograph
LDPC
1
Sum-product l (25)
Aj,k λ
(l)
j,k {λ(l)j,k}
{λ(l−1)j,k } rk Aj,k
λ
(l)
j,k = ψ
−1(1− (1− ψ(rk + (wj,k − 1)λ(l−1)j,k +
∑
u6=j
wu,kλ
(l−1)
u,k ))
wj,k−1
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·
∏
t 6=k
(1− ψ(rt + (wj,t − 1)λ(l−1)j,t +
∑
u6=j
wu,tλ
(l−1)
u,t ))
wj,t). (32)
Irregular LDPC (28) (32)
2
[ 02-2]
HB1 =

1 1 0 0 1 1 1 1 0 0
1 1 0 1 0 1 1 0 1 0
1 1 1 0 1 0 0 1 0 1
1 1 1 1 0 1 0 0 1 0
1 1 1 1 1 0 0 0 0 1
 , HB2 =

1 1 0 0 0 0 1 1 1 1
1 1 0 1 1 1 1 0 0 0
1 1 1 0 1 1 0 1 0 0
1 1 1 1 0 1 0 0 1 0
1 1 1 1 1 0 0 0 0 1

HB1, HB2 2, 3, 5 2/5, 2/5, 1/5, 6
(32) (Gauss )
HB1 0.896, HB2 0.898 H2
(32) Richardson and Urbanke[RU04]
LDPC multi-edge type
Richardson and Urnbake[RU04] multi-edge type
1
Divsalar ARA(Accumulate-Repeat-Accumulate) code
[AYD04, DDJ05]
6 1/2 AR3A code [AYD04] Accumulator 1/(1 +D)
2 accumulator precoder ”puncture X0”
”puncture 0X” 2 : 1 pi
3 (repetition) 7 6 ARA
code protograph 1/2
HB =

1 1 2 0 0
1 0 2 1 1
2 0 1 1 1
 .
HB 3
7 3
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D
Puncture X0
Puncture 0X






M
U
X
D
Puncture 00X
6: 1/3 AR3A code
1/2
2/3
input
input



parity (punctured) parity
7: AR3A code protograph
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3.3
3.3.1 QC-LDPC
(29)
H =

A0,0 A0,1 · · · A0,K−1
A1,0 A1,1 · · · A1,K−1
· · · · · ·
AJ−1,0 AJ−1,1 · · · AJ−1,K−1
 . (33)
Aj,k ( ) (Quasi-Cyclic, QC)LDPC
Aj,k wj,k wj,k = 1
z a I
(a)
z
I
(0)
z I
(1)
5
I
(1)
5 =

0 1 0 0 0
0 0 1 0 0
0 0 0 1 0
0 0 0 0 1
1 0 0 0 0
 .
3.2 QC-LDPC
3.2 Aj,k z × z (33) c = (c0, c1, · · · , cK−1), ci =
(ci,0, ci,1, · · · , ci,z−1) c(p) = (c(p)0 , c(p)1 , · · · , c(p)K−1), c(p)i = (ci,p, ci,(p+1)mod z,
· · · , ci,(z−1+p)mod z)
QC-LDPC
(4.4 )
QC-LDPC 3.1 Aj,k
3.3 [Fos04] 3.1 (31) wj0,i0 = · · · = wjd−1,id−1 = 1
Ajp,ip = I
(ajp)
z
d−1∑
p=0
(ajp,ip − ajp+1,ip) = 0 mod z, jp 6= jp+1, ip 6= ip+1, jd = j0, (34)
(j0, i0) → (j1, i0) → (j1, i1) → · · · → (jd, id−1) =
(j0, id−1)→ (j0, i0) 2d z
3.1 A Aj,k
A
(j0, i0) → (j1, i0) → (j1, i1) → · · · → (jd, id−1) = (j0, id−1) → (j0, i0)
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(j0, i0) QC-LDPC girth
QC-LDPC
(a) Aj,k wj,k H HB
S HB 0 z − 1 S H
(b) LDPC
QC
(c) z
(d)
(b)(c) 3.3.3 6.4
(z ) (d) QC-LDPC
[LCZLF06]
(z )
3.3.2
QC-LDPC
LDPC [DVB04, 16e06, CCSDS07]
QC-LDPC [Fan00, CXDL04, Kam04]
3.3.2
Richardson and Urbanke[RU01-2] LDPC
T
:
H =
 A C T
B D E
 . (35)
(35) (35)
 A
B

u
 C
D
  T
E
 p1, p2
p1, p2
(a) y = (B + ET−1A)ut.
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(b) pt1 = (D +ET
−1C)−1y.
(c) pt2 = T
−1(Aut + Cpt1).
’t’
(b) H (D +ET−1C)
T T T−1
(b)
(b)
|D| gap [RU01-2] n O(n+C|D|2)(C
) (3, 6)-regular code |D| ∼ 0.06n
[RU01-2] |D| > 1
|D| = 0
Regular QC-LDPC code |D| = 0 (2, k)-regular
(Tanner[TSSFC04] )
3.4
HRA =
 I(a0,0)z I(a0,1)z
I
(a1,0)
z I
(a1,1)
z
 (36)
gcd(a0,0 − a1,0 + a1,1 − a0,1, z) = 1 (37)
Hp girth 4z, rank (2z − 1) KerHp all 1
( ) Hp Hp 4
4g cycle 3.3
g · (a0,0 − a1,0 + a1,1 − a0,1) ≡ 0 mod z,
(37) g ≡ 0 mod z
g(> 0) z Hp
girth 4z 4z cycle HP
Repeat-Accumulate (RA)
1 0 0 · · · 0 0 1
1 1 0 · · · 0 0 0
0 1 1 · · · 0 0 0
· · · · · · · · ·
0 0 0 · · · 1 1 0
0 0 0 · · · 0 1 1

. (38)
rank 2z − 1(”full rank −1”) 2( )
all 1 0 kernel
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|D| = 0 HB
J ×K
HB =

w0,0 w0,1 · · · 1 0 · · · 0 0 0
w1,0 w1,1 · · · w1,K−J 1 · · · 0 0 0
· · · · · · · · · · 0 0 0
wJ−3,0 wJ−3,1 · · · wJ−3,K−J wJ−3,K−J+1 · · · 1 0 0
wJ−2,0 wJ−2,1 · · · wJ−2,K−J wJ−2,K−J+1 · · · wJ−2,K−3 1 1
wJ−1,0 wJ−1,1 · · · wJ−1,K−J wJ−1,K−J+1 · · · wJ−1,K−3 1 1

.
(39)
(39) (K − J) J
HB (J − 3) × (J − 3) w0,K−J = w1,K−J+1 =
· · · = wJ−3,K−3 = 1 H = (Aj,k)(Aj,k
z)
:
A0,K−J = A1,K−J+1 = · · · = AJ−3,K−3 = I(0)z .
K − 2 K − 1 2 0
wJ−2,K−2 = wJ−1,K−2 = wJ−1,K−1 = wJ−2,K−1 = 1
Hp =
 I(aJ−2,K−2)z I(aJ−2,K−1)z
I
(aJ−1,K−2)
z I
(aJ−1,K−1)
z
 (40)
3.4 aj,k HB 2
(A) :
(A) wJ−2,k + wJ−1,k (k = 0, · · · ,K − 1)
H = (Aj,k)
u0, u1, · · · , uK−J−1,
p0, p1, · · · , pJ−1
pt0 =
K−J−1∑
k=0
A0,ku
t
k. (41)
ptj =
K−J−1∑
k=0
Aj,ku
t
k +
j−1∑
k=0
Aj,K−J+kptk, for j = 1, · · · , J − 3. (42)
st1 :=
K−J−1∑
k=0
AJ−2,kutk +
J−3∑
k=0
AJ−2,K−J+kptk. (43)
st2 :=
K−J−1∑
k=0
AJ−1,kutk +
J−3∑
k=0
AJ−1,K−J+kptk. (44)
(pJ−2, pJ−1)t = H−1p (s1, s2)
t. (45)
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Aj,k
(41)-(44) Kz
(A) 2z (s1, s2)
3.4 Hp(pJ−2, pJ−1)t = (s1, s2)t (45)
H−1p (38)
3.4 rank(Hp)= 2z − 1 PJ−2, PJ−1 1 bit
design rate (K − J)/K
(39) QC-LDPC (41)-(45)
Kz p0, · · · , pJ−1
3.3.3
LDPC 8
Memory of 
Messages
Memory of 
Received Values Column Processors
Row Processors
iteration
8: LDPC
(29) H j, k wj,k = 1 or 0
wj,k = 1 Aj,k = I
(aj,k)
z l ej,k,l (0 ≤ l < z)
ej,k,l xj,k,l, yj,k,l
ej,k,l rk,l
j d(j) wj,k = 1 k k0, · · · , kd(j)−1
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1 iteration j = 0 J − 1 (a)(b)
:
(a) ( ) 0 ≤ i < d(j), 0 ≤ l < z
yki,l = rki,l +
∑
j′ 6=j
xj′,ki,l (46)
(b) 0 ≤ i < d(j), 0 ≤ l < z
x
j,ki,(aj,ki+l) mod z
= F (y
k0,(aj,k0+l) mod z, · · · , yki−1,(aj,ki−1+l) mod z,
y
ki+1,(aj,ki+1+l) mod z
, · · · , y
kd(j)−1,(aj,kd(j)−1+l) mod z
). (47)
F Aj,k = I
(aj,k)
z
1/2
6.2
Yki,l = rki,l +
∑
j′
xj′,ki,l (48)
(46)
yki,l = Yki,l − xj,ki,l (49)
(47) xj,ki,l Yki,l
Yki,l = yki,l + xj,ki,l (50)
9 H
”Memory Yk” (48) (Yk,0, · · · , Yk,z−1)
”Memory x” xj,k,l “Column Proc(−)’s” (49)
“Column Proc(+)’s” (50) ”cyclic
shift Aj,k” Aj,k ”cyclic shift A−1j,k” A
−1
j,k
Irregular LDPC ki
9 (b) F K wj,k = 0
rj
“Memory Yi” ”cyclic shift Ai,k”
[Hoc03]
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Memory YK-1
Memory Y1
Memory Y0
Column
Proc(-1) ‘s
Memory x
Row
Processors
Column
Proc(+) ’s
cyclic
shift
Aj,0
cyclic
shift
Aj,0-1









cyclic
shift
Aj,K-1
cyclic
shift
Aj,K-1-1
9:
1 k, k′ Yk,l Yk′,l
collision
6× 12 RA HB1 HB2 HB1
8 HB2 3 (k = 2, 3, 4, 5) 2× 2
6
HB1 =

11 1101 100001
11 1010 110000
11 0100 011000
11 1001 001100
11 0011 000110
11 0110 000011
 . HB2 =

11 0101 100001
11 1010 110000
11 0110 011000
11 1001 001100
11 0110 000110
11 1001 000011
 .
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3.5 multi-stage Kronecker [Oka03, 02-1]
3.4 QC-LDPC
QC-LDPC z
M = (mi,j)0≤i<n,0≤j<n M
∆(M) :
∆(M) :=
∑
σ∈Sn
m0,σ(0)m1,σ(1) · · ·mn−1,σ(n−1). (51)
Sn {0, 1, · · · , n − 1} mi,j 1
∆(M) = n!
HB = (wj,k)0≤j<J,0≤k<K sub matrix all 0
sub matrix active pattern HB
QC-LDPC HB n× (n+1) active pattern
3.5 [MD99, Kam04] HB n× (n+ 1) active pattern
M =

wj0,k0 · · · wj0,kn
· · · · · · · · ·
wjn−1,k0 · · · wjn−1,kn

M i (wj0,ki , · · · ,mjn−1,ki)t n × n sub matrix Mi
HB QC-LDPC (52) ∆˜(M)
:
∆˜(M) :=
n∑
i=0
∆(Mi). (52)
3.1 j, k wj,k = 1 HB QC-LDPC
(J + 1)!
( ) HB QC-LDPC H
c = (c0, c1, · · · , cK−1) ∈ (GF (2)z)K , ck = (ck,0, ck,1, · · · , ck,z−1) ∈ GF (2)K
R := GF (2)[x]/(xz) ck
∑z−1
i=0 ck,ix
i, I(l)z xl
Hct = 0 R Hct = 0
c R
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M H HM
HM =

Aj0,k0 · · · Aj0,kn
Aj1,k0 · · · Aj1,kn
· · · · · · · · ·
Ajn−1,k0 · · · Ajn−1,kn
 .
Mi n×n HMi Ajt,ku R
ft,u HMi fi (R ) f = (f0, · · · , fn)
HMf
t j
fj,0f0 + fj,1f1 + · · · fj,nfn = det

fj,0 fj,1 · · · fj,n
f0,0 f0,1 · · · f0,n
f1,0 f1,1 · · · f1,n
· · · · · · · · · · · ·
fj,0 fj,1 · · · fj,n
· · · · · · · · · · · ·
fn−1,0 fn−1,1 · · · fn−1,n

= 0
f H f (52) (52)
3.5
(i) 3.5 active pattern 2 stopping set
(ii) ∆˜(M) active pattern
active pattern(n < 15 ) ∆˜(M) 3.5
(iii) 3.2 QC-LDPC c = (c0, · · · , cK−1) ∈ (GF (2)z)K
ck z
H ∆˜(M) d(H) ∆˜(M) = d active pattern M
nd 3.5 (FER) Q−function
:∑
d≥d(H)
ndzQ((2dEs/N0)1/2). (53)
3.5 (53)
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6× 12 2
HB =

11 0101 100001
11 1010 110000
11 0110 011000
11 1001 001100
11 0110 000110
11 1001 000011
 . HC =

11 0101 110000
11 1010 110000
11 0110 001100
11 1001 001100
11 1010 000011
11 0101 000011
 .
HB HC 6, 3, 2, 6 0.905 (Gauss )
6 3.5 ∆˜(M)
20, 24 10 10 30
z HC
11 z = 500( 6000)
11 10 (53)
(53)
0
5
10
15
20
25
30
15 20 25 30
H_B
H_C
# A
Δ(A)~
10: HB HC Prop.3.5
Divsalar 3.2 ARA code 2 node
ARnJA (Accumulate Repeat Jagged Accumulate)
code [DJDT05] ARnJA n n 1/2
12 AR4JA code protograph AR4JA code
12
( ) [Div06] ARA code
12 ARJA code
1/2 0.015
[Div06] (3, 6)-regular LDPC 0.023
1/2 ARJA code Eb/N0 = 0.628dB (3, 6)-regular
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1.E-06
1.E-05
1.E-04
1.E-03
1.E-02
1.E-01
1 1.2 1.4 1.6 1.8 2
H_B
H_C
bound for H_B
bound for H_C
Eb/No (dB)
BLER
11: HB and HC FER
LDPC 1.1dB ARJA code (3, 6)-regular code
ARA code
gap |D| ARA code 0
[Per07] ARJA code
1/2
2/3
input
input



parity (punctured) parity
12: AR4JA code protograph
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3.5 Multi-Stage
QC-LDPC
multi-stage [ADDT04] (3.4 )
(39) HB
( 3)
HB =

1 · · · 1 1 0 0
1 · · · 1 1 1 1
1 · · · 1 1 1 1
 . (54)
HB 3 0, 1, 2 index HB
( ) 0, 1, 2, · · · , index
Multi-stage (54) L
HB,L =

I
(a0,k)
L · · · I(a0,2)L I(a0,1)L I(a0,0)L 0L 0L
I
(a1,k)
L · · · I(a1,2)L I(a1,1)L I(a1,0)L I(b1,1)L I(b1,2)L
I
(a2,k)
L · · · I(a2,2)L I(a2,1)L I(a2,0)L I(b2,1)L I(b2,2)L
 . (55)
(0 ≤ aj,i < L, 0 ≤ bj,i < L) HB,L
HB,L ’1’ z × z ’0’
z× z Lz×Lz Multi-stage
HB,L HB L 3.3.3
kL L
HB,L 2 2
3.3.2 (55) 2 ( 2L× 2L)
HRA =
 I(b1,1)L I(b1,2)L
I
(b2,1)
L I
(b2,2)
L
 (56)
rank (2Lz − 1) (45)
(56) rank (2L− 1)(girth 4L)
3.4
b1,2 = b2,1 = b2,2 = 0, b1,1 = 1, (57)
3.6 (56) HRA (57) HRA
4L ’1’ 1 I(1)z , (4L− 1)
I
(0)
z H˜RA H˜RA girth 4Lz
rank (2Lz − 1)
3. QC-LDPC 32
( ) H˜RA cycle (56) cycle
girth 4L cycle
H˜RA cycle mod z 1
H˜RA girth 4Lz 3.4
cycle 2 rank 2Lz − 1
3.6 I(b2,1)L (b2,1 = 0) I
(1)
z H˜RA
:
H˜RA =

0z I
(0)
z 0z · · · 0z 0z I(0)z 0z 0z · · · 0z 0z
0z 0z I
(0)
z · · · 0z 0z 0z I(0)z 0z · · · 0z 0z
· · · · · · · · · · · · · · ··
0z 0z 0z · · · 0z I(0)z 0z 0z 0z · · · I(0)z 0z
I
(0)
z 0z 0z · · · 0z 0z 0z 0z 0z · · · 0z I(0)z
I
(1)
z 0z · · · 0z 0z 0z I(0)z 0z 0z · · · 0z 0z
0z I
(0)
z · · · 0z 0z 0z 0z I(0)z 0z · · · 0z 0z
· · · · · · · · · · · · · · ··
0z 0z 0z · · · I(0)z 0z 0z 0z 0z · · · I(0)z 0z
0z 0z 0z · · · 0z I(0)z 0z 0z 0z · · · 0z I(0)z

. (58)
HB 3.5 4 12
Multi-stage
3.7 HB,L (56) HRA (57) RA
k > 0 HB,L QC LDPC (4+8L)
( ) HRA ∆(HRA) = 2
HRA 1 2
k > 0 HB,L 13 HRA
(2L+ 1)× (2L+ 2) active pattern M :
3.5 M i (0 ≤ i < 2L+2) (2L+1)× (2L+1) Mi
∆(HRA) i = 0, 1( 3 ) ∆(Mi) = 2,
i ∆(Mi) = 4 ∆˜(M) = 4 + 8L
3.5 HB,L QC-LDPC
HB,L QC-LDPC L = 2, 3, 4
20, 28, 36 L multi-stage
aj,k active
pattern
HB,L zL × zL (a0,0 = · · · = a0,k−1 = 0)
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HRA
1
1
1
1
1  1 0             0
2L
2L2L+1
2L+2
13: HRA active pattern M
(54)
Hk(x, y) =
 I
(0)
L I
(0)
L · · · I(0)L I(0)L I(0)L 0L 0L
I
(x)
L I
(a1,k−1)
L · · · I(a1,2)L I(a1,1)L I(a1,0)L I(1)L I(0)L
I
(y)
L I
(a2,k−1)
L · · · I(a2,2)L I(a2,1)L I(a2,0)L I(0)L I(0)L
 . (59)
0L L×L (a1,0, a2,0), · · ·, (a1,k−1, a2,k−1)
(a1,k, a2,k)
(1) 0 ≤ x, y < L Hk(x, y) active patten ∆˜
(2) (1) ∆˜ (x, y) E
(3) E (x∗, y∗) a1,k = x∗, a2,k = y∗
L = 2, 3, 4 (Hk(ak, bk) active
pattern ∆˜ ) 2 L 2/3(k = 6)
3.7 (aj,k)
2:
k 3 6 9
1/2 2/3 3/4
L = 2 20 20 18
L = 3 28 28 26
L = 4 36 36 34
L = 3, 4 HB,3, HB,4
HB,3 =
 I
(0)
3 I
(0)
3 I
(0)
3 I
(0)
3 I
(0)
3 I
(0)
3 I
(0)
3 I
(0)
3 I
(0)
3 I
(0)
3 03 03
I
(1)
3 I
(2)
3 I
(2)
3 I
(1)
3 I
(0)
3 I
(2)
3 I
(0)
3 I
(0)
3 I
(1)
3 I
(1)
3 I
(1)
3 I
(0)
3
I
(0)
3 I
(0)
3 I
(0)
3 I
(2)
3 I
(1)
3 I
(0)
3 I
(2)
3 I
(2)
3 I
(1)
3 I
(1)
3 I
(0)
3 I
(0)
3
 . (60)
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HB,4 =
 I
(0)
4 I
(0)
4 I
(0)
4 I
(0)
4 I
(0)
4 I
(0)
4 I
(0)
4 I
(0)
4 I
(0)
4 I
(0)
4 04 04
I
(0)
4 I
(3)
4 I
(0)
4 I
(1)
4 I
(0)
4 I
(3)
4 I
(1)
4 I
(1)
4 I
(2)
4 I
(3)
4 I
(1)
4 I
(0)
4
I
(2)
4 I
(1)
4 I
(1)
4 I
(2)
4 I
(2)
4 I
(0)
4 I
(2)
4 I
(0)
4 I
(3)
4 I
(1)
4 I
(0)
4 I
(0)
4
 . (61)
2 z
4
3.6
LDPC
(1)
(2)
(3)
(4)
(5)
(6)
3 :
(a) multi-edge type : (1)(3)(5)(6)
(b) (39) : (4)
(c) Multi-stage : (2)(3)(5)
(54)
:
HB =

1 1 · · · 1 1 0 0 0
1 1 · · · 1 1 1 1 0
1 1 · · · 1 1 1 1 0
0 0 · · · 0 3 e1 e2 1
 . (62)
14 (62) protograph (62) 4
p0, p1, p2, p3 p3 1 6 p0
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punctured
input
rate 1/2



p0
p1
p2
p3
e1
e2
14: protograph Protograph of the Proposed Base Matrix
k design rate k/(k+3) e1, e2
0 or 1 3.4 2
p0 (41) p1, p2 (58)
RA
e1 = e2 = 1 p3 p0, p1, p2
ARJA code k
(lengthening (
(shortening) )
”mother code Incremental Redundancy
HARQ(IR-HARQ)
regular
5 (shortening) HARQ
3.3.3
k
K0 K0
K0/(K0+3)
LDPC K0 = 12(rate 4/5)
(62)
1 p3
3 (62) 6.3 normalized min-sum
e0 = e1 = 0 AR3A code
3/4 e1 = 1
4.4
(62) 3.5 multi-stage
e1 = e2 = 0 (62) 6
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3: (Eb/N0(dB), normalized min-sum )
1/2 2/3 3/4 4/5
e1 = e2 = 0 0.81 1.59 2.20 2.63
e1 = 1, e2 = 0 1.09 1.71 2.17 2.56
e1 = e2 = 1 1.31 1.87 2.31 2.65
(3, k)-regular 1.29 1.93 2.43 2.81
AR3A code 0.81 1.64 2.22 2.65
(54) 3.5 QC-LDPC
multi-stage L = 3, 4
H3,H4 (63), (64) (I
(aj,k)
L (aj,k) ’-’
)
HB,3 =

(0) (0) (0) (0) (0) (0) (0) (0) (0) (0) (0) (0) (0) − − −
(0) (1) (2) (1) (2) (2) (1) (0) (2) (0) (0) (1) (1) (1) (0) −
(1) (2) (1) (0) (0) (0) (2) (1) (0) (2) (2) (1) (1) (0) (0) −
− − − − − − − − − − − − T3 E1 E2 (0)
 .
(63)
HB,4 =

(0) (0) (0) (0) (0) (0) (0) (0) (0) (0) (0) (0) (0) − − −
(1) (2) (3) (0) (3) (0) (1) (0) (3) (1) (1) (2) (3) (1) (0) −
(3) (3) (0) (2) (1) (1) (2) (2) (0) (2) (0) (3) (1) (0) (0) −
− − − − − − − − − − − − T4 E1 E2 (0)
 .
(64)
(63),(64) 4/5 3
3/4 (3.5), (3.5) T3, T4( 3)
T3 =
 1 1 11 1 1
1 1 1
 . T4 =

0 1 1 1
1 0 1 1
1 1 0 1
1 1 1 0
 .
E1, E2 e1, e2 0 1 E1 = I
(0)
L ,
E2 = I
(2)
L
(62) e1, e2
AWGN 15 L = 3, z = 36
FER normalized min-sum
(3.3.3 ) 25
3. QC-LDPC 37
1/2, 2/3, 3/4, 4/5 432, 864, 1296, 1728 (63)
4.4
1/2, 2/3 FER= 10−1 10−2 3
1/2 ”e1 = e2 = 0”, “e1 = 1, e2 = 0”, “e1 = e2 = 1” 0.2dB
3/4, 4/5 e1, e2
0.1dB 2 e1 = e2 = 0 SNR
FER
e1 = e2 = 0 1/2, 2/3 FER=10−4
FER=10−5
e1, e2 fix e1 = 1, e2 = 0
FER=10−2 e1, e2
2/3 e1 = e2 = 0,
e1 = 1, e2 = 0



	





  
 	 
4/5
3/42/3
1/2
* e1 = 0, e2 = 0
e1 = 1, e2 = 0
e1 = 1, e2 = 1
Eb/No (dB)
FER
15: e1 and e2
HB,3 HB,4
4.4
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3.7
QC-LDPC
mutli-edge type
multi-stage 2
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4 QC-LDPC
4.1
QC-LDPC
4.2
(3, k)-regular QC-LDPC 4, 6
[Oka04]
6 8 (3, k)-reuglar
code (3, k)-array code[Fan00]
z k = z 6
z k z
6
2.3 girth sum-product
girth
Girth
PEG(Progressive Edge-Growth)
[HEA01] QC-LDPC [Oka03] Andrews
[ADDT04] circulant-PEG 4.3.1 QC-LDPC
girth girth
[Tan81] girth short cycle
4.3.2 4.2
(3, k)-regular QC-LDPC LDPC 4, 6
girth
[Oka04]
4.4 3.6
3, 2, 1
4.4.1
4.4.2 girth
4.4.3
4.4.4 LDPC
4. QC-LDPC 40
4.2 (3, k)-regular QC-LDPC
LDPC
Regular LDPC Gallager[Gal63]
(2, k)-regular code cycle
girth
log (3, k)-regular
LDPC [Gal63]
(3, k)-regular
(3,K)-regular QC-LDPC :
H =

I
(l0,0)
z I
(l0,1)
z · · · I(l0,K−1)z
I
(l1,0)
z I
(l1,1)
z · · · I(l1,K−1)z
I
(l2,0)
z I
(l2,1)
z · · · I(l2,K−1)z
 . (65)
I
(li,j)
z z× z li,j
Kz ”design rate” (K− 3)/K [I(lj,0)z , I(lj,1)z , · · · , I(lj,K−1)z ] j-th row block
, [I(l0,k)z , I
(l1,k)
z , I
(l2,k)
z ]t k-th column block
4.1 (j, k)-regular girth > 4 (j + 1)
girth > 4 (3,K)-regular 4
(65) (3,K)-regular LDPC 4 6
0-th row block (l0,k = 0). H
girth > 4
4.2 (65) (3, k)-regular LDPC 4
(66) k0, k1, k2, k3
l1,k0 − l1,k2 ≡ l1,k1 − l1,k3 ≡ l2,k0 − l2,k3 ≡ l2,k1 − l2,k2mod z. (66)
4.3 (65) (3, k)-regular LDPC 6
(67) (68) (a),(b),(c),(d)
k0, k1, k2, k3, k4, k5
k0 6= k1, k2 6= k3, k4 6= k5, k0 6= k2, k1 6= k4, k3 6= k5, (67)
(l1,k0 − l1,k2)− (l1,k1 − l1,k4) + (l1,k3 − l1,k5) ≡ 0mod z. (68)
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(a)
k0 6= k2, k1 6= k5, k3 6= k4.
l1,k0 − l1,k2 ≡ l2,k0 − l2,k3mod z,
l1,k1 − l1,k4 ≡ l2,k1 − l2,k5mod z,
l1,k3 − l1,k5 ≡ l2,k2 − l2,k4mod z,
(b)
k0 6= k2, k1 6= k5, k3 6= k4.
l1,k0 − l1,k2 ≡ l2,k1 − l2,k3mod z,
l1,k1 − l1,k4 ≡ l2,k0 − l2,k4mod z,
l1,k3 − l1,k5 ≡ l2,k2 − l2,k4mod z,
(c)
k0 6= k5, k1 6= k3, k2 6= k4.
l1,k0 − l1,k2 ≡ l2,k1 − l2,k3mod z,
l1,k1 − l1,k4 ≡ l2,k0 − l2,k5mod z,
l1,k3 − l1,k5 ≡ l2,k2 − l2,k4mod z,
(d)
k0 6= k5, k1 6= k2, k3 6= k4.
l1,k0 − l1,k2 ≡ l2,k1 − l2,k2mod z,
l1,k1 − l1,k4 ≡ l2,k0 − l2,k5mod z,
l1,k3 − l1,k5 ≡ l2,k3 − l2,k4mod z,
(3,K)-regular array code z (65) (K ≤ z), l0,k = 0, l1,k = k,
l2,k = 2k [Fan00] 4.2
4.1 (3,K)-regular array code 4
( ) [Fan00] array code girth 4 Array code (66)
:
k0 − k2 ≡ k1 − k3 ≡ 2k0 − 2k3 ≡ 2k1 − 2k2mod z.
k2 = k3 k0 = k1 4.2
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4.2 (3,K)-regular array code (67) k0, k1, k2, k3, k4, k5
6
k0 6= k5, k1 6= k3, k2 6= k4,
k0 ≡ 12k3 − k4 +
3
2
k5mod z.
k1 ≡ k3 − k4 + k5mod z.
k2 ≡ 12k3 + k4 −
1
2
k5mod z.
( ) 4.3 (c) l1,ki = ki, l2,ki = 2ki 4.2
(68)
4.1, 4.2 array code (4,K)-regular (5,K)-regular
array code [SK08]
4.2 z k3 = k4 = 1, k1 = k5 = 3, k0 = 4, andk2 = 0
K 6
4.2, 4.3
H c = (c0, · · · , cKz−1) active pattern Hc ci = 1
H =

1 0 0 1 0 0
0 1 0 0 1 0
0 0 1 0 0 1
0 1 0 0 0 1
0 0 1 0 1 0
1 0 0 1 0 0

.
c = (0, 1, 1, 0, 1, 1, ) Hc
Hc =

1 0 1 0
0 1 0 1
1 0 0 1
0 1 1 0
 .
4.1 I(lj,k)
4.1 (65) c active pattern Hc 1 2
4 active pattern 4.2 :
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4.2 (65)(girth > 4) 4 c active pattern
Hc =

1 1 0 0
0 0 1 1
1 0 1 0
0 1 0 1
1 0 0 1
0 1 1 0

. (69)
( 4.2 ) 4.1 4.2 (69)
xi Hc i (69)
:
x0 = x1, x2 = x3,
x0 + l1,k0 ≡ x2 + l1,k2mod z.
x1 + l1,k1 ≡ x2 + l1,k3mod z.
x0 + l1,k0 ≡ x2 + l2,k3mod z.
x1 + l1,k1 ≡ x2 + l2,k2mod z.
4.2
4.3 (65)(girth > 4) 6 c active pattern Hc
0-th row block 1-st row block (70)
1 1 0 0 0 0
0 0 1 1 0 0
0 0 0 0 1 1
1 0 1 0 0 0
0 1 0 0 1 0
0 0 0 1 0 1

, (70)
2-nd row block (a)(b)(c)(d)
(a)  1 0 0 1 0 00 1 0 0 0 1
0 0 1 0 1 0
 .
(b)  1 0 0 0 1 00 1 0 1 0 0
0 0 1 0 0 1
 .
(c)  1 0 0 0 0 10 1 0 1 0 0
0 0 1 0 1 0
 .
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(d)  1 0 0 0 0 10 1 1 0 0 0
0 0 0 1 1 0
 .
( ) Row block girth > 4 6 c Hc
2 1 Hc 0-th row block 1-st row block
(70) 2-nd row block

1 0 0 x0 y0 z0
0 1 w1 x1 0 z1
0 0 w2 x2 y2 z2
 . (71)
(71)
2 1
1 1
yi zi 1 (girth> 4)
xi zi 1 (girth> 4)
(a)(b)(c)(d)
( 4.3 ) Hc i ki xi ki
1 0-th row block l0,k = 0
x0 = x1, x2 = x3, x4 = x5 (72)
1-st row block
x0 + l1,k0 ≡ x2 + l1,k2mod z,
x1 + l1,k1 ≡ x4 + l1,k4mod z,
x3 + l1,k3 ≡ x5 + l1,k5mod z, (73)
(72) (73) (68) 4.1 (70) (67)
4.3 (a)
x0 + l2,k0 ≡ x3 + l2,k3mod z,
x1 + l2,k1 ≡ x5 + l2,k5mod z,
x2 + l2,k3 ≡ x4 + l2,k4mod z. (74)
(72)(73) (74) 4.3(a) (b)(c) (d)
4.2 O(K2), 4.3 O(K3)
Design rate 0.97 K = 100
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6
4.3 Girth
4.3.1 QC-LDPC girth
girth LDPC girth
QC-LDPC
girth 2 3 1 1 1
1 1 1

z 12 cycle [Fos04] QC-LDPC girth→∞
( 10000
) QC-LDPC girth
PEG girth edge-by-edge
Tannaer graph( ) [HEA05]
M × N (J,K)-regular LDPC girth g
[HEA05]
2(bt0c+ 2) ≤ g ≤ 4bt1c+ 4, (75)
t0, t1
t0 = log(MK −MK/J −M + 1)/ log((J − 1)(K − 1))− 1, (76)
t1 = log((M − 1)(1− J/(K(J − 1))) + 1)/ log((J − 1)(K − 1)). (77)
4 (3, 6)-regular code girth g M
“PEG(Max)” (75) girth g
M ”PEG[HEA05]” [HEA05] edge-by-edge PEG
girth g M
“circulant PEG” 1 3×6 (c2)
girth g M
g ≤ 12 QC-LDPC PEG
girth
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4: Minimum number of rows M in order to achieve a given girth for (3, k)-regular
codes
g PEG(Max) PEG[HEA05] circulant PEG
6 33 20 21 (z = 7)
8 333 75 ≤ 57 (z = 19)
10 3333 430 ≤ 471 (z = 157)
12 33333 3000 ≤ 2100 (z = 700)
4.3.2 girth
HB = (wj,k)0≤j<J,0≤k<K 1 0 HB wj,k = 1
(j, k) k = 0, 1, 2, · · · I(lj,k)z
HB 0 (k − 1) I(lj,t)z
(0 ≤ j < J, 0 ≤ t < k ) k (j − 1) I(lu,k)z (0 ≤ u < j)
wj,k = 1 (j, k) I
(l)
z
Hj,k(l) Hj,k(l)
HB k cycle (”local girth”) gj,k(l)
girth lj,k :
(c1) ensure girth:
lj,k ∈ {l : gj,k(l) ≥ g0}, (78)
for a given g0.
(c2) maximize girth:
lj,k ∈ {l : gj,k(l) = gmax}, (79)
where gmax = maxlgj,k(l).
(c3) maximize girth and minimize its multiplicity:
lj,k ∈ {l : gj,k = gmax, nj,k(l) ≤ nj,k(l′), for l′s.t. gj,k(l′) = gmax}, (80)
where nj,k(l) denotes the number of cycles of length gj,k(l).
(78)(79)(80) l 1
lj,k wj,k = 1 (j0, k) girth
lj0,k = 0 (c1) girth 4
sum-product girth 6
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g0 = 6
(c2) circulant PEG (c3) (c2) multiplicity
short cycle [Oka03]
gj,k(l)
graph node O((d¯ − 1)kz) (d¯
) (c2) (c3) 0 ≤ l < z gj,k(l) lj,k
O((d¯− 1)kz2) k
z 2 k, z
lj,k
LDPC girth ACE(Approximate
cycle EMD(Extrinsic Message Degree)) [TJVW04] ACE
LDPC
2 stopping set
Stopping set S S
HS S HS 0 ’1’
” ” S AWGN
LDPC S stopping set
HS 1 ’1’ e
S e EMD S EMD
EMD
[TJVW04]
EMD cycle S = {ck0 , ck1 , · · · , ckn−1}
f =
∑n−1
i=0 (dki − 2) ACE (dki cki ) PEG
S cycle
ACE EMD cycle
ACE EMD ACE girth
4.4 local girth cycle
ACE
4.3.3 Girth
girth
girth
4.4 [Tan81] girth g (J,K)-regular code dmin
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dmin ≥ 1 + J((J − 1)b(g−2)/4c − 1)/(J − 2). (81)
g 4
dmin ≥ 1 + J((J − 1)b(g−2)/4c − 1)/(J − 2) + (J − 1)b(g−2)/4c. (82)
(3, k)−regular code (81)(82) g = 6, 8, 10, 12
4, 6, 10, 14
4.2 (3, k)-regular code girth
(65)
Hk =

I
(l0,0)
z I
(l0,1)
z · · · I(l0,k−1)z
I
(l1,0)
z I
(l1,1)
z · · · I(l1,k−1)z
I
(l2,0)
z I
(l2,1)
z · · · I(l2,k−1)z
 .
(78)-(80) (c1)-(c3) k = 1, 2, · · ·
H1,H2, · · · Hk 4.2 4.3
6
Hk 6
Hk 16(a) (c1)-(c3)
z = 50 Hk 1000
6 k k0 (c1) g0 = 6
16(b) (a)
(c1) k = 10 0.1 6
16 (c2) (c3) 6
k = 15(design rate 4/5)
6 (c1)(c3)(c3) 0.68, 0.63, 0.52
16 girth k = 9(design
rate 2/3) (c1) 0.04, (c2)(c3) 0.02 6
4.4
3.6
(3, k)-regular girth
1, 2
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0
0.2
0.4
0.6
0.8
1
4 6 8 10 12 14 16 18 20 22
0
20
40
60
80
100
120
140
160
180
4 6 8 10 12 14 16 18 20 22
k
(c3)
(c2)
(c1)
n k
0
0
k0
f k 0
(a)
(b)
(c3)
(c2)
(c1)
16: z = 50 (c1),(c2),(c3) (3, k)-regular QC-LDPC 1000
6 k k0 (a)
(b)
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(62) multi-stage 4L × (K + 4)L e1 = e2 = 0
HB,L =

I
(0)
L I
(0)
L · · · I(0)L I(0)L I(0)L 0L 0L 0L
I
(a1,K)
L I
(a1,K−1)
L · · · I(a1,2)L I(a1,1)L I(a1,0)L I(1)L I(0)L 0L
I
(a2,K)
L I
(a2,K−1)
L · · · I(a2,2)L I(a2,1)L I(a2,0)L I(0)L I(0)L 0L
0L 0L · · · 0L 0L TL 0L 0L I(0)L
 . (83)
k = 1, · · · ,K TL
3 4 k = 0
6 HB,L z
H
p0( 6) p1( 2), p2( 2), p3(
1) pi Lz HB,L (0-th) 1
I
(0)
z p1, p2
2
 I(1)L I(0)L
I
(0)
L I
(0)
L
 (58) RA H˜RA
TL 3L
p0 HB,L
1, 2 2(K + 1)L (83)
t H ( z) L = 3, a1,k = 1,
a2,k = 2 ( 0z z × z all 0
): 
I
(0)
z 0z 0z
0z I
(0)
z 0z
0z 0z I
(0)
z
0z I
(l1,k,1)
z 0z
0z 0z I
(l1,k,0)
z
I
(l1,k,2)
z 0z 0z
0z 0z I
(l2,k,0)
z
I
(l2,k,2)
z 0z 0z
0z I
(l2,k,1)
z 0z

. (84)
k = 0, 1, 2, ...,K,
(84) (l1,k,0, l2,k,0), (l1,k,1, l2,k,1), ..., (l1,k,L−1, l2,k,L−1)
(l1,k,i, l2,k,i) (l1,k,i, l2,k,i) = (l1, l2)
Hk,i(l1, l2) (63) HB,3
H1,1(l1, l2) :
H1,1(l1, l2) =
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
0z 0z I
(0)
z 0z 0z 0z0z0z 0z0z0z 0z0z0z
I
(0)
z 0z 0z I
(0)
z 0z 0z0z0z 0z0z0z 0z0z0z
0z I
(0)
z 0z 0z I
(0)
z 0z0z0z 0z0z0z 0z0z0z
I
(l1)
z 0z 0z I
(l1,0,1)
z 0z 0zI
(0)
z 0z I
(0)
z 0z0z 0z0z0z
0z I
(l1,1,0)
z 0z 0z I
(l1,0,0)
z 0z0zI
(0)
z 0zI
(0)
z 0z 0z0z0z
0z 0z I
(l1,0,2)
z 0z 0z I
(0)
z 0z0z 0z0zI
(0)
z 0z0z0z
I
(l2)
z 0z 0z I
(l2,0,1)
z 0z I
(1)
z 0z0z I
(0)
z 0z0z 0z0z0z
0z I
(l2,1,0)
z 0z 0z I
(l2,0,0)
z 0zI
(0)
z 0z 0zI
(0)
z 0z 0z0z0z
0z 0z I
(l2,0,2)
z 0z 0z 0z0zI
(0)
z 0z0zI
(0)
z 0z0z0z
0z 0z I
(m0,0)
z I
(m0,1)
z I
(m0,2)
z 0z0z0z 0z0z0z I
(0)
z 0z0z
0z 0z I
(m1,0)
z I
(m1,1)
z I
(m1,2)
z 0z0z0z 0z0z0z 0zI
(0)
z 0z
0z 0z I
(m2,0)
z I
(m2,1)
z I
(m2,2)
z 0z0z0z 0z0z0z 0z0zI
(0)
z

. (85)
(85) TL I
(mj,i)
z (0 ≤ j < L, i ≤ i < 3)
4.4.1
p0, p1, p2, p3 wI , w0, w1, w2, w3 p0
w
w = wI + w1 + w2 + w3. (86)
wI
w1 + w2 + w3
wI (l1,k,i, l2,k,i)
M = ((k− 1)L+ i)z O(MwI−1) wI = 4
3 M 1000
“
”
p0, p1, p2 (41)(45) p3 p0
TL 3 w0
w3 ∼ 3w0 (87)
w0 (86) w
3.6 H˜RA 4Lz cycle 2
p0 ” ” (43)(44) s := (s1, s2)
bit s′ H s
1 2d s′ ’1’ b0, · · · , b2d−1
2 (w1 + w2) :
w1 + w2 =
d−1∑
i=0
(b2i+1 − b2i), or 2Lz −
d−1∑
i=0
(b2i+1 − b2i). (88)
w1 + w2 ≥ d, (89)
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s d (86) w1+w2
wI , w0
w1 +w2
wI ≤ 6
w 15
(l1,k,i, l2,k,i) (l1,k,i, l2,k,i) = (l1, l2)
(85) Hk,i(l1, l2) wI ≤ 6
(c0, c1, · · · , cwI−1)(ci 1 )
(1) wI = 1:
3.2 (l1,k,i, l2,k,i)
1 c0 1 1
(2) wI = 2:
wI = 1 c0 c1
O(kLz)
(3) wI = 3:
w0 = 1 or 3 w0 = 3 (89) (86) w > 3+ 3+ 9 = 15
w0 = 1
wI = 2 (c0, c1) c0 c1
1 c2 c2 2k
O(k2Lz)
(4) wI = 4:
w0 = 0, 2, 4 w0 = 2 d = 4 (89) (86) w ≥ 4 + 4 + 6 = 14
w0 = 4
w0 = 0 wI = 3
(c0, c1, c2) 2
1 w0 = 0 c3 1
1
O(k3Lz)
(5) wI = 5:
wI = 3 w0 = 1 (89) d < 6
wI = 4
(c0, · · · , c3) c4 Ht,i c0, · · · , c3 1
1 8k
O(k4Lz)
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(6) wI = 6:
wI = 4 w0 = 0 d < 6
wI = 5 (c0, · · · , c4) c5 wI = 0
k O(k5Lz)
4.4.2
k 5 k
(s1) girth/ACE
(s2) wI = 1, 2
(s3) wI = 6
0 · · · z − 1 (l1,k,i, l2,k,i) z2 (s1)
0 ≤ l1, l2 < z (l1,k,i, l2,k,i) = (l1, l2) Hk,i(l1, l2) local
girth g g cycle ACE a (g, a)
n1 (l1, l2) Q1
(s2) Hk,i(l1, l2) ((l1, l2) ∈ Q1) wI = 1, 2
w ((86)) w n2 (l1, l2) Q2
(s3) Hk,i(l1, l2) ((l1, l2) ∈ Q2) wI = 6
w (86) w (l1, l2) 1
(l1,t,i, l2,t,i) = (l1, l2)
(3.5), (3.5) (L = 3, 4)
wmin := min{wI +w1+w2+3w0}
17 (s1)(s2) n1 = 128, n2 = 32
() Lz (Lz) = (192)
1/2(k = 3), 2/3(k = 6), 3/4(k = 9) 572, 1144, 1716 3.7
(L = 3 28, L = 4 36) k = 2
( Lz ≥ 192 ) (k ) z
L = 4 wmin
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17: L = 3 4 wmin
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17 L = 3, 4 wmin 1/2
FER 18 N L = 3 7992 3996,
z = 444), L = 4 7968( 3984, z = 332)
L = 3, 4 FER
(e1, e2) = (0, 0)
3.7
L ≥ 5
e1 = 1 (0.2dB)
 
 
 
 	
 
 

    	

	


	

Eb/No (dB)
FER
18: L = 3 4 FER ( 1/2, 8000)
3GPP LTE(Long Term Evolution) QPP(Quadratic Permu-
tation Polynomial) interleaver[Tak06]
Mother code 1/3
[NBCB08] mother code
min′ 1/3 mother code
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d dI r
min′
min′ = min
dI
(dI + ((d− dI)/2)(1/r − 1). (90)
19 17 L = 4 [NBCB08] d (90)
dI = 6 min′ r
17 L = 4 z = 12, 24, 48, 96 N = 144/(1 − r), 288/(1 −
r), 576/(1 − r), 1152/(1 − r) wmin, min′
(N = 576/(1 − r), 1152/(1 − r)) LDPC









    	 	 

LDPC N=144/(1-r)
LDPC N=288/(1-r)
LDPC N=576/(1-r)
LDPC N=1152/(1-r)
Turbo N=144/(1-r)
Turbo N=288/(1-r)
Turbo N=576/(1-r)
Turbo N=1152/(1-r)
rate r
wmin
/ min’
19: L = 4 LDPC wmin LTE min wmin
of proposed LDPC codes with L = 4 and min′ of LTE Turbo codes
4.4.3
(83) z
l1,k,i, l2,k,i 2kL b1,0, b2,0
2L TL 3L k = 12( 4/5)
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2 × 12 × L + 2L + 3L = 29L IEEE 802.16e[16e06]
(i) z a
(ii) z
(i) a
kLa
a
802.16e a = 4
(ii) (i) z
girth/ACE wmin
z z
1 z
512 − 4000 6 z
(a) z = 12, 16 (k ≤ 12)
(b) z = 20− 32 (k ≤ 12)
(c) z = 36− 64 (k ≤ 12)
(d) z = 68− 128 (k ≤ 9)
(e) z = 132− 192 (k ≤ 6)
(f) z = 196− 256 (k ≤ 3)
z lj,k,i mod z (l1,k,i, l2,k,i)
z 4.4.2 girth/ACE (g(z), a(z)) wmin(z)
z
20, 21 (a),(b) z
z wmin z wmin
wmin z
z wmin
”z=24(proper)”, ”z=48(proper)” z = 24, 48
wmin z wmin
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z = 24, 48 wmin
2 ∼ 4 z
Appendix L = 4 (3.5) (a)-(f)










     




	
	

Min* w
k
20: z-range (2): z = 20, 24, 28, 32 wmin










     




	





Min* w
k
21: z-range (3): z = 32− 64(step 4) wmin
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4.4.4 LDPC
normalized min-
sum 25 FER LDPC
Appendix (L = 4, (e1, e2) = (1, 0))
(A) IEEE 802.16e LDPC
IEEE 802.16e[16e06] QC-LDPC 1/2, 2/3, 3/4, 5/6 4
( 2/3, 3/4 (A)(B) 2 )
24 1/2, 2/3, 3/4, 5/6 12, 8, 6, 4
RA
z 24 96 ( 4) 576
2304 5/6 LDPC 4/5
22-25 LDPC 2/3
5/6, 3/4 0.2dB 1/2

 
 
 	
 
 

     
	

	

	

	

	

	

Eb/No (dB)
FER
22: LDPC IEEE802.16e LDPC 5/6
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
 
 
 	
 
 

	 	     
	

	

	

	

	

	

Eb/No (dB)
FER
23: LDPC IEEE802.16e LDPC 3/4



	



 	 	   
	

	

	

	

	

	

FER
Eb/No (dB)
24: LDPC IEEE802.16e LDPC 2/3
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1.E-05
1.E-04
1.E-03
1.E-02
1.E-01
1.E+00
0.5 1 1.5 2 2.5 3
	

	

	

	

	

	

FER
Eb/No (dB)
25: LDPC IEEE802.16e LDPC 1/2
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(B) 3GPP LTE
26 LDPC 3GPP LTE [NBCB08] FER
(normalized) max-log-map 8
FER( ) LDPC 1/2 0.2dB
2/3



	



          
	




	


	

	







FER
Eb/No (dB)
26: LDPC 3GPP LTE
4.5
QC-LDPC
(3, k)-regular QC-LDPC
girth
girth
z
IEEE 802.16e LDPC 3GPP LTE
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5 LDPC Hybrid ARQ
5.1
ARQ(Automatic Repeat reQuest) feedback channel
CRC(Cyclic Redundancy Check)
[Wic95]
ACK(acknowledgement)
NACK(not acknowledgement) feedback channel
ACK/NACK
ARQ Trnsmission
Control Protocol(TCP) Hybrid ARQ (HARQ)
ARQ HARQ
HARQ TCP
HARQ
HARQ SNR
Incremental Redundancy
HARQ (IR-HARQ) ”mother code”
NACK
IR-HARQ SNR
LDPC
IR-HARQ 3GPP
IR-HARQ [3GPP99]
HARQ
HARQ
LDPC IR-HARQ
Li and Narayanan[LN02]
(extension) LDPC IR-HARQ
Yazdani and Banihashemi [YB04], Yue et
al.[YWM06] 3/4
1/2
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1/2 2/3 mother code
(shortening)( (lengthening))
LDPC HARQ [Oka08]
fix
LDPC HARQ Dammer et al.[DNSS04] Zesong
et al.[ZMJ06]
SNR
HARQ
3
LDPC
HARQ
1/2
LDPC
[Oka09]
5.2 LDPC 5.2.1
5.3
HARQ 5.3.2 HARQ
5.3.3 HARQ
5.4
IR-HARQ
5.2 Normalized min-sum
LDPC ( d) bit
r λ0,· · ·,λd−1 Min-sum
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(91) (92) τ0, · · · , τd−1
Λ := r +
d−1∑
j=0
λj . (91)
τj = Λ− λj for j = 0, · · · , d− 1. (92)
Degree-d 2d
τ0, · · ·, τe−1 e min-sum
(93),(94),(95) λ0, · · · , λe−1
min1 = |τi| = min{|τ0|, · · · , |τe−1|}. (93)
min2 = min{|τ0|, · · · , |τi−1|, |τi+1|, · · · , |τe−1|}. (94)
λj =
 bjmin1 for j 6= i,bjmin2 for j = i. (95)
bj =
∏
k 6=j sgn(τk) sgn(τk) = +1 (τk ≥ 0), sgn(τk) = −1 (τk < 0)
(93), (94) (95) e (95) bj
e 3e
Normalization min1 min2 1 α α
α = 0.8125 = 1− 1/4 + 1/16 2
normalization 4
5 normalized min-sum
5: The number of additions and comparisons in each processing of the normalized
min-sum algorithm.
process var. (deg. d) check (deg. e) norm. per row
addition 2d 0 4
comparison 0 3e 0
LDPC
1 iteration
5
C = (5dc + 4)M, (96)
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M dc
HARQ 1 bit Cb
:
Cb = C/N, (97)
N
t¯
1 bit C¯b
C¯b = t¯Cb, (98)
routing cost ( )
HARQ
5.2.1 LDPC
LDPC
0 (bit 0, 1 ) mother code
4(regular), (regular)
2 RA LDPC
1/2, 2/3, 3/4
6, 10, 14 Cb 32, 26, 24
1/2 2/3, 3/4 Cb 1/2
32 27 FER < 10−2 t¯
28 (98) C¯b
2/3, 3/4 1/2
1/2, 1/3
5.3 HARQ
5.3.1 HARQ
N U U mother code
r = 0, 1, 2, ... Mother
code r = 0-th transmission U(p) U p-th bit (0 ≤ p < N).
I ⊆ {0, 1, ..., N − 1} N bit UI :
UI(p) =
 U(p), if p ∈ I,0, otherwise (99)
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0
2
4
6
8
10
12
14
16
18
20
2.5 3 3.5 4 4.5
2/3 Punctured from 1/2
2/3 Non-Puncturing
3/4 Punctured from 1/2
3/4 Punctured from 2/3
3/4 Non-Puncturing
Eb/No (dB)
Average
Iteration
Times
27: 2/3 3/4 RA LDPC FER < 0.01
normalized min-sum (“Punctured from r”)
r mother code (“Non-Puncturing”)
through simulation with LDPC codes of rate-2/3 and 3/4
punctured from rate-r mother codes Code structure is RA-type, and information length is 480.
0
100
200
300
400
500
600
700
2.5 3 3.5 4 4.5
2/3 Punctured from 1/2
2/3 Non-Puncturing
3/4 Punctured from 1/2
3/4 Punctured from 2/3
3/4 Non-Puncturing
Eb/No (dB)
Cb
28: 2/3 3/4 RA LDPC FER < 0.01
C¯b normalized min-sum (“Punctured from r”)
r mother code (“Non-Puncturing”)
UI mother code I
I(0, 0) = {0, 1, ..., N − 1} HARQ r
{0, 1, ..., N − 1} (r + 1) subset I(0, r), I(1, r), · · · , I(r, r)
UI(0,r) (r + 1)
I(0, r), I(1, r), · · · , I(r, r) I(0, r+1) I(j, r) I(0, r+1)
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I(j + 1, r + 1) :
Ij+1,r+1 = I(j, r)\I0,r+1, for j = 0, 1, · · · , r.
I(j, r) HARQ
:
Sender’s procedure
S1: Let r be 0 and transmit the information bits U .
S2: Generate parity bits P (r) by encoding UI(0,r) with an encoder of the mother code
and transmit P (r).
S3: If the feedback is an acknowledgment (ACK), then finish the current transmission;
otherwise r ← r + 1 and go to S2.
U˜I(j,r) P˜ (r) UI(j,r) P (r) U˜I(0,0)
U˜I(j,r)
r P˜ (j)(j = 0 to r)
P (r − j) UI(0,r), · · ·, UI(j,r)
. UI(0,r), ..., UI(j−1,r) , UI(0,r), ..., UI(j−1,r)
fix UI(j,r) UI(0,r−j) and P (r − j)
U˜I(j,r) P˜ (r− j) HARQ
Receiver’s decoding procedure
R1: Let r be 0 and set U˜I(0,0) to the decoder.
R2: Set P˜ (r) to the decoder.
R3: Let the index of information-bit sub-blocks j be 0.
R4: Decode UI(j,r) with the received values U˜I(j,r) and P˜ (r − j) as a shortened code of
the code which consists of I(0, r − j) and P (r − j).
R5: If R4 results in success, then go to R6; otherwise go to R9.
R6: If j = r, then transmit an ACK and terminate the current decoding process; other-
wise go to R7.
R7: Fix the decoded bits on I(j, r).
R8: j ← j + 1, and go to R4.
R9: r ← r + 1, and transmit a request and go to R2.
R5 , CRC
R7
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signature
pj,r r UI(j,r) r
qr Pj,k
1− qr =
r∏
j=0
(1− pj,r) (100)
(1−qr) pj,r
r (r+1) I(j, r)(j = 0, · · · , r)
I(j, r)(j = 0, · · · , r)
L P (r) (N/(r+1))/(N/(r+1)+L) =
N/(N + (r+1)L) bit
r r (r+1)
(1− 1/((N/L)+ (r+1))) mother code
L/(N + L) r
gap
29 r = 3 HARQ
Hi HP H
R(α)
i (H
L(α)
i ) Hi ( ) alpha
’0’ 0
(H0H1H2H3HP) mother code r
I(0, r) 29 HARQ extension
HARQ mother code
decoder UI(0,j) I(0, l)(l > j) bit
I(i, j)(i > 0) bit fix mother code
T mother code mother code
r (r+1)
T
HARQ extending
IR-HARQ
T/(r + 1)
T
, IR-HARQ HARQ
C¯b
C¯b = (rT + t¯r)Cb, (101)
t¯r r
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P(1)
P(3)
0 0 0 0 0HP0 0H2 
L(2/3)R(2/3)
H1
0 0
H1
L(1/3)
0 R(2/3)H2 0 0 0 HP0
0 0 0 0 0HPH0 H1
0 0 0HPH0 H1 H2 H3
I(1, 3)I(2, 3) I(3, 3)
I(0, 3)
I(2, 2)I(0, 2)I(1, 2)
I(0, 1) I(1, 1)
I(0,0) P(0)
P(2)
29: HARQ (r = 3) I(j, r)
subblock P (r)
5.3.2 HARQ
LDPC AR4A codes[DJDT05, CCSDS01]
HARQ UI(0,r), · · · , UI(r,r)
( )
3.6 UI(0,j)
30 (83)(k = 12, mother code 4/5) UI(0,r)
12 ( Lz) r = 1, 2, 3
6, 4, 3 UI(0,r)
I(0, r), · · · , I(r, r)
5.3.3
HARQ r
(100) qk = 10−1
pj,r 10−2
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P(0)
 = 0
(mother code)  
4/5
I(0, 1)
column blocks of information (k = 12)
 = 1 
4/6 = 2/3 P(1)
I(0, 2) = 2 
4/7 P(2)
 = 3 
4/8 = 1/2
I(0, 3)
P(3)
30: LDPC HARQ
r
pj,r (100)
∏
j = 0
r(1− pj,r)
HARQ
(extension)
R R (R+1)
(R + 1)
I(j, R) (0 ≤ j ≤ R) (R + 1)
Sender s procedure S3
S3 S4
S3’: If the feedback is an ACK, then finish the current transmission; otherwise r ← r+1,
and if r > R, then go to S4; otherwise go to S2.
S4: Generate additional parity bits P (k)j of the shortened code corresponding to I(j, R)
(0 ≤ j ≤ R) by extension, and transmit P (r) = P (r)0|| · · · ||P (r)R, where ’||’ denotes
concatenation.
31 29 R = 3(r ≤ 7)
HE, HP1 HP2
I(j, R)
M (r > R) (M + (r −R)L/R)
r (r > R)
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0 0 0 0 0HP0 0H2 
L(2/3)R(2/3)
H1
0 0
H1
L(1/3)
0 R(2/3)H2 0 0 0 0
0 0 0 0 0HPH0 H1
0 0 0HPH0 H1 H2 H3
0 0HP10 0 0 HE HP2
0 0 0 0HP1HE 0
0
0 HP2
0 0 0 0 0 0 HP2HE
0 0
0 0 HP1
0 0 0 R(2/3)HE 0 0 0 0
HE
L(1/3)
0 0 0
0 0 0
0HP
HP2HP1
0 0
0 0
0 0
0 0
0
0
0
0
0 0
0 0
0
0
P(0) P(1) P(2) P(3)
P(4)0P(5)0P(6)0P(7)0
P(4)1P(5)1P(6)1P(7)1
P(4)2P(5)2P(6)2P(7)2
P(4)3P(5)3P(6)3P(7)3
31: 29 I(0, 3),...,I(3, 3)
(r = 7)
Cb,r−R = ((M + (r −R)L/R)/M)Cb, (102)
Cb (101) mother code
(M/(M+(r−R)L/R))T r (r > R) I(j, R)
I(0, R), · · · , I(j, R)
(r+ 1) I(j + 1, R)
R 1/2
30 mother code 4/5(K = 12) R = 3
(e1, e2) = (0, 0) (83) 1/2
1/3 (103)
[
H3 HP 0
HE HP1 HP2
]
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=

I
(0)
L I
(0)
L I
(0)
L I
(0)
L 0 0 0 0 0 0
I
(a1,3)
L I
(a1,2)
L I
(a1,1)
L I
(a1,0)
L I
(1)
L I
(0)
L 0 0 0 0
I
(a2,3)
L I
(a2,2)
L I
(a2,1)
L I
(b2,0)
L I
(0)
L I
(0)
L 0 0 0 0
0 0 0 TL 0 0 I
(0)
L 0 0 0
0 0 I(a4,1)L I
(a4,0)
L I
(0)
L 0 0 I
(0)
L 0 0
0 I(a5,2)L 0 I
(a5,0)
L 0 0 0 0 I
(0)
L 0
I
(a6,3)
L 0 0 I
(a6,0)
L 0 0 0 0 0 I
(0)
L

. (103)
6 (83) (103) 1/3
Sannon normalized min-sum 0.8dB,
Gauss 0.6dB 1/2 0.2dB
AR4A code[DJDT05]
6: Threshold of the codes with H and AR4A codes in [DJDT05] (Eb/N0 (dB)). “Shannon”
denotes the Shannon limit. “H (min-sum)” is calculated with discrete density evolution on the
basis of normalized min-sum algorithm. “H (gauss)” denotes Gaussian approximation results.
“AR4A” is from the table in [DJDT05].
rate Shannon H(min-sum) H (gauss) AR4A
2/3 1.1 1.6 1.4 1.4
1/2 0.2 0.8 0.6 0.6
1/3 -0.5 0.3 0.1 0.0
5.4
HARQ
HARQ 5.3.2,5.3.3 LDPC
((e1, e2) = (0, 0)) Mother code
4/5 (K = 12) Mother code L N/4 L
bits I(j, r) 29 R = 3
( 1/2 ) 5.3.3
LDPC IR-HARQ
3GPP LTE
[ZTE06] mother code 1/2 irregular Repeat-
Accumulate QC-LDPC 16,
8 QC
(A)
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0.2
0.3
0.4
0.5
0.6
0.7
0.8
0.9
1
-3 -2 -1 0 1 2 3
Shannon Limit
From [YB04]
[ZTE06]
Proposed (N=1080)
Proposed (N=2160)
SNR (dB)
Throughput
32: IR-HARQ[ZTE06](N =
1024) L/2 [YB04] (N = 1024)
32
“Yazdani” [YB04]
[ZTE06] bit L/8
L 32 1
1dB 2dB gap
[YB04] [ZTE06]
< 0.5 [YB04]
0.5dB
0.3
1000
33 itertion T 30, [ZTE06]
L N/4 2160
T = 100 34 33 r
qr((100) ) 34 r = 0 L
SNR 1 2dB 33
34 r = 3 T = 100, 30 q3 = 0.1 SNR
[ZTE06] 0.2, 0.5dB 33
= 0.5 SNR
T 33 < 0.5 T = 30
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HARQ SNR
0.2
0.3
0.4
0.5
0.6
0.7
0.8
0.9
1
-3 -2 -1 0 1 2 3
Shannon Limit
[ZTE06], T=30
Proposed, T=100
Proposed, T=30
SNR (dB)
Throughput
33: L T = 30
T = 100
(B) Computational Complexity
LDPC 4/5(k = 12) 15
5 1 iteration 1 Cb(101) 25.66
[ZTE06] LDPC Cb 42 5.3.3
Cb,l (102) l = 1 4 32.08, 38.5, 44.9, 51.3
Cb
1 C¯b 35
33
35 HARQ [ZTE06]
SNR=2dB mother code
[ZTE06] 1/4 SNR = −1.5dB
[ZTE06] 30%
5.5
LDPC
rate compatibility HARQ
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1.E-04
1.E-03
1.E-02
1.E-01
1.E+00
-3 -2 -1 0 1 2 3
k=0k=1
k=2
k=3qk
SNR (dB)
Proposed, T=30
* Proposed, T=100
IR-HARQ, T=30
34: r qr
HARQ LDPC IR-HARQ
SNR
HARQ
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0
500
1000
1500
2000
2500
3000
3500
4000
4500
5000
-3 -2 -1 0 1 2 3 4
[ZTE06], T=30 
Proposed, T=30
SNR (dB)
Cb
35: 33 (T = 30) IR-HARQ[ZTE06] C¯b
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6 LDPC /
6.1
LDPC
2.3 LDPC
2
Luby et al.[LMSS01] 6.2
2
[ 01-2] Mansour and Shanbhag[MS03]
turbo decoding message processing, Hocevar[Hoc03] layered scheduling
Chung et al.[CFRU01]
[CFRU01] sum-product Shannon
6.3 normalized min-sum
Normalized
min-sum sum-product tanh tanh−1
3.3.3 LDPC
QC-LDPC
6.4
[ 06]
Viterbi
Berrou et al.[BGT93]
[RVH97, 01, 01-1]
6. LDPC / 79
Viterbi
Benedetto et al.[BGM97]
state complexity
6.5 state complexity
[ 98, Oka99]
6.2
LDPC
LDPC
1 iteration
LDPC H β H0, · · · ,Hβ−1
Sβ
Sβ
:
For j = 0 to β − 1,
(a) Hj
(b) Hj
β = 1 S1 flooding schedule [LMSS01] Sβ(β 6=
1) Hj
1 Sβ layered schedule[Hoc03]
regular LDPC Hj α 1
αβ QC-LDPC Hj
Sβ (a)(b) 1 iteration
sum-product 1 iteration Sβ β iteration
6.1 (αβ, d)-regular LDPC Sβ l-th iteration (a)
(αβ − 1) (l − k)-th iteration (k = 1, · · · , β − 1)
α (l − β)-th iteration (α − 1)
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Sβ (a)(b) 1-iteration β-iteration
1 iteratio
6.1 (αβ, γ)-regular LDPC sum-product Sβ l-th iteration
Hj y m
(l) Sβ
(26) ψ
m(l) = ψ−1(1− (1− ψ(m0 + α
β−1∑
k=1
m(l−k) + (α− 1)m(l−β)))d−1). (104)
36 (4, 8)-regular code m(l/β) l α = 1
α = β = 4 1/2
m
1/2 ( )
α = 2 α = 1
1.0E-01
1.0E+00
1.0E+01
1.0E+02
0 5 10 15 20 25 30
l/β
m(l/β)
β = 4
β = 1
β = 2
36: (4, 8)−regular code (Gauss ), σ =
0.82(Eb/N0 = 1.7dB).
[ 01-2]
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6.3 Normalized min-sum
noramlized min-sum AWGN
[CFRU01]
M normalized min-sum
d Md−1 normalized
min-sum min sum-product
d
yj = Ψ(x0, · · · , xj−1, xj+1, · · · , xd−1)
(j = 0, 1, · · · , d− 1) yj 2 Ψ
yj = Ψ(x0, · · · ,Ψ(xj−1,Ψ(xj+1, · · · ,Ψ(xd−2, xd−1))) (105)
f0 = x0, fj = Ψ(x0,Ψ(x1, · · · ,Ψ(xj−1, xj))),
gd−1 = xd−1, gj = Ψ(xd−1,Ψ(xd−2, · · · ,Ψ(xj+1, xj)))
(j = 1, · · · , d− 2) yj
y0 = g1, yd−1 = fd−2,
yj = Ψ(fj−1, gj+1), for 0 < j < d− 1,
2 Ψ 3d d
2 Ψ
Q1 2Q1
{−2Q1−1,−2Q1−1 + 1, · · · ,−1, 0, 1, · · · , 2Q1−1 − 2, 2Q1−1 − 1} Min-sum
2 y x1, x2
P (y) =
∑
(x1,x2):sgn(x1)sgn(x2)=sgn(y),|y|=min (|x1|,|x2|)
P (x1)P (x2). (106)
α
P (y) =
∑
y′:y=round(αy′)
P (y′). (107)
round()
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2 x
P (x) =

∑
(y1,y2):min(y1+y2,2Q1−1−1)=x P (y1)P (y2), if x ≥ 0,∑
(y1,y2):max(y1+y2,−2Q1−1)=x P (y1)P (y2), if x < 0.
(108)
All 0 r
(106)(107) (108)
Q Q1
Q ≤ Q1
AWGN 1/2
HB =

1 1 1 1 0 0 0
1 1 1 1 1 1 0
1 1 1 1 1 1 0
0 0 0 3 0 0 1

Q,Q1 (107)
α 3 α = 13/16 1, 2
α = 1 [Mar07] 6
P (r = 0) = 1 37
100 iteration
< 10−7 SNR
(i) Q = 1( )
r r ≥ 0 A ∈ {1, 2, · · · , 2Q1−1 − 1}, r < 0
−A p
P (r = A) = 1 − p, P (r = −A) = p A
Q1 7
A Q1
37 A = 4 Q1 7 A
4 Q1 37
Q1 7 Q1 = 5 37
Q1 = 5 Q1 = 6 BER= 10−10
Q1 = 6
BER
(ii) Q > 1( )
A
2A ;
{−2A · 2Q−1 +A, · · · ,−3A,−A,A, 3A, · · · , 2A · 2Q−1 −A}. (109)
AWGN 1 Gauss (109)
[−4, 4]
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7: Q = 1
A 1 2 4 8
Q1 3 4 5 6
threshold (Eb/No(dB)) 3.0 2.7 2.4 2.4




	



  
Q1=3
Q1=4
Q1=5
Q1=6
BER
Eb/No (dB)
37: (Q = 1), A = 4 BER Q1
(109) 2A · 2Q−1−A r = 4(2A · 2Q−1−A)/2Q1 Q,Q1
A 1 ≤ r < 2
8 Q Q1 A
8 Q = 3
Viterbi Q Q1
3
8: Q > 1
Q 1 2 3 4
Q1 5 6 6 6
A 4 4 2 1
threshold (Eb/No(dB)) 2.4 1.3 0.9 0.8
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6.4
3 9
QC-LDPC
z 1
”barrale shift ” 2i mod z
dlog2 ze [BCK00] z
2×1
38 z = 8 barresl shift
0 or 2 cyclic shift
0 or 4 cyclic shift
0 or 1 cyclic shift
1
Cyclic Shift
Data Input
Data Output
0 1
Shift Value
38: Barrel shift (z = 8)
z z barrel shift
z 4
30 z
z 1 barrel shift
a
a
z = 12, a = 4 m0, · · · ,m11
0 m0 m1 m2 m3
1 m4 m5 m6 m7
2 m8 m9 m10 m11
(0, 1, 2 ) a = 4
a l = 5
(m5,m6,m7,m8), (m9,m10,m11,m0),(m1,m2,m3,m4) a
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a z a
2 a [Hoc03] 39
M R0, R1 S0, T0, · · · , Ta−1
“shift1”, “shift2” (W )
“conrol”
p
l D := dz/ae M(p) p
Retrieved(A,B) A (a−d) B d
a 39 ”shift1”,”shift2”
T0, · · · , Ta−1 R1
(1) p← bl/ac. d← l mod a.
(2) R0 = R1←M(p). p← (p+ 1) mod D.
(3) For t = 0 to D − 1,
If t 6= D − 1, then
Retrieved(R0,M(p)). R0←M(p). p← (p+ 1) mod D.
else
Retrieved(R0, R1).
end if.
shift 1

 
R0
shift 2
S1
control
To Ta-1
W a
WWWW
R1
W a
m0 m1 m2  ma-1 address 
M
Retrieve
S2
39: z a a
6. LDPC / 86
z a a
z ≥ 2a a
[ 06] z = 10, a = 4
m0, · · · ,m9
0 m0 m1 m2 m3
1 m4 m5 m6 m7
2 m8 m9 m0 m1
2 1
2 0
9 (VNU),
(CNU)
z a a
40 z
a ” ”
R1
”Retrieve”
shift 1

 
R0
shift 2
S1
control
To Ta-1
W a
WWWW
R1
W a
S2
m2 m3  ma ma+1
address M
Retrieve
m0 m1 m2  ma-1
ma ma+1 ma+2  m2a-1






S0
40: z ≥ 2a a
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6.5
Viterbi
Viterbi
(trellis complexity)
(minimal trellis)
Benedetto[BGM97]
Viterbi
6.5.1
C S T S T (
) 1 bit
n C S
Σ0 = {S}, Σ1, · · ·, Σn−1, Σn = {T} (n + 1)
ρi = log2Σi i state space dimension max0≤i≤n ρi
state complexity C ρi i
C ρi
[LKFF98, McE96] Viterbi state complexity state
complexity C Viterbi
state complexity
State complexity 41 2
(n, k) C k × n G :
C = {uG : u ∈ GF (2)k}.
41 G =

1 0 0 0 1 1 1
0 1 0 1 0 0 0
0 0 1 1 0 1 0

state complexity 3 i = 2, 3
, G 2 3 state complexity 2
6.5.2
E pi
u1, u2, · · · ,= c0,1, c0,2, · · · E
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State Space Dimension i 0       1        2       2       2        2       1       0
State Complexity = 2
0
1
0
0
0
00 11
0 1 1 1
1
01
S
T
0 0
1
110
0 0
1
11
0
0
1
0
0 0 0
0
0
1
1
0 11
0 1
1 0
0 0 0 1 1 11
1 1
01 0
1
1
0
S T
State Complexity = 3
Minimal Trellis 
0
0
1
1
0
1
0
0
1
1
1
0
1
0
0
0
1
0
0
0
1
G =
0
0
1
1
0
1
0
0
1
1
0
0
1
1
0
0
1
0
0
0
1
G’ =
Minimal Trellis 
State Space Dimension i 0       1        2       3       2        2       1       0
exchange
41: state complexity
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c1,1, c1,2, · · ·, pi E c2,1, c2,2, · · ·
42 3
bit order (A) c0,1, c1,1, c2,1, c0,2, c1,2, c2,2, · · ·
bit order (B) c0,1, c1,1, c2,pi−1(1), c0,2, c1,2, c2,pi−1(2), · · ·
bit order (C) c0,pi(1), c1,pi(1), c2,1, c0,pi(2), c1,pi(2), c2,2, · · ·
bit order (A) =
bit order (B) =
bit order (C) =
E

E
E

E -1
E

E


Encoder
for bit order (A)
Encoder
for bit order (B)
Encoder
for bit order (C)
...2,22,12,01,21,11,0 cccccc
...
21
uu
...
)2()1( pipi
uu
...2,01,0 cc
...2,11,1 cc
...2,21,2 cc
...)2(,22,12,0)1(,21,11,0 11 −− pipi cccccc
...
21
uu
...
)2()1( pipi
uu
...2,01,0 cc
...2,11,1 cc
...
)2(,2)1(,2 11 −− pipi
cc
...2,2)2(,1)2(,01,2)1(,1)1(,0 cccccc pipipipi
...21uu
...)2()1( pipi uu
...
)2(,0)1(,0 pipi
cc
...
)2(,1)1(,1 pipi
cc
...2,21,2 cc
42:
sectinalization
(A)(B)(C)
3 1 section 43 ρ3i
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bit order(A)
bit order(B)
bit order(C)


0 3 6 3(k-1) 3k
....
....
....
1,21,11,0 ccc 2,22,12,0 ccc 3,23,13,0 ccc
)1(,21,11,0 1−piccc )2(,22,12,0 1−pi
ccc
)3(,23,13,0 1−pi
ccc
1,2)1(,1)1(,0 ccc pipi 2,2)2(,1)2(,0 ccc pipi 3,2)3(,1)3(,0 ccc pipi
43: sectionalization
6.5.3 inversion number
{1, 2, · · · , k} pi k :
Pi(pi) = {j : 1 ≤ j ≤ i, pi(j) > i}.Qi(pi) = {j : i < j ≤ n, pi(j) ≤ i}. (110)
|Pi(pi)| = |Qi(pi)| [BGM97] Lemma 1
νpi,i = |Pi(pi)| i pi inversion number (A)
Spi = (pi(1), pi(2), · · · , pi(k)) 0 ≤ i ≤ k Spi (111) (112)
(pi(j), pi(j + 1), · · · , pi(j′))
pij, pi(j + 1), · · · , pi(j′) ≤ i. (111)
pij, pi(j + 1), · · · , pi(j′) > i. (112)
(111) B−pi,i,1, B
−
pi,i,2, · · · , B−pi,i,a (112)
B+pi,i,1, B
+
pi,i,2, · · · , B+pi,i,b B−pi,i,a B+pi,i,b
(αpi,i, βpi,i) = (a, b − 1), B+pi,i,b B−pi,i,a
(αpi,i, βpi,i) = (a− 1, b) (αpi,i, βpi,i) i pi inversion number (B)
[ 1] 16 pi
i : 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16
pi(i) : 7 11 3 10 14 9 1 12 6 8 15 2 4 5 16 13
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i = 4 Ppi,4 = {1, 2, 4}, Qpi,4 = {7, 12, 13} inversion number (A)
νpi,4 4 inversion number (B)
S = 7 11 3 10 14 9 1 12 6 8 15 2 4 5 16 13
B+pi,4,1 B
−
pi,4,1 B
+
pi,4,2 B
−
pi,4,2 B
+
pi,4,3 B
−
pi,4,3 B
+
pi,4,4
(αpi,4, βpi,4) = (3, 3)
pia×b 0, 1, 2, · · · , ab− 1
pia×b(i) = (i mod a) · b+ bi/ac, (113)
pi4×3 :
i : 0 1 2 3 4 5 6 7 8 9 10 11
pi4×3(i) : 0 3 6 9 1 4 7 10 2 5 8 11
pi−1a×b = pib×a
i ∼ k/2
νpi,k/2, αpi,k/2, βpi,k/2 ∼ k/4. (114)
[ 98, Oka99] inversion number (A)
inversion number (B)
6.2 For k = ab,
αpia×b,i ≤ a, βpia×b,i ≤ a− 1. (115)
6.5.4 state complexity
pi, m
state complexity ρ3i inversion number
6.2 (A) ,
ρ3i ≤ 2νpi,i + 3m. (116)
6.3 (B) ,
ρ3i ≤
αi∑
t=1
fm(B−pi,i,t) +
βi∑
t=1
fm(B+pi,i,t) +m, (117)
where fm(S) = min(l(S),m). (l(S) S )
6.1 (B) ,
ρ3i ≤ (αpi,i + βpi,i + 1)m. (118)
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6.2 (C) ,
ρ3i ≤
αi∑
t=1
fm(B−pi−1,i,t) +
βi∑
t=1
fm(B+pi−1,i,t) +m. (119)
6.3 (C) ,
ρ3i ≤ (αpi−1,i + βpi−1,i + 1)m. (120)
44 (C) pi−1
pi−1 (B) 6.2 6.3
E

E

 E-1
E

equivalent
44: (C)
6.2,6.3 6.1 6.3
C G i-th row, 3i-th column 4
G =
[
Gp3iG
f
3i
]  Gp,i−3i Gf,i−3i
Gp,i+3i G
f,i+
3i
 . (121)
state space dimension
6.3 [LKFF98, McE96]
ρ3i = rank(G
p
3i) + rank(G
f
3i)− k. (122)
2 D
g0(D) = [1, (1 +D2)/(1 +D +D2)].
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G0
G0 =

1 1 0 1 0 0 0 1 0 1 0 0 0 1 · · ·
0 0 1 1 0 1 0 0 0 1 0 1 0 0 · · ·
0 0 0 0 1 1 0 1 0 0 0 1 0 1 · · ·
0 0 0 0 0 0 1 1 0 1 0 0 0 1 · · ·
0 0 0 0 0 0 0 0 1 1 0 1 0 0 · · ·
· · ·

. (123)
Gp,i−0,2i , G
p,i+
0,2i , G
f,i−
0,2i , G
f,i+
0,2i 4
6.4 m, 1/2
rank(Gp,i−0,2i ) = i, rank(G
f,i−
0,2i ) = m, (124)
rank(Gp,i+0,2i ) = 0, rank(G
f,i+
0,2i ) = k − i. (125)
rank(Gf,i−0,2i ) = m ( ) rank m
(A),(B),(C)
6.5
ρ3i = rank(G
p,i+
3i ) + rank(G
f,i−
3i ). (126)
( ) rank(Gp,i−3i ) = i, G
f,i+
3i = k − i
Gp,i+3i 0 G
p,i−
3i G
f,i−
3i
Gf,i+3i 6.3
Gp,i+3i c1,j G
p,i+
3i,(1), c2,j
Gp,i+3i,(2) G
f,i−
3i c1,j
Gf,i−3i,(1), c2,j G
f,i−
3i,(2)
Gp,i+3i,(1), G
f,i−
3i,(1) 6.4 rank(G
f,i−
3i,(1)) ≤ m, Gp,i+3i,(1)
6.6
ρ3i = rank(G
p,i+
3i,(2)) + rank(G
f,i−
3i,(2)) +m. (127)
( 6.2 ) Gf,i−3i,(2)) j = 0, i+ 1, · · · , i− 1 Ppi,i h pi(h)
h ∈ Qpi,i pi(h) 2
rank 6.4 m νpi,i rank νpi,i
rank(Gf,i−3i,(2)) ≤ νpi,i +m rank(Gp,i+3i,(2))
6.6 6.2
( 6.3 ) Bit order (B) Gf,i−3i,(2)) B
−
pi,i,j
rank 6.4 fm(B−pi,i,j) G
p,i+
3i,(2)) B
+
pi,i,j
6.6 6.3
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(114) inversion number
6.2 ρ3i ≤ k/2 + 3m 45 m = 2,
k = 100 s-random state space dimension
Bit order (A) bit order (B) state
complexity k/2+3m
6.2 tight Viterbi state
complexity 20 k = 100








	



        	 

time i
3i
bit order (B)
bit order (A)
45: S-random (m = 2, k = 100) state complexity
6.2, 6.1 αpi,i, βpi,i a pia×b (B) state
complexity 46 pi4×25 state space dimension
(k = 100,m = 2)
k, c
θk,c(i) = (ci)mod k
θ−1k,c = θk,c−1mod k
αθk,c,i, βθk,c,i ≤ c 47 θ100,89
state space dimension 89−1mod 100 = 9
6.3 (C) state complexity
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







	



        	 

bit order (B)
bit order (A)
time i
3i
46: pi4×25 (m = 2, k = 100) state complexity








	



        	 
 
bit order (B)
bit order (A)

3i
bit order (C)
time i
47: θ100,89 (m = 2,k = 100) state complexity
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6.5.5
48 trellis Viterbi
m 2
0.2dB pi2×50, θ100,3
(B) state complexity 10, 14 10
100
1.E-04
1.E-03
1.E-02
1.E-01
1.E+00
2.5 3 3.5 4 4.5 5 5.5
FER
ML
Iterative
(State Complexity = 6)
ML
Iterative
(State Complexity = 13)
Eb/No(dB)


502
100, 3
48: pi2×50 θ100,3 (m = 2,
k = 100)
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6.6
LDPC
1/2
Normalized min-sum
Viterbi
LDPC
7. 98
7
LDPC
LDPC HARQ
QC-LDPC
LDPC IEEE802.16e LDPC 3GPP LTE
LDPC IR-HARQ
HARQ
SNR LDPC IR-HARQ
LDPC
1Gbps
LDPC
LDPC [FWK05]
MIMO(Multiple-Input Multiple-Output)
(Turbo equalization) 90
[ 08]
7. 99
NEC
NEC LDPC
NEC
NEC NEC
NEC
NEC RAN
A. LDPC 100
A LDPC
HB,4 (64) (e1 = 1, e2 = 0) 4.4.3 (a)-(f) z
49,50,51
z ’a’
I
(a mod z)
z -1 z × z
4.4.3
all 0
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