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2. Related work: Current approaches to behavior modeling  
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inputs/triggers and outputs
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3. Monterey Phoenix: key principles and comparison with existing frameworks 
3.1. In addition to modeling the behavior of the system along with its interfaces to external systems, also model the behavior of 
the environment in which the system operates. 
Events
event traces
A:  right-hand-part; 
A
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A  B  C (A | B | C) (* A B C *)
[A]
01 ROOT User:  
02 (*  request_access  
03  (* creds_invalid request_access  *) 
04  (  creds_valid   (run_services  | abandon_access_request)   |  
05     creds_invalid (attempt_exhausted | abandon_access_request) )  
06  end_User_session       *);  
07        request_access:  provide_general_ID  provide_unique_ID; 
 
08 ROOT System:  
09 (* request_unique_ID  
10    [ creds_invalid request_unique_ID 
11  [ creds_invalid request_unique_ID 
12    [ creds_invalid  attempt_exhausted  
13   invalid_creds_notice cancel_access_request ] ] ] 
14    [  (creds_valid   ( authorize_access   run_services        |  
15           long_wait_for_User   cancel_access_request )  | 
16        creds_invalid  long_wait_for_User   cancel_access_request  ) ] 
17    end_System_session  *); 
or
3.2. Model component interactions abstractly and separately, rather than instantiated in specific use cases.   
abstract use 
cases
any
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18 COORDINATE  (* $x: provide_general_ID *)  FROM User,  
19   (* $y: request_unique_ID *)   FROM System  
20    ADD $x PRECEDES $y; 
21 COORDINATE  (* $x: request_unique_ID *)  FROM System,  
22   (* $y: provide_unique_ID *)  FROM User 
23    ADD $x PRECEDES $y; 
24 User, System SHARE ALL  creds_valid, creds_invalid,  
25      attempt_exhausted, run_services; 
 
4. Implementation: Using MP to purge undesired behavior from an architecture model 
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assertion checking
not
5. Summary and Way Ahead 
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