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Uvod
PHP je jedan od najrasˇirenijih programskih jezika za razvoj web-aplikacija. Za razliku
od vec´ine popularnih programskih jezika za razvoj web-aplikacija koji prikaz podataka
stvaraju na klijentskoj strani, PHP se izvrsˇava u potpunosti na posluzˇiteljskoj strani. Kao
pomoc´ pri izradi sve slozˇenijih aplikacija, pojavili su se brojni razvojni okviri koji ubr-
zavaju njihovu implementaciju i pomazˇu pri organizaciji koda. Jedan od najpopularnijih
razvojnih okvira za PHP je Laravel. Laravel je besplatni okvir otvorenog koda (eng. open-
source) koji slijedi arhitekturalni obrazac model-view-controller, donosi moc´an alat za
web-predlosˇke, implementaciju objektno-relacijskog preslikavanja (ORM) za komunika-
ciju s bazom podataka, te brojne druge moguc´nosti koje se zahtjevaju od moderne plat-
forme za razvoj web-aplikacija.
U prvom poglavlju opisujemo opc´eniti razvojni okvir Laravel. S obzirom da je La-
ravel opsˇiran razvojni okvir, te korisniku pruzˇa mnogo moguc´nosti i nacˇina rada, ovdje
se usredotocˇujemo samo na njegov osnovni okvir koji je potreban za pocˇetak razvoja
web-aplikacije. Prvo se bavimo postavljanjem razvojnog okruzˇenja i kreiranjem nove
web-aplikacije. Zatim, opisujemo osnovne dijelove arhitekturalnog obrasca model-view-
controller i novosti te korisne mehanizme koje Laravel donosi programeru pri implemen-
taciji njegovih dijelova. Posebno su zanimljivi Eloquent za modele i Blade za view-ove.
Takoder, spomenut c´emo i usmjeravanje koje je vazˇan dio obrasca i u koje Laravel uvodi
razne metode za laksˇe definiranje i imenovanje. Novost u Laravelu su migracijske skripte,
a vazˇne su za rad i izmjene na bazi podataka, te olaksˇavaju rad u timu. Spomenut c´emo
i moguc´nost jednostavnog kreiranja autentifikacije. Na kraju ovoga poglavlja govorimo o
moguc´nostima rada na korisnicˇkoj strani web-aplikacije.
U drugom poglavlju opisujemo slozˇenije web-aplikacije u Laravelu. Za potrebe ovoga
rada kreirana je web-aplikacija za podrsˇku kolegijima Matematicˇkog odsjeka Prirodoslo-
vno-matematicˇkog fakulteta u Zagrebu. Na pocˇetku prikazujemo samu web-aplikaciju,
kako se ona upotrebljava i koje su njezine moguc´nosti, a zatim ulazimo visˇe u strukturu
same web-aplikacije razlazˇuc´i njene modele, rute te njihov rad. Navodimo i slozˇenije
moguc´nosti Laravela koje nismo spominjali u prvom poglavlju, a izrazito su korisne, te
se pojavljuju u nasˇoj web-aplikaciji. Na kraju ovoga poglavlja ponovno govorimo o ko-
risnicˇkoj strani web-aplikacije, te navodimo i ukratko opisujemo sve pakete koje smo ko-
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ristili u nasˇoj web-aplikaciji.
Poglavlje 1
Razvojni okvir Laravel
Laravel je razvojni okvir za programski jezik PHP koji sluzˇi za izradu web-aplika-
cija. On je jedan od najpopularnijih razvojnih okvira, besplatan je i otvorenog je koda
(eng. open-source). Razvojni okvir je baziran na arhitekturalnom obrascu MVC (eng. mo-
del-view-controller). Osnovna ideja MVC-a je razdvajanje aplikacije na tri osnovne kom-
ponente: model, view i controller. Model predstavlja logiku aplikacije i pripadne strukture
podataka. On je smislen i bez weba, te ne vrsˇi nikakvu komunikaciju s korisnikom apli-
kacije. View sluzˇi za vizualni prikaz modela korisniku u nekom pogodnom formatu, sˇto je
u slucˇaju web-aplikacija najcˇesˇc´e HTML. Controller je spojnica izmedu modela i view-a.
On obraduje podatke poslane od strane korisnika te na temelju njih azˇurira model. Takoder,
radi upite na modele i na temelju odgovora priprema podatke koje c´e prikazati view.
Laravel nam donosi izrazito moc´ne web-predlosˇke, implementaciju objektno-relacij-
skog preslikavanja (ORM) za komunikaciju s bazom podataka, te brojne druge moguc´nosti
koje se zahtijevaju od moderne platforme za razvoj web-aplikacija. U ovom radu opisu-
jemo verziju 5.6.
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1.1 Instalacija Laravela
Serverski zahtjevi
Laravel je PHP razvojni okvir te zahtjeva HTTP server na kojem c´e se pokretati. Na serveru
treba postojati instalacija PHP-a u verziji ≥ 7.1.3, te sljedec´e PHP ekstenzije:
• OpenSSL
• PDO
• Mbstring
• Tokenizer
• XML
• Ctype
• JSON
Da bi priprema programskog okruzˇenje za razvoj web-aplikacija bilo sˇto jednostavnija,
Laravel nudi alternativu lokalnom serveru u obliku virtualnog stroja Laravel Homestead.
To je sluzˇbeni, pripremljeni Vagrant box koji sluzˇi laksˇem razvoju aplikacija bez potrebe
za postavljanjem web servera, instalacijom PHP-a, i bilo kojeg drugog serverskog softvera
na lokalno racˇunalo. Vagrant je open-source softverski produkt koji sluzˇi za kreiranje i
upravljanje prijenosnim virtualnim okolinama za razvoj softvera. Vagrant boxevi su manje
verzije virtualne masˇine kojima se laksˇe i brzˇe upravlja. Velika je prednost korisˇtenja
Homesteada sˇto se korisnik ne mora brinuti o moguc´im problemima koje mozˇe stvoriti
na lokalnom racˇunalu. Vagrant boxovi se lako unisˇtavaju i stvaraju novi u slucˇaju pojave
ikakve gresˇke.
Composer i instalacija
Composer je alat koji sluzˇi za upravljanje zavisnostima u PHP-u. Pomoc´u njega se deklari-
raju biblioteke koje su nam potrebne u nekom projektu. Jednostavnim pozivom iz koman-
dne linije instaliramo nove, azˇuriramo postojec´e te brisˇemo suvisˇne biblioteke. On nam je
potreban za instalaciju samog Laravela.
Instalacija Laravela se zatim provodi sljedec´im pozivima u komandnoj liniji:
1 composer g l o b a l r e q u i r e ” l a r a v e l / i n s t a l l e r ”
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i zatim
1 l a r a v e l new i m e d i r e k t o r i j a
Prva naredba globalno dohvac´a instalacijski paket za Laravel te nam omoguc´ava po-
zivanje naredbe laravel za kreiranje novih projekata. Pomoc´u druge naredbe kreiramo
zˇeljeni direktorij u trenutnom, te dohvac´amo i instaliramo sve zavisnosti potrebne za novi
projekt.
Alternativno, instalaciju mozˇemo vrsˇiti i iskljucˇivo pomoc´u Composera, tako da pozo-
vemo naredbu:
1 composer c r e a t e − p r o j e c t −−p r e f e r − d i s t l a r a v e l / l a r a v e l i m e d i r e k t r o r i j a
U ovom slucˇaju izravno kreiramo novi projekt i instaliramo sve potrebne zavisnosti.
1.2 Prva aplikacija
Laravel dolazi s ugradenim razvojnim HTTP serverom za PHP koji mozˇemo koristiti za
posluzˇivanje nasˇe aplikacije, ako imamo lokalno instaliran PHP.
Na adresi http://localhost:8000 pokrec´emo razvojni server sljedec´om naredbom:
1 php a r t i s a n s e r v e
Nakon uspjesˇne instalacije, otvaranjem adrese http://localhost:8000, ili neke
druge pripadajuc´e adrese ako koristimo npr. Laravel Homestead, u web pregledniku otvara
se nasˇa nova web-aplikacija, koja je oblika prikazanog na slici 1.1.
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Slika 1.1: Inicijalna stranica
Laravel ima izrazito razgranatu strukturu direktorija. Posˇto se koristi MVC obrazac
kljucˇno je na pocˇetku znati gdje se nalaze modeli, controlleri i view-ovi.
Modeli se nalaze unutar direktorija app/. Posˇto se modeli brzo gomilaju dobro im je
kreirati vlastiti poddirektorij. Uz modele se vezˇu i vrlo su vazˇne migracijske skripte koje
se nalaze unutar database/migrations/. O njima c´emo detaljnije pricˇati kasnije.
Controlleri se nalaze unutar direktorija app/Http/Controllers/. Takoder ih je moguc´e
grupirati u razne poddirektorije ovisno o funkcionalnosti koju izvrsˇavaju.
View-ovi se nalaze unutar direktorija resources/views/. Njih se takoder mozˇe grupirati
i vrlo je dobra praksa razdvajati jedan view na visˇe dijelova ovisno o funkcionalnosti koju
implementiraju.
Vazˇno je josˇ spomenuti da se rute nalaze u direktoriju routes/. O njima i vazˇnim ele-
mentima toga direktorija c´emo detaljnije kasnije.
1.3 Artisan CLI
Artisan je sucˇelje komandne linije ukljucˇeno u Laravel. Pomoc´u njega imamo pristup
brojnim naredbama koje su izrazito korisne u kreiranju aplikacije, na primjer, pomoc´u
jedne naredbe kreiramo novi model s pripadajuc´im controllerom i migracijskom skriptom.
Same naredbe i primjere pozivanja pokazat c´emo u narednim sekcijama.
Kako bismo dobili listu svih naredbi pozivamo sljedec´u komandnu liniju:
1 php a r t i s a n l i s t
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Kada odaberemo zˇeljenu naredbu njene argumente i opcije mozˇemo saznati pozivom
linije:
1 php a r t i s a n h e l p i m e n a r e d b e
Svaka Laravel aplikacija sadrzˇi i Tinker. Tinker je interaktivna okolina za testira-
nje unosa i komandi, koji ga zatim izvrsˇava i vrac´a korisniku rezultat, tzv. REPL (eng.
Read–eval–print loop). Pomoc´u njega mozˇemo vrsˇiti interakciju s cijelom aplikacijom iz
komandne linije, kao na primjer s Eloquent ORM-om, dogadajima itd. Time se znacˇajno
olaksˇava testiranje raznih linija koda za koje nismo sigurni da li nam vrac´aju zˇeljeni rezultat
i imaju li ocˇekivano ponasˇanje.
Tinker pokrec´emo pomoc´u Artisana pozivom sljedec´e linije:
1 php a r t i s a n t i n k e r
Artisan omoguc´uje i kreiranje vlastitih naredbi unutar aplikacije. Vidimo da je to izra-
zito moc´an alat pri kreiranju Laravel aplikacija i uvelike ubrzava izradu raznih dijelova.
1.4 Migrations i Seeds
Vec´ina modernih web-aplikacija koristi baze podataka za pohranu svojih podataka. Lara-
vel omoguc´uje jednostavno kreiranje tablica u bazi podataka i njihovo inicijalno punjenje
podacima. Migracijske skripte sluzˇe kao svojevrsna kontrola verzija baze podataka i za
laksˇe izmjene i dijeljenje promjena na njenoj shemi unutar tima. Seederi su s druge strane
skripte pomoc´u kojih jednostavno punimo bazu testnim podacima.
Migrations
Migracijske skripte sluzˇe za kontrolu verzija baze podataka. Pomoc´u njih je moguc´e jed-
nostavno kreiranje novih tablica ili izmjene na postojec´im te samim time jednostavnije
dijeljenje izmjena s ostalim cˇlanovima tima. Kreiramo ih pomoc´u sljedec´e naredbe:
1 php a r t i s a n make : m i g r a t i o n i m e s k r i p t e
Uobicˇajna je konvencija da se skripta imenuje s prefiksima koji naglasˇavaju tip izmjene,
npr. create, add ime stupca to, zatim ime tablice i na kraju table. Direktorij u koji su
spremaju je database/migrations. Svaka kreirana skripta ima na pocˇetku dodani vremenski
zˇig kojim Laravel utvrduje redoslijed migracijskih skripti.
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Dodavanjem zastavica --table i --create mozˇemo naglasiti samom Laravelu da se radi
o izmjeni na postojec´oj tablici ili kreiranju nove. Pozivi, uz navedenu konvenciju imeno-
vanja, su sljedec´i:
1 php a r t i s a n make : m i g r a t i o n c r e a t e t a b l i c a t a b l e −− c r e a t e = t a b l i c a
2 php a r t i s a n make : m i g r a t i o n a d d s t u p a c t o t a b l i c a t a b l e −− t a b l e = t a b l i c a
Nakon poziva navedenih naredbi, Laravel stvara datoteku u navedenom direktoriju te
automatski generira kod za klasu ImeSkripte s dvjema praznim metodama up i down,
koje programer zatim implementira. Metoda up sluzˇi za kreiranje novih tablica, dodava-
nje stupaca ili indeksa u bazu podataka, dok metoda down uklanja sve izmjene, tj. u njoj
radimo sve suprotne radnje od onih u up metodi. Kod 1.1 prikazuje primjer jedne migra-
cijske skripte za kreiranje tablice users u koju c´e biti spremljeni svi korisnici aplikacije i
njihove osnovne informacije.
1 <?php
2
3 use I l l u m i n a t e \ S u p p o r t \ Facades \Schema ;
4 use I l l u m i n a t e \D a t a b a s e \Schema \ B l u e p r i n t ;
5 use I l l u m i n a t e \D a t a b a s e \M i g r a t i o n s \M i g r a t i o n ;
6
7 c l a s s C r e a t e U s e r s T a b l e e x t e n d s M i g r a t i o n
8 {
9 / ∗ ∗
10 ∗ Run t h e m i g r a t i o n s .
11 ∗
12 ∗ @return vo id
13 ∗ /
14 p u b l i c f u n c t i o n up ( )
15 {
16 Schema : : c r e a t e ( ’ u s e r s ’ , f u n c t i o n ( B l u e p r i n t $ t a b l e ) {
17 $ t a b l e −> i n c r e m e n t s ( ’ i d ’ ) ;
18 $ t a b l e −> s t r i n g ( ’ name ’ ) ;
19 $ t a b l e −> s t r i n g ( ’ surname ’ ) ;
20 $ t a b l e −> s t r i n g ( ’ e m a i l ’ )−>un iq ue ( ) ;
21 $ t a b l e −> s t r i n g ( ’ password ’ ) ;
22 $ t a b l e −> s m a l l I n t e g e r ( ’ r o l e ’ ) ;
23 $ t a b l e −>rememberToken ( ) ;
24 $ t a b l e −> t i m e s t a m p s ( ) ;
25 } ) ;
26 }
27
28 / ∗ ∗
29 ∗ Reve r se t h e m i g r a t i o n s .
30 ∗
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31 ∗ @return vo id
32 ∗ /
33 p u b l i c f u n c t i o n down ( )
34 {
35 Schema : : d r o p I f E x i s t s ( ’ u s e r s ’ ) ;
36 }
37 }
Kod 1.1: Primjer migracijske skripte
Kao sˇto vidimo, kreiranje tablice i deklaracija stupaca je jednostavno implementirana
pomoc´u Laravelove klase Schema. Zanimljivo je spomenuti da Laravel ima jednostavnu
deklaraciju vremenskog zˇiga (linija 24.) koji c´e kreirati dva stupca u tablici za vrijeme
kreiranja i zadnje izmjene, kojima c´e kasnije lako sam pozadinski manipulirati prilikom
unosˇenja izmjena retka.
Pokretanje migracija se vrsˇi sljedec´om naredbom:
1 php a r t i s a n m i g r a t e [−− s eed ]
Opcionalnom zastavicom --seed mozˇemo istovremeno napuniti tablice testnim podacima
koje c´e generirati pripadne klase tipa Seeder.
Migracije stvaraju automatski i svoju posebnu tablicu pomoc´u koje se pamte izmjene
i pozivanja migracija. Time nam se omoguc´ava povratak na prijasˇnja stanja ako nismo
zadovoljni promjenama i slicˇne radnje.
Ako zˇelimo izbrisati sve tablice i pokrenuti ponovno migraciju, pozivamo:
1 php a r t i s a n m i g r a t e : f r e s h [−− s eed ]
Seeds
Klase tipa Seeder su jednostavne metode kojima nam je omoguc´eno punjenje baze test-
nim podacima. Sve takve klase se nalaze unutar direktorija database/seeds. Seeder klase
mogu imati proizvoljna imena, ali konvencija je da budu oblika ImeTabliceTableSeeder.
Sljedec´im pozivom kreiramo klasu:
1 php a r t i s a n make : s e e d e r I m e T a b l i c e T a b l e S e e d e r
Seederi implementiraju metodu run koja je odgovorna za punjenje tablice u bazi po-
dataka. Pocˇetno je definirana klasa DatabaseSeeder. Kao sˇto vidimo u primjeru 1.2, ona
sluzˇi za pozivanje ostalih seedera koji rade punjenje odredenih tablica.
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1 <?php
2
3 use I l l u m i n a t e \D a t a b a s e \ S ee de r ;
4
5 c l a s s D a t a b a s e S e e d e r e x t e n d s Se e de r
6 {
7 / ∗ ∗
8 ∗ Seed t h e a p p l i c a t i o n ’ s d a t a b a s e .
9 ∗
10 ∗ @return vo id
11 ∗ /
12 p u b l i c f u n c t i o n run ( )
13 {
14 $ t h i s −> c a l l ( U s e r s T a b l e S e e d e r : : c l a s s ) ;
15 $ t h i s −> c a l l ( ProgrammesTableSeeder : : c l a s s ) ;
16 $ t h i s −> c a l l ( C o u r s e s T a b l e S e e d e r : : c l a s s ) ;
17 $ t h i s −> c a l l ( ExamTypesTableSeeder : : c l a s s ) ;
18 }
19 }
Kod 1.2: Primjer klase DatabaseSeeder
U primjeru 1.3 vidimo jednostavnu implementaciju gdje u tablicu users dodajemo dva
korisnika, te u tablicu students infos unosimo dodatne informacije za drugog korisnika.
1 <?php
2
3 use I l l u m i n a t e \D a t a b a s e \ S ee de r ;
4
5 c l a s s U s e r s T a b l e S e e d e r e x t e n d s Se e de r
6 {
7 / ∗ ∗
8 ∗ Run t h e d a t a b a s e s e e d s .
9 ∗
10 ∗ @return vo id
11 ∗ /
12 p u b l i c f u n c t i o n run ( )
13 {
14 / /
15 DB : : t a b l e ( ’ u s e r s ’ )−> i n s e r t (
16 a r r a y (
17 ’ name ’ => ’ Marko ’ ,
18 ’ surname ’=> ’ Horva t ’ ,
19 ’ e m a i l ’ => ’ marko . horva t@mai l . com ’ ,
20 ’ r o l e ’ => 0 ,
21 ’ password ’ => Hash : : make ( ’ m a r k o v a s i f r a ’ ) ,
22 )
23 ) ;
POGLAVLJE 1. RAZVOJNI OKVIR LARAVEL 11
24
25 $ i d = DB : : t a b l e ( ’ u s e r s ’ )−> i n s e r t G e t I d (
26 a r r a y (
27 ’ name ’ => ’ Ivan ’ ,
28 ’ surname ’=> ’ Novak ’ ,
29 ’ e m a i l ’ => ’ i v a n . novak@mail . com ’ ,
30 ’ r o l e ’ => 1 ,
31 ’ password ’ => Hash : : make ( ’ i v a n o v a s i f r a ’ ) ,
32 )
33 ) ;
34
35 DB : : t a b l e ( ’ s t u d e n t s i n f o s ’ )−> i n s e r t (
36 a r r a y (
37 ’ u s e r i d ’ => $id ,
38 ’JMBAG’ => ’ 0123456789 ’
39 )
40 ) ;
41 }
42 }
Kod 1.3: Primjer jednostavnije seeder klase
Laravel omoguc´ava i generiranje velikih kolicˇina podataka pomoc´u modela factory.
Osim vec´ navedenog pokretanja zajedno s migracijskim skriptama, seederi se mogu
pokretati i samostalno. Pozivom:
1 php a r t i s a n db : seed
izvrsˇava se, kao i prilikom poziva zajedno s migracijama, metoda run klase DatabaseSe-
eder. Zato je uobicˇajna praksa da ona poziva sve ostale klase, a da se u njoj samoj ne
izvodi populacija baze.
Ako zˇelimo pozvati samo odredeni seeder tada dodavanjem zastavice --class definiramo
koju klasu zˇelimo pozvati:
1 php a r t i s a n db : seed −− c l a s s = I m e T a b l i c e T a b l e S e e d e r
1.5 Eloquent
Modeli sluzˇe za logiku aplikacije i rad s pripadnom bazom podataka u arhitekturalnom
obrascu MVC. Laravel implementira modele pomoc´u Eloquent ORM-a (objektno-relacij-
skog preslikavanja). Eloquent omoguc´uje jednostavan rad s bazom podataka, oblikovan
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je arhitekturalnim obrascem ActiveRecord. Svaki model je vezan za jednu tablicu u bazi
podataka i omoguc´uje jednostavno pretrazˇivanje, dodavanje i brisanje podataka.
Model imenujemo u skladu s tablicom koju c´e predstavljati i kreiramo sljedec´im pozi-
vom
1 php a r t i s a n make : model ImeModela [−−m i g r a t i o n s −− c o n t r o l l e r −− r e s o u r c e
]
Postavljanjem zastavica istovremeno za model mozˇemo stvoriti pripadajuc´u migracijsku
skriptu i controller. Sˇtovisˇe, za controller mozˇemo postaviti zastavicu --resource kako bi
se stvorio CRUD controller, ali o tome visˇe kasnije.
Prvo pogledajmo neke opc´e postavke na modelu i njihove zadane vrijednosti. Neka se,
na primjer, nasˇ model zove User. Uzimamo engleski naziv jer Eloquent koristi englesku
mnozˇinu u automatskom imenovanju tablice u odnosu na model. Osnovna svojstva klase
User su sljedec´a:
1 p r o t e c t e d $ t a b l e = ’ u s e r s ’ ;
2
3 p r o t e c t e d $pr imaryKey = ’ i d ’ ;
4 p u b l i c $ i n c r e m e n t i n g = t r u e ;
5
6 p u b l i c $ t i m e s t a m p s = t r u e ;
7 c o n s t CREATED AT = ’ c r e a t e d a t ’ ;
8 c o n s t UPDATED AT = ’ u p d a t e d a t ’ ;
Pomoc´u $table postavljamo zˇeljeno ime tablice na koju se model User spaja. Vidimo
da je moguc´e i postaviti primarni kljucˇ, te povec´ava li se on automatski. Automatsko
povec´anje je vazˇno primjerice kod dodavanja novih podataka. Takoder, potrebno je nagla-
siti postoje li polja za vremenski zˇig, jer njega Eloquent samostalno izmjenjuje prilikom
dodavanja i uredivanja. Ako je potrebno, mogu se i promijeniti imena tih polja. Postoje josˇ
razne opcije koje je moguc´e namjesˇtati. Spomenimo josˇ $fillable koja prilikom kreiranja
pomazˇe pri masovnom postavljanju vrijednosti stupaca. Samo se stupci navedeni u tom
polju mogu masovno postaviti, vidi npr. kod 1.4.
Eloquent metode kao sˇto su all i get, koje vrac´aju visˇe redaka, stvaraju instancu klase
Collection. Ona nam omoguc´ava jednostavan rad s podacima i nudi razne dodatne metode.
Po takvim kolekcijama se mozˇe prelaziti petljom kao po polju. Metodama kao sˇto su to-
Array i toJson mozˇemo kolekcije jednostavno pretvarati u polje, odnosno JSON. Moguc´e
je i dodavati razlicˇite uvjete na upite. Eloquent implementira metode kao sˇto su where,
orderBy, groupBy i slicˇne metode cˇijim ulancˇavanjem stvaramo standardne upite na bazu
podataka. Jedan takav primjer vidimo u kodu 1.4, u metodi getAllProfessors.
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Eloquent omoguc´uje da jednom dohvac´enom retku lako procˇitamo ili promijenimo vri-
jednost stupca preko svojstva koje nosi isti naziv kao ime stupca.
Jedna od najkorisnijih metoda koje nudi Eloquent je lako stvaranje relacija izmedu
tablica, odnosno modela. Tako se nude metode za veze ”jedan naprema jedan”, ”jedan
naprema mnogo”, i ”mnogo naprema mnogo”. Posljednjom se najvisˇe isˇcˇitava moc´ Eloqu-
enta gdje jednostavno preko pivotne tablice stvara relacije. Samo korisˇtenje veza se odvija
preko metoda koje se dodaju u model, a zatim pozivaju kao svojstva koja vrac´aju kolekcije.
Primjer raznih veza vidimo u kodu 1.4.
1 <?php
2
3 namespace App\Models ;
4
5 use . . .
6
7 c l a s s User e x t e n d s A u t h e n t i c a t a b l e
8 {
9 use N o t i f i a b l e ;
10
11 p r o t e c t e d $ f i l l a b l e = [
12 ’ name ’ , ’ surname ’ , ’ e m a i l ’ , ’ password ’ , ’ r o l e ’
13 ] ;
14
15 p r o t e c t e d $h idden = [
16 ’ password ’ , ’ r emember token ’ ,
17 ] ;
18
19 . . .
20
21 p u b l i c s t a t i c f u n c t i o n g e t A l l P r o f e s s o r s ( )
22 {
23 r e t u r n s e l f : : where ( ’ r o l e ’ , 0 )−>orderBy ( ’ surname ’ )−>g e t ( ) ;
24 }
25
26 . . .
27
28 p u b l i c f u n c t i o n coursesAdmin ( )
29 {
30 r e t u r n $ t h i s −>belongsToMany ( Cour ses : : c l a s s , ’ a d m i n c o u r s e ’ , ’ u s e r i d
’ , ’ c o u r s e i d ’ ) ;
31 }
32
33 p u b l i c f u n c t i o n p o s t s ( )
34 {
35 r e t u r n $ t h i s −>hasMany ( P o s t : : c l a s s ) ;
36 }
POGLAVLJE 1. RAZVOJNI OKVIR LARAVEL 14
37
38 p u b l i c f u n c t i o n p u b l i s h ( P o s t $ p o s t )
39 {
40 r e t u r n $ t h i s −>p o s t s ( )−>s ave ( $ p o s t ) ;
41 }
42
43 . . .
44
45 }
Kod 1.4: Primjer modela za korisnike
Objasnimo sada metode coursesAdmin i posts. Model User i model Courses, tj. nji-
hove pripadajuc´e tablice, su u vezi ”mnogo naprema mnogo”. Njihova pivotna tablica
je admin course. Metodom coursesAdmin definiramo relaciju medu modelima pomoc´u
Eloquent metode belongsToMany. Ona zahtjeva kao argument model (u nasˇem primjeru
Courses) s kojom je dani model (User) povezan. Drugi argument je naziv pivotne tablice
(admin course), te zatim kljucˇevi na koje se spaja primarni kljucˇ danog modela (user id),
i na koji se spaja primarni kljucˇ modela u relaciji (course id). Zadnja tri parametra nije
potrebno navoditi ako stupce i tablice imenujemo po nekim pravilima. Recimo, strane
kljucˇeve bi trebalo imenovati kao ime tablice id, pri cˇemu je ime tablice tablica na koju se
odnosi strani kljucˇ. Za pivotne tablice bi se trebalo imenovati spajanjem imena tablica na
koje se odnosi, i to abecednim redom.
Metoda posts stvara relaciju za vezu ”jedan naprema mnogo” izmedu modela User i
Post. Vidimo da se koristi Eloquent metoda hasMany i da se kao argument sˇalje model
Post. U ovom primjeru vidimo da se ne navode strani kljucˇevi, premda ih je moguc´e nagla-
siti, zato sˇto Eloquent sada mozˇe raditi ispravnu predikciju po prije navedenim pravilima.
Za kraj spomenimo metodu publish koja koristi jednu vrlo korisnu moguc´nost Eloqu-
enta. Eloquent omoguc´uje jednostavno dodavanje novih modela u relaciju. U konkret-
nom primjeru zˇelimo dodati novi Post za neki User model. Umjesto da sami postavljamo
cˇlana user id, moguc´e je to napraviti preko postojec´e relacije, kao sˇto vidimo u primjeru,
i jednostavnim pozivom metode za spremanje save, ili za neki drugi slucˇaj metodom za
stvaranje novog modela create.
1.6 Controller
Unutar arhitekturalnog obrasca MVC controlleri sluzˇe kao veza izmedu modela i view-
a. Oni odraduju pripremu podataka za prikaz, te obradu podataka i azˇuriranje modela. U
Laravelu se controlleri nalaze unutar direktorija app/Http/Controllers/. Konvencija je da ih
imenujemo najcˇesˇc´e po modelu na kojem rade ili nekom prigodnom tipu obrade koji rade,
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i dodavanjem sufiksa Controller, tj. ImeModelaController. Controllere mozˇemo kreirati
pozivom Artisan naredbe:
1 php a r t i s a n make : c o n t r o l l e r I m e M o d e l a C o n t r o l l e r
Zastavicom --invokable kreiramo controller koji ima samo jednu moguc´u akciju. Takvi
controlleri implementiraju samo metodu invoke.
Dodavanjem zastavice --resource ili krac´e -r kreiramo CRUD (eng. create, read, up-
date, and delete) controllere s definicijama svih pripadajuc´ih metoda, koje je zatim po-
trebno samo popuniti. Primjer jednog takvog controllera je prikazan u kodu 1.5. Za takav
tip controllera Laravel nudi jednostavnu definiciju ruta o cˇemu c´e biti visˇe rijecˇi u sljedec´im
sekcijama.
Laravel omoguc´uje izravno povezivanje parametra iz rute s odgovarajuc´im modelom u
kojem je taj parametar identifikator (stupac id u pripadnoj tablici baze podataka). Zastavi-
com --model mozˇemo povezati CRUD controller s pripadajuc´im modelom. To je vrlo
korisna opcija koja olaksˇava dohvac´anje modela jer automatski stvara instancu koja je
spremna za daljnji rad.
U kodu 1.5 mozˇemo vidjeti primjere metoda kada controlleru nije proslijeden para-
metar (metoda index) i kada mu je proslijeden (metoda edit). Metoda index vrsˇi preus-
mjeravanje na controller HomeController i njegovu pripadajuc´u metodu index. U metodi
edit vidimo izravno povezivanje parametra rute s odgovarajuc´im modelom. Metoda po-
ziva view i sˇalje mu odgovarajuc´e podatke za prikaz. Takoder, vidimo da se unutar samog
poziva vrsˇi dohvac´anje i priprema podataka za prikaz pozivima raznih metoda modela.
1 <?php
2
3 namespace App\Ht tp \ C o n t r o l l e r s ;
4
5 use . . .
6
7 c l a s s C o u r s e C o n t r o l l e r e x t e n d s C o n t r o l l e r
8 {
9 p u b l i c f u n c t i o n c o n s t r u c t ( )
10 {
11 $ t h i s −>middleware ( ’ p r o f ’ , [ ’ e x c e p t ’ => [ ’ i n d e x ’ , ’ show ’ ] ] ) ;
12 $ t h i s −>middleware ( ’ cadmin ’ , [ ’ on ly ’ => [ ’ e d i t ’ , ’ u p d a t e ’ , ’ d e s t r o y ’
] ] ) ;
13 }
14
15 p u b l i c f u n c t i o n i n d e x ( )
16 {
17 r e t u r n R e d i r e c t : : a c t i o n ( ’ HomeContro l le r@index ’ ) ;
18 }
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19
20 p u b l i c f u n c t i o n c r e a t e ( )
21 {
22 . . .
23 }
24
25 p u b l i c f u n c t i o n s t o r e ( Reques t $ r e q u e s t )
26 {
27 $ t h i s −> v a l i d a t e ( $ r e q u e s t , [
28 ’ name ’ => ’ r e q u i r e d | s t r i n g ’ ,
29 ’ programms ’ => ’ r e q u i r e d ’
30 ] ) ;
31
32 . . .
33 }
34
35 p u b l i c f u n c t i o n show ( Courses $ c o u r s e )
36 {
37 . . .
38 }
39
40 p u b l i c f u n c t i o n e d i t ( Cour se s $ c o u r s e )
41 {
42 r e t u r n view ( ’ c o u r s e . e d i t ’ , [
43 ’ c o u r s e ’ => $cour se ,
44 ’ programmes ’ => Programm : : programmes ( ) ,
45 ’ exams ’ => ExamType : : examTypes ( ) ,
46 ’ p r o f e s s o r s ’ => User : : g e t A l l P r o f e s s o r s ( ) ,
47 ’ admins ’ => $cour se −>courseAdmin ( )−>p l u c k ( ’ i d ’ )−> t o A r r a y ( ) ,
48 ’ s e l e c t e d p r o g r a m m s ’ => $cour se −>programmes ( )−>p l u c k ( ’ i d ’ )−>
t o A r r a y ( ) ,
49 ’ s e l e c t e d e x a m s ’ => $cour se −>examsTypes ( )−>p l u c k ( ’ i d ’ )−> t o A r r a y ( )
50 ] ) ;
51 }
52
53 p u b l i c f u n c t i o n u p d a t e ( Reques t $ r e q u e s t , Cour se s $ c o u r s e )
54 {
55
56 $ t h i s −> v a l i d a t e ( $ r e q u e s t , [
57 ’ name ’ => ’ r e q u i r e d | s t r i n g ’ ,
58 ’ programms ’ => ’ r e q u i r e d ’ ,
59 ’ u s e r s ’ => ’ r e q u i r e d ’
60 ] ) ;
61
62 . . .
63 }
64
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65 p u b l i c f u n c t i o n d e s t r o y ( Cour ses $ c o u r s e )
66 {
67 . . .
68 }
69 }
Kod 1.5: Primjer CRUD controllera za upravljanje kolegijima
U Laravelu postoji bazna klasa Controller koju bi svaki controller trebao nasljedivati. Iz
nje nasljedujemo metode middleware, validate i dispatch.
Kako bismo zasˇtitili odredene rute od neautoriziranog pristupa moguc´e je definirati
middleware. Poziv middlewarea moguc´e je dodati i pri definiranju same rute, ali u slucˇaju
korisˇtenja controllera prikladnije ga je dodati u njegov konstruktor construct. Pri tome
moguc´e je definirati middleware na samo odredenim metodama. Primjer toga vidimo u
kodu 1.5. Visˇe o samom middleweru i njegovoj implemetaciji se mozˇe nac´i u [10], a i u
iduc´em poglavlju.
Vazˇan dio rada controllera je validacija podataka. Najcˇesˇc´e se radi o podacima koje
prima iz HTML formi. Pomoc´u metode validate imamo sˇiroki spektar opcija koje mozˇemo
provjeravati na poslanim podacima. Od opcija mozˇemo zahtijevati da polje postoji, kojeg
je tipa, kolike je velicˇine, datotekama mozˇemo provjeravati i tip. U slucˇaju da svi uvjeti
nisu zadovoljeni automatski se vrac´a na prethodnu stranicu i zaustavlja daljnju obradu. U
metodama store i update iz koda 1.5 mozˇemo vidjeti jednostavne primjere validacije.
1.7 View i Blade
U arhitekturalnom obrascu MVC HTML kod se odvaja u view-ove i sluzˇi iskljucˇivo za pri-
kaz podataka uz minimalnu logiku. Laravel nam nudi jednostavan i izrazito moc´an alat za
predlosˇke zvan Blade. Sve Blade datoteke se nalaze u direktoriju resources/views i imaju
ekstenziju blade.php. Za razliku od ostalih do sada nabrojanih elemenata, Blade nema
pripadajuc´u Artisan naredbu s kojom bi se kreirao. Njegovo dodavanje se vrsˇi kreiranjem
prazne datoteke s odgovarajuc´im imenom, koje ne smije sadrzˇavati tocˇke, i navedenom ek-
stenzijom. Dobra je praksa odvajati Blade datoteke u direktorije ovisno o funkcionalnosti
koju implementiraju.
Glavne prednosti Blade-a su nasljedivanje predlozˇaka i sekcije. Posˇto vec´ina stranica
ima odredeni dio koji se uvijek koristi mozˇemo kreirati glavni predlozˇak koji c´e ostale
datoteke prosˇirivati, npr. 1.6.
1 <!DOCTYPE html>
2 <html l a n g=” { { app ( )−>g e t L o c a l e ( ) } } ”>
3 <head>
4 <meta c h a r s e t =” u t f −8”>
5 <meta h t t p −e q u i v=”X−UA−Compa t ib l e ” c o n t e n t =” IE=edge ”>
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6 <meta name=” v i e w p o r t ” c o n t e n t =” wid th=dev i ce −width , i n i t i a l − s c a l e =1”>
7
8 <!−− CSRF Token −−>
9 <meta name=” c s r f − t o k e n ” c o n t e n t =” { { c s r f t o k e n ( ) } } ”>
10
11 < t i t l e > { { c o n f i g ( ’ app . name ’ ) } } < / t i t l e >
12
13 <!−− S c r i p t s −−>
14 < s c r i p t s r c =” { { a s s e t ( ’ j s / app . j s ’ ) } } ” d e f e r ></ s c r i p t >
15 < s c r i p t s r c =” h t t p s : / / c l o u d . t i nymce . com / s t a b l e / t i nymce . min . j s ”></
s c r i p t >
16
17 <!−− F o n t s −−>
18 < l i n k r e l =” dns− p r e f e t c h ” h r e f =” h t t p s : / / f o n t s . g s t a t i c . com”>
19 < l i n k h r e f =” h t t p s : / / f o n t s . g o o g l e a p i s . com / c s s ? f a m i l y=Raleway
: 3 0 0 , 4 0 0 , 6 0 0 ” r e l =” s t y l e s h e e t ” t y p e=” t e x t / c s s ”>
20
21 <!−− S t y l e s −−>
22 < l i n k h r e f =” { { a s s e t ( ’ c s s / app . c s s ’ ) } } ” r e l =” s t y l e s h e e t ”>
23 < l i n k h r e f =” { { a s s e t ( ’ c s s / b log . c s s ’ ) } } ” r e l =” s t y l e s h e e t ”>
24 < l i n k h r e f =” { { a s s e t ( ’ c s s / d a s h b o a r d . c s s ’ ) } } ” r e l =” s t y l e s h e e t ”>
25 < l i n k h r e f =” { { a s s e t ( ’ c s s / s t i c k y − f o o t e r . c s s ’ ) } } ” r e l =” s t y l e s h e e t ”>
26
27 @yield ( ’ header − s c r i p t s ’ )
28 </ head>
29 <body>
30 @include ( ’ l a y o u t s . na v ba r ’ )
31 <d i v i d=” app ”>
32
33 @yield ( ’ c o n t e n t ’ )
34
35 @include ( ’ l a y o u t s . f o o t e r ’ )
36 </ div>
37
38 @yield ( ’ f o o t e r − s c r i p t s ’ )
39 </ body>
40 </ html>
Kod 1.6: Glavni Blade predlozˇak
Primjec´ujemo dvije direktive @yield i @include. Prva sluzˇi za prikaz sadrzˇaja odre-
dene sekcije. Druga sluzˇi za umetanje predlosˇka na odredeno mjesto i pomazˇe pri cˇestoj
upotrebi nekog segmenta i kada zˇelimo kod drzˇati sˇto cˇisˇc´im. Prilikom umetanja sˇalje se
ime Blade datoteke, a ako se ona nalazi unutar nekog direktorija onda prvo pisˇemo ime
direktorija, pa tocˇku, i na kraju ime Blade datoteke. Zato je vazˇno da imena ne sadrzˇe
tocˇke.
Direktiva @section, cˇiju primjenu vidimo u 1.7, dolazi u paru s direktivom @yield.
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U njoj definiramo sadrzˇaj sekcije, koji se onda uvrsˇtava na mjesto gdje pozivamo @yield.
Direktiva @extends sluzˇi za nasljedivanje nekog roditeljskog view-a, najcˇesˇc´e je to vec´
spomenuti glavni predlozˇak.
1 @extends ( ’ l a y o u t s . app ’ )
2
3 @sect ion ( ’ c o n t e n t ’ )
4 <d i v c l a s s =” c o n t a i n e r − f l u i d ”>
5 <d i v c l a s s =” row ”>
6 @include ( ’ l a y o u t s . s i d e b a r ’ )
7 <main c l a s s =” co l −sm−9 o f f s e t −sm−3 co l −md−10 o f f s e t −md−2 pt −3”>
8 <h1>O b a v i j e s t i < / h1>
9
10 <d i v c l a s s =” co l −sm−12 blog−main ”>
11 @includeWhen ( ( Auth : : check ( ) && Auth : : u s e r ( )−>isAdmin (
$cour se −> i d ) ) , ’ p o s t s . c r e a t e ’ )
12 @foreach ( $ p o s t s a s $ p o s t )
13 @include ( ’ p o s t s . show ’ )
14 @endforeach
15 { { $ p o s t s −> l i n k s ( ’ vendor . p a g i n a t i o n . b o o t s t r a p −4 ’ ) } }
16 </ div>
17 @includeWhen ( ( Auth : : check ( ) && Auth : : u s e r ( )−>isAdmin (
$cour se −> i d ) ) , ’ p o s t s . e d i t M o d a l ’ )
18 @includeWhen ( ( Auth : : check ( ) && Auth : : u s e r ( )−>isAdmin (
$cour se −> i d ) ) , ’ l a y o u t s . d e l e t e M o d a l ’ )
19 </ main>
20 </ div>
21 </ div>
22 @endsec t ion
23
24 @sect ion ( ’ f o o t e r − s c r i p t s ’ )
25 < s c r i p t s r c =” { { a s s e t ( ’ j s / m o d a l P o s t s . j s ’ ) } } ” d e f e r ></ s c r i p t >
26 < s c r i p t s r c =” { { a s s e t ( ’ j s / moda lDe le t e . j s ’ ) } } ” d e f e r ></ s c r i p t >
27 @endsec t ion
Kod 1.7: Blade predlozˇak za stranicu s objavama
Kao sˇto primjec´ujemo u primjeru 1.7, Blade omoguc´ava i jednostavno dodavanje petlji
(direktiva @foreach) i grananja (direktiva @if). Takoder, postoje direktive kao sˇto su @in-
cludeWhen koje su ustvari grananje te se view ukljucˇuje samo kada je uvjet zadovoljen.
U sljedec´em primjeru vidimo jednu metodu nekog controllera kako poziva view i sˇalje
mu podatke:
1 p u b l i c f u n c t i o n i n d e x ( Cour ses $ c o u r s e )
2 {
3 r e t u r n view ( ’ p o s t s . i n d e x ’ , [ ’ p o s t s ’ => $cour se −>g e t O r d e r e d P o s t s ( ) , ’
c o u r s e ’ => $ c o u r s e ] ) ;
4 }
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Daljnja manipulacija s podacima se odvija uobicˇajno pri cˇemu Blade dobiva varijable koje
imaju imena vrijednosti pod navodnicima. U konkretnom primjeru, view-u spremljanom u
posts/index.blade.php bi bile dostupne varijable $posts i $course.
Kada zˇelimo ispisati vrijednost neke varijable to radimo na sljedec´i nacˇin.
1 { { $ v a r i a b l e } }
Blade tada automatski poziva PHP-ovu funkciju htmlspecialchars na danoj varijabli kako
bi sprijecˇio XSS (eng. Cross-site scripting) napade. Moguc´e je izbjec´i pozivanje funkcije
htmlspecialchars na sljedec´i nacˇin, ali tada smo izlozˇeni moguc´im napadima:
1 { ! ! $ v a r i a b l e ! ! }
Blade ima i direktive za odabir prikaza ovisno o postojanju autoriziranog posjetitelja
ili ako je posjetitelj gost. Direktiva @guest sluzˇi za dijelove prikaza koji se prikazuju
neautoriziranom posjetitelju. S druge strane, postoji i direktiva @auth unutar cˇijeg se
bloka nalazi prikaz za autoriziranog posjetitelja.
1.8 Usmjeravanje
Usmjeravanje (eng. routing) je dio poluzˇiteljske strane web-aplikacije koji preslikava HTTP
zahtjeve na pripadajuc´e metode i funkcije. Stoga su rute vazˇan dio nasˇe aplikacije jer one
definiraju sˇto c´e nasˇa aplikacija raditi kada korisnik pristupi odredenom URI-ju (eng. Uni-
form Resource Identifier). Unutar Laravela rute se definiraju unutar direktorija routes/,
te tamo nalazimo cˇetiri datoteke: api.php, channels, console.php i web.php. Nama je
najvazˇnija posljednja. Ona nam pruzˇa stanje sesije, CSRF (eng. Cross-site request forgery)
zasˇtitu i enkripciju kolacˇic´a. U slucˇaju da imamo aplikaciju bez stanja sesije (eng. session)
koristimo api.php. Tada se autentifikacija mora odvijati tokenima. Njena najcˇesˇc´a upotreba
je kada imamo RESTful API [9].
Usmjerivacˇ (eng. router) pruzˇa registraciju ruta za sve vrste HTTP poziva. Oni su
sljedec´eg oblika:
1 Route : : g e t ( $ u r i , $ c a l l b a c k ) ;
2 Route : : p o s t ( $ u r i , $ c a l l b a c k ) ;
3 Route : : p u t ( $ u r i , $ c a l l b a c k ) ;
4 Route : : p a t c h ( $ u r i , $ c a l l b a c k ) ;
5 Route : : d e l e t e ( $ u r i , $ c a l l b a c k ) ;
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6 Route : : o p t i o n s ( $ u r i , $ c a l l b a c k ) ;
Vidimo da metode primaju odgovarajuc´i URI, te povratni poziv, sˇto mozˇe biti ili neka
funkcija ili, najcˇesˇc´e, odgovarajuc´a metoda na odgovarajuc´em controlleru. Ako ruta treba
odgovarati na visˇe vrsta HTTP poziva to mozˇemo implementirati pozivom metode match.
U slucˇaju da ruta treba odgovarati na sve vrste HTTP poziva onda koristimo metodu any.
Laravel dolazi s ugradenim mehanizmom zasˇtite od CSRF napada. Zato je za pozive
tipa POST, PUT i DELETE vazˇno u svaku pripadajuc´u HTML formu staviti Blade di-
rektivu @csrf za CSRF token kako bi zahtjev bio validan, a ne okarakteriziran kao napad.
Takoder, HTML forme ne mogu raditi PUT, PATCH i DELETE zahtjeve. Kako bismo
njih mogli ostvariti, unutar forme dodajemo Blade direktivu @method i odgovarajuc´u vrstu
zahtjeva kao argument. Primjer:
1 <form a c t i o n =” / foo / b a r ” method=”POST”>
2 @method ( ’PUT ’ )
3 @csrf
4 </ form>
Promotrimo sada slozˇeniji primjer 1.8. Na njemu vidimo deklaraciju svih web ruta za
neku aplikaciju. Uz standardne navedene metode koje imaju svoje pripadajuc´e controllere
prvo zamjec´ujemo da je rute moguc´e imenovati pomoc´u metode name. To nam omoguc´ava
laksˇe pozivanje ruta unutar aplikacije tako da ne moramo pamtiti koje smo URI-je definirali
nego je dovoljno pamtiti imena. To takoder uvelike olaksˇava promjene samog URI-ja, jer
ako ga izmijenimo, a ime ostane isto, ne moramo u ostatku koda raditi izmjene svugdje
gdje se spominje.
1 <?php
2
3 / ∗
4 |−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−
5 | Web Routes
6 |−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−
7 |
8 | Here i s where you can r e g i s t e r web r o u t e s f o r your a p p l i c a t i o n . These
9 | r o u t e s a r e l o a d e d by t h e R o u t e S e r v i c e P r o v i d e r w i t h i n a group which
10 | c o n t a i n s t h e ”web” midd leware group . Now c r e a t e some th ing g r e a t !
11 |
12 ∗ /
13
14 Auth : : r o u t e s ( ) ;
15
16 Route : : g e t ( ’ / ’ , ’ HomeContro l le r@index ’ )−>name ( ’home ’ ) ;
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17 Route : : g e t ( ’home ’ , ’ HomeContro l le r@index ’ ) ;
18 Route : : g e t ( ’ r e s u l t s / a l l ’ , ’ H o m e C o n t r o l l e r @ r e s u l t s ’ )−>name ( ’ r e s u l t s . a l l ’ )
;
19
20 Route : : r e s o u r c e ( ’ c o u r s e ’ , ’ C o u r s e C o n t r o l l e r ’ ) ;
21
22 Route : : g roup ( [ ’ p r e f i x ’ => ’ c o u r s e / { c o u r s e } ’ ] , f u n c t i o n ( ) {
23 Route : : r e s o u r c e ( ’ p o s t s ’ , ’ P o s t C o n t r o l l e r ’ )−>e x c e p t ( ’ c r e a t e ’ , ’ show ’ ,
’ e d i t ’ ) ;
24
25 Route : : g e t ( ’ a b o u t / { t y p e } ’ , ’ CourseViewContro l le r@show ’ )−>name ( ’
c o u r s e v i e w . show ’ ) ;
26 Route : : match ( [ ’ p u t ’ , ’ p a t c h ’ ] , ’ a b o u t / { t y p e } ’ , ’
Cou r s eViewCon t ro l l e r@u pda t e ’ )−>name ( ’ c o u r s e v i e w . u p d a t e ’ ) ;
27
28 Route : : r e s o u r c e ( ’ exams ’ , ’ E x a m C o n t r o l l e r ’ )−>on ly ( ’ i n d e x ’ , ’ s t o r e ’ , ’
d e s t r o y ’ ) ;
29 Route : : r e s o u r c e ( ’ a s s i g n m e n t s ’ , ’ A s s i g n m e n t C o n t r o l l e r ’ )−>on ly ( ’ s t o r e ’
, ’ d e s t r o y ’ ) ;
30
31 Route : : r e s o u r c e ( ’ r e s u l t s ’ , ’ R e s u l t s C o n t r o l l e r ’ )−>e x c e p t ( ’ c r e a t e ’ , ’
e d i t ’ ) ;
32 } ) ;
Kod 1.8: Primjer rutera web.php
Druga vazˇna stvar koju nam omoguc´uje Laravel je slanje parametara preko URI-ja. Do-
voljno je staviti ime parametra unutar viticˇastih zagrada i pripadajuc´a funkcija ga mozˇe
dohvatiti. Kao sˇto smo vidjeli u prijasˇnjim sekcijama, ta moguc´nost je izrazito vazˇna i
korisna za rad controllera. Takoder, parametar mozˇemo postaviti da bude opcionalan do-
davanjem upitnika iza imena.
Kada imamo CRUD controllere, izrazito je korisna metoda resource. Ona nam o-
moguc´ava da jednostavno kreiramo pozive za sve metode jednom linijom koda. Ukoliko
nemamo implementirane sve metode, pozivom metode only mozˇemo navesti sve metode
koje smo implementirali, odnosno, pozivom metode except sve one koje nismo.
Zadnja vec´a opcija koju Laravel pruzˇa pri kreiranju ruta je grupiranje. Pozivom metode
group je moguc´e je postavljanje prefiksa za URL, postavljanje raznih middlewarea i slicˇnih
opcija na skupu ruta.
Listu svih definiranih ruta mozˇemo saznati pozivom:
1 php a r t i s a n r o u t e : l i s t
U popisu mozˇemo vidjeti vidjeti razne korisne informacije kao sˇto su URL rute, vrste
HTTP poziva na ruti, ime rute, te postoje li kakve zasˇtite na ruti.
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1.9 Autentifikacija
Autentifikacija je izrazito vazˇna moguc´nost vec´ine modernih web-aplikacija. Kod nekih
dio sadrzˇaja nije dostupan neautentificiranim korisnicima, dok je kod drugih sadrzˇaj u pot-
punosti nedostupan bez autentifikacije. Laravel omoguc´ava jednostavno implementiranje
autentifikacije. Sˇtovisˇe, Laravel dolazi s cijelom autentifikacijom pripremljenom, te je
samo potrebno ju dodati u projekt. To radimo sljedec´im pozivom:
1 php a r t i s a n make : a u t h
Laravel pri samom kreiranju novog projekta ukljucˇuje model User i njegovu pripadnu mi-
gracijsku skriptu. Svi controlleri i view-ovi kreirani prosˇlom naredbom se spajaju na taj
postojec´i model.
Naredba kreira skup controllera unutar direktorija App/Http/Controllers/Auth. Re-
gisterController obraduje zahtjeve za registracijom novog korisnika, LoginController
obraduje prijavu, dok ForgotPasswordController i ResetPasswordController obraduju
izgubljene lozinke, njihovo ponovno postavljanje, te slanje novih korisniku na njegov e-
mail.
Naredba kreira i pripadajuc´e Blade view-ove unutar direktorija resources/views/auth.
Takoder, kreira direktorij resources/views/layouts u kojem stvara bazni predlozˇak. Svi
view-ovi su bazirani na Bootstrap-u [3].
Svi svi navedeni dijelovi su podlozˇni prilagodbi kako bi ostvarile dodatne funkcional-
nosti koje su nam potrebne, ili kako bi prikaz bio u skladu s nasˇim zˇeljama.
Klasa Auth nam pomazˇe pri radu s autentificiranim korisnikom. Jednostavno mozˇemo
dohvatiti sve njegove podatke
1 $ u s e r = Auth : : u s e r ( ) ;
ili samo njegov identifikator
1 $ i d = Auth : : i d ( ) ;
ili odrediti da li postoji autentificirani korisnik
1 i f ( Auth : : check ( ) ) {
2 / / K o r i s n i k j e a u t e n t i f i c i r a n
3 }
Takoder, imamo i middleware auth kojima mozˇemo ogranicˇiti pristup odredenoj ruti
neautoriziranim korisnicima.
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1.10 Korisnicˇka strana web-aplikacije (frontend)
Slika 1.2: Laravel dolazi s predinstaliranim Bootstrapom i Vue-om
Laravel omoguc´ava korisniku slobodni odabir i upotrebu JavaScripta i CSS-a za izradu
korisnicˇke strane web-aplikacije, (eng. frontend). Medutim, dolazi s pripremljenim bibli-
otekama Bootstrap [3] i Vue (1.2) za laksˇi pocˇetak rada. Laravel je pocˇetno podesˇen da za
instalaciju frontend paketa koristi NPM, ali moguc´e je namjestiti i neki drugi.
Node package manager ili skrac´eno NPM je upravitelj paketima za JavaScript pomoc´u
kojega se instaliraju paketi, tj. moduli, u bilo koji projekt. Time nam je omoguc´eno jed-
nostavno dodavanje raznih novih paketa, a svi instalirani na nasˇem projektu se nalaze u
datoteci package.json (kod 1.9).
1 {
2 ” p r i v a t e ” : t r u e ,
3 ” s c r i p t s ” : {
4 ” dev ” : ”npm run deve lopmen t ” ,
5 ” deve lopmen t ” : ” c r o s s −env NODE ENV=deve lopment node modules /
webpack / b i n / webpack . j s −−p r o g r e s s −−hide −modules −− c o n f i g=
node modules / l a r a v e l −mix / s e t u p / webpack . c o n f i g . j s ” ,
6 ” watch ” : ”npm run deve lopmen t −− −−watch ” ,
7 ” watch− p o l l ” : ”npm run watch −− −−watch− p o l l ” ,
8 ” h o t ” : ” c r o s s −env NODE ENV=deve lopment node modules / webpack−dev−
s e r v e r / b i n / webpack−dev− s e r v e r . j s −− i n l i n e −−h o t −− c o n f i g=
node modules / l a r a v e l −mix / s e t u p / webpack . c o n f i g . j s ” ,
9 ” prod ” : ”npm run p r o d u c t i o n ” ,
10 ” p r o d u c t i o n ” : ” c r o s s −env NODE ENV= p r o d u c t i o n node modules /
webpack / b i n / webpack . j s −−no−p r o g r e s s −−hide −modules −− c o n f i g=
node modules / l a r a v e l −mix / s e t u p / webpack . c o n f i g . j s ”
11 } ,
12 ” devDependenc ie s ” : {
13 ” a x i o s ” : ” ˆ 0 . 1 8 ” ,
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14 ” b o o t s t r a p ” : ” ˆ 4 . 0 . 0 ” ,
15 ” popper . j s ” : ” ˆ 1 . 1 2 ” ,
16 ” c r o s s −env ” : ” ˆ 5 . 1 ” ,
17 ” j q u e r y ” : ” ˆ 3 . 2 ” ,
18 ” l a r a v e l −mix ” : ” ˆ 2 . 0 ” ,
19 ” l o d a s h ” : ” ˆ 4 . 1 7 . 4 ” ,
20 ” vue ” : ” ˆ 2 . 5 . 7 ”
21 }
22 }
Kod 1.9: Inicijalne postavke package.json
Unutar devDependencies mozˇemo vidjeti sve inicijalno pripremljene module kao sˇto su
vec´ spomenuti Bootstrap i Vue, te jQuery i lodash od ostalih poznatijih. Svaki novi modul
koji instaliramo putem NPM-a c´e se pojaviti unutar njega.
U iduc´em c´e poglavlju biti rijecˇi o josˇ nekim zanimljivim paketima.
Ovime smo opisali osnovne dijelove razvojnog okvira Laravel koji su potrebni za iz-
radu jednostavnijih web-aplikacija. Postoje josˇ razne naprednije komponente koje se nude
i koje su izrazito korisne. Spomenuli smo vec´ middleware, o kojem c´e visˇe rijecˇi biti
kasnije. Tu je i klasa za pohranu datoteka, o kojoj c´e isto biti rijecˇi kasnije. Od ostalih
spomenimo redom: Notification za slanje raznih obavijesti putem e-maila, SMS-a i slicˇnih
servisa, Queue koji nam dopusˇta upravljanje redoslijedom i odgadanje izvrsˇavanja vremen-
ski zahtjevnih operacija, Events za upravljanje dogadajima, te cijelo okruzˇenje za kreiranje
testova za dijelove aplikacije. Visˇe o njima je moguc´e saznati u [1], [10] i [11].
Poglavlje 2
Slozˇena web-aplikacija
Laravel pomoc´u arhitekturalnog obrasca MVC nudi lako stvaranje nove aplikacije i njenog
osnovnog okvira. Medutim, nudi i razne dodatne, naprednije moguc´nosti. Stoga smo
izradili slozˇeniju web-aplikaciju koja koristi josˇ neke dodatne opcije.
2.1 Aplikacija za podrsˇku kolegijima
Odsjek za matematiku Prirodoslovno-matematicˇkog fakulteta ima mnogo kolegija i neki
od njih imaju svoje web stranice za objavljivanje novosti. Izrada tih web stranica ovisi
iskljucˇivo o voditeljima tih kolegija sˇto dovodi do neujednacˇenosti u dizajnu i organizaciji
podataka na njima, te ih nije moguc´e pronac´i sve s jedne lokacije.
Za potrebe ovog rada, pomoc´u Laravela je izradena web-aplikacija koja bi trebala
olaksˇati dijeljenje obavijesti sa studentima, izradu samih web stranica te objavu rezultata.
Svaki voditelj c´e moc´i jednostavno kreirati novu stranicu za svoj kolegij i stavljati obavi-
jesti, dok c´e studenti s jednog mjesta imati pristup svim dostupnim stranicama kolegija.
Korisnicˇki nacˇini rada
Aplikacija prepoznaje tri vrste korisnika: profesore, studente i goste. Profesori i studenti
su prijavljeni korisnici, dok gost nije.
Gost mozˇe pregledati sve kolegije, njihove obavijesti, kolokvije, materijale i slicˇne
opcije, ali ne mozˇe pristupiti rezultatima ili uredivanju kolegija. Gost se mozˇe prijaviti, ako
ima postojec´i korisnicˇki racˇun, ili se registrirati (slika 2.1). Prilikom registracije se unose
osobni podaci, te se izabire uloga korisnika. Korisnik mozˇe biti ili profesor ili student. O
njihovim specificˇnim moguc´nostima c´e biti visˇe govora u daljnjem tekstu.
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Slika 2.1: Forma za registraciju novog korisnika
Administracija kolegija
Prvo recimo nesˇto o samoj administraciji kolegija. Svaki prijavljeni profesor mozˇe stvoriti
vlastiti predmet odabirom Dodaj novi kolegij u gornjoj navigacijskoj traci. Prilikom stva-
ranja postavlja se ime kolegija, biraju se ostali profesori koji imaju moguc´nost uredivanja,
odabire se na kojim je smjerovima dostupan kolegij, te koji koji se tipovi kolokvija pisˇu na
kolegiju. Posljednje je izrazito vazˇno za kasniju objavu rezultata i starih kolokvija.
Na svakom kolegiju samo njegovi administratori imaju moguc´nost objava, izmjena i
brisanja podataka. Sve opcije koje se postavljaju prilikom kreiranja moguc´e je naknadno
izmijeniti. Time je omoguc´eno davanje pristupa novim profesorima, oduzimanje starima,
te ostale izmjene na navedenim opcijama.
Administratori jedini imaju moguc´nost i brisanja kolegija. U slucˇaju toga odabira brisˇu
se svi podaci vezani za kolegij, sve objave, rezultati, primjeri kolokvija i ostali vezani
podaci.
Kolegiji
Pocˇetna stranica nudi posjetitelju izbor izmedu svih postojec´ih kolegija. Takoder, nudi se
i moguc´nost filtriranja po smjeru. Nakon izbora, posjetitelju se otvara stranica kolegija s
obavijestima.
Na stranici kolegija s obavijestima se nalaze sve obavijesti sortirane po vremenu objav-
ljivanja, od novijih prema starijim. Svi posjetitelji mogu pregledavati obavijesti, ali samo
administratori kolegija mogu obavijesti dodavati, uredivati i brisati (slika 2.2).
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Slika 2.2: Administratorov pogled na stranicu za obavijesti
Na slici 2.2 s lijeve strane vidimo izbornik koji nudi sve podstranice za odabrani kolegij.
Opcija Uredivanje je dostupna i vidljiva samo administratorima kolegija, dok je opcija
Rezultati dostupna samo prijavljenim korisnicima.
Podstranice O kolegiju i Materijali nude osnovne informacije za kolegij. Njih admi-
nistrator ureduje pomoc´u dodatka TinyMCE. Njime je omoguc´eno jednostavno dodavanje
i uredivanje teksta bez korisˇtenja HTML koda. Visˇe o samom TinyMCE c´emo govoriti
kasnije.
Zadaci
Podstranica Zadaci nudi posjetiteljima prikaz svih dosadasˇnjih kolokvija, objavljene do-
mac´e zadac´e, te dodatne zadatke. Zadaci su radi laksˇeg pretrazˇivanja grupirani i prikazani
pomoc´u tablica. Tablice su napravljene pomoc´u dodatka DataTables, o kojem c´emo visˇe u
sljedec´im sekcijama. On nam omoguc´ava jednostavno sortiranje, filtriranje i pretrazˇivanje.
Time je korisniku omoguc´eno laksˇe pronalazˇenje zˇeljenih zadataka. Prikaz vidimo na slici
2.3
Zadatke mogu dodavati jedino administratori. Dodavanje se izvrsˇava pomoc´u jednos-
tavnih modala kojima unosimo zˇeljenu datoteku u PDF-u (eng. Portable Document Format)
i ostale potrebne informacije. Zadatke je moguc´e brisati pomoc´u gumba koji se nalazi uz
pripadajuc´i zadatak.
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Slika 2.3: Prikaz stranice za zadatke
Rezultati
Podstranici Rezultati imaju pristup samo prijavljeni korisnici. Ako je korisnik student, tu
c´e se pojaviti svi njegovi dosadasˇnji rezultati na kolokvijima iz danog kolegija.
Administratoru kolegija se tu nudi moguc´nost objavljivanja rezultata. Na vrhu stranice
se nalazi mala forma kojom unosi rezultate uz pomoc´ CSV (eng. Comma-separated values)
datoteke, u obliku opisanom u uputstvu na vrhu stranice. Takoder, oznacˇava se i vrsta
kolokvija, te je josˇ moguc´e napisati dodatni komentar ako je potrebno. Svi objavljeni
rezultati za dani kolegij se nalaze na dnu stranice u tablici. Rezultate je moguc´e uredivati
unutar modalnog dijalosˇkog okvira, pri cˇemu svaki novi unos datoteke s rezultatima brisˇe
stare. Takoder, moguc´e je obrisati sve rezultate. Primjer stranice s otvorenim dijalosˇkim
okvirom za uredivanje vidimo na slici 2.4
Student, uz to sˇto mozˇe pogledati svoje rezultate za dani kolegij, mozˇe pogledati i svoje
rezultate iz svih kolegija. U gornjoj navigacijskoj traci odabirom Moji rezultati otvara se
stranica na kojoj su oni prikazani (slika 2.5).
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Slika 2.4: Prikaz stranice za rezultate s dijalosˇkim okvirom za uredivanje
Slika 2.5: Prikaz svih studentovih rezultata
2.2 Opis modela
Web-aplikacija za podrsˇku kolegijima koristi mnogo modela za svoj rad. Modeli imaju
svoja svojstva koja su povezana sa strukturom tablice na koju se spajaju u bazi podataka,
te su u raznim relacijama. Opisujemo sve modele kako bi dobili bolji uvid u organizaciju
aplikacije. Modele navodimo abecednim redom.
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Assignment
Model Assignment sluzˇi nam za rad sa zadacima, pamti njihovu lokaciju te sve dodatne
informacije potrebne za njih, koja bolje vidimo kroz svojstva. Njegova su svojstva:
• id je primarni kljucˇ i sluzˇi identifikaciji modela.
• course id je strani kljucˇ koji oznacˇava u sklopu kojeg se kolegija zadatak nalazi.
• path sluzˇi za spremanje lokacije na kojoj je spremljen zadatak. On nam sluzˇi kako
bi korisniku mogli prikazati zˇeljenu datoteku.
• link text nam govori sˇto c´e pisati na poveznici za dani zadatak.
• additional oznacˇava o kakvom je zadatku rijecˇ, obicˇnom ili dodatnom. To je logicˇka
varijabla cˇija istinitost oznacˇava dodatni zadatak.
• created at i updated at su vremenski zˇigovi koji oznacˇavaju kada je u tablici u bazi
podataka kreiran dani model i kada je zadnji put izmijenjen.
Svaka instanca modela je povezana s jednim modelom Courses preko svojstva co-
urse id.
Courses
Model Courses je glavni model u web-aplikaciji. On sluzˇi predstavlja kolegije i u relaciji
je s vec´inom drugih modela. Njegova su svojstva:
• id je primarni kljucˇ i sluzˇi identifikaciji modela.
• name je ime kolegija.
Iako sam model nema puno svojstva njegove relacije iskazuju koliko je razgranat i
vazˇan. S modelom Assignment ima relaciju ”jedan naprema mnogo”. Istu relaciju tvori s
modelima CourseView, Exam, Post i ResultsInfo. S modelima ExamType, Programm
i User ima relacije ”mnogo naprema mnogo”.
Osim metoda koje opisuju pripadajuc´e relacije, model se odlikuje s josˇ par zanimljivih
metoda. Staticˇke metode courses i courseFilter nam nude zanimljive moguc´nosti prikaza
svih kolegija, odnosno svih kolegija koji se predaju na odredenom smjeru, s Eloquento-
vom paginacijom koja olaksˇava prikaz velikog broja podataka. Metode getOrderedPosts
i getResultsInfos nam vrac´aju sortirane kolekcije modela Post, odnosno ResultsInfo, ko-
ristec´i ustanovljene relacije na modelu. Liste su takoder prilagodene za paginaciju. Metoda
getAssignmentsByType nam vrac´a kolekciju svih zadataka ili dodatnih zadataka, ovisno
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o proslijedenom argumentu, koristec´i relaciju s modelom Assignment. Spomenimo josˇ
metodu addView koja prihvac´a i sprema model CourseView, pri cˇemu mu dodaje relaciju
s danom instancom modela.
CourseView
Model CourseView sluzˇi za stranice gdje je korisniku omguc´ena maksimalna kontrola
uredivanja sadrzˇaja, kao sˇto je dano s TinyMCE-om. Primjer toga su podstranice O kolegiju
i Materijali, gdje svaka predstavlja tip stranice. Svojstva modela su:
• course id koji predstavlja vezu s pripadajuc´im kolegijem.
• type sluzˇi za razlikovanje o kojoj se podstranici radi, posˇto ih za jedan kolegij ima
visˇe. Ova prva dva svojstva zajedno tvore primarni kljucˇ.
• view predstavlja sadrzˇaj koji c´e se posjetitelju prikazati i koji administrator mozˇe
uredivati. Najcˇesˇc´e se radi o HTML kodu.
• created at i updated at su vremenski zˇigovi koji oznacˇavaju kada je u tablici u bazi
podataka kreiran dani model i kada je zadnji put izmijenjen.
Model je u relaciji s modelom Courses preko svojstva course id. Za model je vazˇna
staticˇka metoda getByCourseAndType kojom dobivamo instancu modela pomoc´u para
koji tvori primarni kljucˇ.
Exam
Model Exam sluzˇi za rad s kolokvijima. Primarna svrha mu je pamc´enje lokacije gdje su
datoteke s kolokvijskim zadacima spremljeni kako bi im korisnici mogli pristupiti. Svoj-
stva su mu:
• id je primarni kljucˇ koji sluzˇi za identifikaciju.
• course id je strani kljucˇ koji oznacˇava u sklopu kojeg se kolegija kolokvij nalazi.
• type id je strani kljucˇ koji oznacˇava o kojoj je vrsti kolokvija rijecˇ.
• path sluzˇi za spremanje lokacije na kojoj se datoteka nalazi.
• year je akademska godina u kojoj je dani kolokvij pisan.
• created at i updated at su vremenski zˇigovi koji oznacˇavaju kada je u tablici u bazi
podataka kreiran dani model i kada je zadnji put izmijenjen.
POGLAVLJE 2. SLOZˇENA WEB-APLIKACIJA 33
Model je u relaciji s modelom Courses pomoc´u svojstva course id, te modelom Exam-
Type pomoc´u svojstva type id.
ExamType
Model ExamType sluzˇi za definiranje vrste kolokvija. U njemu se nalaze glavne infor-
macije o tome kakvi kolokviji postoje. Sve vrste mozˇemo dohvatiti staticˇkom metodom
examTypes. Model ima sljedec´a svojstva:
• id je primarni kljucˇ koji sluzˇi za identifikaciju.
• name je ime odredenog tipa kolokvija, npr. ”1. kolokvij” ili ”Zavrsˇni kolokvij”.
Model je u relaciji ”mnogo naprema mnogo” s modelom Courses i u relaciji ”jedan
naprema mnogo” s modelom Exam.
Post
Model Post sadrzˇi sve podatke vezane za obavijesti. Ima sljedec´a svojstva:
• id je primarni kljucˇ koji sluzˇi za identifikaciju.
• user id je strani kljucˇ koji oznacˇava korisnika koji je objavio obavijest.
• course id je strani kljucˇ koji oznacˇava kolegij u sklopu kojeg se obavijest nalazi.
• title je naslov obavijesti.
• note je sadrzˇaj obavijesti.
• created at i updated at su vremenski zˇigovi koji oznacˇavaju kada je u tablici u bazi
podataka kreiran dani model i kada je zadnji put izmijenjen.
Model je u realciji s modelima Courses i User preko svojstava course id, odnosno
user id.
Programm
Model Programm predstavlja smjerove na Matematicˇkom odjelu Prirodoslovno-matema-
ticˇkog fakulteta. Sve smjerove mozˇemo dohvatiti staticˇkom metodom programmes. Svoj-
stva su mu sljedec´a:
• id je primarni kljucˇ koji sluzˇi za identifikaciju.
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• name oznacˇava ime smjera.
• year no oznacˇava koliko godina traje studij.
• type oznacˇava razinu studija, tj. je li rijecˇ o preddiplomskom ili diplomskom studiju.
Model je u relaciji ”mnogo naprema mnogo” s modelom Courses.
Results
Model Results predstavlja rezultat studenata na kolokviju. Sastoji se od sljedec´ih svoj-
stava:
• id je primarni kljucˇ koji sluzˇi za identifikaciju.
• info id je strani kljucˇ koji oznacˇava dodatne informacije za rezultate.
• user id je studentov JMBAG i s kojim ga povezujemo s korisnikom aplikacije.
• data sadrzˇi rezultate kolokvija. Rezultati su u JSON formatu i sljedec´eg su oblika:
{”ime stupca”: ”broj bodova”, ...} .
Model je u relaciji s modelom StudentsInfo pomoc´u svojstva user id i modelom Re-
sultsInfo pomoc´u svojstva info id.
Model sadrzˇi i tri vazˇne staticˇke metode. Metoda deleteByInfo brisˇe sve modele ko-
jima je info id jednak onom iz argumenta metode. Metoda getResultsForUserByCourse
dohvac´a sve rezultate studenta za odredeni kolegij, dok metoda getResultsForUser do-
hvac´a sve rezultate neovisno o kolegiju.
ResultsInfo
Model ResultsInfo sadrzˇi sve opc´enite informacije za rezultate nekog kolokvija. Svojstva
su sljedec´a:
• id je primarni kljucˇ koji sluzˇi za identifikaciju.
• course id je strani kljucˇ koji oznacˇava kolegij u sklopu kojeg se rezultati nalaze.
• type id je strani kljucˇ koji oznacˇava vrstu kolokvija koji je objavljen.
• header sadrzˇi imena stupaca iz CSV datoteke koja je sadrzˇala dane rezultate.
• comment sadrzˇi dodatni komentar administratora kolegija na dane rezulate.
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• created at i updated at su vremenski zˇigovi koji oznacˇavaju kada je u tablici u bazi
podataka kreiran dani model i kada je zadnji put izmijenjen.
Model je u relaciji s modelom Courses pomoc´u svojstva course id i modelom Exam-
Type pomoc´u svojstva type id. Takoder, model je u relaciji ”jedan naprema mnogo” s
modelom Results.
Model sadrzˇi metodu saveResults koja prima podatke iz CSV datoteke, te ih prilago-
dava i sprema u model Results pomoc´u relacije medu modelima.
StudentsInfo
Model StudentsInfo sluzˇi za prosˇirivanje informacija o korisniku koji je student. Njegova
su svojstva:
• user id koji je strani kljucˇ i oznacˇava korisnika.
• JMBAG koji predstavjlja jedinstveni maticˇni broj akademskog gradanina ili skrac´eno
JMBAG, od njega zahtijevamo jedinstvenost.
Model je u relaciji s modelom User preko svojstva user id, te modelom Results pomo-
c´u svojstva JMBAG.
User
Model User opisuje korisnika aplikacije i usko je povezan sa svim opcijama vezanim za
autentifikaciju. Njegova svojstva su:
• id koji je primarni kljucˇ i sluzˇi za identifikaciju.
• name koji predstavlja ime korisnika.
• surname koji predstavlja prezime korisnika.
• email predstavlja jedinstvenu e-mail adresu pomoc´u koje se korisnik prijavljuje.
• password sadrzˇi hashiranu lozinku korisnika.
• role predstavlja tip korisnika, tj. je li on profesor ili student.
• remember token sadrzˇi token koji se brine o pamc´enju prijave korisnika, kada on
izabere opciju ”Zapamti me”.
• created at i updated at su vremenski zˇigovi koji oznacˇavaju kada je u tablici u bazi
podataka kreiran dani model i kada je zadnji put izmijenjen.
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Model je u relaciji ”jedan naprema jedan” s modelom StudentsInfo. Ta relacija postoji
samo kada je korisnik student. S modelom Post je u relaciji ”jedan naprema mnogo”, a s
modelom Courses ”mnogo naprema mnogo”.
Metode isStudent, isProfessor i isAdmin redom odreduju je li korisnik student, profe-
sor ili administrator nekog kolegija. Staticˇka metoda getAllProfessors sluzˇi za dohvac´anje
svih profesora, poredanih po prezimenu.
Metoda publish za svoj rad koriste Eloquentove moguc´nosti s relacijama. Ona sprema
novu objavu koristec´i relaciju izmedu modela Post i User, te dodaje korisnika kao autora
objave.
2.3 Controlleri i rute
Web-aplikacija za podrsˇku kolegijima ima rute kojima korisnik dolazi do zˇeljenog sadrzˇaja.
Opisujemo sve web rute i njihove pripadajuc´e controllere, te za sˇto su one zaduzˇene. Svakoj
ruti navodimo i tip ili tipove HTTP zahtjeva, posˇto se naoko iste rute razlikuju po njima.
Rute dijelimo u skupine s komplementarnim zadac´ama i tako ih opisujemo.
Pocˇetna stranica
Rute / i home odgovaraju na GET i HEAD HTTP zahtjeve. One pozivaju controller Ho-
meController i njegovu metodu index, te prikazuju pocˇetnu stranicu sa svim kolegijima.
Ruta course, takoder, odgovara na GET i HEAD HTTP zahtjeve, ali poziva controller
CourseController i njegovu metodu index. Medutim, ta metoda radi preusmjeravanje na
controller HomeController i njegovu metodu index.
Prijava u aplikaciju
Rutu login razdvajamo na dva dijela ovisno o tipu HTTP zahtjeva na koji odgovara. Oba
tipa su zaduzˇena za prijavu korisnika i posjetitelj tih ruta mora biti gost, tj. ispunjavati
uvjete middlewarea guest da korisnik nije trenutno prijavljen.
Ruta s GET i HEAD HTTP zahtjevima prikazuje formu za prijavu pozivajuc´i metodu
showLoginForm controllera LoginController, dok ruta s POST zahtjevom vrsˇi autentifi-
kaciju korisnika i njegovih podataka pozivajuc´i metodu login controllera LoginControl-
ler. Ako su podaci ispravni postavlja sesiju za autentificiranog korisnika i preusmjerava na
pocˇetnu stranicu, dok se u suprotnom vrac´a na formu za prijavu s pripadajuc´om obavijesti
gresˇke.
Ruta logout radi suprotno od rute login. Ona odgovara na POST HTTP zahtjeve, te po-
ziva metodu logout controllera LoginController. Metoda vrsˇi odjavu korisnika brisanjem
korisnicˇkih podataka iz sesije, te vrac´a odjavljenoga korisnika na pocˇetnu stranicu.
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Izgubljena lozinka
U ovoj skupini se nalaze rute koje su zaduzˇene za promjenu lozinke kada ju korisnik za-
boravi. Sve ovdje navedene rute dolaze s middlewarom koji zahtijeva da korisnik nije
prijavljen.
Ruta password/reset, koja dolazi s GET ili HEAD HTTP zahtjevom, poziva metodu
showLinkRequestForm controllera ForgotPasswordController. Metoda prikazuje for-
mu koja sluzˇi za stvaranje zahtjeva za promjenom lozinke.
Ruta password/email, koja je pozvana s POST HTTP zahtjevom, poziva metodu sen-
dResetLinkEmail controllera ForgotPasswordController. Metoda provjerava e-mail a-
dresu iz prethodne forme i sˇalje na nju link ponisˇtavanje lozinke. Ovisno o uspjesˇnosti
slanja ispisuje se pripadajuc´a poruka.
Ruta password/reset/{token} poziva se s GET ili HEAD HTTP zahtjevom i nju ko-
risnik dobiva na svoju e-mail adresu prilikom prethodnog koraka. Ona poziva metodu
showResetForm controllera ResetPasswordController koja prikazuje formu za promjenu
lozinke, ako je parametar token proslijeden. U suprotnom, prikazuje formu za stvaranje
zahtjeva za promjenom lozinke.
Ruta password/reset, pozvana s POST HTTP zahtjevom, pokrec´e metodu reset control-
lera ResetPasswordController. Metoda vrsˇi izmjenu lozinke i sprema ju u bazu podataka.
U slucˇaju uspjesˇne promjene vrac´a korisnika na pocˇetnu stranicu, a inacˇe ga vrac´a na pret-
hodnu stranicu.
Registracija
Ruta register, koja je pozvana s GET ili HEAD HTTP zahtjevom, pokrec´e metodu showRe-
gistrationForm controllera RegisterController. Metoda prikazuje formu za registraciju
novog korisnika.
Ruta register, koja je pozvana s POST HTTP zahtjevom, pokrec´e metodu register con-
trollera RegisterController. Metoda vrsˇi validaciju podataka. U slucˇaju da su svi podaci
ispravni stvara novog korisnika i automatski ga prijavljuje u aplikaciju te preusmjerava na
pocˇetnu stranicu. U suprotnom vrac´a korisnika na prethodnu formu.
Obje rute imaju middleware da korisnik mora biti gost prilikom njihovog pozivanja.
Rad s kolegijima
Opisˇimo sada rute zaduzˇene za kreiranje, uredivanje i brisanje stranica kolegija.
Ruta course/create, koja je pozvana s HTTP zahtjevima GET ili HEAD, pokrec´e me-
todu create controllera CourseController. Metoda prikazuje formu za kreiranje novog
kolegija. Takoder, na rutu je postavljen middleware koji pristupanje ovoj ruti dopusˇta samo
prijavljenim korisnicima koji su profesori.
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Ruta course, koja je pozvana s POST HTTP zahtjevom, pokrec´e controller metodu
store CourseController. Metoda vrsˇi validaciju podataka iz prethodne forme. U slucˇaju
da neki od podataka ne zadovoljava uvjete vrac´a korisnika na prethodnu formu. Ako je
validacija uspjesˇna, kreira novi kolegij u bazi podataka pomoc´u modela Courses, te dodaje
sve potrebne relacije za novi kolegij. Na kraju, metoda preusmjerava na stranicu za prikaz
obavijesti novokreiranog kolegija. Ova ruta, takoder, ima middleware koji zahtjeva da je
korisnik profesor.
Ruta course/{course}/edit, koja ja pozvana s GET ili HEAD HTTP zahtjevom, pokrec´e
metodu edit controllera CourseController. Metoda prikazuje ispunjenu formu s poda-
cima kolegija cˇiji identifikator ima vrijednost parametra course. Forma nudi moguc´nost
uredivanja podataka za taj kolegij. Ova ruta ima middleware koji omoguc´uje pristupa-
nje samo administratorima kolegija. Ovakav middleware imaju i sljedec´e dvije rute koje
navodimo.
Ruta course/{course}, koja je pozvana s PUT ili PATCH HTTP zahtjevom, pokrec´e
metodu update controllera CourseController. Metoda vrsˇi validaciju kao i metoda store.
U slucˇaju neuspjeha vrac´a se na formu za uredivanje. U slucˇaju uspjeha azˇurira podatke za
kolegij cˇiji je identifikator jednak parametru course i sprema ih, te se takoder preusmjerava
na stranicu za prikaz obavijesti.
Ruta course/{course}, koja je pozvana s DELETE HTTP zahtjevom, pokrec´e metodu
destroy controllera CourseController. Metoda brisˇe sve podatke za kolegij cˇiji identi-
fikator odgovara parametru course, i sve podatke vezane nekom relacijom za taj kolegij.
Takoder, brisˇe se direktorij s datotekama tog kolegija.
Obavijesti
Sada opisujemo rute za podstranicu s obavijestima, koja je glavna podstranica za kolegije.
Ruta course/{course}/posts, koju pozivamo s GET ili HEAD HTTP zahtjevom, pokrec´e
metodu index controllera PostController. Metoda prikazuje sve obavijesti za kolegij koji
odgovara parametru course, s moguc´nosˇc´u uredivanja i dodavanja novih za administratora
kolegija. Ruta course/course s identicˇnim HTTP zahtjevima poziva controllerom Course-
Controller i metodu show, te se preusmjerava na prethodnu rutu.
Sljedec´e rute su zasˇtic´ene middlewareom tako da im mozˇe pristupiti samo administrator
kolegija.
Ruta course/{course}/posts, pozvana s POST HTTP zahtjevom, pokrec´e metodu store
controllera PostController. Metoda vrsˇi validaciju podataka unesenih u formu za novu
obavijest. Ako su svi podaci ispravni obavijest se dodaje te se prikazˇe ponovno stranica s
obavijestima gdje sada vidimo i novu obavijest. Ako podaci nisu ispravni vrac´amo se na
prethodnu stranicu bez unosa promjena.
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Ruta course/{course}/posts/{post}, pozvana s PUT ili PATCH HTTP zahtjevom, pokrec´e
metodu update controllera PostController. Metoda prihvac´a uredene podatke za obavijest
koja odgovara parametru post, te nad njima vrsˇi validaciju. U slucˇaju neuspjeha se vrac´a na
prethodnu stranicu, dok u slucˇaju uspjeha sprema izmjene te se preusmjerava na pocˇetnu
stranicu s obavijestima za kolegij koji odgovara parametru course.
Ruta course/{course}/posts/{post}, pozvana s DELETE HTTP zahtjevom, pokrec´e me-
todu destroy controllera PostController. Metoda brisˇe obavijest koja odgovara parametru
post i preusmjerava se na stranicu s obavijestima kolegija koji odgovara parametru course.
Rezultati
Rute vezane za rezultate izvrsˇavaju slozˇenije radnje od ostalih jer se kod njih javlja i parsi-
ranje.
Prva ruta je koju spominjemo je results/all. Ona se poziva s GET ili HEAD HTTP
zahtjevom, te ima middleware koji dopusˇta pristup samo korisnicima koji su studenti. Ona
pokrec´e metodu results constrollera HomeController, koja prikazuje sve rezultate prijav-
ljenog studenta. Sve ostale rute koje opisujemo su vezane za podstranicu Rezultati.
Ruta course/{course}/results, pozvana s GET ili HEAD HTTP zahtjevom, pokrec´e me-
todu index controllera ResultsController. Takoder, ona ima middleware i mogu joj pris-
tupiti samo korisnici koji su ili administratori kolegija ili studenti. Metoda index priprema
rezultate kolegija, koji odgovara parametru course, za prikaz. Prikazi i podaci se razlikuju
ovisno o tome je li korisnik student ili administrator kolegija.
Ostale rute su zasˇtic´ene middlewareom tako da im mogu pristupiti samo administratori
kolegija koji odgovara parametru course.
Ruta course/{course}/results, pozvana s POST HTTP zahtjevom, pokrec´e metodu store
controllera ResultsController. Metoda prvo vrsˇi validaciju podataka. Posebno je vazˇna
provjera tipa datoteke kako bismo datoteku mogli uspjesˇno parsirati. U slucˇaju neuspjesˇne
validacije vrac´a se na prethodnu formu za unos rezultata. Zatim se vrsˇi parsiranje CSV
datoteke kojim dobivamo rezultate za sve studente koji su pristupili danom kolokviju. Re-
zultati se zatim spremaju pomoc´u metode modela zaduzˇenog za rezultate. Nakon uspjesˇnog
parsiranja i spremanja, metoda nas preusmjerava na pocˇetnu rutu za rezultate.
Ruta course/{course}/results/{result}, pozvana s GET ili HEAD HTTP zahtjevom, po-
krec´e metodu show controllera ResultsController. Metoda dohvac´a sve rezultate stude-
nata za kolegij koji odgovara parametru course i cˇije informacije o rezultatima (model
ResultsInfo) odgovaraju parametru result. Svi dohvac´eni rezultati se prikazuju adminis-
tratoru kolegija.
Ruta course/{course}/results/{result}, pozvana s PUT ili PATCH HTTP zahtjevom, po-
krec´e metodu update controllera ResultsController. Metoda radi analogno metodi store,
uz par izmjena. Datoteka ne mora biti nuzˇno ucˇitana. Kada je datoteka ucˇitana onda
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se prvo brisˇu svi rezultati cˇije informacije odgovaraju parametru results, te se tek onda
provodi parsiranje. Takoder, normalno se vrsˇi azˇuriranje informacija o rezultatima koji od-
govaraju parametru results. U slucˇaju kada je azˇuriranje uspjesˇno, metoda preusmjerava
na pocˇetnu rutu rezultata kolegija koji odgovara parametru course.
Ruta course/{course}/results/{result}, pozvana s DELETE HTTP zahtjevom, pokrec´e
metodu destroy controllera ResultsController. Metoda pokrec´e brisanje informacija o
rezultatu koja odgovara parametru result, i svih rezultata povezanih s tim informacijama o
rezultatu. Nakon toga vrsˇi preusmjeravanje na rutu za prikaz rezultata kolegija koji odgo-
vara parametru course.
Kolokviji i zadaci
Rute za kolokvije i zadatke vezane su za podstranicu Zadaci i vidjet c´emo da je njihov
najzanimljiviji dio rad s datotekama.
Ruta course/{course}/exams, pozvana s GET ili HEAD HTTP zahtjevom, pokrec´e me-
todu index controllera ExamController. Metoda je zaduzˇena za prikazivanje podstranice
Zadaci kolegija koji odgovara parametru course, pri cˇemu dohvac´a sve potrebne kolokvije i
zadatke koji su potrebni za prikaz. Administratoru kolegija se nudi i moguc´nost dodavanja
i brisanja zadataka.
Daljnje rute su zasˇtic´ene middlewareom koji dopusˇta pristup samo administratoru ko-
legija.
Ruta course/{course}/exams, pozvana s POST HTTP zahtjevom, pokrec´e metodu store
controllera ExamController. Metoda vrsˇi validaciju podataka iz forme za dodavanje no-
vog kolokvija. Ako je validacija neuspjesˇna metoda se vrac´a na prethodnu formu. Posebno
vazˇan dio ove metode je ucˇitavanje i spremanje PDF datoteke u odgovarajuc´i direktorij.
Spremanje se vrsˇi u direktorij vezan s kolegijem koji odgovara parametru course iz rute.
Zatim se spremaju i podaci modela za dani kolegij. Metoda se nakon uspjesˇnih navedenih
radnji preusmjerava rutu za prikaz podstranice Zadaci.
Ruta course/{course}/exams/{exam}, pozvana s DELETE HTTP zahtjevom, pokrec´e me-
todu destroy controllera ExamController. Metoda brisˇe datoteku i podatke kolokvija koji
odgovara parametru exam. Metoda se nakon uspjesˇnog izvrsˇavanja preusmjerava na rutu
za prikaz podstranice Zadaci kolegija koji odgovara parametru course.
Ruta course/{course}/assignments, pozvana s POST HTTP zahtjevom, pokrec´e metodu
store controllera AssignmentController. Metoda je analogna metodi store controllera
ExamController, pri cˇemu umjesto kolokvija radi s zadacima.
Ruta course/{course}/assignments/{assignment}, pozvana s DELETE HTTP zahtjevom,
pokrec´e metodu destroy controllera AssignmentController. I ova metoda je analogna
istoimenoj metodi iz controllera ExamController, pri cˇemu radi s zadacima i parametrom
assignment.
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Ostale rute
Ostale su nam josˇ rute koje se javljaju za podstranice kao sˇto su O kolegiju i Materijali,
gdje je korisniku omoguc´eno maksimalna sloboda uredivanja sadrzˇaja.
Ruta course/{course}/about/{type}, koja je pozvana s GET ili HEAD HTTP zahtjevom,
poziva metodu show controllera CourseViewController. Metoda pomoc´u para parame-
tara course i type dohvac´a model, koji se onda prikazuje. U prikazu ako je korisnik admi-
nistrator kolegija ima moguc´nost uredivanja podataka.
Ako administrator kolegija odlucˇi spremiti izmjene poziva se ruta course/{course}/-
about/{type}, ali ovoga puta s PUT ili PATCH HTTP zahtjevom. Ruta je zasˇtic´ena midd-
lewarom koji pristupanje dopusˇta samo administratoru kolegija. Ruta pokrec´e metodu
update controllera CourseViewController. Metoda vrsˇi validaciju podataka, sprema iz-
mjene, te preusmjerava korisnika na prethodnu rutu.
Ovime smo opisali sve web rute nasˇe aplikacije.
2.4 Middleware
Middleware nam nudi jednostavan i koristan mehanizam za filtriranje HTTP zahtjeva koji
dolaze nasˇoj aplikaciji. Laravel ima unaprijed definirane middleware za autentifikaciju i
zasˇtitu od CSRF napada. Svi middlewarei se nalaze u direktoriju app/Http/Middleware.
Kreiramo ih pomoc´u sljedec´e naredbe:
1 php a r t i s a n make : midd leware ImeZaMiddleware
Middleware klase implementiraju metodu handle. Ona provjerava odredene uvjete
te ovisno jesu li zadovoljeni dopusˇta trazˇeni zahtjev, odnosno, preusmjerava na zˇeljenu
stranicu u slucˇaju da nisu. U primjeru 2.1 vidimo jedan jednostavni middleware za provjeru
da li je korisnik student. Ako je korisnik prijavljen i ako je student dopusˇtamo izvrsˇavanje
zahtjeva, dok u suprotnom preusmjeravamo korisnika na pocˇetnu stranicu.
1 <?php
2
3 namespace App\Ht tp \Middleware ;
4
5 use C l o s u r e ;
6 use I l l u m i n a t e \ S u p p o r t \ Facades \Auth ;
7
8 c l a s s S t u d e n t
9 {
10 p u b l i c f u n c t i o n h a n d l e ( $ r e q u e s t , C l o s u r e $ n e x t )
11 {
12 i f ( Auth : : check ( ) && Auth : : u s e r ( )−> i s S t u d e n t ( ) ) {
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13 r e t u r n $ n e x t ( $ r e q u e s t ) ;
14 }
15
16 r e t u r n r e d i r e c t ( ’home ’ ) ;
17 }
18 }
Kod 2.1: Middleware za provjeru je li korisnik student
Ponekad nam je potrebno da middleware odradi neke dodatne radnje nakon odgovora
HTTP zahtjeva, npr. spremanje nekih dodatnih podataka u sesiju. U takvim slucˇajevima
mozˇemo definirati metodu terminate.
Middleware mozˇemo registrirati unutar klase Kernel koja se nalazi unutar datoteke ap-
p/Http/Kernel.php. Postoje tri tipa middlewarea. Prvi je tip globalni. Takvi middlewarei se
pozivaju prilikom svakog HTTP zahtjeva i za njih navodimo nasˇu klasu u svojstvu $midd-
leware. Drugi je tip kada zˇelimo specificirati neki middleware samo za odredenu rutu
ili controller (kao sˇto smo vidjeli u kodu 1.5). Takve navodimo u svojstvu $routeMidd-
leware. Trec´i su tip grupe. Ponekad zˇelimo pozvati visˇe middlewarea zajedno jednim
pozivom kako bismo ih laksˇe pridruzˇili ruti. Takve navodimo u svojstvu $middleware-
Groups. Laravel dolazi s pripremljenim grupama web i api. Ovdje je middleware grupa
web automatski postavljena na sve rute unutar datoteke routes/web.php
2.5 Pohrana datoteka
Laravel nam nudi moc´ni alat za rad s datotecˇnim sustavom pomoc´u PHP paketa Flysystem.
Laravelova integracija Flysystem-a nudi jednostavne upravljacˇke programe za rad s lokal-
nim datotecˇnim sustavom, Amazonom S3 [2] i Rackspace Cloud Storage-om [6]. Sˇtovisˇe,
jednostavno je mijenjati izmedu navedenih opcija za spremanje, dok aplikacija ostaje ista
za svaki sistem. Datoteka za podesˇavanje se nalazi u config/filesystems.php. Unutar njega
je moguc´e podesˇavati diskove koji predstavljaju odredeno spremisˇte podacima i njegovu
lokaciju.
Javni disk sluzˇi za datoteke koje c´e biti javno dostupne. Inicijalne su postavke da je
lokalni datotecˇni sustav javni disk i da se datoteke spremaju unutar direktorija storage/ap-
p/public. Kako bi datoteke bile dostupne s weba potrebno je stvoriti simbolicˇku vezu
izmedu public/storage i storage/app/public. Nju stvaramo sljedec´im pozivom:
1 php a r t i s a n s t o r a g e : l i n k
Za rad sa spremisˇtem podataka se koristi klasa Storage. Ona nam nudi razne metode
kao sˇto su: put za spremanje datoteka, get za dohvac´anje, download za kreiranje odgovora
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koji prisiljava korisnikov preglednik na preuzimanje podataka, url za dobivanje URL-a
zˇeljene datoteke, pa do raznih metoda za dohvac´anje metapodataka, itd. U sljedec´em dijelu
koda mozˇemo vidjeti upotrebu metode storeAs koja sluzˇi za spremanje datoteka koje nam
korisnik sˇalje preko HTTP zahtjeva:
1 $ f i l e n a m e = t ime ( ) . ’ ’ . $ r e q u e s t −>examFi le −>g e t C l i e n t O r i g i n a l N a m e ( ) ;
2 $ d i r e c t o r y n a m e = ’ p u b l i c / exams ’ ;
3 $ p a t h = $ r e q u e s t −>examFi le −> s t o r e A s ( $ d i r e c t o r y n a m e , $ f i l e n a m e ) ;
Takoder, imamo metode za brisanje. U sljedec´em primjeru vidimo primjer metode delete
koja sluzˇi za brisanje datoteka:
1 S t o r a g e : : d e l e t e ( $ p a t h ) ;
Isto tako, moguc´e je raditi s cijelim direktorijima i za to postoje razne metode. Vazˇno je
napomenuti da se za svaku od navedenih metoda jednostavno mozˇe postaviti i zˇeljeni disk.
Sustav za pohranu datoteka nudi josˇ razne moguc´nosti o kojima se visˇe mozˇe pronac´i u
[10].
2.6 Korisnicˇko sucˇelje
U web-aplikaciji za podrsˇku kolegijima korisˇtene su i neke vanjske biblioteke. Ukratko
opisujemo koje su sve korisˇtene i koja je njihova namjena.
Bootstrap [3] je najpopularnija biblioteka za responzivni prikaz web-stranica. On omo-
guc´ava korisniku da postavljanjem klasa HTML objektima jednostavno ureduje sadrzˇaj,
bez da mora brinuti o prikazu na razlicˇitim zaslonima. U nasˇoj aplikaciji dizajn je u potpu-
nosti baziran na njemu.
DataTables [4] je dodatak Javascript biblioteci jQuery. Njime nam je omoguc´eno do-
davanje razlicˇitih korisnih svojstava HTML tablicama, npr. paginaciju, pretrazˇivanje, filtri-
ranje po stupcima, sortiranje po jednom ili visˇe stupaca itd. U nasˇoj web-aplikaciji sluzˇi za
prikaz zadataka s ciljem da se laksˇe mogu nac´i zadaci od interesa korisniku.
jQuery [5] je mala i brza Javascript biblioteka puna moguc´nosti. Ona omoguc´ava jed-
nostavniju manipulaciju HTML objektima, rad s dogadajima, i slicˇnim zahtjevima. U nasˇoj
web-aplikaciji korisˇten je u kombinaciji s Bootstrapom za rad s modalnim dijalosˇkim okvi-
rima, te je neophodan za rad ostalih biblioteka kao sˇto su DataTables, Select2 i TinyMCE.
Select2 [7] omoguc´uje vec´u funkcionalnost padajuc´ih izbornika u web-aplikaciji. Nji-
me se pojednostavljuje rad s vec´im kolicˇinama podataka, omoguc´uje pretrazˇivanje medu
izborima, te nudi visˇestruki odabir. U nasˇoj web-aplikaciji se koristi prilikom dodavanja i
izbacivanja administratora na kolegiju.
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TinyMCE [8] je moc´an i jednostavan uredivacˇ teksta koji omoguc´uje ljudima s raz-
nim razinama znanja stvaranje razlicˇitog sadrzˇaja na web-stranicama. Njime se jednos-
tavno kreira slozˇeni sadrzˇaj bez ikakvog znanja HTML-a ili CSS-a. U nasˇoj web-aplikaciji
korisˇten je za stranice kao sˇto su O kolegiju i Materijali gdje korisniku zˇelimo dati maksi-
malnu slobodu kreiranju i organizaciji sadrzˇaja.
Ovime smo opisali sve vazˇne dijelove nasˇe slozˇene web-aplikacije za podrsˇku kolegi-
jima. Premda je sama web-aplikacija slozˇena, zahvaljujuc´i Laravelu se ona jednostavno
kreira. Metode su vec´inom jednostavne zahvaljujuc´i mnogim Laravelovim moguc´nostima
i njegovoj strukturalnoj raspodijeli, kod se jednostavno dijeli, te je lak za pratiti prilikom
rada u timu. Zakljucˇujemo da je Laravel odlicˇan razvojni okvir koji olaksˇava i ubrzava
proces izrade raznih web-aplikacija, pogotovo kada ga usporedujemo s PHP-om bez ra-
zvojnog okvira. Takoder, vazˇno je napomenuti da Laravel nema strmu krivulju ucˇenja, sˇto
je programerima izrazito vazˇno kada se susretnu s njime.
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Sazˇetak
U ovom smo radu prezentirali razvojni okvir Laravel za programski jezik PHP. Baziran je
na arhitekturalnom obrascu model-view-controller, besplatan je i otvorenog je koda.
U prvom smo poglavlju opisivali osnovne dijelove Laravela. Za pocˇetak smo opisali
kako ga instalirati i koje nam zanimljivosti nudi pri kreiranju web-aplikacija. Naglasak
smo stavili na opisivanju kako izgleda arhitekturalni obrazac MVC u Laravelu. Vidjeli
smo da donosi dvije veoma korisne novosti: Eloquent i Blade. Opisali smo i kako izgleda
usmjeravanje, kao vazˇan dio za rad web-aplikacija. Takoder, spomenuli smo i kako Lara-
vel prosˇiruje arhitekturalni obrazac MVC pomoc´u migracijskih skripti i klasa za punjenje
baze podataka. Dodatno smo govorili o Laravelovom pripremljenoj autentifikaciji. Za kraj
poglavlja smo pricˇali i o moguc´nostima s korisnicˇke strane web-aplikacije.
U drugom smo poglavlju opisivali slozˇeniju web-aplikaciju za podrsˇku kolegijima na
Matematicˇkom odsjeku Prirodoslovno-matematicˇkog fakulteta. Prvo smo prikazali upo-
trebu web-aplikacije i sve njezine moguc´nosti. Zatim smo krenuli u opisivanje modela
pomoc´u kojih je web-aplikacija napravljena. Naveli smo i sve rute u aplikaciji, te za sˇto
sluzˇe i kako rade. Opcije Laravel smo prosˇirili s opisivanjem naprednijih moguc´nosti, kao
sˇto su middleware i pohrana datoteka. Za kraj smo opet govorili o korisnicˇkom sucˇelju.
Prosˇirili smo ga bibliotekama korisˇtenim u web-aplikaciji.
Summary
In this thesis we have presented PHP framework Laravel. Laravel is free and open-source
framework based on model-view-controller architectural pattern.
In the first chapter, we described the main parts of Laravel. We began with the ins-
tallation and the description of the features it offers for creation of web-applications. We
focused on how the MVC architectural pattern is implemented in Laravel. We saw two new
tools which Laravel has: Eloquent and Blade. We described how to implement routing, as
it is a vital part of a web-application. Moreover, we mentioned Laravel’s migration scripts
and the seeder class which extend the MVC architectural pattern. Additionally, we talked
about Laravel’s out-of-the-box solution for authentication. In the end of the chapter, we
talked about frontend development for Laravel web-applications.
In second chapter, we described a more complex web-application whose purpose is to
provide web-support for the courses taught at the Department of Mathematics, Faculty of
Science. Firstly, we shown use cases of the web-application and all the possibilities of
using it. Afterwards, we described all of the models in the web-application. We mentioned
all of the routes, what are they used for and how they function. We extended our description
of the Laravel framework with the more advanced options: middleware and file storage. In
the end, we discussed the frontend side of our application, and the various libraries that
were used for its implementation.
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