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Abstract. We describe a technique for providing agent software with dynami-
cally configured capabilities. These capabilities, described with DAML-S, can 
represent atomic or orchestrated Web Services. The DAML-S specification will 
be transformed into an executable program written in a composition language 
named Piccola. When executed, the composite service will be available as a 
semantically described behavior within a FIPA compliant agent. 
1   Introduction 
Software development needs to progress from handcrafted, line-at-a-time techniques 
to methodologies that support reuse of existing software assets. In other words, soft-
ware development needs to shift from paradigms that are purely creational to others 
that support compositional approaches. Traditional software engineering methodolo-
gies are giving way to new software development paradigms. Component-based soft-
ware engineering and agent-oriented software engineering are two paradigms that are 
garnering attention. Although typically thought of as separate disciplines, it is likely 
that they are not only related, but also ultimately dependent upon one another. In the 
future, passive software components will be liberated by the proactive and social na-
ture of agents. In effect agent-based technologies provide the mechanism for compo-
nents to seek work, enter into cooperative agreements and thus otherwise address the 
requirements of dynamic, heterogeneous environments. From a multi-agent systems 
perspective, social agents that have access to an ontology-backed semantic descrip-
tion of the behaviors and services from which they are composed, should be better 
able to proactively coordinate themselves. 
2   Emerging Approaches to Workflow Automation 
A workflow is a process “during which documents, information or tasks are passed 
from one participant to another in a way that is governed by rules or procedures” [3]. 
From a workflow perspective, a composite software system can be viewed as a se-quence of services operating upon data. Ideally these services should be language, 
platform and location independent. Such services would then be interoperable, where 
interoperability is characterized by the “ability of two or more software components 
to cooperate despite differences in language, interface, and execution platform” [13]. 
A new class of interoperable, web-enabled software services is emerging. These 
services are known as Web Services. “A Web Service is a software application identi-
fied by a URI, whose interfaces and binding are capable of being defined, described 
and discovered by XML artifacts and supports direct interactions with other software 
applications using XML based messages via Internet-based protocols” [12]  
There are several ongoing initiatives that are defining compositional notations for 
Web Services. These notations express the flow of control and data across a collec-
tion of Web Services whose choreography performs a workflow. Recently IBM, Mi-
crosoft and BEA released BPEL4WS (Business Process Execution Language for Web 
Services). BPEL4WS is a specification for coordinating business process over the 
web [1]. In the future, the release of BPEL4WS may be viewed as a watershed event 
as it represents the first step toward market consolidation, as it replaces IBM’s WSFL 
and Microsoft’s XLANG specifications. 
2.1   Agent-based Workflow Approaches 
If a collection of sociable agents, representing individual services, cooperate and co-
ordinate they would have the capability to enact any workflow that is composed of 
the represented services. In other words, agents have the capability to dynamically 
form social structures through which they share commitments to the common goal of 
workflow enactment. The individual agents, through their coordinated interactions 
achieve globally coherent behavior; they act as a collective entity known as a multi-
agent system. 
Workflow enactment by a multi-agent system is an example of cooperative prob-
lem solving. “Cooperative problem solving occurs when a group of autonomous 
agents choose to work together to achieve a common goal” [14]. For cooperative 
problem solving to occur, an agent in the multi-agent society must recognize that the 
best path to achieving a goal is to enlist the help of other agents. Social commitments 
arise when one agent makes a commitment to another. Typically a social commitment 
comes about due to a social dependency. As defined in [7, pg 113] a social depend-
ence can be defined as: 
(SocialDependence x y a p) ≡ (Goal x p) ∧  ¬(CanDo x a) ∧ (CanDo y a) ∧ 
((DoneBy y a) ⇒ Eventually p) 
Meaning agent x depends on agent y with regard to act a for realizing state p, when 
p is a goal of x and x is unable to realize p while y is able to do so. 
As indicated, for such a social dependency to be established, agent x and agent y 
must be able to reason about their ability to perform act a, and have knowledge that 
the performance of a will establish state p. The concept of first-order ability, as intro-
duced in [14, pg 150], states that for agent x to have first-order ability regarding the 
establishment of state p, it must know explicitly whether ∃a((CanDo  x, a)  ∧ ((DoneBy x a) ⇒ Eventually p)). If agent x desires to achieve state p, but knows 
¬(FirstOrderAbility x, p), then it must solicit assistance in order to attain the goal. 
3   CONFLUENCE 
It is the belief of the authors that the semantic web and the emergence of a Web Ser-
vices component model can facilitate agent-based workflow management in open en-
vironments. If agents are used to wrap semantically described Web Services, then the 
semantic service descriptions become the basis for determining the agent’s first-order 
abilities. Likewise, a common semantic markup for Web Services will facilitate effec-
tive communication between agents. We intend to build an experimental system that 
will utilize DAML-S and a composition language named Piccola. 
3.1   DAML-S  
The semantic web initiative is developing technologies for locating web resources 
based upon their semantic content.  Included in this vision is DAML-S, a specifica-
tion for providing semantic markup for Web Services. DAML-S is being designed to 
support the following Web Service related tasks: discovery, invocation, composition 
and interoperation, and execution monitoring [2]. DAML-S provides a machine-
interpretable, ontology-backed semantic description of both atomic and composite 
web-services. As stated in [9], the markup provides: 
declarative advertisements for service properties and capabilities which can be 
used for automatic service discovery; 
declarative APIs for individual Web Services that are necessary for automatic Web 
Service execution; and 
declarative specifications of the prerequisites and consequences of individual ser-
vice use that are necessary for automatic service composition and interoperation  
DAML-S has the expressive power to encapsulate the composition of several ser-
vices within a single service description. If an agent could enact a composite service 
as a behavior, it is intuitive that this will expand the agent’s first-order abilities. Ex-
panded first-order abilities will help the agent preserve its autonomy by reducing its 
social dependencies. As agents reduce their social dependencies, they create efficien-
cies across the operating environment. In effect, this approach is analogous to busi-
ness process reengineering whose typical goal is to reduce transactional costs while 
providing the same or better service. Providing agents the capability to enact services 
described in DAML-S streamlines the workflow, thereby increasing the agent’s goal-
attaining efficiency by reducing the need for cooperative problem solving in multi-
agent environments. 
In DAML-S, a composite service can be recursively decomposed into a set of 
atomic services. Control constructs are provided by DAML-S to orchestrate the ser-
vices that compose the workflow. Enactment of DAML-S described workflows is a difficult problem that has not been extensively studied; however, some initial work 
has been done. The DAML-S execution semantics presented in [5], were inspired by 
Milner’s π–calculus. The π–calculus is useful for modeling systems of concurrent, 
communicating and mobile processes [11]. Milner’s work has also been inspirational 
to the development of a composition language named Piccola. 
3.2   Piccola 
The development of specialized programming languages for expressing the composi-
tion of components is a recurring idea. Early evidence is provided by the utility at-
tributed to UNIX shell scripting. The pipes and filters architecture of the UNIX shell 
in combination with a scripting language demonstrate the power of flexible composi-
tion via the pipelining of streams and commands.  
In [10], the authors introduce the rationale and requirements for a general purpose 
composition language. The authors describe a composition language as providing the 
integration framework between the computational and compositional views of a sys-
tem. The composition language requirements proposed by the authors are designed to 
support open systems development, where openness is characterized by the need for 
recomposability in the face of changing system requirements. The authors propose the 
development of a composition language using the π-Calculus as a theoretical founda-
tion. This requirements groundwork ultimately results in the publication of [4, 8], 
which describe the composition language named Piccola. A platform neutral imple-
mentation of the Piccola language exists, it is Java-based and is named JPiccola. 
4   Agentcities Related Research 
The Agentcities Initiative intends to provide a platform to demonstrate the interopera-
tion of independently authored agents that are geographically dispersed and executing 
within heterogeneous environments. The interoperation is accomplished through the 
use of open systems technologies and protocols. The protocols utilized in the Agent-
cities framework are those defined by the FIPA standards. It is the intent of the au-
thors to use Agentcities as a research platform for the delivery of contextually appro-
priate Web Services, where the context is defined by geographic location. 
The architecture for the proposed research is found in Figure 1. The architecture is 
designed for scalability, from mobile PDA devices with wireless connectivity to re-
source-rich server class systems. The architecture is designed to be compatible with 
existing and emerging open standards; as such interoperability within open agent so-
cieties and Web Services is maximized.  Fig 1. Proposed Architecture. 
The major components of the architecture are:  
•  a Lightweight Mobile Agent implemented with LEAP [6]. The platform is an 
IPaq 3675 with a dual slot expansion pack; the expansion pack will hold an 
802.11b wireless network card and a GPS receiver. 
•  the Wherehoo server [15] will store DAML-S descriptions of services associ-
ated with specific geographic locations. Wherehoo will return contextually 
appropriate DAML-S descriptions based upon the physical location of the 
mobile device. 
•  a Home Server will provide a Charleston, South Carolina, USA node to the 
Agentcities network, DAML-S to Piccola translation services, and a Piccola 
execution engine.  
•  the web of services will provide a dynamic set of behaviors for use by the mo-
bile agent. 
Operationally, the mobile agent will receive its absolute GPS position from the on-
board GPS receiver. The location will be consumed by an internal behavior that will 
communicate with the Wherehoo server. The Wherehoo server will return a set of 
DAML-S descriptions for services that are appropriate within a physical region. The 
region is defined as a circle with selectable radius, whose center point is the current 
location. Each of the DAML-S descriptions will be passed to the Home Server where 
they will be transformed into Piccola programs. . It is anticipated that the transforma-
tion will leverage the Transformation API for XML (TrAX). A Piccola execution en-
gine will execute the programs on the Home Server. The executing Piccola programs 
will communicate with the mobile agent via JXTA protocols and unidirectional pipes; 
JXTA provides the discovery services to allow the mobile agent to find the pipe end-
points on the Home Server. The result is the delivery of contextually appropriate Web 
Services to the mobile agent who views them as semantically described behaviors. 5   Acknowledgement 
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