Abstract
Introduction
Euler diagrams [1] exploit topological properties of enclosure, exclusion and intersection to represent subset, disjoint sets and set intersection respectively. The diagram d 1 in figure 1 is an Euler diagram and expresses that nothing is both a mammal and an insect. Venn diagrams [12] are similar to Euler diagrams. In Venn diagrams, all possible intersections between contours must occur and shading is used to represent the empty set. The diagram d 2 in figure  1 is a Venn diagram and also expresses that no element is both a mammal and an insect.
Spider diagrams [5, 7] are based on Euler diagrams. Spiders denote the existence of elements. The spider diagram d 3 in figure 1 expresses that no element is both a mammal and an insect and there are at least two elements in the set M ammals ∪ Insects. The spider diagram d 4 expresses that there are exactly two insects that are not mammals.
It is not clear whether spider diagrams provide us with a mechanism for talking about particular individuals. It would seem, then, useful to introduce a syntactic device analogous to constant symbols in predicate logic. We in- troduce constant spiders (corresponding to given spiders in [4] ) to provide users of the notation with explicit syntax with which to write constraints involving named individuals. This extended language is, perhaps, more useable than the language of spider diagrams. We shall now refer to spiders that represent the existence of elements (as opposed to constants) as existential spiders. At the syntactic level, spiders are trees and, to distinguish the two types of spider, we shall use round nodes for existential spiders and square nodes for constant spiders. Moreover, constant spiders will always be labelled.
In figure 2 , the diagrams d 5 , d 6 and d 7 all contain a constant spider labelled web. From the conjunction of d 5 and d 6 we can deduce that web is a cat but not a dog, expressed by d 7 (that is, d 7 is a semantic consequence of the conjunction of d 5 and d 6 ). By contrast, from d 8 and d 9 , which contain existential spiders, we cannot deduce d 10 .
We show that augmenting the spider diagram language with constant spiders does not lead to an increase in expressiveness. That is, constant spiders are syntactic sugar. We review related work in section 2. In section 3, we give the syntax of spider diagrams with constants. In section 4 we give formal semantics. In section 5 we show that each spider diagram with constants is semantically equivalent to a spider diagram (without constants), thus proving that adding constants does not increase expressiveness. The mapping turns each constant spider into a contour containing a single inhabitant. Clearly introducing constant spiders does not decrease expressiveness and it follows that the language of spider diagrams with constants is equally as expressive as the language of spider diagrams (without constants).
Related Work
Several visual languages have emerged that extend Euler and Venn diagrams, for example the language Venn-II introduced by Shin [8] . The diagram d 1 in figure 3 is a Venn-II diagram. In addition to what is expressed by the underlying Venn diagram, it also expresses, using an ⊗-sequence, the set M ammals ∪ Insects is not empty. Venn-II diagrams can express whether a set is empty or not empty. So, the presence of more than one ⊗-sequence in a particular region provides no more information than a single ⊗-sequence in that region. Shin shows that Venn-II is equivalent in expressive power to monadic first order logic (i.e. all the predicate symbols are 'one place') and she calls this language L 0 [8] . The language L 0 is a pure monadic language that does not include equality, constants or function symbols.
In [11] figure 3 , d 2 is an Euler/Venn diagram and expresses that no element is both a mammal and an insect and that there is something called 'tim' that is either a mammal or an insect. The semantics of constant spiders and constant sequences (used in Euler/Venn diagrams) are different: both represent particular individuals but, within a diagram, constant sequences with distinct labels do not necessarily denote distinct individuals whereas constant spiders with distinct labels do denote distinct individuals.
Swoboda and Allwein give an algorithm that determines whether a given monadic first order formula is 'observable' from a given Euler/Venn diagram. If the formula is observable from the diagram then it may contain weaker information than the diagram (i.e. the formula is a consequence of the information contained in the diagram).
In [10] we proved that the spider diagram language (without constants) is equivalent in expressive power to monadic first order logic predicate logic with equality (or ESD). The language ESD extends L 0 by adding equality. Within L 0 it is not possible to express that a particular property, P , holds for a unique element but this is possible within ESD. Thus spider diagrams properly increase expressiveness over Venn-II.
Syntax
In diagrammatic systems, we can distinguish two levels of syntax: concrete (or token) syntax and abstract (or type) syntax [3] . Concrete syntax captures the physical representation of a diagram. Abstract syntax 'forgets' semantically unimportant spatial relations between syntactic elements in a concrete diagram. We include the concrete syntax to aid intuition but we work at the abstract level.
Informal concrete syntax
A contour is a simple closed plane curve. Each contour is labelled. A boundary rectangle properly contains all contours. The boundary rectangle is not a contour and is not labelled. A basic region is the bounded area of the plane enclosed by a contour or the boundary rectangle. A region is defined recursively as follows: any basic region is a region; if r 1 and r 2 are regions then the union, intersection and difference of r 1 and r 2 are regions provided these are nonempty. A zone is a region having no other region contained within it. A region is shaded if each of its component zones is shaded. A spider is a tree with nodes (called feet) placed in different zones. 
Formal abstract syntax
The labels used in our diagrams are chosen from a countably infinite set, L. A zone, at the concrete level, can be described by the set of labels of the contours that include it. When we reason with a spider diagram, its contour label set may change, so we will define an abstract zone to be a pair of finite sets, (a, b). The set a contains the labels of the contours that include (a, b) whereas b is the set of labels of the contours that do not include (a, b). So, in a unitary diagram, a and b form a partition of the contour label set. We define Z and R = PZ to be the sets of all zones and regions respectively. Now we consider how we represent existential spiders at the abstract level. We could specify any finite set to be a collection of existential spiders, and map each of these spiders to a region in the diagram (the 'habitat mapping'). For any given concrete diagram, there would be many choices for an abstract set of existential spiders. To describe uniquely the existential spiders in a concrete diagram, it is sufficient to say how many existential spiders there are in each region. In order to provide a unique abstraction from a concrete diagram we will use a bag of regions, called existential spider descriptors, rather than an arbitrary set of spiders along with a habitat mapping.
We use labels from L to label constant spiders as well as contours. To capture the information in a concrete diagram, we must specify which constant spider labels appear and, for each spider label, the habitat of the spider with that label. So, at the abstract level, a unitary diagram will contain a finite set of constant spider labels together with a habitat function, mapping each constant spider label to a region in the diagram. The definition of an abstract unitary spider diagram with constants extends that given in [10] for unitary spider diagrams (without constants).
We will assume that
We also assume, without loss of generality, the sets L, Z and R are all pairwise disjoint.
Definition 3.1 An abstract unitary spider diagram with constants, d, (with labels in
If (n, r) ∈ ESD we say there are n existential spiders with habitat r.
ESD, CS, η be a diagram. If CS = ∅ then d is a unitary spider diagram (without constants).
Some remarks about the above definition are in order. Every contour in a concrete diagram contains at least one zone and this is captured by condition 2 (i). In any concrete diagram, the zone inside the boundary rectangle but outside all the contours is present and this is captured by condition figure 4 has the following abstract description:
Spiders represent the existence of elements and regions represent sets -thus we need to know how many elements we have represented in each region. Note that, in a unitary diagram, a constant spider and an existential spider represent the existence of distinct elements. For example, in figure 4, the diagram d 2 asserts that the set represented by the zone ({L 1 }, {L 2 }) contains at least three elements, including that represented by L 3 . The number of spiders contained by region r 1 in d is denoted by S(r 1 , d ). More formally,
So, any spider in d whose habitat is a subset of r contributes to the sum S(r, d). The number of spiders touching
Unitary diagrams form the building blocks of compound diagrams. If D 1 and D 2 are spider diagrams with constants then so are
. Some diagrams are not satisfiable and we introduce the symbol ⊥, defined to be a unitary diagram interpreted as false. Similarly we define compound spider diagrams (without constants).
Semantics
Regions in spider diagrams with constants represent sets. We can express lower and, in the case of shaded regions, upper bounds on the cardinalities of the sets we are representing as follows. If region r is inhabited by n spiders in diagram d then d expresses that the set represented by r contains at least n elements. If r is shaded and touched by m spiders in d then d expresses that the set represented by r contains at most m elements. Thus, if d has a shaded, untouched region, r, then d expresses that r represents the empty set. Missing zones also represent the empty set. Each constant spider asserts that the individual represented by its label is in the set represented by its habitat. Within a unitary diagram, no two constant spiders represent the same individual.
To formalize the semantics of spider diagrams with constants we shall map labels, zones and regions to subsets of some universal set. Our formalization of the semantics extends that given for spider diagrams in [10] . 
We introduce a semantics predicate which identifies whether a diagram expresses a true statement, with respect to an interpretation. We wish constant spider labels to 'act' like constants in first order predicate logic. Thus, if an interpretation is to satisfy a diagram d, then the constant spider labels in d must map to single element subsets of the universal set. This is captured by the constant spiders condition in the semantics predicate.
Definition 4.2 Let D be a diagram with constants and let
is the conjunction of the following four conditions. figure  4 but not for d 2 .
Distinct Spiders Condition. For each region r in PZ(D) − {∅}, |Ψ(r)| ≥ S(r, D).

Shading Condition. For each shaded region r in PZ * (D) − {∅}, |Ψ(r)| ≤ T (r, D).
Plane Tiling Condition. The union of the sets represented by the zones in D is the universal set:
z∈Z(D) Ψ(z) = U .
Constant Spiders Condition. Every constant spider represents an element in the set denoted by its habitat and no two constant spiders represent the same element:
∀L i , L j ∈ CS(d) • |Ψ(L i )| = 1∧Ψ(L i ) ⊆ Ψ(η d (L i ))∧ (Ψ(L i ) = Ψ(L j ) ⇒ L i = L j ). If D = D 1 then P D (m) = ¬P D 1 (m). If D = D 1 D 2 then P D (m) = P D 1 (m) ∨ P D 2 (m). If D = D 1 D 2 then P D (m) = P D1 (m) ∧ P D2 (m1 ) = {1, 2}, Ψ(L 2 ) = {2, 3, 4}, Ψ(L 3 ) = {1}, Ψ(L 4 ) = {2}, is a model for d 1 in
Expressiveness
In order to show that the language of spider diagrams with constants is not more expressive than the language of spider diagrams (without constants) we will show that for each spider diagram with constants there is a spider diagram (without constants) that is semantically equivalent. Two diagrams are semantically equivalent precisely when they have the same class of models. Figure 5 . Semantically equivalent diagrams. In order to show that augmenting spider diagrams with constants does not increase expressiveness, we must find, for each spider diagram with constants, a semantically equivalent spider diagram (without constants). To make this task more straightforward we appeal to α-diagrams. A spider diagram is an α-diagram if and only if all the spiders have exactly one foot. The diagrams figure 5 Figure 6 . Obtaining alpha-diagrams. figure 6 It follows that, if we can find, for each α-diagram with constants, a semantically equivalent spider diagram (without constants) we will have shown that augmenting the language of spider diagrams with constants does not increase expressiveness. To begin we consider unitary α-diagrams. 
Example 5.2 In
L " L d L ! L L " L d L L !({L 4 }, {L 2 }), 2. ({L 2 , L 4 }, ∅), 3. ({L 2 }, {L 4 }) and 4. (∅, {L 2 , L 4 }).
Each of these zones gives rise to a zone in
We have used the containing label set for z 1 , namely {L 1 , L 2 } to give the containing label set for z 2 . Since the contour label set for d 2 is generated from the contour label set and constant spider label set in d 1 we can deduce the excluding label set for z 2 : 
The zones are 'preserved' and one extra zone is in
d 2 for the constant spider L i : Z(d 2 ) = {(a, b ∪ {L i }) : (a, b) ∈ Z(d 1 )}∪ {(a ∪ {L i }, b) : η d1 (L i ) = {(a, b)}}.
The shaded zones are 'preserved' and one new shaded zone is in
d 2 for the constant spider L i : Z * (d 2 ) = {(a, b ∪ {L i }) : (a, b) ∈ Z * (d 1 )}∪ {(a ∪ {L i }, b) : η d 1 (L i ) = {(a, b)}}.
The existential spiders are 'preserved' and one new existential spider is added for the constant spider
L i : ESD(d 2 ) = {(n, {(a, b ∪ {L i })}) : (n, {(a, b)}) ∈ ESD(d 1 )}∪ {(1, {(a ∪ {L i }, b)}) : η d 1 (L i ) = {(a, b)}}.
The remaining constant spiders in
d 1 are in d 2 : CS(d 2 ) = CS(d 1 ) − {L i }.
The habitats of the remaining constant spiders are preserved:
We note that it is not necessary to restrict the definition of an L i -expansion to α-diagrams. However, if we were to expand a constant spider with more than one foot then the resulting diagram may not be drawable (given certain wellformedness conditions), which we now illustrate by example. One well-formedness condition we wish to impose, for usability reasons, is that contours do not run concurrently. Example 5.5 In figure 9, d 1 Figure 9 . Drawability issues.
It is hard to identify which abstract diagrams are drawable. If we relax the definition of an L i -expansion to non-α-diagrams then the obvious changes to the zone set need not result in a drawable diagram. With the definition of an L i -expansion that we have given, it is guaranteed that if d is drawable then any L i -expansion of d is drawable.
We now show that any L i -expansion of unitary α-diagram d is semantically equivalent to d. Restricting the definition of an L i -expansion to α-diagrams makes the proof of this fact more straightforward. 1. L i ∈ b 2 . In this case,
There are two subcases.
(
. From the distinct spiders condition for d 1 and the definition of an L i -expansion,
From the shading condition for d 1 and the definition of an 
From the shading condition for d 1 and the definition of an
In either subcase, the distinct spiders condition and, when z 2 is shaded, the shading condition hold for z 2 in d 2 .
2. L i ∈ b 2 . In this case,
. So the distinct spiders condition and the shading condition hold for z 2 in d 2 .
Since d 2 is an α-diagram, a straightforward restatement of the semantics predicate show that the distinct spiders condition and the shading condition hold for d 2 . From (1), (2) and (3), and the definition of an L i -expansion, it follows that the plane tiling condition holds for d 2 .
Next we show that the constant spiders condition holds for d 2 
Since d 1 is an α-diagram and from the definition of an 
Conclusion
In this paper we have shown that augmenting the spider diagram language with constants does not lead to an increase in expressiveness. To do so, for each α-diagram with constants we identified the existence of a semantically equivalent spider diagram (without constants). Since every spider diagram with constants can be transformed into an α-diagram we deduce that augmenting spider diagrams with constant spiders does not lead to an increase in expressiveness. That is, constant spiders are syntactic sugar. It follows that the language of spider diagrams with constants is equivalent to monadic first order logic with equality.
Several sound and complete spider diagram systems (without constants) have been developed; see, for example, [5, 7] . A sound, but not complete, system based on spider diagrams with constant spiders but without existential spiders has also been developed [4] . To aid usability, it may be important to develop a sound and complete reasoning system for spider diagrams with constants, building on the existing reasoning systems, despite the fact the expressiveness is not increased. In fact, it is straightforward to enlarge the rule set that is specified in [5] for spider diagrams (without constants) to a sound and complete rule set for spider diagrams with constants. The spider diagram language (without constants) forms a fragment of the more expressive constraint diagram language [6] . Constraint diagrams allow relational navigation (expressions involving two place predicates). The diagram in figure 10 is a constraint diagram. It expresses that 'every cat has eaten exactly one mouse and no cats are mice'. Various constraint diagram languages exist. The simplest of these (which is also sound and complete) restricts the syntactic components and the semantic interpretation of the diagrams [9] . In [2] the authors give a reading algorithm for interpreting more expressive constraint diagrams. It is currently unknown what fragment of FOPL can be expressed using constraint diagrams. It is also unclear whether adding constant spiders to the language of constraint diagrams increases expressiveness. This is because the semantic interpretation of constraint diagrams requires a dependency analysis to be carried out between syntactic components. The dependencies between spiders are determined by their habitats. Changing the zones sets, therefore, may change the dependencies. Investigating the expressiveness of constraint diagrams and establishing whether constant spiders increase the expressiveness of the constraint diagram language is the subject of ongoing work.
