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Abstract: Many architecture schools have started to teach computer programming as
part of their design education. Their main pedagogies follow a conventional computer
science approach, which has a high failure rate and is less effective for novice
learners. This paper describes a novel approach to developing a curriculum,
"Programming Sketches", to teach computer programming to architecture students in
the context of design education. A bricolage-based approach with an atelier learning
environment was explored. Instead of focusing on learning the knowledge of
computer programming language, students were prompted to develop their own
ways of transforming design thinking into a programming structure with an
incrementally repeating manner. The reconfiguring and externalizing process of
students' varying design work and the iterative development of programming
structures made students' learning progress transparent. Incremental iteration is at
the centre of this successful progress. The daily exercises decompose debugging and
make the error-finding process quick and easy. These processes reduce the burden on
instructors by permitting easy detection and correction of students' errors. This study
describes a successful learning experience of novice students of computer
programming and discusses how to apply pedagogical variations for cognitively
varying learners.
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Introduction
Susman (1994) argues that human history is the history of tool development and
extensions of the human body. A tool changes not just the way a person uses his body
but the way the user thinks and understands the environment around him.
Architectural history could be understood as the history of design tool developments
and extensions of architects' practice. Albrecht Dϋrer's (1525) perspective machine
enabled architects to measure the sizes of objects in varying distances and compare
them proportionally and get better control over objects and space. This new capability
has changed the way architects understand space and objects as they actually are
(Burke 1986).
The changes of tools have transformed architects' understanding of design and the
way architects design. The recent digital technology is transforming architecture
practices (Kalay 2004) and the way architects reason about architectural forms and
their capabilities (Picon 2010). Use of computer programming to develop new
computational tools, in contrast to the use of mouse clicks to operate prebuilt CAD
software, and working with these computational tools, have changed the practice of
architecture radically and provided new visions and tectonics. The systematic use of
computer programming has created a new boundary of architectural perspective and
led to an evolutionary process that gives high-level control over commercial software
and complex geometries (Terzidis 2006). Architects started to have a new partner for
architectural conceptions; although, it is in an early state.
The US National Academies (2003) made recommendations for a new biology
curriculum. The recommendations included a computer science curriculum for higher
education, such as courses for teaching future biologists computer programming,
algorithms, and visualizations. The purpose of teaching computer science is rather
simple: National Research Council do not want new biological researches to be
bounded by off-the-shelf software and applications. The off-the-shelf software
packages are not able to support all new ideas. Researchers who know how to develop
their own tools make the most improvements in the body of knowledge, compared to
those who depend on "preconceived" software. Although they become essential parts
in biological research, pre-existing tools constrain the research activities. The
boundaries include not simply methodological procedures, but also conceptual and
logical capabilities (Felton 2002).
In contrast to the biology curriculum that already has adapted computer science
subjects, architecture schools only recently have started to teach introductory
computer programming as part of their design education. Their main pedagogies are
following a conventional computer science approach which has a high failure rate and
is less effective for novice learners (Bennedsen and Caspersen 2007). This paper
describes a novel approach to developing a curriculum, "Programming Sketches", to
teach computer programming for architecture students in the context of design
education. A bricolage-based approach with atelier learning environment was explored.
Instead of focusing on learning the knowledge of computer programming language,
students were prompted to develop their own ways of transforming design thinking
into a programming structure with an incrementally repeating manner. This study
illuminates the successful learning experience of novice students of computer
programming and discusses how to apply pedagogical variations for cognitively varying
learners.
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Bricolage
Theoretical Background
Bricolage is a method of constructing a new object or making a solution for a
problem using available tools and materials on hand. Some real-life examples of
bricolage activity are using broken branches instead of chopsticks to pick up food,
sitting on a flat rock instead of a chair, and burning dried leaves for fire while camping.
If we wish to provide useful examples in the fine arts, Marcel Duchamp's Fountain
(1917), and Andy Warhol's pop art, including Marilyn Diptych (1962) and Campbell's
Soup (1968), may well illustrate the meaning of bricolage.
In the context of architecture, Le Corbusier's projects, Christopher Alexander's
design process, and post-modern architecture could illustrate the meaning of bricolage.
Rowe and Koetter (1984) explain Le Corbusier's design process as the selecting of
historical elements of architecture and re-assembling of them in his projects, plus
identifying the project's contexts and redefining the found historical elements. Louridas
(1999) describes how Alexander proposed design patterns with which anyone could
design buildings and cities as harmonious as naturally grown towns. For Alexander, a
design process was to identify a new design pattern through iterative manipulations of
classic patterns. A design could evolve and become a new norm by selective overlaying,
juxtaposition, combination and recombination of existing patterns.
In contrast to the modern architecture that utilized monotonous and hierarchical
design, postmodern architecture allowed pluralistic design approaches and used
multiple design elements borrowed from historic architectures for a single project.
Postmodern approaches freely manipulate the original meanings and functions of
traditional architectural elements following the characteristics and the site contexts of
a project (Louridas 1999). For example, The Arthur M. Sackler Museum (1985) by James
Stirling is probably a good example of pluralistic uses of historic elements sensitive to
the project environment. Due to these selective and pluralistic processes,
postmodernism is considered to be bricolage.
Claude Levi-Strauss first described bricolage in his book, The Savage Mind, to
illustrate the nature of mythological thinking. He explained that mythology was a result
of human invention and is composed of previous human experiences. The elements of
story in mythology are assemblies of elements in human lives that were re-composed
and redefined within the context of a new story. Levi-Strauss (1968) described a
"bricoleur" as a problem solver in a primitive tribal society. The number of his tools was
small. Materials that he could utilize were limited. In contrast, the problems that he
needed to solve varied widely. Bricolage was probably a natural result in this harsh
environment. The essential process of bricolage was a dialogue between a bricoleur
and his tools and materials. Through this conversation, he could reconceptualize the
purposes of tools and restructure the nature of materials so that they became useful to
provide a solution for varying problems contexts within his confined situation.

Bricolage Approach
Much research has studied students, who are not familiar with
canonical/hierarchical thinking, experiencing "intellectual wars" throughout the
introductory programming course. Students were forced to become another person
and these experiences led them to negate the canonical instruction (Turkle and Papert
1990).
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In terms of learning goals, a bricolage method of instruction should allow diverse
ways of learning computer programming. Students should be able to learn
programming following their mental models of programming as an extension of their
design processes. For example, some students understand programming as city
planning, some as fabrication processes, some as data processing, and some as
mathematical manipulation of pattern making. Design students may prefer to develop
their own ideas instead of solving given problems.
In terms of learning processes, students should experience an evolutionary thinking
that they cannot imagine through the dialogues between themselves and programming
language. Students need to organize and reorganize their design thinking and
programming repeatedly.
In terms of instructional method, students should vicariously experience coding.
Accordingly, they can be asked to watch the instructor's live-coding, the developmental
process of an algorithm, instead of simply hearing explanations of its finished forms
(McLean and Wiggins 2010). In bricolage instruction, Students also need to visualize or
materialize their design thinking (Stiller 2009).

Programming Sketches
Learning Goals
Lakoff and Johnson (2003) argue that metaphors structure the way people perceive
and understand. This workshop uses a computer programming practice as a metaphor
to understand design and creative design processes. The incrementally iterative
software design process will be used to provide novice designers a mental model of
design as an evolutionary process, overcoming the prevalent waterfall model (Perkins
and Grotzer 2005).
Just as the knowledge of computer programming has recently been highlighted
from a new perspective, that it improves learners' general problem solving skills (Wing
2004), the use of computer programming may extend the boundary of design and
significantly improve design competency. The incremental process of developing
software will provide novice designers with chances to reframe design perceptions and
to experience design thinking in analogical and metacognitive ways. The practice of
designing programming structures will probably transfer students’ design knowledge
into computational concepts, and their programming exercises will, reciprocally,
improve students’ deep understanding of underlying complex causalities in design
processes.

Educational Strategies
After surveys of the theoretical backgrounds of bricolage and of educational
experiments that utilize bricolage in programming education, six educational strategies
are identified to teach introductory computer programming to architectural design
students:
1. Object to Think With: Students propose projects with which they transform their
design ideas into programming language. In contrast to instructor's typical problem
sets, student- driven projects increase their level of engagement and improve the level
of personalization. Although students propose initial ideas to convert into computer
programming, they will continue to develop concrete ideas throughout the workshop.
Any radical changes in design ideas are welcomed and encouraged.
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2. Atelier Environment: Students are asked to learn programming as if they were
learning to sketch or paint in an atelier. Spending time with programming is the most
critical factor in learning programming the way they learn to draw. Structured
programming is introduced as a framework, as in a standard programming course.
However, the use of structured programming is suggested as a template, as if it is an
empty sketchbook, within which students build up their own codes.
3. Daily Coding Exercises: Cognitive changes require time. Instead of radical changes
of mental models of programming, incremental iterations are applied. Students learn
programming through daily coding exercises instead of biweekly problem-sets or
examinations. The exercise reduces the burden of "cognitive wars" that many novice
learners might experience (Turkle and Papert 1990).
4. Sketching and Diagramming: To externalize students' design thinking and to
provide cognitive aids while developing a computer program, sketching and
diagramming exercises are prompted, which make students' coding process easier by
externalizing their design and encouraging analytical understanding of their design
thinking.
5. Limited Range of Programming Syntax: The programming language Python is
selected as a target educational language mainly because of the language's unusually
minimal amount of syntax. Of the small amount of syntax, only the base forms of
structured programming are taught. This limited set of syntax prevents any confusion
and allows students to reconfigure the meaning of programming syntax in the context
of their projects. Students reconceptualize the purpose of programming and identify
new uses of the given programming language. Students learn computational concepts
through trial-and-error approaches by writing small codes repeatedly. Online reading
material is provided for students who want to read additional references.
6. Real-time Developments: The instructor's real-time coding provides a chance for
students to experience the developmental process of algorithms as if they are writing
the code.
The main goal of these strategies is to accommodate students' varying learning
styles so that they can have cognitively comfortable experiences while learning
computer programming.

Course Structure
The workshop took place in fall 2011 at the Department of Architecture,
Massachusetts Institute of Technology. The course consisted of three two-week
modules. The main content of the first module was procedural programming including
topics such as variables, functions, and structured programming. The second module
taught object-oriented programming (OOP) including class, instance, inheritance, and
association. The last module teaches software development process using examples of
biological systems such as cellular automata, Lindenmayer system, and flocking
algorithm.
The workshop had six weekly classes. Each class ran three hours with two sections.
The first had a lecture explaining the background theory of computer programming and
related design theories. To promote design thinking, many architectural precedents
that had elements similar to computational design were presented, such as the
recursive garden design of Taj Mahal (1653), the modular theory of Durand (Villari
1991), and contemporary projects using generative algorithms.
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Figure 1. An archive of students' daily coding exercises in the first module (the procedural
programming). Source: The workshop archive.

Figure 2. Examples of a student’s daily sketches, class diagrams, and sequence diagrams. Source:
The workshop archive.

The second part was the instructor's real-time coding to explain computational
concepts in demo codes. The instructional goal was illustrating the developmental
process of various algorithms, not the finished forms of codes. To achieve this goal, the
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instructor showed students demonstrations using developmental diagrams and
analytical sketches. At the same time, students were prompted to create their own
sketches and diagrams for software design.
After each class, daily coding exercises were followed (Figure 1). Students were
asked to write a short code every day using a function which is the base module of a
structured programming. It might take approximately an hour for novice students.
Fragmenting an assignment from a medium-size program into small chunks of daily
exercises helped students to identify logical errors and programming mistakes with
ease (Figure 2 and Figure 3). Consequently, students could focus on programming
without frustrations. The fragmented codes also helped the instructor understand
students' codes fast and easily. This method prevented students from generating messy
codes with logical errors that would make both the instructor and students easily
become exhausted.

Figure 3. Examples of students' daily sketches and diagrams in the first module (procedural
programming). Source: The workshop archive.

The purpose of assignments was to let students develop a computational model of
their noncomputational design ideas incrementally. They completed small parts of their
original design within the range of their limited programming knowledge. At first,
students were asked to develop a skeletal code, almost empty but having logical
functions that could illustrate the main algorithm of a program, without an error using
their limited programming syntax and usability. Then, students were asked to redevelop their codes while they were gaining more programming knowledge.
In terms of the bricolage perspective, students need to redefine their design
thinking and their programming structure bi-directionally. Students might need to
extract only small chunks of the original design and to complete a code that could be
tested quickly. Students might, on the other hand, selectively re-organize certain parts
to test the overall computability of their original design.
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Students' programming fluencies were measured in two ways. On one hand, the
instructor evaluated students' codes to measure whether they could purposefully
organized a program using functions, classes, and data structures, and whether they
could add comments appropriately. On the other hand, students' final design projects
were evaluated to measure whether students could successfully transform their design
ideas into programming structures.

Figure 4. Three students' examples of their project developments over three modules (The module
0 is a student's initial project proposal). Source: The workshop archive.
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Findings
Overall Results
Forty-five students applied for the workshop, and eight students were randomly
selected. The students had a wide spectrum in their academic and professional
backgrounds. One student took an introductory programming course three years ago,
and two students had a minor experience with a visual programming language,
Grasshopper. Most students had no background in Python, the target programming
language.
The workshop started with eight students and seven students successfully
completed the course. One student dropped at third week. The main reason was due to
her lack of experience using computer-aided design software, Rhinoceros 3D, which
was the main tool for writing the Python programming language. She later explained
that the unfamiliarity of the software substantially increased the difficulty of learning
the programming language and caused her to drop the course.
It is widely reported that object-oriented programming (OOP) is difficult to learn for
novice programmers (Bennedsen and Caspersen 2007). Most students, however,
learned the idea of abstraction and modularity of programming and wrote working
codes successfully for their design projects. Two students almost instantly got insight
into modular thinking on the first day of learning OOP. It appears that the concrete
understanding of modular concept and structured programming in the procedural
programming might improve their learning of OOP.
Students naturally have shown varying developmental processes; however, their
learning curves are highly dependent on their frequency of exercises. A positive
relationship between the frequency of code submissions and the number of lines of
code was observed. The more frequently students submit their codes, the more lines
they can handle. The number of lines that students could handle was beyond multiple
hundreds.

Advantages
Student-driven projects increased their level of engagement in programming. The
relationships between students' personal motivation and their development of
programming skills were clearly observed. One student was working for her master's
thesis which helped her to maintain a single project throughout the workshop; she
showed a consistent increase in the complexity and sophistication of her programming.
Another student worked for her personal jewellery fabrication, which significantly
increased the level of engagement throughout the workshop. Although any physical
models were not necessary, she fabricated her project, and had additional projects,
both of which were not at all a requirement. Her motivation drove her to continue the
work outside of the boundary of the workshop. A third student also worked on his
architectural project which is a simulation of the internal patterns of the urban
condition in a building. The number of lines of code he could handle successfully was
over three hundred lines, which is impressive, considering that this workshop was his
first programming course. Most importantly, he extended codes without increasing
their complexity. He later told the instructor that the daily coding with OOP was highly
efficient and conceptually clear, so that he could continue his work without difficulties.
For novice students, typical biweekly problem-sets cause many problems. Even
when problems are designed for novice programmers, the size of a problem is too large
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for many students to solve easily. Students may accumulate errors and logical
problems, and their approaches for solving a problem are varying and not
straightforward. The weekly feedback from office hours or any additional lab sessions is
too late to be timely and may cause many frustrating moments for students.
Accordingly, students spend many hours trying to identify trivial errors, such as typos
and misuses of syntax. The daily exercises eliminate those errors. Students' learning can
become highly effective and they can speed up their learning progress.
Some students need to change their projects frequently while their understanding
of programming is increasing. They need to reconfigure the learning goals and the size
of projects considering their limited time and programming knowledge. One student
naturally extended her understanding of programming from this workshop to other
classes and combined multiple course projects successfully.
The process of externalizing students' thinking using sketching and diagramming is
effective in correcting bugs in their codes and identifying logical errors. Unified
modelling language (UML) was especially useful in understanding complex relationships
in programming codes and their design ideas. Many students identified and corrected
errors, and were able to extend their codes by themselves while drawing UMLs.
Diagramming and analytical sketching ideas made the process of transferring design
thinking into programming structure smooth and transparent.
Students' programming backgrounds were different, and their learning curves
covered a wide spectrum. The fragment-sized exercises improved students' learning by
allowing the instructor to spend more time in supporting various learning styles than
correcting errors in students' codes. Understanding various styles of students' learning,
design thinking, and programming logic is a time-consuming process. These varying
cognitive processes could not be managed without modular and timely feedback.

Disadvantages
Students who were familiar with canonical thinking showed conceptual
misunderstandings with the bricolage-based structure. They needed to have a concrete
final goal even before they started the workshop. It appeared that they had difficulty in
understanding the concept of the evolutionary process and could not accept easily the
bricolage as a proper learning and design process. Those students who expected a
traditional style of programming lecture spent time searching sample codes and
reading many online tutorials, instead of directly learning by doing.
Not all students submitted their daily codes regularly. Students in the architectural
design program explained their lack of time during weekdays as due to their heavy
studio work. First-year students especially experienced a hard time because of their
intensive core studio schedules. Accordingly, their learning showed relatively low
performance compared to students in non-architectural design programs.
Students' initial learning curves were dependent on their familiarities with the
programming environment. Students who rarely used the computer-aided software
package, Rhinoceros 3D, had problems, and they needed additional exercises to be
comfortable with the software. Other students who were already fluent in using the
software took advantage of their knowledge by making advanced geometry into a
programming structure.
Those who experienced a visual programming language showed a tendency to resist
sketching and diagramming exercises. Some students preferred to work with a visual
programming language and then translated the graphical codes into the Python codes.
For them, the graphical codes were sketches and diagrams. They actually submitted the
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visual codes instead of sketches. These tendencies disappeared when they started to
learn object-oriented programming. This was mainly because the visual programming
language did not support OOP and students’ attempts at translation were not possible
any more. The translating habits also made some students’ learning of OOP slower than
for those who did not have any programming experience. Yet the previous
programming knowledge enabled them to accelerate their learning speeds during later
stages.

Discussion
Further Studies
Several issues have been identified. The first is how to extend the six-week pilot
study into twelve to fourteen weeks of a standard full semester-long course in higher
education. It is necessary to consider additional computer science contents for the
extended period. Fundamental algorithms, numerical modeling, and simulation may be
a reasonable fit. The second issue is how to collaborate with traditional architectural
design studio education. Should the instruction in computer programming be
independent, as with other technology and history classes? Should architecture schools
invent a computer programming collaborative design studio?
The developments in online and mobile technology make the time-consuming
management of students' code a minor issue. Yet, dealing with students' varying
learning styles is still not an easy problem for instructors. There is no dominant way to
understand the design process, and the spectrum of students' design thinking is
extremely wide. The standard engineering and science school-based, so-called
problem-solving approach to teach computer programming may not be effective in
teaching design school students.

Conclusions
The use of a bricolage approach significantly improved novice programmers'
learning of computer programming. The reconfiguring and externalizing process of
students' varying design work and the iterative development of programming
structures made students' learning progress transparent. Incremental iteration is at the
centre of this successful progress. The daily exercises decompose debugging and make
the error-finding process quick and easy. Also, these processes reduce the burden on
instructors by permitting easy detection and correction of students' errors.
Previously, Stiller (2009) used a bricolage approach to introductory programming in
a computer science department, and she did not recommend this approach for
students in that kind of school. However, the successful results of this study
recommended for introductory computer programming courses in design schools.
Bricolage was historically used for art and design education, and accordingly might fit
well in architectural design education. Design, as Alexander (1964) maintained, is a
problem-setting and problem-defining process. The bricolage approach to teaching
computer programming may be a good solution for this unique domain of teaching
design students highly technological knowledge, including computer programming.
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