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Resumen 
 
Este proyecto ha sido realizado para B&JAdaptaciones, empresa que fabrica y 
distribuye productos y servicios para personas con discapacidad y personas 
mayores. 
 
Una de las familias de productos que desarrolla esta empresa son los 
dispositivos de comunicación aumentativa y alternativa. Estos dispositivos 
permiten a las personas con discapacidad, comunicarse con su entorno de 
modo alternativo, extendiendo así las posibilidades de educación, formación, 
inserción laboral, ocio e integración.  
 
El objetivo del proyecto ha sido desarrollar un prototipo de tablero 
comunicador que satisfaga algunas de estas necesidades. Este prototipo 
principalmente consta de un microcontrolador (que será la inteligencia del 
sistema), una memoria (donde se guardaran las grabaciones), un micrófono, 
un altavoz y pulsadores (para poder captar y reproducir el audio). Además, 
será posible conectarlo a una pantalla táctil (vía rs232) con la que  también se 
podrá comandar a través de un programa de comunicación aumentativa 
formado por varios iconos, donde bastará con tocar uno de ellos para 
reproducir cualquiera de las pistas grabadas.  
 
Con este programa también será posible guardar las grabaciones del 
dispositivo en el PC o pantalla táctil así como también volverlas a cargar de 
manera que se podrán ir guardando y escoger cada grabación según las 
necesidades del usuario en cada momento. 
 
Durante el desarrollo del prototipo se tuvo que cambiar la memoria ya que la 
que se decidió utilizar en un principio no funcionó como se esperaba. Al 
producirse este cambio se tuvo que rediseñar el prototipo. 
 
El diseño del comunicador ha sido pensado para que, en un futuro, de una 
forma sencilla se pueda mejorar a nivel de memoria, de calidad del audio, etc. 
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Overview 
 
This project was developed for B&JAdaptaciones, a company that 
manufactures and distributes products and services for the handicapped and 
the elderly. 
 
 One of the product lines that they develop are devices that augment and 
provide alternatives in communication which allow the handicapped to 
communicate to others, thereby extending their educational, work, leisure and 
social integration. 
  
The objective of the project has been to develop a prototype for a board 
communicator that attempts to satisfy some of these necessities. This 
prototype mainly consists of a microcontroller (the brain of the system), a 
memory (where the recordings are kept), a microphone, a loudspeaker and 
transmitters (to receive and reproduce audio). Additionally, it will be possible to 
connect it to a touch screen (via rs232) with which also be controlled through a 
program formed by several icons, where one touch will be enough to reproduce 
any of the recorded tracks. 
 
 With this program it will also be possible to keep the recordings from the 
device in the PC or touch screen as well as to load them so that they can be 
kept and available to the user at every moment.  
 
During the development of the prototype the memory had to be changed, as 
the first one did not work as expected. The prototype had to be redesigned for 
the new memory, due to the different functionalities of the memories.  
 
The communicator has been designed, so that in the future, improved  
memory, audio, etc can be added.  
 
 
 
 
 
  
 Gracias a Laura, Lara, Joan, Ana, Pablo, Roberto, Francis y sobretodo a 
Xavi por su ayuda y apoyo en el transcurso de este proyecto. 
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INTRODUCCIÓN 
 
 
Las tecnologías de apoyo, y en concreto la disciplina que versa sobre la 
comunicación aumentativa y alternativa, cada vez están adquiriendo una mayor 
importancia debido a los beneficios que aportan a la calidad de vida de las 
personas con discapacidad, especialmente en lo relativo a la vida 
independiente e inclusión social. Para incrementar la potencialidad y normalizar 
el uso de ayudas técnicas para la comunicación, se defiende la necesidad de 
investigar y desarrollar nuevos productos y servicios que aseguren una mejor 
integración social de las personas con discapacidad del habla y la escritura. 
 
De esta necesidad nace el objetivo de este trabajo que tiene como finalidad 
principal facilitar la comunicación aumentativa y alternativa, principalmente a 
personas con discapacidad, de forma sencilla para éstos y para los  
profesionales, adaptándose a  la diversidad de situaciones y realidades.  
 
Para ello, se ha desarrollado un prototipo de comunicador basado en un 
hardware específico y accesible mediante pulsador que permita el uso de 
tableros de comunicación. Lo que se pretende principalmente de este 
dispositivo es que sea funcional, de manera que queda abierto a mejoras a 
nivel de capacidad de memoria, calidad en el audio, etc… 
 
Este sistema debe ser capaz de almacenar y reproducir pistas de voz. Para ello 
habrá dos modos de funcionamiento: 
 
-Primer modo: el dispositivo se podrá comandar a través de botones. 
Dispondremos de 5, uno para grabar y otros 4 para escoger pista. Para 
grabar en una cierta pista se deberá apretar el botón de grabar  seguido del 
botón de la pista donde se desee almacenar dicha grabación.  
 
Para reproducir una grabación únicamente será necesario apretar el botón 
de la pista que se desee escuchar. 
 
Un ejemplo de aplicación de este modo sería el de un niño discapacitado 
que se va el fin de semana de excursión. Con el comunicador los tutores o 
profesores podrían grabar su comportamiento para que una vez de vuelta a 
casa los padres de este sepan que tal ha ido el fin de semana.  
 
-Segundo modo: el dispositivo se podrá conectar por puerto serie a un PC 
que lo comandará mediante un programa. En éste, en vez de botones 
tendremos iconos asociados a las pistas, de manera que cuando se toque o 
clique en el icono se reproduzca la grabación. 
 
También será posible descargar y cargar todas las grabaciones en el PC o 
pantalla y así poder hacer diferentes librerías según las necesidades en 
cada momento. 
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Este otro modo serviría para que una persona con dificultad en el habla se 
pudiera expresar a través de dichos iconos. Según cada situación se 
utilizarían unas grabaciones u otras como por ejemplo, unas para ir al 
mercado a comprar, otras para estar por casa, etc. Estos escenarios serían 
programados por una tercera persona, padres o un profesional. 
 
El proyecto se divide en seis capítulos: 
 
En el primer capítulo se ven los dos diseños que se han realizado como 
introducción a los siguientes capítulos donde se explican cada una de las 
partes del prototipo. 
 
En el segundo capítulo se explica la inteligencia de nuestro sistema que reside 
en un microcontrolador. Se explican las características de éste haciendo 
hincapié en las que han sido necesarias para el desarrollo de nuestro prototipo, 
sobretodo a las que le sirven para comunicarse con el resto de dispositivos. 
 
En el tercer capítulo se ve como se almacena el audio y las dos memorias que 
se han tenido que utilizar (ya que con la primera no se consiguió 
comunicación). También se explican más a fondo las repercusiones que este 
cambio ha comportado en el diseño 
 
El cuarto capítulo está destinado a la etapa de audio, tanto la preamplificación 
que necesita la señal procedente del micrófono, como la amplificación antes del 
altavoz.  
 
En el quinto capítulo se explica el programa que se ha realizado en C# para 
comandar nuestro prototipo desde un tablet PC o pantalla táctil. Este programa 
es un ejemplo que solo pretende probar su funcionalidad. 
 
Y, finalmente en el último capítulo, se ve el prototipo acabado donde se 
detallan los esquemáticos y las placas que se han realizado. También se 
calcula el presupuesto de lo que le costaría hacer a la empresa el prototipo 
propuesto. 
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CAPÍTULO 1. ARQUITECTURA DEL SISTEMA 
 
Como se ha visto en la introducción se pretende diseñar un dispositivo que sea 
capaz de captar voz y guardarla en una memoria para posteriormente poderla 
reproducir. Este también se deberá poder comandar desde el PC: 
 
 
 
Fig.1.1 Esquema inicial del prototipo  
 
La voz captada por el micrófono deberá ser preamplificada y digitalizada antes 
de ser guardada en memoria y para reproducir dicho audio se tendrá que 
seguir el proceso inverso tal y como se muestra en la figura 1.1. El encargado 
de controlar la entrada y salida de dicha señal en memoria será un 
microcontrolador. 
 
1.1 Primer diseño del prototipo 
 
En el primer diseño de nuestro prototipo se decidió usar un integrado, el 
APR6016 de la casa Aplus. 
 
Como se ve en el tercer capítulo el APR6016 es un dispositivo que además de 
poder almacenar hasta 16 minutos de audio, tiene la ventaja de poder captar la 
señal directamente procedente del preamplificador del micrófono así como 
también sacarla directamente al amplificador del altavoz. Esto simplifica 
nuestro diseño ya que no es necesario hacer conversiones de analógico a 
digital y viceversa. 
 
Este dispositivo debe ser comandado por un microcontrolador, que será el que 
mande al APR6016 lo que tiene que hacer en cada momento. Para ello, se ha 
escogido el PIC16F767 principalmente porque cuenta con las dos interfaces 
que se van a usar: SPI (Serial Peripherical Interface) para la comunicación con 
el APR6016 y UART (Universal Asynchronous Receiver-Transmitter) para la 
comunicación con el PC. 
 
La arquitectura propuesta sería la indicada en la figura 1.2.  
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Fig.1.2 Esquema del diseño con el APR6016 
 
Una vez diseñada, montada y soldada la placa se probó su funcionamiento y 
debido a problemas (que se explicarán más adelante) con el integrado de la 
casa Aplus se tuvo que pensar en utilizar otro dispositivo que pudiera 
almacenar el audio, lo que dio lugar a un nuevo diseño del prototipo. 
 
1.2. Segundo diseño del prototipo 
 
En este segundo diseño se buscó un sustituto para el APR6016. Se decidió 
utilizar una memoria digital de la casa Atmel realizándose un circuito con una 
arquitectura mucho más parecida al primer esquema que en el caso del 
APR6016. Para este segundo circuito se utilizó el mismo PIC ya que este 
abarcaba también las necesidades de este nuevo diseño: 
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Fig.1.3 Diseño utilizando la memoria Atmel. 
 
 
En los siguientes capítulos se explica con más detalle cada uno de los bloques 
detallados. 
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CAPÍTULO 2. INTELIGENCIA DEL SISTEMA 
 
 
Como hemos dicho en la introducción, nuestro sistema debe ser capaz de 
funcionar en dos modos, pero siempre deberá gestionar el almacenamiento de 
las grabaciones en memoria, la adquisición y reproducción del sonido y la 
comunicación con el PC. Para ello se usará un microcontrolador, dispositivo 
que tiene CPU, memoria y dispositivos de entrada y salida.  
 
2.1 µC PIC16F767 
 
El microcontrolador que hemos escogido es el 16F767 de Microchip. Las 
características más relevantes que nos han llevado a su elección (ya que son 
las que se usan en nuestro prototipo) se detallan a continuación.  
 
2.1.1. Entradas/Salidas 
 
Este microcontrolador de 28 pins contiene 25 pins de entrada/salida. Estos pins 
están organizados en 4 puertos: A, B y C de 8 pins cada uno de ellos y E 
formado por un solo pin. Cada puerto corresponde a un registro del PIC 
mediante el cual podemos configurar cada uno por separado para indicar que 
pins son de salida, entrada o si se usan por algún módulo o periférico.  
 
2.1.2. Interrupciones 
 
Las interrupciones constituyen quizá el mecanismo más importante para la 
conexión del microcontrolador con el mundo exterior, sincronizando la 
ejecución de programas con acontecimientos externos. Una interrupción se 
puede dar en cualquier momento, si está activada, y no es más que un salto a 
una subrutina producido por un evento externo al programa. En nuestro 
microcontrolador hay 17 tipos diferentes de interrupción o eventos que las 
causan. Las que se explican a continuación, son las que nos pueden ser útiles 
para este trabajo:  
 
2.1.2.1. Timer0, timer1 y timer2 overflow 
 
Los timers son contadores a los cuales le podemos asociar una interrupción. 
Esta interrupción ocurre cuando el timerx en cuestión llega a cierto valor que le 
hemos configurado y se llama interrupción por overflow o desbordamiento. El 
valor de overflow es configurable para cada contador independientemente.  
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2.1.2.2. Interrupción del puerto B 
 
Si está activada, genera una interrupción cuando se detecta un cambio o 
flanco, ya sea de subida o de bajada, en los pins B4 a B7. Esta interrupción nos 
será muy útil para detectar las pulsaciones de los botones para elegir las 
pistas.  
 
2.1.2.3. Interrupción externa  
 
Esta ocurre cuando el pin B0 cambia su estado. A diferencia de la del puerto B, 
esta es sensible al tipo de flanco y se configura para que detecte los flancos de 
subida o los de bajada. La usaremos para el botón de grabación. 
 
2.1.3. Comunicaciones 
 
El 16F767 cuenta con los siguientes puertos o módulos para comunicaciones.  
Se explicarán con más detalle aquellos que se han usado en el prototipo. 
 
2.1.3.1. UART (Universal Asynchronous receiver/transmitter) 
 
UART es un puerto y/o protocolo para comunicaciones serie que usaremos 
para comunicarnos con el ordenador. Los pins que se usan para la transmisión 
y la recepción se configuran en el puerto C.  El microcontrolador tiene UART y 
el pc RS-232.  
 
Las señales con las que trabaja RS232 son digitales, de +12V (0 lógico) y  -12V 
(1 lógico), para la entrada y salida de datos, y a la inversa en las señales de 
control. El estado de reposo en la entrada y salida de datos es -12V. UART en 
cambio, trabaja con señales que van de 0 a 5V. Para adaptar dicha señal 
añadimos un integrado, el max233. 
 
Mediante los puertos de E/S se pueden intercambiar datos. El RS-232/UART 
puede transmitir los datos en grupos de 5, 6, 7 u 8 bits, a unas velocidades 
determinadas (normalmente, 9600 bits por segundo o más). Después de la 
transmisión de los datos, le sigue un bit opcional de paridad (indica si el 
numero de bits transmitidos es par o impar, para detectar fallos), y después 1 o 
2 bits de Stop. Normalmente, el protocolo utilizado suele ser 8N1 (que significa, 
8 bits de datos, sin paridad y con un bit de stop.  
 
Una vez que ha comenzado la transmisión de un dato, los bits tienen que llegar 
uno detrás de otro a una velocidad constante y en determinados instantes de 
tiempo. Por eso se dice que el RS-232 es asíncrono por carácter y síncrono por 
bit. Los pines que portan los datos son RXD y TXD y de hecho son los únicos 
que se usan para la comunicación PC->uC. 
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Tanto el PIC16F767 como el ordenador tienen que usar el mismo protocolo 
serie para comunicarse entre si. Puesto que el estándar no permite indicar en 
que modo se esta trabajando, es el usuario quien tiene que decidirlo y 
configurar ambas partes. Como ya se ha visto, los parámetros que hay que 
configurar son: protocolo serie (8N1), velocidad del puerto serie, y protocolo de 
control de flujo. La velocidad del puerto serie no tiene por que ser la misma que 
la de transmisión de los datos, de hecho debe ser superior. Por ejemplo, para 
transmisiones de 1200 baudios es recomendable usar 9600, y para 9600 
baudios se pueden usar 38400 (o 19200). La velocidad del puerto serie  va de 
110 baudios a 921600 baudios. No se puede poner cualquier velocidad sino 
que pasaríamos de 110 a 300, la siguiente sería de 1200, 2400 y así hasta 
llegar a los 921600 baudios.[1] 
2.1.3.2. I2C 
 
La principal característica de I²C es que sólo usa dos hilos para transmitir la 
información: por uno van los datos y por otro la señal de reloj que sirve para 
sincronizarlos.  
 
2.1.3.3. SPI 
 
SPI (Serial Peripherical interface) es un bus síncrono de tres líneas, sobre el 
cual se transmiten paquetes de información de 8 bits. Cada una de estas tres 
líneas porta la información entre los diferentes dispositivos conectados al bus. 
Cada dispositivo conectado al bus puede actuar como transmisor y receptor al 
mismo tiempo, por lo que este tipo de comunicación serial es full duplex. Dos 
de estas líneas trasfieren los datos (una en cada dirección) y la tercera línea es 
la del reloj. Sus pins de entrada y salida se encuentran en los pins C3, C4 y C5.  
 
Los dispositivos conectados al bus son definidos como maestros o esclavos. 
Un maestro es aquel que inicia la transferencia de información sobre el bus y 
genera las señales de reloj y control. En nuestro caso el maestro sería el 
PIC16f767. Un esclavo es un dispositivo controlado por el maestro. Cada 
esclavo es controlado sobre el bus a través de una línea selectora llamada 
Chip Select o Select Slave, por lo tanto el esclavo es activado solo cuando esta 
línea es seleccionada. 
 
La mayoría de las interfaces SPI (como en este caso) tienen 2 bits de 
configuración, según los modos del reloj. Uno es CKP (Clock Polarity select 
bit), que es 1 para indicar que el estado inactivo del clock es alto y 0 si es bajo. 
El otro es CKE (Clock Edge Select bit) que nos indica, si es 1, que la 
transmisión es en flanco de subida y si es 0 en flanco de bajada. 
Posteriormente se verá según la memoria utilizada la configuración del modo 
de reloj.[2] 
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2.1.4. Timers 
 
Los timers no son más que contadores que se van incrementando en cada 
impulso de reloj. Dependiendo de cual sea se puede configurar para que el 
reloj sea externo, interno y cual es su número máximo de cuentas para producir 
un overflow.  El PIC cuenta con 4 Timers: 
 
2.1.4.1. Watch dog timer 
 
Se usa para asegurar que el programa no llega a un punto donde se queda sin 
poder salir y sin hacer nada. Durante el funcionamiento normal este contador 
se va poniendo a cero, si por lo que sea nos quedamos en un punto no 
previsto, cuando el WDT llegue a su valor de desbordamiento reseteará el 
microcontrolador para que vuelva a un estado conocido. En nuestro caso no se 
ha utilizado.  
 
2.1.4.2. Timer0 
 
El timer0 es de 8 bits, así que contará hasta 256 veces. Se le puede poner 
tanto clock externo como el interno. Según la resolución que se le ponga 
tardará más o menos en llegar al overflow. En el prototipo se usa para 
muestrear (como se verá en el segundo capítulo) 
 
2.1.4.3. Timer1 
 
El timer 1 es de 16 bits, es decir contará hasta 216. Al igual que el timer 0 se 
puede configurar tanto con el clock externo como con el interno. No ha sido 
necesario el uso de éste para nuestro trabajo. 
 
2.1.4.4. Timer2  
 
El timer2 también es de 8 bits. A diferencia de los demás, en este la 
interrupción se produce a los n overflows, donde n es un numero entre 1 y 16 y 
cada overflow puede tener hasta 256 cuentas. se le puede configurar el número 
de overflows necesarios para que salte la interrupción (con un máximo de 16). 
 
2.1.5. PWM (Pulse Width Modulation) 
 
Puede llevar a cabo la modulación de ancho de pulso a través del Timer2. Se 
puede configurar en 3 pins. Esta modulación se explicará con detalle en el 
capítulo 3 ya que forma parte de la conversión digital a analógico. 
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2.1.6. Entradas analógicas 
 
Nuestro PIC cuenta con 11 entradas analógicas. Estas se pueden pasar a 
digital como se explicará también en el capítulo 3. 
2.2. Entorno de desarrollo  
 
Para programar el microcontrolador se ha utilizado el Compilador C de la firma 
CCS (Custom Computer Services).  
 
Se trata de un lenguaje de alto nivel que contiene las funciones y librerías 
necesarias para el diseño de cualquier aplicación basada en 
microcontroladores PIC: matemáticas, control de protocolos serie, I2C, etc. La 
versión PCW admite todos los dispositivos PIC de las gamas baja (12xxx) y 
media (16xxx), con núcleos de 12 y 14 bits respectivamente. Incluye Entorno 
Integrado de Desarrollo (IDE) en Windows que facilita la edición y depuración 
de los programas así como ayuda a la configuración del dispositivo: 
 
 
 
 
Fig.2.1 Pantalla de configuración del PIC16F767 del compilador PCW 
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Este compilador traduce el código C del archivo fuente(.c) a lenguaje máquina 
para los microcontroladores PIC, generando así un archivo en formato 
hexadecimal (.HEX).  
 
Una vez creado el archivo .HEX se pasa al microcontrolador a través del 
programador PICFlash 2.0 de Mikroelectronika. 
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CAPÍTULO 3. GUARDAR EN MEMORIA 
 
En este capítulo se explica los dos circuitos integrados que se han utilizado 
para el almacenamiento de los datos. Primero se ven las características y 
funcionamiento del integrado APR6016 de la casa Aplus así como los 
inconvenientes que se tuvieron y las pruebas que se realizaron. Después se 
explica el modelo de la casa Atmel que se ha acabado usando. Se ve como se 
ha organizado dicha memoria y como se ha programado el PIC para hacerla 
funcionar. 
 
3.1. Memoria APR6016 
 
APR6016 es un dispositivo que permite guardar y reproducir hasta 16 minutos 
de audio de buena calidad.   
 
Como se ha comentado en el primer capítulo, el control del dispositivo se 
consigue mediante la interfaz SPI donde el microcontrolador sería el maestro y 
el APR6016 el esclavo. 
 
Este dispositivo está compuesto por una memoria interna que contiene 3,84 
millones de celdas. Cada celda puede guardar 256 niveles de voltaje lo que 
permite guardar las señales analógicas prácticamente en su forma natural. 
Según el muestreo que se decida (a través de un comando), se irán captando 
valores mas o menos deprisa que se irán guardando en las celdas. El muestreo 
podrá ser de 4, 5.3, 6.4 y 8 kHz en compromiso entre calidad y duración. 
 
Las ventajas que nos supone esta memoria en este prototipo es que gracias a 
que guarda directamente las señales analógicas, no es necesario convertir de 
analógico a digital y viceversa. 
 
Este dispositivo dispone de 16 pins. Entre ellos destacamos: 
 
-DI (Data Input): Entrada de los comandos que envía el microcontrolador. 
-DO (Data Output): Salida de datos. Respuesta a los comandos recibidos. 
-/CS (Chip select): Cuando esta entrada recibe un nivel bajo el APR6016 
recoge los datos en DI. Si está alta los ignora. 
-SCLK (SPI Clock Input): Es el reloj del SPI. Este pin va conectado 
directamente con el pin del clock del SPI del uC. 
-ANAIN+, ANAIN- y AUDOUT son los pins donde se conectan micrófono y 
altavoz respectivamente. 
 
A continuación se muestra el diagrama de bloques del APR6016: 
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Fig.3.1 Diagrama de bloques del APR6016.[3] 
 
 
Para controlar el funcionamiento del APR6016 desde el microcontrolador se 
envían comandos de 20 bits a la entrada DI y se recoge información (como por 
ejemplo por que celda va la grabación) mediante DO. 
 
Las especificaciones del APR6016 nos indican que el estado inactivo del clock 
es bajo y que recibe datos en flanco de subida (es decir que el pic nos tiene 
que transmitir en flanco de subida), de manera que como hemos visto en el 
segundo capítulo, tenemos que poner CKP=0 y CKE=1: 
 
 
 
Fig.3.2 Comandos en flanco de subida 
 
 
3.1.1. Inconvenientes y mal funcionamiento. 
 
Al empezar a programar el microcontrolador para manejar la memoria el primer 
inconveniente que se encontró fue la longitud que deben tener los comandos 
(20 bits). El compilador proporciona funciones para implementar una 
comunicación SPI, pero el microcontrolador saca los bits por la salida del SPI 
en agrupaciones de 8 (es decir de byte a byte) así que resultaba muy 
complicado conseguir esa longitud de comando. Para hacerlo en un principio 
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se pensó en enviar 3 bytes por SPI y antes de que se enviara el 5º bit del tercer 
byte subir el CS(Chip select) para que el APR6016 ignorara los 4 últimos: 
 
 
 
 
Fig.3.3 Enviar un comando 
 
 
Al intentar hacer esto se vio que era muy difícil conseguir subir el CS cuando 
tocaba ya que el control de los bits que salen del SPI del microcontrolador se 
hace vía hardware. 
 
Esto se podría resolver calculando el tiempo que CS debe permanecer bajo y 
mediante algún TIMER controlarlo. Antes de hacerlo de esa manera, se decidió 
probar el funcionamiento del APR6016 programando un SPI con otros pines del 
microcontrolador, así se podría controlar el instante de subida de CS.  
 
Una vez programado el PIC, haciendo DI, CS y clock según las 
especificaciones del APR6016, este seguía sin responder lo esperado: 
 
Se hicieron varias pruebas intentando enviar un comando que debe responder 
la familia a la cual pertenece el APR6016 y si la dirección que se ha puesto es 
ilegal (entre otras cosas) y la respuesta de este siempre era la misma: dirección  
errónea. 
 
Captando las imágenes de lo que le enviamos: 
 
 
 
Fig.3.4 Imagen captada del osciloscopio 
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DI es el comando ‘SID (Silicon Identification)’ y es 00001000000000000000 
 
Comparando con las especificaciones: 
 
 
 
 
Fig.3.5 Figura de los tiempos de las especificaciones [3] 
 
 
Donde los tiempos que se especifican son: 
 
 
Tabla 3.1 Comparativa de tiempos 
 
 
 
Datasheet Medidas 
TsuDI min 200nS 268uS 
ThDI min 200nS 318uS 
TioSCLK Min 400nS 318uS 
ThiSCLK Min 400nS 218uS 
TpSCLK Min 1000nS 584uS 
TfCS Min 500nS 330uS 
TrCS Min 200nS 24uS 
 
 
Mirando la tabla se ve que se respetan todos los tiempos que se especifican. 
 
 
 
Fig.3.6 Respuesta obtenida después de enviar el comando 
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En la figura 3.6 se observa la respuesta que se obtuvo después de enviar el 
comando SID. 
 
Según el datasheet esta respuesta significa que la dirección que se le ha 
pasado es ilegal. 
 
Ante las  dificultades encontradas se decidió redactar un informe al fabricante 
enviando todas las capturas de pantalla del osciloscopio para ver si se 
detectaba algún fallo en nuestras pruebas. 
 
Se llegaron a enviar 3 informes. En el primero nos respondieron poniendo lo 
mismo que se encuentra en el datasheet, así que no nos sirvió de ayuda. En el 
segundo nos contestaron que no entendían cual era nuestro problema, así que 
se envió un tercero aclarándolo todo. 
 
Después de dejar pasar un tiempo no se obtuvo ninguna respuesta. En los 
anexos se adjunta el último informe que se envió. 
   
3.2. Memoria Atmel AT45DB041B 
 
Como alternativa al APR6016 se busco una memoria que también se controlara 
a través de SPI ya que en ese momento era de la que se tenía ya conocimiento 
a través de la práctica con la memoria anterior. Después de mirar algunas 
memorias se propuso utilizar una de la casa Atmel, concretamente la 
AT45DB041B. 
 
3.2.1. Descripción 
 
La AT45DB041B es una memoria capaz de guardar datos como voz digital, 
imagen, etc. Tiene una capacidad de más de 4-megabits que están 
organizados en 2048 páginas donde cada una de ellas contiene 264 Bytes. 
Además de ésta, contiene dos búffers de 264 Bytes cada uno. 
 
Esta memoria no necesita grandes voltajes de entrada para ser programada. 
Trabaja con una única fuente que va de 2,5 a 3,6 Voltios, tanto para leer como 
para escribir. 
 
Este dispositivo contiene 8 pins y al igual que el APR6016 se activa a través del 
pin CS (Chip select) y recibe y envía datos a través de los pines de entrada (DI) 
y salida (DO) regulados por el clock que marca el SPI del microcontrolador. 
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Fig.3.7 Esquema de la memoria Atmel 
 
 
El pin WP (Write Protect) en nivel bajo impide que las 256 primeras páginas se 
rescriban, la única forma sería ponerlo de nuevo en nivel alto. 
 
El pin de RESET cuando está en nivel bajo, pone el dispositivo en un estado de 
reposo.[4] 
 
3.2.2. Como se organiza la memoria 
 
Para organizar la memoria se plantean tres posibilidades: 
 
La primera opción y más sencilla es la de organizar la memoria dividiéndola en 
cuatro pistas de misma duración. Así cada una de ellas constaría de 512 
páginas. 
 
 
 
Fig.3.8 Organización pistas fijas 
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Como se aprecia en la figura 3.8 el inconveniente que tiene organizar la 
memoria de esta manera es que se desperdicia memoria, además de limitar la 
duración de cada pista.  
 
Para optimizar el espacio disponible se pensó en guardar en la primera página 
de memoria, la distribución de las pistas tal y como se muestra en la figura 3.9 
 
 
 
Fig.3.9  Pistas variables I 
 
 
Después de pensar en esta opción se vio que era poco factible ya que requería 
demasiada programación y una reorganización de la memoria que consumía 
demasiado tiempo. Se hacía necesario algo similar a la desfragmentación del 
disco duro en los ordenadores.  
 
Finalmente se decidió algo intermedio que permite tener pistas de longitud 
variable. Se ha organizado la memoria en clusters de 32 páginas cada uno. Si 
muestreamos a 102us, como se explicará en el siguiente capítulo, nos quedará 
una duración por cluster de: 
 
 
 
           clusters
cluster
páginas
t
s
página
st
m
m /86,032102'264 =×× µ                      (3.1) 
 
 
 
donde tm es el tiempo de muestreo y se producirá entre byte y byte, si tenemos 
264 bytes cada página, se producirán 264 tiempos de muestreo cada página. 
Es decir que la mínima duración de una grabación será de 0,86 segundos.  
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De esta manera tendremos un total de 64 clusters. En la primera página de la 
memoria se guardarán en los 64 primeros bytes (1 byte por cluster) la 
información de cómo está repartida la memoria, es decir que cada byte 
(simulando un cluster) nos dirá la pista que tiene (B0, B1, B2 o B3) o si está 
vacío(F):  
 
 
 
Fig.3.10 Organización de la memoria en clusters 
 
 
3.2.3. Como se escribe en memoria 
 
Para escribir en memoria deberemos tener en cuenta varias cosas. 
 
No se puede escribir directamente en la memoria principal (como se ve en la 
figura 3.7). Primero es necesario escribir en un búfer, cuando este se acaba, 
volcarlo a la memoria y seguidamente escribir el otro y así sucesivamente. 
 
Otra cosa a tener en cuenta (como ya se ha comentado antes) es que las 
instrucciones que se deban dar para enviar el byte a memoria deben ser 
menores en tiempo que nuestro tiempo de muestreo. Para ello deberemos 
configurar el reloj del SPI, para que en cualquier caso, se tenga tiempo 
suficiente para enviar los comandos. 
 
Para decidir que reloj debíamos poner para el SPI se miró el peor de los casos: 
el momento en el que se tienen que enviar más bits entre periodos de 
muestreo. Esto ocurre a continuación de enviar el último byte del primer búfer. 
A continuación debemos enviar el comando de volcar el búfer a memoria 
seguido del comando de escribir en el segundo búfer, antes de que toque 
enviar el siguiente byte de datos (ver figura 3.11) 
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Fig.3.11 Instrucciones entre el último byte de un búfer y el primero del otro 
 
 
Como se aprecia en la figura 3.11 en el momento de cambiar de búfer 
debemos enviar 8 bytes. Utilizando la mayor frecuencia posible del SPI (5 MHz) 
se vio en el osciloscopio que se tardaban 81us en enviar estos 8 bytes. Este 
hecho hace que se nos limite la frecuencia de muestreo a 12,35kHz.  
 
Si sacrificamos el perder esta muestra cada vez que se cambia de búfer, 
entonces lo que nos limitaría es el tiempo que tarda la memoria en volcar un 
búfer en memoria y este es de 20ms, es decir que tenemos 20ms para llenar el 
otro búfer. Si en cada búfer nos caben 264 muestras (1muestra=1 byte, como 
se verá en el siguiente capítulo) 
 
 
kHz
s
muestras 2,13
1020
264
3 =× −
                                   (3.2) 
 
 
 
Además de todo esto, deberemos tener en cuenta la organización de memoria 
que se ha decidido. 
 
Si organizamos la memoria con la duración de las pistas fijas, para escribir 
deberemos llevar a cabo los siguientes pasos: 
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Fig.3.12 Grabar pistas fijas 
 
 
Para escribir en memoria con la organización de los clusters obviamente se 
deberán tener en cuenta mas cosas. En el diagrama de estados que se 
muestra a continuación quedan reflejados los pasos a seguir: 
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Fig.3.13 Escribir en memoria con pistas variables 
 
 
Donde i es la variable que recorre el vector donde se vuelca la primera página 
de memoria que es donde está la información de cómo están repartidas las 
pistas, k es la variable que recorre las 32 páginas del cluster y j es la variable 
que recorre los 264 bytes de cada búfer. 
 
Para escoger pista se tendrá que apretar el botón de pista donde se desee 
guardar la grabación. 
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3.2.4. Leer la memoria 
 
Para leer la memoria, se realizará un proceso muy similar, pero más sencillo 
debido a que se pueden leer las páginas directamente desde la memoria (es 
decir que no es necesario primero hacer volcado de búfer). 
 
En el caso de las pistas fijas simplemente se tendrá que leer directamente de la 
memoria las 512 páginas de la pista. 
 
Con el método de los clusters se deberán seguir los siguientes pasos 
 
 
 
 
 
Fig.3.14 Diagrama de flujo de cómo leer en memoria 
 
 
Para escoger pista de lectura al igual que en grabar, se tendrá que pulsar el 
botón de la pista que se quiera escuchar. 
 
3.3. Repercusiones del cambio de memoria 
 
La repercusión más importante del mal funcionamiento del APR6016 es que se 
le dedicó bastante tiempo, el cual se podía haber utilizado para hacer un 
prototipo más depurado del que se ha obtenido mediante la memoria Atmel. 
 
                                                                                                        Tablero comunicador para personas con discapacidad 24
Como se ha visto en el primer capítulo al tener que utilizar la memoria Atmel 
debemos convertir la señal a digital y posteriormente volverla a reconvertir. 
 
Para ello (como se verá en el siguiente capítulo) se han aprovechado los 
recursos del microcontrolador al máximo, teniendo que añadir únicamente un 
componente más, que se tratará del filtro paso bajo Bessel de 8º orden. 
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CAPÍTULO 4. ETAPA AUDIO 
 
 
En este capítulo se ve la etapa de audio del sistema. Como se ha explicado en 
la introducción en este proyecto lo que se busca es la funcionalidad y no la 
calidad del prototipo, lo que significa que la etapa de audio no tendrá la calidad 
que se podría llegar a conseguir, sobretodo en la parte de amplificación del 
audio.   
 
Primeramente se ve como se capta y se acondiciona la señal de voz, como se 
pasa a digital esta para ser tratada, como se reconvierte en analógica y 
después como se amplifica. 
 
4.1. Captar voz y acondicionamiento de la señal. 
 
Para captar la voz se ha utilizado un micrófono electret, el CME12 de Onda 
Radio ya que eran los que disponía el laboratorio. 
 
Una vez captada debemos amplificar la señal que sale del micrófono para que 
vaya de 0 a 3 voltios ya que es el margen dinámico del conversor A/D del uC. 
 
4.1.1. Preamplificadores de audio 
 
Para conseguir dicha amplificación se buscaron varios modelos de 
preamplificador. Las características que se buscaron fueron principalmente que 
se alimentaran a 3 voltios y que tuvieran un encapsulado que se pudiera probar 
en la protoboard. Se tuvieron que descartar varios dispositivos por tener 
encapsulados demasiado pequeños, a los cuales ni siquiera se les podía poner 
zócalo para poderlos adaptar a nuestra placa de pruebas. 
 
Se encontraron varios modelos de la casa Maxim especiales para micrófonos 
que cumplían estos requisitos. Concretamente se probaron dos: el max4466 y 
el max4062. 
 
4.1.1.1. Preamplificador max4062 [5] 
 
-Alimentación de 2,4 a 5,5 voltios. 
-Ganancia ajustable o fija. 
-Alta PSRR (Power-Supply Rejection Ratio): 86 dB at 1 kHz 
-Alta CMRR (Common-Mode Rejection Ratio): 70 dB at 1 kHz 
-Consumo de 750 uA de corriente. 
-Consumo de 0,3 uA de corriente en shutdown. 
-Integrado Bias para el micrófono. 
 
Con este preamplificador se conseguía amplificar la señal, el inconveniente que 
surgía es que aparecía un ruido de fondo. 
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4.1.1.2. Principales características del max4466 [6] 
 
-Alimentación de 2,4 a 5,5 voltios. 
-Ganancia ajustable o fija. 
-Excelente PSRR: 112 dB 
-Excelente CMRR: 126 dB 
-Consumo de corriente de 24 uA. 
-No tiene Bias. 
-No tiene modo shutdown. 
 
Al conectar este preamplificador se vio que amplificaba bien la señal, 
escuchándose esta libre de ruidos, por este motivo fue el que se seleccionó. 
 
4.2. Conversor A/D 
 
Para convertir de analógico a digital hemos aprovechado el conversor del PIC 
ya que este tiene 12 entradas analógicas que se pueden convertir en digital. En 
nuestro caso solo necesitamos una, así que se ha configurado para que pase 
nuestra señal a digital con un margen dinámico de 0 a 3 V (es decir de 0 hasta 
los voltios de alimentación) 
 
Los parámetros que se han tenido que decidir para la conversión A/D del PIC 
han sido el muestreo y la resolución. 
 
4.2.1. Muestreo 
 
La frecuencia de la voz humana va desde los 80 Hz (que sería el mínimo que 
alcanzaría un bajo) hasta los 1040 Hz (que los alcanzaría una soprano) [7]. 
Según el criterio de Nyquist debemos muestrear como mínimo al doble del 
ancho de banda de la señal, es decir, que en nuestro caso deberíamos 
muestrear a un mínimo de 2 kHz. 
 
Para muestrear se ha utilizado la interrupción del TIMER0.Cada vez que este 
llegue al final de su cuenta (overflow) saltará a la interrupción donde se 
recogerá el valor en digital y se enviará automáticamente por spi a la memoria. 
 
Haciéndolo de esta forma es fácil cambiar la frecuencia de muestreo. Bastará 
con modificar la resolución del contador del TIMER0. De manera que a menor 
resolución, mayor será la frecuencia de muestreo. Esta resolución va de los 0,2 
µs (que nos provocaría un overflow a los 28 * 0,2=51,2 us) hasta los 51,2 µs 
(que supondría un overflow a los 13,1 ms). 
 
Para decidir la frecuencia de muestreo se ha pedido la opinión de tres 
personas, probando con las siguientes frecuencias de muestreo. Los resultados 
se muestran a continuación 
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Tabla 4.1 Opinión sobre la calidad del audio según la frecuencia de muestreo. 
 
 
Fm Muy mal Mal Regular Bastante Bien Bien 
9,8kHz 
 
   XXX 
4,9kHz    XXX  
2,45kHz  X XX   
1,22kHz XXX     
 
 
Como se ha visto en el apartado 2.2.3 la máxima frecuencia de muestreo es de 
12,35 kHz así que la máxima que podremos utilizar con el TIMER0 será de casi 
10 kHz ya que la siguiente se nos iría a los 20 kHz.  
 
Una vez hecha la valoración se decide  si utilizar la frecuencia de 9,8 kHz o la 
de 4,9 kHz ya que se tiene que llegar al compromiso de calidad vs duración de 
la memoria.  
 
Al final decidimos usar la frecuencia de 9,8 kHz inclinándonos más por que el 
audio guardado tenga más calidad que duración. Ya que con esta frecuencia 
nos quedan unos 55 s de tiempo para grabar cuatro pistas. 
 
4.2.2. Resolución 
 
Nuestro microcontrolador permite una resolución máxima de 10 bits. En este 
caso se ha escogido de 8 bits ya que además de ser una buena resolución (ya 
que la señal irá de 0 a 3 V como máximo) se podrá enviar directamente el byte 
leído por el SPI, facilitando de esta forma la programación. De esta forma nos 
queda una resolución a nivel de voltaje  de: 
 
 
v
Voltios
r 012'0
2
3
8 ==                                       (4.1) 
 
 
4.3. Conversión D/A 
 
La conversión digital a analógico se ha hecho a través de la modulación PWM 
que tiene el microcontrolador más un circuito integrado (Bessel de 8º orden). 
 
4.3.1. Modulación PWM (Pulse Width Modulation) 
 
La señal de PWM consiste en una onda cuadrada de alta frecuencia, cuyo ciclo 
útil es modificado a fin de aplicar, en el intervalo de tiempo que dura el periodo 
de la señal, una tensión promedio equivalente a éste [8]. Es decir, que dado un 
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valor en digital (en nuestro caso de 0 a 255) saca un pulso proporcional a éste 
valor: 
 
 
 
Fig.4.1 Ejemplos salida PWM 
 
 
Para modular la señal de ancho de pulso en el PIC deberemos configurar la 
duración que queremos del período a través del TIMER2. Deberemos tener en 
cuenta de que este periodo tendrá que ser mas pequeño que el tiempo de 
muestreo ya que si no perderíamos muestras. 
 
4.3.2. Circuito integrado Bessel de 8º orden 
 
Para acabar de reconvertir la señal a analógico después de la modulación 
PWM se necesitaba integrar dicha señal. 
 
De esta forma si el pulso es de área pequeña obtendremos un valor pequeño 
de voltaje con lo que obtendremos una señal donde cada cambio se producirá 
según el tiempo de muestreo. 
 
Para ello hemos utilizado un circuito integrado Bessel de 8º orden de Maxim, el 
max7401, ya que está diseñado para este tipo de aplicaciones. Este dispositivo 
nos permite graduar la frecuencia de corte de 1Hz a 5KHz. 
 
 
 
Fig.4.2 Circuito Bessel 8º orden [9] 
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Se consigue graduar dicha frecuencia conectando un condensador entre el 
CLOCK y masa de valor: 
 
;)(
10)(
3
kHzf
KpFC
OSC
OSC
⋅
=                                        (4.2) 
 
 
Donde K es una variable que depende del modelo que se utilice. La frecuencia 
de oscilación interna sigue una relación 100:1 con la frecuencia de corte 
nominal. 
 
En nuestro caso hemos puesto un condensador de 221 pF. Con el modelo que 
utilizamos la K es 38, lo que nos producirá una frecuencia interna de 171kHz lo 
que equivale a una frecuencia de corte de 1,71kHz. Se decidió este valor del 
condensador de una forma empírica. Se probaron varios hasta encontrar el que 
filtraba mejor la señal sin llegar a distorsionarla. 
 
A continuación se muestra una captura de pantalla de la señal, antes y 
después de pasar por el integrado: 
 
 
 
Fig.4.3 Entrada y salida del integrado Bessel de 8º orden 
 
4.4. Acondicionamiento de la señal y altavoz 
 
Después del circuito integrado max7401 (Bessel 8º orden) se tiene que 
amplificar la señal para que ésta sea audible por el altavoz 
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4.4.1. Amplificador de potencia 
 
La señal por si sola una vez reconstruida nos llega prácticamente de 0 a 3 
voltios. Así que el amplificador deberá amplificar muy poco el nivel de tensión 
de la señal, amplificando el nivel de potencia que es lo que nos interesa de 
cara al altavoz. De esta forma nos aseguramos que estamos trabajando en la 
zona lineal del amplificador ya que si tuviéramos que amplificar mucho la señal 
se llegaría a una zonal no tan lineal que distorsionaría el audio. 
 
Se buscaron amplificadores de potencia que funcionaran a 3 voltios. En este 
caso se tubo el mismo problema de encapsulado descartando varios 
amplificadores de buenas características. 
 
Al final se decidió utilizar un amplificador de National, el LM4875 [9]. 
 
4.1.2.1. Características del LM4875. 
 
-Alimentación de 2,7 a 5,5V. 
-Control de volumen. 
-Modo de parada cuando el control de volumen está al mínimo. 
-Corriente en modo de parada de 0,7uA. 
-Po a 1.0% THD+N en 8Ω 750mW (typ) 
-Po a 10% THD+N en 8Ω 1W (typ) 
 
Una vez montado todo el circuito se apreciaba un ruido de fondo, como un 
pitido. Estudiando el circuito buscando que era lo que producía ese pitido se 
detectó que los picos que se veían en la señal de salida (captando el sonido 
ambiente) coincidían con los cambios de estado de la parte digital: 
 
 
Fig.4.4 Interferencia SPI 
 
 
En la figura 4.1 vemos la interferencia causada al enviar los bytes por el SPI, 
cada pico son los 8 bytes que se envían separados del tiempo de muestreo. La 
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señal de la parte inferior de la figura es la de SPI y la superior la de la salida del 
amplificador. 
 
 
 
 
Fig.4.5 Interferencia PWM 
 
 
En este caso se ve la interferencia introducida por la modulación PWM del 
microcontrolador. La señal de la parte superior es la grabación del ambiente y 
la inferior la PWM.  
 
Debido a que el montaje del prototipo en un principio se hizo en una proto 
board no se decidió poner filtros hasta probar el mismo circuito en la placa final. 
 
Una vez diseñada y soldada la placa se apreció que dicho pitido desaparecía 
considerablemente y poniendo un altavoz con su caja prácticamente este ruido 
desaparecía. 
 
El altavoz que se utilizó fue un altavoz sencillo de 4 Ω al cual se le soldó una 
resistencia en serie para que la impedancia fuera de 8 Ω ya que era lo que 
necesitaba nuestro amplificador de potencia. 
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CAPÍTULO 5. COMANDAR DESDE EL PC 
 
En este capítulo se explicará la aplicación visual que se ha programado en C# 
para comandar a través del PC o pantalla táctil nuestro prototipo. 
 
5.1 ¿Porque  programar en C#? 
 
C# además de ser el lenguaje de programación que se nos ha impartido 
durante la carrera es un lenguaje que resulta muy fácil de comprender y 
entender. Posee determinadas estructuras de control y reglas sintácticas que 
son realmente familiares para otros desarrolladores, generalmente con 
experiencia en lenguajes como C++, Java o Visual Basic. 
 
C# no es nada más que C++++, es decir, una versión mejorada y extendida de 
C++ reutilizando algunas de las ideas más destacables y sobresalientes de 
Java junto con la facilidad que emplea Visual Basic en sus desarrollos. Los 4 
símbolos +, es lo que forma  # (almohadilla). 
 
C# en sí, es un lenguaje de programación orientado a objetos, capaz de crear  
Servicios y aplicaciones Windows con la misma fiabilidad y rapidez que diseñar 
y crear aplicaciones Web y aplicaciones para dispositivos móviles  [11]. 
 
El principal motivo por el que se ha escogido dicho lenguaje es porque este 
incluye una clase con funciones para trabajar con el puerto serie. 
 
5.1.1. C# y el puerto serie 
 
Como hemos comentado C# contiene una clase para el puerto serie. Para 
declarar esta clase hay varias formas. En nuestro caso lo haremos de la 
siguiente manera: 
 
 
 
Fig.5.1 Constructor del puerto serie [12] 
 
 
Como se ve en la figura 5.1 solo especificamos la velocidad a la que queremos 
que vaya y el nombre del puerto. Si no se especifican los valores de las 
propiedades, este constructor utiliza los valores predeterminados. Por ejemplo, 
la propiedad DataBits tiene como valor predeterminado 8, la propiedad Parity 
tiene como valor predeterminado el valor de enumeración None y la propiedad 
StopBits tiene como valor predeterminado 1. Como son las mismas que 
usaremos en el PIC no hace falta definirlas. 
 
Para leer y escribir se han utilizado los métodos ReadByte y Write de manera 
que se lee y se escribe byte a byte. Para hacerlo de este modo debemos tener 
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en cuenta las capacidades de los búfers tanto de entrada como de salida. Un 
inconveniente que se encontró fue que al aumentar la velocidad de transmisión 
el búfer de entrada se llenaba antes de que el programa lo fuera leyendo con lo 
que el programa fallaba, así que se tuvo que aumentar dicha capacidad. 
 
 
5.2. Aplicación visual para el comunicador 
 
Como se ha explicado en la introducción se ha programado una aplicación 
visual que sirva de tablero de imágenes para que el usuario pueda reproducir 
audio simplemente pulsándolas. También desde este será posible grabar 
nuevas pistas. 
 
Además podremos cargar y descargar el audio en el ordenador y así hacer 
librerías para cada situación y será posible visualizar como está distribuida la 
memoria. 
 
Cuando ejecutamos el programa lo primero que nos aparece es la siguiente 
pantalla: 
 
 
 
Fig.5.2 Pantalla de inicio de programa 
 
En un principio no aparece ningún icono ya que se puede escoger que icono 
poner en cada sitio. Si vamos a Archivo tenemos cuatro opciones: 
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Fig.5.3 Opciones del menú Archivo 
 
 
Mediante la opción abrir iconos podemos seleccionar el icono donde deseemos 
cargar una imagen que podremos buscarla en cualquier directorio del pc 
mediante la clase OpenFileDialog. Esta clase se encarga de abrir la típica 
pantalla de abrir un archivo pudiendo buscar su ubicación. 
 
Una vez cargadas las imágenes podremos grabar o reproducir las pistas. 
 
En un principio se cargaban y descargaban las pistas a 19200. Una vez 
conseguido que realmente se creara el archivo en el pc, y que este de nuevo 
se pudiera descargar, se miró de aumentar la velocidad, para que el proceso 
fuera más rápido. 
 
Para decidir la velocidad se tuvo que tener en cuenta la limitación de la 
memoria a la hora de escribirla. Recordemos que en el proceso de escritura se 
tiene que escribir primero en un búfer y luego volcarlo a la par que se escribe 
en el otro. El tiempo que se tarda en volcar el búfer a memoria es de 20 ms. Si 
cada búfer tiene una capacidad de 264 bytes entonces la velocidad máxima a 
la que se debe escribir es: 
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( ) sbitsbyte
bitsbytes 105600
1
8
1020
264
3 =×× −
                              (5.1) 
 
 
Como se ha comentado en el segundo capítulo rs232 pasa de trabajar a 57600 
a trabajar a 115200. Como esta última ya excedería la velocidad que permite la 
memoria, nos quedamos con 57600. 
 
Para Cargar y descargar la memoria simplemente tendremos que ir a archivo, 
tal y como se ve en la figura 5.3. En cualquiera de los dos casos nos aparecerá 
otra vez la pantalla para guardar o abrir un archivo en un cierto directorio y acto 
seguido desaparecerán los iconos y los botones de grabar y stop y aparecerá 
un botón: cargar o descargar según se haya escogido. Una vez cliquemos el 
botón empezará la transmisión de datos. Para indicar por donde va el proceso, 
aparece una barra de progreso: 
 
 
 
 
Fig.5.4 Pantalla de cargar la memoria al PC 
 
 
Si lo que deseamos es ver como está ocupada la memoria actualmente 
deberemos ir a la opción Ver organización memoria donde nos aparecerá un 
panel con lo que ocupa cada pista y el espacio que queda libre: 
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Fig 5.5 Pantalla distribución memoria 
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CAPÍTULO 6. DISEÑO FINAL 
 
 
En este capítulo se enseña el diseño de las dos placas que se han realizado 
para llevar a cabo el prototipo. Se enseñan los esquemáticos que se han 
realizado y las placas finales montadas. También se hace un estudio de lo que 
le costaría a la empresa (aproximadamente) hacer el prototipo propuesto. 
 
El diseño de las dos placas se realizó con el programa PCAD. Primero se hizo 
el esquemático y luego el PCB. 
 
6.1 Diseño de la placa usando el APR6016 
 
El primer diseño fue más sencillo ya que solo se hizo la placa para hacer las 
pruebas del APR6016 sin poner micrófono ni el acondicionamiento de la señal. 
 
 
 
 
 
Fig.6.1 Esquemático del diseño con el APR6016 
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A continuación se muestra una fotografía de la placa una vez montada: 
 
 
 
 
Fig.6.2  Imagen de la placa con el APR6016 
 
6.2. Diseño de la placa usando la memoria Atmel 
 
El diseño de esta placa es más elaborado que el anterior ya que se ha 
realizado una vez se hechas las pruebas en proto-board. En esta ya se ha 
incluido toda la etapa de audio. 
 
A continuación se muestra el esquemático diseñado para la realización de la 
placa final. 
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Fig.6.3 Esquemático placa final 
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En la siguiente figura (6.4) se muestra una fotografía de la placa ya montada: 
 
 
 
 
Fig.6.4 Imagen de la placa final 
 
 
6.3 Presupuesto prototipo 
 
En este apartado se presenta un presupuesto aproximado del prototipo, 
haciendo referencia únicamente al coste de los componentes utilizados. Los 
precios que se han encontrado de algunos componentes son por cada mil 
unidades como máximo. Por este motivo se calculará el presupuesto 
suponiendo que la empresa lo comercializaría y que harían un mínimo de mil 
piezas. 
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Tabla 6.1 Precios componentes 
 
 
Componente Precio unidad(€) Cantidad Total(€) 
Condensadores electrolíticos 0,70 3 2,10 
Condensadores no electrolíticos 0,15 19 2,85 
Resistencias 0,05 17 0,85 
Cristal de cuarzo 0,63 1 0,63 
Diodo 0,10 1 0,10 
LED 0,20 5 1,00 
Mini-Jack hembra 1,10 1 1,10 
Pulsadores 0,07 6 0,42 
Bessel (Max7403) 1,98 1 1,98 
Preamplificador(Max4466) 0,29 1 0,29 
Amplificador(Lm4875) 0,69 1 0,69 
Memoria(AT45DB041B) 1,51 1 1,51 
Microcontrolador(PIC16F767) 2,91 1 2,91 
Micrófono(CME12) 0,41 1 0,41 
Altavoz(AL2225) 1,36 1 1,36 
TOTAL 
  
18,20 
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CONCLUSIONES 
 
 
Este proyecto tenía como objetivo diseñar un dispositivo capaz de almacenar y 
reproducir varias pistas de audio, así como de permitir el uso de tableros de 
comunicación, destinado a personas con discapacidad del habla y la escritura. 
 
El objetivo fijado en el inicio se ha logrado, ya que se ha conseguido 
implementar  un dispositivo capaz de almacenar y reproducir hasta  55 s de voz 
repartidos en 4 pistas de duración variable. Además este puede ser controlado 
a través de PC o pantalla táctil  
 
El mayor inconveniente que se ha encontrado durante el transcurso de este 
trabajo ha sido, como se ha visto, el mal funcionamiento del integrado de Aplus 
que se usó para guardar el audio. Debido al tiempo invertido con este 
dispositivo no se han podido mejorar las prestaciones del prototipo, aunque a 
pesar de ello el prototipo tiene un correcto funcionamiento. 
 
Así, este trabajo queda abierto para que en un futuro pueda ser mejorado. Una 
de estas mejoras sería obtener más capacidad de memoria, cambiando la que 
se ha utilizado por una de más capacidad o bien encadenando varias memorias 
y controlándolas a través del Chip Select (CS). De este modo se podrían poner 
también mas pistas. 
 
Otra mejora estaría en la calidad del audio, tanto a nivel de hardware como de 
software. A nivel de hardware se podrían buscar componentes de mejores 
características y anular por completo el ruido de fondo (a través de algún filtro u 
otro tipo de técnica o dispositivo). A nivel de software se podría  aumentar los 
bits del conversor A/D del PIC a 10 bits con todos los cambios que esto 
comportaría y comprobar si hay una mejora por ello, así como mejoras en el 
programa que se ha realizado. 
 
Para acabar, decir que el desarrollo de este trabajo no ha tenido repercusiones 
ambientales. Todos los dispositivos utilizados cumplen con la directiva RoHS 
(de Restricción de ciertas Sustancias Peligrosas en aparatos eléctricos y 
electrónicos). 
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ANEXOS 
 
ANEXO 1. CÓDIGO C# 
 
using System; 
using System.Collections.Generic; 
using System.ComponentModel; 
using System.Data; 
using System.Drawing; 
using System.Text; 
using System.Windows.Forms; 
using System.IO.Ports; 
using System.IO; 
 
namespace Tablero_Comunicador 
{ 
    public partial class Tablero_comunicador : Form 
    { 
        byte[] vec = new byte[64]; 
//Constructor el puerto serie 
        SerialPort sp = new SerialPort("COM7", 57600);  
//Constructor para   guardar archivo                
        SaveFileDialog save = new SaveFileDialog(); 
//Constructor para    abrir archivo 
        OpenFileDialog open = new OpenFileDialog(); 
        int pista1 = 0, pista2 = 0, pista3 = 0, pista4 = 0, vacio = 0; 
        int altura1 = 0, altura2 = 0, altura3 = 0, altura4 = 0; 
   int altura5 = 0; 
        double y1 = 0, y2 = 0, y3 = 0, y4=0,y5=0; 
        int pos = 0; 
//vector de bytes que recogerá la memoria: 
        byte[] dat = new byte[500000]; 
//variable que recorrerá el vector dat 
        Int32 j = 0; 
//variable que indica si se graba o no 
        bool graba = false; 
//vector de bytes que enviaremos al PIC para indicarle el MODO 
        byte[] MODO = new byte[1]; 
//etiquetas para poner en la organización de memoria 
        Label p1 = new Label(); 
        Label p2 = new Label(); 
        Label p3 = new Label(); 
        Label p4 = new Label(); 
        Label p5 = new Label(); 
 
        public Tablero_comunicador() 
        { 
            InitializeComponent(); 
            cargar.Hide(); 
            descargar.Hide(); 
            button1.Hide(); 
            p1.Hide(); 
        } 
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       private void Tablero_comunicador_Load(object sender,  
        EventArgs e) 
        { 
 
        }        
        private void icono1_Click(object sender, EventArgs e) 
        { 
             
            sp.Open();//abrimos puerto 
            if (graba)//si antes hemos clicado en grabar,enviamos modo    
            {         //grabar en pista 1 
                MODO[0] = 11; 
                graba = false; 
            } 
            else MODO[0] = 21;//sino enviamos modo leer en pista 1 
 
 
            sp.Write(MODO, 0, 1);//método del serialport que sirve 
para escribir. Se le debe pasar un vector de bytes, 0 es el offset y 1 
el nº de bytes que se le pasaran 
            sp.Close();           
 
        } 
 
        private void icono2_Click(object sender, EventArgs e) 
        {//hacemos lo mismo que en icono1 
            sp.Open(); 
            if (graba) 
            { 
                MODO[0] = 12; 
                graba = false; 
            } 
            else MODO[0] = 22; 
 
 
            sp.Write(MODO, 0, 1); 
            sp.Close(); 
 
        } 
 
        private void icono3_Click(object sender, EventArgs e) 
        {//lo mismo que en icono1 
            sp.Open(); 
            if (graba) 
            { 
                MODO[0] = 13; 
                graba = false; 
            } 
            else MODO[0] = 23; 
 
 
            sp.Write(MODO, 0, 1); 
            sp.Close(); 
 
        } 
 
        private void icono4_Click(object sender, EventArgs e) 
        { 
            sp.Open(); 
            if (graba) 
            { 
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                MODO[0] = 14; 
                graba = false; 
            } 
            else MODO[0] = 24; 
 
 
            sp.Write(MODO, 0, 1); 
            sp.Close(); 
 
        } 
 
        private void grabar_Click(object sender, EventArgs e) 
        { 
            graba = true; 
        } 
 
        private void stop_Click(object sender, EventArgs e) 
        { 
            sp.Open(); 
            MODO[0] = 2; 
            sp.Write(MODO, 0, 1); 
            sp.Close(); 
        } 
 
        private void descargar_Click(object sender, EventArgs e) 
        { 
            sp.WriteBufferSize = 540672;//ponemos el tamaño del bufer  
       //de salida 
            sp.Open(); 
            MODO[0] = 3; 
            sp.Write(MODO, 0, 1);//enviamos lo que vamos a hacer a  
         //continuación  
  //Volcamos el archivo en el vector que enviaremos, lo 
hacemos con la clase OpenFileDialog para que abra el archivo de la 
ruta que el usuario escoja: 
            open.OpenFile().Read(dat, 0, dat.Length); 
  //creamos una progressBar que nos indique cuanto está  
            //tardando en descargar             
            ProgressBar progressbar1 = new ProgressBar(); 
            progressbar1.Minimum = 0; 
            progressbar1.Maximum = 500; 
            progressbar1.Value = 0; 
            progressbar1.Location = new Point(52, 212); 
            progressbar1.Size = new Size(199, 23); 
            progressbar1.Show(); 
            this.Controls.Add(progressbar1); 
            Int16 k = 0; 
  //Recorremos todos los bytes de la memoria (2048págs.X 264 
  //bytes cada pág =540672 
            for (j = 0; j < 540672; j++) 
            { 
                sp.Write(dat, j, 1); 
                k++; 
                if (k == 1000) 
                { 
                    progressbar1.Value++; 
                    progressbar1.Refresh(); 
                    k = 0; 
                } 
            } 
            descargar.Hide(); 
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            icono1.Show(); 
            icono2.Show(); 
            icono3.Show(); 
            icono4.Show(); 
            grabar.Show(); 
            stop.Show(); 
            sp.Close(); 
           
             
            MessageBox.Show("archivo descargado!!!!"); 
 
             
        } 
 
        private void cargar_Click(object sender, EventArgs e) 
        { 
  //Hacemos lo mismo que en descargar pero al revés 
            sp.ReadBufferSize = 540672; 
            sp.Open(); 
            MODO[0] = 4; 
 
            sp.Write(MODO, 0, 1); 
 
            ProgressBar progressbar1 = new ProgressBar(); 
            progressbar1.Minimum = 0; 
            progressbar1.Maximum = 500; 
            progressbar1.Value = 0; 
            progressbar1.Location = new Point(52, 212); 
            progressbar1.Size = new Size(199, 23); 
            progressbar1.Show(); 
            this.Controls.Add(progressbar1); 
 
            Int16 k = 0; 
            for (j = 0; j < 540672; j++) 
            { 
                dat[j] = Convert.ToByte(sp.ReadByte()); 
                k++; 
                if (k == 1000) 
                { 
                    progressbar1.Value++; 
                    progressbar1.Refresh(); 
                    k = 0; 
                } 
 
            } 
 
 
 
            save.OpenFile().Write(dat, 0, dat.Length); 
    
            progressbar1.Hide(); 
            MessageBox.Show("archivo cargado!!!!"); 
            cargar.Hide(); 
            icono1.Show(); 
            icono2.Show(); 
            icono3.Show(); 
            icono4.Show(); 
            grabar.Show(); 
            stop.Show(); 
            sp.Close(); 
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        } 
 
        private void cargarMemoriaEnToolStripMenuItem_Click 
  (object sender, EventArgs e) 
        {//para cargar memoria tenemos que desaparecer los iconos y 
botones y enseñar el boton de grabar 
            icono1.Hide(); 
            icono2.Hide(); 
            icono3.Hide(); 
            icono4.Hide(); 
            grabar.Hide(); 
            stop.Hide(); 
            cargar.Show(); 
            save.ShowDialog(); 
 
 
        } 
 
        private void descargarMemoriaDeToolStripMenuItem_Click 
  (object sender, EventArgs e) 
        {//lo mismo que antes 
            icono1.Hide(); 
            icono2.Hide(); 
            icono3.Hide(); 
            icono4.Hide(); 
            grabar.Hide(); 
            stop.Hide(); 
            descargar.Show(); 
            open.ShowDialog(); 
 
        } 
 
        private void icono1ToolStripMenuItem_Click(object sender, 
EventArgs e) 
        { 
            //Constructor para abrir icono: 
            OpenFileDialog open_imag = new OpenFileDialog(); 
 
            open_imag.Filter = "Image Files(*.jpg; *.jpeg; *.gif; 
*.bmp)|*.jpg; *.jpeg; *.gif; *.bmp"; 
 
            if (open_imag.ShowDialog() == DialogResult.OK) 
            { 
                icono1.Image = new Bitmap(open_imag.FileName); 
            } 
 
        } 
 
        private void icono2ToolStripMenuItem_Click(object sender, 
EventArgs e) 
        { 
            OpenFileDialog open_imag2 = new OpenFileDialog(); 
 
            open_imag2.Filter = "Image Files(*.jpg; *.jpeg; *.gif; 
*.bmp)|*.jpg; *.jpeg; *.gif; *.bmp"; 
 
            if (open_imag2.ShowDialog() == DialogResult.OK) 
            { 
                icono2.Image = new Bitmap(open_imag2.FileName); 
            } 
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        } 
 
        private void icono3ToolStripMenuItem_Click(object sender, 
EventArgs e) 
        { 
            OpenFileDialog open_imag3 = new OpenFileDialog(); 
 
            open_imag3.Filter = "Image Files(*.jpg; *.jpeg; *.gif; 
*.bmp)|*.jpg; *.jpeg; *.gif; *.bmp"; 
 
            if (open_imag3.ShowDialog() == DialogResult.OK) 
            { 
                icono3.Image = new Bitmap(open_imag3.FileName); 
            } 
 
        } 
 
        private void icono4ToolStripMenuItem_Click(object sender, 
EventArgs e) 
        { 
            OpenFileDialog open_imag4 = new OpenFileDialog(); 
 
            open_imag4.Filter = "Image Files(*.jpg; *.jpeg; *.gif; 
*.bmp)|*.jpg; *.jpeg; *.gif; *.bmp"; 
 
            if (open_imag4.ShowDialog() == DialogResult.OK) 
            { 
                icono4.Image = new Bitmap(open_imag4.FileName); 
            } 
 
        } 
 
        private void verOrganizaciónMemoriaToolStripMenuItem_Click 
  (object sender, EventArgs e) 
        {//Para ver la organización de memoria le pediremos al PIC el 
vector de la distribución y contaremos cuanto ocupa cada pista 
            pista1 = 0; 
            pista2 = 0; 
            pista3 = 0; 
            pista4 = 0; 
            vacio = 0; 
            button1.Show(); 
            sp.Open(); 
            MODO[0] = 5; 
            sp.Write(MODO, 0, 1); 
            for (int k = 0; k < 64; k++) 
            { 
                vec[k] = Convert.ToByte(sp.ReadByte()); 
            } 
            for (int k = 0; k < 64; k++) 
            { 
                if (vec[k] == 1) 
                { 
                    pista1++; 
                } 
                else if (vec[k] == 2) 
                { 
                    pista2++; 
                } 
                else if (vec[k] == 3) 
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                { 
                    pista3++; 
                } 
                else if (vec[k] == 4) 
                { 
                    pista4++; 
                } 
                else 
                { 
                    vacio++; 
                } 
             
            } 
           sp.Close(); 
           icono1.Hide(); 
           icono2.Hide(); 
           icono3.Hide(); 
           icono4.Hide(); 
           grabar.Hide(); 
           stop.Hide(); 
           cargar.Hide(); 
           descargar.Hide(); 
           panel1.Show(); 
             
 
            panel1.Refresh(); 
            p1.BringToFront(); 
            p1.Show(); 
            p2.BringToFront(); 
            p2.Show(); 
            p3.BringToFront(); 
            p3.Show(); 
            p4.BringToFront(); 
            p4.Show(); 
            p5.BringToFront(); 
            p5.Show(); 
        } 
 
        private void panel1_Paint(object sender, PaintEventArgs e) 
        { 
            altura1 = pista1 * 5; 
            altura2 = pista2 * 5; 
            altura3 = pista3 * 5; 
            altura4 = pista4 * 5; 
            altura5 = vacio*5; 
 
  //Pintamos los rectangulos según lo recogido por el vector: 
            Rectangle pista_1 = new Rectangle(1, 1, panel1.Width - 2, 
altura1 - 1); 
            Rectangle pista_2 = new Rectangle(1, altura1+1 , 
panel1.Width - 2, altura2 - 1); 
            Rectangle pista_3 = new Rectangle(1, altura1 + altura2 +1, 
panel1.Width - 2, altura3 - 1); 
            Rectangle pista_4 = new Rectangle(1, altura1 + altura2 + 
altura3 +1, panel1.Width - 2, altura4 - 1); 
            Rectangle mem_disp = new Rectangle(1, altura1 + altura2 + 
altura3 + altura4+1, panel1.Width - 2, altura5 - 1); 
            Rectangle borde1 = new Rectangle(0, 0, panel1.Width-
1,altura1); 
            Rectangle borde2 = new Rectangle(0, altura1  , 
panel1.Width-1, altura2); 
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            Rectangle borde3 = new Rectangle(0, altura1 + altura2 , 
panel1.Width-1, altura3); 
            Rectangle borde4 = new Rectangle(0, altura1 + altura2 + 
altura3 , panel1.Width-1, altura4); 
            Rectangle borde5 = new Rectangle(0, altura1 + altura2 + 
altura3 + altura4 , panel1.Width-1, altura5-2); 
 
            SolidBrush brush1 = new SolidBrush(Color.Chartreuse); 
            SolidBrush brush2 = new SolidBrush(Color.AntiqueWhite); 
            SolidBrush brush3 = new SolidBrush(Color.CornflowerBlue); 
            SolidBrush brush4 = new SolidBrush(Color.Coral); 
            SolidBrush brush5 = new SolidBrush(Color.BurlyWood); 
            Pen pen = new Pen(Color.Black); 
 
            e.Graphics.FillRectangle(brush1, pista_1); 
            e.Graphics.FillRectangle(brush2, pista_2); 
            e.Graphics.FillRectangle(brush3, pista_3); 
            e.Graphics.FillRectangle(brush4, pista_4); 
            e.Graphics.FillRectangle(brush5, mem_disp); 
 
            e.Graphics.DrawRectangle(pen, borde1); 
            e.Graphics.DrawRectangle(pen, borde2); 
            e.Graphics.DrawRectangle(pen, borde3); 
            e.Graphics.DrawRectangle(pen, borde4); 
            e.Graphics.DrawRectangle(pen, borde5); 
 
  //A continuación se crean las etiquetas que habrá en cada 
recuadro indicando que pista es. 
            y1 = altura1 / 2; 
            y2 = altura1 + altura2 / 2; 
            y3 = altura1 + altura2 + altura3 / 2; 
            y4 = altura1 + altura2 + altura3 + altura4 / 2; 
            y5 = altura1 + altura2 + altura3 + altura4 + altura5 / 2; 
 
 
            if (altura1 != 0) 
            { 
                p1.Text = "pista 1"; 
                pos = panel1.Location.Y + Convert.ToInt16(y1) - 5; 
                p1.Location = new System.Drawing.Point(130, pos); 
                p1.Size = new System.Drawing.Size(45, 13); 
                p1.BackColor = Color.Chartreuse; 
            } 
            else 
            { 
                p1.Hide(); 
                p1.Location = new System.Drawing.Point(0, 40); 
                p1.Size = new System.Drawing.Size(1, 1); 
            } 
            if (altura2 != 0) 
            { 
                p2.Text = "pista 2"; 
                pos = panel1.Location.Y + Convert.ToInt16(y2) - 5; 
                p2.Location = new System.Drawing.Point(130, pos); 
                p2.Size = new System.Drawing.Size(45, 13); 
                p2.BackColor = Color.AntiqueWhite; 
            } 
            else 
            { 
                p2.Hide(); 
                p2.Location = new System.Drawing.Point(0, 40); 
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                p2.Size = new System.Drawing.Size(1, 1); 
            } 
            if (altura3 != 0) 
            { 
                p3.Text = "pista 3"; 
                pos = panel1.Location.Y + Convert.ToInt16(y3) - 5; 
                p3.Location = new System.Drawing.Point(130, pos); 
                p3.Size = new System.Drawing.Size(45, 13); 
                p3.BackColor = Color.CornflowerBlue; 
            } 
            else 
            { 
                p3.Hide(); 
                p3.Location = new System.Drawing.Point(0, 40); 
                p3.Size = new System.Drawing.Size(1, 1); 
            } 
            if (altura4 != 0) 
            { 
                p4.Text = "pista 3"; 
                pos = panel1.Location.Y + Convert.ToInt16(y4) - 5; 
                p4.Location = new System.Drawing.Point(130, pos); 
                p4.Size = new System.Drawing.Size(45, 13); 
                p4.BackColor = Color.Coral; 
            } 
            else 
            { 
                p4.Hide(); 
                p4.Location = new System.Drawing.Point(0, 40); 
                p4.Size = new System.Drawing.Size(1, 1); 
            } 
            if (altura5 != 0) 
            { 
                p5.Text = "memoria disponible"; 
                pos = panel1.Location.Y + Convert.ToInt16(y5) - 5; 
                p5.Location = new System.Drawing.Point(97, pos); 
                p5.Size = new System.Drawing.Size(100, 13); 
                p5.BackColor = Color.BurlyWood; 
            } 
            else 
            { 
                p5.Hide(); 
                p5.Location = new System.Drawing.Point(0, 40); 
                p5.Size = new System.Drawing.Size(1, 1); 
            } 
             
            this.Controls.Add(p1); 
            this.Controls.Add(p2); 
            this.Controls.Add(p3); 
            this.Controls.Add(p4); 
            this.Controls.Add(p5); 
 
        } 
 
        private void button1_Click(object sender, EventArgs e) 
        {//Este boton esta con el panel donde se ve la organización y 
sirve para volver a los iconos. 
            icono1.Show(); 
            icono2.Show(); 
            icono3.Show(); 
            icono4.Show(); 
            grabar.Show(); 
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            stop.Show(); 
            p1.Hide(); 
            p2.Hide(); 
            p3.Hide(); 
            p4.Hide(); 
            p5.Hide(); 
            panel1.Hide(); 
            button1.Hide(); 
        } 
    } 
} 
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ANEXO 2. CÓDIGO PIC16F767 
 
#include <16F767.h> 
#device adc=8 
#use delay(clock=20000000) 
#use rs232(baud=19200,parity=N,xmit=PIN_C6,rcv=PIN_C7,bits=8) 
#fuses NOWDT,HS, NOPUT, NOPROTECT, BROWNOUT, BORV20, MCLR, NODEBUG, 
NOFCMEN,NOIESO, NOBORSEN 
#define CS PIN_C1 
#define LED1  PIN_A1 
#define LED2  PIN_A2 
#define LED3  PIN_A3 
#define LED4  PIN_A4 
#define LEDREC  PIN_A5 
 
 
unsigned int16 i=0,PAG_DIREC=0b0000000000000000; 
char MODO=2;//variable que indica la acción que se lleva a cabo 
 
#locate i=0x20 
#locate PAG_DIREC=0x22//Dirección de página 
unsigned int8 no_importa=0b10101011,pag1, pag0,k,l,BT,v=0,m, direc_1, 
direc_2; 
unsigned int8 direc_3; 
unsigned int8 env, rec; 
#locate no_importa=0x24//Byte para enviar de relleno de algunas  
    //funciones de la memoria 
#locate pag1=0x25 
#locate pag0=0x26 
#locate MODO=0x27 
#locate k=0x28 
#locate l=0x29 
#locate BT=0x2A 
#locate v=0x2B 
#locate m=0x2C 
#locate direc_1=0x2D 
#locate direc_2=0x2E 
#locate direc_3=0x2F 
#locate env=0x30 
#locate rec=0x31 
unsigned int32 j=0; 
#locate j=0x32 
Unsigned int1 START_READ=1, volcar_mem_a_vec=FALSE;  
Unsigned int1 volcar_vec_a_mem; 
unsigned int1 mira_vec=TRUE, A1=TRUE,borrar_pista=FALSE; 
unsigned int1 act_PWM,toca_leer_cluster=FALSE,bufer=0,toca2=TRUE; 
unsigned int1 PARAR,toca=TRUE,bt1,bt2,bt3,bt4,PARAR2=FALSE,ext; 
int8 vec[64]; 
#locate vec=0x1A0 
 
#int_AD 
AD_isr() 
{ 
 
 
 
} 
 
 
 
void write_b1() 
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{ 
 
   direc_1=0b00000000; 
   direc_2=0b00000000; 
   output_low(CS);     //escucha lo que se le envia 
   spi_write(0x84);              //opcode para escribir BUFFER1 
   spi_write(no_importa); 
   spi_write(direc_1); 
   spi_write(direc_2); 
 
 
} 
void write_b2() 
{ 
 
   direc_1=0b00000000; 
   direc_2=0b00000000; 
   output_low(CS);     //escucha lo que se le envia 
   spi_write(0x87);              //opcode para escribir BUFFER1 
   spi_write(no_importa); 
   spi_write(direc_1); 
   spi_write(direc_2); 
 
 
} 
void do_2_bytes_to_send(int16 pag_adres) 
{ 
   //primero parto el int16 en dos bytes 
   //me queda pag1= X X X X X PA10 PA9 PA8 y pag2= PA7 a PA0 
   pag1 = MAKE8(pag_adres,1); 
   pag0 = MAKE8(pag_adres,0); 
   //queremos que el primer byte contenga: X X X X PA10 PA9 PA8 PA7 y 
el 
   //segundo: PA6 PA5 PA4 PA3 PA2 PA1 PA0 X 
   direc_1=((pag1<<1) & 0b00001110) | ((pag0>>7) & 0b00000001); 
   direc_2=((pag0<<1) & 0b11111110); 
} 
void write_b1_to_mainmem(int16 pag_dire) 
{ 
   do_2_bytes_to_send(pag_dire); 
 
   output_low(CS); 
   spi_write(0x83); 
   spi_write(direc_1); 
   spi_write(direc_2); 
   spi_write(no_importa); 
   output_high(PIN_C1); 
 
} 
 
void write_b2_to_mainmem(int16 pag_dire) 
{ 
   do_2_bytes_to_send(pag_dire); 
   output_low(CS); 
   spi_write(0x86); 
   spi_write(direc_1); 
   spi_write(direc_2); 
   spi_write(no_importa); 
   output_high(PIN_C1); 
 
} 
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void read_mainmem(int16 pag_dire) 
{ 
   do_2_bytes_to_send(pag_dire); 
   direc_3=0b00000000; 
   output_low(CS); 
   spi_write(0xE8); 
   spi_write(direc_1); 
   spi_write(direc_2); 
   spi_write(direc_3); 
   spi_write(no_importa); 
   spi_write(no_importa); 
   spi_write(no_importa); 
   spi_write(no_importa); 
 
} 
void read_1a_pag_mainmem() 
{ 
   direc_1=0b00000000; 
   output_low(CS); 
   spi_write(0x52); 
   spi_write(direc_1); 
   spi_write(direc_1); 
   spi_write(direc_1); 
   spi_write(direc_1); 
   spi_write(direc_1); 
   spi_write(direc_1); 
   spi_write(direc_1); 
} 
#int_RB 
RB_isr() 
{ 
   bt1=INPUT(PIN_B7); 
   bt2=INPUT(PIN_B6); 
   bt3=INPUT(PIN_B5); 
   bt4=INPUT(PIN_B4); 
 
 
   if(!bt1) 
   { 
 
      if(ext)//si hemos apretado al boton de grabar previamente 
      { 
 
         volcar_mem_a_vec=TRUE; 
         ext=FALSE; 
         PARAR2=TRUE;//variable que indica que la siguiente 
interrupción serà 
         //para parar tanto de leer como de escribir 
         borrar_pista=TRUE; //cuando se graba en una pista se tiene 
que borrar 
         // dicha pista previamente 
         mira_vec=TRUE; 
         output_high(PIN_A1); 
         BT=1; 
      }else//si no mirar si es para parar o para leer 
      { 
         if(PARAR2) 
         { 
            output_low(PIN_A1); 
            MODO = 2; 
            PARAR2 = FALSE; 
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            volcar_vec_a_mem=TRUE; 
            output_low(PIN_A5); 
         }else 
         { 
            volcar_mem_a_vec=TRUE; 
            PARAR2 = TRUE; 
            act_PWM=TRUE; 
            mira_vec=TRUE; 
            output_high(PIN_A1); 
            BT=1; 
         } 
      } 
   } 
 
   if(!bt2) 
   { 
 
      if(ext)//si hemos apretado al boton de grabar previamente 
      { 
 
         volcar_mem_a_vec=TRUE; 
         ext=FALSE; 
         PARAR2=TRUE;//variable que indica que la siguiente 
interrupción serà 
         //para parar tanto de leer como de escribir 
         borrar_pista=TRUE; //cuando se graba en una pista se tiene 
que borrar 
         // dicha pista previamente 
         mira_vec=TRUE; 
         output_high(PIN_A2); 
         BT=2; 
      }else//si no mirar si es para parar o para leer 
      { 
         if(PARAR2) 
         { 
            output_low(PIN_A2); 
            MODO = 2; 
            PARAR2 = FALSE; 
            volcar_vec_a_mem=TRUE; 
            output_low(PIN_A5); 
         }else 
         { 
            volcar_mem_a_vec=TRUE; 
            PARAR2 = TRUE; 
            act_PWM=TRUE; 
            mira_vec=TRUE; 
            output_high(PIN_A2); 
            BT=2; 
         } 
      } 
   } 
   if(!bt3) 
   { 
 
      if(ext)//si hemos apretado al boton de grabar previamente 
      { 
 
         volcar_mem_a_vec=TRUE; 
         ext=FALSE; 
         PARAR2=TRUE;//variable que indica que la siguiente 
interrupción serà 
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         // para parar tanto de leer como de escribir 
         borrar_pista=TRUE; //cuando se graba en una pista se tiene 
que borrar 
         // dicha pista previamente 
         mira_vec=TRUE; 
         output_high(PIN_A3); 
         BT=3; 
      }else//si no mirar si es para parar o para leer 
      { 
         if(PARAR2) 
         { 
            output_low(PIN_A3); 
            MODO = 2; 
            PARAR2 = FALSE; 
            volcar_vec_a_mem=TRUE; 
            output_low(PIN_A5); 
         }else 
         { 
            volcar_mem_a_vec=TRUE; 
            PARAR2 = TRUE; 
            act_PWM=TRUE; 
            mira_vec=TRUE; 
            output_high(PIN_A3); 
            BT=3; 
         } 
      } 
   } 
 
   if(!bt4) 
   { 
 
      if(ext)//si hemos apretado al boton de grabar previamente 
      { 
 
         volcar_mem_a_vec=TRUE; 
         ext=FALSE; 
         PARAR2=TRUE;//variable que indica que la siguiente 
interrupción serà 
         //para parar tanto de leer como de escribir 
         borrar_pista=TRUE; //cuando se graba en una pista se tiene 
que borrar 
         // dicha pista previamente 
         mira_vec=TRUE; 
         output_high(PIN_A1); 
         BT=4; 
      }else//si no mirar si es para parar o para leer 
      { 
         if(PARAR2) 
         { 
            output_low(PIN_A1); 
            MODO = 2; 
            PARAR2 = FALSE; 
            volcar_vec_a_mem=TRUE; 
            output_low(PIN_A5); 
         }else 
         { 
            volcar_mem_a_vec=TRUE; 
            PARAR2 = TRUE; 
            act_PWM=TRUE; 
            mira_vec=TRUE; 
            output_high(PIN_A1); 
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            BT=4; 
         } 
      } 
   } 
 
} 
#INT_RDA 
RDA_isr() 
{ 
 
         var=getc(); 
         if((var==11)||(var==21)) 
         { 
             BT=1; 
             output_high(PIN_A1); 
         } 
         else if((var==12)||(var==22)) 
         { 
             BT=2; 
             output_high(PIN_A2); 
         } 
         else if((var==13)||(var==23)) 
         { 
             BT=3; 
             output_high(PIN_A3); 
         } 
         else if((var==14)||(var==24)) 
         { 
             BT=4; 
             output_high(PIN_A4); 
         } 
 
         if((var<15)&&(var>10)) 
         { 
            volcar_mem_a_vec=TRUE; 
            borrar_pista=TRUE; //cuando se graba en una pista se tiene 
que 
            //borrar dicha pista previamente 
            mira_vec=TRUE; 
 
         }else if((var<25)&&(var>20)) 
         { 
            volcar_mem_a_vec=TRUE; 
            act_PWM=TRUE; 
            mira_vec=TRUE; 
         } 
         if(var==2) 
         { 
             MODO=2; 
             volcar_vec_a_mem=TRUE; 
         } 
 
         if(var==3)     MODO=3; 
 
 
         if(var==4)     MODO=4; 
          
         if(var==5)     MODO=5; 
 
         if(MODO==3)//pasar archivo ordenador a memoria 
         { 
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            j=0; 
            toca2=TRUE; 
            output_high(PIN_A1); 
            bufer=0; 
            while(j<540672) 
            { 
               if(i<264) 
               { 
 
                  if(toca2==TRUE)//si es cuando empezamos a escribir 
                  { 
                    write_b1(); 
                    toca2=FALSE; 
                    PAG_DIRE=0b0000000000000001; 
                  } 
                  env=getc(); 
                  /*output_high(PIN_B1); 
                  delay_us(1); 
                  output_low(PIN_B1);*/ 
                  spi_write(env); 
               } 
               i++; 
               j++; 
               if(i==264) 
               { 
                  output_high(CS); 
                  if(bufer==0) 
                  { 
                     write_b1_to_mainmem(PAG_DIREC); 
                     write_b2(); 
                     //output_high(PIN_B1); 
                     bufer = 1; 
                  } 
                  else 
                  { 
                     write_b2_to_mainmem(PAG_DIREC); 
                     write_b1(); 
                     //output_low(PIN_B1); 
                     bufer = 0; 
                  } 
                  i=0; 
                  PAG_DIREC++; 
               } 
            } 
 
            output_low(PIN_A1); 
         } 
         if(MODO==4)//pasar memoria al ordenador 
         { 
             j=0; 
             output_high(PIN_A2); 
 
 
             while(j<540672) 
             { 
 
               if(j==0) 
               { 
                  output_high(PIN_B1); 
                  PAG_DIREC=0b0000000000000001; 
                  read_mainmem(PAG_ADRES); 
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               } 
               rec1=spi_read(0); 
               putc(rec1); 
               j++; 
             } 
             output_high(PIN_C1); 
 
             output_low(PIN_A2); 
             MODO=2; 
         } 
         if(MODO==5) 
         { 
            for(v=0;v<64;v++) 
            { 
               rec1=vec[v]; 
               putc(rec1); 
            } 
         } 
          
} 
 
 
 
 
#int_EXT 
EXT_isr() 
{ 
   ext=TRUE; 
   output_high(PIN_A5); 
 
} 
 
#int_TIMER0 
TIMER0_isr() 
{ 
      switch(MODO) 
      { 
         case(0)://escribir 
         { 
           if(mira_vec)//si toca mirar vector 
           { 
               while(vec[k]<5 && k<63)//mientras no se encuentre un 
cluster 
               {                       // vacío y no se llegue al 
final 
                
                  k++; 
               } 
               if(k==63)//si hemos salido del bucle pq hemos llegado   
               {  //al final 
                  if(vec[k]==255)//miramos si la última posición está  
                  {   //vacia 
                     vec[k]=BT; 
                     mira_vec=FALSE; 
                     toca2=TRUE; 
                     bufer=0;//indica que empezamos escribiendo en el  
     //bufer 
                  }else//si no está vacía como ya hemos llegado al 
final paramos 
                  { 
                     MODO=2; 
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                     volcar_vec_a_mem=TRUE;//al acabar toca volcar el  
                     //vector actualizado a memoria 
                  } 
               }else//si no es el último caso 
               { 
                  vec[k]=BT; 
                  mira_vec=FALSE; 
                  toca2=TRUE; 
                  bufer=0; 
               } 
 
           } 
           if((l<32)&&(k<64))//grabamos cluster 
           { 
               if(l==0)    PAG_DIREC=(k*32)+1; //pasamos la dirección  
       //de página que toca 
                
 
               if(i<264)//recorremos el bufer 
               { 
 
                  if(toca2==TRUE)//si es cuando empezamos a escribir 
                  { 
                     write_b1(); 
                     toca2=FALSE; 
                  } 
 
                  env=read_adc();//recogemos el valor en digital 
 
                  spi_write(env);//enviamos el valor a la memoria 
               } 
               i++; 
               if(i==264)//una vez llegado al final del búfer 
               { 
                  output_high(CS);//subimos el chip select 
                  if(bufer==0)//si el bufer que acabamos de llenar es 
                  {           //el 1                   
                     write_b1_to_mainmem(PAG_DIREC);//escribimos  
                                              //bufer 1 a memoria 
                     write_b2();//y enviamos el comando para que se  
                     //empiece a escribir en bufer 2                                 
                     bufer = 1;//ahora usaremos bufer2 
                  } 
                  else//si estabamos con el bufer dos, hacemos lo 
mismo 
                  { 
                   write_b2_to_mainmem(PAG_DIREC); 
                   write_b1(); 
                   bufer = 0; 
                  } 
                  i=0;//ponemos la variable a zero para que vuelva a 
empezar a 
                      // llenar bufer 
                  PAG_DIREC++;//incrementamos página del cluster 
                  if( PAG_DIREC == 2048)//el último cluster tendrá 31  
                  {     //páginas ya que la primera página la 
    //utilizamos para guardar la 
                        //distribución de la memoria 
                     MODO=2; 
                  } 
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                  l++;//incrementamos variable que recorre las 32  
posiciones 
                  //del cluster 
               } 
           } 
           if(l==32)//si acabamos el cluster volver a recorrer vector 
           //buscando el siguiente cluster vacío. 
           { 
              mira_vec=TRUE; 
              l=0; 
           } 
 
 
            break; 
         } 
         case(1)://leer 
         { 
 
           if(mira_vec)//si toca mirar vector 
           { 
              while((vec[k]!=BT) && (k<63))//mientras no se encuentre 
un cluster 
              {                            //vacío 
                 k++; 
              } 
              if(k==63)//si salimos porque hemos llegado a la ultima 
posición 
              { 
                  if(vec[k]==BT)//si la última posición esta ocupada 
con a pista 
                  {             // que buscamos 
                      mira_vec=FALSE; 
                      toca_leer_cluster=TRUE; 
                      j=0; 
                  }else//hemos llegado al final de la memoria,toca 
parar 
                  { 
                     mira_vec=FALSE; 
                     toca_leer_cluster=FALSE; 
                     MODO=2; 
                  } 
 
              }else if(vec[k]==BT)//si salimos porque hemos encontrado 
un  
              {                   //cluster con la pista que queremos 
leer 
                  mira_vec=FALSE; 
                  toca_leer_cluster=TRUE; 
                  PAG_DIREC=(k*32)+1; 
                  j=0; 
                  k++; 
              } 
           } 
 
           if(toca_leer_cluster) 
           { 
               if(act_PWM)//si estamos en el principio de leer, 
activamos la PWM 
               { 
                   setup_ccp1(CCP_PWM); 
                   act_PWM=FALSE; 
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               } 
               if(PAG_DIREC==2017)//si estamos en el último cluster,  
               {                  // este tendrá 31 páginas,que son 
31x264 
                  if(j<8184) 
                  { 
                     if(j==0)//antes del primer byte debemos enviar el 
comando  
                     {       //de leer 
                        read_mainmem(PAG_DIREC); 
                     } 
                     rec=spi_read(0); 
                     set_pwm1_duty(rec); 
 
                     j++; 
                  } 
                  if(j==8184)//si llegamos al final de este 
cluster,toca parar 
                  { 
                     j=0; 
                     output_high(CS); 
                     toca_leer_cluster=FALSE; 
                     MODO=2; 
                  } 
               }else//los clusters tienen 32x264 bytes 
               { 
                  if(j<8448) 
                  { 
                     if(j==0) 
                     { 
                        read_mainmem(PAG_DIREC); 
                     } 
                     rec=spi_read(0); 
                     set_pwm1_duty(rec); 
                     j++; 
                  } 
                  if(j==8448) 
                  { 
                     j=0; 
                     output_high(PIN_C1); 
                     toca_leer_cluster=FALSE; 
                     mira_vec=TRUE; 
                  } 
               } 
           } 
 
            break; 
         } 
         case(2)://en este caso se para cualquiera de las dos acciones  
         {       //(leer o escribir) y se aprobecha 
                 //para inicializar todas las variables 
            setup_ccp1(CCP_OFF); 
            output_high(CS); 
            mira_vec=TRUE; 
            output_low(LED1); 
            output_low(LED2); 
            output_low(LED3); 
            output_low(LED4); 
            k=0; 
            l=0; 
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            i=0; 
            bufer=0; 
            break; 
         } 
 
      } 
 
 
} 
 
 
 
void main() 
{ 
   setup_adc_ports(AN0|VSS_VDD); 
   setup_adc(ADC_CLOCK_DIV_32); 
   setup_adc(ADC_CLOCK_DIV_2|ADC_TAD_MUL_2); 
   set_adc_channel(0); 
   setup_spi(SPI_MASTER|SPI_L_TO_H|SPI_XMIT_L_TO_H|SPI_CLK_DIV_4); 
   setup_timer_0(RTCC_INTERNAL|RTCC_DIV_2);//aquí se configura el 
muestreo en este caso de 102us 
   setup_timer_1(T1_DISABLED); 
   setup_timer_2(T2_DIV_BY_1,255,1);//reloj del pwm 
   setup_comparator(NC_NC_NC_NC); 
   setup_vref(FALSE); 
   setup_ccp1(CCP_OFF);   // Configura CCP1 como PWM 
  ext_int_edge( H_TO_L ); //la interrupción saltará cuando pasemos de                                                          
//un estado alto a bajo 
   enable_interrupts(INT_AD); 
   enable_interrupts(INT_TIMER0); 
   enable_interrupts(INT_RDA); 
   enable_interrupts(GLOBAL); 
   output_high(PIN_C1); 
   enable_interrupts(INT_RB); 
   enable_interrupts(INT_EXT); 
   MODO=2;//empezamos en el modo2 para que no haga nada al encenderlo 
 
 
 
   while(true) 
   { 
         
 
 
         if(volcar_mem_a_vec==TRUE)//para leer o escribir deberemos     
       {                        //volcar la primera pagina de   
                   // memoria al vector 
                                 //donde está la información de los    
//clusters 
            PAG_DIREC=0b0000000000000000; 
            read_mainmem(PAG_DIREC); 
 
 
            for(v=0;v<64;v++) 
            { 
               vec[v]=spi_read(0); 
            } 
 
            output_high(CS); 
 
            volcar_mem_a_vec=FALSE; 
                                                                                                      Tablero comunicador para personas con discapacidad 66
            if(borrar_pista==TRUE)//si queremos grabar primero ponemos  
           {         //los clusters que tubieran la pista seleccionada 
//a vacíos 
             
               v=0; 
               while(v<64) 
               { 
                  if(vec[v]==BT)    vec[v]=255; 
 
                  v++; 
               } 
               MODO=0; 
               borrar_pista=FALSE; 
            }else 
            { 
               MODO=1; 
            } 
 
         } 
 
         if(volcar_vec_a_mem) 
         { 
 
            write_b1(); 
            for(v=0;v<64;v++) 
            { 
               spi_write(vec[v]); 
            } 
            volcar_vec_a_mem=FALSE; 
            output_high(CS); 
            PAG_DIREC=0b00000000000000000; 
            write_b1_to_mainmem(PAG_DIREC); 
 
         } 
 
    } 
} 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Anexos   _____  67 
ANEXO 3. INFORME AL FABRICANTE APLUS 
 
In our project we use as master the microcontroller PIC16F767 that controls the 
APR6016. In order to prove the communication between them (without making no 
recording), firstly we send SID command continuously, in stand by to responds to us 
the family which belongs and the code. The problem that we have found is that sending 
the command following the specifications don’t answer what we wait. 
 
The datasheet indicates us that the following thing that we have to send is: 
 
 
 
          Figure1. 
 
We send this: 
 
 
           
          Figure 2. 
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Datasheet Measures 
TsuDI min 200nS 268uS 
ThDI min 200nS 318uS 
TioSCLK Min 400nS 318uS 
ThiSCLK Min 400nS 218uS 
TpSCLK Min 1000nS 584uS 
TfCS Min 500nS 330uS 
TrCS Min 200nS 24uS 
 
 
We have obtained the following answer: 
 
 
          Figure 3. 
 
 
 
Increasing the blue box: 
 
 
 
 
 
     Figure 4. 
 
 
 
 
 
According to the datasheet we would have to receive: 
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Figure 5. 
 
 
Acording to the datasheet each output bit must be in the falling slope and TfSCLK must 
be 1000nS. 
 
 
   Figure 6. 
 
 
We can see in figure 3 that our output doesn’t correspond with the datasheet output. 
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After your first response: 
 
Now we proved to send two commands continuously, firstly the SID command and  then  NOP command, then we would have to receive the 
family which the APR6016 belongs. Also now we have clock continuous and not only at the moment of we send the command. 
 
Firstly, we send this: 
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Where the times that are requested in datasheet are: 
 
 
Datasheet Measures 
TsuDI min 200nS 272uS 
ThDI min 200nS 316uS 
TioSCLK Min 400nS 320uS 
ThiSCLK Min 400nS 264uS 
TpSCLK Min 1000nS 584uS 
TfCS Min 500nS 5uS 
TrCS Min 200nS 3uS 
 
 
Between command and command 2,15 seconds pass. 
 
 
 
