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Povzetek 
V magistrskem delu je obravnavan razvoj vgradne programske opreme za vodenje 
sinhronskega motorja s trajnimi magneti z vektorskim vodenjem v orientaciji rotorskega polja 
z uporabo programskega paketa Matlab/Simulink.  
Pri modelno orientiranem načrtovanju programske opreme je v ospredju model, ki ga lahko 
uporabimo v procesu načrtovanja, implementacije in verifikacije zahtev. Programska oprema 
sestoji iz programskih enot, ki so na podlagi arhitekture integrirane v večje celote. Posamezno 
enoto, integracijo, ali celotno programsko opremo lahko tekom razvoja, pred preizkusom na 
realnem sistemu, preizkušamo s testi v zanki. S preizkusi model v zanki, programska oprema 
v zanki in procesor v zanki smo preizkusili integracijo enot programske opreme in sicer 
algoritem vodenja sinhronskega motorja s trajnimi magneti. Za potrebe preizkušanja 
algoritma vodenja smo realizirali in uporabili magnetno linearni dinamični model 
sinhronskega motorja s trajnimi magneti. Algoritem vodenja je realiziran v obliki vektorskega 
vodenja v orientaciji polja. Realizirano je vodenje po navoru, pri čemer upoštevamo 
parametre motorja tako, da referenčni vrednosti magnetilne in navorne komponente toka 
določimo s karakteristiko maksimalnega navora glede na vložen tok (MTPA).  
Preizkušen algoritem vodenja je del celotne programske opreme, ki je s stališča arhitekture 
programske opreme načrtovana v obliki modela v okolju Matlab/Simulink. Gonilnike 
perifernih enot in komunikacijske protokole v obliki izvorne kode C vključimo v model 
programske opreme s pomočjo orodij za vključevanje izvorne kode v obliki blokov. Iz modela 
programske opreme generiramo izvorno kodo. Z orodjem za inicializacijo mikrokrmilnika 
generiramo inicializacijsko izvorno kodo. Izvorna koda iz vseh virov je združena v 
integriranem razvojnem okolju, kjer je prevedena in nato naložena na ciljni mikrokrmilnik. 
Celotna programska oprema, katere del je algoritem vodenja, je nato preizkušena na realnem 
pogonu. 
Ključne besede: modelno orientirano načrtovanje, vgradna programska oprema, 
Matlab/Simulink, model v zanki, programska oprema v zanki, procesor v zanki, sinhronski 
motor s trajnimi magneti, vektorsko vodenje, MTPA 
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Abstract 
This master thesis deals with the development of embedded software for control of permanent 
magnet synchronous motor using Malab/Simulink enviroment. 
With model based design models are reused troughout multiple phases of software 
development process. Models can be used for design, implementation and verification of 
requirements. Software consists of software units, which are integrated trough software 
architecture. Tests in the loop can be employed to test units, integrations or complete 
embedded software before performing test on real system in real enviroment. In this work 
model in the loop, software in the loop and processor in the loop concepts were used to test 
software unit and software integration of permanent magnet synchronous motor control 
algorithm. For this purpose model of enviroment was realized as magnetically linear dynamic 
model of permanent magnet synchronous motor. Control algortithm model was realized as 
field oriented control using maximum torque per ampere strategy. 
Control algorithm is part of complete embedded software, which is from software architecture 
point of view, designed as model in Simulink enviroment. Device drivers and communication 
protocols in the form of C source code are integrated into model of embedded software as 
models using Legacy Code Tool. Embedded software C source code is generated from 
embedded software model using code generator. Microcontroler initialization tool is used to 
generate microcontroller initialization C source code. Source code from different sources is 
integrated in integrated development enviroment, where is compiled. Complete embedded 
software is further tested on real system. 
Keywords: model based design, embedded software, Matlab/Simulink, model in the loop, 
software in the loop, processor in the loop, permanent magnet synchronous motor, field 
oriented control, MTPA 
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𝑢𝑑 𝑘𝑜𝑚𝑝, 𝑢𝑞 𝑘𝑜𝑚𝑝 kompenzacijski napetosti v dvofaznem koordinatnem sistemu rotorskega 
magnetnega sklepa 
𝑢𝑑 𝑟𝑒𝑓 , 𝑢𝑑 𝑟𝑒𝑓  referenčni napetosti v dvofaznem koordinatnem sistemu rotorskega magnetnega 
sklepa 
𝑢𝐷𝐶   enosmerna napetost zbiralke 
?⃑? 𝑥 , ?⃑? 𝑦  osnovna neničelna napetostna vektorja vektorske pulznoširinske modulacije, ki mejita 
na aktivni sektor 
𝜔𝑒𝑙   električna hitrost rotorja 
𝜔𝑚𝑒ℎ  mehanska hitrost rotorja 
𝜓𝑚   magnetni sklep trajnega magneta 
Θ  kolesni kot 
 
Seznam uporabljenih kratic 
HIL  strojna oprema v zanki (ang. hardware in the loop) 
MIL  model v zanki (ang. model in the loop) 
MTPA  karakteristika maksimalnega navora glede na tok (ang. maximum torque per ampere) 
PIL  procesor v zanki (ang. processor in the loop) 
SIL   programska oprema v zanki (ang. software in the loop) 
SMTM  sinhronski motor s trajnimi magneti 
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1. Uvod 
Za pogon električnih in hibridnih vozil je primernih več tipov električnih strojev, eden izmed 
njih je sinhronski motor s trajnimi magneti [1], ki se uporablja tako v motornem kot 
generatorskem režimu delovanja. Sinhronski motor s trajnimi magneti za svoje delovanje 
potrebuje elektronsko vezje, ki skrbi za pretvorbo enosmerne baterijske napetosti v trifazno 
izmenično napetost (v primeru trifaznega stroja) oz. za prenos električne energije iz baterije v 
motor ali obratno. 
Pomemben del elektronskega vezja je programska oprema mikrokrmilnika, ki na podlagi 
želene reference navora in izmerjenih električnih veličin stroja izračuna krmilne signale 
močnostnega dela elektronskega vezja, ki skrbi za pretvorbo električne napetosti. Programska 
oprema sodobnih pogonov poleg izračuna algoritma vodenja stroja opravlja še druge naloge, 
kot so npr. preverjanje pravilnosti delovanja elektronskega vezja, preverjanje pravilnosti 
delovanja programske opreme, omejevanje delovanja pogona glede na obratovalne pogoje 
(npr. glede na temperaturo stroja oz. temperaturo elektronskega vezja), omejevanje 
baterijskega toka v motornem in generatorskem režimu, omejevanje hitrosti, komunikacija z 
zunanjimi napravami preko različnih vodil, javljanje in shranjevanje napak in opozoril. 
Razvoj mikrokrmilnikov je torej omogočil, da lahko programska oprema opravlja vedno bolj 
kompleksne, včasih tudi varnostno kritične naloge. 
Razvijajo se tudi standardi, ki naslavljajo razvoj sistemov s stališča varnosti, med drugim tudi 
razvoj programske opreme. Standard ISO 26262 pokriva področje funkcijske varnosti cestnih 
vozil, izpeljan je iz splošnejšega standarda IEC 61508 in pokriva specifično področje 
električnih in elektronskih sistemov v cestnih vozilih. Nanaša na aktivnosti v t.i. varnostnem 
življenjskem ciklu sistema, ki je sestavljen iz električnih, elektronskih in programskih 
komponent, ki zagotavljajo varnostne funkcije [2]. ISO 26262-6 predpisuje zahteve za razvoj 
izdelka na ravni programske opreme [3]. 
Tako je na eni strani prisotna zahteva po razvojnem procesu s katerim obvladujemo 
kompleksnost in dosegamo kakovost in varnost izdelka, na drugi strani pa smo priča pritisku 
na trajanje razvojnega cikla. Sočasno s tem se razvijajo razvojna orodja programske opreme, 
katerih proizvajalci oglašujejo krajše razvojne čase programske opreme z manj napakami s 
pomočjo modelno orientiranega načrtovanja [4], [5], [6]. Modelno orientirano načrtovanje je 
proces, pri katerem z modelom opišemo funkcionalno obnašanje elementa, ki je predmet 
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razvoja. Model lahko uporabimo za simulacijo ali/in generiranje kode s pomočjo kodnega 
generatorja [2].  
Modelno orientirano načrtovanje programske opreme omogoča testiranje posamezne enote 
programske opreme ali integracije enot s pomočjo testov v zanki. Enoto ali integracijo lahko 
preizkušamo v več razvojnih fazah, najprej na nivoju modela, nato na nivoju prevedene 
izvorne kode in nazadnje na nivoju kode, ki se izvaja na ciljnem procesorju.  
Proizvajalci orodij, ki podpirajo modelno orientirano načrtovanje programske opreme 
oglašujejo svoje izdelke z mnogimi zgodbami o uspehu. Na drugi strani je mnogo manj 
nepristranskih ocen uporabe modelno orientiranega načrtovanja. Zato podrobneje povzemamo 
izsledke študije [7], v kateri je bilo obdelanih 67 vprašalnikov, ki so jih izpolnili proizvajalci 
avtomobilov in njihovi dobavitelji. Študija meri vpliv uporabe modelno orientiranega 
načrtovanja vgradne programske opreme na ceno, čas in kvaliteto, ter zaključi z ugotovitvijo, 
da je finančni prihranek intervjuvanih podjetij -27%, časovni prihranek pa -36%. Študija 
ugotavlja, da so visoka stopnja uporabe modelov, visoka stopnja avtomatsko generirane kode, 
intenzivno testiranje na nivoju modela in znanje zaposlenih glavni faktorji, ki imajo pozitiven 
vpliv na stroške, kakovost in čas razvoja. 
Kot glavne razloge za uporabo modelno orientiranega načrtovanja, so podjetja izpostavila: 
 Izboljšanje kakovosti izdelka: Pričakuje se pozitiven učinek zgodnjega testiranja in 
kontinuiranega testiranja skozi celoten razvojni cikel izdelka na kakovost izdelka. 
 Razvoj kompleksnih funkcij: Pričakuje se, da bo možnost zgodnje simulacije 
omogočila razvoj kompleksnih funkcij z manjšim številom iteracij. 
 Krajši čas razvoja: Zgodnja simulacija, generiranje testnih primerov in avtomatsko 
generiranje kode so razlogi, zaradi katerih se pričakuje, da se bo čas razvoja skrajšal. 
 Trend: 83 odstotkov vprašanih podjetij se je strinjalo, da je eden izmed razlogov za 
prehod na modelno orientirano načrtovanje trend v avtomobilski industriji, ki prinaša 
konkurenčno prednost. 
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Anketirana podjetja v študiji [7] so navedla naslednje pozitivne izkušnje pri uporabi modelno 
orientiranega načrtovanja: 
 Poenostavljena komunikacija med člani razvojne ekipe zaradi uporabe modelov pri 
razvoju programske opreme. 
 Zgodnje odkrivanje napak se odraža v krajšem razvojnem ciklu in posledično v 
prihranku. Slednje je posledica zgodnje simulacije, uporabe orodij za pregledovanje 
skladnosti modelov s predpisanimi pravili in izvajanja testov v zanki. 
 Znižanje stroškov vzdrževanja programske opreme. Modelno orientirano načrtovanje 
ima pozitiven vpliv na stroške vzdrževanja programske opreme (npr. dodajanje novih 
funkcionalnosti, posodobitve). Višji kot sta stopnji uporabe modelov in avtomatsko 
generirane kode, nižji so stroški vzdrževanja programske opreme. 
Anketirana podjetja v študiji [7] so navedla naslednje negativne izkušnje: 
 Visoka cena spremembe razvojnega procesa, kamor spada cena orodij, strošek 
definiranja novega razvojnega procesa, strošek izobraževanj zaposlenih in nenazadnje 
strošek prenosa obstoječih ročno kodiranih projektov v domeno modelno orientiranega 
načrtovanja. 
 Visoka odvisnost od proizvajalcev razvojnih orodij, ki podpirajo modelno orientirano 
načrtovanje programske opreme. Orodja običajno ne ponujajo možnosti izmenjave 
modelov med orodji različnih proizvajalcev. 
V tem delu se bomo omejili na razvoj programske opreme s programskimi orodji podjetja 
Mathworks v povezavi s razvojnimi orodji podjetja Freescale, ki je proizvajalec 
mikrokrmilnika MPC5643L na katerem se bo izvajala izdelana programska oprema za 
vodenje sinhronskega motorja s trajnimi magneti.  
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Cilji dela: 
 Predstavitev modelno orientiranega načrtovanja programske opreme. 
 Predstavitev in prikaz pomena testov v zanki s stališča procesa razvoja programske 
opreme, ki ga predpisuje standard razvoja programske opreme ISO 26262-6. 
 Predstavitev teorije vodenja sinhronskega motorja s trajnimi magneti v orientaciji 
polja. 
 Predstavitev možnosti razvoja programske opreme v orodju Matlab/Simulink s stališča 
arhitekture programske opreme. 
 Izdelava okvirja za integracijo izvorne kode iz vseh uporabljenih orodij, ki omogoča 
združevanje avtomatsko generirane izvorne kode algoritma vodenja, izvorne kode za 
inicializacijo mikrokrmilnika in izvorne kode gonilnikov periferije mikrokrmilnika v 
integriranem razvojnem okolju. 
 Izdelava modela sinhronskega motorja s trajnimi magneti in modela vodenja le-tega v 
orientaciji polja z upoštevanjem karakteristike maksimalnega navora na vložen tok 
(MTPA). 
 Prilagoditev aplikacijskega programskega vmesnika v okolju Matlab/Simulink, tako, 
da omogoča realizacijo preizkusa procesor v zanki za ciljni procesor Freescale 
MPC5643L. 
 Izvedba preizkusov model v zanki, programska oprema v zanki in procesor v zanki na 
nivoju enote, ter na nivoju integracije enot programske opreme. 
 Preizkus programske opreme na realnem sistemu. 
 Podati mnenje o uporabi orodij, ki podpirajo modelno orientirano načrtovanje pri 
razvoju vgradne programske opreme, predstaviti glavne prednosti in slabosti, opažene 
tekom razvoja programske opreme. 
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2. Modelno orientirano načrtovanje programske opreme 
V tem poglavju je pojasnjen cikel razvoja programske opreme, ki ga omogoča modelno 
orientirano načrtovanje. 
2.1 Izvršljiva specifikacija 
Pri razvoju vgradne programske opreme s pomočjo modelno orientiranega načrtovanja je v 
ospredju model, oz. model njegovega okolja. Model je uporabljen skozi celoten cikel razvoja 
programske opreme, skozi kontinuirano verifikacijo, validacijo zahtev, načrtovanja in 
implementacije [8]. Na drugi strani, literatura [9] izpostavlja model kot del tako imenovane 
»popolne« izvršljive specifikacije. Pojem izvršljiv se v tem primeru nanaša na predpostavko, 
da lahko s simulacijo modela pokažemo njegovo obnašanje. Pojem specifikacija pa na vidik, 
da zahteve izpolnimo na načrtovan način. »Popolna« izvršljiva specifikacija zajema 
dokumentacijo načrtovanja, izvršni model in verifikacijsko okolje. Dokumentacija 
načrtovanja sestoji iz zahtev, ki jim mora zadostiti izvršljivi model, iz slovarja podatkov s 
parametri in iz navodil za uporabo. Verifikacijsko orodje zajema testno vezje, testne vektorje 
oz. stimulacijo vhoda in pričakovane ali pravilne odzive izhoda.(Slika 1). 
 
Slika 1: “Popolna” izvršljiva specifikacija 
Bolj ohlapen pojem izvršljive specifikacije v smislu začetne stopnje evolucije modela 
zasledimo v [10]. Na začetku razvoja lahko govorimo o tako imenovanem fizičnem (tudi 
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funkcionalnem) modelu, ki je izpeljan iz specifikacije funkcionalnosti enote, ki je predmet 
razvoja. Fizični model vsebuje funkcijo, ki jo je potrebno razviti in opisuje obnašanje funkcije 
glede na (zvezen) vhodni signal, notranje, zunanje dogodke in stanja. Namen fizičnega 
modela je prikazati algoritem, ki ga bomo razvili v njegovi »najbolj čisti obliki«, ne da bi pri 
tem upoštevali podrobnosti realizacije. Za opis algoritma uporabimo aritmetiko s plavajočo 
vejico. S pomočjo modela lahko izvedemo simulacijo v simulacijskem orodju, zato tak 
modelu imenujemo tudi izvršljiva specifikacija. Fizični model ni nujno primeren za 
implementacijo. Zagotoviti je potrebno, da je algoritem prilagojen na aritmetiko ciljnega 
procesorja, da izpolnjuje zahteve glede razpoložljivih virov (pomnilnik, hitrost izvajanja), 
robustnosti, abstrakcije, ponovne uporabljivosti, ograjevanja (enkapsulacije) itd. Rezultat take 
prilagoditve je implementacijski model [10]. 
 
Slika 2: Izvršljiva specifikacija v obliki t.i. fizičnega modela 
2.2 Relacija izvorna koda – model 
Obstajajo različne povezave med modelom in izvorno kodo, ki jo model opisuje (Slika 3) [11]. 
Za razvoj programske opreme lahko uporabljamo samo kodo. Lahko si pomagamo z 
vizualizacijo kode v primernem grafičnem zapisu, ki omogoči lažje razumevanje strukture in 
obnašanja kode. V primeru sinhronizacije kode in modela, model lahko služi kot osnova za 
ročno implementacijo kode; v kolikor spremenimo kodo, je potrebo ročno spremeniti tudi 
model. Pri modelno orientiranem načrtovanju vsebuje model dovolj podrobnosti za 
generiranje kode. V primeru da uporabimo samo model, nam lahko ta služi na primer za lažje 
razumevanje problema in analizo le-tega. 
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Slika 3: Odnos model - koda 
2.3 Avtomatsko generirana koda 
Pri modelno orientiranem načrtovanju lahko s pomočjo kodnega generatorja prevedemo 
model iz grafičnega modelnega jezika v visokonivojski programski jezik (npr. C, C++), 
govorimo tudi o t.i avtomatskem generiranju kode (iz modela). 
V nadaljevanju navajamo nekaj primerov kodnih generatorjev ter povzemamo navedbe 
proizvajalcev glede njihove skladnosti s standardi. Pojmi kvalifikacija/certifikacija orodja se 
glede na standard razlikujejo [12], skupen cilj teh procesov pa je pridobitev zaupanja v 
uporabljeno orodje. 
 Target Link (dSPACE), omogoča generiranje C kode iz Matlab/Simulink/Stateflow in 
je certificiran s strani TÜV SÜD kot primeren za uporabo (ang. »fit for purpose«) v 
razvoju sistemov, povezanih z varnostjo glede na standarde IEC 61508 in ISO 26262 
[5]. 
 Embedded Coder (The Mathworks), omogoča generiranje C kode iz 
Matlab/Simulink/Stateflow in je certificiran s strani TÜV SÜD kot primeren za 
uporabo v razvoju sistemov, povezanih z varnostjo glede na standarde IEC 61508 in 
EN 50128. Kodni generator je kvalificirano orodje glede na ISO 26262. 
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 ASCET-SE (ETAS), omogoča generiranje C kode iz orodja ASCET-ME, kodni 
generator je v kombinaciji z orodjem za modeliranje in simulacijo ASCET-ME, 
certificiran s strani TÜV SÜD kot primeren za uporabo v razvoju sistemov, povezanih 
z varnostjo glede na standarde IEC 61508 in ISO 26262 [13]. 
 SCADE KCG (Estrel) je generator C kode iz orodja SCADE Suite Modeler in je 
kvalificiran kot razvojno orodje za DO-178B (level A), certificiran za IEC 
61508(SIL3) in EN 50128(SIL3/4) [6]. 
Delež avtomatsko generirane kode iz modelov v vgradni programski opremi je lahko različen; 
iz modelov lahko avtomatsko generiramo izvorno kodo za posamezne funkcije (Slika 4 (a)), 
ali pa izvorno kodo za celotno vgradno programsko opremo (Slika 4 (b)). Pri vključevanju 
posameznih avtomatsko generiranih funkcij v celotno programsko opremo je potrebno 
posvetiti posebno pozornost povezavam med posameznimi funkcijami programske opreme. V 
primeru, ko je celotna programska oprema generirana s kodnim generatorjem, je potrebno 
poskrbeti za vključitev gonilnikov periferije in obstoječe izvorne kode v model programske 
opreme. Prednost celostne predstavitve vgradne programske opreme s pomočjo modelno 
orientiranega načrtovanja je vsebovana arhitektura, ki je določena z zgradbo in hierarhijo 
modela programske opreme.  
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Slika 4: Stopnja uporabe avtomatsko generirane kode v izvršni objektni kodi 
2.4 Metode testiranja v zanki 
Razvite enote programske opreme lahko testiramo s pomočjo testnih primerov. Lahko 
uporabimo testne primere, pri katerih izvajanje testirane enote nima vpliva na izvajanje 
testnega primera. Tako lahko na primer v odprti zanki testiramo izvajanje matematičnih 
funkcij.  
Na drugi strani je lahko izvajanje testnega primera odvisno od tega, kaj dela testiran sistem, v 
tem primeru se testni primer izvaja v zaprti zanki s testiranim sistemom. Testiran sistem 
povežemo s simulacijskim modelom okolja. Okolje testiranega sistema poda vhode 
testiranemu sistemu, le ta izračuna izhode in jih poda nazaj okolju testiranega sistema. V 
kolikor sta oba sistema (testiran sistem in njegovo okolje) deterministična, torej imata pri 
enakem vhodu vedno enak izhod, je izid testnega primera ponovljiv. To nam omogoča, da 
lahko isti testni primer uporabimo v vseh oblikah testov v zanki [14]. Na primer v fazi 
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verifikacije kode lahko uporabimo iste testne primere, kot smo jih uporabili v fazi verifikacije 
modela. 
 
Slika 5: Testiran sistem v interakciji z modelom okolja 
Glede na izvedbo testiranega sistema, ki je povezan s simulacijo okolja, lahko opredelimo 
sledeče teste v zanki [14], [3]: 
 model v zanki, 
 programska oprema v zanki, 
 procesor v zanki, 
 strojna oprema v zanki. 
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2.4.1 Model v zanki 
V tej fazi testiranja ima testiran sistem obliko modela. Model in njegovo okolje simuliramo v 
simulacijskem orodju, običajno na osebnem računalniku. Simulacija ne poteka v realnem času. 
Gre za zgodnje testiranje v razvojnem ciklu programske opreme. S pomočjo testiranj modela 
v zanki lahko generiramo testne primere oz. referenčne izhode testiranega sistema za preostale 
teste v zanki [10]. V nadaljevanju je model v zanki označen s kratico MIL (ang. model in the 
loop). 
 
Slika 6: Model v zanki 
2.4.2 Programska oprema v zanki 
Model nadomestimo z izvorno kodo, ki se bo kasneje izvajala na ciljnem procesorju, npr. v 
jeziku C ali VHDL, zato govorimo o programski opremi v zanki (ang. software in the loop - 
SIL). Vgradna programska oprema in model okolja tečeta navadno na istem računalniku. 
Izvršna koda je prevedena s prevajalnikom za sistem na katerem se izvaja simulacijsko orodje. 
Test programske opreme v zanki se ne izvaja v realnem času [8]. 
V primeru, da izvorna koda ni avtomatsko generirana iz modela, v tem koraku testiranja 
zaznamo morebitna odstopanja oz. napake, ki so posledica ročnega kodiranja na podlagi 
modela. Na primer, lahko bi prišlo do napake zaradi ročne prilagoditve algoritma na 
celoštevilčno aritmetiko. 
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Slika 7: Programska oprema v zanki 
2.4.3 Procesor v zanki 
Izvršna koda se v primeru testa procesor v zanki (ang. processor in the loop - PIL) izvaja na 
ciljnem procesorju ali na simulatorju strojne kode [4], v simulacijskem orodju pa se izvaja 
model okolja. V literaturi je test s simulatorjem strojne kode poimenovan tudi simulator v 
zanki [15]. Izvršna koda je prevedena s prevajalnikom za ciljni procesor. Povezavo med 
ciljnim procesorjem in simulacijskim orodjem na osebnem računalniku, izvedemo preko 
komunikacijskega protokola (CAN, ethernet…). V primeru procesorja v zanki se izvršna koda 
ne izvaja v realnem času. Testi s procesorjem v zanki nam pomagajo odkriti napake kodnega 
generatorja, prevajalnika za ciljni procesor oz. celo napake arhitekture procesorja. 
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Slika 8: Procesor v zanki 
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2.4.4 Strojna oprema v zanki 
Pri izvajanju testov s strojno opremo v zanki (ang. hardware in the loop – HIL) se izvršna 
koda izvaja na končnem vgradnem sistemu. Simulacija okolja se izvaja na namenski strojni 
opremi, ki v realnem času stimulira vhode/senzorje in odčitava izhode/aktuatorje vgradnega 
sistema [8]. Test strojne opreme v zanki je zadnji korak pred integracijo sistema in testom le-
tega. 
 
Slika 9: Strojna oprema v zanki. 
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2.5 Koraki razvoja modelno orientiranega načrtovanja in njihova 
umestitev v standard razvoja programske opreme  
Testi v zanki so močno verifikacijsko orodje, zato jih je smiselno vključiti v proces razvoja 
programske opreme. V nadaljevanju povzamemo osnovne korake modelno orientiranega 
načrtovanja, ki vključuje tudi teste v zanki [16], [3]. 
Slika 10 prikazuje korake razvoja programske opreme, ki jih omogoča modelno orientirano 
načrtovanje in umestitev teh korakov v standard razvoja programske opreme ISO 26262 [2]. 
Standard ISO 26262 je mednarodni standard, ki obravnava funkcijsko varnost v avtomobilih. 
Njegov podsklop ISO 26262-6 [3] naslavlja razvoj programske opreme in vključuje tudi 
napotke v primeru uporabe modelno orientiranega načrtovanja, vendar ne predpisuje orodij, ki 
morajo biti uporabljena pri razvoju skladnem z njim. 
Začetni korak modelno orientiranega načrtovanja je razvoj modela oz. izvršne specifikacije na 
podlagi zahtev. Verificiran model je nato primerna osnova iz katere generiramo izvorno kodo. 
Iz izvorne kode s prevajanjem dobimo izvršno objektno kodo (Slika 10 (b)). S stališča 
modelno orientiranega načrtovanja lahko verifikacijo in validacijo razdelimo na verifikacijo 
načrtovanja in verifikacijo kode [16], (Slika 10 (b)). 
V postopku verifikacije načrtovanja je potrebno pokazati, da se model, ki se bo uporabil za 
proizvodno kodo, izvaja, kot je specificirano v zahtevah in ne vsebuje nepredvidene 
funkcionalnosti. V koraku verifikacije načrtovanja se izvajajo: 
 Pregledi in statična analiza na modelni ravni. V tem koraku se ročno pregleda model. 
Če je mogoče, se pregledi avtomatizirajo z ustreznimi orodji. 
 Testiranje modula in integracije na modelni ravni. Enoto testiramo s pomočjo testnih 
primerov, ki so razviti na podlagi zahtev. Cilj testiranja je, da pokažemo, da model 
izvaja predvideno funkcionalnost in ne izvaja nepredvidene funkcionalnosti. Testirane 
enote so nato združene v integracijo, ki je testirana glede na pripadajoč test integracije, 
ki mora pokazati, da integrirane enote izvajajo želeno funkcijo in ne izvajajo neželene 
funkcije. V tem koraku se med drugim uporablja metoda testiranja model v zanki. 
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Slika 10: Umestitev procesa modelno orientiranega načrtovanja (b) v V-diagram ISO 26262-6 (a) 
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V postopku verifikacije kode je potrebno pokazati enakost med modelom in pripadajočo 
objektno ter izvorno kodo, ki ne sme vsebovati neželene funkcionalnosti. Gre za primerjavo 
obnašanja in strukture modela in objektne kode. V koraku verifikacije kode se izvajajo: 
 Testiranje enakosti modela in kode. Pokazati je potrebno numerično enakost med 
modelom in objektno kodo, ki je prevedena iz avtomatsko generirane izvorne kode. 
 Preprečevanje neželene funkcionalnosti. Pokazati je potrebno, da generirana izvorna C 
koda ne izvaja nepredvidene funkcionalnosti, to pomeni, da koda ne vsebuje 
funkcionalnosti, ki niso vsebovane v modelu. 
Tak pristop omogoča skladnost procesa z ISO 26262, ki ima strukturo V-diagrama (Slika 11), 
ki je referenčni procesni model za različne faze razvoja, med drugim tudi za fazo razvoja 
programske opreme (Slika 10 (a)). V (Tabela 1) so povzete faze in cilji razvoja programske 
opreme, ki jih predpisuje standard. Pri posamezni fazi razvoja je podana tudi metoda testiranja 
v zanki, ki se v opisani fazi lahko uporablja. 
 
Slika 11: Shematski prikaz delov standarda ISO 26262 v V-diagramu in poudarjen del standarda ISO 26262-6 
















Začetek razvoja izdelka na 
ravni programske opreme 
Načrtovati in pričeti z aktivnostmi funkcionalne varnosti 




zahtev programske opreme 
Specificirati varnostne zahteve programske opreme, ki 
morajo biti izpeljane iz tehničnega varnostnega 
koncepta in iz specifikacij sistema. 
Specificiraj zahteve vmesnikov med programsko in 
strojno opremo. 
Preveriti je potrebno, da se varnostne zahteve 
programske opreme in zahteve vmesnikov med 
programsko in strojno opremo skladajo s tehničnim 





Razvoj arhitekture programske opreme, ki realizira 
varnostne zahteve programske opreme. 





programske opreme.  
Specifikacija programskih enot, glede na arhitekturo in 
varnostne zahteve programske opreme.  
Implementacija enote programske opreme, kot je bila 
specificirana.  
Statična verifikacija načrtovanja in implementacije 





Pokazati je potrebno, da enota programske opreme 







Integracija in testiranje 
programske opreme 
Integracija elementov programske opreme. 
Pokazati je potrebno, da je arhitektura programske 







zahtev programske opreme 
Pokazati je potrebno, da vgradna programska oprema 
izpolnjuje varnostne zahteve programske opreme. 
HIL 
a Model v zanki, ang. »Model in the loop« 
b Programska oprema v zanki, ang. »Model in the loop« 
c Procesor v zanki, ang. »Processor in the loop« 
d Strojna oprema v zanki, ang. »Hardware in the loop« 
Tabela 1: Faze razvoja programske opreme definirane v ISO 26262-6 
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3. Umestitev vgradne programske opreme v sistem 
Z orodji in postopki modelno orientiranega načtrtovanja razvita programska oprema je del 
sistema, ki je sestavljen iz trifaznega sinhronskega motorja s trajnimi magneti in 
elektronskega vezja. Namen sistema je pretvorba električne moči na vhodu v elektronsko 
vezje, v mehansko moč na osi motorja. Elektronsko vezje, ki je napajano z enosmerno 
napetostjo, pretvarja enosmerno napetost v trifazno izmenično napetost tako, da zagotovi 
sinhronizacijo magnetnega sklepa statorja z magnetnim sklepom rotorja. 
Elektronsko vezje razdelimo na močnostni in krmilni del. Močnostni del je sestavljen iz treh 
enakih vej s po dvema stikaloma, med kateri je priključena faza motorja. Za potrebe 
regulacije faznih tokov s krmilnim vezjem merimo fazne tokove, enosmerno napetost in 
položaj rotorja. Bistven del krmilnega vezja je mikrokrmilnik, ki izvaja algoritem vodenja 
motorja.  
 
Slika 12: Shema sistema pogona 
Opisan sistem bomo predstavili z dvema modeloma, t.j. z modelom vodenja in modelom 
sinhronskega motorja s trajnimi magneti, pri čemer ne bomo posebej modelirali 
razsmerniškega vezja. 
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Slika 13: Predstavitev pogona z modelom vodenja in modelom SMTM 
4. Sinhronski motor s trajnimi magneti  
Statorska fazna navitja so pri trifaznem sinhronskem motorju s trajnimi magneti medsebojno 
zamaknjena za 120° električno ter so vezana v vezavo zvezda. Navor na osi motorja je 
posledica interakcije rotorskega in statorskega magnetnega sklepa. Rotorski magnetni sklep 
generirajo trajni magneti, ki so bodisi nameščeni po obodu statorja, bodisi potopljeni. 
Statorski magnetni sklep generiramo z vsiljevanjem napetosti na fazna navitja tako, da 
rotorski magnetni sklep trajnih magnetov sinhrono sledi statorskemu magnetnemu sklepu.  
4.1 Osnovne geometrijske transformacije  
V nadaljevanju povzemamo osnovne transformacije [17], ki so potrebne za razumevanje 
zapisa modela motorja in izvedbo vodenja v orientaciji polja. Transformacije med 
koordinatnimi sistemi veljajo tako za fazne tokove, napetosti, kot magnetne sklepe. 
Posamezna transformacija je zapisana z veličino, ki jo potrebujemo v okviru vodenja sistema 
oz. razumevanja modela motorja. 
Pod predpostavko, da je vsota vseh faznih tokov v vsakem trenutku enaka nič (1), definiramo 
vektor statorskega toka (2). Namesto s tremi faznimi veličinami, medsebojno zamaknjenimi 
za 120° električno, vektor statorskega toka definiramo z dvema veličinama v dvofaznem 
statorskem koordinatnem sistemu αβ (3), ki je glede na statorsko navitje stacionaren, os α je 
poravnana z osjo navitja faze A. 
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3 ) (2) 
 𝑖𝑠⃑⃑ = 𝑖𝛼 + j𝑖𝛽 (3) 
Dobili smo vektor, ki se vrti s hitrostjo 𝜔𝑒𝑙. Razmere prikazuje (Slika 14). 
 
Slika 14: Projekcija vektorja statorskega toka  v dvofaznem statorskem koordinatnem sistemu 































































Motorne veličine lahko zapišemo tudi v koordinatnem sistemu rotorskega magnetnega sklepa, 
ki je glede na stator (fazo A) premaknjen za kot 𝜃. Statorski tok 𝑖𝑠⃑⃑  v dvofaznem statorskem 
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koordinatnem sistemu αβ je povezan s tokom 𝑖𝑠′⃑⃑⃑⃑  v koordinatnem sistemu rotorskega 
magnetnega sklepa z relacijami (6), (7), (8). 
 
𝑖𝑠⃑⃑ = 𝑖𝛼 + j𝑖𝛽 = 𝑖𝑠′⃑⃑⃑⃑ 𝑒
𝑗𝜃 (6) 
 𝑖𝑠′⃑⃑⃑⃑ = 𝑖𝑑 + j𝑖𝑞 = 𝑖𝑠⃑⃑ 𝑒
−𝑗𝜃 (7) 
 𝑖𝑑 + j𝑖𝑞 = (𝑖𝛼 + j𝑖𝛽)𝑒
−𝑗𝜃 (8) 
 
Slika 15: Vpeljava rotirajočega koordinatnega sistema 
 
Transformacijo iz dvofaznega statorskega koordinatnega sistema v dvofazni koordinatni 






cos 𝜃 sin 𝜃











cos 𝜃 −sin 𝜃





Dobili smo orodje, s katerim lahko trifazne tokove oz. napetosti pretvorjene v koordinatni 
sistem dq obravnavamo kot enosmerne veličine. V okviru veličin, predstavljenih v 
koordinatnem sistemu dq, bomo v nadaljevanju izvedli vodenje stroja. Fazne tokove bomo 
regulirali s pomočjo vsiljevanja ustreznih faznih napetosti. 
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4.2 Model sinhronskega motorja s trajnimi magneti 
Sinhronski motor s trajnimi magneti predstavimo v koordinatnem sistemu dq [18]. Električni 
sistem stroja opišemo z napetostnima enačbama (11), (12).  
 
𝑢𝑑 = 𝑅𝑠𝑖𝑑 + 𝐿𝑑
𝑑𝑖𝑑
𝑑𝑡
− 𝜔𝑒𝑙𝐿𝑞𝑖𝑞 (11) 
 
𝑢𝑞 = 𝑅𝑠𝑖𝑞 + 𝐿𝑞
𝑑𝑖𝑞
𝑑𝑡
+ 𝜔𝑒𝑙𝐿𝑑𝑖𝑑 + 𝜔𝑒𝑙 𝜓𝑚 (12) 
Električni navor je podan s (13). Ko sta induktivnosti navitij Lq in Ld enaki, k navoru 
efektivno prispeva samo tok v osi q. Slednje je značilno za izvedbe stroja z magneti, 
nameščenimi na površini rotorja. V primeru izvedbe rotorja s potopljenimi magneti, kjer velja 





𝑝(𝜓𝑚𝑖𝑞 + (𝐿𝑑 − 𝐿𝑞)𝑖𝑑𝑖𝑞) (13) 
Mehanska enačba gibanja motorja je podana s (14) in nam daje povezavo med vztrajnostjo in 





= 𝑇𝑒 − 𝑇𝐿 − 𝐵𝜔𝑚𝑒ℎ (14) 
Električna hitrost je povezana z mehansko hitrostjo rotorja preko števila polovih parov rotorja.  
 𝜔𝑒𝑙 = 𝑝𝜔𝑚𝑒ℎ (15) 
Če povzamemo zgornje relacije v celoto, vidimo, da bomo z ustrezno vsiljeno napetostjo 
pognali tok, ki bo generiral navor na osi motorja. V primeru, da bomo z električnim navorom 
premagali nasprotujoče komponente navora, se bo rotor zavrtel z rotorsko hitrostjo, ki bo 
vplivala na napetostno ravnotežje električnega podsistema. 
 
Slika 16: Nadomestno vezje sinhronskega motorja s trajnimi magneti z izraženimi poli. 
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5. Izvedba vodenja v orientaciji polja 
Tokovno vodenje v orientaciji polja temelji na trifazno dvofazni transformaciji statorskega 
toka v koordinatni sistem rotorskega magnetnega sklepa, kjer se vrši ločena regulacija 
navorne in magnetilne komponente toka. Izvršeni regulaciji sledi dvofazno trifazna 
transformacija napetosti v statorski koordinatni sistem v povezavi z modulacijo napetosti, s 
katero krmilimo stikalni pretvornik. 
 
Slika 17: Vodenje SMTM v orientaciji polja 
5.1 Izbira referenčnih tokov glede na referenco navora 
V kolikor za cilj vodenja izberemo doseganje maksimalnega navora glede na statorski tok 
skozi navitja, imamo glede na enačbo navora (13) dve različni možnosti odvisni od 
konstrukcije stroja oz. vzdolžne in prečne induktivnosti stroja Ld in Lq. 
V primeru stroja s površinsko nameščenimi magneti velja, da sta induktivnosti Ld in Lq enaki, 
zato se enačba navora poenostavi tako, da je navor premosorazmeren magnetnemu sklepu 







Referenčni vrednosti navornega in magnetilnega toka sta glede na želen navor podani s (17). 







, 𝑖𝑑 𝑟𝑒𝑓 = 0 
(17) 
V primeru stroja pri katerem velja, da je Ld manjši od Lq , imamo možnost, da izkoristimo 
reluktančni navor stroja. Za izbran iznos statorskega toka želimo poiskati tako kombinacijo 
referenčnih vrednosti magnetilne in navorne komponente toka, ki nam da največji navor; 
rešitev je torej ekstrem funkcije navora. Krivulje konstantnega navora, ki izhajajo iz (13), so 
na sliki (Slika 18) označene s T1, T2, T3. Za vsako izmed njih lahko poiščemo najmanjšo 
vrednost statorskega toka in tako dobimo krivuljo maksimalnega navora na enoto toka 
(MTPA) [19]. 
 
Slika 18: Krivulja maksimalnega navora glede na vložen tok 
Ena izmed možnosti iskanja optimalne krivulje je, da v enačbi navora (13) prečno 
komponento toka nadomestimo s povezavo med statorskim tokom in magnetilno komponento 
toka, ki izhaja iz (18) in tako dobimo enačbo navora v obliki (19). 
 
|𝑖𝑠| = √𝑖𝑑







2 + (𝐿𝑑 − 𝐿𝑞)𝑖𝑑√𝑖𝑠2 − 𝑖𝑑
2) (19) 
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Iščemo najmanjši magnetilni tok pri danem skupnem statorskem toku, s katerim dosegamo 
maksimalen navor. S pomočjo prvega odvoda enačbe navora po magnetilnem toku (20) 






















Z vstavljanjem dobljenih rešitev (21) v drugi odvod enačbe navora po magnetilni komponenti 
toka določimo maksimum, katerega dobimo v primeru, da je vrednost drugega odvoda v 
izbrani točki manjša od nič (22). V primeru, ko je Ld manjša od Lq, je iskani magnetilni 
referenčni tok podan s (23). 
 𝑑2𝑇𝑒
𝑑𝑖𝑑












; 𝑝𝑟𝑖 𝐿𝑑 < 𝐿𝑞 
(23) 
Tako lahko za vrednost statorskega toka dobimo referenčno vrednost magnetilne komponente 
toka, na podlagi obeh pa izračunamo še navorno komponento toka. Za vsako kombinacijo 
dobljenih referenčnih vrednosti navorne in magnetilne komponente izračunamo navor (13) in 
dobimo zapis v obliki tabele. 
Poudariti je potrebno, da je enačba (23) izpeljana na podlagi magnetno linearnega 
dinamičnega modela sinhronskega motorja s trajnimi magneti, ki je obravnavan v tem delu in 
pri katerem poenostavljeno predpostavimo nespremenljivost parametrov motorja, t.j. 
induktivnosti in magnetnega pretoka. Tak model ima torej pomanjkljivost, da ne zajame npr. 
nelinearnega obnašanja železnega jedra motorja. Magnetno nelinearen dinamični model, ki je 
bližje realnosti in pri katerem so parametri motorja lahko funkcije več spremenljivk, je 
predstavljen v [20]. 
Slika 19 prikazuje krivulje referenčnih tokov v odvisnosti od referenčnega navora, ki 
zagotavljajo maksimalen navor glede na vložen tok. Prikazane so referenčne krivulje, 
izračunane na podlagi obravnavanega linearnega modela. Za primerjavo so prikazane tudi 
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referenčne krivulje nelinearnega modela, ki so pridobljene na podlagi simulacije/analize 
motorja s programom, ki temelji na numerični metodi končnih elementov. 
 
Slika 19: Referenčne vrednosti tokov pri vodenju po principu MTPA za primer magnetno linearnega in 
magnetno nelinernega modela sinhronskega motorja s trajnimi magneti. 
Slika 20 (a) prikazuje odvisnost navora od amplitude statorskega toka in kota med vektorjem 
statorskega toka in ordinatno osjo q rotorskega koordinatnega sistema (Slika 20 (b)). Podatki 
na (Slika 20 (a)) so rezultat analize z orodjem, ki temelji na numerični metodi končnih 
elementov, torej so pridobljeni z upoštevanjem nelinearnosti parametrov motorja. Modra 
krivulja na ploskvi navora (Slika 20 (a)) nazorno predstavlja, kako izbira optimalnega kota, 
pri izbrani vrednosti statorskega toka rezultira v maksimalnem navoru. 











Slika 20: Odvisnost navora od vektorja statorskega toka. 
 
Po dobljenih krivuljah lahko stroj vodimo dokler ne pridemo do omejitve zaradi napajalne 
napetosti pretvornika, ki je določena s (24).  
 
√𝑢 𝑑2 + 𝑢𝑞2 = 𝑢𝑠 ≤ 𝑈𝑠 𝑚𝑎𝑥 (24) 
Če v (24) vstavimo napetostni enačbi stroja (11), (12) in predpostavimo, da je padec napetosti 
na upornosti v primerjavi z inducirano napetostjo majhen, dobimo v primeru, ko je Ld manjša 
od Lq, enačbo elipse (25), ki omejuje krivuljo maksimalnega navora glede na vložen tok s 
stališča razpoložljive napetosti pretvornika pri določeni hitrosti vrtenja stroja. 
 





Leva stran neenačbe (25) predstavlja vrednost skupnega magnetnega pretoka v stroju, desna 
stran pa maksimalno vrednost skupnega magnetnega pretoka glede na razpoložljivo napajalno 
napetost in hitrost vrtenja rotorja [19]. Tako sta na (Slika 18), pri predpostavki, da se 
razpoložljiva napajalna napetost ne spreminja, z 𝜓𝑚𝑎𝑥(𝜔1), 𝜓𝑚𝑎𝑥(𝜔2)  označeni elipsi 
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največjega skupnega magnetnega pretoka pri hitrostih vrtenja rotorja 𝜔1in 𝜔2, pri čemer velja 
|𝜔1|<|𝜔2|. 
Neenačbo (25) preoblikujemo v neenačbo (26), iz katere sta razvidna oba radija elipse in njen 
izmik iz koordinatnega izhodišča v osi d. Vidimo, da se radija elipse z višanjem hitrosti 


















2 ≤ 1 
(26) 
V primeru, da sta induktivnosti Ld in Lq enaki, enačba (26) predstavlja enačbo krožnice. Tako 
v primeru krožnice, kot v primeru elipse, je središče le-teh določeno s točko (27). 
 
𝑖𝑑 = − 
𝜓𝑚
𝐿𝑑
, 𝑖𝑞 = 0 
(27) 
Obravnavana omejitev tokov zaradi napajalne napetosti postane bolj kompleksna, če bi 
upoštevali še spreminjanje induktivnosti v odvisnosti od toka 𝐿𝑞(𝑖𝑑, 𝑖𝑞), 𝐿𝑑(𝑖𝑑, 𝑖𝑞)  in 
odvisnost magnetnega sklepa trajnih magnetov od temperature 𝜓𝑚(𝑇). 
5.2 Tokovna regulacija 
Na podlagi referenčnih vrednosti tokov vršimo tokovno regulacijo predstavljeno v 
nadaljevanju. Iz napetostnega modela sinhronskega motorja s trajnimi magneti v 
koordinatnem sistemu dq (11), (12), je razvidna medsebojna povezanost podsistemov v oseh d 
in q in sicer preko gibalnih induciranih napetosti. Če iz napetostnega modela podsistema 
motorja izvzamemo komponente, ki so posledica delovanja drugega podsistema, lahko 
napetostni model v osi d poenostavimo (28), oziroma zapišemo s prenosno funkcijo v 
prostoru stanj (29). 
 










Tokovno regulacijo za komponento toka d izvedemo z regulatorjem PI (30), (31).  
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𝑢𝑑 = 𝐾𝑝𝑑 ((𝑖𝑑 𝑟𝑒𝑓 − 𝑖𝑑) +
1
𝜏𝑖𝑑
∫ (𝑖𝑑 𝑟𝑒𝑓 − 𝑖𝑑)𝑑𝑡 
𝑡
0
)  (30) 
 𝑢𝑑(𝑠)





S kaskadno vezavo regulatorja PI (31) in poenostavljenega napetostnega modela (29), dobimo 













Možnost nastavitve parametrov regulatorja PI s pomočjo kompenzacije največje časovne 
konstante procesa je podana v literaturi [21]. Z ustrezno izbiro vrednosti integracijske 
konstante 𝜏𝑖𝑑  (33) , lahko z ničlo regulatorja kompenziramo pol procesa. Dobimo 
odprtozančno prenosno funkcijo sistema v poenostavljeni obliki (34) in pripadajočo 





























Proporcionalno ojačenje 𝐾𝑝𝑑 regulatorja PI izberemo tako, da dosežemo želen odziv sistema 

















Vodenje izvedemo tako, da posamezen podsistem napetostnega modela (11) oz. (12) 
napajamo z napetostmi (39) in (40), h katerima prispevata izvedena tokovna regulacija in 
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kompenzaciji napetosti (41) in (42), ki sta posledici delovanja drugega podsistema. 
 𝑢𝑑 𝑟𝑒𝑓 = 𝑢𝑑 + 𝑢𝑑 𝑘𝑜𝑚𝑝 (39) 
 𝑢𝑞 𝑟𝑒𝑓 = 𝑢𝑞 + 𝑢𝑞 𝑘𝑜𝑚𝑝 (40) 
 𝑢𝑑 𝑘𝑜𝑚𝑝 = −𝜔𝑒𝑙𝐿𝑞𝑖𝑞 (41) 
 𝑢𝑞 𝑘𝑜𝑚𝑝 = 𝜔𝑒𝑙(𝐿𝑑𝑖𝑑 + 𝜓𝑚) (42) 
Referenčne vrednosti napetosti ne smejo presegati maksimalne dovoljene napetosti. 
Generiramo lahko referenčne vrednosti napetosti tako, da velja (43). 
 
√𝑢 𝑑 𝑟𝑒𝑓
2 + 𝑢𝑞 𝑟𝑒𝑓
2 ≤ 𝑈𝑠 𝑚𝑎𝑥 (43) 
Pri izračunu mejnih vrednosti regulatorjev toka upoštevamo, da kompenziramo inducirano 
napetost za regulatorjem, zato mejne vrednosti regulatorjev premaknemo za vrednost 
inducirane napetosti. Postopek izračuna referenčnih napetosti izvedemo tako, da najprej 
izračunamo mejne vrednosti regulatorja magnetenja (44), (45), izvedemo regulacijo 
magnetenja, kompenziramo inducirano napetost v tej veji, dobljeno napetost pa upoštevamo 
pri izračunu mejnih vrednosti regulatorja navora (46), (47). Sledi še regulacija navora in 
kompenzacija inducirane napetosti v tej veji. S slednjim zaporedjem omejimo navorno 
komponento toka, magnetilna pa sledi referenčni vrednosti. 
 𝑈𝑑 𝑟𝑒𝑔 𝑚𝑎𝑥 = 𝑈𝑠 𝑚𝑎𝑥 − 𝑢𝑑 𝑘𝑜𝑚𝑝 (44) 
 𝑈𝑑 𝑟𝑒𝑔 𝑚𝑖𝑛 = −𝑈𝑠 𝑚𝑎𝑥 − 𝑢𝑑 𝑘𝑜𝑚𝑝 (45) 
 
𝑈𝑞 𝑟𝑒𝑔 𝑚𝑎𝑥 = √𝑈𝑠 𝑚𝑎𝑥
2 − 𝑢𝑑 𝑟𝑒𝑓2 − 𝑢𝑞 𝑘𝑜𝑚𝑝 (46) 
 
𝑈𝑞 𝑟𝑒𝑔 𝑚𝑖𝑛 = −√𝑈𝑠 𝑚𝑎𝑥
2 − 𝑢𝑑 𝑟𝑒𝑓2 − 𝑢𝑞 𝑘𝑜𝑚𝑝 (47) 
Z referenčnimi napetostmi (39) in (40), lahko napajamo model sinhronskega motorja s 
trajnimi magneti oz. električni podsistem stroja, ki je bil predhodno opisan z napetostnima 
enačbama (11) in (12). Simulacijo vodenja sinhronskega motorja s trajnimi magneti bi lahko 
torej izvedli v dvofaznem koordinatnem sistemu rotorskega magnetnega sklepa.  
Ker je naš cilj, poleg simulacije, tudi izdelava algoritma vodenja, ki se izvaja na vgradnem 
sistemu, s pomočjo katerega vzbujamo motor s tremi faznimi napetostmi, je potrebno 
referenčni napetosti ustrezno preslikati v trifazni sistem tako, da lahko s pomočjo strojne 
opreme vzbujamo statorska navitja motorja. 
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5.3 Vektorska pulznoširinska modulacija 
Poznamo več načinov implementacije pulznoširinske modulacije, le-te so podrobneje 
predstavljene v literaturi [22]. Ena izmed uveljavljenih pulznoširinskih modulacij je vektorska 
pulznoširinska modulacija, katere algoritem je predstavljen v nadaljevanju. 
Za vsiljevanje napetosti na navitja motorja uporabimo pretvornik z enosmernim napetostnim 
vmesnim krogom, ki je sestavljen iz šestih stikal, kot kaže (Slika 21). S stikali poenostavljeno 
ponazorimo močnostne polprevodniške elemente, npr. MOS-FET ali IGBT tranzistorje. 
Z ustreznim preklapljanjem stikal realiziramo napetosti, ki poženejo tokove skozi fazna 
navitja motorja. Stikalne elemente lahko krmilimo s pulznoširinsko modulacijo, s katero 
želeno napetost pretvorimo v čas prevajanja stikalnega elementa znotraj periode modulacije.  
V izogib kratkemu stiku, stikali v isti veji ne smeta biti istočasno vklopljeni. Če 
predpostavimo še, da so v vsakem trenutku vklopljena tri stikala, dobimo osem možnih 
različnih napetostnih vektorjev (Slika 22), ki določajo šest sektorjev. Dva napetostna vektorja 
sta ničelna, dobimo ju s sklenitvijo vseh zgornjih oz. vseh spodnjih stikal. Tabela 2 prikazuje 
stanja zgornjih stikal razsmernika za posamezen vektor, pri čemer je stikalo, ki prevaja, 
označeno z 1. 
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 S1 S3 S5 𝑢𝐴 𝑢𝐵 𝑢𝐶  
𝑈0⃑⃑ ⃑⃑  0 0 0 0 0 0 




























































𝑈7⃑⃑ ⃑⃑  1 1 1 0 0 0 
Tabela 2: Stanje zgornjih stikal glede na napetostni vektor in pripadajoče fazne napetosti. 
 
Slika 22: Sektorji, napetostni vektorji 
Za realizacijo sinusnih faznih in medfaznih napetosti potrebujemo večji nabor vektorjev 
napetosti. Z napetostnim pretvornikom lahko generiramo napetosti znotraj šesterokotnika, ki 
je določen s predstavljenimi vektorji napetosti. Če se omejimo z zahtevo, da bomo generirali 
rotirajoče vektorje napetosti s konstantno magnitudo, imamo na voljo področje znotraj 
včrtanega kroga šesterokotnika (Slika 22). Dolžina ne-ničelnih osnovnih napetostnih 















?⃑? 0          ?⃑? 7 
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geometrije lahko ugotovimo, da je radij včrtanega kroga enak 𝑈𝑑𝑐/ √3. Slednjo omejitev 
bomo upoštevali pri generiranju referenčnih napetosti. Ker bodo le-te izračunane v 









= 𝑈𝑠 𝑚𝑎𝑥 (48) 
Vektor znotraj sektorja realiziramo tako, da časovno utežimo osnovna vektorja napetosti (Ux, 
Uy), ki mejita na sektor (s časom ta oz. tb ) in ničelna vektorja napetosti (vsakega s časom t0/2) 
znotraj periode modulacije Tm (Slika 23). 
 𝑇𝑚 = 𝑡𝑎 + 𝑡𝑏 + 𝑡0 (49) 













 𝑦 = {
𝑥 + 1; 1 ≤ 𝑥 < 6
1; 𝑥 = 6
       𝑥, 𝑦 ∊ ℤ  (51) 












Slika 23: Realizacija poljubnega vektorja znotraj sektorja x 
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Poljuben napetostni vektor ?⃑? 𝑆  smo izrazili z vektorjema ?⃑? 𝑎  in ?⃑? 𝑏 . Ker bo zahtevana 
referenčna napetost, ki jo bomo generirali s pomočjo vektorske pulznoširinske modulacije, 
podana v koordinatnem sistemu αβ, potrebujemo še povezavo med 𝑡𝑎 in 𝑡𝑏 ter napetostima 





|𝑈𝑟𝑒𝑓⃑⃑ ⃑⃑ ⃑⃑ ⃑⃑  | sin(
𝜋
3





|𝑈𝑟𝑒𝑓⃑⃑ ⃑⃑ ⃑⃑ ⃑⃑  | sin(𝛼) (55) 
Na podlagi izračunanega trajanja posameznega napetostnega vektorja definiramo stanja 
zgornjih stikal znotraj periode Tm. Uporabimo simetrično shemo [23], pri kateri je zaporedje 
vektorjev znotraj periode modulacije definirano kot 
 𝑈0, 𝑈𝑥, 𝑈𝑦, 𝑈7, 𝑈𝑦, 𝑈𝑥, 𝑈0 (56) 
Slika 24 prikazuje simetrični vzorec preklapljanja zgornjih tranzistorjev z vektorsko 
pulznoširinsko modulacijo na primeru napetostnega vektorja iz sektorja 1. 
 
Slika 24: Zaporedje in trajanje vektorjev v sektorju 1 
Izračun časov vklopa 𝑡𝐴, 𝑡𝐵, 𝑡𝐶  zgornjih tranzistorjev za posamezen sektor podaja (Tabela 3). 
Časa 𝑡𝑎 in  𝑡𝑏 sta izražena s pomočjo (54), (55), vendar smo kotno odvisnost nadomestili z 
napetostjo 𝑢𝛼 , 𝑢𝛽. 
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𝑇𝑚 − 𝑍 + 𝑋
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𝑇𝑚 − 𝑡𝑎 − 𝑡𝑏
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(𝑢𝛽 + √3𝑢𝛼) Y 
√3𝑇𝑚
2𝑢𝑑𝑐
(𝑢𝛽 − √3𝑢𝛼) Z 
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𝑇𝑚 − 𝑋 + 𝑌
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𝑇𝑚 + 𝑋 − 𝑌
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𝑇𝑚 − 𝑡𝑎 − 𝑡𝑏
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𝑇𝑚 − 𝑍 + 𝑋
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𝑇𝑚 + 𝑍 + 𝑋
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(−√3𝑢𝛼 − 𝑢𝛽) -Y 
√3𝑇𝑚
2𝑢𝑑𝑐
(√3𝑢𝛼 − 𝑢𝛽) -Z 











𝑇𝑚 − 𝑡𝑎 − 𝑡𝑏
2
 
𝑇𝑚 + 𝑌 + 𝑍
2
 













(𝑢𝛽 + √3𝑢𝛼) Y 











𝑇𝑚 − 𝑡𝑎 − 𝑡𝑏
2
 
𝑇𝑚 + 𝑋 − 𝑌
2
 




𝑇𝑚 − 𝑋 − 𝑌
2
 
Tabela 3: Časa trajanja (ta, tb) osnovnih napetostnih vektorjev (Ux, Uy), ki mejita na aktivni sektor x, in časi 
trajanja vklopa (tA, tB, tC) zgornjih tranzistorjev v primeru vektorske modulacije za sektorje 1 do 6 
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Uvedemo nadomestne spremenljivke X, Y, Z, s katerimi izrazimo čase vklopa zgornjih 















(𝑢𝛽 − √3𝑢𝛼) (59) 
 
Po preureditvi vidimo (Tabela 3), da so časi vklopa zgornjih tranzistorjev enaki za tri pare 
sektorjev, zapis časov vklopa povzamemo v (Tabela 4). 
SEKTOR 1, 4 2, 5 3, 6 
𝑡𝐴 𝑇𝑚 + 𝑋 − 𝑍
2
 
𝑇𝑚 + 𝑌 − 𝑍
2
 
𝑇𝑚 − 𝑋 + 𝑌
2
 
𝑡𝐵 𝑇𝑚 + 𝑋 + 𝑍
2
= 𝑡𝐴 + 𝑍 
𝑇𝑚 + 𝑌 + 𝑍
2
= 𝑡𝐴 + 𝑍 
𝑇𝑚 + 𝑋 − 𝑌
2
= 𝑡𝐶 + 𝑋 
𝑡𝐶 𝑇𝑚 − 𝑋 + 𝑍
2
= 𝑡𝐵 − 𝑋 
𝑇𝑚 − 𝑌 − 𝑍
2
= 𝑡𝐴 − 𝑌 
𝑇𝑚 − 𝑋 − 𝑌
2
= 𝑡𝐴 − 𝑌 
Tabela 4: Časi vklopa zgornjih tranzistorjev vektorske modulacije 
Določili smo enačbe za izračun trajanja vklopa, ostane nam še identifikacija sektorja. Za 
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Slika 25: Referenčna napetost za vektorsko modulacijo v dvofaznem stacionarnem koordinatnem sistemu 
                  
Slika 26: Referenčna napetost za vektorsko modulacijo v trifaznem stacionarnem koordinatnem sistemu, 
pretvorjena z modificirano transformacijo za potrebe določitve sektorja 
 
 𝑢𝑟𝑒𝑓3 > 0 𝑢𝑟𝑒𝑓3 ≤ 0 
𝑢𝑟𝑒𝑓2 > 0 𝑢𝑟𝑒𝑓2 ≤ 0 𝑢𝑟𝑒𝑓2 > 0 𝑢𝑟𝑒𝑓2 ≤ 0 
 𝑢𝑟𝑒𝑓1 ≤ 0 𝑢𝑟𝑒𝑓1 > 0 𝑢𝑟𝑒𝑓1 ≤ 0 𝑢𝑟𝑒𝑓1 > 0  
SEKTOR 5 4 3 6 1 2 
Tabela 5:Pravilo za določanje sektorja na podlagi modificirane transformacije napetosti iz dvofaznega v trifazni 
sistem 
Dobili smo kriterije za določitev sektorja. Ker vidimo v izrazih za 𝑢𝑟𝑒𝑓1, 𝑢𝑟𝑒𝑓2 , 𝑢𝑟𝑒𝑓3 (60) 
podobnost z izrazi za X, Y, Z (57), (58), (59), izrazimo medsebojno povezavo (61), (62), (63), 
(64). 
















= −𝑘𝑌 (64) 
 
Tabelo (Tabela 5) preuredimo tako, da za določanje sektorja uporabimo enake izraze X, Y, Z, 
kot jih rabimo za izračun časov 𝑡𝐴, 𝑡𝐵, 𝑡𝐶. Če predpostavimo, da za (61) velja 𝑘 ≥  0, potem 
sektor določimo s (Tabela 6). Izrazi za X, Y, Z so podani z (57), (58), (59), časi vklopa 
zgornjih stikal pa s (Tabela 4). Vidimo, da lahko sektor določimo na podlagi treh primerjav, 
kar je učinkovito s strani hitrosti izvajanja algoritma. 
 
Y<0 Y≥0 
Z<0 Z≥0 Z<0 Z≥0 
 X≤0 X>0 X≤0 X>0  
SEKTOR 5 4 3 6 1 2 
Tabela 6: Odločitvena tabela za določitev sektorja 
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6. Veriga orodij za razvoj vgradne programske opreme na ciljnem 
mikrokrmilniku 
Vgradna programska oprema je razvita z verigo orodij, katerih delovanje je potrebno 
medsebojno uskladiti tako, da je zagotovljen avtomatiziran prenos/vidnost generiranih datotek 
med orodji. Verigo orodij sestavljajo orodje za načrtovanje in simulacijo, kodni generator, 
orodje za inicializacijo mikrokrmilnika, integrirano razvojno orodje in orodje za diagnostiko. 
Slika 27 prikazuje medsebojno povezanost orodij in njihove izhodne datoteke. V nadaljevanju 
je predstavljena uporabljena veriga orodij. 
 
Slika 27: Veriga orodij in njihove izhodne datoteke 
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6.1 Orodja za modelno orientirano načrtovanje 
6.1.1 Orodja za načrtovanje in simulacijo 
Matlab je visokonivojski jezik in interaktivno orodje za numerično računanje, vizualizacijo in 
programiranje. Matlab se lahko uporablja za analizo podatkov, razvoj algoritmov, modelov in 
aplikacij [25]. 
Stateflow je orodje za modeliranje in simulacijo kombinatorne in sekvenčne odločitvene 
logike s pomočjo avtomatov stanj in diagramov prehajanja stanj. 
Simulink je orodje za simulacijo in modelno orientiran razvoj. Omogoča načrtovanje in 
simulacijo sistemov, avtomatsko generiranje kode, testiranje in verifikacijo vgradnih sistemov. 
6.1.2 Orodja za generiranje izvorne kode 
Matlab Coder je dodatek Matlaba, ki omogoča generiranje kode C/C++ iz Matlab kode. Za ta 
namen je podprtih 400 operatorjev in funkcij jezika Matlab. S pomočjo Matlab Coderja 
generiramo MEX funkcije s katerimi pospešimo računsko zahtevne dele Matlab kode in 
preverimo obnašanje generirane kode [26]. 
Simulink Coder je dodatek Matlaba, ki generira in izvaja kodo C/C++ iz Simulink in 
Stateflow diagramov in Matlab funkcij [27]. 
Embedded Coder generira kodo C/C++ optimizirano za uporabo na izbranem ciljnem 
mikroprocesorju. Je razširitev Simulink Coderja in Matlab Coderja, ki omogoča večji nadzor 
nad funkcijami, podatkovnimi tipi in datotekami generirane kode [28]. 
6.1.3 Postopek generiranja modela iz izvorne kode 
Slika 28 prikazuje postopek generiranja izvorne kode iz modela. Pri prevajanju modela 
Simulink preveri parametre blokov in simulacije, posreduje lastnosti signalov skozi model in 
določi vrstni red izvajanja blokov v modelu. Komponente modela in njihove lastnosti se 
zapišejo v tekstovno datoteko model.rtw. 
Prevajalnik ciljnega jezika (ang. »Target Language Compiler«) pretvori vmesni opis modela 
iz datoteke model.rtw v jezik C. Vsak blok, opisan v model.rtw, je preveden v jezik C 
na podlagi pripadajoče datoteke prevajalnika ciljnega jezika. Prevajalnik ciljnega jezika 
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omogoča globalne prilagoditve generirane kode na nivoju modela. Poleg generirane izvorne 
kode lahko s pomočjo prevajalnika ciljnega jezika vključimo C MEX S-funkcijo. 
 
Slika 28: Generiranje izvorne kode iz modela 
 
6.2 Orodje za inicializacijo mikrokrmilnika 
RAppID (Rappid Application Initialization And Documentation Tool) je samostojno grafično 
razvojno orodje, ki omogoča inicializacijo registrov mikrokrmilnika MPC5643L, generiranje 
inicializacijske kode C ter pripadajoče dokumentacije [29]. 
Orodje generira funkcijo main s pripadajočo inicializacijo mikrokrmilnika in poveže klice 
prekinitvenih funkcij s strojnimi prekinitvami. 
Glavni prednosti uporabe orodja sta zmanjšanje časa, potrebnega za razvoj inicializacije, in 
avtomatsko generirana dokumentacija. 
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Slika 29: Orodje za inicializacijo mikrokrmilnika 
6.1 Orodje za diagnostiko  
Freemaster je orodje podjetja Freescale in je namenjeno spremljanju, prikazovanju in nadzoru 
spremenljivk programa v realnem času [31]. Omogoča vizualizacijo vrednosti spremenljivk z 
osciloskopom ter snemalnikom. 
Osciloskop v realnem času prikazuje stanje spremenljivk, vendar ne prikaže vseh vrednosti, ki 
jih je spremenljivka zavzela. Omejeni smo s hitrostjo komunikacije. 
Snemalnik teče na ciljnem procesorju in lahko shrani vsa stanja, ki jih spremenljivka zavzame, 
vrednosti so nato naknadno prikazane v Freemasterju. 
Komunikacija med ciljnim procesorjem in aplikacijo Freemaster je lahko izvedena preko 
različnih komunikacijskih protokolov, med drugim tudi preko CAN in serijskega protokola 
(SCI). Freemaster dobi podatke o lokaciji in velikosti spremenljivke preko izhodnih datotek 
(ELF DWARF1/2), ki jih generira prevajalnik. Freemaster implementira objekt ActiveX, 
preko katerega lahko tako iz drugih programov (Matlab, Excel) kontroliramo ciljni procesor. 
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6.1 Integrirano razvojno okolje 
Codewarrior Development Studio for Microcontrollers je integrirano razvojno okolje podjetja 
Freescale za razvoj programske opreme, ki temelji na integriranem razvojnem okolju Eclipse. 
Vsebuje prevajalnik in razhroščevalnik za programski jezik C in C++. 
 
 
Slika 30: Integrirano razvojno okolje 
Slika 31 prikazuje postopek pridobivanja izvršne datoteke iz izvorne kode, ki je združena v 
integriranem razvojnem okolju. Integrirano razvojno okolje ustvari datoteko make. S 
pomočjo »make« postopka prevede izvorno kodo v objektno, ki je nato združena in povezana 
v izvršno kodo ali knjižnjice. Program Make uporabi tekstovno datoteko make, ki vsebuje 
informacije kot so npr. vrstni red generiranja in graf odvisnosti izvorne kode. Glede na graf 
odvisnosti se (lahko) prevedejo samo datoteke z izvorno kodo, ki so bile od zadnjega 
prevajanja spremenjene. Program Make požene prevajalnik, ki prevede izvorno kodo v 
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Slika 31: Graf odvisnosti 
6.1 Ciljni mikrokrmilnik 
Vgradna programska oprema, ki je predmet opisa, je namenjena izvajanju na 32-bitnem 
mikrokrmilniku MPC56543L podjetja Freescale [30]. S stališča aritmetike gre za 32-bitni 
mikrokrmilnik, ki strojno podpira računanje s števili predstavljenimi s plavajočo vejico z 
enojno natančnostjo (ang. »single floating point precision«). Množenje dveh števil, 
predstavljenih z enojno natančnostjo, izvede v enem ciklu, deljenje dveh števil, predstavljenih 
z enojno natančnostjo, izvede povprečno v 9 ciklih, v najslabšem primeru pa v 12 ciklih. 
Maksimalna frekvenca ure jedra je 120 MHz. Jedro omogoča do dve operaciji s števili, 
predstavljenimi z enojno natančnostjo, na cikel ure [30]. 
Dejstvo, da mikrokrmilnik strojno podpira operacije s števili, ki so predstavljena s plavajočo 
vejico, nam poenostavi razvoj. V tem primeru je fizični model (predstavljen v podpoglavju 
2.1) lahko zelo podoben implementacijskemu modelu, če že v izhodišču začnemo z 
načrtovanjem algoritma v diskretnem prostoru stanj namesto v zveznem. 
Izbrani mikrokrmilnik je zasnovan tako, da podpira tudi izvajanje programske opreme, ki se 
nanaša na varnost, zato ima podvojene kritične komponente, med drugim jedro, DMA 
krmilnik, krmilnik prekinitev, krmilnika pomnilnikov FLASH in RAM, sistemske in 
varnostne časovnike. Ima enoto za preverjanje podvojenih komponent in centralno enoto za 
nadzor in zbiranje napak, ki v primeru napake, na kontroliran način postavi mikrokrmilnik v 
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varno stanje. Samodejna reakcija na napako je lahko notranja (brez reakcije, funkcijska 
ponastavitev ali destruktivna ponastavitev mikrokrmilnika) ali zunanja (napaka je javljena 
zunanjemu sistemu/vezju preko izhodnih pinov). Pomnilnika FLASH in RAM sta 
implementirana z enoto za popravljanje napake v enem bitu in detekcijo napake v dveh bitih 
32-bitnega podatka.  
Mikrokrmilnik v t.i. zaklenjenem koračnem načinu delovanja (ang. »lock-step mode«) 
preverja operacije in prenose na izhodih redundantnih podvojitev na vsak urin cikel. 
Prisotnost preverjanja delovanja podvojitev na perifernem vodilu, pomnilnikih RAM in 
FLASH je minimalno zagotovilo, da bo zaznana napaka, ki se ni hkrati zgodila na obeh 
podvojitvah. Mikrokrmilnik omogoča tudi t.i. razklopljeno vzporedno delovanje (ang. 
»decoupled parallel mode«), pri čemer vsako jedro izvaja svojo funkcionalnost. Preverjanje 
delovanja podvojitev je izklopljeno. V tem načinu lahko uporabimo tudi samo eno jedro, kot 
je tudi v primeru programske opreme, katere del je opisan v tem delu. 
Z naborom perifernih enot je izbrani mikrokrmilnik primerna izbira za aplikacijo vodenja 
sinhronskega motorja s trajnimi magneti. 
 
Slika 32: Diagram MPC5643L; (cyan) – redundantno podvojene varnostno kritične komponente, (rumena) – 
periferne enote in pomnilniki, (roza) - enote za preverjanje delovanja redundantnih podvojitev 
D. Beguš  Magistrsko delo 
47 
7. Arhitektura programske opreme 
V tem poglavju algoritem vodenja v orientaciji polja umestimo v vgradno programsko 
opremo.  
Vgradna programska oprema za vodenje pogona s trajnimi magneti se izvaja v realnem času. 
Vodenje sinhronskega motorja s trajnimi magneti v orientaciji polja s trifaznim razsmernikom 
izvedemo tako, da glede na želene referenčne vrednosti tokov, izmerjene vrednosti statorskih 
faznih tokov motorja, položaj rotorja in glede napetost enosmerne zbiralke vsiljujemo 
ustrezne napetosti na sponke motorja. Podano zahtevo realiziramo tako, da spremenljive 
napetosti generiramo s pulznoširinsko modulacijo, ki se v našem primeru izvaja z 
nespremenljivo frekvenco. Meritve veličin izvedemo s pomočjo strojne opreme in analogno 
digitalnega pretvornika, katerega pretvorbe so periodično prožene ob predpisanih časovnih 
trenutkih relativno na pulznoširinsko modulacijo. Ob koncu analogno-digitalne pretvorbe se 
izvede prekinitev, ki prekine trenutno izvajanje programa in začne z izvajanjem časovno 
kritičnega dela algoritma vodenja, v katerem je potrebno izvesti branje vrednosti analogno-
digitalnega pretvornika in izračunati čase vklopa tranzistorjev za novo periodo pulznoširinske 
modulacije pred iztekom aktualne periode. Ker hočemo posodobiti vrednosti izhodnih 
napetosti, vsako periodo pulznoširinske modulacije, je potrebno zaključiti izvajanje algoritma 
vodenja pravočasno v predpisanem časovnem roku. 
S pomočjo prekinitve izvedemo tudi zaščitno funkcijo razsmernika. Ob hipni previsoki 
vrednosti analogne pretvorbe faznih tokov oz. napetosti enosmerne zbiralke izklopimo izhode 
pulznoširinskega modulatorja. 
S pomočjo prekinitev torej začnemo izvajanje delov programa, ki se morajo izvršiti takoj ob 
dogodku zato, da zagotovimo stabilno delovanje sistema in izvedemo časovno kritične 
varnostne oz. zaščitne funkcije. Na tem mestu velja omeniti, da standard [3] priporoča 
omejeno uporabo prekinitev. 
Obstajajo tudi opravila v programski opremi, ki niso časovno kritična v časovnem okviru 
mikrosekund, kot prej opisana. Ta opravila izvedemo v glavni zanki s pomočjo 
razvrščevalnika, ki s periodo 10 ms kliče opravila, ki so lahko prekinjena z zgoraj opisanimi 
prekinitvami, zato perioda klica opravil v glavni zanki ni natančna, vendar je povsem 
zadovoljiva. 
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Opisali smo arhitekturo, ki predstavlja delitev, konfiguracijo, povezave in hirearhijo aplikacije 
in je shematsko ponazorjena s (Slika 33), ki posredno prikazuje tudi realizacijo arhitekture s 
stališča programskih orodij. Okvir vgradne programske opreme je ustvarjen s pomočjo 
programa za inicializacijo mikrokrmilnika. V ta okvir je vstavljena koda generirana iz 
modelov, ki pa vsebuje klice t.i. obstoječe kode, ki je generirana ročno. 
 
Slika 33: Umestitev modela vodenja v arhitekturo programske opreme 
7.1 Delitev arhitekture modela 
V nadaljevanju so na kratko predstavljene možnosti delitve in povezovanja zapletenega 
modela v Simulinku, podrobneje so možnosti pojasnjene v [32], [33]. Model lahko sestoji iz 
več nivojev, vsak nivo je definiran s podsistemom. Z združevanjem podsklopov modela v 
podsisteme lahko poenostavimo predstavitev obsežnega modela, kar nam na eni strani 
D. Beguš  Magistrsko delo 
49 
zmanjša število prikazanih elementov, na drugi strani pa lahko tako združimo bloke, ki 
opravljajo zaključeno funkcionalnost, kar poveča berljivost modela.  
7.1.1 Virtualni podsistem 
Predstavitev modela z virtualnim podsistemom je zgolj navidezna/grafična združitev 
komponent. Med izvajanjem virtualnega podsistema je njegova vsebina del višjega, ne-
virtualnega nivoja. Virtualni podsistem ni shranjen v svoji datoteki, ponovna uporaba je 
mogoča samo na način kopiraj-prilepi. 
 
Slika 34: Virtualni podsistem 
7.1.2 Atomski podsistem 
Z atomskim podsistemom združeni bloki se izvajajo skupaj. Generirana izvorna koda 
atomskega podsistema je funkcija, kar omogoča večjo sledljivost med modelom in izvorno 
kodo. Optimizacija atomskega modela preko njegovih meja ni mogoča, kar lahko poveča 
porabo spomina in vpliva na učinkovitost generirane kode. Pri uporabi atomskega podsistema 
je potrebno paziti, saj lahko Simulink javi napako algebrajske zanke, če je izhod atomskega 
podsistema vezan direktno nazaj na njegov vhod, kljub temu, da zaradi izvedene zakasnitve v 
samem atomskem podsistemu, dejansko ne gre za algebrajsko zanko.  
 
Slika 35: Atomski podsistem 
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7.1.3 Referenčni model 
Referenčni model je model shranjen v svoji datoteki, zato se ga lahko samostojno testira in 
ponovno uporabi. Generirana izvorna koda iz referenčnega modela je funkcija, kar prispeva k 
sledljivosti. Referenčni model lahko uporabljamo tudi v t.i. pospešenem načinu simulacije, 
kar pomeni, da uporabimo prevedeno različico referenčnega modela, kar se odrazi v hitrejšem 
izvajanju simulacije in v manjši zasedenosti pomnilnika računalnika, na katerem se izvaja 
simulacija. Prevajanje se zgodi ob spremembi modela. Simulacija sama je tako lahko hitrejša, 
po drugi strani pa je začetek simulacije zakasnjen, saj Simulink preverja ujemanje prevedene 
različice modela z različico v Simulinku. Za razliko od ostalih podsistemov, lastnosti signalov 
(npr. čas vzorčenja signala) ne morejo prehajati skozi meje referenčnega modela. 
 
Slika 36: Referenčni model 
7.1.4 Knjižnice 
Knjižnice predstavljajo avtomatiziran način ponovne uporabe podsistemov. Podsistemi v 
knjižnici so dostopni preko brskalnika. Podsistemi iz knjižnic, ki so uporabljeni v modelu, so 
s knjižnico povezani s povezavo tako, da se sprememba podsistema v knjižnici prenese tudi v 
s knjižnico povezan podsistem v modelu. 
Glede povezav imamo več možnosti, lahko jih onemogočimo ali celo prekinemo na vsaki 
komponenti iz knjižnice v modelu. Onemogočeno povezavo lahko ponovno vzpostavimo, pri 
čemer vsilimo spremembe iz podsistema v modelu v podsistem v knjižnici ali obratno. 
Knjižnice so primerne za hrambo enot, ki so preizkušene in niso predmet sprememb. 
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Slika 37: Knjižnjica podsistemov 
7.1.5 Varianta komponente 
Model lahko organiziramo tako, da lahko z objektom varianta komponente izbiramo želeno 
različico. Varianta komponente nam omogoča bodisi izbiranje med podsistemi, bodisi med 
referenčnimi modeli. 
 
Slika 38: Varianta komponenete 
 
Slika 39: Podsistema znotraj variante komponenete 
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7.1.6 Delitev modela na primeru načrtovanja algoritma vodenja sinhronskega 
motorja s trajnimi magneti 
Algoritem vodenja je razdrobljen na manjše enote. Vsaka enota je bila s stališča zgoraj 
opisanih možnosti razvita kot samostojen model, kar omogoča samostojno preizkušanje enote. 
Ustvarjena je bila knjižnica modelov, v kateri je vsaka posamezna enota v obliki referenčnega 
sistema (Slika 36) in v obliki variante (Slika 39), ki nadalje vsebuje enoto v obliki atomskega 
podsistema (Slika 35) in v obliki virtualnega podsistema (Slika 34). Podsistem v varianti 
izberemo s pomočjo parametra, ki je skupen vsem variantam enot v knjižnici, kar nam 
omogoča, da s pomočjo spremembe enega parametra vključimo vse enote algoritma vodenja v 
obliki atomskih podsistemov ali v obliki virtualnih podsistemov. To možnost bomo izkoristili 
pri testiranju integracije enot. 
7.2 Gonilniki in obstoječa koda 
Za vključitev gonilnikov perifernih enot in obstoječe kode napisane v programskem jeziku 
C/C++ v model, lahko uporabimo orodje Legacy Code Tool (LCT). 
Z LCT orodjem ustvarimo: 
 C MEX S-funkcijo gonilnika/obstoječe kode, ki se prevedena uporabi v simulaciji, 
 Simulink blok S-funkcije, s katerim kličemo gonilnik/obstoječo kodo, 
 TLC datoteko, ki vsebuje navodila za generiranje kode iz Simulink bloka. 
Slika 40 prikazuje primer gonilnika v obliki ročno generirane kode C. S pomočjo niza ukazov 
orodja LCT (Slika 41) med drugim ustvarimo Simulink blok gonilnika periferne enote ( 
Slika 42). 
Za posamezno vključitev gonilnika/obstoječe kode lahko določimo funkcijo inicializacije, 
funkcijo koraka in funkcijo terminacije. Funkcijo koraka, ki se izvaja ob zahtevanih korakih 
simulacije je potrebno obvezno implementirati. Funkciji inicializacije in terminacije pa nista 
obvezni, izvedeta se na začetku oz. koncu simulacije. V generirani kodi sta klicani ob ostalih 
funkcijah inicializacije in terminacije. 
D. Beguš  Magistrsko delo 
53 
 
Slika 40: Primer kode gonilnika v programskem jeziku C 
 
Slika 41: Skripta za vključevanje gonilnika/obstoječe kode v Simulink s pomočjo orodja Legacy Code Tool 
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Slika 42: Simulink blok gonilnika, ki je vključen v model 
Simulink med simulacijo nima dostopa do specifičnih funkcionalnosti ciljnega 
mikrokrmilnika, ki jih gonilniki naslavljajo. Zato je v primeru, da bi želeli imeti gonilnike 
med simulacijo v modelu, potrebno spremeniti S-funkcijo, ki jo generira LCT orodje tako, da 
med simulacijo ne bo dostopala do funkcionalnosti specifičnih za mikrokrmilnik. 
7.3 Uporaba funkcij optimiziranih za ciljni procesor 
Avtomatsko generirano kodo lahko optimiziramo, v smislu hitrosti izvajanja oz. zasedenosti 
pomnilnika, z nadomeščanjem klicev matematičnih funkcij in operacij v generirani izvorni 
kodi s funkcijami, ki so optimizirane za uporabo na ciljnem procesorju. Knjižnica 
nadomestnih funkcij (ang. Code Replacement Library) nam omogoča kreiranje in registracijo 
kode, ki nadomesti kodo, ki jo generira kodni generator. S pomočjo omenjene knjižnice lahko 
ustvarimo tabelo funkcij, ki opisuje nadomestne funkcije za operatorje, kot so npr. seštevanje, 
množenje, deljenje oz. nadomestne funkcije za matematične funkcije, kot so npr. sinus, 
kosinus, kvadratni koren. 
Slika 43 prikazuje izrez modela, ki vsebuje funkcijo kvadratnega korena. Funkcija je v 
generirani izvorni kodi nadomeščena z matematično funkcijo knjižnice math.h. Z 
registracijo nadomestne funkcije dosežemo, da v generirani izvorni kodi kličemo funkcijo, ki 
je optimizirana za ciljni mikrokrmilnik. Ker enota za računanje s plavajočo vejico 
uporabljenega mikrokrmilnika MPC5643L pozna namenski ukaz za računanje kvadratnega 
korena, smo nadomestno funkcijo realizirali s klicem ukaza zbirnega jezika. 
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(a) Izrez modela, ki vsebuje blok funkcije kvadratnega korena 
 
(b) Izsek generirane kode s klicem funkcije sqrtf s knjižnice math.h 
          
(c)  Izsek generirane kode s klicem funkcije f32_sqrt 
                         
(d) Funkcija f32_sqrt realizirana s klicem ukaza v zbirnem jeziku 
Slika 43: Generirana izvorna koda matematične funkcije brez in z uporabo knjižnice funkcij ciljnega procesorja  
Poleg funkcije kvadratnega korena smo v primeru algoritma vodenja nadomestili še 
trigonometrični funkciji sinus in kosinus in sicer smo jih nadomestili s funkcijami, ki so 
zbrane v knjižnici proizvajalca mikrokrmilnika Freescale [24]. 
7.4 Povezovanje komponent z združenimi signali 
Simulink omogoča združevanje signalov, s čimer prispevamo k preglednosti modela, z izbiro 
načina združevanja pa lahko vplivamo tudi na predstavitev signala v generirani izvorni kodi 
[34], [35], [36]. 
7.4.1 Virtualno vodilo 
Z virtualnim vodilom lahko združujemo signale različnih tipov in dimenzij, pri čimer pa ne 
vplivamo na generirano kodo signalov oz. spremenljivk. Gre torej zgolj za grafično 
poenostavitev. 
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Slika 44: Virtualno vodilo 
7.4.2 Nevirtualno vodilo 
Z nevirtualnim vodilom lahko združujemo signale različnih tipov in dimenzij, pri čimer 
vplivamo na generirano kodo, kjer se nevirtualno vodilo odrazi kot struktura, kar povečuje 
sledljivost med modelom in kodo. Nevirtualno vodilo je potrebno uporabiti v primeru uporabe 
vodila na vhodih/izhodih na najvišjem nivoju modela oz., če vodilo prečka meje referenčnega 
modela, meje bloka Matlab funkcije ali meje Stateflow diagrama. Vsi signali nevirtualnega 
vodila morajo imeti enak čas vzorčenja. Da to dosežemo, si lahko pomagamo z blokom za 
prilagoditev časa vzorčenja. 
 
Slika 45: Nevirtualno vodilo 
  
D. Beguš  Magistrsko delo 
57 
7.4.3 Multiplekser 
V primeru, da so vsi signali enakega tipa, lahko v Simulinku s pomočjo bloka multiplekser n 
signalov združimo v vektor razsežnosti n. Ne gre za multiplekser, kot ga poznamo v smislu 
elektronskega vezja, s katerim povežemo izbran vhodni signal na izhod vezja, temveč z 
multiplekser blokom v Simulinku združimo signalne linije skalarjev ali vektorjev (npr. 
ustvarjenih s pomočjo bloka multiplekser) v eno signalno linijo, ki predstavlja grafično 
poenostavitev. 
 
Slika 46: Združevanje signalov z multiplekserjem 
 
7.4.4 Blok za združevanje vektorjev 
Kljub temu, da je z blokom multiplekser mogoče združevati več vektorjev v enega, se za ta 
namen priporoča uporaba bloka za združevanje vektorjev. Vhodni signali so vektorji, vrstični 
vektorji ali stolpčni vektorji, izhod pa vrstični ali stolpčni vektor. 
7.4.5 Blok za združevanje matrik 
Z blokom za združevanjem matrik združujemo matrike v matrike v izbrani dimenziji. Paziti je 
potrebno, da se glede na izbrano dimenzijo združevanja ustrezno ujema število stolpcev ali 
vrstic oz. stolpcev in vrstic. 
7.4.1 Povezovanje modela na primeru načrtovanja algoritma vodenja 
sinhronskega motorja s trajnimi magneti 
V primeru algoritma vodenja se na nivoju enot ne poslužujemo združenih signalov. Tako smo 
se odločili zaradi preglednosti, saj smatramo, da se tako izognemo možnemu nepravilnemu 
vključevanju enot v model, vse signale pa poimenujemo s tako notacijo, da je iz nje poleg 
namembnosti signala viden tudi številski tip, s katerim je predstavljen (npr. Slika 44). Signale 
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združujemo na višjih nivojih, ko med seboj povezujemo v podsistem združene enote. V tem 
primeru se poslužujemo predvsem virtualnih vodil, s katerimi združujemo signale zgolj 
navidezno, saj se združevanje ne odraža v generirani kodi. Prednost virtualnega vodila je tudi 
obvezno poimenovanje signala v virtualnem vodilu, zato tudi ob razdruževanju virtualnega 
vodila takoj vidimo, za kateri signal gre in se s tem izognemo napakam v povezovanju med 
podsistemi. Multiplekser uporabljamo le v primerih, ko med seboj združujemo veličine, ki 
same po sebi sodijo skupaj ali tvorijo vektor, npr. v primeru treh faznih tokov, napetosti. V 
slednjih primerih lahko uporabimo tudi virtualno vodilo, vendar kot predhodno pojasnjeno, le 
znotraj modela. Na vhodih in izhodih vrhnjega modela moramo uporabiti nevirtualno vodilo, 
katerega struktura mora biti predhodno definirana. 
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8. Preizkušanje algoritma vodenja s testi v zanki 
Preizkusili bomo delovanje algoritma vodenja s pomočjo metod v zanki, predstavljenih v 
podpoglavju 2.4. Izvedli bomo preizkuse model, programska oprema ter procesor v zanki. 
8.1 Prilagoditve za izvedbo testa procesor v zanki z mikrokrmilnikom 
MPC5643L  
Preizkusa model in programska oprema v zanki ne zahtevata posebnih prilagoditev okolja za 
simulacijo Matlab/Simulink. Na drugi strani pa je potrebno za izvedbo testa procesor v zanki 
izvesti določene prilagoditve, s katerimi zagotovimo izmenjavo podatkov med simulacijskim 
orodjem in ciljnim mikrokrmilnikom MPC5643L. 
Pri testiranju enote programske opreme s pomočjo postopka procesor v zanki iz modela 
testirane enote generiramo izvorno kodo, ki jo je potrebno povezati z elementi aplikacijskega 
programskega vmesnika za komunikacijo. Za povezavo poskrbi t.i. vezje za preizkus 
algoritma, ki se generira avtomatsko v obliki izvorne kode. Vsi elementi (testiran algoritem, 
vezje, vmesnik za komunikacijo) so nato združeni in prevedeni na gostiteljskem računalniku s 
prevajalnikom za ciljni procesor. Aplikacijo v obliki izvršne datoteke naložimo na ciljni 
procesor, kjer se začne izvajati. Med ciljnim procesorjem in gostiteljskim procesorjem, na 
katerem teče simulacijsko orodje, se vzpostavi komunikacijski kanal za izmenjavo podatkov 
(Slika 47). 
 
Slika 47: Elementi aplikacijskega programskega vmesnika za izvedbo testa procesor v zanki 
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8.1.1 Aplikacijski programski vmesnik za komunikacijo 
Simulink oz. njegov dodatek Embedded Coder vsebuje implementacijo komunikacijskega 
vmesnika za potrebe testiranj v zanki za določene procesorje. Razumljivo je, da je, zaradi 
velikega števila procesorjev na trgu, v programski paket vnaprej vgrajena podpora 
posameznim procesorjem omejena. Vendar pa obstaja možnost, da realiziramo 
komunikacijski kanal med gostiteljskim in ciljnim mikrokrmilnikom s pomočjo 
aplikacijskega programskega vmesnika rtiostream za poljuben ciljni mikrokrmilnik preko 
RS232, Ethernet ali CAN komunikacije. Implementacija aplikacijskega vmesnika 
rtiostream zahteva tako gonilnike za gostiteljski procesor kot za ciljni mikrokrmilnik. Za 
gostiteljski procesor so na voljo gonilniki za TCP/IP in serijsko komunikacijo, pri čemer pa je 
potrebno razviti za ciljni mikrokrmilnik specifične gonilnike. Za druge komunikacijske kanale, 
ki niso podprti z gonilniki niti na gostiteljski strani, je potrebno realizirati gonilnike tako za 
gostiteljski procesor kot za ciljni mikrokrmilnik. Podrobnosti implementacije za poljuben 
ciljni mikrokrmilnik so podane v [32]. 
Aplikacijski programski vmesnik rtiostream vsebuje funkcije: 
 inicializacija komunikacijskega kanala z oddaljenim procesorjem 
(rtIOStreamOpen), 
 pošiljanje podatkov oddaljenemu procesorju (rtIOStreamSend), 
 sprejem podatkov od oddaljenega procesorja (rtIOStreamRecv), 
 zaprtje komunikacijskega kanala z oddaljenim procesorjem (rtIOStreamClose). 
Za potrebe izvajanja preizkusa procesor v zanki so bile razvite zgoraj navedene funkcije za 
serijsko komunikacijo preko RS232 za ciljni procesor MPC5643L.  
8.1.2 Aplikacijski programski vmesnik za povezovanje 
Poleg razvoja gonilnikov, je potrebno definirati elemente implementacije povezave med 
ciljnim in gostiteljskim procesorjem, in sicer prevajanje in nalaganje programske opreme ter 
komunikacijo (razred rtw.connectivity.Config).  
Ustvariti je potrebno mehanizem, s katerim nastavimo proces prevajanja (podrazred 
rtw.connectivity.MakefileBuilder). V našem primeru proces prevajanja poteka 
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izven Simulinka s pomočjo integriranega razvojnega okolja, zato ta mehanizem v našem 
primeru nima neposrednega vpliva na potek prevajanja izvršne kode. 
Z mehanizmom za nalaganje in izvrševanje aplikacije (rtw.connectivity.Launcher), 
prenesemo aplikacijo na ciljni mikrokrmilnik. V našem primeru, v tem koraku prekinemo 
proces s pojavnim oknom, dokler z integriranim razvojnim okoljem in prevajalnikom ne 
prevedemo izvorno kodo in naložimo aplikacijo na ciljni mikrokrmilnik. 
Za potrebe komunikacijskega kanala, moramo vključiti funkcije aplikacijskega programskega 
vmesnika rtiostream za ciljni mikrokrmilnik (podrazred 
rtw.pil.RtIOStreamApplicationFramework), oz. gostiteljski procesor (podrazred 
rtw.connectivity.RtIOStreamHostCommunicator). 
Simulink v načinu procesor v zanki vsebuje podporo za merjenje časa izvajanja testirane 
programske enote na ciljnem mikrokrmilniku s pomočjo časovnika. V ta namen je potrebno 
na ciljnem mikrokrmilniku zagotoviti prostotekoč časovnik ter funkcijo v obliki izvorne kode, 
ki vrne trenutno vrednost časovnika. Podrobnosti o realizaciji časovnika podamo s 
podrazredom rtw.connectivity.Timer. 
8.1.3 Registracija aplikacijskega programskega vmesnika za povezovanje 
Zgoraj omenjeno konfiguracijo je potrebno pred uporabo še registrirati (podrazred 
rtw.connectivity.ConfigRegistry). To storimo v datoteki 
(sl_customization.m), v kateri zberemo tudi druge nastavitve po meri. 
8.1 Potek testov v zanki 
V Simulinku imamo dve možnosti preizkušanja programske enote s pomočjo preizkusov v 
zanki. Enota, ki je podvržena preizkušanju, je lahko vsebovana v t.i. vrhnjem modelu, ki 
vsebuje tako model okolja preizkušane enote, kot preizkušano enoto. Preizkušano enoto lahko 
preizkušamo tudi v obliki vrhnjega modela, pri čemer moramo zagotoviti signale, s katerimi 
stimuliramo vhode iz delovnega okolja Matlab. 
V nadaljevanju postopamo tako, da za potrebe preizkušanja modela v zanki uporabimo prvi 
zgoraj predstavljen način, kjer vrhnji model vsebuje preizkušano enoto in njeno okolje, pri 
čemer posnamemo vhodne in izhodne signale preizkušanega modela, ki jih ponovno 
uporabimo v nadaljnjih korakih. 
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Postopka preizkušanj programske opreme v zanki in procesorja v zanki izvedemo po drugem 
zgoraj predstavljenem načinu preizkušanja (preizkušana enota v obliki vrhnjega modela), pri 
čemer za vzbujanje preizkušane enote uporabimo predhodno posnete vhodne signale. S 
pomočjo Simulinka pošljemo vzbujalni signal programski opremi na gostiteljskem (v primeru 
programske opreme v zanki)  oz. ciljnem mikrokrmilniku (v primeru procesorja v zanki), kjer 
se izvede en korak algoritma, izračunani signali pa so vrnjeni nazaj v orodje Simulink. 
Postopek se ponavlja, dokler niso izvedeni vsi koraki. Dobljene izhodne rezultate primerjamo 
s predhodno posnetimi izhodnimi signali simulacije in tako preverimo ujemanje simulacijskih 
rezultatov z rezultati algoritma, ki se izvaja na ciljnem oz. gostiteljskem procesorju. Zgoraj 
opisana izmenjava podatkov in izvajanje preizkušanega algoritma se ne izvaja v realnem času. 
8.2 Preizkušanje enote 
Preizkušanje enote bomo predstavili na primeru funkcije kvadratnega korena. Cilj 
preizkušanja je preveriti ujemanje rezultatov (izhodov) modela preizkušane enote v 
simulacijskem orodju z rezultati programske opreme na gostiteljskem računalniku in rezultati 
izvajanja enote na ciljnem mikrokrmilniku pri enakih vhodnih signalih. 
8.2.1 Model v zanki na nivoju enote 
Model v zanki je s stališča časovnega poteka razvoja programske opreme s pomočjo modelno 
orientiranega programiranja prvi izmed načinov testiranja v zanki. Slika 48 prikazuje model 
enote, ki vsebuje samo matematično funkcijo, ki bo preizkušana. Na (Slika 49) je prikazano 
okolje oz. testni primer. Model okolja predstavlja vzbujalni signal, izhod preizkušane enote v 
tem primeru nima vpliva na vzbujanje. 
 
Slika 48: Preizkušan model enote sqrt_mdl 
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Slika 49: Model preizkušane enote sqrt_mdl v zanki 
Rezultat simulacije in stimulacijski signal, torej izhod in vhod preizkušane enote, shranimo 
v .mat datoteko in jih uporabimo kot referenčne vrednosti za nadaljnje teste v zanki. Na 
(Slika 50) je prikazan izhod testirane funkcije v odvisnosti od vhoda. 
 
Slika 50: Referenčne vrednosti testa model v zanki za primer enote kvadratnega korena 
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8.2.2 Programska oprema v zanki na nivoju enote 
Pri postopku testiranja programske opreme v zanki generiramo izvorno kodo, ki jo želimo 
testirati, iz modela programske enote. Generirana koda se prevede in se izvaja na 
gostiteljskem računalniku.  
Rezultate preizkusa programske opreme v zanki primerjamo z rezultati preizkusa modela v 
zanki (Slika 51). Ujemanje obeh preizkusov ovrednotimo z izračunom absolutne (Slika 51 (b)) 
in relativne napake (Slika 51 (d)). Ujemanje ovrednotimo tudi s primerjavo absolutne napake 
in razdalje med referenčnim rezultatom (preizkusa model v zanki) in naslednjo večjo 
vrednostjo števila s plavajočo vejico enojne ločljivosti, ki obstaja na številski osi (Slika 51 
(c)). Omenjeno razdaljo dobimo z Matlab funkcijo eps, za katero sta v (65) podana dva 
primera. 
 
eps(single(0)) = 2−149 
eps(single(1)) = 2−23 
(65) 
Vsi trije kriteriji kažejo popolno ujemanje rezultatov obeh preizkusov v zanki. 
Slika 52 prikazuje čas izračuna funkcije. Opazimo skoke v časih izračuna funkcije. Sklepamo, 
da ne gre za odvisnost časa trajanja izračuna od vhodne vrednosti funkcije, temveč so skoki 
najverjetneje posledica izračunov na operacijskem sistemu, ki se ne izvaja v realnem času. Če 
meritev trajanja izračuna funkcije ponovimo, se skoki premaknejo ali izginejo. 
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Slika 51: Primerjava rezultatov modela v zanki in programske opreme v zanki za primer enote kvadratnega 
korena 
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Slika 52: Meritev časa izračuna funkcije kvadratnega korena pri testu programska oprema v zanki 
 
8.2.3 Procesor v zanki na nivoju enote 
Izvorna koda testirane enote je prevedena za ciljni mikrokrmilnik, kjer se izvaja. Slika 53 
prikazuje razlike med testoma model v zanki in procesor v zanki za primer enote kvadratnega 
korena. Vidimo, da obstaja razlika med izračunoma, vendar je le-ta za potrebe algoritma 
vodenja zanemarljiva. Čas izračuna funkcije kvadratnega korena se v primeru testa procesor v 
zanki med posameznimi koraki ne spreminja (Slika 54). 
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Slika 53: Primerjava rezultatov modela v zanki in procesor v zanki za primer enote kvadratnega korena 
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Slika 54: Meritev časa izračuna funkcije kvadratnega korena pri testu procesor v zanki 
 
8.3 Preizkušanje integracije 
8.3.1 Model v zanki na nivoju integracije 
Za potrebe koraka preizkušanje integracije razvijemo, glede na predhodno zapisano teorijo, 
model algoritma, ki ga bomo testirali, in model okolja (Slika 55). Model okolja poleg 
referenčnih vzbujalnih signalov predstavlja model sinhronskega motorja s trajnimi magneti, ki 
ga zgradimo na podlagi napetostnih enačb (11) in (12), enačbe navora (13) in mehanske 
enačbe gibanja (14). Slika 56 predstavlja model motorja v zveznem prostoru. 
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Slika 55: Model preizkušanega sistema in njegovo okolje. A - vzbujalni signali algoritma vodenja, B -algoritem 
vodenja, C - vzbujalni signali modela motorja, D - model motorja 
 
 




A B C 
A B C D 
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Kot primer grafične predstavitve napetostne enačbe v obliki modela, je na (Slika 57) prikazan 
podsistem modela sinhronskega motorja s trajnimi magneti. 
 
 
Slika 57: Napetostni model sinhronskega motorja s trajnimi magneti v d in q osi 
 
Na (Slika 58) je predstavljen vrhnji model testiranega algoritma, na (Slika 59) pa njegov 
podsistem, ki realizira tokovno regulacijo z upoštevanjem razklopitev. 
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Slika 58: Model algoritma vodenja sinhronskega motorja s trajnimi magneti: A – generiranje referenčnih 
tokov/hitrostni regulator, B – pretvorba meritve tokov iz trifaznega v dvofazni rotorski koordinatni sistem, C – 
tokovna regulacija z upoštevanjem razklopitev, D – pretvorba referenčnih napetosti iz dvofaznega rotorskega 
koordinatnega sistema v trifazni statorski koordinatni sistem 
 
 
Slika 59: Tokovna regulacija z upoštevanjem razklopitev: A – izračun razpoložljive statorske napetosti, B – 
izračun razklopitev, C –izračun napetostnih omejitev tokovnega regulatorja v d-osi, D – tokovni regulator v d-
osi, E – izračun napetostnih omejitev tokovnega regulatorja v q-osi, F – tokovni regulator v q-osi 
Algoritem vodenja, ki ga preizkušamo, je zasnovan za vodenje motorja po navoru. Želeno 
hitrost modela motorja vzdržujemo s pomočjo regulatorja PI, ki glede na želeno in izmerjeno 
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podobna primeru, ko sta dva motorja mehansko povezana preko osi, pri čemer je testiran 
motor voden po navoru, motor, ki služi kot aktivno breme, pa hitrostno. 
Algoritem preizkusimo na primeru, kjer rotorju želimo vsiliti konstantno hitrost vrtenja na 
način predstavljen zgoraj, obenem pa spreminjamo referenco navora, ki jo podajamo 
algoritmu vodenja. Navor na osi motorja sledi referenci navora (Slika 60 (a)). Hitrost rotorja 
se ob sunkovitih spremembah reference navora spremeni (Slika 60 (b)). Magnetilni in navorni 
tok motorja sta posledica regulacije na podlagi izmerjenih in referenčnih vrednosti tokov, 
določenih na podlagi strategije maksimalnega navora glede na vsiljen tok. Na (Slika 60 (e), 
(g)) so prikazani tokovi v trifaznem statorskem koordinatnem sistemu. Slika 60 (d) prikazuje 
vzbujalne napetosti motorja, prikazane v rotorskem koordinatnem sistemu, ki jih 
transformiramo najprej v dvofazni statorski koordinatni sistem, nato pa s pomočjo vektorske 
modulacije v signale (Slika 60 (f), (h)), s katerimi krmilimo periferno enoto pulznoširinske 
modulacije mikrokrmilnika. Maksimalna vrednost krmilnega signala pulznoširinske 
modulacije je v našem primeru podana s (66), določena je s frekvenco ure časovnika periferne 
enote pulznoširinske modulacije in frekvenco modulacije, ki je v našem primeru 
nespremenljiva in znaša 13kHz. Vrednost posameznega krmilnega signala pulznoširinske 
modulacije je podana s (67), pri čemer je razmerje med časom vklopa zgornjega stikala 



























Za potrebe testov v zanki, ki sledijo, zajamemo vrednosti vhodnih signalov, to so hitrost in 
položaj rotorja, fazni tokovi, napajalna napetost in referenčni navor. Prav tako zajamemo 
referenčne vrednosti izhodov oz. krmilne signale pulzno širinske modulacije. 
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Slika 60: Testni primer s spreminjanjem reference navora pri 2000 RPM na osi motorja 
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8.3.2 Programska oprema v zanki na nivoju integracije 
Iz modela algoritma vodenja generirano izvorno kodo prevedemo in izvajamo na 
gostiteljskem računalniku. Izvršna datoteka oz. program je, kot že omenjeno, vzbujan z 
referenčnimi signali, posnetimi v načinu model v zanki. Rezultat testa programska oprema v 
zanki so krmilni signali pulznoširinske modulacije, ki jih primerjamo z rezultati, dobljenimi 
pri testu model v zanki. Stopnjo ujemanja posameznega dobljenega signala s pravo oz. 
referenčno vrednostjo, prikažemo z absolutno in relativno napako, pri čemer predstavlja 
rezultat testa model v zanki pravo vrednost. Kakor v primeru testiranja enote, tudi v primeru 
testiranja integracije naredimo primerjavo med absolutno napako in razdaljo prave vrednosti 
do najbližjega večjega števila z enojno ločljivostjo plavajoče vejice. Rezultati primerjav za 
izhod krmilnega signala pulznoširinske modulacije faze A so prikazani na (Slika 61), rezultati 
primerjav za fazo B in C pa so v dodatku. Slika 62 prikazuje čase izvajanja posamezne enote 
znotraj integracije in skupni čas trajanja integracije. Vidimo, da se čas izvajanja močno 
spreminja med posameznimi koraki, kar ponovno pripišemo dejstvu, da se programska 
oprema izvaja na gostiteljskem računalniku, kjer se ne izvaja v realnem času. Pri preizkusu 
enote kvadratnega korena v načinu programska oprema v zanki nismo opazili odstopanj 
vrednosti izhoda napram testu model v zanki. V primeru preizkusa algoritma vodenja pa 
opazimo zanemarljivo odstopanje rezultata testa programska oprema v zanki od rezultata testa 
model v zanki. Periferna enota pulznoširinske modulacije sprejema nenegativne celoštevilske 
vrednosti 0 do 2308 (glej 66). V tem primeru napaka reda velikosti 1 na krmilnem signalu 
pulznoširinske modulacije predstavlja 0,0433 % napako s stališča pritisnjene napetosti na fazi 
motorja. 
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Slika 61: Primerjava testa integracije model in programska oprema v zanki za krmilni signal pulznoširinske 
modulacije faze A 




Slika 62: Meritve časov izvajanja integracije s testom programska oprema v zanki 
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8.3.3 Procesor v zanki na nivoju integracije 
Iz modela algoritma vodenja generirana izvorna koda je skupaj z izvorno kodo aplikacijskega 
programskega vmesnika prevedena v integriranem razvojnem okolju in naložena na ciljni 
mikrokrmilnik, kjer se izvaja. Algoritem tudi v tem primeru vzbujamo iz Matlab/Simulinka z 
referenčnimi signali, posnetimi v načinu model v zanki. Dobljene krmilne signale 
pulznoširinske modulacije nato primerjamo z rezultati, dobljenimi pri testu model v zanki. 
Definiramo tri preizkuse procesor v zanki (PIL 1, PIL 2, PIL 3), pri čemer spreminjamo 
nastavitve kodnega generatorja oz. model vodenja s stališča načina vključenosti enot 
programske opreme. 
PIL 1:  
 Vse razvite enote v modelu algoritma vodenja zavzemajo obliko atomske enote. 
 Vse matematične funkcije v generirani kodi so iz knjižnice math.h. 
PIL 2:  
 Vse razvite enote v modelu algoritma vodenja zavzemajo obliko atomskega 
podsistema.  
 Kodni generator nadomesti trigonometrične funkcije in funkcijo kvadratnega korena s 
funkcijami, optimiziranimi glede na hitrost izvajanja za ciljni mikrokrmilnik z 
mehanizmom, opisanim v podpoglavju 7.3. 
PIL 3: 
 Vse razvite enote v modelu algoritma vodenja zavzemajo obliko virtualnega 
podsistema. Premišljena organizacija knjižnic enot programske opreme, predstavljena 
v 7.1.6, nam omogoča enostavno reorganizacijo algoritma vodenja tako, da izbiramo 
med atomsko in virtualno obliko vseh podsistemov na podlagi vrednosti ene 
spremenljivke. 
 Kodni generator nadomesti trigonometrične funkcije in funkcijo kvadratnega korena s 
funkcijami optimiziranimi glede na hitrost izvajanja za ciljni mikrokrmilnik. 
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Primerjave rezultatov testov PIL 1, PIL 2, PIL 3 z rezultati testa model v zanki za izhod 
pulznoširinske modulacije faze A so podani na (Slika 63, Slika 65, Slika 67). Primerjave 
rezultatov za izhoda pulznoširinske modulacije faze B in C so podani v dodatku. Na (Slika 64, 
Slika 66, Slika 68) je prikazan čas izvajanja posameznih enot in skupni čas izvajanja 
algoritma vodenja za primere testov s konfiguracijo PIL 1, PIL 2 in PIL 3. V legendah so ob 
posameznih signalih zapisani tudi povprečni časi trajanja izvajanja posamezne enote. Tabela 7 
povzema in primerja rezultate testov procesor v zanki za konfiguracije PIL 1, PIL 2 in PIL 3 v 
obliki primerjave maksimalne absolutne napake, maksimalne relativne napake in 
maksimalnega razmerja med absolutno napako in razdaljo prave vrednosti (rezultata model v 
zanki) do najbližjega večjega števila z enojno ločljivostjo plavajoče vejice. 
 PIL 1 PIL 2 PIL 3 
max(|𝑝𝑤𝑚𝐴 𝑃𝐼𝐿 − 𝑝𝑤𝑚𝐴 𝑀𝐼𝐿|) 0,0033 1.7688 1.7688 
max(|𝑝𝑤𝑚𝐵 𝑃𝐼𝐿 − 𝑝𝑤𝑚𝐵 𝑀𝐼𝐿|) 0,0034 1.5875 1.5875 
max(|𝑝𝑤𝑚𝐶 𝑃𝐼𝐿 − 𝑝𝑤𝑚𝐶 𝑀𝐼𝐿|) 0,0034 1.5870 1.5870 
max(
|𝑝𝑤𝑚𝐴 𝑃𝐼𝐿 − 𝑝𝑤𝑚𝐴 𝑀𝐼𝐿|
𝑝𝑤𝑚𝐴 𝑀𝐼𝐿
) 4,6971 10-6 0.0022 0.0022 
max(
|𝑝𝑤𝑚𝐵 𝑃𝐼𝐿 − 𝑝𝑤𝑚𝐵 𝑀𝐼𝐿|
𝑝𝑤𝑚𝐵 𝑀𝐼𝐿
) 1,0677 10-5 0.0072 0.0072 
max(
|𝑝𝑤𝑚𝐶 𝑃𝐼𝐿 − 𝑝𝑤𝑚𝐶 𝑀𝐼𝐿|
𝑝𝑤𝑚𝐶 𝑀𝐼𝐿
) 5,2941 10-6 0.0026 0.0026 
max(
|𝑝𝑤𝑚𝐴 𝑃𝐼𝐿 − 𝑝𝑤𝑚𝐴 𝑀𝐼𝐿|
𝑒𝑝𝑠(𝑝𝑤𝑚𝐴 𝑀𝐼𝐿)
) 70 33608 33608 
max(
|𝑝𝑤𝑚𝐵 𝑃𝐼𝐿 − 𝑝𝑤𝑚𝐵 𝑀𝐼𝐿|
𝑒𝑝𝑠(𝑝𝑤𝑚𝐵 𝑀𝐼𝐿)
) 108 72332 72332 
max(
|𝑝𝑤𝑚𝐶 𝑃𝐼𝐿 − 𝑝𝑤𝑚𝐶 𝑀𝐼𝐿|
𝑒𝑝𝑠(𝑝𝑤𝑚𝐶 𝑀𝐼𝐿)
) 72 35656 35656 
𝑡?̅?𝑧𝑣𝑎𝑗𝑎𝑛𝑗𝑎 28,02 µs 23,73 µs 15,85 µs 
Tabela 7: Primerjava testov procesor v zanki na primeru algoritma vodenja s konfiguracijami PIL 1, PIL 2, PIL 
3 
Dobljene maksimalne vrednosti so pridobljene na časovnem intervalu 0 do 18 s, v tem 
časovnem intervalu (vendar ne v realnem času) se izvrši 234000 izračunov algoritma, ki se 
izvaja s frekvenco algoritma 13000 kHz, kakršna je tudi frekvenca pulznoširinske modulacije. 
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Primerjava testov PIL 1, PIL 2 in PIL 3 pokaže, da z uporabo nekaterih funkcij, ki so 
optimizirane s stališča hitrosti za ciljni mikrokrmilnik, zmanjšamo povprečni čas izvajanja, 
povečamo pa maksimalne vrednosti napak. s katerimi ocenjujemo numerično ustreznost 
algoritma vodenja, ki se izvaja na ciljnem mikrokrmilniku v primerjavi z referenčnimi 
vrednostmi, pridobljenimi z rezultati testa model v zanki. Nadaljnja primerjava rezultatov 
pokaže, da z reorganizacijo modela vodenja na način, da nadomestimo atomske modele enot z 
virtualnimi modeli, dodatno vplivamo na hitrost izvajanja algoritma vodenja. Slednje je 
posledica dejstva, da v primeru uporabe zgolj virtualnih modelov, generirana funkcija 
algoritma vodenja, z izjemo klicev matematičnih funkcij in vpoglednih tabel, ne vsebuje 
drugih klicev funkcij. S stališča primerjav maksimalnih napak v danem časovnem intervalu je 
potrebno omeniti, da narejena napaka ni zgolj posledica izračuna na podlagi trenutnih vhodnih 
signalov, ampak tudi posledica prejšnjih napačnih ali pravilnih izračunov, saj obstajajo v 
algoritmu vodenja tudi zakasnilni elementi, npr. integralni del regulatorja PI. Narejena 
absolutna napaka v najslabših primerih PIL 2 in PIL 3 je s stališča pritisnjene napetosti 
zanemarljiva, kot že zapisano predhodno, absolutna napaka reda velikosti 1 predstavlja 
0,0433 % napako s stališča pritisnjene napetosti na fazi motorja. Uporaba prijemov, ki 
skrajšujejo čas izvajanja algoritma, je torej smiselna, je pa potrebno omeniti, da se z uporabo 
prijema PIL 3 pod vprašaj postavi formalna vrednost testov, narejenih na posameznih enotah, 
saj je kodni generator vsebino več funkcij združil v novo funkcijo. Kodni generator bi lahko 
npr. vnesel napako v novo funkcijo. 
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Slika 63: Primerjava testa integracije model in procesor v zanki za krmilni signal pulznoširinske modulacije faze 
A (PIL 1) 




Slika 64: Meritve časov izvajanja integracije s testom procesor v zanki (PIL 1) 
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Slika 65: Primerjava testa integracije model in procesor v zanki za krmilni signal pulznoširinske modulacije faze 
A (PIL 2) 




Slika 66: Meritve časov izvajanja integracije s testom procesor v zanki (PIL 2) 
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Slika 67: Primerjava testa integracije model in procesor v zanki za krmilni signal pulznoširinske modulacije faze 
A (PIL 3) 




Slika 68: Meritve časov izvajanja integracije s testom procesor v zanki (PIL 3) 
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9. Preizkus programske opreme na sistemu elektronike in motorja 
Algoritem vodenja preizkusimo na sistemu, ki je sestavljen iz dveh pogonov. Posamezen 
pogon je sestavljen iz elektronskega vezja in sinhronskega motorja s trajnimi magneti. Pogona 
sta napajana z enosmerno napetostjo napajalnika in baterije. Oba pogona imata na izhodu 
zobniški prenos z razmerjem 4,02:1, ki zmanjša hitrost vrtenja in poveča navor proti vhodu. 
Osi motorjev sta sklopljeni preko merilnika navora in hitrosti. Pogona sta preko vodila CAN 
povezana z osebnim računalnikom oz. orodjem za diagnostiko Freemaster. Testiran sistem je 
voden z navorno referenco, sistem v vlogi aktivnega bremena pa je voden s hitrostno 
referenco. Slika 70 prikazuje eksperimentalni sistem dveh sklopljenih pogonov. 
 
 
Slika 69: Shematski prikaz eksperimentalnega sistema 
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Slika 70: Merilno mesto in eksperimentalni sistem s senzorjem navora in hitrosti 
 
Izvedemo enak preizkus, kot smo ga v primeru testov v zanki. Aktivno breme je regulirano po 
hitrosti z referenco 2000 RPM, testiranemu sistemu pa spreminjamo referenco navora najprej 
v obliki žage, nato pa v obliki stopnice med -20 Nm in 20 Nm. Delovanje testiranega sistema 
prikazuje (Slika 71), kjer so prikazani signali, zajeti s periodo 10 ms, s pomočjo orodja za 
diagnostiko Freemaster, s katerim lahko prikazujemo vrednosti spremenljivk v programski 
opremi v realnem času, ko se programska oprema izvaja na sistemu. Rezultati so podobni 
simulaciji. Električni navor sledi referenčnemu navoru, hitrostni regulator sistema v vlogi 
aktivnega bremena odreagira počasneje, kot v simulaciji. Na (Slika 72) so prikazane meritve 
navora in hitrosti, zajete s senzorjem navora, preko katerega sta sklopljeni osi obeh motorjev. 
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Slika 71: Meritve na realnem sistemu zajete z orodjem za diagnostiko Freemaster s periodo 10 ms 
 
Slika 72: Meritve navora in hitrosti na realnem sistemu, zajete z merilnikom navora 
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10. Ovrednotenje uporabe programskega paketa 
Matlab/Simulink pri načrtovanju programske opreme 
V nadaljevanju so predstavljene glavne prednosti in slabosti uporabe paketa Matlab/Simulink, 
opažene pri razvoju programske opreme, predstavljene v tem delu. Navedena opažanja niso 
merljiva in so odraz osebne uporabniške izkušnje oz. osebnih preferenc. 
 Vizualizacija oz. shematski prikaz algoritmov je ena izmed poglavitnih prednosti. 
Podajanje informacij o algoritmu drugim članom razvojnega tima je s pomočjo 
modelov in avtomatov stanj hitrejše. Modele smo lahko uporabili za dokumentiranje 
programske opreme. 
 Simulacija posameznih enot programske opreme omogoča odkrivanje napak pred 
integracijo na ciljnem mikrokrmilniku.  
 Testiranje delov programske opreme s postopkom procesor v zanki omogoča 
odkrivanje napak pri izvajanju na ciljnem procesorju, ki jih s simulacijo ne moremo 
odkriti. Na primer neustrezne nastavitve prevajalnika ali vključenost napačnih 
matematičnih knjižnic. Izjemnega pomena pa je možnost merjenja časa izvajanja, ki je 
poleg pravilnosti izvajanja v sistemih, ki tečejo v realnem času, ključnega pomena. 
 Za izvedbo testa procesor v zanki ne potrebujemo nujno strojne opreme, na kateri se 
bo izvajala aplikacija, ampak lahko v ta namen uporabimo npr. t.i. demonstracijsko 
ploščico s ciljnim mikrokrmilnikom. V kolikor se razvoj programske opreme vrši 
vzporedno z razvojem strojne opreme in še nimamo na voljo končne strojne opreme, 
na kateri bi lahko preizkušali algoritem, je to možnost, ki lahko pohitri razvoj 
programske opreme. 
 Avtomatsko generiranje kode izključuje možnost napak, ki bi se lahko zgodile v 
primeru ročnega kodiranja na podlagi modela. Na primer podatke, ki jih obdelujemo 
in vizualiziramo v Matlabu, npr. tabele, lahko neposredno prenesemo v model in od tu 
v generirano kodo. 
 Ena izmed slabosti je razmeroma visoka cena orodij. Za potrebe razvoja programske 
opreme predstavljene v tem delu, potrebujemo najmanj paket orodij, ki sestoji iz 
osnovnih okolij Matlab in Simulink ter njihovih dodatkov Stateflow, Embedded Coder, 
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Simulink Coder in Matlab Coder. Cena komercialnih licenc omenjenih orodij verzije 
2013b, uporabljene v tej nalogi, znaša 21800 eur. 
 Druga slabost je čas, ki je potreben za prehod na orodja, ki podpirajo modelno 
orientirano načrtovanje. Osvojitev dobrih praks modelnega programiranja terja svoj 
čas. Potrebno je spoznati delovanje kodnega generatorja, da lahko z uporabo pravih 
gradnikov (npr. simulink blokov) in ustreznih nastavitev, poiščemo pravo razmerje 




D. Beguš  Magistrsko delo 
91 
11. Sklep 
V tem delu smo obravnavali razvoj vgradne programske opreme s pomočjo modelno 
orientiranega načrtovanja z orodjem Matlab/Simulink podjetja Mathworks. Predstavili smo 
koncepte testiranja v zanki in jih umestili v faze standarda razvoja programske opreme, s 
čimer smo poleg praktične vrednosti testov v zanki, izpostavili še njihov formalen pomen. 
Aplikacija obravnavane vgradne programske opreme je algoritem vodenja sinhronskega 
motorja s trajnimi magneti z različnimi induktivnostmi v oseh d in q. Realizirali smo vodenje 
po navoru in sicer z uporabo strategije maksimalnega navora glede na tok, s katerim z 
ustrezno izbiro referenčnih tokov v oseh d in q, minimiziramo izgube v faznih navitjih. 
Bistven del je realizacija testiranj v zanki, predvsem realizacija testa procesor v zanki za 
izbran ciljni procesor MPC5643L podjetja Freescale, ki ni podprt s strani okolja 
Matlab/Simulink. Matlab/Simulink oz. njegov dodatek Embedded coder že vsebovano 
podpira ciljne procesorje nekaterih proizvajalcev z bloki za inicializacijo in gonilniki 
periferije, obstajajo pa tudi plačljivi dodatki, med drugim tudi za ciljni procesor, ki je 
uporabljen v tem delu. Pred začetkom razvoja programske opreme smo testirali tudi možnost 
uporabe omenjenega dodatka, vendar smo pri testiranju le-tega naleteli na omejitve, ki so 
povezane predvsem s pestrim naborom perifernih enot in različnimi možnimi načini delovanja, 
ki izhajajo iz tega, in jih proizvajalec takega dodatka ni predvidel. 
Izvedli smo testiranja v zanki, pri katerih smo uporabili magnetno linearni dinamični model 
sinhronskega motorja s trajnimi magneti. Posledično je bila tabela referenčnih tokov v oseh d 
in q izračunana pod predpostavko nespremenljivosti parametrov motorja. Vsi opravljeni testi 
v zanki se niso izvajali v realnem času, iz česar izhaja, da na ta način ne moremo preizkušati 
celotne programske opreme. Celotno programsko opremo, ki se izvaja na ciljnem procesorju, 
bi lahko preizkusili s konceptom strojna oprema v zanki, vendar pa bi v ta namen potrebovali 
strojno opremo, s katero bi lahko v realnem času simulirali obnašanje sistema, kateremu je 
programska oprema namenjena. 
Programsko opremo z vsebovanim algoritmom vodenja smo zato preizkusili na realnem 
sistemu elektronike in sinhronskega motorja s trajnimi magneti. Za potrebe preizkusa na 
realnem sistemu smo uporabili tabelo referenčnih tokov, ki upošteva spremenljivost 
parametrov motorja. Pri tem smo uporabili podatke pridobljene neposredno iz orodja s 
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katerim je bil elektromagnetni del stroja načrtovan in ki temelji na numerični metodi končnih 
elementov.  
Podrobneje obravnavan algoritem vodenja sinhronskega motorja s trajnimi magneti je le del 
vgradne programske opreme motornega pogona. V našem primeru pa je s pomočjo okolja 
Matlab/Simulink zasnovana celotna arhitektura programske opreme, s čimer se med drugim 
izognemo povezovanju enot/funkcij na nivoju izvorne kode. Uporabili smo koncept, pri 
katerem so izvorna koda gonilnikov perifernih enot, inicializacije mikrokrmilnika in 
avtomatsko generirana koda iz okolja Matlab/Simulink, združene v integriranem razvojnem 
okolju. Taka organizacija nam omogoča fleksibilnost v primeru potrebe po prilagoditvi 
programske opreme na drug mikrokrmilnik. 
Splošna ocena glede uporabe modelno orientiranega načrtovanja pri razvoju programske 
opreme je pozitivna, prinaša nove možnosti, kot so na primer vizualizacija in preizkusi v 
zanki, za katere menimo, da dolgoročno pohitrijo razvoj programske opreme in omogočajo 
zgodnje odkrivanje napak, ne da bi za to potrebovali ciljni sistem. 
Za konec lahko navedemo nekaj smernic za nadaljnje delo. 
S stališča vodenja sinhronskega motorja: 
 realizacija nelinearnega dinamičnega modela sinhronskega motorja s trajnimi magneti, 
 vodenje v območju konstantne moči na napetostni omejitvi z dodatnim slabljenjem 
polja trajnega magneta. 
S stališča testiranja sistema: 
 preizkušanje programske opreme s konceptom strojna oprema v zanki, 
 preizkušanje sistema na podlagi voznega cikla.  
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Dodatek 
A Rezultati testa programska oprema v zanki 
 
Slika 73: Primerjava testa integracije model in programska oprema v zanki za krmilni signal pulznoširinske 
modulacije faze B 
D. Beguš  Magistrsko delo 
98 
 
Slika 74: Primerjava testa integracije model in programska oprema v zanki za krmilni signal pulznoširinske 
modulacije faze C 
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B Rezultati testa procesor v zanki PIL 1 
 
Slika 75: Primerjava testa integracije model in procesor v zanki za krmilni signal pulznoširinske modulacije faze 
B (PIL 1) 
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Slika 76: Primerjava testa integracije model in procesor v zanki za krmilni signal pulznoširinske modulacije faze 
C (PIL 1) 
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C Rezultati testa procesor v zanki PIL 2 
 
 
Slika 77: Primerjava testa integracije model in procesor v zanki za krmilni signal pulznoširinske modulacije faze 
B (PIL 2) 




Slika 78: Primerjava testa integracije model in procesor v zanki za krmilni signal pulznoširinske modulacije faze 
C (PIL 2) 
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D Rezultati testa procesor v zanki PIL 3 
 
Slika 79: Primerjava testa integracije model in procesor v zanki za krmilni signal pulznoširinske modulacije faze 
B (PIL 3) 
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Slika 80: Primerjava testa integracije model in procesor v zanki za krmilni signal pulznoširinske modulacije faze 
C (PIL 3) 
 
