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This paper proposes a method of generating a schema manager and a database language 
processor in order to support the data models and the database languages. To this end, four kinds of 
specifications are used. These are the structure, the database language, the semantics, and the 
operation specifications. Users can customize the data' model and the database language by 
tailoring these specifications. 
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1. Introduction 
In recent years, database management system-
s (DBl\1Ss) have come to play an important role 
in advanced data intensive applications such as 
CAD /CAM, network management and VLSI design. 
These applications place a variety of demands on 
DBMSs, but no single DBMS can handle them al-
l. A great deal of research has been done on the 
development of extensible DBMSs[l ~24]. There are 
varieties of approaches to improving DBMS exten-
sibility. SOllle approaches follow the full function 
DBMS approach[2, 3], and others follow the DBM-
S generator approach[5, 7, 10, 11, 12, 13, 24]. In 
the former, a full function D B!vlS is enhanced to 
have extensibility on specific functions. In the lat-
ter, a DBMS is generated or constructed with pro-
gram parts. Some extensible DBMSs have the fixed 
DBMS kernel[2, 3, 5, 7, 11, 12], and others have' 
no fixed DBMS kernel[10, 13, 24j. In the latter, 
every aspect of a DBMS is tried to be extensible. 
Some systems support the only one data model and 
the only one database language[2, 3], and others try 
to support one or more data models and database 
languages[10, 16, 17, 18, 19, 22]. * 
In this paper, we focus on the extensibility on the 
data model and the database language. In KIDS[10] 
and the multi-lingual database system[19], more than 
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one data model and more than one database lan-
guage can be supported. However, language pro-
cessors have to be implemented by the DB11S im-
plementer. The work in implementing a language 
processor includes cumbersome tasks, e.g., making a 
parse tree, and checking the validity of literals by 
using the schema. The burden of implementing a 
database language processor should be decreased. On 
the other hand, although database languages are au-
tomatically processed in the configurable database 
system[18] and ORIENT[22], the data models sup-
ported are limited. Supporting any kind of data mod-
el is considered to be preferable. 
This paper proposes a method of generating a 
schema manager and a database language proces-
sor for the purpose of supporting data models and 
database languages easily. The proposed method fol-
lows the specification approach[10j. The structure 
specification is for defining the structure of a da-
ta model. A database language is defined by using 
the database language specification and the semantics 
specification. The operation specification is for defin:. 
ing the operations of a data model, and their argu-
ments. ~he proposed generation method is based on 
the fundamental data structure and the fundamental 
operations. The fundamental data structure is the 
set of records, which is called the record set. The fun-
damental operations are those of manipulating record 
sets. These fundamentals enable the generator to 
generate the schema manager and the components of 
a database language processor easily. 
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This paper is organized as follows: The database 
language processor is briefly described in Section 
2. Section 3 proposes the generation method of a 
schema manager and the components of a database 
language processor. Section 4 evaluates the proposed 
method in the view of productivity. In Section 5, this 
work is compared with related research works. Last-
ly, future directions are mentioned in Section 6. 
2. Database Language Processor 
This section briefly describes a database language 
processor and the managers around it. The state-
ments of a database language are processed by a 
database language processor. The database language 
processor uses the storage manager ill order to store 
data into a database file, and obtain data from it. 
The database language processor in this paper is 
assumed to be composed of five components: a pars-
er, a semantics checker, a plan generator, a query 
optimizer, and a plan executor as shown in Fig. l. 
The parser checks whether a statement is correct 
according to the grammar of the database language, 
and produces a parse tree. 
The main role of the semantics checker is to in-
spect whether the literals appeared in a statement 
are valid. The semantics checker consults the schema 
manager for this check. rvloreover, the semantics 
checker obtains the internal numbers assigned to the 
literals from the schema manager. For example, the 
table number, which is for identifying a table, is ob-
tained for the table in a database under the relational 
data model. 
The plan generator generates an execution plan 
from the parse tree that the schema illformation is 
added to by the semantics checker. Although the 
generated plan is correct to the given statement, ef-
ficiency of execution is not considered. 
The query optimizer rewrites the execution plan 
into the efficient one. For this aim, the query op-
t.imizer may use the heuristics, the statistics about 
data, and/or the hints of data access. 
The plan executor executes the database process-
ing according to the execution plan rewritten by the 
query optimizer. The plan executor visits the nodes 
of the execution plan, and calls the appropriate func-
tions or methods of the software library. 
statement 
Language 
processor 
control flow 
--.. data flow 
Schema 
manager 
Figure 1: The architecture of a database lan-
guage processor 
3. Generation Method 
'I'he generator proposed in this paper generates a 
schema manager, a parser, a semantics checker, and 
a plan generator. The plan executor may be a fixed 
software component, i.e., the plan executor does not 
have to be generated. Because a plan generator gen-
erates the plans that can be executed by the plan ex-
ecutor. A query optimizer should be generated. One 
possible method is using the optimizer generator[9]. 
The generation of a query optimizer is beyond the 
scope of this paper. 
For the purpose of generating those software com-
ponents, the generator takes four kinds of specifica-
tions: the structure, the database language, the se-
mantics, and the operation specifications. 
First, the fundamentals for the generation method 
are described. Next, four kinds of specifications 
are explained. After that, generation methods of a 
schema manager, a parser, a semantics checker, and 
a plan generator are described. 
3.1 Fundamentals 
It is very difficult to study the extensibility of 
all of the aspects or functionalities of the database 
management system. As algorithms depend on data 
structures, and vice versa, the algorithm is not de-
cided unless the data structure is decided, and vice 
versa. In this paper, the followings are fixed: the 
fundamental data structure for representing objects, 
and the operations for manipulating them. 
3.1.1 Fundamental data structure 
The set of records, which is called the record set, 
is adopted as the fundamental data structure for ma-
nipulating data values. A record is composed of a set 
of attributes. An attribute is a triplet of its name, 
its data type, and a data value as in the traditional 
data models. In the information of an attribute, ad-
ditional information may have to be considered. The 
information includes the flag indicating whether the 
NULL value is permitted, and the indicator whether 
the attribute is a key or a part of a key. In this paper, 
such information is not considered. The treatment of 
this kind of information is a part of future works. 
Usage of the record set affects many aspects of 
the processing of the database language. First, the 
interface to the storage manager can be fixed. The 
storage manager handles a set of records rather than 
a set of values. Second is that the functions for the 
fundamental operations can be fixed. For example, 
the projection operation takes a record set, and pro-
duces the record set of which attributes are specified 
in the projection operation. If the set of values is 
used instead of the set of records, the function for 
this operation is entirely different from this function. 
Thirdly, the structure of the data model can auto-
matically and easily be converted into the structure 
of a record set. 
3.1.2 }4undamental operations 
The plan executor visits the nodes of the execu-
tion plan, and calls the appropriate functions as de-
scribed before. We have prepared the set of function-
s corresponding to the nodes of the execution plan. 
These are as follows, where RS denotes a record set. 
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• SCAN: record.-SetJlumber, schema_info ~ 
RS 
This operation obtains the record set by using 
the storage manager. 
• LOOKUP: oid ---+ record 
This operation obtains the record correspond-
ing to the specified identifier (oid) by using the 
storage manager. 
• SELECT: RS, retrieval_condi tion ~ RS 
This operation takes a record set and a retrieval 
condition, and produces the record set of which 
records satisfy the retrieval condition. 
• PROJECT: RS, set_of_project_elements ~ 
RS 
This operation takes a record set and a set of 
projection elements, and produces the record 
set, of which records are composed of the at-
tributes specified in the projection elements. 
A projection element is specified by using the 
INNER-NAVI or OUTER-NAVI operation. 
• JOIN: RS, RS, j oin_condi tion ---+ RS 
JOIN takes two record sets, and produces the 
record set, of which records are obtained by COll-
catenating the records satisfying the join condi-
tion. 
• UNION: RS, RS ~ RS 
This operation produces the union set of the 
records in the two record sets. 
• DIFFERENCE: RS, RS ~ RS 
This operation produces the difference set of the 
records in the two record sets. 
• INTERSECT: RS, RS ---+ RS 
This operation produces the intersection set of 
the records in the two record sets. 
• SORT: RS, list_of_sort_spec ---+ RS 
This operation takes a record set and a list of 
sort specifications, and produces the record set, 
of which records are sorted by the attributes 
specified in the sort specifications. A sort spec-
ification is a tuple of an attribute name and the 
flag indicating descendant or ascendant. 
• DISTINCT: RS ~ RS 
This operation eliminates the duplicated records 
in the record set. 
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% 
datatypel 
datatype2 
% 
name 
datatypel 
datatype2 
All 
Int, Double 
char [64] 
int 
int 
column <name> <datatypel> 
table <name> <colurnn>+ identified_by <name> 
relationship : <name> <table>+ <datatype2> identified_by <name> 
% 
Figure 2: An exanlple of the structure specification 
• INNER-NAVI: record, att.Jlumber ----t value 
This operation takes a record and an attribute 
number as inputs, and returns the value of the 
attribute. 
• OUTER-NAVI : record, att.Jlumber, dest_ 
record~et .Jlumber, 
value 
This operation takes a record, an attribute num-
ber, a destination record set number, and a des-
tination attribute number as inputs. This op-
eration works as follows. The value 0 for the 
attribute of the record is obtained as in the 
INNER-NAVIoperation. The record d, of which 
an OlD value is equal to 0, is obtained by using 
LOOKUP operation. The value of the destina-
tion attribute of the record d is returned. Al-
though this operation can be implemented by 
using the INNER-NAVI, the LOOKUP, and the 
INNER-NAVI operations, it is included in the 
fundamental operations because of the conve-
nience. 
• INSERT: RS, record ----t bool 
A record is inserted into the record set. 
• DELETE: RS, record ----t bool 
The record is deleted from the record set. 
• UPDATE : RS, oldJecord, newJecord ----t 
bool 
The record is updated to the new one. 
The SCAN operation reads all of the records of a 
record set sequentially. Another kind of the SCAN 
operation using an index is not currently supported. 
The attributes composing a key have to be specified 
for such an operation. This kind of operation will be 
able to be easily supported. Neither the operation of 
grouping records nor the operation of calculating the 
closure is supported yet. The JOIN operation is cur-
rently a nested-loop join. The other implementations 
including a merge join are not supported. Moreover, 
this fact requires additional study on adapting the 
operations of the data model level to those of the im-
plementation level. For example, although the join 
operation is unique in the data model level, several 
implementations for this operation exist in the im-
plementation level. If some conditions are satisfied, 
the more efficient function can be used. For example, 
the merge join can be used if the records are sorted 
according to the join key. Selecting the appropriate 
function is one of the roles of the query optimizer. 
This functionality is included in the future research. 
3.2 Specifications 
Here, four kinds of specifications are described. 
These are the structure, the database language, the 
semantics, and the operation specifications. 
3.2.1 Structure specification 
The structure of a data model is specified through 
the structure specification. A structure specification 
is composed of two parts: the data type specification, 
and the main specification. The specification of the 
data type specification is the form of 
data_type_name data_types. 
A data_ type_name is the literal representing the 
name of a set of data types. In the right hand side, 
data type names and/or All representing all of the 
atomic data types can be specified. 
The specification of the main specification is the 
form of 
left_element { = I : I :: } right_elements. 
In this specification, left_element is a literal. The 
character" =" is used to define the structure of left_ 
element. The character"'" is used to define that 
% 
[\ ' . (,)] 
II SELECT II 
II FROM II 
II WHERE II 
II AND II 
[a-zA-ZO-9_]* 
[0-9] + 
[<>=] 
% 
IDENT 
NUMBER 
OPERATOR 
select_stmt 
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# statement 
select stmt 
selectlist 
SELECT selectlist FROM fromlist WHERE condition 
pair_element 
pair_element 
selectlist ',' pair_element 
columnname 
pair_element2 
tablename 
columnname 
fromlist 
condition 
tablename '.' columnname 
pair_element 
IDENT ; 
IDENT ; 
tablename 
fromlist ',' tablename ; 
condition AND predicate 
'(' condition ')' 
predicate ; 
sel_pred I join_pred predicate 
sel_pred pair_element OPERATOR '\', IDENT '\" 
pair_element OPERATOR '\', NUMBER '\" 
pair_element OPERATOR pair_element2 ; 
Figure 3: All exarnple of the database language specification 
left_element independently exists, and that this 
element may have instances as well as to define 
the structure of left_element. The character" ::" 
is used to additionally define that an instance of 
left_element has its own identifier. When an in-
stance of left_element is defined to have an identifi-
er, the literal OlD, of which definition is OlD = int, is 
automatically added to right_elements. Specifying 
this kind of implicit setting is included in future re-
search. The right_elements are literals or the sym-
bols representing the option( () ), the union( I ), and 
the repeat ( + ) . 
An example of the structure specification is shown 
in Fig. 2. The data type specification is specified be-
tween the first two % characters. In this example, 
datatype1 represents all of the atomic data types, 
while datatype2 represents the two data types: Int 
and Double. Next is the main specification. The 
literal name is represented with the character string, 
of which length is 64. The literal datatype1, which 
is already defined in the data type specification, is 
represented with an integer value. This means that 
the data type of datatype1 is represented with an 
integer value, and that the data type is managed as 
an integer value by the schema manager. The lit-
eral column is represented with the concatenation 
of the literals name and datatype1. A table has 
instances, and the instances have their own identi-
fiers. The literal table is represented with the con-
catenation of the literals 010, name, and one column 
or more. The literal DID is automatically set as de-
scribed above. A table is identified by its name. The 
literal relationship is represented with the concate-
nation of the literals name, one table or more, and 
datatype2. Although a relationship has instances, 
they do not have their own identifiers. 
3.2.2 Database language specification 
The database language specification is composed 
of the lexicon part and the grarmnar part. The lex-
icon part includes the lexicons used in the database 
language. 
This is straightforwardly converted to the lex 
source file. The grammar part includes the gram-
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% 
Logic-Operator AND OR NOT 
AND-Operator "AND" 
OR-Operator "OR" 
NOT-Operator "NOT" 
Comparison-Operator EQ LT GT 
EQ-Operator "=" of OPERATOR 
LT-Operator = "<" of OPERATOR 
GT-Operator = ">" of OPERATOR 
tablename <table>-<name> 
columnname = <column>-<name> 
% 
fromlist <distinct> 
pair_element <identified_by> tablename, columnname 
pair_element-tablename <correspond_to> fromlist-tablename 
% 
Figure 4: An exanlple of the semantics specification 
mar of the database language. This part includes the 
rules, which are specified in BNF, of the yacc source 
file. An example of the database language specifica-
tion is shown in Fig. 3. The lexicon part is between 
the first two % characters. The grammar part follows 
the lexicon part. This is the simple and limited ver-
sion of the SELECT statement in SQL. The symbol # 
appeared at the head of the first rule of the grammar 
part represents that this rule is the start rule. 
3.2.3 Semantics specification 
In the semantics specification, the semantics of 
the database language is specified. 
An example of the semantics specification is shown 
in Fig. 4. The first line following the character % 
specifies that the logic operators AND, OR, ano NOT 
are used. The next line specifies that the AND op-
erator is represented with the character string AND. 
Com parisOll operators are also specified by using the 
similar specifications. 
The line tablename = <table>-<name> is for the 
mapping. between the language specification and the 
structure of the data model. This line specifies that 
the literal tablename in the language specification 
corresponds to the name of the table in the structure 
specification. The semantics checker checks whether 
the character string appearing as tablename ill a s-
tatement of the database language exists as the name 
of the table by consulting the schema manager. 
The lines following the second character % are syn-
tactic rules rather than semantic ones. In the line 
fromlist <distinct>, it is specified that the same 
element does not exist in fromlist, which is defined 
in the language specification. In this example, the 
equality problem does not occur because the element 
of fromlist is simply a table name. The elemen-
t having the same table name is the same element. 
However, in general, deciding whether an element is 
equal to another one is not trivial. For the equal-
ity test, identified_by is used. The line includ-
ing the word <identified_by> is an example. A 
pair _element is distinguished from the others by 
using the table name and the column name. When 
both of the table name and the column name of an 
element are the same as those of another one, these 
two elements are judged to be identical. The last 
line before the last character % is for the existence 
check. This line specifies that the table name of a 
pair _element must appear as the table name of the 
element in fromlist. 
Although these specifications are syntactic, the e-
quality can not be able to be checked until the schema 
information is obtained. This is the main reason 
why these specifications are included in the seman-
tics specification rather than in the language specifi-
cation. 
3.2.4 Operation specification 
In the operation specification, two kinds of map-
pings are specified. The first is the mapping between 
the user's operations and the fundamental operations 
described as before. The second is the mapping from 
the syntax in the database language to the arguments 
of the fundamental operations. 
% 
Scan SCAN 
RS fromlist-tablename 
Select SELECT 
condition-predicate-sel_pred 
Ldata = {sel_pred-pair_element 
Rdata = {sel_pred-pair_element 
Operator = sel_pred-OPERATOR 
Project : PROJECT 
Navi_list = selectlist-pair_element 
Join : JOIN 
condition-predicate-join_pred 
Rdata = join_pred-pair_element 
Ldata = join_pred-pair_element2 
Operator = join_pred-OPERATOR 
sel_pred-NUMBER 
sel_pred-NUMBER 
sel_pred-IDENT } 
sel_pred-IDENT } 
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RS1 join_pred-pair_element-tablename 
RS2 = jOin_pred-pair_element2-tablename 
Dot INNER-NAVI 
pair_element 
RS = tablename 
Item = columnname 
pair_element2 
RS tablename 
Item = columnname 
Figure 5: An example of the operation specification 
An example of the operation specification is shown 
in Fig. 5. In this example, five operations are de-
fined. These are Scan, Select, Project, Join, and 
Dot. These operations are mapped to the fundamen-
tal operations: SCAN, SELECT, PROJECT, JOIN, and 
INNER-NAVI, respectively. The third line is the spec-
ification for the argument of the SCAN operation. RS 
is the ~bbreviation of the record set. In this line, it 
is specified that the table name in fromlist corre-
sponds to the record set. Although the arguments of 
the SCAN operation are the record set number and the 
schema information as described before, the user can 
not specify them. Because the record set number is 
the internal number created by the system, and the 
user can not recognize it. The user can neither recog-
nize the schema information. Therefore, names are 
used in the specification. The system can understand 
that the table name is used in order to identify the 
table as specified in the structure specification, and 
the table number, which is put to the table by the 
schema manager, can be obtained by using the table 
name in this example. This specification has another 
meaning. The operation Scan is invoked for each ta-
ble in fromlist. For example, when two tables are 
specified in fromlist, the operation Scan is invoked 
twice for two tables. Therefore, the operation spec-
ification includes the hints to the plan generator for 
generating the execution plan. 
Next is the specification for the operation Select. 
The next line of the line Select : SELECT is the 
path to the each predicate for the retrieval condi-
tion. In this example, a predicate is the sel_pred 
of predicate of condition. The root of the path, 
which is condition in this example, does not have 
to be the statement, which is statement in this ex-
ample. This means that the operation Select is in-
voked wherever condition appears. This is conve-
nient when there are many places to invoke the same 
operation. The following three lines specify the items 
of the predicate and the operator. 
In the specification for the operation Dot, 
two paths are specified: pair _element and 
pair _element2. The operation Dot is invoked when 
pair _element or pair _element2 appears. 
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3.3 Schema Manager Generation 
The data struct ures for managing schema can be 
decided when the structure specifIcation is obtained. 
The following policies are adopted in order to manage 
schema. 
• The element that exists independently is man-
aged as the fIrst class citizen. 
This kind of element is defIned by using : or : : 
in the structure specifIcation. In the example 
shown in Fig. 2, table and relationship are 
this kind of elements. The information of this 
kind of element can be directly accessed. The 
information of the other kind of element can not 
be directly accessed. For exam pIe, the inforlna-
tion of column can only be accessed through the 
information of table. 
• The information is managed by using links. 
Consider two tables: Employee and Dept. The 
information on Employee and that on Dept 
are managed by using links rather than arrays. 
l\Ioreover, in the case that the table Employee 
has the colulllns name and address, the infor-
mation on name and t.hat 011 address are linked 
from the information on Employee, and the in-
formation on name is linked to that on address. 
• When the data type of the component C of an 
element P is not the primary one, the informa-
tion on C is managed apart from that on P, amI 
that on C is linked from that on P. 
III the example showll in Fig. 2, table has 
the components name and column. As the com-
ponent name is the character string, the infor-
mation on name is included in the information 
on table. On the other hand, the data type 
of the component column is not the primary 
one. l'v10reover, this component is repeatable 
«column>+). Therefore, the information on 
column is held apart from the information on 
table. 
• One or more internal numbers are put to each 
element, and are held in schema. 
The storage system adopts the number inter-
face. The internal numbers for table and 
relationship are required in requesting the s-
torage system to store and obtain data. The 
internal lHllnbers have to be decided, and to be 
held in schema. 
As the schema manager is the software compo-
nent that manages schema, a schema manager can 
also be generated based on the structure specifIca-
tion. The generator takes a structure specifIcation, 
and produces the graph representing the structure of 
the data model. This graph is referred to as the data 
model graph. T'he data model graph enables the gen-
erator to obtain the information 011 the structure of 
the data model easily. 
The steps in generating the schema manager are 
as follows. 
1. Creation of the header fIle 
According to the policies described above, the 
data struct Ilres for managing schema are decid-
ed, and are defIned in the header ftle. 
2. Creation of create function 
This function is for inserting the information 
on the element, e.g., the table Person, and the 
column address. In this function, the inter-
nalnumbers of identifying elements are decided, 
and are kept in the schema. 
:3. Creation of drop fUllction 
This function deletes the information of the 
specified element. This fUllction takes one or 
more internal numbers identifying an element 
as arguments. 
4. Creation of select function 
The information on the element can be obtained 
by using this function. This function also takes 
one or more internal numbers identifying an el-
elllent as arguments. 
3.4 Parser Generation 
The generator generates a lex source fIle and a 
yace source file. These ftles are used to generate a 
parser. The generator uses the database language 
specification and the data model graph. 
The lexicon part of the database language spec-
ifIcation can be straightforwardly converted to the 
lex source fIle. The grammar part of the database 
language specification includes the rules of the yacc 
source file. The main task of the generator is to make 
actions producing a parse tree, and to put them into 
the yacc source file. 
The followillg observations enable us to produce a 
parse tree automatically. 
• The parse tree for the statement in the database 
language is not complicated. 
• Concatenations and lists are the major con-
structs of the statement. 
The generator generates the header file as well as 
the lex source file and a yacc source file. In the head-
er file, the data structures for the parse tree are de-
fined. These data structures are decided according 
to the similar policies to those in deciding the data 
structures for managing schema. When an element 
is a list, the field of the pointer to the next element 
is included in the data structure. 
The actions producing a parse tree are mainly di-
vided into two kinds of tasks. The first is allocating 
the space for the appropriate data structure. The 
second is linking the data structure from another da-
ta structure. \Vhen an element C is a component of 
another element P, the data structure for C is linked 
from that for P. When an element C is an element of 
a list L, the data structure for C is linked from the 
previous element of L. 
In the parse tree, additional spaces and links are 
attached. These are for the purpose of making the 
process of the semantics checker easy. For the el-
ements relating schema, the spaces for the internal 
llumbers of the elements are reserved in the cor-
responding data structures. Such data structures 
are linked one by one. Semantics checker navigates 
through this link in order to consult the schema man-
ager. This link is called the schema element link. 
Moreover, all of the data structures in a parse tree 
are linked one by one. This link is convenient to go 
around all of the nodes in a parse tree. 
3.5 Semantics Checker Generation 
Semantics checker navigates through the schema 
element link of a parse tree to convert the names of 
elements into the internal numbers corresponding to 
them. After that, semantics checker does the distinc-
t check and the correspondence check according to 
the semantics specification. The generator generates 
such a program source file. 
3.6 Plan Generator Generation 
The generator generates a plan generator. This 
plan generator generates a simple execution plan. 
That is, the performance of the execution is not con-
sidered. Converting this execution plan into the effi-
cient one is the role of the query optimizer. 
The steps generating an execution plan are cur-
rently as follows. First,the nodes corresponding to 
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the operation SCAN are created. There may be two 
or more nodes of the operation SCAN. Next, the nodes 
corresponding to the operation JOIN are created. All 
of the nodes of SCAN have to be linked through the n-
odes of JOIN, and become one record set. When there 
are more than one join predicate for ~he same pair of 
the record sets, the predicate appearing first is used 
as the join predicate. Thirdly, the nodes correspond-
ing to the operation SELECT are created. The whole 
of the retrieval condition including join predicates is 
set as the argument of the operation SELECT. Finally, 
the node corresponding to the operation PROJECT is 
created. Many things for creating the efficient execu-
tion plan remain to the query optimizer. Currently, 
only these operations are supported. Future work 
includes the support of all of the fundamental oper-
ations. 
4. Evaluation 
The generator of a database language processing 
system is evaluated in the view of produetivity. Pro-
ductivity ;s evaluated by comparing the number of 
lines of specifications and that of lines of code gener-
ated by the generator, and by comparing man-days of 
construeting a database language processing system 
with and without the generator. 
In this evaluation, two database language process-
ing systems are generated. One is that for the rela-
tional model and a part of SQL. The other is that 
for the functional model and a part of DAPLEX lan-
guage. 
The numbers of the lines of the specifications for 
defining the relational model and a part of SQL are 
shown in Table 1. The amount of the code gellerated 
Table 1: N ulnbers of lines of specifications 
Specification Relational Functional 
Model Model 
Structure spec. 7 11 
Database lang. spec. 64 51 
Semantics spec. 14 12 
Operation spec. 24 20 
Total 109 94 
by the generator is 3697 lines in C. The cost of writ-
ing the specifications is about four days. The amount 
of the code written from scratch is 4158 lines in C. 
162 
The cost of building the database language process-
ing system from scratch is about six months. 
The numbers of the lines of the specifications for 
defining the functional model and a part of DAPLEX 
language are also shown in Table 1. The amount of 
the code generated is 3882 lines in C. The cost of 
writing the specifications is about four days. The 
amount of the code written from scratch is 4130 lines 
in C. The cost of building the database language pro-
cessing system from scratch is about four months. 
The ratio of the number of the lines of the speci-
fications and that of the lines of the code generated 
is thirtieth. The ratio of the man-days of building 
the system by using the generator and from scratch 
is about thirtieth. Therefore, it can be said that the 
productivity of the generator is very high. 
5. Related Works 
We adopt the specification approach rather than 
the implementation approach. This is the same di-
rection as in KIDS[10]. We agree with Dittrich et al 
that the specification may decrease the cm,t in build-
ing a DBMS. The KIDS tools will generate the ma-
jor parts of a domain-specific DBMS according to the 
given specifications. However, the database language 
processor remains to be implemented by the DBMS 
implementer. In this paper, we tries to generate the 
database language processor and the schema manag-
er. By adopting our method, it is expected that the 
DBl'vlS building cost will be more decreased. 
Demurjian et al have proposed the multi-lingual 
database system[19]. This system enables the data 
model and the database language to be incorporated 
on the top of the kernel data model and the kernel 
database language. To this end, three subsystems 
have to be implemented. These are the kernel map-
ping, the kernel controller, and the kernel formatting 
subsystems. The kernel mapping subsystem trans-
forms the user's world to the kernel's world. The 
kernel controller subsystem asks the kernel database 
subsystem to process the tasks. The kernel format-
ting subsystem transforms the results from the kernel 
database subsystem to the things in the forms of the 
user's world. The DBMS implementer has to imple-
ment these three subsystems adding to the compiler 
for the user's database language. This will result in 
the heavy burden for the DBlVIS implementer. 
There are several researches addressing to the su p-
port of the domain specific data models. Hong et 
al have proposed the meta model to represent the 
object-oriented data models[16]. Their approach is 
based on the specification. A variety of the object-
oriented data models can be specified. Zhang et al 
have proposed the method enhancing DBMSs with 
complex relationship semantics in ORIENT[22]. The 
relationship can be customized by using a kind of 
specification. The modification of the relationship 
semantics influences the processing of the database 
language. Cooper has proposed the configurable da-
ta modelling system[18]. This system enables the 
configuration 011 the data model, and the user in-
terface including command languages and graphical 
interfaces. Configuration is based on the form or the 
template. That is, the data model and the data lan-
guage can be configured by selecting items from the 
lists and/or putting something into the forms. These 
three systems have tried to give the extensibility on 
the data models by using specifications or templates. 
We agree on the approaches adopted in these system-
s. However, there are some restrictions on the exten-
sibility. In the approach of Hong et al, the target data 
models are limited to the object-oriented data mod-
els. In the approach of ORIENT, the extensibility is 
limited to the relationships. The Cooper's approach 
has the limitation in defining the data model and the 
database language. We believe that the specification 
is more powerful than the template. 
Embury et al have proposed the modular compil-
er architecture for a functional data IIlodel[23]. This 
architecture makes it possible to add new compil-
er modules in order to construct the compilers for 
new sub-languages. Although it is thought that fine 
grained components are good for the extensibility, 
there are several drawbacks. First is that the tar-
get data model is fixed to the functional data model. 
Our approach tries to allow one or more data models. 
Second is that the modules have to be implemented. 
We think that the users would not like to write any 
code if possible. Our approach is based on the speci-
fications. We believe that our approach may decrea"c;;e 
the burden of constructing a DBMS. 
6. Concluding Remarks 
This paper proposed a method of generating a 
schema manager and the components of a database 
language processor. Four kinds of specifications are 
used in order to specify the data model and the 
database language. The evaluation results show that 
the generator adopting the proposed method has high 
productivity. 
There remain many issues to be addressed. In the 
structure specification, literals have to be defined be-
fore they are used. Therefore, recursive definition-
s can not be specified. Improvement of the spec-
ification capability of the structure specification is 
a subject for future work. A record is currently s-
tored in a database file as it is. That is, the da-
ta format of a record in a file is the same as that 
of the record used by the database language pro-
cessor. Many models in storing complex objects in-
to a file have been proposed[25]. Several extensible 
database management systems adopt the kernel da-
ta models, which are considered to be the storage 
models[5, 10, 11, 12, 19, 24]. Specifying the storage 
model is another subject for future work. For this 
aim, another specification, e.g., the storage specifi-
cation, may be required. The issues on the query 
optimization are not be addressed in this paper. One 
possible method is using the optimizer generator [9] . 
Specifying the optimization rules is another future 
work. Moreover, the operations in the execution lev-
el may differ from those in the data model level. That 
is, for example, there are several methods of imple-
menting the join operation, while the join operation 
in the relational data model is unique. Although sev-
eral operations are supported as the fundamental op-
erations, additional operations will have to be added 
as the fundamental ones. The operations added have 
to be specified in the operation specification as for 
the original fundamental operations. The future re-
search includes this kind of extensibility. The se-
mantics checker currently checks the literals. How-
ever, in managing semistructured data, such check-
s are not required, and the information correspond-
ing to the schema may have to be kept in inserting 
data[26, 27, 28]. Therefore, the behavior of the se-
mantics checker, and the process of modifying data 
may have to be changeable. This kind of specifica-
tion is another future work. We have studied the 
generation method through the limited data models 
and the limited database languages. We use only the 
relational data model and the functional data mod-
el. We will have to apply the proposed method to 
the other data models including the object-oriented, 
and object-relational ones. We use currently the sub-
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set of SQL, and the sub-set of the data manipulation 
language DAPLEX. The future research includes the 
supports of the full-sets of these languages as well as 
the other database languages. 
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