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enough is made of this advantage, and in later chapters the reader is truly likely to 
forget that type information is present! 
The order of evaluation of expressions normally dominates early chapters of texts 
on the A-calculus. In contrast, this book presents the material towards the end-and 
even then only informally. Consequently, the reader is able to come to the discussion 
of evaluation orders with a considerable body of intuition from the earlier chapters, 
and so should obtain more insight into the consequences of particular choices. After 
comparing and contrasting applicative order reduction with normal order reduction, 
lazy evaluation is introduced briefly as “a way of combining the best aspects of 
normal and applicative order P-reduction”. This introduction is L .ot as easy as it 
could be, and the reader is likely to have little intuition as to how it could be carried 
out in practice. 
The final chapters of the book provide quick introductions to ML and LISP (and 
Scheme) showing ho>w “real” language, = en&&y the principles expounded earlier. 
Given the declared benefit of lazy evaluation, it seems a pity that only strict languages 
were chosen-there are enough good lazy functional languages around to make a 
similar chapter on one of them worthwhile. Nonetheless, these chapters are certainly 
valuable, and would be sufficient to prepare the adventurous reader for functional 
programming in reality. However, it ought to be emphasised that this text provides 
only an introduction: in order to explore the richness of functional programmirg 
techniques a more advanced text would certainly be required. 
Overall, the book is very easy to read. It is a slow (almost plodding) step-by-step 
guide to some of the methods of programming in functional languages that should 
not over-tax any computing student. On the other hand, it may be that students 
would be better served by a more direct introduction to functional programming, 
to be followed up by a more rigorous introduction to the h-calculus. 
John LAUNCHBURY 
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University qf Glasgow 
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David A. Watt, Programming Language Concepts and Paradigms (Prentice Hall, Hemel 
Hempstead, United Kingdom, 1990), Price g16.95 (paperback), ISBN O-13-728866-2. 
As a teacher of courses on programming languages, I have long been searching 
for a book which would exhibit all of the basic concepts without getting bogged 
down in syntactic trivia, or in tedious explications of particular languages. I think 
this book may just about be what I was looking for. Certainly, as I read through 
some topic I would think “But he hasn’t mentioned point X yet”, almost invariably 
to see it turn up on the next page. 
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The book uses Pascal and Standard ML, also Ada, as its main exemplars (adding 
fictitious extensions to them to illuminate particular corners as needed). There are 
excursions into Smalltalk and Prolog where necessary. 
There are, however, some surprising omissions. The author discusses, quite rightly, 
local variables and the nesting of their lifetimes, but there is no mention of the 
Stack Model or of Activation Records (these things may be mere implementation 
detail, but they can serve to give the student a strong mental picture of what is 
going on). Again, he talks of disjoint (i.e. discriminated) union types but no mention 
is made of undiscriminated unions. Unpleasant hey may be, but in real programming 
languages they do exist. 
I could not find the words “Data Abstraction” anywhere in the book. Jndeed 
Abstract Types are discussed, but in the chapter on Encapsulation rather than in 
the chapter on Abstraction. There is definitely a link missing here. Contrariwise, he 
implies that Classes (as in OOP) are not Abstract Types, and attempts to introduce 
them by misusing the “generic” feature of Ada. My mind is still boggling! 
There are guest appearances by John Hughes and William Findlay. John Hughes 
writes about Functional Programming, and gives the best introduction to that subject 
that I have read. 
In the case nf William Findlay, however, who writes two chapters on Concurrency, 
I regret to say that the join most definitely shows. It is eight pages Into his first 
chapter before the first example is seen. In these pages we have had discussion of 
esoteric topics such as deadlock and starvation, and we have not yet met the 
communication primitives acquirejrelinquish (not to be confused with transmit/re- 
ceive and signal/wait which also appear). And it is only after all this introduction 
that the primary distinction between the two fundamental purposes of concurrency- 
Mutual Exclusion and Communication-is made. Likewise, in his second chapter 
which is a case study using Ada, all the unsatisfactory features of that language are 
exposed before the satisfactory ones have been understood. 
Back to Watt for the chapter on Prolog, which concentrates too much on tedious 
syntax. The Logic comes first, and then the Control; but regrettably no mention of 
the relationship to backtrack and nondeterministic programming. 
On factual matters, the book is generally correct and I found few actual errors 
(does Fortran really have global variables, and does Smalltalk really have a dynamic 
scoping rule in the sense of J,isp, or indeed any scoping rule at all). But one can 
live with a few minor quibbles and the proof of the pudding is in the eating-1 
have put the book on my reading list, and it will be for the students to taste and see. 
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