Some time ago you saw an overview of a large number of architecture styles (lecture 3); today, I will focus on service oriented architectures in particular. I have a view of SOA that is not directly compatible with some of the leading research on it, you might see that today. Take your pick! "An architecture is the fundamental organiza5on of a system embodied by its components, their rela5onships to each other and to the environment and the principles guiding its design and evolu5on."
---- IEEE 1471
DefiniMon?
"Service--oriented architecture (SOA) is a flexible set of design principles used during the phases of systems development and integra5on in compu5ng.
A system based on a SOA architecture will package func5onality as a suite of interoperable services that can be used within mul5ple separate systems from several business domains." In the ideal form, a component states what it needs to the 'environment' (there might be a container), and provides its services once they have been resolved. This is very simple, isn't it? It gets more interesting once we start worrying about deployment, which we won't do today.
---- Wikipedia
• MoMvaMon 
ManifestaMons
This is the definition we will stick with. You may have noticed that I left out anything that has to do with using services from others; this is because (a) it is hard enough to use your own services well, and (b) I don't believe this is inherent to the style. It's a benefit.
Let's first look at a number of manifestations.
I've picked three manifestations of SOA more or less at random.
Note: We will see, SOA is not a technology, although the vendors try to show us otherwise Enterprise SOA
• Business Process Modeling
• XML configuraMon over explicit code
• Content based rouMng • SAP, IBM, JBoss ESB, Mule, Sopera
The first thing that comes to mind is the Enterprise market: huge systems that make the corporations work. SOA has been a buzzword here for the last, say, five years. A user agent is portrayed in the midst of three parallel interactions: a, b, and c. The interactions were not satisfied by the user agent's client connector cache, so each request has been routed to the resource origin according to the properties of each resource identifier and the configuration of the client connector. Request (a) has been sent to a local proxy, which in turn accesses a caching gateway found by DNS lookup, which forwards the request on to be satisfied by an origin server whose internal resources are defined by an encapsulated object request broker architecture. Request (b) is sent directly to an origin server, which is able to satisfy the request from its own cache. Request (c) is sent to a proxy that is capable of directly accessing WAIS, an information service that is separate from the Web architecture, and translating the WAIS response into a format recognized by the generic connector interface. Each component is only aware of the interaction with their own client or server connectors; the overall process topology is an artifact of our view.
the elements work together to form an architecture. All three types of viewprocess, connector, and data-are useful for illuminating the design principles of REST.
Process View
A process view of an architecture is primarily effective at eliciting the interaction relationships among components by revealing the path of data as it flows through the system. Unfortunately, the interaction of a real system usually involves an extensive number of components, resulting in an overall view that is obscured by the details. Figure 2 provides a sample of the process view from a REST-based architecture at a particular instance during the processing of three parallel requests. The client/server [Andrews 1991] separation of concerns simplifies component implementation, reduces the complexity of connector semantics, improves the effectiveness of performance tuning, and increases the scalability of pure server components.
Since the components are connected dynamically, their arrangement and function for a particular application action has characteristics similar to a pipe-and-filter style. Although REST components communicate via bidirectional streams, the processing of each direction is independent and therefore 
Enterprise SOA Web Services µServices this looks suspicious
How about taking this to the extreme, and putting the interfaces closer to both the implementer and the user, leaving the 'binding' undecided. This binding is known as Dependency Injection, or Inversion of Control. Together (talking only to an interface, and using IoC), we call this microservices.
Now take a step back from that overview; don't we recognize this? What do the three notions we saw before have in common?
The notion are rather disparate, yet they seem to fit the description nicely.
Actually, yes. We have seen components, services and dependencies as a formalism underlying other styles! I will not go into that too much now, let's first look at the 'other side' of the spectrum.
It's an abstracMon
Is it even a style? Debatable.
• SOA is a very basic style 
ObservaMons
Let's try looking at it from the ground up. Every layer we add is a new level of abstraction.
Components are another axis, that have nothing to do with the patterns, but _are_ a useful mechanism. In fact, all SOA implementation I have seen have a built-in notion of components, of 'packaging' of the components. Some do a better job of separating those than others.
I don't think so. I believe it's a formalism that _helps_ in defining higher-level styles. We'll look into that a little more concretely after the break. Let's take a look at OSGi. We'll go into quite some detail here.
Recap

OSGi technology is the dynamic module system for Java™
OSGi technology is Universal Middleware.
OSGi technology provides a service-oriented, componentbased environment for developers and offers standardized ways to manage the software lifecycle. These capabilities greatly increase the value of a wide range of computers and devices that use the Java™ platform.
OSGi Alliance
• Expert groups On top of that, the life-cycle layer determines the life-cycle of individual bundles. Basically, bundles can be installed, started, stopped and uninstalled. Furthermore, an installed bundle can be updated anytime. Finally, you can uninstall a bundle if you don't need it anymore. The "starting" and "stopping" states have hooks for you as the bundle developer to actually make your bundle do something. By implementing the BundleActivator interface, the framework will invoke your start() and stop() methods. You will also get a BundleContext which is basically a reference to the API to talk to the container. Finally, the service layer contains a registry where services are published. Each bundle can register any number of services in the service registry. A service is registered using the fully qualified name of its interface. Furthermore, you can add any number of properties to this service. Both the name and properties can then be used again by others that query the registry. 
Life--cycle Example
Service Example
