Abstract: Ubiquitous web applications adhering to the anytime/anywhere/ anymedia paradigm are required to be customisable meaning the adaptation of their services towards a certain context. Several approaches for customising ubiquitous web applications have been already proposed, each of them having different origins and pursuing different goals for dealing with the unique characteristics of ubiquity. This paper compares some of these proposals, trying to identify their strengths and shortcomings. As a prerequisite, an evaluation framework is suggested which categorises the major characteristics of customisation into different dimensions. On the basis of this framework, customisation approaches are surveyed and compared to each other, pointing the way to next-generation customisation approaches.
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Introduction
following we use the term customisation to denote the adaptation of an application's services towards its context.
By considering all the different facets of context as mentioned above, customisation is seen more comprehensive than traditional personalisation, covering user and usage data only [20, 21] . Furthermore, it has to be emphasised that customisation deals with context which can be predicted at design time and may occur at a certain point at run time. Personalisation for example means adapting to different persons, such that they perceive the application differently at the same time. In contrast to that, it is not the primary focus of customisation to accommodate for unanticipated changes over time, caused by, e.g., changing organisational or technological requirements [22, 23] . These changes are rather covered by means of system maintenance and re-engineering techniques which are not the focus of this paper [24] .
Several approaches for customising web applications have been already proposed, each of them having different origins and pursuing different goals for dealing with the unique characteristics of ubiquitous web applications. This paper compares some representatives of these proposals stemming from different research directions and aims to identify their strengths and shortcomings. According to that overall goal, the remainder of the paper is organised as follows. First of all, Section 2 looks back in history, identifying the roots of customisation within different research directions. Next, Section 3 presents the criteria which are part of the evaluation framework and categorises them along different dimensions. Section 4 gives an overview of 10 customisation approaches and points out their distinguishing characteristics in light of the evaluation framework. Section 5 puts the descriptions of the approaches into perspective by summarising the results and reporting on lessons learned. Section 6 concludes the paper with an outlook to future work.
The origins of customisation
Considering the notion of customisation from a historical point of view, one can identify at least two areas of major influence namely personalisation and mobile computing (cf. Figure 1 ).
Figure 1 Origins of customisation
The notion of personalisation represents a major challenge since the end user has been put in the middle of concern when developing interactive applications which dates back to the early 1980s. According to [16] , personalisation provides users with an experience most suitable for their background knowledge and objectives. As can be seen in Figure 1 , personalisation has been investigated in various different areas of application development. An area dealing with personalisation issues already for a long time is the user interface community, which brought up the notion of adaptive user interfaces, cf., e.g., [25] . Adaptive user interfaces aim at tailoring a system's interactive behaviour to skills, tasks and preferences of human users. The broader approach of intelligent or advisory help and tutoring systems includes adaptive characteristics as a major source of its intelligent behaviour, cf., e.g., [26, 27] . These systems adapt their explanations and teaching strategies to the individual needs of users in terms of their knowledge level and learning progress. Another area dealing with personalisation issues but emphasising more on adapting the content of an application are information filtering and recommender systems like found in [28, 29] . The goal of these systems is to go through large volumes of dynamically generated textual information and present to the user those which are likely to satisfy his/her information requirements. The emerge of hypertext and hypermedia [30] led to another research direction called adaptive hypermedia [31] . Whereas the 'pre-web' generation of adaptive hypermedia systems explored personalised presentation and navigation support (e.g., the need for alternative access paths to information) for a closed group of users [32] , nowadays, one faces the formidable task of developing web applications for an unpredictable number of anonymous users while making them work as if they were designed for each individual user.
The area of mobile computing can be seen as second major root of customisation. In contrast to personalisation having already a long tradition in application development, the research on mobile computing begun in the early 1990s. At this time, the focus was primarily on mobility issues in terms of location-based services [33] [34] [35] . One of the first projects in this realm reported in literature was the 'Active Badge' project at Olivetti, where information about a user's physical location was sensed at any particular moment to modify the behaviour of programs running on a stationary server [36] . Today, location information which can be made available by mobile network providers or using technologies such as the Global Positioning System (GPS) is used for realising various indoor or outdoor location-based services such as geographically targeted advertising, fleet management, traffic control or emergency services.
Another important research direction in the area of mobile computing is dedicated to multi-channel delivery, meaning that services provided by web applications are made available on various mobile devices [37] . This requires to consider the varying capabilities of devices in terms of hardware (e.g., display size and resolution, method of input, memory, disk capacity and computational power) and software (e.g., operating system and web browser) in order to allow a proper adaptation of the application's user interface and interaction behaviour. There are already standardisation efforts in this direction, most notably the device independent activity of the W3C [38] [39] [40] . Since mobile devices also imply a wireless connection carrying certain network constraints, network adaptation is another influencing research direction for customisation [15] . In this respect, communication autonomy requires that the application properly adapts to sudden disconnections which can be caused either voluntary (e.g., the users wants to avoid disturbance, to reduce cost or power consumption) or happen against the will of the user because the battery becomes empty or network connection is lost. Restrictions and variations in bandwidth require to change either the content of the transmitted data (e.g., by lossy or lossless compression mechanisms) or the methods used to send that data (e.g., by altering the underlying protocol) [15] .
As can be seen from this historical overview, customisation issues have a long tradition in computer science and have been dealt with in a large number of different areas. Existing literature on the state of the art concentrate either on personalisation in certain application domains such as hypermedia systems (cf. [31, 16] ) or emphasise more on customisation in mobile computing (cf., e.g., [15, 41] ). In addition, some of these surveys are done without using a proper underlying evaluation framework. This paper, in contrast, tries to cover the whole spectrum of customisation as required by ubiquitous web applications learning from the different research directions discussed above. It proposes a uniform evaluation framework which is suitable for comparing approaches originating from both, personalisation and mobile computing.
Evaluation framework
In the following, we want to elaborate on what is necessary when realising ubiquitous web applications by means of customisation, proposing a comprehensive and uniform evaluation framework. The benefit of this evaluation framework is threefold. First, it allows a structured, uniform view to better understand the various aspects of customisation. Second, it can be used as a conceptual framework for evaluating existing approaches on customisation (cf. Sections 4 and 5). Third, it may be employed for developing next generation customisation approaches (cf. Section 6).
Basically, our evaluation framework comprises two orthogonal dimensions context and adaptation and the mapping in between represented by the notion of customisation (cf. Figure 2 ).
Figure 2 Evaluation framework
In the following, the evaluation framework is explained in more detail. The criteria discussed are partly based on our previous work in this area as described, e.g., in [42, 43] . It has to be emphasised that some of these criteria serve as requirements which should be fulfilled by customisation approaches to be appropriate for developing ubiquitous web applications, while others are simply a means to characterise existing approaches along a common structure. The reference in parentheses besides each criteria will be used as pointer to the criteria in the survey in Section 4.
Context
The context dimension includes the circumstances of consumption relevant for a ubiquitous web application, mainly dealing with the question 'why to customise and when'. In this respect, we define context as the reification of certain properties, describing the environment of the application and some aspects of the application itself, which are necessary to determine the need for customisation. Context can be further specified by looking at the scope of the context which is considered for customisation, its representation, its acquisition and access mechanisms used (for a similar categorisation, cf., e.g., [21] ).
Scope of context
The scope of context comprises not only the different context properties supported by the system together with the ability to extend them, but also the time dimension of context in terms of chronology and validity.
Property (C.P.). Although the relevant kind of context is dependent on the ubiquitous web application which should be developed, customisation approaches should support a set of built-in context properties. The following context properties (which are illustrated in Figure 3 using UML [44] ) are most often found in literature and considered to best support the notion of ubiquity as defined above:
Figure 3 Context properties
Location: Location copes with the need for mobile computing and location-aware services by capturing information about the location from which an application is accessed.
Time:
The context property time allows to adapt the application with respect to certain timing constraints such as opening hours of shops or timetables of public transportation.
Device: This context property refers to the demand of ubiquitous web applications for anymedia in terms of multi-channel delivery and provides basic information about the hardware and software capabilities of the device accessing the application.
Network: To allow adaptation on basis of the network it is necessary to provide network context information in terms of, e.g., bandwidth or package losses.
User: Information about the user in terms of, e.g., demographic data, knowledge, skills and capabilities, interests and preferences, goals and plans takes into account the necessity of personalisation. Since the user is regarded being part of the context, we follow an application-centric perspective thus monitoring all context properties relative to the application.
Application: In addition to the previously stated context properties, all of them representing information about the environment of the application, it is also required for customisation purposes to get information about the state of the application itself, with respect to a certain user [45] .
It has to be emphasised that all criteria discussed in the following are applicable to each context property described above.
Extensibility (C.E.). Certain applications may require also additional context properties which are not built-in (e.g., current outside temperature or heartbeat rate). It is not possible to foresee what kind of context properties that might be since the list of context properties is virtually unlimited. Thus, it is required that built-in context properties can be easily extended by additional ones. Note that this criteria deals with system maintenance which is, as disclaimed previously, not the primary focus of this paper.
Chronology (C.C.). Practice has shown that it is useful to broaden the view on context by considering not only the current context at a given point in time but also historical information (cf. Figure 3 ). This is necessary to be able to identify changes in context over time. For example since the bandwidth might be constantly changing, it is more important to be able to trace the average bandwidth instead of just having information about the latest one. In contrast, allowing to adapt towards a restricted display size requires information of the current device only. Besides historical context, it might be useful to anticipate possible future states of a context, too. For example, concerning video streaming, it is not only relevant how the bandwidth changed in the past, but also how the bandwidth will develop or how stable it can be considered in the future, to be able to tune the resolution of the video accordingly, thus guaranteeing a constant video stream. Finally, since web applications enforce the notion of sessions, possibly consisting of a sequence of transactions, context needs to be considered within the boundaries of sessions, i.e., each session has its own context (cf. Figure 3) .
Validity (C.V.). Context properties may not be valid during the complete period until they are updated on basis of the environment. In a mobile scenario an example would be, that, if location information does not change within a certain period, the device might not be online any longer, thus, the location information might no longer be valid. Another example would be the validity of opening hours, which for example, may change during the seasons. Thus, it may be required to specify the period during which a context is valid (cf. Figure 3) .
Representation of context
The representation of context comprises two important issues, namely mechanisms for enhancing the reusability of the context representation and the level of abstraction at which context is represented.
Reusability (C.R.). A customisation approach should allow to explicitly represent context within the system, not just to intermingle context with adaptation or the application itself. An explicit representation would allow for reusability of already defined context across several applications. Another requirement for achieving reusability is that context provided by the customisation approach should be generic, that is application-independent. Application independent context may even be reused from external sources, e.g., third-party providers. As illustrated in Figure 4 , an example for such an external source would be a Location Service converting a physical cell ID to an XY-position in space and vice versa or a Geographic Information System (GIS) providing among others geographical data about cities or streets for a given geographic latitude and longitude. Abstraction (C.Ab.). According to the level of abstraction where context properties are represented it should be distinguished between physical context and logical context. Whereas physical context is at a very low level of abstraction which can be directly sensed from the environment (e.g., location in terms of a mobile phone's cell ID), logical context would enable to enrich its semantics thus making it meaningful for customisation purposes (e.g., a street name). Logical context can be provided in terms of profiles (e.g., describing certain hardware characteristics) which is most often the case, but can also be built from existing physical or other logical context by applying different kinds of abstraction or inference mechanisms, (e.g., certain geographical positions relate to the same location in terms of a town). Figure 4 shows an example of a logical context model for the physical context property location. It provides not only a variety of generic information about the political and physical cartography using both, external sources as described above and abstraction mechanisms in terms of sub-classing, but contains also application specific context information.
Although highly desirable for many applications, the existence of logical context is optional. Note that in the following, we use the term context for depicting both, physical and logical context, not least since all criteria discussed in this section are applicable to both, physical and logical context.
Acquisition of context
The acquisition of context can be characterised by the degree of automation considering who is responsible for acquiring the context and the degree of dynamicity in terms of when the context is acquired.
Automation (C.Au.). Concerning the acquisition of context, first it has to be defined who is in charge for gathering appropriate context information, be it either a human (manual acquisition) or the system (automatic acquisition) or a combination thereof (semi-automatic acquisition). For ubiquitous web applications it is desirable to automatically gather as much context information as possible to reduce user interaction. Physical context properties may be sensed directly from the environment, logical context may be automatically computed on the basis of other context information available. Bandwidth available in the future is an example of context information constructed automatically on bases of the history of bandwidth. Building user categories on the bases of interaction patterns would be another example. Semi-automatic means that automatic acquisition of a physical or logical context is accompanied with information entered manually by, e.g., a user, a designer or the vendor of a device. Although, physical context properties are per definition automatically gathered (cf. above), automatic acquisition is not always possible (cf., e.g., a device not capable of providing location information or a user which can be identified using a login procedure only). Logical context, especially profile information has to be most often entered manually or semi-automatically or even if it could be computed automatically, some necessary information could be missing (cf., e.g., usage data is not available for a user accessing the application for the very first time). The goal should be, of course, to design the application to be robust enough to deal with missing context either by requesting the user to provide the context manually or by providing a default context. Dynamicity (C.D.). Another important aspect is when context acquisition takes place. Considering the frequency of context changes, context can be either static, i.e., determined once at application start up (e.g., the device used to select the appropriate interaction style), without considering any further changes or dynamic, i.e., determined on every change during runtime (e.g., the bandwidth to adapt the resolution of an image on the fly). In principle, to cope with the dynamic nature of ubiquitous web applications, dynamic context acquisition is required. Although dynamic subsumes the static case, its realisation has completely different implications for the application regarding, e.g., performance or data access. Thus, an additional explicit support of static context acquisition could be desirable.
Access to context
Mechanism (C.M.). Context has not only to be acquired and represented in a proper way, but there must be also appropriate mechanisms in order to make context accessible to the adaptation component of customisation as described below. In this respect one can distinguish between pull-based and push-based approaches. Whereas the former requires to poll context information as soon as it is required, the latter provides the current context information (to the interested 'clients' in case of a subscription mechanism) as soon as a context change occurred. It has to be emphasised that, for flexibility reasons, a combination of both would be most desirable.
Adaptation
The second dimension of our evaluation framework is covered by the notion of adaptation, characterised by the kind of adaptation, i.e., what changes have to be done, the subject of adaptation in terms of what to change and the process of adaptation characterising how adaptation is performed.
Kind of adaptation
The kind of adaptation subsumes not only built-in adaptation operations and possible extension mechanisms but also reasons about their effect and complexity.
Operation (A.O.). Customisation approaches should support a library of built-in adaptation operations which are appropriate for the built-in context properties (e.g., filter some content, add links, change resolution of an image). For a taxonomy of adaptation operations in the area of personalisation for hypermedia systems it is referred to [32] and [21] .
Extensibility (A.Ex.). Similar to built-in context properties, it is required that built-in adaptation operations can be extended by user-defined adaptation operations to be able to offer all necessary adaptations.
Effect (A.Ef.). Regarding the effect of built-in adaptation operations, three categories should be supported. Built-in operations should be able to add certain parts to a web application not present before (e.g., showing a personalised advertisement or executing some additional service), removing certain parts from a web application (e.g., removing all images) or perform some transformations (e.g., changing the modality by showing textual descriptions instead of video clips). Considering these effects, it is interesting to reason about the semantic value, which should and can be provided by a customised service. The semantic value describes the quality of the output of the customisation for a user relative to a non-customised version of the service. Analogously to the effect of adaptation it may enhance the semantic value of a service, reduce the semantic value, or it may preserve the semantic value, thus achieving semantic equivalence. Especially personalisation and location-aware services endow the application with semantic enhancement, in that each particular user is provided with specific added value. On the other hand, the same application customised for the same user may (and certainly does) look different when it is run on different devices and/or in different situations. This is inevitable (for example it is impossible to show that beautiful applet on a PDA with no virtual machine installed), but the service (or the added value) provided to the user should nevertheless be the same. In this case customisation enables to maintain semantic equivalence, which means that, despite the different context, the value provided to the user should still be the same. The semantic value may be judged on either objective or subjective bases. Some adaptations may result in an objectively semantically equivalent version (e.g. translating a text from English into Sanskrit) but may be perceived by the user as semantically not equivalent (supposing, e.g., the user is not able to understand Sanskrit). An example where the information is reduced (thus objectively not equivalent) but perceived as semantically equivalent by the user, is the transformation of a digital audio into mp3 format. Though the latter includes only a subset of the information of the digital audio version, the loss is (nearly) not perceivable by the user. Because of this ambiguity, we do not judge the semantic value of an operation but rather the obvious effect of the operation itself.
Complexity (A.C.). It should not only be possible to define a single adaptation operation which should be performed due to a certain context, but also to define multiple adaptation operations performed on the same or on different subjects (cf. below). A transformation of the presentation of a movie from a video sequence into an alternative series of scene pictures is an example of a complex adaptation since it consists of disabling the video and enabling the presentation of the scene pictures [46] . In case that the adaptation is complex, a proper precedence mechanism has to be provided to ensure the consistency of the adaptation's effect.
Subject of adaptation
The subject of adaptation can be characterised by looking at the level of the web application which is effected by the adaptation as well as at the concrete elements and by distinguishing the number of effected elements denoted by granularity.
Level (A.L.). First of all, each level of a web application should be allowed to be subject of adaptation [32, 42, 47] . These levels, which are illustrated in Figure 5 , comprise content level (i.e. domain-dependent data), hyperbase level (i.e., the navigation structure), and presentation level (i.e., the layout of each page together with user interaction facilities). Content adaptation changes the information that is presented to the user by adding or removing content (e.g., a filtering operation), hyperbase adaptation changes the navigation structure (e.g., disabling a link), and presentation adaptation changes the way information is presented to the user preserving semantic equivalence using a transform operation (e.g., changing the modality). Unfortunately it is not always possible to unambiguously categorise each adaptation operation according to these levels. For example concerning compression operations it depends on the compression ratio if the operation works at the content level reducing the semantic value or if it is part of the presentation level preserving semantic equivalence. Furthermore, a certain adaptation operation may be local to one level only. Changing the display colour of headlines in a page is an adaptation solely performed at the presentation level, none of the other levels need to reflect that adaptation. In other cases it will be required that adaptations done at a certain level are propagated to the other ones. For example, should the content of the web application be reduced from an image rich presentation to a simpler text based version, not only the content needs to be adapted but likewise, the hyperbase as well as the presentation needs to reflect the changes, thus being adapted accordingly. Adaptation should not only effect the web application but it should also be possible to adapt the customisation itself, either by updating the context (e.g., actualising the logical user context based on usage data) or by changing pre-defined adaptations (e.g., enabling and disabling a certain adaptation).
Element (A.El.). Each of the levels mentioned above comprises a number of different application elements like pages, links, access structures, input fields, lists, and media types. For each of these application elements, it should be possible to apply different adaptations. For example, video data may be adapted by means of compression methods reducing the resolution or dropping frames whereas access structures may be adapted from a guided tour navigation style to an index navigation style.
Granularity (A.G.). Another important issue concerns the granularity of adaptation, indicating the number of application elements effected by a certain adaptation. The granularity which should be supported ranges from micro adaptation to macro adaptation. Whereas micro adaptation is concerned with fine-grained adaptations by effecting a single application element only (e.g., disabling a certain link on a certain page), macro adaptation means that rather large parts of an application are adapted, thus effecting multiple application elements (e.g., changing the language effects every textual application element visible to the user). Note that, there is no exact border between micro and macro adaptation. In its most extreme form, macro adaptation simply means that depending on the context, the whole application realising a certain service is substituted by another one, thus better fitting the context.
Process of adaptation
Task (A.T.). The process of adaptation comprises a number of tasks which should be separated in order to allow a fine-grained control about their automation and dynamicity (cf. below). These tasks comprise initiation, proposal, selection, production, presentation and reversion of the adaptation (cf.
[21] for a similar categorisation).
Automation (A.A.). It has to be considered, similar to context, who is responsible for performing the tasks necessary for processing the adaptation. For a certain adaptation, all these tasks may be applied either fully automatically, so that the human cannot take influence on the adaptation, manually, i.e., the user is responsible for the tasks or semiautomatically meaning that the user controls if one (or more) of the tasks is (are) performed automatically by the system or not. According to [48] , systems supporting fully automatic adaptations are called adaptive in contrast to adaptable systems, offering more or less control possibilities for the user in terms of semi-automatic adaptation. It would be, for example, reasonable that the system initiates adaptation by proposing an additional index page, lets the user decide which links should be included and finally performs the adaptation. As mentioned in [21] , which form of automation to choose has to be carefully weighed for each adaptation, taking convenience of the user, demands of the user, irritation of the user and the consequences of false adaptation into account. The replacement of images because of device restrictions for example, could be done automatically, whereas the decision whether response time or resolution quality is of higher importance should be made by the user. It is crucial in any case that the user is able to understand the consequences of adaptations which could be facilitated by means of proper tool support [49] . Different to automation of context, where manual acquisition represents a reasonable alternative, manual adaptation is not feasible relating more to re-engineering than to customisation.
Dynamicity (A.D.). Likewise the context, it is important to consider at which point in time the adaptation tasks are performed which may not be the same. In general, it can be distinguished between static and dynamic adaptation, meaning the tasks are performed either at design time or at runtime [50] . Concerning dynamic adaptation, three more options can be distinguished. First, the tasks can be done as soon as a context changes (immediate dynamic adaptation). Second, adaptation can be done not before the user requests the page which is subject to adaptation (deferred dynamic adaptation) [51] . Third, adaptation can be done periodically. An example for static adaptation is to predefine two versions of an image, one with a high resolution intended to be presented on desktop computers and a low-resolution black-and-white one intended for handheld devices. The actual version of the image which is presented is then just chosen at runtime either automatically or not. In contrary an image might be dynamically adapted relative to the bandwidth currently available since the different network bandwidth situations can hardly be pre-assumed. Similar to context, the dynamic nature of ubiquitous web applications demands for dynamic adaptation allowing to parameterise the adaptation operation appropriately, although static adaptation production may be useful for some cases, especially due to performance reasons, degrading the adaptation operation to a simple 'select'. Dynamic presentation of adaptations on a change of context is used in order to realise push-based adaptive services (e.g., pushing a special discount advertisement to the user's mobile device, if it is lunch time, and the user is nearby a fast food restaurant which matches the user's preferences). It has to be emphasised that the criteria of automation and dynamicity are orthogonal to each other, meaning that each combination would be reasonable in some sense with respect to the tasks described above.
Incrementality (A.I.). Adaptation may be done from scratch, i.e., each time adaptation is required, it is done based on the original (non-adapted) version of the service [38] . For example, transforming a video to audio and to a series of picture scenes need to be conducted from the original video. In contrary, adaptation may also be performed incrementally, meaning that adapted versions are made persistent allowing that subsequent adaptations are conducted on bases of the results of previous adaptations. Thus, incremental adaptation could sometimes significantly reduce processing resources. Despite this benefit incremental adaptation might not be applicable in all cases, e.g., if lossy transformation are applied which cannot be reversed in later adaptation steps. Consequently, both forms of adaptation should be supported by a system. Furthermore, it has to be emphasised that incremental adaptation can also be seen as a form of adaptation to change since in this way the system may continuously evolve over time. Although this is not our focus we included this criteria because of the benefit described.
Overall characteristics of customisation
Concerning customisation itself, the evaluation framework contains some general criteria comprising the origin of the approach according to the distinction made in Section 2, its major focus, its basic architecture, whether it is implemented or not, the technology used and exemplary applications. Concerning the architecture, the crucial issue is if the ubiquitous web application is aware of customisation in terms of knowing about context and/or adaptation (referred to as internal customisation) or not (referred to as external customisation) [15] (cf. Figure 6 ). The benefit of internal customisation is that adaptations can be very powerful, effecting every application element, since the application is designed for adaptation. External customisation in contrast means that the application responds to a request and delivers the result regardless of any customisation. Customisation is rather done in a successive step on basis of the result, delivered by the application. In this case the application is completely unaware of customisation, allowing to customise even already existing applications. The potential of customisation, however, is rather limited. External customisation can be realised using a proxy-based architecture where the proxy is responsible for customisation. Because of the benefits and drawbacks of each alternative, a customisation approach should support both options.
Comparison of customisation approaches
There are numerous customisation approaches reported in literature (for an overview, cf., e.g., [15, 21, 31, 41] ). This section describes 10 of these approaches, using the evaluation framework described in the previous section. The rationale behind choosing these 10 was to assort a representative mix of approaches having different origins, thus supporting different concepts and having different application areas. Another intent was to evaluate not only research approaches but also commercially available systems. Additionally to recently proposed approaches, we included also older ones if their importance and influence on others suggested so.
Each of the selected approaches is described in the following within a separate subsection according to the criteria of the evaluation framework, thus giving an overall understanding of each approach before discussing general findings of the evaluation in Section 5. For readability reasons, the criteria are not always described in the same order. To ensure, however, that every criteria can be traced in the description, the criteria are referenced by means of their abbreviations given in Section 3. The results of the evaluation are also summarised within three tables, one for describing general characteristics of the customisation approach (cf. Table 1) , another one dealing with context issues (cf. Table 2 ) and finally a table regarding adaptation (cf. Table 3 ). The criteria are rated using the following symbols:
means that there is evidence that the approach provides explicit concepts to support the criteria, or although not explicitly mentioned, it can be obviously inferred that the criteria is supported means that the approach does not explicitly support a certain criteria means that the criteria cannot be applied meaningfully
In case that the concepts provided by an approach differ from their implementation, the differences are mentioned within the description of the approach, ratings within the tables are done on bases of the concepts. 
The GUIDE system of Cheverst et al.
The GUIDE system of Cheverst et al. [52] [53] [54] [55] stems from the area of location-based services. The focus is to provide tourists with up-to-date and context-aware information about a city via a PDA. Although the focus of the system is in providing location-based services, a more comprehensive logical context model in terms of profiles is provided (C.Ab.), distinguishing between so-called personal context in terms of information about the user (e.g., preferences, current location and a history of already visited attractions (C.C.)) and so-called environmental context, comprising information about attractions (e.g., links between nearby attractions, opening and closing times, relevance to user interests) (C.P.). Thus, logical context is mainly specific to the tourism domain (C.R.). There are no mechanisms to extend the pre-defined context properties (C.E.) nor inference mechanisms to automatically derive higher-level logical context (C.Ab.) or a validity period (C.V.). The current physical location context is gathered automatically (C.Au.) at runtime (C.D.), although the user is able to manually enter the current location in case that cell coverage is temporarily left. Logical context is, in principle, entered manually, certain information about the user, e.g., interests is acquired semiautomatically based on the interaction history (C.Au.). Context information is accessed in a pull-based manner (C.M.). Taking a look at the adaptation features of GUIDE, it is distinguished between coarsegrained adaptation, e.g., changing the language of the descriptions and fine-grained adaptations, e.g., presenting information about the current context or filtering/sorting information depending on a certain context (A.O., A.Ef.). Thus a certain adaptation cannot only effect a single but rather numerous web pages as is the case when changing the language or when generating a complete guided tour (A.G.). In particular, the subject of adaptation comprises all three levels (A.L.), focusing on text and link adaptations without changing the modality (A.El.). Adaptations can be complex, e.g., location-based filtering can be followed by a sorting operation before presenting the adapted web page to the user (A.C.). Adhering to an integrated architecture, adaptations are realised by web pages intermingling with proprietary HTML meta tags which allow to query the context (e.g., determining the user's interest in that particular attraction which has a certain historical value associated) and to perform the appropriate adaptation (e.g., insert a user's location or insert nearby attractions). Extensibility of this pre-defined tag set is not foreseen (A.Ex.). In principle, there is no separation between the different tasks of the adaptation process (A.T.), adaptation is done fully automatic (A.A.). The tags are interpreted on the fly, thereby realising dynamic adaptation (A.D.) as soon as the user accesses a context-aware web page. Concerning dynamic adaptation however, there is a separation of tasks with respect to the computation of nearby attractions. This production task is done automatically, immediately after the location context has changed, whereas the presentation itself is done upon a user's request. Finally, incremental adaptation is not supported (A.I.). 
The AHA System of De Bra et al.
The system 'AHA!' proposed by De Bra et al. [56] origins from the area of adaptive hypermedia systems and represents a simple user modelling and adaptation tool which is realised external to a web application. In particular, the approach is used for customising online courses in the area of e-learning.
AHA! dynamically (C.D.) considers user as the only explicitly supported physical context property (C.P.), although it is mentioned that other properties could be supported as well (C.E.). Logical context information about the user is represented in terms of XML files in a generic way (C.R.) and includes a knowledge level and an interest level which can be expressed by Boolean, Integer or String values (C.Ab.). These levels can be defined for each part of the web pages which should be adapted. Logical context can be automatically updated by means of adaptation operations (cf. below) (C.Au.), as soon as the user accesses a web page (C.M.). Neither the chronology of context (C.C.) is considered nor a validity period (C.V.).
The adaptation model which is again represented by means of XML incorporates among others requirements and condition/action rules for arbitrary parts of the web pages which should be adapted. The requirements are depicted by Boolean expressions, indicating the desirability of links or fragments of pages for a user. Depending on the evaluation results of these expressions links are enabled or disabled and fragments are included or excluded (A.O.). These are the only adaptation operations provided by the system, user-defined ones are not supported (A.Ex.). Consequently, subject of adaptation are textual elements at the content level and links at the hyperbase level (A.L.), (A.El.). The effects of these atomic adaptations (A.C.) comprise reduction and enhancement (A.Ef.) of a certain web page (A.G.). Condition/action rules are used in order to perform (possibly cascading) updates to the user model by, e.g., increasing/decreasing the knowledge level (A.C.). Adaptation is done statically since there is no parameterisation (A.D.) and automatically (A.A.) thus providing no separation between the different tasks of adaptation. Adaptation is done non-incrementally (A.I.) and initiated as soon as a page or parts thereof are accessed or the user model is updated.
The Context Toolkit of Dey et al.
The approach of Dey et al. [19, 41, 57, 58] origins from the area of location-aware services. Its main focus is to provide a comprehensive conceptual framework together with a toolkit for representing and processing context information independent of an application, thus establishing an external customisation architecture. The context toolkit which realises only a subset of the frameworks' concepts has been implemented using Java and XML [59] . Various applications have been developed on basis of the toolkit, including, e.g., an in/out board for indicating those persons which are inside a building, a personalised information display which shows the user in front relevant information and a context-aware mailing list sending e-mails only to those subscribed users which are currently in a certain building.
The context properties supported by this approach comprise location, time, user and status denoting the application state (C.P.). There is an explicit separation between physical and logical context (C.Ab.). Physical context is represented by so-called context widgets, which hide the details of actual context acquisition (e.g., done by means of sensors) and provide a uniform interface to components using context, thus allowing extensibility (C.E.). In addition, the system maintains a history of contexts (C.C.). Concerning logical context, different abstraction mechanisms are provided to represent both, application-dependent and generic context (C.E., C.R.). These mechanisms comprise interpreters to produce 'higher-level' context information by combining existing context properties and aggregators to gather and store logically related context information available from different widgets at one place. For accessing context, polling and subscription mechanisms are supported (C.M.). Context is determined dynamically (C.D.) and acquired automatically, focusing on automatic inference of logical context information (C.Au.). Context availability is explicitly mentioned but not further dealt with, a validity period is not supported at all (C.V.).
Considering adaptation, pre-defined context services are introduced which are responsible to execute actions on behalf of the application (A.O.). Context services can be executed synchronously or asynchronously and divided into three categories comprising recommendations (i.e., display of context information or proposal of appropriate actions to the user), triggers (i.e., automatic execution of services) and taggers (i.e., attachment of context information to objects for later retrieval). Currently, the context toolkit provides only a couple of generic context services comprising the display of choices and messages, conversion of text to speech, a beeper and an audio switch. It is, however, possible to implement application-specific ones in terms of Java programs (A.Ex.). The pre-defined context services (both, the suggested ones and the implemented ones) are simple (A.C.), adding or transforming (A.Ef.) single text and audio elements as well as services (A.El., A.G.) at the content level and the presentation level (A.L.). Adaptation tasks are not separated (A.T.), the whole adaptation process is done fully automatically (A.A.) and non-incrementally (A.I.). In principle, adaptation is done dynamically, except concerning the audio switch, where the adapted versions are already pre-defined before runtime (A.D.). Finally, it is interesting to mention that the architecture of the system is reflective, in that the whole customisation capabilities of the framework (i.e., widgets, interpreters, aggregators and services available) are maintained within a registry called discoverer, thus providing a lookup mechanism for applications using the context toolkit.
The AVANTI project of Fink et al.

Fink et al.
[60] present the AVANTI project, coming from the area of adaptive user interfaces. The goal of this project is to improve the overall access to a web application, particularly considering the needs of persons with special needs. The system is employed to provide hypermedia information about a metropolitan area (e.g., about public services, transportation and buildings) for a variety of users.
Customisation is focused on user context, characteristics of devices and network are mentioned but not further dealt with (C.P.). The issue of extensibility is not considered (C.E.). Logical context information (C.Ab.) about users and user groups in terms of interests, knowledge and abilities is explicitly represented (C.R.) by means of a knowledge representation language similar to KL-ONE [61] . Logical context is acquired semi-automatically (C.Au.). Within an initial phase, it is first of all entered by a human at design time (C.D.), by exploiting the history of a user's interaction with the system (C.C.) it is further on refined at runtime (C.D.) using an inference mechanism called adaptation rules. Access to context is performed in a pull-based manner (C.M.). A validity period is not supported (C.V.).
Built-in adaptation operations (A.O.) are non-complex (A.C.) and allow to include, exclude or transform (A.Ef.) parts of a certain web page (A.G.). An example for an optional part would be the supplementary information on wheelchair accessibility, an example for an alternative element would be a general vs. a detailed description or an image vs. its textual description. Since the optional and alternative parts of a web page are already pre-defined at design time, adaptation is done statically (A.D.). Extensibility of adaptation operations is not an issue (A.Ex.). Subject of adaptation are textual elements or images (A.El.) at all three levels of a web application (A.L.). The process of adaptation is performed again by means of adaptation rules, some of its tasks are separated (A.T.), thus allowing semi-automatic adaptation (A.A.). In particular, the system produces certain adaptations which can be further refined by the user. Finally, adaptation is done non-incrementally (A.I.).
Fox et al.
The approach of Fox et al. [62, 63] has its origin in the area of network adaptation. In this respect they propose a proxy-based architecture that enables to perform on-demand datatype-specific compression of data to a variety of client devices and network constraints. The approach has been used for realizing different applications including a modular proxy client, an image distiller, and a video stream distiller.
According to the overall focus the approach supports device and network characteristics including effective processing capabilities, bandwidth, roundtrip latency, and packet error (C.P.). Apart of those no context properties can be considered (C.E.). Context is considered dynamically (C.D.) as soon as the client accesses the web application (C.M.). Three methods of determining the context are discussed: explicitly given context through the user, exploiting network profiles, and automatic monitoring of, e.g., the network context (C.Au.), the context, however, is not explicit represented consequently the criteria of reusability is not supported (C.R.). No inference mechanisms are available to capture more abstract context (C.Ab.).
Dependent on the format of text, images and video streams (A.El.) transformations and reductions (A.Ef.) with as little loss of the semantic value as possible are offered. These non-complex (A.C.) adaptations are pre-defined (A.O.), no mechanism is offered to include new adaptations (A.Ex.). All adaptations aim at preserving the service to the user hence tailoring the presentation level only (A.L.). Since application elements of a single page are customized adaptation takes place at a micro level (A.G.) only. Although the adaptation is initiated automatically the user is able to engage into the adaptation process (A.T.) by explicitly retrieving (A.A.) the original version of an application element if desired thus reversing the adaptation. The adaptation is performed dynamically (A.D.) on bases of the original web application (A.I.) each time a page is requested.
IBM Websphere Transcoding Publisher
IBM WebSphere [64] , is a commercial web application development platform. The Transcoding Publisher is part of IBM WebSphere supporting multi-channel delivery by adapting services towards different client capabilities based on the 'InfoPyramide' described in [65, 66] . Additionally, IBM WebSphere Personalisation and WebSphere Everyplace Suite offer a personalisation component and a component enabling to realise location-based services, respectively. For this an architecture realising both internal as well as external customisation is implemented. Various information portals and e-business solutions have been realised on bases of this approach.
The context considered comprises location, device, network, and user (C.P.). The physical context information is dynamically (C.D.) enriched through separated components, called Request Editors thus incorporating logical context (C.Ab.) at request (C.M.) (e.g., given the user agent string in the request, browser capability information is added). The logical context information is provided through profiles which are maintained by the developer (C.Au.) through dedicated tools. In this way Request Editors represent logical context information in a reusable way (C.R.). Furthermore, application context can be included by means of page annotation. Through the Request Editors additional context information can be included (C.E.) into the system. Explicitly, only the current context of a request is considered (C.C.). Monitoring components are foreseen in the platform framework which would allow the developer to consider also historical information as well as the automatic generation of logical context information but no explicit support is given (C.Au.). No validity constraints are addressed in the approach (C.V.).
A series of so called Document Editors provide predefined adaptation operations (A.O.). A text-engine allows to transform the presentation (A.L.) so it fits the constraints of devices (e.g., images are transformed to links). Deck fragmentation allows to trim pages to the demands of devices understanding WML [49] reorganising the hypertextual structure (A.L.) of the application introducing links between smaller fractions of the pages. Text clipping allows to operate on the content (A.L.) of the web application which can not only be reduced but also transformed or even extended (A.Ef.). Furthermore, image transcoding and multi-media transformations are offered. Thus, specific adaptation operations are available to adapt text, images, video and voice data (A.El.) where the effects of the predefined adaptations are partly defined within the logical profiles. Additionally, a stylesheet editor is provided which allows the developer to specify adaptations in terms of XSLT [59] . Furthermore, new adaptations can be introduced (A.Ex.) in terms of servlets. Consequently, the approach offers complex adaptations (A.C.) and allows to adapt the web application both at a micro as well as at a macro level (A.G.). Adaptation is performed automatically (A.A.) without user interaction (A.T.) after the web application has generated the response to the user's request. The adaptations are invoked dynamically (A.D.) on the basis of the original result of the web application (A.I.) according to a given priority.
The GDA project of Nagao et al.
In the Global Document Annotation (GDA) project, Nagao et al. [67] propose semantic annotation which aims at supporting versatile and intelligent web content particularly focusing on multi-channel delivery. Semantic annotation allows to associate meta-data in terms of XML tags to any web content including text, images, and videos. This meta-data permits to automatically infer the underlying semantic structure of documents. Thus, this approach supports the development of web applications offering transformation, summarisation, and translation aiming at conserving as much semantic value to the user as possible. A personalised summarisation system reflecting the readers' interests and an external transcoding system based on Web Intermediaries from IBM [64] (an extensible http-proxy-server) have been realised.
The identity of the user (C.P.) is considered dynamically (C.D.) and combined with a user profile providing additional information (C.Ab.). The user profile is represented explicitly (C.R.) and maintained manually (C.Au.), independently of the web application. In case that user preferences are not given, default values are assumed. Additionally, application context comprising the semantic annotations is considered. As language for semantic annotation a set of XML tags is proposed. Semantic annotations are stored separately (C.R.) from the web content and are maintained manually (C.Au.). The following kinds of annotation are distinguished: (i) linguistic annotation aiming at making text machine readable, (ii) commentary annotation serves for annotating non-textual content like images, sounds, both kinds of annotations are manually (C.Au.) provided, whereas (iii) multimedia annotation describing semi-automatically (C.Au.) the content of digital videos. The user and the application context are the only context properties made available and no new context properties can be included (C.E.). For both, the user context and the application context only the current context is considered (C.C.) as soon as the user accesses the web application (C.M.). The issue of invalid context is not dealt with (C.V.).
Based on this context information the following generic adaptations are considered (A.O.): (i) text transcoding, (ii) image transcoding, (iii) voice transcoding and (iv) video transcoding (A.El.). Those adaptations are performed dynamically (A.D.) based on the original data (A.I.). Text transcoding allows the user to summarise, thus reduce (A.Ef.) the text by three means (A.A.): (i) automatic adaptation based on a learning mechanism relying on a weighted feature vector, (ii) semi-automatic adaptation in terms of automatic summary employing concurrence statistics relative to user specified words of interest and (iii) manually adaptation by which users can specify words and phrases which should be included in the personalized summary. Image transcoding allows to change image size, colour and resolution (A.Ef.). Voice transcoding enables the user to transform (A.Ef.) data to speech by employing a voice synthesis. Video transcoding allows summarisation (A.Ef.) and transformation (A.Ef.) of video to text and video to speech performing a combination of video to text and text to speech transformation (A.C.). It is not foreseen that new adaptations can be introduced (A.Ex.). Individual application elements (A.G.) are adapted when the user requests so (A.T.) thus keeping her in control of the adaptation. Adaptation focuses primarily on the content and presentation level although new links are inserted which allow activation of some adaptations (A.L.).
Oracle9i Application Server Wireless
Oracle offers a product called 'Oracle9i Application Server Wireless' which is part of the Oracle Application Server [68] . Originating in the area of multi-channel delivery, the focus is to provide a platform which enables not only to develop new web applications independent of any device, thus realising an internal architecture, but also to adapt existing web applications to be used from various devices using a proxy-based architecture, thus supporting external customisation.
Oracle supports location, device and user context (C.P.) at a physical and a logical level in terms of profiles (C.Ab.) and explicitly maintains them within relational tables (C.R.). Depending on the availability of information about physical context properties, their acquisition is done automatically or manually (C.Au.) at runtime (C.D.). Location context can be manually defined by the user (in case that automatic localisation is not possible) using so-called location marks which associate logical location information, i.e., an address with coordinates. Device context and user context is identified automatically by examining the request header. In case that the user context is not available, an explicit login procedure is used. Logical user context is supported by allowing to specify very basic user-related data and application-related data (e.g., activated services), logical device context is restricted to some very basic information about devices (e.g., screen-width and -height). It is neither possible to incorporate additional physical or logical context properties into the system nor to change the existing schema for logical context information (C.E.), with the exception of user context supporting an appropriate API. Chronology of context (C.C.) or a validity period (C.V.) are not supported, context is accessed in a pull-based manner (C.M.).
Adaptation is done by using so-called transformers which can be either XSLTstylesheets [59] or Java programs. For transformations (A.Ef.) there are a number of predefined stylesheets for changing the markup language (e.g., WML, Tiny-HTML, VoiceXML) and there are some operations in order to transcode images (e.g., format conversions, rotations) (A.O.). Thus adaptation can be both, simple and complex (A.C.) as well as micro (e.g., a single image) and macro (e.g., all pages of the application) (A.G.), thus effecting text, image and audio elements (A.El.) at the presentation level of a web application (A.L.). For transformers, the subject of adaptation is provided by socalled adapters. Adapters are in fact Java programs responsible for gathering data from external sources and converting these data into an intermediate XML format. For this, the so-called Simple Result DTD specifies the elements of an abstract user interface consisting of containers, menus, forms and tables. There are a couple of pre-defined adapters for, e.g., HTML pages, XML pages, relational tables and plain text. It has to be emphasised that appropriate APIs allow to implement arbitrary adapters and transformers (A.Ex.). Adapters are associated with transformers by means of so-called 'master services', which are mainly responsible for propagating user requests appropriately. Since it is possible to parameterise master services, dynamic adaptation is supported which is triggered on request (A.D.) and processed in an atomic step (A.T.) without any user intervention (A.A.). The use of adapters allows to customise existing web applications which are not aware of any customisation also to implement applications which directly generate XML files according to the intermediate XML format. Finally, adaptation is done in a non-incremental way (A.I.).
The OOHDM approach of Rossi et al.
Rossi et al. [69, 70] propose a UML-based modelling method for web applications called Object-Oriented Hypermedia Design Method (OOHDM) which has been recently extended by personalisation concepts. The basic architecture of this approach adheres to internal customisation and employs object-oriented design patterns [71] and condition/ action rules for representing the personalisation concepts. Currently, a visual modelling tool is realized and the personalisation concepts are implemented using Smalltalk. The abilities of OOHDM are demonstrated by modelling a conference paper review system and several examples in the domain of electronic commerce.
Focusing on personalisation, OOHDM supports user context only (C.P.), extensibility is not explicitly considered (C.E.). Chronology of context is captured by a shopping history example which does not allow to reason about time spans of context (C.C). A validity period is not supported (C.V.). Although context is represented explicitly, it is primarily application-specific, thus impeding reusability of context (C.R.). It has to be noted, however, that OOHDM deals with other forms of reusability by providing generic mechanisms to model personalisation and by proposing a specific framework language OOHDM-frame [72] for modelling generic parts of web applications. Concerning abstraction of context, there is a separation between physical and logical context focusing, however, on application-specific user profiles only (C.Ab.). Interestingly, besides context information, the user profile has also knowledge about the personalisation itself. Context acquisition is done automatically (C.Au.), either statically or dynamically (C.D.) Access to context is performed pull-based not before the personalized application element is accessed (C.M.).
OOHDM provides built-in adaptation operations (A.O.) including filtering, recommendation, and selection thus providing the full range of adaptation effects (A.Ef.). These operations are extensible by application-specific ones using the Strategy pattern (A.Ex.). Complex adaptation operations are supported (A.C.) using the Composite pattern and as precedence mechanism conflict solvers are used. Adaptation can be done at each level of a web application (A.L.) comprising the content level in terms adaptation of the business logic, the hyperbase level comprising nodes and link topologies, and the presentation level including interface objects and interaction styles (A.El.). Macro adaptation is achieved through static adaptation whereas dynamic adaptation (A.D.) enables adaptation at a micro level (A.G.). Adaptation is initiated automatically (A.A.), neither task separation (A.T.) nor incremental adaptation is supported (A.I.).
Schmidt et al.
Schmidt et al. [73] [74] [75] propose a layered architecture supporting context recognition as a foundation for mobile computing. Their aim is to make context detection independent of the web application increasing flexibility and robustness. The approach allows to influence all aspects of the web application through internal customisation but does not rely on a specific technology. Prototypical applications are realized providing users with better services utilizing this architecture and overcoming the restrictions of limited input devices.
The proposed architecture comprises four layers. The sensor layer is responsible for dynamically gathering information from physical sensors, i.e., electronic hardware components that measure physical parameters, and logical sensors which gather information from external host services. This also makes possible to include application independent context information and to encapsulate the physical context. The understanding of context is very broad covering beside user, time, location, and device also temperature, touch intensity, accelerations etc. Although not explicitly enumerated but due to the fact of a very broad definition of context comprising a three dimensional space of environment, self and activity also network is part of the considered context (C.P.). Furthermore, the approach is open to include any contextual information which can be detected by a sensor (C.E.). The cue layer provide an automatic (C.Au.) abstraction of the physical context (C.Ab.) since one or more cues may dynamically (C.D.) transform values of one sensor. Cues are a function which transforms the information reported by the sensor layer into a symbolic or sub-symbolic output. The context layer represents the current context (C.C.) at an abstract level (C.R.) as a set of two dimensional vectors indicating the situation and the certainty of its detection. This allows also to address the validity of context information (C.V.). Most interestingly also the approximation of context if not available is considered. The context information is actualised independently of the user's access (C.M.).
Three scripting primitives are offered at the application level to describe when dynamic adaptation (A.D.) in terms of the invocation of an arbitrary function is automatically (A.A.) initiated. The first scripting primitive 'entering a context' allows to specify the activation of an adaptation when the context is identified the first time and the second scripting primitive 'leaving a context' when the context is detected to have changed. Finally, the scripting primitive 'while in context' allows to repeatedly activate an adaptation as long as the context is valid. Beyond these activation primitives the context information is made available to the application programmer. The realization of the adaptation function is left to the application developer (A.Ex.). Consequently, no statements on the character of the adaptation can be inferred.
Summary of results and lessons learned
In this section, we will briefly summarise the results of our comparison by pointing out the major strengths and shortcomings of the approaches surveyed and reporting on lessons learned. For this, the structure of this section follows the major dimensions and criteria of our evaluation framework given in Section 3.
Context characteristics
Full range of context properties not considered. Interestingly, none of the approaches considers all context properties proposed in Section 3. Depending on their origin, the approaches concentrate either more on personalisation issues or more on mobile computing. There can be, however, some clusters of context properties identified, which are mostly considered together. A number of approaches concurrently take network and device properties into account. Those two are often considered together which is reasonable since mobile devices also imply a wireless connection carrying certain network constraints. Besides these technical context properties some approaches consider the physical space in terms of location and time. Personalisation seems to be always an issue, also for those approaches having their origin in the mobile computing area. It obviously has been acknowledged that the social context of a user is also relevant for ubiquitous web applications, thus recognising the long tradition of personalisation. At least simple user profiles are most often supported, tailoring location-based services, multi-channel services or network adapted services to the user's needs.
Potential of combining context properties hardly utilized. Although, as mentioned before, most of the approaches support more than one context property, with respect to a certain adaptation, these context properties are often considered independently from each other (i.e., user for personalisation, location for location-aware services). The context for a certain adaptation is rarely captured as a combination of context properties (e.g., a certain user at a certain location may require other adaptation than at a different location or than another user at this location). Supporting the latter would allow to consider complex real-world situations as a basis for proper adaptation. Only the two approaches focusing on context representation and processing Dey et al. [41] and Schmidt et al. [75] provide mechanisms for combining context properties in terms of aggregators or cues, respectively.
Chronology is dealt with only in terms of history. Chronology of context which is an important means in order to make adaptations more appropriate, either by considering the context's history or by predicting future values is considered by a few approaches only. In case that a context history is supported, it is mainly used in order to update the user context. Future context is supported by none of the surveyed approaches. This shows that current systems are mainly re-active instead of being pro-active in a sense that future context situations are anticipated. This aspect is dealt with, e.g., in Ref. [76] where automatic data recharging facilities are realised which pro-actively push content to mobile devices based on anticipated connection failures.
Validity of context is not an issue. Although obsolete information about a context could lead to non-appropriate adaptations of the system (e.g., the list of nearby restaurants is computed on basis of obsolete information about the current location of the user), only one approach (cf. [75] ) considers the issue of context validity. In particular, as already mentioned, each context is assigned a value indicating the certainty of the context's occurrence.
Simple context abstraction. Most of the approaches represent logical context in terms of profiles matched to the current context, which is a rather simple form of abstraction mechanism. Inference mechanisms to derive higher-level context for better supporting the adaptation process or the application itself are rarely considered. There are only two exceptions, again Dey et al. [41] and Schmidt et al. [75] , providing various inference mechanisms comprising, e.g., interpretation or computation of standard derivation or quartile distance.
Non-standardised context representation. Recently, also standardisation efforts have been undertaken to collect requirements and provide representation techniques for profiles using XML technologies [59], particularly focusing on device independence and personalisation cf. [38] [39] [40] . None of the approaches evaluated in this survey, however, employed these standards although most of them employ XML to represent profiles. They rather rely on proprietary profiles having no common understanding of how the context information is to be interpreted. For example, context information about a screen size is sometimes interpreted either as a minimum screen size required by the application or as a maximum screen size available at the device.
Automatic acquisition of logical context is predominant for user context only. Automatic context acquisition is above all dealt with by approaches in the area of personalisation, in that interaction history is used to update the logical user context in terms of knowledge and interest properties. Other logical context such as device profiles or location profiles is mostly gathered manually. Missing context information is, if at all, dealt with in terms of default values or by requesting user input.
Push-based access to context is not exploited. Most approaches are request-based thus exploiting the context information not before the response is generated. Changes in the context cannot be immediately considered endangering the system to miss some information vital for adaptation. Furthermore, the whole spectrum of possibilities offered by push-technology can not be exploited which would be most relevant for frequently changing context properties.
Adaptation characteristics
Extensibility of adaptation operations is not commonly recognised. Most of the approaches focus on very special customisation problems (e.g., personalised text summarisation or image compression) consequently offering a limited set of predefined adaptation operations neglecting extensibility. Dey et al. [41] and Rossi et al. [69] as well as the two commercial approaches surveyed fulfil the requirement of extensibility since they offer a plug-able architecture which allows arbitrary adaptation components to be integrated (e.g., employ user-defined stylesheets or Java programs).
Coarse-grained adaptation underdeveloped. Sometimes certain context situations may require a comprehensive adaptation of the application. Especially to preserve semantic equivalence in case of multi-channel delivery, complex adaptations at a macro level are desirable, allowing to simultaneously customise different parts of a web page. Such coarse-grained adaptations are supported by four approaches only, using either stylesheets in order to adapt the presentation level by, e.g., changing the markup language (cf. [68, 64] ) or by using object-oriented design patterns to transparently change, e.g., complete navigation structures or the like (cf. [53, 69] ). It is without a doubt easier to realise only adaptation of single elements of an application rather than allowing for coarse-grained adaptation which requires to handle conflicts between a couple of adaptations as well as to take care of their precedence.
Adaptation of interaction behaviour is not tackled. Adaptation at the presentation level primarily focuses on topics like media transformation or changing the layout and colour style of a page rather than on adapting the interaction behaviour of the application. The reason for this lack could be that web applications are still seen as an information medium thus mainly focusing on content and presentation, not as full-fledged software applications where interaction facilities are a crucial means for achieving quality of access. Mobile scenarios implying restricted input means particularly require the attention of interaction behaviour adaptation. Nevertheless, it has to be emphasised that there are already first steps in this direction. IBM's Transcoding Publisher, e.g., allows to automatically fragment a web application into different decks of a WML application for mobile devices. Rossi et al. allow to change interaction behaviour by utilizing objectoriented design patterns.
Adaptation tasks are machine controlled. Although, as already mentioned, automatic adaptation bears the danger of irritating the user or can even lead to false adaptations, most of the approaches adhere to automatism. Only [60, 63, 67] allow the user to supervise the adaptation either by controlling in which form the adaptation should be done or to revise the adaptation thus requesting the original web page.
Adaptation is done primarily from scratch. None of the approaches support incremental adaptation, rather, each adaptation is done on the original version of the application element. Thus, existing approaches do not take advantage of the performance gains which could be achieved when re-using already adapted application elements.
Future work
Based on the evaluation results described in this paper we currently tackle the issue of customisation in ubiquitous web applications from a software engineering point of view [42, 47, [77] [78] [79] . Models of a ubiquitous web application prior to its construction are essential for comprehension in its entirety, for communication among project teams, and to assure architectural soundness and maintainability. There exist, however, only a few methods dedicated to the modelling of traditional web applications neglecting to a great extent ubiquity in terms of customisation.
Therefore, we currently develop a modelling method for ubiquitous web applications focusing on customisation. Customisation is regarded as a new modelling dimension, influencing all other tasks of web application modelling including content, hyperbase and presentation design. As a prerequisite for supporting customisation, a set of generic models is introduced comprising a context model and a rule model, together with several sub models using UML profiles [44] as the basic formalism. Generic means that the models provide, in the sense of an object-oriented framework, not only pre-defined classes and language constructs in order to model customisation but also allow to extend them by means of sub-classing. The context model provides detailed information about the environment of an application and the application itself, thereby triggering the actual customisation as soon as the context changes. Physical context properties possess a history and a validity period, and for each of them, a logical context model exists, containing a generic part and an application-specific part. The rule model employs a rulebased mechanism (cf., e.g., [80] ) in terms of event/condition/action rules in order to specify the actual customisation. Whereas the event allows for a push-based access to actual context information, the condition allows for a pull-based access by querying the physical and logical context models. For separation of concerns, the application being modelled is divided into a stable part, comprising the default, i.e., context-independent structure and behaviour and a variable, context-dependent part, thus being subject to adaptations. A set of about 80 generic adaptation operations is provided for each modelling element at each level of the web application which can be complemented by application specific ones. These adaptation operations can be integrated into the ubiquitous web application on the basis of adaptation hooks. A customisation toolkit in terms of a customisation rule editor and browser supports an integrated modelling process and facilitates reusability on the basis of a repository of customisation rules, macros and patterns. Finally, a process is introduced, covering the whole task of customisation modelling, with a special focus on reusability, herewith providing a holistic view on the development process of ubiquitous web applications.
