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In today’s world, Printed Circuit Boards, also known as PCBs, are                     
part of our daily lives. However, it is currently difficult for                     
students in university classes or hobbyists to quickly produce                 
custom made PCBs since no system exists where every step in the                       
production process is on one platform. There are four main steps                     
that go into manufacturing a PCB once it is fully designed which                       
are: milling, solder dispensing, component placement, and a reflow                 
process. The goal will be to create various toolheads and place                     
them onto a single platform allowing the user to perform the                     
aforementioned production processes. After the design and             
manufacturing of these toolheads, functionality of the system was                 
tested. Although single components of the system work, the entire                   
system is not currently able to function in synchrony. This means                     
there is still a lot of user input for the system such as having to use                               
outdated operating systems, place the components in the               


















































































































































































































































































































































































































































































Subsystem  Input  Output  Constraints 















































Manufacturer  Model  Price  Description  Picutre 




























































































































































































Item  Quantity  Price Per Unit  Total 
Aquarium Pump  1  $15.13  $15.13 
Nozzle Pack  1  $6.97  $6.97 
Vinyl Tubing  25 ft  $4.95  $4.95 
Solenoid Valve  2  $7.21  $14.42 
3 Way coupling  1  $5.69  $5.69 
Wire  4 ft  $0.99  $0.99 
Breadboard  1  $0.00  $0.00 
Component Tray  1  $0.00  $0.00 
3D Printed Part  1  $0.00  $0.00 
SPDT Relay  1  $1.95  $1.95 
12V Power Supply  1  $9.99  $9.99 








10CC Solder Paste Sn42Bi58  1  $27.74  $27.74 
Lead Screw+Flange Nut  1  $39.25  $39.25 
Aluminum Block  1  $20  $20 
Stainless Steel Rod  1  $4.47  $4.47 
Nema 17 Stepper Motor  1  $13.99  $13.99 







Item  Quantity  Price Per Unit  Total 
Ceramic Infrared Heater  1  $157.81  $157.81 
Wiring Materials  1  $56.17  $56.17 
120 V Plug  1  $2.79  $2.79 
CPU Cooling Fan  1  $7.88  $7.88 
Teflon Sheet  1  $8.99  $8.99 
Heater Stand Materials  1  $58.10  $58.10 
Bolts for Mounting  1  $0.40  $0.40 
Washers for Mounting  1  $0.24  $0.24 
Thermocouple  1  $9.95  $9.95 
Thermocouple Amplifier  1  $14.95  $14.95 
IR Blocking Glasses  1  $12.96  $12.96 
Relay 240V  1  $21.89  $21.89 
Aluminum Tape  1  $10.86  $10.86 
Polyimide Tape  1  $6.49  $6.49 
Fuse+Fuse Holder  1  $4.22  $4.22 
Metal Risers  1  $6.79  $6.79 
Relay  1  $6.55  $6.55 




































































































































































































































































































































































































































































































































































































Design Option  Infrared Source  Pro  Con 





















































































































































































































































































































































































































































































































































































































































































































































1  0.744  79.9  80 
2  0.496  53.2  55 
3  0.298  32.0  40 
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Machine Subsystem  Elements/ Requirements  Units  Datum   Target/Range 
Milling  Precision  mm  +/- 0.005​[1]  +/- 0.005 
Spindle RPM  RPM  20,000​[1]  20,000 
Working Area  mm​2  68,000​[1]  68,000 
Cost  $  5,000  5,000 
Robotic Arm  Accuracy (x,y,z)  mm     
Precision (x,y,z)  mm     
Speed  mm/min     
Solder Dispensing  Step Angle  Degrees  5.625​[11]  1.8 
# of Steps    64​[11]  200 
Accuracy (x,y)  mm  N/A  0.1 
Precision (x,y)  mm  N/A  0.2 
Flow Rate  mm^3/s  N/A  0.15 
Component 
Placement 
Accuracy (x,y)  mm  N/A  0.1 
Precision (x,y)  mm  N/A  0.2 
Suction  kPa  9.81​[12]  15 
Camera  pixels  720​[14]  720 
Solenoid speed  seconds  N/A  0.5 
Cost  $  3000​[9]  216 
Solder Reflow  IR Lamp Wattage  W  800​[8]  727 
Heating Area  mm​2  9,600​[8]  24,000 
Reflow Time  s  240​[Appendix H]]  255 
Fan Flow Rate  m​3​/min  2​[15]  2 
Insulation Thermal Conductivity (Teflon)  W/(mK)  0.25​[17]  0.25 
Cost  $  1200​[8]  387.04 
Full Machine  PCB Prototyping Time  min  30  45 
















































PCB Platform           
  Robot Arm Controller  RA01  1  1  B 
  Robot Arm Screw  RA02  3  4  B 
  Robot Arm Washer  RA03  3  4  B 
  Robot Arm Nut  RA04  3  4  B 
  Robot Arm Assembly  RAA01  3  1  B 
  CNC Miller Vacuum  CNC01  1  1  B 
  Copper Board  CNC02  2  1  B 
  CNC Miller Assembly  CNCA01  2  1  B 
  Cart Particle Board top  C01  4  2  B 
  Cart Supporting Plate  C02  6  1  M 
  Cart Carriage  C03  5  1  B 
  Cart Bolt  C04  4  4  B 
  Cart Nut  C05  4  4  B 
  Cart Washer  C06  4  4  B 
  Cart Assembly  CA01  4  1  B 
Solder Dispenser           
 
Case Carriage ­raw aluminum block 
bought  SD01  9  1  M 
 
Case Housing ­raw aluminum block 
bought  SD02  8  1  M 
 
5x5mm CNC Stepper Motor Flexible 
Coupling Coupler  SD03  7  1  B 
 
LSSSSR­025­0050­FY12 Uncoated Lead 
Screw  SD04  11  1  B 
 
BFWFNR­025­0050­BZ00 Flanged Round 
Nut  SD05  7  1  B 
  Syringe Screw  SD06  7  2  B 
  Syringe Washer  SD07  7  2  B 
 
SRA Low Temperature Lead Free Solder 
Paste T3 ­ 35 Grams  SD08  7  1  B 
  303 Stainless Steel Rod  SD09  10  2  M 
C-16 
  Solder Dispenser Assembly  SDA01  7  1  M 
Pick and Place           
  Nozzle Extender  PP01  13  1  M 
  Nozzle  PP02  12  1  B 
  Solenoid Valve  PP03  12  2  B 
  Vacuum Pump  PP04    1  B 
  Vinyl Tubing 1ft  PP05    1  B 
  Relay  PP06    1  B 
  Three Way Hose Adapter  PP07    1  B 
  Component Tray  PP08    1  B 
  Pick and Place Assembly  PPA01  12  1  M 
Infrared Heater 
and Stand           
  Ceramic Infrared Heater  IH01  14  1  B 
  120 V Plug  IH02    1  B 
  12 V CPU Cooling FAN  IH03    1  B 
  Teflon Sheet  IH04  14  1  B 
  Reflow Station Assembly  IHA01  14  1  M 
  Square Tubing (Top Bar of Stand)  IH05  14  1  B 
  Square Tubing (Side Bar of Stand)  IH06  14  2  B 
  90 Degree Elbow  IH07  14  2  B 
  Flange  IH08  14  2  B 
  1/4" Hex Bolt  IH09  14  2  B 
  Nut  IH10  14  2  B 
  Stand Assembly  IHA02    1  M 
  Transformer  IH11    1  B 
  240 V Relay  IH12    1  B 
  5 V SPDT Relay  IH13    1  B 
           
Safety  Safety Barrier Assembly  SA01    1  M 
  IR blocking Acrylic  S01    1  B 
  2X4  S02    2  B 
  2X4  S04    6  B 
  Hinge  S05    4  B 
C-17 
  Plywood  S06    1  B 
  Plywood  S07    1  B 
  Plywood  S08    2  B 




































































































































































































































































































































































































































































































































































































Name  x­coord  y­coord  z­coord  c­coord  nozzle  z­place 
 
The ​solderPads.txt​ file contains information regarding the pad offsets from the center of 
the component.  This file is in the form of name followed by the total number of pads 
then all of the x coordinates, a comma, followed by all of the corresponding y 
coordinates. 
 
Name  Total pad 
count 
x­coordinates  ,  y­coordinates 
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Reflow Soldering 
 
Once the components have all been placed, we can now solder the components on to the 
board. 
 
Step 1: Transition To Reflow Station 
 
Carefully remove the PCB from the Protomat 91s and place it on the reflow tray.  The 
more centered the PCB is under the IR heat lamp, the better the results will be. 
 
Step 2:  Initiate Reflow Process 
 
Turn on and run the Arduino connected to the IR heat lamp. 
 
CAUTION: Do not stare directly at the IR heat lamp or attempt to touch the area while 
this process is running. 
 
The lamp will run through multiple duty cycles for 255 seconds then will initiate a cooling 
process for another 255 seconds.  DO NOT TOUCH PCB UNTIL THE ENTIRE 
PROCESS IS COMPLETE. 
 
Once the fan has turned off the PCB is complete. 
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Appendix J - Code 
 
Java Code 
 
/* PCB Prototyping: Solder Dispensing and Pick and Place code generation 
 * 
 *  This program converts .mnt files, exported from cadSoft EAGLE, to .prg file for use on the 
 *  Seiko D-Tran TT-8030 robot arm.  The .mnt file contains the coordinates for the various components 
 *  of the desired PCB layout and the two .txt file data repositories holds information about the pad 
 *  offsets as well as the location for pickup for each component.  In addition to these aspects, toolhead 
 *  offsets and nozzle tips are accounted for in the code generation.  The final output of this program is a 
 *  single .prg file that will guide the robot arm through the process of dispensing the solder paste, 
 *  picking up the desired components and placing the components in the appropriate locations on the 
 *  platform. 
 * 
 */ 
 
 
import java.io.*; 
import java.util.Scanner; 
 
public class FileConverter { 
   
    public FileConverter() 
    { } 
   
    public static void main(String args[]) throws IOException 
    { 
   
        //variable axis offsets for pick and place toolhead 
        int z_Axis = -105; 
        int x_offset = 274; 
        int y_offset = 243; 
        int c_offset = 0; 
   
        //variable axis offsets for solder dispensing toolhead 
        float x_offsetSD = 0; 
        float y_offsetSD = 0; 
        float SETcoordinateC = 0; 
   
   
   
        //default nozzle should be the smallest, labeled 0 
J-1 
        String nozzle = "0"; 
   
        FileReader in = null; 
        FileWriter out = null; 
        Scanner read = new Scanner(System.in); 
        int lineCount = 10; 
        float  coordinate = 0; 
   
        //variables for solder dispensing 
        float coordinatex = 0; 
        float coordinatey = 0; 
        float coordinatez = 0; 
        float coordinatec = 0; 
   
        String componentName; 
        String token = ""; 
        String coordinateString = ""; 
        String lineString = ""; 
        String fileName; 
   
   
   
        //read in name of .mnt file with surface mount information 
   
        System.out.println("Enter name of file: "); 
        String input; 
        input = read.next(); 
        input = input + ".mnt"; 
   
        //enter name of output file 
        String output; 
        System.out.println("Enter name of new file: "); 
        output = read.next(); 
        fileName = output; 
        output = output + ".PRG"; 
        in = new FileReader(input); 
        out = new FileWriter(output); 
   
        //start converting .mnt file from cad to .prg file for robot arm 
        lineString = String.format("%04d",lineCount); 
        out.write(lineString + " FUNCTION " + fileName + "\n"); 
   
        float[] xOffset; 
J-2 
        float[] yOffset; 
        float[] x_coords; 
        float[] y_coords; 
        int padNumber = 0; 
        float coordinateX = 0; 
        float coordinateY = 0; 
        float coordinateZ = -50; 
        float coordinateC = 0; 
        float coordinateXtemp = 0; 
        float coordinateYtemp = 0; 
   
   
   
        //read in parts and coordinates and apply offset for the pads for solder dispensing 
        try{ 
            in = new FileReader(input); 
            int c; 
            c = in.read(); 
            while(c != -1){ 
   
                solder Disp = new solder(); 
                solder Disp2 = new solder(); 
   
                //read in part name; 
                while(c != 32) 
                { 
                    token += (char) c; 
                    c = in.read(); 
                } 
   
                Disp = Disp2.findComponent(token); 
                token = ""; 
   
   
                //reads x coordinate 
                c = in.read(); 
                while(c == 32) 
                { 
                    c = in.read(); 
                } 
                while (c != 32) { 
                    coordinateString += (char)c; 
                    c = in.read(); 
J-3 
                } 
   
                coordinateX = Float.parseFloat(coordinateString); 
                coordinateString = ""; 
   
                //reads y coordinate 
                c = in.read(); 
   
                while(c == 32) 
                { 
                    c = in.read(); 
                } 
   
                while (c != 32) { 
   
                    coordinateString += (char)c; 
                    c = in.read(); 
                } 
                coordinateY = Float.parseFloat(coordinateString); 
                coordinateString = ""; 
   
                //reads C coordinate 
                c = in.read(); 
   
                while(c == 32) 
                { 
                    c = in.read(); 
   
                } 
                while(c != 32) 
                { 
                    coordinateString += (char)c; 
                    c = in.read(); 
                } 
   
                coordinateC = Float.parseFloat(coordinateString); 
                coordinateString = ""; 
   
   
                //reads rest of part name from .mnt file.  This is not used 
                c = in.read(); 
   
                while( c != 10 && c != -1) 
J-4 
                { 
                    c = in.read(); 
                } 
   
                c = in.read(); 
   
   
                //prints jump commands to new output file 
                for(int i = 0; i < Disp.getNumber(); i++) 
                { 
                    coordinateXtemp = coordinateX + Disp.getPads_x(i) + x_offsetSD; 
                    coordinateYtemp = coordinateY + Disp.getPads_y(i) + y_offsetSD; 
                    lineCount = lineCount + 10; 
                    lineString = String.format("%04d",lineCount); 
                    out.write(lineString + " JUMP " + coordinateXtemp + ", " + coordinateYtemp + ", " + 
coordinateZ + ", " + SETcoordinateC + "/L\n"); 
   
                    lineCount = lineCount + 10; 
                    lineString = String.format("%04d",lineCount); 
   
                    out.write(lineString + " WAIT 4\n"); 
   
   
                } 
   
   
            } 
   
        } 
   
   
        finally{ 
            if (in != null) { 
                in.close(); 
            } 
        } 
   
   
   
        //pick and place code generation 
        in = new FileReader(input); 
        try { 
   
J-5 
   
            int c; 
            c = in.read(); 
            while (c != -1) 
            { 
   
                partClass part = new partClass(); 
                partClass part2 = new partClass(); 
   
   
                //reads in part name, must first be picked up from component tray 
                while (c != 32) { 
   
                    token += (char)c; 
                    c = in.read(); 
                } 
   
                lineCount = lineCount + 10; 
                lineString = String.format("%04d", lineCount); 
                out.write(lineString + " WAIT 3\n"); 
   
                part2 = part.findPart(token); 
   
                //check to see if current nozzle matches nozzle needed 
                if (!part2.getNozzle().equals(nozzle)) 
                { 
                    lineCount = lineCount + 10; 
                    lineString = String.format("%04d", lineCount); 
                    out.write(lineString + " PAUSE\n"); 
                    nozzle = part2.getNozzle(); 
                } 
   
   
   
                //pick up component from component tray 
                lineCount = lineCount +10; 
                lineString = String.format("%04d",lineCount); 
                out.write(lineString + " JUMP " + part.getX() + ", " + part.getY() + ", " + part.getZ() + ", " + 
part.getC() + "/L\n"); 
                token = ""; 
   
                lineCount = lineCount + 10; 
                lineString = String.format("%04d", lineCount); 
J-6 
                out.write(lineString + " WAIT 3\n"); 
   
                lineCount = lineCount + 10; 
                lineString = String.format("%04d",lineCount); 
   
                out.write(lineString + " JUMP "); 
   
                //reads x coordinate 
   
                c = in.read(); 
                while(c == 32) 
                { 
                    c = in.read(); 
                } 
                while (c != 32) { 
                    coordinateString += (char)c; 
                    c = in.read(); 
   
                } 
   
                coordinate = Float.parseFloat(coordinateString); 
                coordinate = coordinate + x_offset; 
                out.write(coordinate + ", "); 
                coordinateString = ""; 
   
   
   
                //reads y coordinate 
                c = in.read(); 
   
                while(c == 32) 
                { 
                    c = in.read(); 
                } 
   
                while (c != 32) { 
   
                    coordinateString += (char)c; 
                    c = in.read(); 
                } 
                coordinate = Float.parseFloat(coordinateString); 
                coordinate = coordinate + y_offset; 
                out.write(coordinate + ", "); 
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                coordinateString = ""; 
   
                out.write(part.getZp() + ", "); 
   
                part = null; 
                part2 = null; 
                //reads C coordinate 
                c = in.read(); 
   
                while(c == 32) 
                { 
                    c = in.read(); 
   
                } 
   
   
                while(c != 32) 
                { 
                    coordinateString += (char)c; 
                    c = in.read(); 
   
                } 
   
                coordinate = Float.parseFloat(coordinateString); 
                coordinate = coordinate + c_offset; 
                out.write(coordinate + "/L\n"); 
                coordinateString = ""; 
   
   
   
                //reads rest of part name from .mnt file.  This is not used 
                c = in.read(); 
   
                while( c != 10 && c != -1) 
                { 
                    c = in.read(); 
                } 
   
                c = in.read(); 
   
            } 
   
            lineCount = lineCount + 10; 
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            lineString = String.format("%04d",lineCount); 
            out.write(lineString + " FEND"); 
   
   
        } 
        finally { 
            if (in != null) { 
                in.close(); 
            } 
            if (out != null) { 
                out.close(); 
            } 
        } 
   
    } 
} 
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/* 
 *  This program reads from the solderPads.txt file.  This file contains the offsets for the pads for the 
 *  various components used in PCB manufacturing.  The .txt file is stored in the form of all x offsets 
followed 
 *  by all y offsets. 
 * 
 */ 
 
import java.io.*; 
import java.util.Scanner; 
 
public class solder{ 
   
   
    String _name; 
    int number; 
    float[] padOffsets_x; 
    float[] padOffsets_y; 
 
    public solder() 
    { 
    } 
   
    public float getPads_x(int i) 
    { 
        return padOffsets_x[i]; 
    } 
   
    public float getPads_y(int i) 
    { 
        return padOffsets_y[i]; 
    } 
   
    public int getNumber() 
    { 
        return number; 
    } 
   
   
    //searches .txt file for desired component and returns object with relevevant pad information. 
    public solder findComponent(String part) throws IOException 
    { 
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        String token = ""; 
        String padNumber = ""; 
        int numberOfPads; 
   
   
        FileReader in = null; 
   
        boolean partFound = false; 
        try { 
            in = new FileReader("solderPad.txt"); 
            int c; 
            c = in.read(); 
            while(c != -1) 
            { 
                //look for part name 
                while(c != 32 && c != -1) 
                { 
                    token += (char)c; 
                    c= in.read(); 
   
                } 
   
   
   
                //if part found, return relevent information 
                if(part.equals(token)) 
                { 
                    _name = part; 
                    partFound = true; 
                    c = in.read(); 
                    while(c!=32) 
                    { 
                        padNumber += (char) c; 
                        c = in.read(); 
                    } 
                    numberOfPads = Integer.parseInt(padNumber); 
                    number = numberOfPads; 
                    padOffsets_x = new float[numberOfPads]; 
                    padOffsets_y = new float[numberOfPads]; 
   
                    //set up array with pad offsets 
                    //get xoffsets first 
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                    for(int i = 0; i < numberOfPads; i++) 
                    { 
                        token = ""; 
 
                        c = in.read(); 
                        while(c!=32 && c != 44) 
                        { 
                            token += (char) c; 
                            c = in.read(); 
   
                        } 
                        padOffsets_x[i] = Float.parseFloat(token); 
 
                    } 
 
                    c = in.read(); 
 
                    for(int i=0;i<numberOfPads;i++) 
                    { 
 
                        token = ""; 
   
                        c = in.read(); 
                        while(c!=32 && c != -1 && c != 10) 
                        { 
 
                            token += (char) c; 
                            c = in.read(); 
   
                        } 
                        padOffsets_y[i] = Float.parseFloat(token); 
                    } 
   
   
                    c = -1; 
                } 
   
                else{ 
                    while(c != 10 && c != -1) 
                    { 
                        c = in.read(); 
                    } 
                    c = in.read(); 
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                    partFound = false; 
                    token = ""; 
   
                } 
   
            } 
   
        } 
        finally{ 
            if(in != null) 
            { 
                in.close(); 
            } 
            if(partFound = true) 
            { 
   
                return this; 
            } 
            else 
            { 
                System.out.println("component " + part +" not found in solder pad inventory \n"); 
                return null; 
            } 
        } 
    } 
   
    //test code for solder pad code generation. 
    public static void main(String args[]) throws IOException 
    { 
        solder disp1 = new solder(); 
        solder disp2 = new solder(); 
        disp1 = disp2.findComponent("R2"); 
        float[] pads = new float[disp1.getNumber()]; 
        float[] padsy = new float[disp1.getNumber()]; 
        for(int i = 0; i < disp1.getNumber(); i++) 
        { 
            pads[i] = disp1.getPads_x(i); 
            padsy[i] = disp1.getPads_y(i); 
   
        } 
        for(int i = 0; i < disp1.getNumber(); i++) 
        { 
            System.out.println(pads[i] + ", " + padsy[i]); 
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        } 
 
    } 
   
   
} 
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/* 
* Object class that contains component name and coordinates in tray.  Reads and writes to parts.txt 
* for information.  Information is stored in the form of name, x coordinate, y coordinate, c coordinate, 
* z coordinate to be placed, and nozzle tip. 
* 
*/ 
 
import java.io.*; 
public class partClass { 
 
    String _name; 
   
    String x_position; 
    String y_position; 
    String z_position; 
    String c_position; 
    String z_placement; 
    String nozzle; 
   
    public partClass() 
    { 
        _name = "none"; 
        x_position = "0"; 
        y_position = "0"; 
 
        z_position = "0"; 
 
        c_position = "0"; 
z_placement = "0"; 
        nozzle = "0"; 
    } 
   
    public partClass(String name, String x, String y, String z, String c, String zp, String noz ) 
    { 
        _name = name; 
        x_position = x; 
        y_position = y; 
        z_position = z; 
        z_placement = zp; 
        nozzle = noz; 
    } 
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    public String getName() 
    { 
        return _name; 
    } 
   
    public String getX() 
    { 
        return x_position; 
    } 
   
    public String getY() 
    { 
        return y_position; 
    } 
   
    public String getZ() 
    { 
        return z_position; 
    } 
   
    public String getC() 
    { 
        return c_position; 
    } 
 
 
    public String getZp() 
    { 
return z_placement; 
    } 
   
    public String getNozzle() 
    { 
        return nozzle; 
    } 
   
   
//finds certain component by name and returns object with coordinates   
    public partClass findPart(String name) throws IOException 
    { 
 
        String x = ""; 
        String y = ""; 
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        String z = ""; 
        String z_place = ""; 
        String c_ax = ""; 
        String token = ""; 
        String noz = ""; 
        FileReader in = null; 
   
        boolean partFound = false; 
        try { 
            in = new FileReader("parts.txt"); 
            int c; 
            c = in.read(); 
            while(c != -1) 
            { 
                //look for component name 
                while(c != 32 && c != -1) 
                { 
                    token += (char)c; 
                    c= in.read(); 
 
                } 
   
                //if component found, create object from the information stored in file 
                if(name.equals(token)) 
                { 
                    _name = name; 
                    partFound = true; 
                    c = in.read(); 
                    while(c!=32) 
                    { 
                        x += (char) c; 
                        c = in.read(); 
                    } 
                    c = in.read(); 
                    while(c!=32) 
                    { 
                        y += (char) c; 
                        c = in.read(); 
 
                    } 
                    c = in.read(); 
                    while(c!=32) 
                    { 
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                        z += (char) c; 
                        c = in.read(); 
 
                    } 
                    c = in.read(); 
                    while(c!=32 && c != -1 && c != 10) 
                    { 
                        c_ax += (char) c; 
                        c = in.read(); 
 
                    } 
   
 
                    c = in.read(); 
                    while(c!=32 && c != -1 && c!= 10) 
                    { 
                            z_place += (char) c; 
                            c = in.read(); 
                    } 
   
                    c = in.read(); 
                    while(c!=32 && c != -1 && c != 10) 
                    { 
                        noz += (char) c; 
                        c = in.read(); 
   
                    } 
   
   
                    x_position = x; 
                    y_position = y; 
                    z_position = z; 
                    c_position = c_ax; 
                    z_placement = z_place; 
                    nozzle = noz; 
                    c = -1; 
                } 
   
   
                else{ 
                    while(c != 10 && c != -1) 
                    { 
                        c = in.read(); 
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                    } 
                    c = in.read(); 
                    partFound = false; 
                    token = ""; 
   
                } 
   
   
            } 
   
        } 
        finally{ 
            if(in != null) 
            { 
                in.close(); 
            } 
            if(partFound = true) 
            { 
                return this; 
            } 
            else 
            { 
System.out.println("component " + name +" not found in inventory \n"); 
                return null; 
            } 
        } 
    } 
 
 
} 
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Arduino Code: Solder Paste Dispenser and Pick and Place 
#define TDELAY 50 
 
const int STEP = 13; 
const int DIR = 12; 
const int EN = 11; 
const int M0 = 10; 
const int M1 = 9; 
const int SLP = 8; 
const int Solenoid=3; 
 
float posit = 0; 
 
void setup() { 
  // initialize serial: 
  Serial.begin(9600); 
  // make the pins outputs: 
  pinMode(STEP, OUTPUT); //STEP 
  pinMode(DIR, OUTPUT); //DIR 
  pinMode(EN, OUTPUT); //EN 
  pinMode(M0, OUTPUT); //M0 
  pinMode(M1, OUTPUT); //M1 
  pinMode(SLP, OUTPUT); //SLP 
   
  digitalWrite(M0, HIGH); //M0 and M1 determine the desired microstepping 
  digitalWrite(M1, HIGH); 
  digitalWrite(EN, LOW);      //EN low and SLP high turns on the driver 
  digitalWrite(SLP, HIGH); 
  digitalWrite(Solenoid, LOW); 
 
  Serial.println("Running..."); 
 
   
   
} 
 
void loop() { 
  // if there's any serial available, read it: 
  while (Serial.available() > 0) { 
 
    // look for the next valid integer in the incoming serial stream: 
    int direc = Serial.parseInt(); 
    // do it again: 
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    float stepnum = Serial.parseFloat(); 
 
    // look for the newline.  
    if (Serial.read() == '\n') { 
   
  if (direc==0) 
{ 
  digitalWrite(DIR, HIGH); 
  for (int i=0; i<stepnum; i++) 
  { 
   
  digitalWrite(STEP, HIGH);   
  delayMicroseconds(TDELAY);   
  digitalWrite(STEP, LOW);   
  delayMicroseconds(TDELAY); 
  posit++; 
  } 
 
  Serial.print("Position: "); 
  Serial.println(posit); 
 
} 
 
else if (direc==1) 
{ 
  digitalWrite(DIR, LOW); 
  for (int i=0; i<stepnum; i++) 
  { 
   
  digitalWrite(STEP, HIGH);   
  delayMicroseconds(TDELAY);   
  digitalWrite(STEP, LOW);   
  delayMicroseconds(TDELAY); 
  posit--; 
  } 
   
  Serial.print("Position: "); 
  Serial.println(posit); 
} 
 
else if (direc==2) 
{ 
  if(Solenoid==HIGH){ 
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  digitalWrite(Solenoid, HIGH);} 
  else{ 
    digitalWrite(Solenoid, LOW); 
  } 
} 
    } 
  } 
} 
 
 
 
 
 
 
 
 
 
 
 
 
 
Arduino Code: Reflow Soldering 
 
int Lamp = 13; 
int Fan = 12;                                     //number of cycles = desired cycle time / cycleTime 
float duty0=.80, duty1 = .55, duty2=.40, duty3=1, cycleTime = 5000, cookTime0= 90000, cycles0=18, 
cycles1= 18, cycles2=6, cycles3=9, onTime0, offTime0, onTime1, offTime1, onTime2, offTime2, 
onTime3, offTime3; 
int on0, off0, on1, off1, on2, off2, on3, off3; 
 
void setup() { 
  // put your setup code here, to run once: 
Serial.begin(9600); 
pinMode(Lamp, OUTPUT); 
pinMode(Fan, OUTPUT); 
digitalWrite(Fan, LOW); 
 
onTime0 = duty0 * cycleTime; 
    offTime0 = cycleTime - onTime0; 
    on0 = (int) onTime0; 
    off0 = (int) offTime0; 
 
//1st cycle 
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    onTime1 = duty1 * cycleTime; 
    offTime1 = cycleTime - onTime1; 
    on1 = (int) onTime1; 
    off1 = (int) offTime1; 
   
      //2nd cycle 
      onTime2 = duty2 * cycleTime; 
      offTime2 = cycleTime - onTime2; 
      on2 = (int) onTime2; 
      off2 = (int) offTime2; 
   
      //3rd cycle 
      onTime3 = duty3 * cycleTime; 
      offTime3 = cycleTime - onTime3; 
      on3 = (int) onTime3; 
      off3 = (int) offTime3; 
 
    /* 
      Serial.println(on1); 
      Serial.println(off1); 
       Serial.println(on2); 
      Serial.println(off2); 
       Serial.println(on3); 
      Serial.println(off3); 
*/ 
 
//90 second constant heat 
  //digitalWrite(Lamp, HIGH); 
  //delay(cookTime0); 
 
 for(int i=0; i<cycles0; i++){ 
  digitalWrite(Lamp, HIGH);   
  delay(on0); 
  digitalWrite(Lamp, LOW);   
  delay(off0); 
 }   
 
//1st duty cycle 
 for(int i=0; i<cycles1; i++){ 
  digitalWrite(Lamp, HIGH);   
  delay(on1); 
  digitalWrite(Lamp, LOW);   
  delay(off1); 
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 } 
 
 
 for(int i=0; i<cycles2; i++){ 
  digitalWrite(Lamp, HIGH);   
  delay(on2);   
  digitalWrite(Lamp, LOW);   
  delay(off2);   
 } 
 
 for(int i=0; i<cycles3; i++){ 
  digitalWrite(Lamp, HIGH);   
  delay(on3);   
  digitalWrite(Lamp, LOW);   
  delay(off3);  
 } 
 
 digitalWrite(Lamp, LOW); 
 delay(5000); 
 digitalWrite(Fan, HIGH); 
 delay(250000); 
 
} 
 
 
  void loop() { 
  // put your main code here, to run repeatedly: 
 
 
   
} 
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