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Abstract—Thanks to network slicing, 5G networks will support
a variety of services in a flexible and swift manner. In this context,
we seek to make high-quality, joint optimal decisions concerning
the placement of VNFs across the physical hosts for realizing the
services, and the allocation of CPU resources in VNFs sharing
a host. To this end, we present a queuing-based system model,
accounting for all the entities involved in 5G networks. Then,
we propose a fast and efficient solution strategy yielding near-
optimal decisions. We evaluate our approach in multiple scenarios
that well represent real-world services, and find it to consistently
outperform state-of-the-art alternatives and closely match the
optimum.
I. INTRODUCTION
Enabled by network function virtualization (NFV) and soft-
ware defined networking (SDN), network slicing [1] is one
of the most exciting features of 5G networks. Third parties
(“verticals”) will specify the services they want to provide
and the associated requirements, e.g., maximum latency or
minimum throughput, to the network operator. Thanks to NFV,
such services will be expressed as graphs of virtual network
functions (VNFs), running on virtual machines or containers.
Through SDN, the VNF graph will then be mapped onto the
physical and virtual resources available in the network, which
can be seen as a pool of resources the operator can draw from.
In this scenario, there are three main entities to account
for. First, VNFs (e.g., firewall or transcoding) performing
the processing required by different types of services and
running into virtual machines or containers; second, physical
hosts, capable of running VNFs; third, the links connecting
the physical hosts together. Additionally, there are two main
decisions we need to make in order to effectively manage the
network: (i) VNF placement, i.e., which VNFs run at each
physical host, and (ii) allocation, i.e., how the computational
capabilities available at physical hosts are allocated to the
VNFs they run. VNF placement and CPU allocation1 decisions
will eventually be mapped into routing decisions from a
network node to another.
It is our purpose in this paper to make these decisions
jointly, accounting for the complex and often counterintuitive
way they depend upon one another. To this end, we propose
a queuing-based model, synthetically accounting for all the
main aspects of the entities composing 5G networks. For
physical hosts, we properly model their limited computational
capabilities, and the fact that such capabilities must be split
among the VNFs deployed at the same host. For VNFs, we
account for the fact that they have minimum requirements in
terms of computational capabilities, which have to match the
1In this paper, we only refer to CPU allocation for simplicity; notice
however that our model and methodology can take into account any kind
of resource, e.g., disk or RAM space.
vertical requirements, and that, if additional capabilities are
available, they will be exploited by VNFs to run faster. This
leads to a flexible CPU allocation – an aspect that has not
been addressed by previous work. Also, we tackle the case
where, due to high traffic load, multiple instances of the same
VNF are needed. As far as links between hosts are concerned,
we take into account their finite capacity and non-zero delay.
Finally, we model the fact that different classes of service
requests, with different quality of service (QoS) requirements,
coexist in the network and may share a portion of their VNF
graphs.
We adopt a queuing model owing to the nature of 5G traffic.
Indeed, a substantial fraction of this traffic, most notably
coming from Internet-of-things (IoT) and machine-to-machine
(M2M) applications, will consist of requests (customers) that
originate from clients and then go through one or more compu-
tational stages (queues), triggering additional requests in the
process. Queue networks are also the natural way to model
the interaction pattern supported by present-day technologies
such as Amazon Lambda and Amazon Greengrass [2], and
endorsed by ETSI specifications (see the TASK request in [3,
Sec. 6.11]).
Given our system model, we take latency as the main key
performance indicator (KPI) and formulate an optimization
problem that minimizes the ratio between the actual and the
maximum allowed latency, across all service classes. Such a
problem is impractical to solve directly, owing to its over-
whelming complexity; thus, we present an efficient solution
strategy, leveraging on sequential decision making. It is worth
stressing that sequentially does not mean separately: decisions
are made one after the other, but the interaction between them
is still accounted for.
We evaluate the performance of our strategy against state-
of-the-art alternatives, as well as against the global optimum.
Owing to the diverse types of services (many still to be envi-
sioned) that 5G networks will serve, we perform our evaluation
for several different VNF graphs, ranging from simple chains
to meshed graphs and akin to those corresponding to real-
world services, most notably virtual EPC (vEPC).
In summary, our main contributions are as follows:
 we model all the main components of 5G services and
network slices, from VNFs to physical hosts and links;
 we allow VNFs to be connected in arbitrarily graphs,
as opposed to simpler chains or direct acyclic graphs
(DAGs), and account for the need to deploy multiple
instances of the same VNF;
 as a unique feature of our model, we allow flexible
CPU allocation decisions, accounting for the fact that the
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same VNF placement can correspond to multiple CPU
allocation strategies;
 we study how such allocation decisions influence the
system performance when subsets of VNFs are shared
by multiple services, with different QoS limits;
 we devise an efficient and effective heuristic to make joint
VNF placement and CPU allocation decisions, and find
that it consistently performs very close to the optimum
throughout different VNF graphs;
 we state and prove several properties that optimal CPU
allocation decisions have under full-load conditions, and
use such properties to further simplify the solution pro-
cess.
The remainder of the paper is organized as follows. Sec. II
reviews related work, highlighting the novelty of our contri-
bution. Sec. III and Sec. IV introduce the system model and
problem formulation, and analyze the complexity of the latter.
Sec. V presents our solution concept, while Sec. VI describes
how we deal with the special case of full-load conditions.
Sec. VII addresses scenarios with multiple VNF instances.
Finally, Sec. VIII presents performance evaluation results and
Sec. IX concludes the paper.
II. RELATED WORK
Network-centric optimization. Many works, includ-
ing [4]–[8], tackle the problems of VNF placement and routing
from a network-centric viewpoint, i.e., they aim at minimizing
the load of network resources. In particular, [4] seeks to
balance the load on links and servers, while [5] studies
how to optimize routing to minimize network utilization. The
above approaches formulate mixed-integer linear programming
(MILP) problems and propose heuristic strategies to solve
them. [6], [7] and [8] formulate ILP problems, respectively
aiming at minimizing the cost of used links and network nodes,
minimizing resource utilization subject to QoS requirements,
and minimizing bitrate variations through the VNF graph.
Service provider’s perspective. Several recent works take
the viewpoint of a service provider, supporting multiple ser-
vices that require different, yet overlapping, sets of VNFs,
and seek to maximize its revenue. The works [9], [10] aim
at minimizing the energy consumption resulting from VNF
placement decisions. [11], [12] study how to place VNFs
between network-based and cloud servers so as to minimize
the cost, and [13] studies how to design the VNF graphs
themselves, in order to adapt to the network topology.
User-centric perspective. Closer to our own approach, sev-
eral works take a user-centric perspective, aiming at optimizing
the user experience. [14], [15] study the VNF placement
problem, accounting for the computational capabilities of hosts
as well as network delays. In [16], the authors consider
inter-cloud latencies and VNF response times, and solve the
resulting ILP through an affinity-based heuristic.
Virtual EPC. The Evolved Packet Core (EPC) is a prime
example of a service that can be provided through SDN/NFV.
Interestingly, different works use different VNF graphs to
implement EPC, e.g., splitting user- and control-plane enti-
ties [17]–[19] or joining together the packet and service gate-
ways (PGW and SGW) [20], [21]. Our model and algorithms
work with any VNF graph, which allows us to model any
real-world service, including all implementations of vEPC.
A. Novelty
The closest works to ours, in terms of approach and/or
methodology, are [14], [15], [16], and [20].
However, [14], [15] and [20] model the assignment of
VNFs to physical servers as a generalized assignment problem,
a resource-constrained shortest path problem and a MILP
problem, respectively. This implies that either a server has
enough spare CPU capacity to offer a VNF, or it does not.
Our queuing model, instead, is the first to account for the
flexible allocation of CPU to the VNFs running on a host,
e.g., the fact that VNFs will work faster if placed at a scarcely-
utilized server. Furthermore, [14] and [20] have as objective
the minimization of costs and server utilization, respectively.
Our objective, instead, is to minimize the latency incurred
by requests of different classes, which changes the solution
strategy that can be adopted. Finally, [15] only considers
VNF chains instead of generic graphs, and does not account
for the possibility that the quantity of traffic changes across
processing steps.
The queuing model used in [16] is similar (in principle) to
ours; however, [16] does not address overlaps between VNF
graphs and only considers DAGs. Furthermore, in both [15]
and [16] no CPU allocation decisions are made, and the
objective is to minimize a global metric, ignoring the different
requirements of different service classes. Finally, the affinity-
based placement heuristic proposed in [16] neglects the inter-
host latencies and this, as confirmed by our numerical results
in Sec. VIII, can yield suboptimal performance.
III. SYSTEM MODEL
We model VNFs as M/M/1 queues, q 2 Q, whose customers
correspond to service requests. The class each customer be-
longs to corresponds to the service each request is associated
to; we denote the set of such classes by K. The service
rate (q) of each queue q reflects the amount of CPU each
VNF is assigned to, and therefore influences the time it takes
to process one service request.
Arrival rates at queue q 2 Q are denoted by k(q). Note
that these values are class-specific, and reflect the amount of
traffic of different services. Class-specific transfer probabil-
ities P(q2jq1; k) indicate the probability that a customer of
class k enters VNF q2 after being served by VNF q1. We also
indicate with P(qj; k) the probability that a request of class k
starts its processing at VNF q.
Physical hosts are represented by elements h 2 H. Each
host h has a finite CPU capacity h. Host-specific h values
account for both different capabilities and different hosts, and
the fact that some hosts may be assigned a low-power CPU
state [22] for energy-saving purposes. This implies that energy
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In the right-hand side of (5), the first term is the probability
that requests start their processing at queue q, and the second is
the probability that requests arrive there from another queue p.
Note that k(q) is not an auxiliary variable, but a quantity that
can be computed offline given the transfer probabilities P.
Using k(q), the network latency incurred by requests of
class k is:X
q;r2Q
k(q)P(rjq; k)
X
h;l2H
(h; l)A(h; q)A(l; r): (6)
We can read (6) from left to right, as follows. Given a service
request of class k, it will be processed by VNF q for k(q)
number of times. Every time, it will move to VNF r with
probability P(rjq; k). So doing, it will incur latency (h; l) if
q and r are deployed at hosts h and l, respectively (i.e., if
A(h; q) = 1 and A(l; r) = 1).
The average total latency of requests of the generic class k
is therefore given by:
Dk=
X
q2Q
Rk(q)+
X
q;r2Q
k(q)P(rjq; k)
X
h;l2H
A(h; q)A(l; r)(h; l):
Link capacity. Given the finite link capacity C(h; l), which
limits the number of requests that move from any VNF at host
h to any VNF at host l,we have:X
k2K
X
q;r2Q
^k(q)P(rjq; k)A(q; h)A(r; l)C(h; l): (7)
Constraint (7) contains a summation over all classes k and all
VNFs q; r 2 Q, such that q is deployed at h and r is deployed
at l, as expressed by the A-variables. For each of such pair of
VNFs, ^k(q) is the rate of the requests of class k that arrive
at q. Multiplying it by P(rjq; k), we get the rate at which
requests move from VNF q to VNF r, hence from host h to
host l.
Objective. Dk defined above represents the average latency
incurred by requests of class k. In our objective function,
we have to combine these values in a way that reflects the
differences between such classes, most notably, their different
QoS limits. Thus, we consider for each class k the ratio of
the actual latency Dk to the limit latency D
QoS
k , and seek to
minimize the maximum of such ratios:
min
A;
max
k2K
Dk
DQoSk
: (8)
Importantly, the above objective function not only ensures
fairness among service classes while accounting for their limit
latency, but it also guarantees that the optimal solution will
match all QoS limits if possible. More formally:
Property 1: If there is a non-empty set of solutions that
meet constraints (1)–(7) and honor the services QoS limits,
then the optimal solution to (8) falls in such a set.
The proof is omitted for brevity and can be found in [23].
Furthermore, when no solution meeting all QoS limits ex-
ists, the the solution optimizing (8) will minimize the damage
by keeping all latencies as close as possible to their limit
values.
A. Problem complexity
The problem of optimizing (8) subject to constraints (1)–
(7) includes both binary (A(h; q)) and continuous ((q)) vari-
ables. More importantly, constraint (7) and objective (8) are
nonlinear and non-convex, as both include products between
variables. The binary part of the problem is akin to the max-
cut problem in graph theory [24], which has been proven to
be NP-hard [25]. Indeed, our problem is even harder, as it
includes evaluating and optimizing a non-convex function.
Such overwhelming complexity rules out not only the
possibility to directly optimize the problem through a solver,
but also commonplace solution strategies based on relaxation,
i.e., allowing binary variables to take values anywhere in [0; 1].
Even if we relaxed the A(h; q) variables, we would still be
faced with a non-convex formulation, for which no algorithm
is guaranteed to find a global optimum. We therefore present
an efficient, decoupled solution strategy, leveraging on sequen-
tial decision making.
V. SOLUTION STRATEGY
Our solution strategy is based on decoupling the problems
of VNF placement and CPU allocation, and then sequentially
and iteratively making these decisions. We begin by presenting
our VNF placement heuristic, called MaxZ, in Sec. V-A, and
then discuss CPU allocation in Sec. V-B.
A. The MaxZ placement heuristic
As mentioned earlier, the two main sources of problem
complexity are binary variables and non-convex functions in
both objective (8) and constraint (7). Our VNF placement
heuristic walks around these issues by:
1) formulating a convex version of the problem;
2) solving it through an off-the-shelf solver;
3) computing, for each VNF q and host h, a score Z(h; q),
expressing how confident we feel about placing q in h;
4) considering the maximum score Z(h?; q?) and placing
VNF q? at host h?;
5) repeating steps 2–4 until all VNFs are placed.
The name of the heuristic comes from step 4, where we seek
for the highest score Z.
1) Steps 1–2: convex formulation: In order to make the
problem formulation in Sec. IV convex, first we need to get
rid of binary variables; specifically, we replace the binary
variables A(h; q) 2 f0; 1g with continuous variables ~A(h; q) 2
[0; 1].
We also need to remove the products between ~A-variables
(e.g., in (6) and (7)), by replacing them with a new variable. To
this end, for each pair of VNFs q and r and physical hosts h
and l, we introduce a new variable (h; l; q; r) 2 [0; 1], and
impose that:
(h; l; q; r)  ~A(h; q); 8h; l 2 H; q; r 2 Q; (9)
(h; l; q; r)  ~A(l; r); 8h; l 2 H; q; r 2 Q; (10)
(h; l; q; r) ~A(h; q)+ ~A(l; r) 1; 8h; l 2 H; q; r 2 Q:
(11)
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The intuition behind constraints (9)–(11) is that (h; l; q; r)
mimics the behavior of the product ~A(h; q) ~A(l; r): if ei-
ther ~A(h; q) or ~A(l; r) are close to 0, then (9) and (10)
guarantee that (h; l; q; r) will also be close to zero; if both
values are close to one, then (11) allows also (h; l; q; r) to
be close to one.
Another product between variables, i.e., a term in the
form A(h; q)(q), appears in (1). Following a similar ap-
proach, we introduce a set of new variables,  (h; q), express-
ing the fraction of h’s CPU that is allocated to q. We then
impose:
 (h; q)  ~A(h; q); 8h 2 H; q 2 Q; (12)X
q2Q
 (h; q)  1; 8h 2 H ; (13)
which mimic (1). By replacing all products between ~A-
variables with a -variable and all products between ~A- and
-variables with a  -variable, we obtain a convex problem,
which can efficiently be solved through commercial solvers.
2) Steps 3–4: Z-score and decisions: Let us assume that no
VNF has been placed yet. We then solve an instance of the
convex problem described in Sec. V-A1, and use the values
of the variables ~A(h; q) and  (h; q) to decide which VNF to
place at which host.
Recall that ~A(h; q) is the relaxed version of our placement
variable A(h; q), so we would be inclined to use that to
make our decision. However, we also need to account for
how much computational capacity VNFs would get, as ex-
pressed by  (h; q). If such a value falls below the threshold
T (h; q) =
(q)
h
, then VNF q may not be able to process the
incoming requests, i.e., constraint (3) may be violated.
To prevent this, we define our Z-score, i.e., how confident
we are about placing VNF q at host h, as follows:
Z(h; q) = ~A(h; q) + 1(h;q)T (h;q) ; (14)
where 1 is the indicator function. Recalling that ~A-values
are constrained between 0 and 1, favoring high values of
(14) means that we prefer a deployment that results in  -
values greater than the threshold, if such a deployment exists.
Otherwise, we make the placement decision based on the ~A-
values only.
Specifically, we select the host h? and VNF q? associated
with the maximum Z, i.e., h?; q?  arg maxh2H;q2Q Z(h; q),
and place VNF q? in host h?. We fix this decision and repeat
the procedure till all VNFs are placed (i.e., we perform exactly
jQj iterations).
We now present two example runs of MaxZ, for two
scenarios with different inter-host latencies.
Example 2: Consider a simple case with two hosts H =
fh1; h2g with the same CPU capacity h = 10 requests=s,
two VNFs Q = fq1; q2g, and only one request class k
with k = 1 requests=s. Requests need to subsequently
traverse q1 and q2. The inter-host latency (h1; h2) is set to
10 ms, while DQoS = 100 ms. Then, intuitively, the optimal
solution is to deploy one VNF per host.
We solve the problem in Sec. V-A1. After the first iteration,
we obtain ~A = [ 0:5 0:50:5 0:5 ],  = [ 0:5 0:50:5 0:5 ], and Z = [ 1:5 1:51:5 1:5 ]
2.
In such a case, using a tie-breaking rule, we place VNF q1 at
host h1. In the second iteration, we have ~A = [ 1 0:380 0:62 ],  =
[ 0:8 0:190 0:61 ], and Z = [ 2 1:380 1:62 ]. We ignore the entries pertaining
to VNF q1 that has been already placed and, since Z(h2; q2) >
Z(h1; q2), we deploy VNF q2 at host h2, which corresponds
to the intuition that, given the small value of , VNFs should
be spread across the hosts.
Example 3: Let us now consider the same scenario as in
Example 2, but assume a much longer latency (h1; h2) =
200 ms. The best solution will now be to place both VNFs at
the same host.
After the first iteration, we obtain ~A = [ 0:7 0:70:3 0:3 ],  =
[ 0:5 0:50:3 0:3 ], and Z = [ 1:7 1:71:3 1:3 ]. Again using a tie-breaking rule, we
place VNF q1 at host h1. In the second iteration, we have ~A =
[ 1 0:70 0:2 ],  = [ 0:6 0:40 0:2 ], and Z = [ 2 1:80 1:2 ]. We again ignore the
entries in the first column and, since Z(h1; q2) > Z(h2; q2),
we place VNF q2 at host h1, making optimal decisions.
B. CPU allocation
Once the MaxZ heuristic introduced in Sec. V-A provides
us with deployment decisions, we need to decide the CPU
allocation, i.e., the values of the (q) variables in the original
problem described in Sec. IV. This can be achieved simply by
solving the problem in (8) but keeping the deployment decision
fixed, i.e., replacing the A(h; q) variables with parameters
whose values come from the MaxZ heuristic. Indeed, we can
prove the following property.
Property 2: If the deployment decisions are fixed, then the
problem of optimizing (8) subject to (1)–(7) is convex.
The proof can be found in our technical report [23].
Property 2 guarantees that we can make our CPU allocation
decisions, i.e., decide on the (q) values, in polynomial time.
We can further enhance the solution efficiency by reducing the
optimization problem to the resolution of a system of equa-
tions, through the Karush-Kuhn-Tucker (KKT) conditions.
1) KKT conditions: In order to derive the KKT conditions
for the problem stated in Sec. IV, we need to re-write objective
(8) in standard form. This requires introducing an auxiliary
variable  representing the maximum Dk
DQoSk
ratio, and imposing
that for each class k 2 K:
 1
DQoSk
0@X
q2Q
k(q)
(q)  (q)+
X
h1;h22H
k(h1; h2)(h1; h2)
1A
(15)
where k(h1; h2) is the expected number of times that a
request of class k ever travels from host h1 to host h2. These
quantities depend upon the placement decisions A(h; q) and
2In all matrices, rows correspond to hosts and columns to VNFs.
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A first observation concerns the Greedy strategy: since all
VNFs are placed in the same host, as  increases, VNFs
receive an amount of CPU that is barely above the minimum
limit (q). This, as per (4), results in processing times that
grow very large. The difference between the other placement
strategies tends to become less significant; intuitively, this is
because processing times dominate the total latency, and thus
spreading the VNFs as much as possible is always a sensible
solution. MaxZ still consistently outperforms Affinity-based,
and performs very close to the optimum.
Multi-class scenario. In Fig. 6, we move to a multi-
class scenario where jKj = 3 service classes share the same
VNF graph. The three classes have limit latencies DQoS of
10 ms, 45 ms, and 2 s, respectively corresponding to safety
applications (e.g., collision detection), real-time applications
(e.g., gaming), and delay-tolerant applications (e.g., video
streaming). Fig. 6 shows that all placement strategies result in
latencies that are roughly proportional to the limit ones. Also,
the relative performance of the placement strategies remains
unmodified – MaxZ outperforms Affinity-based and is close to
the optimum, while Greedy yields much higher latency. Notice
that, for very high values of , it is impossible to meet all QoS
constraints, i.e., Dk
DQoSk
> 1 for at least one class k. In these
cases, MaxZ limits the damage by keeping the Dk
DQoSk
ratios as
low as possible. It is also interesting to notice, in Fig. 6(center),
that the latency yielded by MaxZ is actually lower than the
optimum. This does not mean that MaxZ outperforms the
optimum, rather that it gives a lower latency to the medium-
latency, whose latency is closest to the QoS limit.
Multiple VNF instances. In Fig. 7, we drop the assumption
that there is only one instance of each VNF; specifically,
for VNF4 and VNF6 we allow two instances each. We can
immediately see, by comparing Fig. 7 to Fig. 3, that allow-
ing multiple VNF instances substantially decreases the total
latency. More interestingly, we can observe that MaxZ always
outperforms its alternatives, and is very close to the optimum,
except for some cases when the topology is very complex.
IX. CONCLUSION
We presented a model for SDN/NFV-based 5G networks
that is able to to capture all their main features, including
arbitrary VNF graphs, flexible CPU allocation to VNFs, and
the possibility to have multiple instances of the same VNF.
Leveraging this model, we presented a methodology, based on
the MaxZ placement heuristic, to make joint VNF placement
and CPU assignment decisions.
We combined MaxZ with a methodology to make optimal
CPU allocation decisions, requiring to solve a convex opti-
mization problem in the general case and a simple system of
equations in full-load conditions. By evaluating our solution
over several VNF graphs of different complexity, we consis-
tently found it to outperform state-of-the-art alternatives and
closely track optimal performance.
One direction for future work is enhancing the performance
of our heuristic in multi-instance scenarios, by improving the
pattern search approach we adopted and further customizing
it to our needs.
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