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Введение
Современные информационные системы по'
зволяют выполнять все более сложную обработку
разнотипной, распределенной информации. Про'
исходит переход от работы с синтаксисом доку'
ментов к работе с их семантикой (смыслом). Ин'
тенсивное развитие семантических технологий
привело к возможности создания более совершен'
ных информационных систем на основе онтологи'
ческих моделей. Увеличение количества и разнооб'
разия информации привело к возрастанию слож'
ности онтологических моделей. Современные он'
тологические модели являются модульными,
то есть состоят из множества связанных между со'
бой онтологий, каждая из которых описывает от'
дельную предметную область или задачу. Онтоло'
гические модели не являются статичными, они
развиваются в связи с появлением новых данных,
изменением предметной области или задачи. Он'
тологии, как и программное обеспечение, имеют
свой жизненный цикл [1–4]. Для создания и под'
держки модульных онтологических моделей требу'
ется система, решающая задачи, возникающие
на каждом из этапов жизненного цикла.
При создании онтологии от специалистов часто
требуется анализ текстов по соответствующей
предметной области или задаче, что занимает зна'
чительное время. В то же время, существуют ин'
струменты [5], позволяющие автоматически выде'
лять из текста на русском языке ключевые слова,
которые могут быть использованы в качестве осно'
вы для создания онтологии. Для поддержки по'
стоянно развивающейся модульной онтологиче'
ской модели требуется совместная работа специа'
листов, для чего требуется механизм управления
версиями. Использование с этой целью классиче'
ских систем управления версиями, применяемых
при разработке программного обеспечения, связа'
но с несколькими проблемами. Онтологическая
модель может быть представлена в виде списка рё'
бер графа, порядок которых не играет роли при ин'
терпретации такого представления, в то время как
классические системы управления версиями учи'
тывают любое изменение файла. Кроме того, клас'
сические системы управления версиями не позво'
ляют учитывать связь изменений с элементами он'
тологии и связи между онтологиями в модели.
1. Этапы жизненного цикла онтологии
Рассмотрим этапы жизненного цикла онтоло'
гии (рис. 1) и задачи, решаемые разработчиками
на этих этапах.
На первом этапе выполняется анализ осуще
ствимости, то есть анализ факторов, влияющих
на успех онтологии: идентификация проблемных
областей, возможностей и потенциальных реше'
ний. Выполняется также оценка трудозатрат и сто'
имости разработки на основе имеющихся знаний о
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предметной области, опыте использования инстру'
ментальных средств, предполагаемого размера
и сложности онтологии.
На этапе анализа предметной области выявляют'
ся ключевые понятия и отношения предметной
области и предназначение онтологии. Выявление
понятий и отношений осуществляется разработчи'
ками онтологии как на основе их собственного
опыта и общения со специалистами в предметной
области, так и на основе результатов анализа тек'
ста на естественном языке. На этом этапе также
выполняется поиск уже существующих онтологий
по данной предметной области с помощью пои'
сковых машин по онтологиям, таких как Swoogle,
SWSE или Watson, с использованием в качестве
ключевых слов выявленных понятий и отношений.
На этапе реализации создаётся формальная он'
тология на конкретном языке представления, со'
держащая конструкции, специфичные для этого
языка. Первый вариант онтологии может быть по'
строен автоматически на основе выявленных по'
нятий и отношений. Дальнейшее уточнение онто'
логии включает описание с помощью редактора
онтологий специфичных для языка представления
конструкций, таких как ограничения, перечисле'
ния, ключи, отношения несовместности и иден'
тичности. Полученная онтология связывается
с другими онтологиями, существующими в сети
или на предприятии.
Тестирование модели включает проверку соответ'
ствия онтологий синтаксическим требованиям орга'
низации, семантике языка представления, а также
нагрузочное тестирование. При успешном прохож'
дении тестирования и соответствию требованиям,
онтология готова к внедрению. В противном случае
онтология отправляется на корректировку.
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Рис. 1. Этапы жизненного цикла онтологии
На этапе корректировки онтологии требуется
устранить выявленные в процессе тестирования
недостатки, либо внести изменения в связи с изме'
нениями в предметной области; изменениями по'
нимания предметной области разработчиками;
связыванием с другими онтологиями; адаптацией
к приложениям, использующим онтологию.
Для внедрения онтологий необходимо опубли'
ковать протестированную версию онтологии.
На этапе внедрения происходит обучение разра'
ботчиков приложений, использующих онтологиче'
скую модель. На этом этапе часто выявляются не'
достатки модели, поэтому может потребоваться
корректировка отдельных онтологий с последую'
щим тестированием всей модели.
На этапе использования онтологической модели
приложения наполняют её. При обнаружении
ошибок или неточностей в модели, требуется её
корректировка с последующим тестированием.
Приложения, использующие онтологию, обычно
настраиваются на использование конкретной вер'
сии. При публикации новой версии, разработчики
приложений знакомятся с изменениями и адапти'
руют к ней свои приложения.
В процессе использования может выясниться,
что потребность в онтологии отпала. В этом случае
онтология удаляется. На этапе корректировки он'
тологии может быть принято решение об объеди'
нении её с другой онтологией. В этом случае онто'
логия также удаляется в пользу новой, более пол'
ной онтологии.
Таким образом, система для поддержки онтоло'
гической модели должна решать задачи, возника'
ющие на каждом из этапов жизненного цикла.
В их число входит выявление понятий и отноше'
ний предметной области, управление изменения'
ми и версиями онтологий, поиск элементов онто'
логии, проверка и публикация онтологий. В дан'
ной работе наиболее полно рассматривается задача
управления версиями онтологии, для решения ко'
торой применяются такие алгоритмы, как алго'
ритм сравнения версий и алгоритм применения
изменений.
2. Базовые алгоритмы
Под онтологической моделью в данной работе
понимается знаковая система M=O,A,R, где
O={o1,o2,…} – множество онтологий; A – множество
аксиом {a1,a2,…}; R – функция, ставящая в соответ'
ствие каждому элементу множества O некоторое
подмножество элементов из множества A.
Изменением c в онтологии oi называется сово'
купность {oi,a,p}, где a – аксиома, а p – операция,
выполняемая над аксиомой: add (добавление) или
remove (удаление). Набором изменений s называется
множество {c1,c2,…}. История Hi изменений онтоло'
гии oi состоит из множества записей {hi1,hi2,…}. За
пись в истории hik={sik,r hi1,r hi2,…} содержит набор из'
менений sik, и данные r hi, описывающие изменение
(комментарий; дата и время; пользователь; инстру'
мент, создавший набор изменений). Функция
b(oi,1,2) называется функцией истории изменений
и возвращает множество записей из истории изме'
нений онтологии oi, сделанных в период времени
[1,2]. Функция применения изменений f(,s) преоб'
разует набор аксиом  в соответствии с набором
изменений s. Она может быть реализована с ис'
пользованием приведённого ниже алгоритма.
Функция ax(c), используемая в нём, возвращает
аксиому, соответствующую изменению c.
1. Для каждого изменения cs
2. Если removeс, то
3. Если ax(c), то
4. =\ax(c)
5. Если addс, то
6. Если ax(c), то
7. =ax(c)
Версией vij онтологии oi называется фиксирован'
ный набор аксиом из множества A, который опре'
деляется как f(vi,j–1,b(oi,i,j–1,ij)), где vi,j–1 – предыду'
щая версия онтологии, i,j–1 – время создания пред'
ыдущей версии онтологии, ij – время создания
версии vij.
Задача сравнения версий онтологии состоит в на'
хождении по двум данным версиям онтологии v1
и v2 такого набора изменений s=(v1,v2), что
f(v1,s)=v2. В качестве функции  предлагается ис'
пользовать следующий алгоритм.
1. s=
2. Для каждой аксиомы av1
3. Если av2, то
4. s=s{o, a, remove}
5. Для каждой аксиомы av2
6. Если av1, то
7. s=s{o, a, add}
3. Архитектура системы
Для поддержки онтологических моделей разра'
ботана модульная архитектура многопользователь'
ской системы (рис. 2). Система является много'
пользовательской, так как с онтологиями могут од'
новременно работать несколько специалистов.
Она состоит из таких модулей, как модуль анализа
текстов на русском языке, модуль управления вер'
сиями, модуль поиска по модели, модуль тестиро'
вания и модуль публикаций. На рис. 2 также пока'
зан слой авторизации и уведомлений, включа'
ющий в себя модуль авторизации и модуль уведо'
млений.
Клиентская сторона содержит пользовательский
интерфейс для доступа к серверным модулям си'
стемы. Доступен как синхронный режим работы,
так и асинхронный. В синхронном режиме исполь'
зуется модуль отслеживания изменений, встраи'
ваемый в существующие редакторы онтологий.
В асинхронном режиме используется модуль срав'
нения версий, который генерирует наборы измене'
ний по описанному выше алгоритму. Преимуще'
ством асинхронного режима является то, что поль'
зователь может редактировать онтологии в любом
удобном для него редакторе. При этом даже необя'
зательно иметь подключение к серверу. Преимуще'
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ством синхронного режима является то, что поль'
зователь сразу видит изменения, вносимые в мо'
дель другими пользователями.
Для авторизации пользователей в системе ис'
пользуется модуль авторизации. Для осуществления
синхронного редактирования клиентская сторона
подписывается на изменения. Модуль уведомлений
осуществляет управление подписками и уведомляет
клиентов об изменениях. Также он используется для
уведомления о публикации новых версий, о резуль'
татах тестирования и о результатах анализа текстов.
С использованием модуля анализа текстов вы'
полняется автоматическое выявление терминов
предметной области, содержащихся в текстах
на естественном языке. Результаты анализа зано'
сятся в банк текстов для повторного использова'
ния, поскольку анализ текстов на естественном
языке требует значительных временных затрат.
Модуль управления версиями напрямую взаимо'
действует как с хранилищем истории изменений
модели, так и с хранилищем самой модели. Он по'
зволяет вносить изменения в модель; создавать
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Рис. 2. Архитектура системы
предложения по внесению изменений; комменти'
ровать и оценивать предложения по внесению из'
менений и наборы изменений; получать состояние
модели на заданный момент времени; получать ис'
торию изменений за определённый период време'
ни; получать предложения по внесению измене'
ний за определённый период времени. Одной
из функций модуля является предотвращение кон'
фликтов при коллективной работе над моделью
с помощью механизма предложений по внесению из
менений. Поддерживаются два режима работы:
строгий и свободный.
В строгом режиме, прежде чем вносить какое'
либо изменение в онтологию, необходимо создать
предложение по внесению изменений и указать
элементы онтологии, которые требуется изменить,
добавить или удалить, а также исполнителей –
пользователей системы, которым разрешено реа'
лизовать это предложение. С предложением может
быть связан набор изменений, которые требуется
применить. При создании предложения система
определяет набор элементов, на которые повлияет
изменение (содержащие ссылки на изменяемые
элементы) и предупреждает пользователя о послед'
ствиях изменения. Предложение может обсуждать'
ся и оцениваться, после чего оно либо принимает'
ся, либо отклоняется. Если существует несколько
предложений по внесению изменений в одни
и те же элементы онтологии, эти предложения
должны рассматриваться совместно, и система
предоставляет возможность поиска связанных
предложений. Для успешного внесения изменений
должны быть выполнены следующие условия: су'
ществует предложение по внесению изменений
(при внесении изменений пользователь может вы'
брать реализуемое предложение); предложение
одобрено; изменения вносит пользователь, назна'
ченный исполнителем предложения; изменения
вносятся в элементы онтологии, явно указанные
в предложении.
В свободном режиме работы изменения могут
быть внесены любым пользователем в любой эл'
емент онтологии независимо от наличия предло'
жения. Однако если существует недавнее измене'
ние, затрагивающее те же элементы онтологии, что
и вносимое изменение, последнее считается кон'
фликтующим и не вносится в модель до разреше'
ния конфликта пользователем, вносящим его.
Модуль поиска осуществляет поиск элементов
онтологии, как в модели, так и в истории её изме'
нений. Поиск осуществляется как по именам эл'
ементов и их текстовым меткам, так и по метадан'
ным наборов изменений, связанных с данным эл'
ементом. Модуль поиска также позволяет искать
предложения и наборы изменений, удовлетворяю'
щие заданным критериям (дата, пользователь, он'
тология, инструментальное средство, связанные
элементы онтологии).
Модуль тестирования выполняет автоматизиро'
ванную проверку онтологической модели на соот'
ветствие синтаксическим требованиям организа'
ции, семантике языка представления, а также на'
грузочное тестирование. Для выполнения провер'
ки на соответствие синтаксическим требованиям
используется набор сценариев, определяющих пра'
вила проверки. Проверка соответствия семантике
языка представления осуществляется с помощью
системы логического вывода. Современные систе'
мы логического вывода позволяют узнать и причи'
ну нарушения целостности онтологической моде'
ли. Для выполнения нагрузочного тестирования
онтология наполняется тестовыми данными, а за'
тем к ним выполняются множественные запросы
с использованием машины логического вывода.
Модуль публикаций отвечает за публикацию
версий онтологий на общедоступном хранилище.
В качестве общедоступного хранилища может ис'
пользоваться файловый сервер, веб'сервер или
точка доступа SPARQL. Опубликованная версия
модели может использоваться различными прило'
жениями, как показано на рис. 2. Приложения ис'
пользуют опубликованную модель, однако не мо'
гут вносить изменения в неё, поэтому они исполь'
зуют отдельные хранилища утверждений. При пу'
бликации новой версии онтологии разработчики
приложений знакомятся с изменениями, и при
необходимости создают сценарии преобразования
существующих фактов в формат, пригодный для
работы с новой версией.
В рамках проекта «Семантическая Интегра'
ционная Система» (№ 7734), выполняемого
по программе «СТАРТ», разрабатывается система
на основе предложенной архитектуры. В качестве
языка представления онтологий используется язык
OWL 2. Работа с онтологиями выполняется с ис'
пользованием библиотеки OWL API [6], построен'
ной в соответствии со структурной спецификаци'
ей OWL 2 [7]. Логический вывод осуществляется
системой Pellet [8]. В качестве хранилища онтоло'
гической модели используется сервер OpenLink
Virtuoso [9]. Обмен с хранилищем идёт по стан'
дартному протоколу SPARQL [10], что позволяет
использовать любое другое хранилище, поддержи'
вающее этот протокол. Анализ текстов выполняет'
ся с использованием лингвистического анализато'
ра RCO Fact Extractor SDK [5] из пакета Russian
Context Optimizer.
Заключение
Выявление понятий и отношений предметной
области с помощью автоматического анализа тек'
стов на естественном языке уменьшает время
и трудозатраты на создание исходного варианта
онтологии. Управление изменениями даёт возмож'
ность разрешения конфликтов при многопользо'
вательском редактировании, автоматического ан'
нотирования изменений, а также поиска элемен'
тов онтологии по метаданным, связанным с соот'
ветствующим набором изменений. Автоматиче'
ское тестирование онтологической модели позво'
ляет своевременно локализовать и устранить изме'
нение, нарушившее целостность модели или пра'
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вила её построения. Автоматическая публикация
позволяет поддерживать в актуальном состоянии
версии онтологий на общедоступном хранилище.
Таким образом, проблема коллективной поддерж'
ки онтологических моделей может быть решена
с помощью предложенной системы. Её эффектив'
ность обусловлена снижением затрат времени
на создание и поддержку онтологической модели.
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Введение
Наблюдения земной поверхности с помощью
спутниковых систем осуществляются через атмо'
сферу, которая является многокомпонентной сре'
дой, искажающей результаты дистанционного зон'
дирования Земли (ДЗЗ). Характер и степень атмо'
сферных искажений зависит от спектрального ди'
апазона и оптико'метеорологического состояния
атмосферы в момент проведения зондирования.
В этой связи атмосферная коррекция (АК) спутни'
ковых измерений является необходимым условием
успешного решения широкого спектра задач. Ат'
мосферная коррекция используется в штатных ал'
горитмах тематической обработки спутниковых
изображений системы глобального мониторинга
EOS/MODIS, возможность её проведения для дру'
гих спутниковых систем предоставляют различные
коммерческие программные продукты (ERDAS,
ENVI, FLAASH, ATCOR, ATREM, ACORN).
В то же время, в большинстве случаев атмосфер'
ная коррекция производится приближенно, иногда
с точностью, недостаточной для решения конкрет'
ной тематической задачи. Например, в задаче спут'
никовых измерений температуры поверхности Зе'
мли [1] учитывается только поглощение излучения
водяным паром, но нет учета искажающего влия'
ния аэрозоля и облачности. В задаче детектирова'
ния высокотемпературных источников (обнаруже'
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