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1 はじめに
インターネットの普及に伴い、Web上でさまざまな情報を提供するシステムが盛んに開発さ
れるようになった。その例として、オンラインショッピングや天気予報といったサービスを提供
するシステムなどがある。
こうしたシステムを効率よく開発し、管理するために、システムの持つ機能の再利用を実現
することが求められてきた。これらを実現するために、 J2EEなどの仕様が提供されてきた。し
かし、これらに基づいて開発されたシステムは、特定のプログラミング言語や独自のプロトコル
に依存してしまうという問題を抱えている。そのため、これらに依存しない形で機能の再利用を
実現したいというニーズが生まれた。そこで、Webサービスという概念が誕生した。
Webサービスが注目を集めている理由として、Web 上の多様な異種アプリケーションおよ
びシステム間（プラットフォーム）での通信を可能にすることや、さらにはそれらを簡単に連携
させることができるということなどが挙げられる。
Webサービス [2]とはインターネット標準の各種Webプロトコルを利用してアクセス可能な
アプリケーション・コンポーネントのこと、またはそれを連携させる技術 [3]のことである。文
書の構造化機能と実用性の両面を追求して開発されたマークアップ言語のXML（eXtensible Markup
Language） [12]を用いることによって、システム間のデータ連携を可能にしている。つまりWeb
サービスにより、インターネットをベースとする分散コンポーネント環境が実現されるというこ
とである。
Webサービスのデータ・アクセス・プロトコルとしては SOAP[4]を使用する。この SOAP
は、米Microsoft社と米 Userland Software社などが中心となって開発した通信プロトコル規格
である。下位プロトコルとして HTTPなどを使用し、 XMLのメッセージをやり取りすること
で、 RPC（Remote Procedure Call）を実現することを可能にするものである。また、Microsoft
社では「Webサービス」をWebを利用した通常の情報サービスと明確に区別できるように、「XML
Webサービス」と呼んでいる。
Webサービスを利用することで、システム（プログラム）の開発期間を短縮することができ
るという大きな利点がある。例えば、株価情報を検索するシステムを開発したい場合、株価情報
Webサービスを利用することで開発者は株価を検索するロジックに関してのプログラムを記述す
る必要がなくなる。しかし、Webサービスに渡すべき値を入力するウィジェットやWebサービ
スから返された値を表示するロジック及び、表示に用いられるウィジェットといった GUIに関
する実装は、当然のことながら開発者が手作業で行わなければならない。
また、従来のWebアプリケーションの場合、ブラウザからの入力データは Web アプリケー
ションに送信され、その処理結果をブラウザが受け取りこれを表示する。この場合結果はHTML
形式で返される。 HTMLではタグの種類が有限であり、しかもそのタグが持つ意味はあらゆる
文書において一意である。よって、表示形式については少なくとも１つあれば問題なく全てのHTML
に対応できる。それに対し XMLではタグは無限に定義できる。さらに、個々のタグの持つ意味
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も事実上無限である。また、属するスキーマの異なるXML文書については、要素名が同一であっ
ても、その意味が相異なる可能性がある。よって、 XML文書を何らかの形で表示する処理を行
うアプリケーションでは、おのおのの XML文書の属するスキーマに応じた表示方法を個別に用
意しなければならない。当然、それらの表示方法の実装にはコストがかかる。
そこで本研究では、Webサービスにおける入出力部分の GUIを効率的に構築するための手
法を提案する。具体的には、変換のヒントとなる情報を元にGUIで表示する値と実際にWebサー
ビスに渡す値を動的に関連付けることによって、様々な表示形式に対応したGUIアプリケーショ
ンを構築する。
本論文の構成を述べる。第２章では、Webサービスとその基本となる技術について説明し、
本手法との関連について触れる。第３章は、本手法がどのような特徴をもっているかについて説
明し、その特徴によって考えられる利点を述べる。第４章では、本手法の概要について説明し、
第５章で本研究における GUIの変更容易性についての説明をする。第６章ではシステムの内部
処理についての詳細とその問題点について説明する。そして第７章で本研究の評価をし、第８章
で関連研究について説明し、第９章で今後の課題について述べる
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2 Webサービスとは
Webサービスの定義には様々なものがあるが、本論文では、インターネット標準の各種Web
プロトコルを利用してアクセス可能なアプリケーション・コンポーネントのこと、またはそれを
連携させる技術と定義する。
これまでのWebアプリケーションは、Webブラウザからの入力データを Webアプリケー
ションが受け取り、処理結果をブラウザに表示するというものである。これに対して、Webサー
ビスは SOAPという通信プロトコルに従って XMLベースのメッセージを用いデータの交換を行
い、あるシステムと他のシステムの通信あるいは連携を可能にするものである。図 1はWebア
プリケーションとWebサービスの違いを表したものである。 [3]
図 2.1: WebアプリケーションとWebサービスの違い
Webサービスの具体例としては次のようなものが挙げられる
• 株価情報サービス
• 天気予報サービス
• 信用照会サービス
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また様々なWebサービスを組み合わせることにより、新たな高付加価値を提供することが可
能となる。例えば、地図表示サービス、レンタカー予約サービス、気象情報サービスなどを組み
合わせ、新たなドライブプラン作成サービスといったようなサービスを提供することが可能とな
る。
Webサービスの利点としては開発面のものとビジネス面のものとが存在する。まず、システ
ム構築時に各部品を組み合わせるのではなく、実行時に各サービスを動的に組み合わせること
ができることが挙げられる。これにより、開発面において変更（データ追加や機能拡張による修
正）に強いサービスを実現できる。また、ビジネス面においては、ダイナミックなシステムの連
携がとれることにより、サプライチェーンマネジメントなどを可能にする。
次に、Webサービスの利用は開発言語やプラットホームに依存しないことが挙げられる。こ
れにより、開発面においては、短期間でシステムを構築することが可能となる。また、ビジネス
面においては、Webサービスが様々な機器 (PC、サーバ、 PDAなど)から利用できるので、多
種多様な顧客システムからの利用が望める。そのため、使用頻度の高いWebサービスに対して
利用料金を請求することにすれば、Webサービスによって大きな収益を得ることができる。
Webサービスの主な技術として SOAP、WSDL[9]、 UDDI[6]が挙げられる。 SOAPとは XML
メッセージの交換を行う基本的なプロトコルを定義するもの、WSDLはサービスの内容が書か
れた XMLの書式、 UDDIはサービスを検索、登録できるレジストリのことである。以下でそれ
らについて説明する。
図 2はWebサービスの概要を図にまとめたものである。サービスの提供者は UDDIにWSDL
に従ってサービスの内容が書かれたファイルの登録を行う。サービスの利用者は UDDIにアク
セスして使用したいサービスを検索し、目的に合ったものがあればWSDLで記述された定義に
従って SOAPメッセージを送信する。すると、目的に応じた応答メッセージが返る、という仕
組みである。
4
2004 年度 修士論文
サービス
利用者
サービス
提供者
SOAP
Webサービスにアクセス
リクエスト
レスポンス
WSDL
Webサービスの内容を記述
UDDI
Webサービスの登録
サービス
の登録
サービス
の検索
リストの
返  信
・サービス名
・内容
・場所
Internet
図 2.2: Webサービスの概略図
2.1 SOAP
SOAPとは XMLを使って RPCやメッセージングの機構を実現するための仕様である。 SOAP
を利用することで、さまざまな場所に分散したサービスを相互に結び付け、システムとシステム
を連携させることができるようになる。 SOAPは必須の SOAPエンベロープ、任意の SOAPヘッ
ダ、必須の SOAPボディから構成される。 SOAPエンベロープは SOAPメッセージの一番外側
の要素で、データの直列化の方式を指定できる。
SOAPヘッダはデータの実際の通信に必要な付加情報を記述するために使用する。例えば次
のような情報が付加される。
• メッセージ・ルーティングをするための情報
• 受信者がヘッダ項目の処理に失敗した場合のエラーを返さなければならないか、無視して
よいか、などのメッセージの管理情報
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SOAPボディは実際に送信したい情報が記述される。例えば、サービスを呼び出すのに必要な RPC
の情報や、サービスを実行した結果、エラー・メッセージといった内容である。
<SOAP-ENV:Envelope xmlns:
SOAPAction: ”Some-URI”
SOAP-ENV=”http://schemas.xmlsoap.org/soap/envelope/”
SOAP-ENV:encodingStyle=
”http://schemas.xmlsoap.org/soap/encoding/”/>
<SOAP-ENV:Header>
<t:Transaction xmlns:t=
”some-URI”SOAP-ENV:mustUnderstand=”1”>
5
</t:Transaction>
</SOAP-ENV:Header>
<SOAP-ENV:Body>
<m:GetLastTradePrice xmlns:m=”Some-URI”>
<symbol>IBM</symbol>
</m:GetLastTradePrice>
</SOAP-ENV:Body>
</SOAP-ENV:Envelope>
図 2.3: 送信側 SOAPメッセージ例
図 3は株価情報を提供するWebサービスに対して送る SOAPメッセージの例である。この例
では StockQuoteというWebサービスの ”GetLastTradePrice”というメソッドに ”symbol”要素
で囲まれた ”IBM”という値を送信している。すると値を受け取ったWebサービスは SOAPメッ
セージで IBMの株価の検索結果を返信する。
<SOAP-ENV:Envelope xmlns:
SOAPAction: ”Some-URI”
SOAP-ENV=”http://schemas.xmlsoap.org/soap/envelope/”
SOAP-ENV:encodingStyle=
”http://schemas.xmlsoap.org/soap/encoding/”/>
<SOAP-ENV:Header>
<t:Transaction xmlns:t=
”some-URI”xsi:type=”xsd:int”?mustUnderstand=”1”>
5
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</SOAP-ENV:Header>
<SOAP-ENV:Body>
<m:GetLastTradePriceResponse xmlns:m=”Some-URI”>
<Price>34.5</Price>
</m:GetLastTradePriceResponse>
</SOAP-ENV:Body>
</SOAP-ENV:Envelope>
図 2.4: 受信側 SOAPメッセージ例
図 4は受信された SOAPメッセージ例である。 ”GetLastTradePriceResponse”というメソッ
ドが ”Price”というタグで囲まれた値 34.5を返していることが分かる。これが図 3で送信された
IBMの株価の検索結果である。
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このように SOAPメッセージは XML文書で記述されており、Webサービスを実際に人間が
利用する場合は、Webサービスに図 3に示したようなリクエストメッセージを送信するプログ
ラムを用意する必要がある。その場合、実際にはリクエストメッセージに含めるパラメータの値
を何らかの形で人間が指定できるようにする必要がある。
2.2 UDDI
UDDIとは、Webサービスに対するレジストリを提供するものである。Webサービスを提
供したい人にはそのサービスを登録し、分類する機能を提供し、Webサービスを利用したい人
にはサービスを検索し、どこでサービスを受けられるかを知るための機能を提供する。
UDDIが定めている仕様の中心になるのは、 UDDIビジネスレジストリ [1]である。それら
は、 SOAPメッセージの XMLスキーマ定義 [7]と UDDIプログラマー API[8]仕様からなる。 XML
スキーマ定義は、Webサービスを検索して利用するときに必要となる情報を以下に説明する 4
つのカテゴリ (businessEntity,businessService,businessTemplate,tModel)に分けて考え、それぞ
れが XMLの要素として定義されている。これらの情報は構造化されてレジストリに登録され、
検索に使われることになる。 UDDIプログラマー APIというのは UDDIレジストリの情報をど
のように格納し検索すればよいかが定義されたものである。
2.2.1 business Entity
ビジネス情報は、 businessEntityという要素で記述される。この XML要素は、企業体など
を表すためのものである。具体的には企業名、連絡先などを記述する。
企業を探す場合、この要素を使って検索することになる。 businessEntity要素での検索のこ
とを「ホワイトページ」と呼んでいる。どのような業務を提供しているかという情報は、ビジネ
ス情報内部に持つことになる。つまり、 businessEntityではある企業が提供するサービスにはど
のようなものがあるかを記述することになる。
2.2.2 business Service
サービス情報は businessServiceという要素で記述される。この要素は次の情報を記述する。
• ユニークなサービス ID
• サービス名とその説明
• サービスの分類 (業種など)
• 以下のバインディング情報
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これらは、それぞれが幾つかのWebサービスのセットとして提供されることになる。提供され
ている業務でサービスを探す場合、この要素を使って検索することになる。 businessService要
素単位での検索を「イエローページ」と呼んでいる。
2.2.3 business Template
どのWebサービスを使うかは、 bindingTemplateという要素によって記述される。この要素
はサービス仕様へのアクセスポイントおよび、以下に述べる tModelリストを持っている。アク
セスポイントはWebサービスのエンドポイントの URLである。
ある特定のWebサービスを探す場合、この要素を使って検索することになる。 bindingTem-
plate要素単位での検索を「グリーンページ」と呼んでいる。
2.2.4 tModel
tModelは、具体的なWebサービスの仕様を記述するための要素であるが、Webサービスの
仕様を記述するためのメタデータとなっており、これ自体がWebサービスの記述であるわけで
はない。Webサービスの仕様は、 UDDIの中では定義されないことになっている。 UDDIに登
録されるWebサービスの仕様は、「どこの誰が作った何という仕様で、詳細はこちらに記述し
てある」ということが記述されるのである。
tModelには、名前、仕様を策定した団体、仕様への URLなどが記述される。
2.3 WSDL
WSDLとは、Webサービスの内容を記述するための XMLの書式のことである。Webサー
ビスがどのような機能を提供するのか、その機能を利用するために、どのようなパラメータを渡
す必要があるかなどを定義している。つまりWSDLは、どのようなインターフェイスでサービ
スを提供するのか、を定義するためのものである。
WSDLは XML文書として記述されるため、もちろんそのスキーマが存在する。以下にWSDL
の例を挙げながらその構造について説明する。なお、以下に示す説明はWSDL1.1に基づくもの
である。
<?xml version="1.0" ?>
- <definitions name="TemperatureService"
targetNamespace="http://www.xmethods.net/sd/TemperatureService.wsdl"
xmlns:tns="http://www.xmethods.net/sd/TemperatureService.wsdl"
xmlns:xsd="http://www.w3.org/2001/XMLSchema"
xmlns:soap="http://schemas.xmlsoap.org/wsdl/soap/"
xmlns="http://schemas.xmlsoap.org/wsdl/">
8
2004 年度 修士論文
- <message name="getTempRequest">
<part name="zipcode" type="xsd:string" />
</message>
- <message name="getTempResponse">
<part name="return" type="xsd:float" />
</message>
- <portType name="TemperaturePortType">
- <operation name="getTemp">
<input message="tns:getTempRequest" />
<output message="tns:getTempResponse" />
</operation>
</portType>
- <binding name="TemperatureBinding" type="tns:TemperaturePortType">
<soap:binding style="rpc" transport="http://schemas.xmlsoap.org/soap/http" />
- <operation name="getTemp">
<soap:operation soapAction="" />
- <input>
<soap:body use="encoded" namespace="urn:xmethods-Temperature"
encodingStyle="http://schemas.xmlsoap.org/soap/encoding/" />
</input>
- <output>
<soap:body use="encoded" namespace="urn:xmethods-Temperature"
encodingStyle="http://schemas.xmlsoap.org/soap/encoding/" />
</output>
</operation>
</binding>
- <service name="TemperatureService">
<documentation>Returns current temperature in a given U.S. zipcode</documentation>
- <port name="TemperaturePort" binding="tns:TemperatureBinding">
<soap:address location="http://services.xmethods.net:80/soap/servlet/rpcrouter" />
</port>
</service>
</definitions>
TemperatureService.wsdlの例
これはWSDLの例 [11]である。この例の中にある各要素message,portType,operation,binding,
9
2004 年度 修士論文
service,portそしてこの例にはないが typesという要素について説明する。
2.3.1 message
message要素では、送信データフォーマットを定義する。例えば、要求として受信するメッ
セージは、どのような名前（の要素）で、それには、どのデータタイプが含まれるのか、という
ことを定義する。送受信されるメッセージの最終的な全体像を定義するものである。例えば、要
求として Userid型と Userinfoを渡すとすれば、それがインプットの型として定義される。
2.3.2 portType
portType要素では、message要素で定義された送信データフォーマットをいくつか組み合わ
せて、 1つの操作単位を論理的に定義する。この送信メッセージを受け取った場合、この送信メッ
セージで返事が返る、ということ知ることができる。WSDLで定義できる portTypeには、大
きく分けて以下の 4種類がある。
• One-way（一方向）：エンドポイントがメッセージを受け取るだけ
• Request-response（要求 -応答）：エンドポイントに対しての要求に対して、応答を返す
• Solicit-response（送信請求 -応答）：エンドポイントがメッセージを送信し、関連するメッ
セージを受け取る
• Notiﬁcation（通知）：エンドポイントがメッセージを送信する
2.3.3 operation
operation要素は、抽象的なオペレーションを入力のメッセージと出力のメッセージを指定す
ることによって定義する。WSDLは複数のオペレーションを持つことが可能である。
2.3.4 binding
binding要素では、上の types、message、 portTypeなどで定義されたインターフェイスの
論理的なモデル（こういうデータ型を組み合わせて、こういうメッセージで、こういうやりとり
をするという定義）と、物理的なモデル（例えば、 SOAP-RPCを、 HTTP上で行うという定
義）とを結び付ける定義をする。これによって、具体的にどのような機能のクライアントを準備
すれば、このサービスインターフェイスにアクセスできるかが明確になるといえる。WSDL1.1
では、バインディングの定義の対象として、 SOAP-RPC、 SOAP-Document、 HTTP、MIME
などを指定することができる。 SOAPによるバインディングに関する定義部分は SOAP拡張と
呼ばれている。
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2.3.5 service
バインディングまでの定義によって、接続するためのプログラムの仕様（インターフェイス
定義）までが済んだといえる。さらに、このインターフェイスを提供する、具体的なアクセスポ
イントを定義するのが service要素である。この service要素によって名前を付け、アクセスポイ
ントを port要素で定義する。
2.3.6 port
port要素では、どの binding要素のインターフェイスを、どの URLで提供するかを定義す
る。これによって、WSDLでも提供するアクセスポイントを定義することができる。
2.3.7 types
先に挙げた例の中にはないが typesという要素も存在する。 types要素では、入出力メッセー
ジに含まれるユーザ定義のデータタイプの構造を定義するものである。
2.3.8 WSDLで定義できないこと
WSDLではWebサービスへアクセスするためのインターフェイスを定義するものであるが、
APIのマニュアルと同義ではない。WSDLでは、データ型、入力、出力、トランスポート、ア
ドレス、といったことは定義できるが、サービスの目的・意味・処理内容までは定義できない。
例えば、ストリング型の「name」を渡すと Date型の日付データが戻る「getDate」メソッド
が存在するとする。これだけではそのメソッドの意味をプログラムが読み取ることはできない。
また、返された日付データが、「name」とどのような関係があるのか、そこまでの意味を読み
取ることはできない。
また、送信すべきデータフォーマット (Stringなど)は定義されているが、実際もその具体的
なパラメータとしてどのような値を送信すればよいのかまでは記述されていない。例えば、外国
のWebサービスを利用する場合に送信すべき値が、その国独自の略称または番号であったとき
は、人間がそれをまた別の方法で調べなければならない。
2.3章に示した TemperatureServiceを実行した例を挙げて説明する。 TemperatureServiceは
アメリカのある都市を SOAPメッセージで送信すると、その都市の気温を戻り値として応答を
返すWebサービスである。
- <message name="getTempRequest">
<part name="zipcode" type="xsd:string" />
</message>
- <message name="getTempResponse">
<part name="return" type="xsd:float" />
</message>
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このWSDLにより、データ型が String型である zipcodeを TemperatureServiceのパラメータと
して送信すると、 ﬂoat型で何かの値が応答として返ることが分かる。人間がこのWSDLを読ん
だ TemperatureServiceという名前からこの ﬂoat型の値は気温であることが推測できる。 zipcode
とは何か、これも郵便番号と推測できるが、アメリカの各都市の郵便番号を知らない人は zipcode
について調べる必要がある。
12
2004 年度 修士論文
3 本研究の特徴
本研究では、Webサービスと対話するWebアプリケーションの入出力部分の GUIを効率的
に構築するための手法を提案する。特に本研究の特徴とその利点について述べる。
本研究の特徴として、以下の 2つがあげられる。
1. Webサービスの入出力パラメータと実際に GUIに入出力される値との関連を動的に対応
づけることができる
2. GUIはいくつかの候補から選ぶことができる
本研究では 1.により利用するWebサービスに渡すべき値がわからない場合の問題を解決し
ている。解決法として、変換のヒントとなる情報を基に適切なデータ型、文字列に変換するとい
う手法を用いる。具体的には、データベースにこれらの変換方法を自動化することに必要な情報
を登録し、その情報を適宜参照するといったことを行う。また、この情報を利用することでWeb
サービスから受け取ったデータ型、文字列を、必要に応じて様々なデータ型、文字列に変換する
ことも可能である。
また、 2.により、利用するWebサービスに適した GUIを選ぶことができる。Webサービス
には様々なサービスが存在する。Webサービスに渡すべきパラメータが複数存在する場合や、
受け取るパラメータも複数存在する場合、また、Webサービスにパラメータを送信するだけ、
受信するだけといった様々なサービスが考えられる。その多様なサービスに対応した GUIを選
択できるということは大きな特徴であるといえる。
このような特徴をまとめると、利点として
• 出力形式を単なるテキスト文字列ではなく、画像などの容易かつ直感的ななものにするこ
とができる、また変更することも可能である
• プログラムスキルのないエンドユーザーでも簡単にWebサービスを利用する GUIアプリ
ケーションを構築することができる
• 様々な種類のWebサービスに対応した GUIを構築することが可能である
といったものを挙げることができる。また、Webサービスに定期的にアクセスし、その処理結
果を保存することで処理結果をグラフで表示する機能を付加させることも可能である。例えば、
株価情報サービスなどを利用する場合にその企業の株価の値の動きがグラブなどによって直感的
に分かるので非常に便利である。
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4 本研究の概要
実装は Java Swingを用いる。多くのWebアプリケーションのように、 HTMLによる GUI
ではなく Swingを採用した理由として、 HTMLよりも Swingの方がより質の高いユーザーイン
ターフェースを提供できることが挙げられる。また、 Swingは動的にルックアンドフィールを変
更できるので、本研究で自動生成する GUIアプリケーションにおけるルックアンドフィールの
動的変更を容易に実現することを挙げることができる。
本システムはその概要において、 GUIの開発手順と GUIの利用手順、この２つの手順に分
かれる。図 5は本システムの概要を示したものである。 GUIの開発者が利用したいWebサービ
スの決定する手順から、その GUIをエンドユーザが利用しWebサービスを実行するまでの流れ
を以下に示す。
詳細については、 GUIの開発手順と GUIの利用手順とに分けて、天気情報公開Webサービ
スを利用する場合の例を挙げながら以下に説明する。
4.1 GUIの開発手順
GUIの開発手順の流れをまとめたものを以下に示し、詳細についてはさらに 4.1.1以降に示
す。
1. 利用するWebサービスのWSDLファイルの場所を URLで指定する。
2. WSDLの情報を元に、いくつかの入出力のGUIのレイアウトの候補を生成。
3. データベースにアクセスし、利用するWebサービスの表示形式がどのようなデータ型や文
字列に対応しているかを調べる。
4. 表示形式の定義を行う。例えば JPEGや GIFなどの画像、日本語や英語の文字列を表示
するよう定義することができる。
5. GUIが完成する。
4.1.1 利用するWebサービスの決定
初めに図 6のような、ウィンドウが表示され利用するWebサービスの URLを指定する。例
えばこの URLには http://www.xmethods.net/sd/2001/TemperatureService.wsdlのような利用
したいWebサービスのWSDLを指定する。
4.1.2 レイアウトの候補の生成
4.1.1で指定されたWSDLの情報を分析し、いくつかの入出力の GUIのレイアウトを生成す
る。GUI開発者は、それらの中から所望のレイアウトを選択する。利用するWebサービスに渡
14
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利用するサービスの決定
レイアウト候補の生成
表示形式の定義
GUIの完成
Webサービスにユーザ
が指定した値を渡す
Webサービスから値を受け取る
Webサービスから受け取った値を
指定された表示形式に変換する
GUIの開発手順
GUIの利用手順
引数情報
知識（同意の情報）
入出力の変換規則
Webサービス
データベースにアクセス
SOAPメッセージ
概要の流れ
GUIに結果を出力
図 4.1: 本システムの概要図
すべきパラメータが複数存在する場合や、処理結果が複数存在する場合はレイアウトの候補を変
更する。図 7の例では入力と出力のパラメータが１つの場合である。レイアウトの上の方では入
力に JTextFieldを用いており、下の方では JComboBoxを用いている。
4.1.3 データベースにアクセス
4.1.1で決定したWebサービスが表示形式としてどのようなデータ型や文字列に対応してい
るのかを知る必要がある。具体的には、入力として｛日本語、英語｝が選択でき、出力としては
｛日本語、英語、画像｝を選択できるなどという情報が必要である。
そのために、データベースにアクセスし、そのWebサービスが入出力それぞれの表示形式に
どのようなデータ型や文字列を指定できるか、という情報を得る。
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決定
URL:
図 4.2: システムの概要 1
4.1.4 表示形式の定義
表示形式の定義を行う。例えば日本語や英語のような文字列だけなく JPEGや GIFなどの
画像を結果として表示するよう定義することができる。（図 8）ここでは天気情報Webサービ
スを例に挙げているので、結果を画像で出力することも可能である。ここで定義された入力、出
力の表示形式にしたがって GUIを作成する。ただし、 GUIに表示させる文字列と実際にWeb
サービスに渡す文字列、あるいはデータ型は対応させて作成する。
入力作成プロセスは以上で手順が終了、この段階で所望のGUIが完成する。
4.2 GUIの利用手順
GUIの利用手順の流れをまとめたものを以下に示す。詳細については 4.2.1以降に示す。
1. ユーザが入力内容をWebサービスに送信し、応答の SOAPメッセージを受け取る。
2. 応答として受けとったデータ型を 4.1.4で定めた出力形式に変換するためデータベースにア
クセス
3. GUIに結果を出力
4.2.1 Webサービスの実行
ユーザが入力した値をWebサービスに渡すべきパラメータの形式に変換し、それを SOAPメッ
セージとしてWebサービスに送信する。そして、応答メッセージを受け取る。図 9の例では、 4.1.2で
入力に JComboBoxを、 4.1.4で入力の表示形式に日本語を選択している。ここでは東京という
文字列が入力される。このとき「東京」という入力を実際にWebサービスが解釈可能な、 ”Tokyo”と
いう文字列変換されて requestの SOAPメッセージを送信する。 Tokyoというパラメータを受
信したWebサービスは ﬁneという処理結果を responseとして SOAPメッセージを返す。
16
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入力
送信 取消
結果
選択
送信
結果
▽
▲OR▼
図 4.3: システムの概要 2
4.2.2 出力形式の変換
応答として受けとったデータ型を 4.1.4で定めた出力形式に変換するため、データベースにア
クセスする。図 9の例では ﬁneという文字列を受け取っているが、それを 4.1.4のプロセスにお
いては推定された形式に変換する。例えば、画像が指定されているときは、データベースから「晴
れ」のマークの描かれた画像を検索・取得する。
4.2.3 GUIに結果を出力
以上の設定した内容に従って GUIに結果を出力する。図 10の例では 4.2.1で受け取った ﬁne
という値を 4.1.2、 4.1.4で決定した GUIのレイアウトに従って表示している。 4.1.2で入力に JTextField
を選択し、 4.1.4で結果を絵・画像を選択した場合は、図 10の上のような結果が表示される。
17
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表示形式の定義
▽結果▽
絵・画像
日本語
英語
決定
▽入力▽
日本語
英語
図 4.4: システムの概要 3
東京
送信
結果
▽
　天気情報
Webサービス
<     >
   < >fine</ >
</     >
<     >
  < >Tokyo</ >
</     >
request
response
図 4.5: システムの概要 4
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東京
送信 取消
東京
送信
晴れ
▽
結果の表示方法も
　　変更可能
▲OR▼
図 4.6: システムの概要 5
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5 GUIの変更容易性
さまざまなWebサービスに対応するためには GUIの変更容易性が重要となる。本章では、
GUIの変更容易性を実現することを目指し、その GUIを変更する手法について説明する。具体
的には GUIが果たす役割ごとにウィジェットを分類し、共通の役割を持つウィジェット同士の
振る舞いを考慮し、メソッド等を自動的に変更することで、 GUI変更時のプログラム自動修正
を行う。
5.1 GUIの変更指針
メソッドの自動交換を行う場合、交換するウィジェットのメソッド同士の引数の型と数、返
り値の型が違うと適切な形に変更しなければならない。本手法では、ウィジェットが役割を果た
すための持つデータに着目し、ウィジェット交換時に生じるメソッド間の変更を行う。
5.2 ウィジェットの持つデータ特性
ウィジェットは、役割を果たすためにそれぞれデータを持っている。ウィジェットが GUIの
役割を果たすための処理は、これらのデータにアクセスすることで実現できる。これらのアクセ
ス対象となるデータは、単一データの場合と配列データの場合に大別できる。本研究では、前者
を単一データウィジェット、後者を配列データウィジェットと呼ぶ。
例えば、 JLabelは「表示」のためのデータを１つ持っており、これにアクセスするメソッド
は、「表示するデータをセットする」に対応する「void setText(String text)」、「表示してい
るデータを取得する」に対応する「String getText()」などがある。一方、 JListは JLabelと同
様に「表示」としての役割を果たすことができるが、 JLabelと違い、「表示」の役割を果たす
ためのデータを配列の形で持っている。従って、これらのデータにアクセスするためのメソッド
は、「表示するデータをセットする」に対応する「void setListData(Object[] listData)」、「表
示しているデータを取得する」に対応する「Object getModel().getElementAt(int index)」のよ
うに、配列としてのデータにアクセスするために、複数のデータを一度に設定したり、データの
順番を指定して操作するものになる。
本研究では、この２つのデータウィジェットのどちらかのウィジェットと、これらの組み合
わせのウィジェットを対象とする。この２つのデータウィジェット以外のデータウィジェットで
構成されるウィジェット（複数のデータに１つのアクセスメソッドしか対応していない場合）の
自動変換はユーザに注意を喚起するだけで特別なサポートはしないものとする。これは、本研究
が対象としている Javaの Swingに属するウィジェットの大部分が両者のデータウィジェットに
分類できるためである。また、新規に追加するウィジェットとして、 JavaBeansが利用される
可能性が高いが、これらのアクセスメソッドに対する構成規則も該当するためである。
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5.3 変換の対象とする変数の型
本研究では、本研究が対象としている Javaの Swingパッケージのウィジェットの分析と、ウィ
ジェットの汎用性の観点から、対象言語である Javaの基本データ型（byte, short, int, long, ﬂoat,
double, char, boolean）、文字列型（String）、オブジェクト型（Object）とそれらの配列型、
可変長配列型（Vector）を変換の際に扱う型とする。
5.4 メソッド変換
ウィジェットを交換する場合、自動変更する必要があるプログラム部分は、ウィジェットの
生成と役割を果たすための手続き呼び出しになる。ウィジェットの生成部分は、交換するウィジェッ
トのクラス名が分かれば自動的に変更することができるので、メソッドの変更方法について述べ
る。
メソッドの自動変換を行う際には、メソッドの「引数の数」、「引数の型」、「返り値の型」
を変更する必要がある。本研究では、単一データウィジェット間や配列データウィジェット間の
変更であれば、引数の数の違いに関しては、役割を果たすためにウィジェットが持っているデー
タに対するアクセス方法は類似しているものと仮定する。引数の型に関しては、対象としている
プログラミング言語で用意されている変換用のクラスを使うことで、自動的に変更を行う。
次に、単一データウィジェットと配列データウィジェットの間で変更する場合の、同じデー
タウィジェット間での変更との相違点とその自動変換について述べる。単一データウィジェット
と配列データウィジェットを交換する場合、基本的には N:1の交換となる。つまり、ある役割の
単一データウィジェット N個に対し、同じ役割の配列データウィジェット１個が対応するので、
それぞれの数が違うことになる。
そこで本研究では、配列データウィジェットと同様に、複数の単一データウィジェットをグ
ループ化することで一連のデータを１つのメソッドで扱えるように単一データのメソッドを変換
する。また、本システムでウィジェットを選択し、グループ化された単一データウィジェットが
持つそれぞれのデータに配列のように番号を与えることで、配列データウィジェットと交換する
際に本システムで自動的に判別できるようにしている（図 11）。
配列データウィジェットや、単一データウィジェットをグループ化して扱うことで、本シス
テムでは、以下の手続きもそれぞれの役割を果たすものとして扱うことにする。
• 表示
– 指定された表示データをセットする
– 指定された表示データを削除する
– 指定された表示データを取得する
– 全ての表示データをセットする
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– 全ての表示データを削除する
– 全ての表示データを取得する
• 選択
– 指定された項目の選択用表示データをセットする
– 指定された項目の選択用表示データを削除する
– 指定された項目の選択用表示データを取得する
– 指定された項目の選択状況を返す
– 全ての項目の選択用データをセットする
– 全ての項目の選択用データを削除する
– 全ての項目の選択用データを取得する
– 選択されている全てのデータを取得する
• 入力（選択による入力）
– 指定された項目の入力されているデータをセットする
– 指定された項目の入力されているデータを削除する
– （指定された項目の選択用のデータをセットする）
– 全ての項目の入力されているデータを取得する
– 全ての項目の入力されているデータを削除する
– （全ての項目の選択用のデータをセットする）
• アクション要求
– アクションに反応して呼び出されるメソッドを持つオブジェクトを登録する
– アクションに反応して呼び出されるメソッドを持つオブジェクトを登録から削除する
• コンテナ
– GUI部品を追加する
– GUI部品を削除する
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ここでは例として、「選択」や「入力（選択による入力）」の役割を持つウィジェット同士
（JRadioButtonと JList）の変更を例として述べる。
「選択」や「入力（選択による入力）」の役割を果たすためには、「選択用のデータをセッ
トする」や「選択されたデータを取得する」という手続きがある。 JRadioButtonの場合、単一
データウィジェットなので、「選択用のデータをセットする」に対応するメソッドも「void set-
Text(String text)」となり、引数は設定したいデータそのものを与えるという形になる。そのた
め、複数の選択項目を持つGUIとして単一データウィジェットを使うと、選択項目の数だけウィ
ジェットを生成・設定する必要が生じる。また、「選択されたデータを取得する」は、単一デー
タウィジェットの場合、対応する１つのメソッドが用意されていることは稀であると考えられる
ので、通常は、「その項目を持つウィジェットが選択されている」ならば「セットされているデー
タを取得する」という２つの手続きを使わなければならない。
一方、配列データウィジェットである JListの場合、「選択用のデータをセットする」に対応
するメソッドは、「void setListData(Object[] listData)」となり、引数が複数のデータを表す
配列型となる。そのため、複数の選択項目を持つ GUIとして配列データウィジェットを使う場
合、生成・設定も１つのメソッドでできる。また、「選択されたデータを取得する」という手続
きに対するメソッドも用意されており、ユーザがウィジェットを選択状態にしていると、その選
択状態にされた項目を返すことができる。 JListの場合、「Object[] getSlelectedValues()」が対
応するメソッドとなる。
5.5 ウィジェット変換表
本研究では、 GUI変更指針を元に、ウィジェット変換表に必要となるウィジェットの情報を
記述し、これを元にウィジェットの変更に伴う修正部分を自動的に変更する。変換表に追加する
ためのウィジェットの情報は XMLで記述されており、 XMLで定義したタグにより、ウィジェッ
トの役割とそれを果たす手続きに該当するメソッド、単一データウィジェットか配列データウィ
ジェットかを分類している。以下に XMLタグと分類の例を示す。
XMLタグとしては、１つのウィジェットの情報を示す <Widget>があり、その中にウィジェッ
トのクラス名である<Name>とその役割とその振る舞いを表す <Behavior>が記述されている。
<Behavior>タグの中には、表示・入力・選択・アクション要求・コンテナの役割を表す <View>、
<Input>、<Select>、 <Action>、 <Container>のうち、そのウィジェットが果たすことがで
きる役割のタグで構成されている。これらの役割を果たすタグは、属性「plurality」を持ってお
り、「plurality = ”true”」なら配列データウィジェット、「plurality = ”false”」なら単一デー
タウィジェットを表す。各役割のタグの中には、役割を果たすための手続きを表すタグが含まれ
ており、入力の役割を果たすための手続きである、「入力されているデータを取得する」の場合、
<get data>というタグが対応する。これたの手続きを表すタグはメソッド名の他に、引数を表
す<argument>、返り値の型を表す <return>で構成されている。 <argument>は、引数の順
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番と型を属性として持ち、 <argument no=”1” type = ”String”>のように記述する。これらの
手続きの他に、 <Action>のタグの中にはユーザのイベントが発生した時に呼び出されるリスナ
と呼ばれるクラスと、実際に呼び出されるそのリスナの持っているメソッドをそれぞれ、<listner>、
<action method>というタグで記述している。また、 <Container>のタグの中では、コンテナ
の中に追加することのできるウィジェットのクラスを<component type>タグで定義している。
図 12は、 JRadioButtonというウィジェットを「選択」の役割を持つものとしてウィジェット変
換表に登録するための XML記述の例である。
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データ
データ
データ
データ
データ
データ
１番目のデータ
２番目のデータ
３番目のデータ
グループ化
データに番号を与える
・・・グループ化を表す ・・・ウィジェットを表す
図 5.1: グループ化とデータの対応
<Widget>
<Name>javax.swing.JRadioButton</Name>
<Behavior>
<Select plurality="false">
<!-- public void setText(String t) -->
<set_data>setText
<argument no="1" type="java.lang.String" />
<return>void</return>
</set_data>
<!-- public void setText(new String("")) -->
<delete_data>setText
<argument no="1" type="java.lang.String">new String("")</argument>
<return>void</return>
</delete_data>
<!-- public String getText()-->
<get_date>getText
<argument no="1" type="" />
<return>String</return>
</get_date>
<!-- public String getText()-->
<get_selected_data>getText
<argument no="1" type="" />
<return>String</return>
</get_selected_data>
</Select>
</Behavior>
</Widget>
図 5.2: ウィジェット変換表に追加するための XML記述例
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6 入出力部分の変換規則
GUIに入力されたデータをそのままWebサービスにパラメータとして渡すと不具合が起こ
る場合がある。それは GUIの入力がWebサービスに渡すべきデータ型や文字列と異なっている
場合である。この場合、入力されたデータを、適切なデータ型や文字列に変換してから渡す必要
がある。この解決法として、 GUIアプリケーションのプログラムにこれらの変換を行うアルゴ
リズムを挿入する手法がある。しかし、状況に特化した場合この変換アルゴリズムでは変更が容
易にできないという欠点がある。そのために本研究では、変換のヒントとなる情報を基に動的に
適切なデータ型、文字列に変換するという手法を用いる。その変換手法として、本研究では２種
類の手法を提案する。１つ目の手法としては、データベースにこれらの変換方法を自動化するこ
とに必要な情報を登録し、その情報を適宜参照する、というものである。詳しい説明については
6.1で行う。２つ目の手法としては、必要な情報を XMLを記述し実現する、というものである。
こちらも詳しい説明については 6.2で行う。
6.1 データベースを用いた入出力部分の変換手法
データベースに必要な情報は２つに分かれる。１つはWebサービスに渡すべき引数の意味に
関する情報 (表 1)。もうひとつはWebサービスに渡す引数と同じ意味を持つものを列挙したデー
タの情報 (表 2)である。
サービス名 入出力 引数 意味
TemperatureService 入力 英語 地名 ID
TemperatureService 出力 英語 天気
StockQuote 入力 英語 株価銘柄 ID
表 1: 引数情報データベース
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意味 英語 日本語 画像
地名 ID Tokyo 東京
地名 ID Chiba 千葉
天気 ﬁne 晴れ ﬁne.gif
天気 rain 雨 rain.gif
株価銘柄 ID MSFT マイクロソフト
表 2: 知識データベース
引数情報データベースと知識データベース、この２つのデータベースを用いることによって、
Webサービスの入出力パラメータと実際に GUIに入出力される値を動的に対応づけることを可
能にする。データベースの要素について説明する。引数情報データベースにあるサービス名とい
うのはWebサービスのサービス名のことである。入出力というのは GUIへの入力、出力を区別
するものである。そして引数情報データベースと知識データベース両方にある意味とは知識デー
タベースの要素の意味を表したもので、 2つのデータベースをマッピングする時に使用する。知
識データベースについては同義の要素を集めたものなので説明は省略する。
4章の図 5、システムの概要図において、データベースを参照しているのは次のタイミングで
ある。
1. 表示形式の定義をする時
2. Webサービスから受け取った値を指定された表示形式に変換する時
1.と 2.それぞれのタイミングでの内部処理について 6.1.1以降で詳しく説明する。また 6.1.3で
データベースの利点を、 6.1.4においてデータベースの問題点とその解決策を述べる。
6.1.1 表示形式の定義時の内部処理
この節では表示形式の定義時の内部処理について説明する。表示形式の定義時の内部処理に
ついては以下の２つの場合が考えられる。
• 入力要素の検索
• 出力要素の検索
まず、入力要素を検索する場合の処理について述べる。
入力要素を検索するには知識データベースを調べる必要がある。しかし 4.1.4の時点では知識
データベースを検索するためのヒントは何もない。この時点で分かっている情報は利用するWeb
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サービスのサービス名である。よってまず初めに引数情報データベースと知識データベースをマッ
ピングするための意味の要素を知ることが必要となる。 4章の例で使用しているサービス名は Tem-
peratureServiceであるので、サービス名が TemperatureServiceであり、入出力が入力である時
を調べると、意味が地名 IDであることがわかる。（図 13）
このときの操作を行う SQL文は
SELECT 意味 FROM 引数情報データベース WHERE サービス名 = TemperatureService
AND 入出力 = 入力
である。これを実行すると、結果は次のようになる。
意味
地名 ID
サービス名
TemperatureService
StockQuote
TemperatureService
入出力 引数
入力
出力
入力
英語
英語
英語
意味
地名ID
天気
株価銘柄ID
この行によりサービス名=TemperatureServiceかつ入出力=入力であるときの
意味は地名IDであることが分かる
引数情報データベース
図 6.1: サービス名から意味を得る (入力要素の検索時)
意味＝地名 IDを知ることができたので、知識データベースから意味＝地名 IDである要素を
全て抜き出すことが可能となる。（図 14）
このときの操作を行う SQL文は
SELECT * FROM 知識データベース WHERE 意味 = 地名 ID
である。これを実行すると、結果は次のようになる。
意味 英語 日本語
地名 ID Tokyo 東京
地名 ID Chiba 千葉
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意味 英語
東京
千葉
晴れ
雨
画像
地名ID
地名ID
株価銘柄ID
天気
天気
Tokyo
Chiba
fine
rain
MSFT マイクロソフト
日本語
fine.gif
rain.gif
知識データベース
意味が地名IDの要素を全て抜き出す
入力の表示形式には英語と日本語が対応している
図 6.2: 意味から要素を得る (入力要素の検索時)
よって、入力部分の表示形式対応したデータ型、文字列は英語と日本語となることが分かる。ま
たこの時、Webサービスに渡すべき引数の情報を調べておくことで、 GUIに表示させる文字列
とWebサービスに実際に送信する文字列を対応させることができる。
出力要素を検索する場合の処理についても入力要素を検索する場合と同様に行う。
まず、サービス名が TemperatureServiceであり、入出力が出力である時の意味を調べる。（図
15）
このときの操作を行う SQL文は
SELECT 意味 FROM 引数情報データベース WHERE サービス名 = TemperatureService
AND 入出力 = 出力
である。これを実行すると、結果は次のようになる。
意味
天気
よって、意味は天気であることが分かる。
次に知識データベースを検索して意味＝天気である要素を調べる。（図 16）このときの操作
を行う SQL文は
SELECT * FROM 知識データベース WHERE 意味 = 天気
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サービス名
TemperatureService
StockQuote
TemperatureService
入出力 引数
入力
出力
入力
英語
英語
英語
意味
地名ID
天気
株価銘柄ID
この行によりサービス名=TemperatureServiceかつ入出力=出力であるときの
意味は天気であることが分かる
引数情報データベース
図 6.3: サービス名から意味を得る (出力要素の検索時)
である。これを実行すると、結果は次のようになる。
意味 英語 日本語 画像
天気 ﬁne 晴れ ﬁne.gif
天気 rain 雨 rain.gif
よって、出力部分の表示形式対応したデータ型、文字列は英語、日本語、画像となることが分か
る。また、この時にWebサービスから受け取る引数の情報を調べ保持しておく。そうすること
によって 6.1.2 での処理を簡単なものにすることができる。
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意味 英語
東京
千葉
晴れ
雨
画像
地名ID
地名ID
株価銘柄ID
天気
天気
Tokyo
Chiba
fine
rain
MSFT マイクロソフト
日本語
fine.gif
rain.gif
知識データベース
意味が天気の要素を全て抜き出す
出力の表示形式には英語と日本語と画像が対応している
図 6.4: 意味から要素を得る (出力要素の検索時)
6.1.2 Webサービスから受け取ったデータの変換時の内部処理
Webサービスから受け取った引数を変換する時の内部処理について説明する。
4.2.2によりWebサービスから受け取る引数の情報は分かっている。よって、知識データベー
スを参照し定義された表示形式のデータをとってくればよい。（図 17）
表示形式が画像と定義されている場合、この操作を行う SQL文は次のようになる
SELECT 画像 FROM 知識データベース WHERE 英語 = fine
である。これを実行すると、結果は次のようになる。
画像
ﬁne.gif
Webサービスから受け取った引数を変換する時の内部処理はこのように行っている。
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意味 英語
東京
千葉
晴れ
雨
画像
地名ID
地名ID
株価銘柄ID
天気
天気
Tokyo
Chiba
fine
rain
MSFT マイクロソフト
日本語
fine.gif
rain.gif
知識データベース
英語＝fineである時の同義の要素をすべて取り出し
定義された表示形式に変換する
図 6.5: Webサービスから受け取った引数と同義のデータを調べる
6.1.3 データベースの利点
データベースは非常に多量なデータを利用するために作られた仕様である。よって、データ
が多量になる場合データベースを利用することで、容易にデータを追加・変更することが可能で
ある。また、外部サーバー上にあるデータベースを複数のユーザが共有することによって、GUI
開発者のデータベースメンテナンスのコストも削減できる。
6.1.4 データベースの問題点
データベースを利用することの問題点について述べる。
意味 英語 日本語 画像
天気 ﬁne 晴れ ﬁne.gif
天気 rain 雨 rain.gif
天気 cloudy くもり
株価銘柄 ID MSFT マイクロソフト
株価銘柄 ID DES
表 3: 知識データベース
表 3の天気くもりの行を見ると画像がないことが分かる。これでは出力を画像と定義した場
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合、くもりを画像で表示できないという問題が起こる。引数としてWebサービスから cloudyと
いう値が返ることは少なくとも十分考えられるので、表示できないという問題が起こるとサービ
スとしてかなり質が落ちる。そこで指定した表示形式にデータがなかった場合、他のデータ型あ
るいは文字列で代替する必要がある。
また、株価銘柄 ID、 DESの行についても日本語に対応したデータがないことがわかる。株
価銘柄 IDというのはWebサービスに渡す引数、つまり入力に関するデータである。その場合は
出力とは少し扱いが異なる。 DESに対応した日本語がないということは DESという企業を日本
語で検索される可能性が低いということも考えうる。よって入力の場合に関しては、表示できな
いデータに関しては入力対象から除外するといった方法も解決手段として考えられる。
6.2 XMLを用いた入出力部分の変換手法
XMLを用いる場合も２つの情報が必要となる。１つはWebサービスに渡すべき引数の意味
に関する情報 (図 18)。もうひとつはWebサービスに渡す引数と同じ意味を持つものを列挙した
データの情報 (図 19)である。以下より内部処理の詳細について述べ、 6.2.3で XMLの利点を 6.2.4で
XMLの問題点とその解決策について述べる。
<service name=”TemperatureService” url=”http://localhost/TemperatureService/”>
<para type=”input”>
<arg>地名 ID</arg>
<syn>en</syn>
</para>
<para type=”output”>
<arg>天気</arg>
<syn>en</syn>
</para>
</service>
<service name=”StockQuote” url=”http://localhost/StockQuote/”>
<para type=”input”>
<arg>株価銘柄 ID</arg>
<syn>en</syn>
</para>
</service>
図 6.6: 引数情報 XML
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<arg attribute=”地名 ”>
<item name=”Tokyo”>
<syn type=”jp”>東京</syn>
<syn type=”en”>Tokyo</syn>
</item>
<item name=”Chiba”>
<syn type=”jp”>千葉</syn>
<syn type=”en”>Chiba</syn>
</item>
</arg>
<arg attribute=”天気 ”>
<item name=”Fine”>
<syn type=”jp”>晴れ</syn>
<syn type=”en”>Fine</syn>
<syn type=”pic”>ﬁne.gif</syn>
</item>
</arg>
<arg attribute=”株価銘柄 ”>
<item name=”msft”>
<syn type=”jp”>マイクロソフト</syn>
<syn type=”en”>MSFT</syn>
</item>
</arg> 図 6.7: 知識情報 XML
6.2.1 表示形式の定義時の内部処理
この節では表示形式の定義時の内部処理について説明する。表示形式の定義時の内部処理に
ついては以下の２つの場合が考えられる。
• 入力要素の検索
• 出力要素の検索
まず、入力要素を検索する場合の処理について述べる。
入力要素を検索するには知識情報 XMLを調べる必要がある。しかし 4.1.4 の時点では知識
情報 XMLを検索するためのヒントは何もない。この時点で分かっている情報は利用するWeb
サービスのサービス名である。よってまず初めに引数情報 XMLと知識情報 XMLをマッピング
するための意味の要素を知ることが必要となる。 4章の例で使用しているサービス名は Temper-
atureServiceであるので、 (図 18)よりサービス名が TemperatureServiceであり、入出力が入力
である要素を調べると、意味が地名 IDであることがわかる。
意味＝地名 IDを知ることができたので、知識情報 XMLから意味＝地名 IDである要素を全
て抜き出すことが可能となる。よって、入力部分の表示形式対応したデータ型、文字列は英語と
日本語となることが分かる。またこの時、Webサービスに渡すべき引数の情報を調べておくこ
とで、 GUIに表示させる文字列とWebサービスに実際に送信する文字列を対応させることがで
きる。
出力要素を検索する場合の処理についても入力要素を検索する場合と同様に行う。
まず、 (図 18)からサービス名が TemperatureServiceであり、入出力が出力である時の意味
を調べると、意味は天気であることが分かる。次に知識情報 XMLを検索して意味＝天気である
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要素を調べると、出力部分の表示形式対応したデータ型、文字列は英語、日本語、画像となるこ
とが分かる。
6.2.2 Webサービスから受け取ったデータの変換時の内部処理
Webサービスから受け取った引数を変換する時の内部処理について説明する。
4.2.2 によりWebサービスから受け取る引数の情報は分かっている。よって、知識情報 XML
の要素を調べ定義された表示形式のデータを取得出来る。
6.2.3 XMLの利点
XMLを用いた変換手法の利点としては XMLの利点がそのまま当てはまる。大きく２つの利
点が挙げられる。
• 伝達性 － コンピュータも人間も理解可能な形式
• 交換性 － 機種,OS,ネットワーク等プラットフォームに依存しない形式
また、知識情報 XMLのデータをウェブオントロジ言語 OWL[16]等使うことでセマンティック
Webサービスを実現することも可能である。
6.2.4 XMLの問題点
XMLを利用することの問題点について述べる。 XMLの問題点は多量なデータ扱う場合、解
析するのに時間がかかるという点である。その解決策としては、 XMLデータベースを用いるこ
と、また、あまりに多量なデータを扱う場合はデータベースの手法を用いることも考えられる。
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7 評価
本研究の評価として、関連研究である InfoPath [17] と比較した表を以下に示す。評価の方法
としては、第三者がWebサービスを利用するための GUI作成時に要した時間（単位：分）を作
成までの流れを説明した説明書がある場合とない場合とで比較する。評価例として３種類の例を
用意した。表 4 はテキストデータを入力させる GUIを構築した場合に費やした時間を比較した
ものである。表 5 はデータをリストで入力させる GUIを構築した場合に費やした時間を比較し
たものである。表 6 はテキストデータを入力させる GUIからデータをリストで入力させる GUI
に変更した場合に費やした時間を比較したものである。なお、上記の第三者というのはプログラ
ムスキルのないユーザであることが前提条件である。
説明書アリ 説明書ナシ
InfoPath 22 作成不能
本研究 3 12
表 4: テキストデータ入力 GUI構築時
説明書アリ 説明書ナシ
InfoPath 31 作成不能
本研究 5 15
表 5: リストデータ入力 GUI構築時
説明書アリ 説明書ナシ
InfoPath 18 作成不能
本研究 5 18
表 6: GUI変更時
３つの表において共通して言えることは本研究の方が InfoPathよりも短時間で GUIを作成
出来たということである。プログラムスキルのないユーザにとって InfoPathは少々扱いづらい
アプリケーションであると言える。 InfoPathでデータを送受信する GUIを構築する場合、デー
タ入力フォームをデザインしデータ受信フォームをデザインするまでの流れが分かりづらいため、
36
2004 年度 修士論文
説明書ナシの場合３例とも作成不能という結果であった。本研究の場合多少の誤差があるが、ほ
ぼ同じ時間で GUIを作成できている。特に表 5 において InfoPathの GUI作成時間が目立つの
はリストデータを手動でフォームに入力しているためである。本研究では６章で説明しているよ
うに、データベースもしくは XMLによってリストデータを自動で変換し入出力できるため、GUI
作成時間に大きな差は見られない。また、GUI変更時の結果に関しても InfoPathではリストデー
タの手動入力に時間を費やされるのに対し、本研究ではGUIの変更時間のみである。
これらの結果により、本研究により容易にWebサービスを利用した GUIを構築できるとい
うことが言えると思われる。
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8 関連研究
関連研究としては InfoPathを紹介する。 InfoPathはMicrosoftが提供しているソフトウェア
で、組織内に存在する情報の収集、そして情報の再利用プロセスを効率化するためのリッチフロ
ントエンド アプリケーケーションである。リッチでダイナミックなフォームの作成を可能にし、
そのフォームを用いて効率的かつ正確な方法でチームや組織が情報を集めるために利用すること
ができる。また、 XMLデータフォーマットを標準 / カスタム定義の XMLスキーマをサポート
しており、 XML Webサービスと接続できるため、集められる情報は広範囲なビジネスプロセス
と統合させることができ、一度入力したデータを効率よく再利用していくことが出来る。
InfoPathは、大きく以下の 3つの機能を備えている。
• フォームの作成機能
• フォームの入力機能
• 作成されたデータを操作する機能
この 3つの機能を使うことにより、コーディングの必要なく作成された XMLデータをWebサー
ビスに送信することが出来る。だが、Webサービスに渡すべきパラメータの値についての問題
に対しては何の対処もされていない。そこが本研究と異なる点である。
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9 おわりに
本手法によりWebサービスを利用した GUIアプリケーションが容易に開発できるようにな
る。これにより多くのエンドユーザーがWebサービスの恩恵を得ることになり、Webサービス
の実用化・普及を促進することが期待される。
今後の課題としては Swingで実装する利点を生かしてWebサービスから受け取った値をグ
ラフで出力できるようにすることやワークフローとの連携など機能拡張することが考えられる。
また、セマンティックWebサービスを実現することも課題として考えられる。
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