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Obsahem této práce je popis vývoj účetního modulu informačního systému společnosti 
inLink CZ, s.r.o. První část práce se zabývá analýzou potřeb společnosti z pohledu evi-
dence účetních případů, příslušných dokumentů a následné finanční analýzy, výběrem 
vhodných nástrojů pro realizaci a stanovení teoretických východisek. Praktická část je 
zaměřena na vlastní návrh řešení, jeho realizaci a nasazení do provozu. Závěrečná část 
analyzuje použitelnosti a přínos projektu. 
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The subject of this project is the development of accounting module of the information 
system in company inLink CZ, s.r.o. The first part deals with the analysis of needs 
about accounting transactions, the relevant documents and subsequent financial analy-
sis, selection of appropriate tools for the implementation and determination of the theo-
retical foundations. The practical part is focused on my own design solution, its imple-
mentation and deployment operations. The final part analyzes the usability and benefits 
of the project. 
 
Keywords 
Accounting module, information system, accounting, financial analysis, financial 
statements, balance, income statement, cash flow statement, Apache, PHP, MySQL 
database, HTML, JavaScript, jQuery, AJAX, Nette framework, MVC, MVP, 




Bibliografická citace práce 
MACHALA, O. Účetní modul podnikového informačního systému. Brno: Vysoké učení 







Prohlašuji, že předložená bakalářská práce je původní a zpracoval jsem ji samostatně. 
Prohlašuji, že citace použitých pramenů je úplná, že jsem ve své práci neporušil 
autorská práva (ve smyslu Zákona č. 121/2000 Sb., o právu autorském a o právech 
souvisejících s právem autorským). 
 







Děkuji vedoucímu bakalářské práce Ing. Jiřímu Křížovi, Ph.D. za cenné rady, 
připomínky a metodické vedení práce. Dík patří také mé rodině a blízkým za 




1 Vymezení problému a cíle práce ............................................................. 12 
2 Teoretická východiska práce .................................................................. 13 
2.1 Účetnictví ......................................................................................................... 13 
2.1.1 Bilanční princip účtování .......................................................................... 13 
2.1.2 Účty v účetní jednotce .............................................................................. 14 
2.1.3 Podvojnost a souvztažnost ........................................................................ 14 
2.1.4 Dokladovost účetních zápisů .................................................................... 14 
2.2 Účetní závěrka .................................................................................................. 15 
2.2.1 Vlastnosti závěrky ..................................................................................... 15 
2.2.2 Metodický postup sestavení závěrky ........................................................ 16 
2.3 Finanční analýza ............................................................................................... 17 
2.3.1 Finanční výkazy ........................................................................................ 17 
2.3.2 Rozvaha .................................................................................................... 18 
2.3.3 Výkaz zisku a ztrát .................................................................................... 18 
2.3.4 Výkaz o peněžních tocích ......................................................................... 19 
2.4 Technologie na straně serveru .......................................................................... 20 
2.4.1 Webový server Apache ............................................................................. 20 
2.4.2 Scriptovací jazyk PHP .............................................................................. 20 
2.4.3 Databáze MySQL ..................................................................................... 21 
2.5 Technologie na straně klienta........................................................................... 21 
2.5.1 HTML 5 .................................................................................................... 22 
2.5.2 jQuery ....................................................................................................... 22 
2.5.3 AJAX ........................................................................................................ 23 
2.6 Nette framework ............................................................................................... 24 
2.6.1 Bezpečnost ................................................................................................ 24 
2.6.1.1 Cross-Site Scripting (XSS) ....................................................................... 25 
2.6.1.2 Cross-Site Request Forgery ...................................................................... 25 
2.6.1.3 URL attack, control codes, invalid UTF-8 ............................................... 25 
2.6.1.4 Session hijacking, session stealing, session fixation ................................ 25 
2.6.2 Architektura MVC ........................................................................................... 26 
2.6.3 Architektura MVP ..................................................................................... 26 
2.6.4 Model ........................................................................................................ 27 
2.6.5 Pohledy (View) a šablonovací systém Latte ............................................. 28 
 
 
3 Analýza problému a současné situace .................................................... 29 
3.1 Současná podoba databáze ............................................................................... 29 
3.2 Analýza požadavků .......................................................................................... 30 
3.3 Účetní oddíl ...................................................................................................... 31 
3.3.1 Účetnictví .................................................................................................. 31 
3.3.2 Fakturace ................................................................................................... 32 
3.3.3 Možnosti rozšíření modulu ....................................................................... 33 
3.3.4 Majetek jako rozšíření modulu ................................................................. 33 
3.4 Oddíl finanční analýzy ..................................................................................... 33 
3.5 Oddíl účetní závěrky ........................................................................................ 34 
3.6 Uživatelské rozhranní ....................................................................................... 35 
3.6.1 Řízení uživatelských účtů ......................................................................... 35 
3.7 Technické požadavky ....................................................................................... 35 
3.7.1 Aktuální technický stav ............................................................................ 35 
3.7.2 Ochrana dat ............................................................................................... 36 
3.8 Shrnutí analýzy požadavků .............................................................................. 36 
3.8.1 Model a architektura ................................................................................. 36 
3.8.2 Oprávnění uživatelů .................................................................................. 37 
4 Vlastní řešení účetního modulu .............................................................. 37 
4.1 Autorizace ........................................................................................................ 37 
4.1.1 Přihlašovací formulář v Nette ................................................................... 38 
4.2 Prezentace uložených dat ................................................................................. 40 
4.3 Účetní dokumenty ............................................................................................ 42 
4.3.1 Vytvoření a editace účetního dokumentu ................................................. 42 
4.3.2 Fakturace ................................................................................................... 43 
4.3.3 Export dokumentů do PDF a HTML ........................................................ 44 
4.4 Účtování ........................................................................................................... 46 
4.4.1 Interaktivní účtovací formulář .................................................................. 48 
4.5 Účetní závěrka .................................................................................................. 50 
4.6 Tvorba účetních výkazů ................................................................................... 52 
4.6.1 Příprava databázových dat ........................................................................ 52 
4.6.2 Generování výkazů ................................................................................... 54 
4.6.3 Prezentace výkazů ..................................................................................... 55 
4.7 Generování účetní závěrky ............................................................................... 56 
4.8 Finanční analýza účetních výkazů ................................................................... 58 
 
 
4.8.1 Zdrojová data finanční analýzy ................................................................. 59 
4.8.2 Prezentace výsledků analýzy .................................................................... 60 
4.9 Rekapitulace řešení .......................................................................................... 61 
4.10 Přínos projektu pro podnik ............................................................................... 62 
Závěr .................................................................................................................... 63 
Seznam použitých zdrojů .................................................................................. 64 
Monografické zdroje ................................................................................................... 64 
Elektronické zdroje ..................................................................................................... 65 
Seznam objektů .................................................................................................. 66 
Seznam obrázků .......................................................................................................... 66 
Seznam schémat .......................................................................................................... 66 
Seznam zdrojových kódů ............................................................................................ 67 






Společnost inLink CZ, s.r.o. je nově vstupujícím podnikem na trh zprostředkovatelů 
reklamní propagace prostřednictvím digitálních médií. Aktuálně a dlouhodobě je spo-
lečností sestavován koncept a vyvíjen informační systém, který bude tvořit základní 
pilíř všech předpokládaných služeb, jejichž jádro je spojování nabídky a poptávky po 
cílené propagaci služeb či produktů klientských společností skrz tematicky zaměřené, 
partnerské webové stránky. 
Účetní modul, kterým se zabývá tato práce, bude poskytovat nadstavbu a zajišťovat 
chod společnosti po stránce řízení zúčtovacích vztahů a správy financí tj. evidence účet-
ních dokumentů, účetních operací nad nimi a tvorba zákonných výkazů. Výstupem mo-
dulu pak kromě uvedených výkazů budou také ukazatele finanční analýzy pro potřeby 
operativního rozhodování a stanovení cílů společnosti z pohledu finančního manage-
mentu. 
Účetnictví společnosti v plném rozsahu tak, jak jej předepisuje zákon je zajištěno exter-
ním dodavatelem. Primárním cílem projektu je především záznam všech dokumentů a 
operací včetně přípravy těchto podkladů ve formě pro předání externímu zprostředkova-
teli. 
Účetní modul bude po zpracování úzce propojen se zbytkem informačního systému za 
účelem docílení automatizace evidence účetních dokumentů a případů, které budou tvo-
řit především jednoduché a stále se opakující operace. Záměrem nebylo vytvořit kom-
plexní účetní systém, který by byl použitelný pro řadu nehomogenních podniků, ale 
řešení na míru potřebám dané společnosti, přičemž uvedenou potřebou je sofistikovaný 
systém, který bude možno operativně upravovat a rozšiřovat. 
Z mého osobního pohledu není cílem této bakalářské práce pouze splnění podmínky 
studia ale také vytvoření funkčního a použitelného software, který bude fungovat podle 
požadavků a ulehčovat tak práci podnikovému personálu. Za výstup této práce považuji 
také dokumentaci celého vývojového procesu.  
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1 Vymezení problému a cíle práce  
Tato práce se zabývá popisem návrhu a vývoje účetního modulu tedy součásti infor-
mačního systému společnosti inLink CZ, s. r. o. takového, jak byl stručně popsán 
v úvodu. Cílem práce je popis teoretického pozadí návrhu zmiňovaného software pře-
devším z pohledu výběru a implementace vhodným technologickým řešením (volba 
vývojového prostředí). V druhé části práce pak představím a zdokumentuji samotného 
řešení včetně zamyšlení z pohledů použitelnosti a bezpečnostních rizik. 
Potřebou společnosti je software – modul, který bude připojen ke zbytku informačního 
systému a bude zajišťovat záznam účetních dokumentů a případů tak, aby mohly být 
všechna tato data předána externímu zpracovateli účetnictví. Nadstavbou modulu bude 
poskytování informací o hospodaření společnosti formou prezentace vývoje ukazatelů 
finanční analýzy v čase. 
Dílčími cíly analytické části práce budou následující: 
• Popis teoretického pozadí. 
- Popis obecných principů a účetních procesů. 
- Význam a způsob hodnocení účetních výkazů. 
- Představení technologií využívaných pro vývoj. 
• Analýza problému a současné situace 
- Popis a představení aktuální situace. 
- Analýza požadavků na zpracování software. 
Základními pilíři práce z pohledu technologického řešení budou: 
• Výběr databázové platformy a na ní návrh databázové struktury a databáze. 
• Zjištění potřeb funkcionality a její vývoj – implementace a propojení s databází. 
- Evidence a správa uživatelů včetně autorizačních procesů. 
- Tvorba a záznam účetních dokumentů a účetních případů. 
- Sestavení orientačních účetních výkazů. 
- Sledování vývoje hospodaření na základě ukazatelů finanční analýzy. 
• Tvorba uživatelského rozhranní. 
Osobním cílem je spojení poznatků z několika oborů do jediné práce a jediného soft-
ware. Chci co nejvíce teoretických poznatků integrovat do zdrojového kódu a maxima-
lizovat tak jejich užitek v praktickém využití.  
13 
 
2 Teoretická východiska práce 
Cílem této části je seznámení s teoretickým pozadím práce a je zaměřena na popis výbě-
ru vhodného a také samotného vývojového prostředí pro jednotlivé komponenty účetní-
ho modulu podle toho, na jaké bázi a za jakým účelem bude daná komponenta vyvinuta. 
Zároveň uvádím také základní teoretické informace z oboru účetnictví a finanční analý-
zy do té hloubky, v jaké jsou v této práci využity. Pro správné pochopení procesu vý-
stavby a demonstrace sestavení projektu začínám právě těmito informacemi. 
2.1 Účetnictví 
Účetnictví je ekonomická vědní disciplína, která formuluje zásady a pravidla pro evi-
denci účetních případů. Účetnictví poskytuje informace o ekonomické a finanční situaci 
podniku a pro splnění tohoto úkolu systematicky zaznamenává operace, které v podniku 
probíhají a které se týkají skutečností, jakými jsou pohyb majetku, stav a pohyb pohle-
dávek a závazků, výnosy a náklady či výsledek hospodaření podniku (Zákon o účetnic-
tví, 2011). 
Účetnictví má být správné, úplné, průkazné, srozumitelné, přehledné, trvanlivé (§ 8/1) a 
přehledně uspořádané (§ 8/2). 
Správné účetnictví je když (§ 8/2) neodporuje tomuto zákonu a ostatním právním před-
pisům a ani neobchází jejich účel (Dušek, 2010, s. 49). 
2.1.1 Bilanční princip účtování 
Bilanční přístup k zaznamenávání účetních operací je způsob, na jehož bázi funguje 
ukládání informací v našem účetním modulu. 
Bilanční přístup aplikuje myšlenku zobrazování majetku ze dvou pohledů: 
a. konkrétní podoba fyzického majetku (peníze, software, …), 
b. zdroje, ze kterých je tento majetek financován (úvěry, závazky 
k dodavatelům). 
Tyto dva pohledy označujeme pojmem aktiva v případě, že se jedná o složky majetku a 
pasiva v případě zdrojů financování (Fedorová, 2009, s. 6). 
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2.1.2 Účty v účetní jednotce 
Následující diagram zobrazuje členění, přehled a druhy účtů v účetní jednotce. Toto 
rozdělení je důležité z hlediska odlišných operací, které se k jednotlivým druhům účtů 
váží. 
 
Obr. 1: Členění účtů. (upraveno podle Fedorová, 2009, s. 15) 
2.1.3 Podvojnost a souvztažnost 
Každá finanční operace v organizaci má dvě ekonomické stránky. Příkladem zaplacení 
přijaté faktury od dodavatele značí zánik závazku k dodavateli a zároveň úbytek podni-
kového cash-flow. Z uvedeného vyplývá potřeba zaznamenání operace na dvou účtech, 
konkrétně snížení závazků k dodavatelům a úbytek peněz na bankovním účtu. Jinými 
slovy můžeme prohlásit, že finanční prostředky byly z pohledu účetnictví přesunuty 
z bankovního účtu na účet dodavatele. Od tohoto metodického přístupu účtování na 
dvou účtech je odvozen termín podvojné účetnictví (Fedorová, 2009, s. 18). 
2.1.4 Dokladovost účetních zápisů 
Zápisy účetních operací na účty se provádí výhradně na základně účetních dokladů, 
které musí zcela jednoznačně dokumentovat uskutečněnou hospodářskou operaci. Pro 
příklad rozeznáváme následující účetní doklady: 
• příjmový a výdajový pokladní doklad, 
• přijatá dodavatelská a vystavená odběratelská faktura, 














• výpis z bankovního účtu, 
• vnitropodnikové účetní doklady. 
Obecně můžeme doklady rozčlenit na vnitřní (interní) a vnější (externí). Interní doklady 
vznikají a zachycují operace uvnitř účetní jednotky, externí doklady pak vztahy účetní 
jednotky s okolím – externími subjekty (Fedorová, 2009, s. 20).  
Další z důležitých vlastností účetního modulu bude schopnost generování některých 
dokladů a především záznam všech účetních dokladů. 
Pro úplnost doplňuji v bodech náležitosti zmíněných účetních dokladů dle české právní 
úpravy účetnictví podle zákona č. 563/1991Sb., o účetnictví: 
1. okamžik vyhotovení a označení účetního dokladu – typ dokladu, 
2. okamžik uskutečnění účetního případu, 
3. záměr účetního případu a jeho účastníky, 
4. peněžní vyjádření či informaci o jednotkové ceně a množství, 
5. podpisový záznam osoby zodpovědné za účetní případ a osoby zodpovědné za 
jeho evidenci = zaúčtování. 
2.2 Účetní závěrka 
Účetní závěrka je celek dokumentů, který obsahuje uspořádané záznamy účetních ope-
rací za určité období. Sestavuje se v určitých časových intervalech, případně při nestan-
dardních podnikových operací a výstupem je celkový obraz o finanční a majetkové situ-
aci podniku. Účetní závěrku tvoří několik dokumentů, jsou jimi účetní výkazy, přede-
vším pak rozvaha, výkaz zisku a ztrát a přílohy k účetním výkazům, přičemž 
v posledním případě nás bude zajímat pouze přehled o peněžních tocích (Fedorová, 
2009, s. 28). 
2.2.1 Vlastnosti závěrky 
Závěrka musí obsahovat (§ 18/2): 
• název účetní jednotky, 
• sídlo případně místo podnikání nebo místo trvalého bydliště u fyzické osoby, 
• identifikační číslo, 
• právní formu podnikání, 
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• předmět podnikání nebo účel zřízení, 
• rozvahový den, 
• okamžik sestavení závěrky, 
• podpisový záznam statutárního orgánu. 
Vlastnosti závěrky (§ 19/6): 
• spolehlivá = úplná + včasná 
• srovnatelná a srozumitelná 
Dokumenty účetní závěrky jsou v rámci této práce důležité z pohledu další funkcionali-
ty účetního modulu. Jak již bylo zmíněno, cílem práce není pouze záznam účetních pří-
padů ale také zajištění určitých výstupů z nich. Pro uspokojení tohoto požadavku bude 
software schopen generovat uvedené dokumenty, které mimo jiné tvoří přílohu přiznání 
k dani z příjmu právnických osob. 
2.2.2 Metodický postup sestavení závěrky 
Jednou z funkcionalit aplikace bude také schopnost provedení účetní závěrky. Tato ope-
race (rozuměj soubor operací) bude jako jedna z mála v systému plně automatizovaná, 
proto uvádím metodický postup jejího sestavení. 
Principem sestavení účetní závěrky je fakt, že každý účet musí vykazovat 
k rozvahovému dni nulový zůstatek s výjimkou účtu č. 702. Tento krok je účetním 
softwarem řešen pouze formálně, protože uzavřením jednoho období automaticky ná-
sleduje krok, ve kterém je otevřeno období nové (Dušek, 2010, s. 60). 
 
Postup účetní závěrky: 
1. Uzavření rozvahových účtů a vyčíslení obratů a konečných stavů. Převod stavů 
všech nákladových a výnosových účtů na účet zisků a ztrát č. 710. Tím vzniká 
efekt vynulování uvedených výsledkových účtů a na účtu č. 710 vzniká situace pro 
zjištění výsledku hospodaření před zdaněním. 
 
2. Provedení transformace hospodářského výsledku na daňový základ přičtením 




3. Výpočet daně z příjmu z daňového základu na základě aktuální zákonné sazby a 
vyúčtování této daně – účet č. 59 a č. 341 a převod daně k výsledku hospodaření – 
účet č. 710 a č. 59. Na účtu č. 341 tak vzniká závazek/pohledávka k finančnímu 
úřadu. Na účtu č. 710 vzniká situace ke zjištění hospodářského výsledku po 
zdanění. 
 
4. Převod hospodářský výsledku po zdanění na účet č. 431 a č. 702. V konečném 
kroku pak převod balance všech rozvahových účtů na účet č. 702. Hospodářský 
výsledek po zdanění se převádí do rozvahových účtů, čímž vzniká vyrovnanost 
konečné rozvahy. 
 
5. Převod konečných stavů rozvahových účtů na účet č. 702, který vede k efektu 
vynulování všech rozvahových účtů a nulové balance na účtu č. 702. 
2.3 Finanční analýza 
Finanční analýza je soubor postupů prováděných za účelem získání informací pro fi-
nanční (ekonomické) zhodnocení a následné řízení podniku a dále také rozhodování 
externích subjektů. Je to finančně ekonomické hodnocení podnikatelské jednotky, které 
vychází z účetních a případně i dalších informací (Landa, 2008, s. 59). 
Podstatou finanční analýzy je použití analytických metod a nástrojů pro získání potřeb-
ných informací z finančních výkazů a případně dalších informačních zdrojů. Tyto in-
formace zobrazují významné údaje a trendy v těchto údajích o výsledcích minulé pod-
nikatelské činnosti hodnoceného subjektu a o současné finanční situaci. Údaje zobrazu-
jící důsledky dřívějších podnikatelských rozhodnutí a umožňují i určitý předpoklad o 
budoucím vývoji podniku (Landa, 2008 s. 59). 
2.3.1 Finanční výkazy 
Finanční výkazy, resp. výkazy jako výstupy účetnictví představují velmi důležitý ná-
stroj pro reprezentaci informací o financích podniku. V současné době tvoří soubor fi-
nančních výkazů následující dokumenty: 
• rozvaha 
• výkaz zisku a ztrát 
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• přehled o peněžních tocích 
• přehled o změnách vlastního kapitálu 
(Landa, 2008, s. 29). 
2.3.2 Rozvaha 
Rozvaha, označována rovněž jako bilance, obsahuje přehled o majetku (aktivech) spo-
lečnosti a dále o zdrojích financování (pasivech), tvořených vlastním kapitálem a zá-
vazky k určitému datu (Landa, 2008, s. 29). 
Aktiva se dále rozdělují na základě likvidnosti položek (schopnost operativní přeměny 
majetku na hotové peníze) na stálá (dlouhodobá) a oběžná (krátkodobá), případně také 
přechodná aktiva. Pasiva můžeme rozdělit podle zdroje financování na vlastní zdroje 
(vklady společníků, základní kapitál), cizí zdroje (bankovní úvěry, …) plus přechodná 
pasiva. Veškerý majetek musí být bezvýhradně pokryt zdrojem financování. Jinými 
slovy se suma aktivních složek podnikání musí rovnat těm pasivním (Fedorová, 2009, s. 
30). Obrázek č. 2 znázorňuje strukturu rozvahy. 
 
Obr. 2: Základní struktura rozvahy. (upraveno podle Fedorová, 2009, s. 30) 
2.3.3 Výkaz zisku a ztrát 
Výkaz zisku a ztrát nám poskytuje informace o výkonnosti podniku, který se nazývá 
výsledek hospodaření. Z účetního pohledu je výsledek hospodaření rozdíl výnosů a ná-
kladů podniku. Na obrázku č. 3 demonstruji strukturu výkazu zisku a ztrát. 
AKTIVA 
I. Dlouhodobý majetek 
II. Krátkodobý majetek 
III. Přechodná aktiva 
PASIVA 
I. Vlastní zdroje 
II. Cizí zdroje 




Obr. 3: Struktura výkazu zisku a ztrát. (upraveno podle Form server, 2011) 
2.3.4 Výkaz o peněžních tocích 
Přehled o peněžních tocích (cash flow) zachycuje specifickou a nejvíce likvidní položku 
majetku, kterou jsou peněžní prostředky. Hotové peníze dovolují podniku průběžné a 
operativní financování veškerých aktivit potřebných k jejímu chodu a rozvoji. Peníze 
jsou z pohledu rozvahy součástí aktiv a přehled o peněžních tocích vyjadřuje vývoj 
těchto prostředků za dané období jako rozdíl mezi počáteční a konečnou hodnotou a 
zároveň poskytuje cenné informace o oblastech a činnostech podniku, kde jsou či byly 
tyto prostředky vázány (Fedorová, 2009, s. 33). 
 
 
Obr. 4: Struktura přehledu peněžních toků. (upraveno podle Prokůpková, 2009) 
NÁKLADY 
náklady na prodané 
zboží 
náklady na finanční 
činnosti 
náklady související s 
provozní činností 
daň z příjmu za běžnou 
činnost 
mimořádné náklady 
a daň z příjmů z 
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VÝNOSY 
tržby za prodej zboží 
výnosy z finančních 
činností 
tržby z vlastních výrobků 
a služeb 
mimořádné výnosy 
- odchodní marže 
- finanční výsledek    
hospodaření 
- provozní výsledek 
hospodaření 
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za běžnou činnost 
- mimořádný výsledek 
hospodaření  
PŘÍJMY 
příjmy z provozní 
činnosti 
příjmy u investiční 
činnosti 
příjmy z finanční 
činnosti 
VÝDAJE 
výdaje z provozní 
činnosti 




- čistý peněžní tok z 
provozní činnosti 
- čistý peněžní tok z 
investiční činnosti 




V další části tohoto dokumentu představím technologie, pomocí kterých bude imple-
mentováno technologické řešení projektu. 
2.4 Technologie na straně serveru 
V této části představuji technologie, které budou jednoznačně zajišťovat chod zamýšle-
né aplikace na aplikační úrovní vzdáleného serveru. Jedná se o technologie, které zajistí 
chod modulu následujících pohledů: 
• serverová technologie pro řízení vzdáleného přístupu, 
• aplikační technologie, která na straně serveru zajistí chod systému, 
• technologie databázového serveru pro uložení a výběr dat. 
2.4.1 Webový server Apache 
Apache je robustní, výkonný a flexibilní HTTP/1.1 kompatibilní webový server 
s otevřeným zdrojovým kódem, který je aktivně vyvíjen dobrovolníky z celého světa a 
řízen společností Apache software foundation. Implementuje nejnovější protokoly, 
včetně HTTP/1.1. a je vysoce konfigurovatelný a rozšiřitelný o moduly třetích stran. 
Běží pod systémy Windows 2000 a NetWare 5.x výše, OS / 2, a většině verzí Unixu, 
stejně tak i na několika dalších, méně známých, operačních systémech. 
Mimo hlavní funkce implementuje řadu často požadovaných funkcí včetně DBm data-
bází, relační databáze a LDAP (je internetový protokol, který e-mail a další programy 
používají k vyhledávání informací ze serveru) pro autentizaci. Podporuje chráněné re-
žimy webového přístupu a přenosu (HTTPS) a nabízí možnost neomezeného a velmi 
flexibilního přepisování URL adres a webových aliasů. Je schopen rozlišovat mezi žá-
dostmi různých IP adres či domén. Apache rovněž nabízí dynamicky konfigurovatelný 
virtuální hosting. Navíc veškeré přístupy, události a chyby jsou logovány, přičemž i zde 
je možnost poměrně snadno konfigurovat vše od formátu těchto dat až po adresář pro 
zápis generovaných souborů (The Apache Software Foundation, 2012). 
2.4.2 Scriptovací jazyk PHP 
Zkratka PHP znamená professional hypertext pre-processor a jedná se o aktuálně široce 
používaný otevřený a mnohoúčelový skriptovací jazyk, který je obzvláště vhodný (a 
nejčastěji také využíván) pro vývoj webových aplikací a upraven pro vkládání do 
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HTML kódu – původní myšlenkou bylo psaní skriptů pod šablonovacím systémem, 
nicméně vývojem aktuálně směřuje spíše k plnohodnotnému objektivně orientovému 
programovacímu jazyku čistě na bázi aplikační vrstvy. Syntaxe PHP je převzata z jazy-
ků jako C, Java a Perl. Tím se pro vývojáře stává přechod k tomuto jazyku jednodušší. 
Důležitým cílem je umožnit webovým vývojářům psát dynamicky generované, rychlé 
webové stránky. PHP toho navíc zvládá mnohem více přes práci s grafikou za pomoci 
grafické GD knihovny až po datové přenosy na úrovni relační vrstvy (The PHP Group, 
2012). 
2.4.3 Databáze MySQL 
MySQL je relační databázový systém pracující na architektuře klient/server – odpovídá 
hierarchii jednoho serveru, který poskytuje své služby libovolnému množství klientů, 
přičemž tito klienti mohou požadavky zasílat buďto na stejném počítači, síti nebo pro-
střednictvím vzdáleného, internetového přístupu. V kontrastu s touto architekturou exis-
tují také systémy se souborovým serverem, například Microsoft Access, dBase, ForPro. 
Komunikačním nástrojem mezi MySQL serverem a klientem je standardizovaný jazyk 
SQL (structured query language) a kromě dotazování nad uloženými daty je schopen 
také data editovat, mazat, vytvářet databázové pohledy či vnořené dotazy až po uložené 
procedury, funkce a triggery. Mimo to jsou implementovány také algoritmy pro podpo-
ru fulltextového vyhledávání v textových záznamech. 
MySQL server podporuje replikace, to v praxi znamená, že dokáže běžet na více fyzic-
ky oddělených počítačích - tím se zvyšuje odolnost proti výpadkům a výrazně zrychluje 
odezva. V novějších verzích serveru je také implementováno spojení záznamů na zákla-
dě referenční integrity prostřednictvím cizích klíčů. Engine s touto podporou se nazývá 
InnoDB. MySQL je znám jako velmi rychlý databázový systém a jeho vývoj se ubírá 
právě tímto směrem (Kofler, 2007, s. 36). 
2.5 Technologie na straně klienta 
Níže představím a popíši aktuálně nejmodernější technologie na poli klientských apli-
kací resp. nástroje či knihovny, které byly vyvinuty za účelem dynamické spolupráce 
uživatele a vzdálené aplikace. Doby, kdy dynamické webové stránky znamenal dyna-
mické z pohledu aplikační logiky na straně serveru, jsou pryč, dnes tento pojem zahrnu-
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je reakci klientské aplikace a spolupráci se serverem v reálném čase. Dovolím si označit 
tento způsob fungovaní architekturou, která je dnes na první pohled viditelná u všech 
moderních služeb například od společností Google, Facebook a spousty dalších. (Právě 
jejich podpora byla pro rozvoj historicky zásadní. Bohužel se jedná o téma nad rámec 
rozsahu této práce.) 
2.5.1 HTML 5 
HTML obecně je značkovací jazyk, který slouží pro hierarchické a logické členění ob-
sahu (v historii se používal i pro formátování) webových stránek. V poslední dekádě 
vývoj vykrystalizoval v jazyk (lepší je použít slovo „přístup“) který označujeme jako 
XHTML, který v základu minimalizoval množství používaných tagů. Tato filosofie se 
chvíli držela a v období několika let vznikly verze XHTML 1.0 či XHTML 1.1 (v zása-
dě plně striktní verze). 
HTML 5 jednak vychází z požadavku na logické členění dokumentů, avšak za tímto 
účelem jsou vytvořeny nové tagy s novými funkcemi, které uživatelům přinášejí mno-
hem pohodlnější práci s webovou stránkou a přístup k ní. V krátkém souhrnu se pak 
jedná o nástroje pro práci s velmi pokročilými formuláři, multimédii (audio, video), 
strukturami a sémantikou. Svým přístupem mění prohlížeč v plnohodnotnou uživatel-
skou platformu, která může časem zcela nahradit operační systém (z uživatelského po-
hledu). 
Specifikace HTML 5 se aktuálně nachází ve stavu rozpracování, nicméně prohlížeče již 
nyní podporují většinu funkcionalit. Ve stručnosti HTML 5 nabízí vývojářům vytvářet 
na plátně webové stránky komponenty s funkčností, která byla dříve myslitelná pouze 
na bázi technologie flash od společnosti Adobe případně využitím skriptovacího jazyku 
JavaScript (The World Wide Web Consortium, 2012). 
2.5.2 jQuery 
jQuery je poměrně rozsáhlá (především možnostmi, které nabízí) a neustále vyvíjená 
knihovna scriptovacího jazyka JavaScript. Zaměřuje se na interakci JavaScriptového 
kódu a HTML na úrovni DOM. (Objektový model pro vykreslování a řízení webových 
stránek.) Knihovna je velmi rychlá, přesná a zjednodušuje tvorbu a správu událostí na 
klientské straně webové aplikace (prohlížeč uživatele). Jinými slovy jejím hlavní zamě-
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řením je především řízení vykreslování webové stránky a její interakce v klientském 
prohlížeči. 
Využíváním služeb této knihovny může vývojář psát jednoduchý a přehledný kód, který 
obsluhuje události, které jsou vyvolávány před, po nebo v průběhu zobrazení webové 
stránky. JavaScriptové aplikace či scripty jsou vždy vykonávány na straně klienta, při-
čemž v současnosti existuje most, mezi aplikační vrstvou na straně klienta a vrstvou na 
straně serveru, tato technologie se nazývá AJAX (Margorín, 2011, s. 15). 
Pro lepší orientaci uvádím dva kódy, které budou fungovat stejně: 
 // Kód čistě v JavaScriptu 
  
 function elementVisibility(name) 
 {     
     var element; 
      
     element = document.getElementById(name); 
  
     if (element.style.display == 'block'){ 
      element.style.display = 'none'; 
     } else { 
      element.style.display = 'block'; 
     } 
      
 }  
  
 // Kód se stejnou funkcí pomocí jQuery 
  
 function elementVisibility(name){ 
     $('#'+name).toggle(); 
 } 
Kód 1: Ukázka úspory za použití JavaScriptové knihovny jQuery. 
I z velmi jednoduchého příkladu je zjevná vysoká úspora. Knihovna jQuery je optimali-
zována pro výkon a funkčnost nezávisle na druhu či verzi použitého prohlížeče. 
2.5.3 AJAX 
AJAX je označení pro technologii vývoje interaktivních webových aplikací, kdy in-
terakce spočívá především v načtení, získání, výměně obsahu webové stránky bez nut-
nosti znovunačtení. Toto je na klientské straně realizováno prostřednictvím JavaScriptu, 
na straně serveru se pak jedná o běžné zpracování klientských dotazů  
(Lacko, 2008, s. 10). 
Fungování technologie demonstruji na příkladu zobrazení detailu knihy v internetovém 
knihkupectví. Uživatel klikne na odkaz "zobrazit detail knihy" a místo přesměrování 
uživatele na jinou stránku s požadovaným obsahem událost odchytí a obslouží Ja-
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vaScript, ten zašle požadavek na získání detailu o knize serveru, server požadavek při-
jme, zpracuje a zašle nazpět požadovaná data. JavaScript data přijme, případně ještě 
zpracuje a vykreslí do stránky, aniž by došlo k přesměrování. 
Výše popsaný způsob výměny dat přináší obrovskou výhodu v rychlosti a úsporu v 
množství přenesených dat - není načítána celá nová stránka, ale jen požadovaný obsah. 
Podobně například funguje všem známý "našeptávač" vyhledávacího formuláře - kaž-
dým stiskem klávesy, je serveru odeslán aktuální obsah vyhledávacího pole, ten se spojí 
s databázovým serverem a zasílá nazpět výrazy, které obsahují daný řetězec znaků. 
2.6 Nette framework 
Framework je nadstavbou programovacího jazyka PHP, který je v dnešní době hojně 
využíván k vývoji webových aplikací, především pak ve spojení se serverem Apache a 
usnadňuje jejich vývoj – řeší velké množství rutinních a často se opakujících úkonů a 
vytváří také logický rámec nad aplikací jako celkem (Nette foundation, 2012). 
Nette framework je založen na architektuře MVP = model-view-presenter (vychází 
z modelu MVC = model-view-controller) a poskytuje vývojářům následující služby: 
1. šablonovací systém, 
2. ladící nástroje, 
3. efektivní databázovou vrstvu ORM, 
4. zabezpečení před zranitelnostmi, 
5. podporu HTML 5, AJAX nebo SEO, 
6. kvalitní dokumentaci a aktivní komunitu, 
7. vyzrálý a čistý objektový návrh, 
8. přináší dobré návyky s dostatkem volnosti 
(Nette foundation, 2012). 
2.6.1 Bezpečnost 
Jednou z důležitých vlastností frameworku je také zabezpečení před zranitelností. U 
online médií to pak platí dvojnásob. 
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2.6.1.1 Cross-Site Scripting (XSS) 
Cross site scripting je způsob narušení vykreslené webové stránky, který zneužívá neo-
šetřených výstupů, což dává potencionálnímu útočníkovi do rukou příležitost k „podstr-
čení“ vlastního kódu a tím může do jisté míry změnit chování stránky a v konečném 
důsledku například získat citlivé údaje. Proti tomuto typu útoku se bránit pouze důsled-
ným ošetřováním všech vstupů. Nette framework chrání před tímto typem útoku vlastní 
technologií Context-Aware Escaping, která ošetřování výstupů zajišťuje (Nette foun-
dation, 2012, Vulnerability protection). 
2.6.1.2 Cross-Site Request Forgery 
Uživatel je po přihlášení donucen nebo přesměrován na stránku, která skrytě v pozadí 
provede útok na webovou aplikaci (využije toho, že uživatel je přihlášen). Proti útoku se 
lze bránit generováním ověřovacího kódu, který musí být spojen s autorizačním formu-
lářem (Nette foundation, 2012, Vulnerability protection). 
2.6.1.3 URL attack, control codes, invalid UTF-8 
U všech pojmů se jedná o útok založený na podstrčení webové aplikaci škodlivý vstup 
například pozměnění hodnot v parametrech webové adresy. Obranou je důsledné ošet-
řování všech vstupů na úrovni jednotlivých bajtů, což je pro vývojáře časově náročná 
práce. Nette framework ošetřuje vstupy automaticky (Nette foundation, 2012, Vulnera-
bility protection). 
2.6.1.4 Session hijacking, session stealing, session fixation 
K sessions se váží útoky, kdy útočník odcizí uživatelovy relace nebo podstrčí vlastní 
session ID a tím získá přístup do autorizovaného rozhranní webové aplikace, aniž by 
znal přístupové údaje uživatele. V tuto chvílí útočník získává všechny možnosti přihlá-
šeného uživatele. Obrana spočívá především ve správné konfigurace serveru a překlada-
če PHP. Nette framework prování vlastní úpravy nastavení PHP a před těmito typy úto-




2.6.2 Architektura MVC 
Je softwarová architektura, která dělí aplikaci na 3 logické části tak, aby je šlo upravo-
vat samostatně s minimálním dopadem na ostatní části. Základními pilíři jsou Model, 
View a Controller. Model reprezentuje data a business logiku aplikace, View zobrazuje 
uživatelské rozhraní a Controller má na starosti tok událostí v aplikaci a obecně apli-
kační logiku (Borek, 2009, Úvod do architektury MVC). 
 
 
Model o existenci view nebo controlleru neví. Pohled a kontroler jsou dvě rovnocenné 
části. Pohled prezentuje data modelu, jak nejlépe umí, a když uživatel zareaguje, úlohu 
převezme kontroler a zpracovanou reakci doručí modelu (Grudl, 2009, Nette Fra-
mework: MVC & MVP). 
2.6.3 Architektura MVP 
Architektura model-view-presenter vychází z výše popsané MVC architektury nebo 
lépe řečeno tuto myšlenku přebírá a využívá svým vlastním způsobem, který je vhodně 
aplikovatelný na úroveň webové aplikace. 
Presenter v Nette Frameworku má podobnou roli jako kontroler v MVC. Vybírá pohled 
(view) a předává mu model, nebo data z modelu a především pak zpracovává reakce 
uživatele. Ty se dají rozdělit na tři typy: 
• změna pohledu 
• změna stavu 







Schéma 1: Architektura MVC (Upraveno podle Grudl, 2009). 
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Následující obrázek demonstruje architekturu MVP. Presenter přebírá požadavek uživa-
tele, tento požadavek předává ke zpracování modelu. Model žádost vyřídí (může se jed-
nat například o výběr dat z databáze) a výsledek zasílá zpět presenteru. Presenter data 
předá šabloně (view) a takto připravená (zformátovaná) data putují zpět k uživateli. 
 
2.6.4 Model 
Funkčnost, která se svým charakterem váže k obsluze propojených událostí v rámci 
modelu lze dále soustředit do takzvaných komponent. Jinými slovy komponenta jako 
taková je model se svou vlastní šablonou vyvinut vždy za účelem obsluhování určité 
události. Příkladem komponenty může být přihlašovací formulář. Nejprve komponenta 
dostává požadavek od uživatele, který chce vstoupit do systému. Předává k vykreslení 
svou interní šablonu a po přijetí dat se spojuje s databázovou vrstvou, kde ověří autori-
zaci uživatele. V případě negativní odezvy databázové vrstvy zapisuje požadavek na 
opětovné zadání údajů do své interní šablony, která je vložena do hlavní šablony již na 
úrovni pohledu (view). V případě pozitivní odezvy databázové vrstvy je uživateli přidě-
lena session a ten přesměrován do interní části aplikace. Tento systém umožňuje velmi 







Schéma 2:  Architektura MVP (Upraveno podle Grudl, 2009). 
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2.6.5 Pohledy (View) a šablonovací systém Latte 
Šablonovací systém, který vyvinulo Nette foundation se jmenuje Latte. Jedná se o velmi 
pokročilý nástroj pro vykreslování postaven na filtru CurlyBrackets. Jeho aktuální vývoj 
je dokončen a prostředek jako takový plně standardizován. 
Šablonovací systém je z pohledu bezpečnosti konstruován jako nejodolnější část fra-
meworku - především díky striktnímu escapování všech výstupů tuto otázku řeší za uži-
vatele automaticky. Latte zápis dále funguje trochu jinak v html kódu a jinak například 
v JavaScriptovém kódu (znovu otázka bezpečnosti). Sám umí rozpoznat, kam jsou data 
vykreslována a použít tak adekvátní funkci k ošetření výstupu. 
Oproti standardnímu výpisu PHP přináší mnohem větší pohodlí zápisu - přináší nové 
funkce a rozšiřuje a usnadňuje nejčastěji používané úkony, navíc přináší možnost pou-
žívání filtrů, které se nazývají makra. Příkladem takového makra může být potřeba vy-
psání čísla jako ceny ve formátu „1 234,56 Kč“. Latte dokumenty je nutno ukládat ve 
znakové sadě UTF8 - výpisy ve vlastních latte blocích jsou založeny na klasickém PHP 
(Grudl, 2012). 
V praxi šablony a jejich překlad funguje tak, že latte soubory, konkrétně latte bloky v 
něm, jsou převedeny na PHP zápisy a tyto soubory uloženy do temporárního adresáře, 
odkud si server na základě vnějšího požadavku bere soubory ke zpracování. 
 <h2>Dodavatel</h2>            
 <table class='inblock'> 
 <tr> 
     <td> 
         <strong>{$options->company_name}</strong> 
         <div>{$options->company_adress}</div> 
         <div> 
             {$options->company_postcode} 
             {$options->company_city|upper} 
         </div> 
         <hr /> 
         <div>{$options->company_tel}</div> 
         <div>{$options->company_email}</div>                
     </td>            
   … 
Kód 2: Ukázka formátu latte souboru 
Popisem a ukázkou šablon v Nette ukončuji teoretickou část této práce. Lze namítnout, 
že doposud nebyly plně představeny ostatní dvě logické komponenty – tedy Model a 
Presenter. Pro tuto chvíli však dostačuje pouze uvedené základního teoretické pozadí, 
protože popis funkčnosti je minimálně podmíněn praktickými příklady a ukázkami im-
plementace a těm bude věnována dostatečná pozornost v závěrečné části této práce. 
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3 Analýza problému a současné situace 
V této části práce se zabývám analýzou současného stavu a následně analýzou požadav-
ků na podnikový účetní modul. Vedení účetnictví společnosti je v základní podstatě 
souborem neustále se opakujících operací stejného či velmi podobného charakteru. Za 
cíl si určuji analyzovat tyto operace s ohledem na následné napojení dílčích částí na 
další moduly informačního systému podniku, které budou zajišťovat automatizaci ope-
rací. 
3.1 Současná podoba databáze 
V současné době je účetnictví realizováno prostřednictvím manuálního zápisu do data-
báze bez jakékoliv uživatelského rozhranní a to proto, že provoz systému, který bude 
hlavním předmětem podnikání společnosti, ještě není zcela dokončen - čeká na své uve-
dení do provozu. Doposud se z pohledu účetnictví jednalo pouze o účtování nákladů, 
které vznikly se založením společnosti či faktur od dodavatelů za dílčí služby či soft-
ware. Na schématu č. 3 je zobrazeno aktuální schéma databáze. 
 
Schéma 3: Aktuální schéma databáze. 
V současnosti funguje databáze na principu ukládání dokumentů a účetních případů. 
Jádro tvoří relace account_case pro záznamy účetních případů. Každý účetní případ se 
váže k již existujícímu dokumentu – relace dokument. Každý dokument má navíc svůj 
typ, může se jednat například o výpis z bankovního účtu, přejímku zboží nebo přijatou 
fakturu. Relace account_chart pak představuje jednotlivé účty dle účetní osnovy. Účetní 
případ vždy zachycuje úbytek na jednom účtu a přírůstek na účtu druhém. Určení před-
mětných účtů je zachyceno entitami active a passive jako cizí klíče relace ac-
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count_chart. Společnost spolu s nasazením nové databáze a nového účetního modulu 
požaduje také import stávajících dat. 
 
Obr. 5: Administrační rozhranní aplikace PhpMyAdmin 
Na obrázku č. 6 je ukázka administračního rozhranní PhpMyAdmin, které slouží pro 
správu MySQL databází. Tímto systémem byly do databáze uložení první účetní přípa-
dy, které bylo v minulosti potřeba evidovat. 
3.2 Analýza požadavků 
Analýza požadavků na účetní modul podnikového informačního systému se zabývá po-
třebami na funkcionalitu. Primárním účelem software bude statický záznam účetních 
případů. Hierarchicky je žádoucí aplikaci rozdělit do oddílů, které budou sdružovat 
funkcionálně podobné či navazující úkony: 
• správa, evidence a údržba účetních dokumentů, 
• evidence účetních operací, 
• účetní závěrka a tvorba účetních výkazů, 
• analýza hospodaření prostřednictvím ukazatelů finanční analýzy, 
• řízení přístupu a uživatelských účtů. 
31 
 
3.3 Účetní oddíl 
Pro přehlednost a vzhledem k odlišným požadavkům na účetní evidenci u různých účet-
ních případů a doplňkové služby se předpokládá rozdělení potřeb funkčnosti účetního 
oddílu do několika větví, kterým se nyní budu věnovat. 
3.3.1 Účetnictví 
Základním požadavkem na větev účetnictví je vytvoření aplikace a jejího uživatelského 
rozhranní, které bude zajišťovat záznam, editace a prohlížení účetních případů. V praxi 
toto znamená přítomnost člověka a jeho úkol zaznamenat například uhrazení dodavatel-
ské faktury, které se účetně projeví jako úbytek prostředků na bankovním účtu a záro-
veň snížení závazku k dodavateli. 
Z výše uvedeného vyplývá potřeba několika objektů. Pokusím se jimi nyní zabývat dů-
sledněji a z pohledu potřeby na funkcionalitu aplikace. Účetní případ jako takový musí 
být spojen s uživatelem, který jej zaúčtuje = fyzicky přítomný člověk (nebo program 
s patřičnými právy). To vyvolává potřebu evidence uživatelů, nastavení práv, zajištění 
bezpečnosti minimálně na úrovni autorizace. Dále se účetní případ musí vázat 
k účetnímu dokumentu (na základě typu operace v souladu s principem dokladovosti) a 
vždy bude tvořen několika základními účetními operacemi. Každý záznam dílčí operace 
musí udržovat informace o dvou účtech, mezi kterými proběhla transakce. Z příkladu by 
to byl bankovní účet a účet dodavatelů, mluvíme tedy o jedné operaci mezi dvěma účty 
v rámci jednoho účetního případu. Zmíněných operací může účetní případ obsahovat 
několik, například v případě účtování daně z přidané hodnoty. Závěrem je žádoucí aby 
účty jako takové samy udržovaly informace o svých aktuálních zůstatcích z důvodu 
přehlednosti o vázání finančních prostředků. 
Aplikace bude předpokládat kompletní a především praktickou znalost účtování 
z pohledu uživatele. Předmětem nemá být vytvoření automatizovaného plnohodnotného 
účetního systému, ale především evidence účetních případů v základní formě - zápis 
případů do jednotlivých účtů. To vyvolává potřebu aplikace a přehledného uživatelské-
ho rozhranní skládajícího se z formuláře pro vstup dat a přehled existujících záznamů 
(s možností prohlídky a editace) jako jejich výstup.  
Mezi nejčastější účetní operace společnosti patří a patřit budou následující: 
• faktura vydaná, 
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• přijetí platby odběratele, 
• faktura přijatá, 
• uhrazení závazku k dodavateli, 
• oprávky a odpisy. 
3.3.2 Fakturace 
Požadavkem na oddílu fakturace je schopnost generování, ukládání a účtování plnohod-
notných faktur a to jak manuálně ručním zadáním údajů tak i příjmem (importem) dat 
z ostatních modulů informačního systému podniku. 
Příjem plateb zákazníků probíhá v následujících fázích: 
1. zákazník má zájem o služby společnosti, 
2. systém zákazníkovi generuje platební údaje, 
3. systém zjišťuje přijetí platby, připisuje částku na virtuální účet zákazníka, 
4. účetní modul přijímá příkaz na vygenerování a zaúčtování faktury, 
5. zákazník přijímá fakturu a začíná využívat služby společnosti. 
Jinými slovy fakturace ve společnosti probíhá vždy na základě přijetí platby od zákaz-
níka. Tím dochází k připsání částky na uživatelský účet zákazníka. V tomto případě je 
nutné zajistit automatické vygenerování faktury na základě přijatých osobních a plateb-
ních údajů od zákazníka. Pověřená osoba, v tomto případě účetní jako pracovník fi-
nančního oddělení, musí mít možnost faktury prohlížet, kontrolovat a provádět úpravy - 
nejčastěji v případě chybných údajů nebo jejich změně. Dále má mít pověřená osoba 
možnost vydávat faktury za jiné tj. nestandardní služby manuálně přičemž je vždy nutné 
dodržení jejich inkrementálního číslování. 
Na následujícím obrázku je zobrazen aktuálně používaný vzor faktury. Prakticky probí-
há vygenerování faktury vytisknutím údajů do šablony za použití grafické knihovny 
programu PHP. Prakticky je předpokládáno použití a vylepšení stejného principu gene-
rování faktur nebo generování faktur jako PDF dokumentu. Případně mohou být 
k dispozici obě varianty. V současné době jsou k dispozici nástroje, které generování 
oběma zmíněnými způsoby ulehčují. 
Závěrem celý program zajišťující generování a uložení faktur musí fungovat jako samo-
statná jednotka, to v praxi znamenám, že do programu vstupují výše zmíněné fakturační 
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údaje a výstupem je faktura jako účetní doklad bez další závislosti (především progra-
movém) na zbytku účetního modulu. 
3.3.3 Možnosti rozšíření modulu 
Společnost v budoucnosti předpokládá rozšíření zmíněných větví o další možnosti. Pří-
kladem může být větev pro účtování a správu závazků za zaměstnanci tj. nejčastěji 
účtové řízení mzdových nákladů a podobně. Požadavkem na zpracování databáze a 
aplikace je tedy také možnost pohodlného rozšíření o nové oddíly. Příkladem budoucího 
oddílu je například správa majetku. 
3.3.4 Majetek jako rozšíření modulu 
Větev správy dlouhodobého odpisovaného majetku nebo jen majetku bude nástavbou 
klasického účetnictví a bude poskytovat:  
• informace o spravovaném majetku, 
• informace o pořizovacích a zůstatkových cenách, 
• možnost přidat nový dlouhodobý majetek, 
• zajištění účtování odpisů. 
V praxi se jedná o zaznamenávání dlouhodobého majetku povětšinou technického cha-
rakteru tj. osobní počítače, serverové zařízení a nehmotný dlouhodobý majetek tj. soft-
warové vybavení. Zároveň musí automatizovaně docházet k evidenci jejich opotřebení, 
tj. účtování oprávek a odpisů. Uživatel jako vstup vždy zadává název, popis a druh ma-
jetku, jeho pořizovací cenu a způsob odpisování. Systém musí na základě přijatých in-
formací majetek zařadit do vhodné třídy aktiv a provést výpočet ročních odpisů. Žádou-
cí je, aby přehled dlouhodobého majetku mimo ostatní základní data informoval o délce 
užívání majetku a míře jeho účetního opotřebení (účetní zůstatkové ceně). 
3.4 Oddíl finanční analýzy 
Modul finanční analýzy bude na základě informací z účetnictví poskytovat informace o 
činnostech a zdrojích za účelem odhalení silných a slabých stránek, zjištění výkonnosti 
a také pro potřeby operativního rozhodování. Z pohledu uživatele se bude jednat o čistě 
výstupní prvek, který kromě číselných hodnot ukazatelů poskytne také jejich stručné 
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vysvětlení. Aplikace nebude navrhovat řešení ani predikovat – předpokládá se hlubší 
znalost problematiky samotným uživatelem. 
Požadavkem modulu finanční analýzy je poskytnutí následujících informací a ukazate-
lů: 






Jako zdrojová účetní data budou sloužit účetní výkazy sestavené oddílem účetní závěr-
ky, který bude blíže popsán níže, případně operativně prostřednictvím databázových 
dotazů na relaci účtů. Z pohledu potřeb je důležité, aby výstupy tohoto oddílu byly sro-
zumitelné uživateli, který s nimi bude pracovat. Nejčastěji takovým uživatelem bude 
pracovník finančního oddělení. Stručné vysvětlení hodnot ukazatelů, které bylo výše 
uvedeno, může kromě jiného obsahovat také srovnání s oborovými průměry a informa-
ce či doporučení pro zlepšení orientace v nastalé situaci. Výstupem oddílu finanční ana-
lýzy nemá být případová studie, která je výsledkem rozsáhlé a komplexní analýzy člo-
věkem, ale spíš zakomponování nabytých znalostí z tohoto oboru jako určitý bonus 
k modulu finanční analýzy a má posloužit k dlouhodobému přehledu o vývoji a hospo-
daření společnosti. 
3.5 Oddíl účetní závěrky 
Účetní závěrka představuje sestavení účetních výkazů, které podají informace o hospo-
daření společnosti v daném účetním období. Oddíl účetní závěrky poslouží jako pro-
středek pro sestavení daňového přiznání. Požadované dokumenty jsou následující: 
• rozvaha (balance), 
• výkaz zisků a ztrát (income statement), 
• přehled o peněžních tocích (cash flow statement). 
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3.6 Uživatelské rozhranní 
Hlavním pilířem pro komunikaci s aplikací, řízení vstupů a interpretaci výstupů bude 
tvořit uživatelské rozhranní. S účetním modulem budou pracovat zaměstnanci finanční-
ho oddělení, od kterých není vyžadována technická zdatnost na úrovni správců či vývo-
jářů. Proto důležitým požadavkem na zpracování je dodržení principů jednoduchosti a 
přehlednosti za současné implementace a nabídnutí veškeré požadované a dříve zmíně-
né funkcionality. 
3.6.1 Řízení uživatelských účtů 
Uživatele účetního modulu jako takové budou tvořit pracovníci finančního oddělení. 
V současné době je sice uvažován pouze jediný pracovník, nicméně při tvorbě aplikace 
musí být vzato v potaz i možné budoucí rozšiřování. Vzhledem k charakteru uživatelů, 
které budou výlučně tvořit pouze interní pracovníci, odpadá potřeba jejich vlastní inicia-
tivy při vytváření nového uživatelského účtu například ve formě registrace. Práva a po-
vinnost pro výkon vytváření a údržbu uživatelských účtů bude mít výhradně pracovník 
technického oddělení. Na základě předpokladu relativně dlouhodobého cyklu obměny 
pracovníků není pro vytváření těchto úkonů potřeba vytvářet žádné speciální rozhranní. 
Každá operace, kterou uživatel provede, musí být zaznamenána (logována). Předchází 
se tím problémům při identifikaci zdroje chyby v případě jejího vzniku.  
3.7 Technické požadavky 
Nasazení programu do provozu musí provázet také splnění technických požadavků na 
jeho provoz. Velmi důležitou roli v tomto případě hraje přístupnost a bezpečnost. To-
muto požadavku nejlépe vyhoví hierarchie klient-server, která všem uživatelům zajistí 
přístup v rámci internetové sítě. Vzdálený přístup bude výhodný i z hlediska zálohování 
dat a možnosti spolupráce více uživatelů jediné účetní jednotky. Samotné uživatelské 
rozhranní (user interface) je předpokládáno na úrovni internetového prohlížeče. 
3.7.1 Aktuální technický stav 
Pro provoz aplikace je vyhrazena část výpočetního výkonu jednoho ze serverů společ-
nosti. Z aplikačního je předpokládán provoz na serverové platformě Apache 2 za použití 
skriptovacího překladače PHP 5.3. Chod databáze zajistí relační databázový systém 
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MySQL. Vzhledem k důležitosti dat, charakteru databáze a relací je vyžadováno použití 
databázového enginu InnoDB. 
3.7.2 Ochrana dat 
Důležitou součástí správného fungování modulu i s výhledem do budoucnosti je zajiště-
ní ochrany dat před poškozením. Tím je myšleno jednak řízení uživatelských účtů a 
přístupu k datům, které bylo popsáno výše ale především proces zálohování dat. 
V současné době je zálohování prováděno automatizovaným periodickým programem 
(cron), který každých 24 hodin vytváří export dat z databázového stroje (SQL dump) a 
to kompletně pro všechny databáze na něm běžící. Podobné automatické zálohy by mě-
ly probíhat i za chodu účetního modulu, nicméně je zapotřebí ještě zajištění přesunu 
zálohy na bezpečné místo. Tento proces má být alespoň polo automatizovaný. Předklá-
dá se využití některého z programů či metod inkrementálního zálohování na vzdálené 
úložiště. 
3.8 Shrnutí analýzy požadavků 
Forma, ve které teď účtování probíhá tak, jak byla výše popsána je prozatímní. Již od 
prvotního plánování celého projektu, který je předmětem podnikání společnosti se před-
pokládána výstavba kompaktního účetního modulu, kterým se tato práce zabývá. Úko-
lem účetního modulu pak bude připravit kvalitní podklady pro předání všech výstupu 
externímu zprostředkovateli účetnictví. 
3.8.1 Model a architektura 
Informační systém jako celek, hlavní předmět podnikání společnosti a primární komu-
nikační kanál s klientem je realizován a kompletně předpokládán na modelu klient-
server. Vzhledem k neoddělitelnému propojení účetního modulu se zmíněným infor-
mačním systémem je žádoucí volit stejný nástroj i pro jeho realizaci. Dalším řešením by 
mohl být periodický import/export dat z a do účetního modulu. Zde však narážíme na 
problém, kdy některé účetní operace (například vydání faktury) musejí probíhat 
v reálném čase. Ze stejného důvodu bude jádro aplikace databáze běžící na databázo-
vém stroji MySQL. 
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3.8.2 Oprávnění uživatelů 
Práva uživatelů tj. pracovníků finančního oddělení budou na úrovni, které jim poskytne 
uživatelské rozhranní. V tuto chvíli není předpokládána hlubší uživatelská hierarchie 
nicméně je zapotřebí model databáze připravit na možnost rozšíření již nyní. Všechny 
nadstandardní úkony, připadající na správce jako například vytvoření nového uživatele 
nebudou probíhat prostřednictvím zmíněného uživatelského rozhranní ale prostřednic-
tvím přímého zápisu do databáze pověřenou osobou (superuživatel). 
4 Vlastní řešení účetního modulu 
V předchozích odstavcích této práce jsem popisoval teoretické pozadí, které poskytuje 
živnou půdu a informační podklad pro kritické zhodnocení aktuální situace a také pro 
reálný vývoj části informačního systému společnosti, který je primárním předmětem 
této práce. Druhá část práce byla zaměřena na analýzu současného stavu a poté na ana-
lýzu požadavků systému. V této části budu popisovat jednotlivé dílčí úkony vývoje tak, 
jak byly navrženy a zpracovány. Dále představím vývojové nástroje, prostředky či pro-
středí, kterých bylo využito a jakého výstupu bylo v konečném důsledku dosaženo. 
V popisu budu postupovat analogicky a po jednotlivých částech modulu přičemž vždy 
popíšu řešení na jednotlivých z jednotlivých pohledů – databázová vrstva, integrace, 
aplikace. 
4.1 Autorizace 
Před samotným vývojem jednotlivých dílčích částí účetního modulu vzniká potřeba 
zabezpečit systém před vstupem neoprávněných osob. Údaje oprávněných uživatelů 
udržuje v databázi tabulka user. Ta obsahuje přihlašovací jméno uživatele, jméno, email 
a heslo. Heslo není uloženo ve formě řetězce – uložení hesla 
v jeho skutečné podobě by bylo bezpečnostní slabinou, protože 
v případě napadení nebo odcizení databáze může neoprávněná 
osoba číst hesla přímo. U hesel je proto vhodné ukládat tzv. HA-
SH - technologie vytvoření digitálního otisku konstantní délky 
libovolně dlouhého řetězce, přičemž i malá změna vstupu zapří-
činí zásadní změny ve výstupu. Konkrétně bude využíván hasho-




vací algoritmus SHA1. 
Z pohledu databáze pak tabulka uživatelů poskytuje cizí klíč spoustě dalších relací, kte-
ré svým charakterem potřebují spojovat své entity s konkrétními uživateli. 
Proces autorizace zajišťuje komponenta LoginForm. Úkolem této komponenty jsou ná-
sledující činnosti: 
• zjištění, je-li uživatel, který zasílá dotaz na server, autorizován, 
• přesměrování na přihlašovací stránku, 
• vykreslení přihlašovacího formuláře, 
• kontrola vstupu na straně klienta, 
• ověření odeslaných údajů porovnáním s daty uloženými v databázi, 
• přidělení přihlašovacího SESSION_ID a přesměrování uživatele do interní části 
systému. 
Komunikace se serverem probíhá pomocí technologie AJAX, kdy jsou veškeré poža-
davky serveru a jeho odpovědi přijímány na pozadí stránky. Stránka, která je uživateli 
vykreslena jako odezva na požadavek autorizace, je přesměrována až na základě jeho 
úspěšného ověření údajů a přihlášení. 
4.1.1 Přihlašovací formulář v Nette 
Na popisu autorizace uživatelů chci demonstrovat způsob vykreslování formulářů na 
webových stránkách prostřednictvím Nette frameworku. Základem je vytvoření kompo-
nenty, která bude celý proces obsluhovat. Připomínám, že komponenta je součástí mo-
delu (ve slova smyslu architektury model-view-presenter). Komponenta kromě metod 
obsahuje také vlastní interní šablonu, která je v případě ajaxové komunikace vykreslo-
vána na pozadí. Nejprve ukázka kódu: 
     public function createComponentForm(){ 
          
         $form = new Form(); 
 
         $form->getElementPrototype()->class[] = 'ajax'; 
 
         $form->addText('login','Uživatelské jméno') 
   ->addRule(Form::FILLED, 'Vyplňte uživatelské jméno!'); 
 
         $form->addPassword('password','Heslo') 
   ->addRule(Form::FILLED, 'Vyplňte heslo!'); 
 
         $form->addSubmit('submit','Přihlásit se'); 
  




         return $form;         
     } 
Kód 3: Formulářová komponenta v Nette – přihlašovací formulář. 
Metoda createComponentForm nejprve vyvolá třídu Form, která je součástí Nette fra-
meworku a na této třídě postupně volá metody, které do konečného generovaného kódu 
vsadí formulářové prvky login, password a submit - tlačítko pro odeslání formuláře. 
Zároveň jsou všem formulářovým prvkům pomocí addRule přiděleny požadavky na 
jejich formát či obsah. Po úspěšném odeslání formuláře mají být data zaslána metodě 
tryLogin. A perlička nakonec, celá komunikace mezi klientským prohlížečem a serve-
rem je Ajaxována velmi jednoduše a to přidáním třídy ajax formuláři. Pro ukázku uvá-
dím metodu, jejímž úkolem je zpracování odeslaného formuláře. 
public function tryLogin(Form $form){ 
 
             $values = $form->getValues(); 
             $presenter = $this->getPresenter(true); 
  
             try{ 
 
              $presenter->getUser()->login($values->login,$values->password); 
 
                 $presenter->getUser()->setExpiration('60 minutes'); 
 
             }catch(\Nette\Security\AuthenticationException $e){ 
 
                 $presenter->flashMessage($e->getMessage()); 
             } 
  
             $this->invalidateControl('loginBlock'); 
 
             $presenter->invalidateControl('flashMessages'); 
  
} 
Kód 4: Metoda pro ověření autorizačních údajů. 
HTML kód vygenerovaný prostřednictvím PHP pak vypadá pro pole uživatelského 
jména následovně (všimněte si, že v žádném dříve uvedeném kódu nebylo zapotřebí 
psát HTML kód. Automatické generování HTML kódu je jednou z vlastností formulářů 
v Nette). 
<tr class="required"> 
 <th><label class="required" for="frmform-login"> 
  Uživatelské jméno</label></th> 
 <td><input type="text" class="text" name="login" id="frmform-login" 
required="required" data-nette-rules="{op:':filled',msg:&quot;Vypl\u0148te 
u\u017eivatelsk\u00e9 jm\u00e9no!&quot;}" value="" /> 
 </td></tr> 
Kód 5: Výsledný HTML kód přihlašovacího formuláře. 
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Celý přihlašovací formulář je k dispozici na adrese http://accounting.inlink.net a jeho 
aktuální nastylovanou podobu demonstruje následující obrázek: 
 
Obr. 6: Přihlašovací formulář pro účetní modul podnikového IS. 
4.2 Prezentace uložených dat 
Nacházíme se v situaci, kdy je uživatel přihlášen do systému. Přístup informačního sys-
tému k uživateli bude nyní téměř výhradně probíhat v následujících krocích: 
• získání a zpracování informací od uživatele 
• trvalé uložení informací ve formě dat 
• získání dat a předání informace uživateli 
Popisem začnu od konce uvedeného seznamu a tou je prezentace uložených dat, protože 
se jedná o první stránku, se kterou se uživatel po vstupu do systému setká. Dobrým pří-
kladem předání dat uživateli je přehled aktuálních zůstatků na účtech a může vypadat 
následovně: 
 




Výše uvedená tabulka je výsledkem práce presenteru, který přijal požadavek (dle ukáz-
ky kódu níže, přímo od inicializační šablony) na zjištění aktuálních zůstatků na účtech, 
ten požadavku vyhovuje spojením se s modelem, který obsluhuje databázovou vrstvu a 
získaná data zasílá zpět do presenteru, který je předá k vykreslení do šablony. Jak již 
bylo uvedeno v teoretické části, šablona je dokument šablonovacího jazyka Latte, který 
přináší vysokou bezpečnost důsledným ošetřováním výstupů, ale především i složitý 
výpis působí přirozeným a přehledným dojmem viz níže. 
{foreach $database->table('account')->where('(debit != 0 or credit != 0) and 
id > 0')->order('id asc') as $account} 
 
    {if $account->account_group->account_class->id != $account_class_id} 
        {var $account_class_id = $account->account_group->account_class->id} 
        <tr class='h3'> 
  <td colspan='3'> 
   <h3>{$account->account_group->account_class->name}</h3> 
  </td> 
 </tr> 
    {/if} 
… 
Kód 6: Ukázka použití databázové vrstvy ORM přímo v latte šabloně. 
Uvedená ukázka kódu je také hezkou demonstrací fungování databázové vrstvy ORM, 
která sama zajišťuje spojování tabulek či přímý výběr dat z tabulek. Databázový dotaz, 
který je uveden níže by bylo možno jednodušeji napsat jedním dotazem za použití spo-
jení tabulek příkazem JOIN, avšak představte se situaci, kdy tabulka neobsahuje desít-
ky, či stovky ale desítky a stovky milionů záznamů. Pak se stává spojení dvou takových 
tabulek činností relativně výpočetně náročnou. Tento problém vrstva efektivně řeší, 
rozdělením na poddotazy a výběrem závislých dat za pomoci přímých výběrů dle klíčů. 
SELECT *  
FROM `account`  
WHERE ((debit != 0 or credit != 0) and id > 0)  
ORDER BY id asc; 
 
SELECT *  
FROM `account_group`  
WHERE (`account_group`.`id` IN (21, 22, 31, 33, 34, 41, 43, 60, 71)); 
 
SELECT *  
FROM `account_class`  
WHERE (`account_class`.`id` IN (2, 3, 4, 6, 7)); 
Kód 7: Ukázka výsledného SQL kódu prostřednictvím ORM vrstvy. 
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4.3 Účetní dokumenty 
Každý účetní případ v systému se vždy váže k (účetnímu) dokumentu. Dokument ve 
slova-smyslu, v jakém je implementován do systému má funkci dokumentace účetních 
případů a to buďto jednotlivých nebo sběrných a měl by mít odraz v reálném světě. Po-
kusím se demonstrovat na příkladě: 
Přijme-li účetní jednotka fakturu (faktura přijatá), pověřená osoba tento dokument za-
znamená do systému, konkrétně údaje: datum, typ dokumentu, číslo dokumentu a pří-
padně účel. Po zaznamenání může být fyzický dokument založen do účetního repositáře  
a na základě záznamu je možno nad dokumentem provádět účetní operace. 
Následující obrázek zobrazuje výpis existujících dokumentů a akce, které lze s doku-
mentem provádět.  
 
Obr. 8: Výpis existujících dokumentů včetně možností. 
Dokument, který byl uložen do systému je možno zpětně editovat nebo přejít rovnou 
k jeho účtování. U speciálních typů dokumentů, které generuje sám systém a kterým je 
například faktura nabízí také možnost exportování do PDF či zobrazení ve formě 
HTML dokumentu. 
4.3.1 Vytvoření a editace účetního dokumentu 
Pro formulář, který zajišťuje převzetí informací od uživatele, slouží komponenta Docu-
mentForm. Přičemž ta samá komponenta zároveň obsluhuje obě důležité události 
v rámci zpracování dokumentu: 
• přidání nového dokumentu, 
• editace stávajícího dokumentu. 
Příjem dat, jejich zápis či aktualizaci v databázi zajišťuje metoda submitDocument. Ná-




Obr. 9: Formulář pro přidání nového účetního dokumentu. 
Podstatné informace ke každému dokumentu jsou typ dokumentu, číslo dokumentu, 
předmět či popis, a především datum vzniku dokumentu. Dále je uložen údaj o uživateli, 
který, který dokument vytvořil a nepovinný údaj, jedná-li se o speciální dokument (v 
našem případě prozatím jen faktura), který byl vygenerován systémem. Následující vý-
řez z databázového modelu demonstruje relace, které se přímým způsobem váží 
k účetnímu dokumentu. 
 
Schéma 5: Propojení relace document s relací invoice a demonstrace přijatých cizích klíčů. 
4.3.2 Fakturace 
Ze schématu č. 5 je zřejmá existence speciálního typu dokumentu, kterým je faktura. 
Schopnost generování a ukládání faktur byl jeden z klíčových požadavků na účetní mo-
dul. Vstupními a zároveň požadovanými daty pro vytvoření nové faktury jsou následu-
jící: 
• data (datum vydání a splatnosti), 
• informace o dodavateli, 
• informace o odběrateli, 
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• položky k úhradě (popis, množství, cena), 
• daňové informace. 
Datum a informace o odběrateli jsou uloženy přímo 
v tabulce invoice. Informace o dodavateli jsou získávány z 
tabulky options, která obsahuje obecné údaje o společnosti - 
data jsou pro informační systém konstantní. Jednotlivé po-
ložky faktury jsou uloženy v tabulce items, přičemž platí, že 
k jedné faktuře může být připojena jedna a více položek. 
Ostatní data jako celková suma či daň jsou na základě zís-
kaných údajů vypočtena aplikací a není vhodné je ukládat 
do databáze. 
Formulář pro vytvoření nové faktury nabízí kromě zadání 
potřebných informací také možnost dynamického přidávání 
položek bez nutnosti znovunačtení stránky. Uživatel navíc při zadání daňových údajů 
může zvolit, jsou-li uvedené ce-
ny včetně daně, případně má-li 
být daň připočtena. Úprava fak-
tury probíhá znovunačtením, 
vykreslením a naplněním formu-
láře daty z databáze. Veškeré 
události ohledně vytvoření a úpravy fakturace zajišťuje komponenta InvoiceForm. 
Fáze vytvoření faktury: 
• vykreslení formuláře pro přidání/editaci faktury, 
• ověření korekce vstupních dat, 
• uložení záznamu a příslušných dat do tabulky invoice, 
• připočtení, odečet daně dle druhu zadaných dat metodou ze zákona o účetnictví, 
• uložení fakturovaných položek do tabulky items, 
• vytvoření záznamu o účetním dokumentu v tabulce document. 
4.3.3 Export dokumentů do PDF a HTML 
Volně, na základě výše uvedeného popisu uložení nové faktury, chci navázat na export 
dokumentů, které jsou výstupem účetního modulu, do souborů s možností tisku, uložení 
Obr. 10: Demonstrace možnosti aplikace DPH na faktuře. 




či archivace a dalších činností dle potřeby účetní jednotky. Těmito formáty jsou PDF 
dokument a HTML stránka. 
Za účelem generování PDF dokumentů systém využívá volně dostupnou PHP knihovnu 
mPDF. Knihovna je schopná vytvářet a konvertovat HTML dokumenty v kódování 
UTF-8 do PDF souborů a obsahuje množství PHP tříd založených na nástrojích FPDF a 
HTML2PDF. Obrovskou výhodou je schopnost zpracovat HTML na bázi DOM, což 
přináší možnost formátovat dokument pomocí kaskádových stylů (CSS). Samotná 
knihovna je poměrně velká a přináší tak řadu nástrojů, které zajišťují takřka všechny 
možnosti práce s PDF dokumentem (řízení záhlaví, zápatí, vkládání obrázků, vodoznak, 
ochrana dokumentu, atp.). 
Pro schopnost spolupráce Nette frameworku s touto knihovnou je navíc zapotřebí im-
plementovat volně dostupné rozšíření Nette a to třídu PdfResponse. Pokud je takto 
všechno připraveno, pak můžeme generovat PDF soubory velice efektivním způsobem 
= odesláním šablony k vykreslení do „PDF továrny“ (slovem továrna jsou označovány 
metody tříd v Nette presenterech). Následující kód demonstruje vykreslení šablony fak-
tury a její následné zaslání pro tisk to PDF: 
$template = $this->createTemplate() 




// Zaslání document do template                 





$pdf = new PDFResponse($template); 
$pdf->documentTitle = $template->options 
 ->company_name." - (faktura ".$template->invoice 
  ->year.$template->invoice->number.")"; 
 
$pdf->documentAuthor = $template->user 
 ->name." (".$template->user->email.") - ".$template 
 ->options->company_name; 
 
// $pdf->mPDF->OpenPrintDialog();  // Vyvolá dialog tisku 
 
$this->sendResponse($pdf); 
Kód 8: Export dokumentu (faktury) do souboru ve formátu PDF. 
Generování HTML souborů probíhá na podobné bázi jako výše popsané řešení PDF 
souborů s tím rozdílem, že výstupem je standardní webová stránka. Konkrétně v případě 
exportu faktur je využívána stejná šablona (invoice.latte) pro oba typy výstupu. Ve vý-
sledku se tak dokumenty liší pouze použitým stylopisem, který je pro oba formáty op-
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timalizován na základě jejich způsobu vykreslení daného dokumentu za cílem stejné 
rozložení a struktury při zobrazení v obou formátech. 
4.4 Účtování 
Možnost manuálního provádění účetních úkonů je jednou z primárně požadovaných 
funkcionalit účetního modulu. Jak bylo již dříve uvedeno, účtování vždy probíhá na 
základě účetního dokumentu. Po vytvoření a úspěšném uložení dokumentu má uživatel 
možnost dokument účtovat, přičemž platí, že k jednomu dokumentu se může vázat ne-
omezený počet účetních operací. Vše nejprve představím na výřezu z databázového 
modelu. 
 
Schéma 7: Propojení operací s účty a návaznost na účetní dokumenty. 
Tabulka document byla představena již dříve, přičemž nyní se stává rodičem pro jednot-
livé účetní operace, pro jejichž záznam slouží tabulka operation. Navíc dokument i ope-
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raci mohou nezávisle na sobě provést různí uživatelé, proto je vhodné, aby u každého 
záznamu toho typu byl zpětně dohledatelný autor pomocí cizího klíče z tabulky user. 
Každá, již dále nedělitelná, účetní operace pak spojuje dva účty – jeden účet na straně 
Dal a druhý účet na straně Má dáti. Pro evidenci účtů a jejich vlastností slouží tabulka 
account. Vlastnostmi účtů jsou následující: 
• číslo účtu (id), název účtu (name), 
• typ účtu (type), 
- aktivní (active), pasivní (passive), 
- výnosový (revenue), nákladový (expense), 
- závěrkový (close), 
• druh účtu (kind), 
- rozvahový (balance), 
- výsledkový (result), 
• aktuální zůstatek na straně má dáti (debit) a dal (credit), 
• daňová aktivita (tax). 
Kromě uvedeného také cizí klíč z tabulky account_group, která účet řadí do účetní sku-
piny. Položky této tabulky jsou následně seskupeny do účtových tříd přijetím cizího 
klíče z tabulky account_class. Nadstavbovou službou jsou účetní šablony. Šablona je 
obecně seskupení několika účtů, které zajistí komplexní zaúčtování určitého účetního 
případu, který se týká několika účtů. Jedná se o doposud neimplementovaný mechanis-
mus, který má zjednodušit účtování. 
Vybízí se otázka, jakým způsobem účtovat případy, které se svou podstatou týkají třech 
účtů, konkrétně k takové situaci dochází v případě zaúčtování závazku ke státu – daň 
z přidané hodnoty. Řešení je prosté – stačí tuto komplexnější operaci rozdělit na dvě 
základní (atomické) operace a částku adekvátně rozpočítat. To je jeden z příkladů, který 
zjednoduší výše zmíněné šablony účetních operací. Chceme-li problematiku pojmout 
komplexně, tak je zapotřebí také popsat způsob účtování specifických operací, které se 
týkají pouze jednoho účtu. Klasickým případem takové operace je zápis počátečního 
stavu na účtu. Pro tento účel existuje v databázi speciální účet s číslem 0 a názvem 
„prázdný“, který slouží pro vyplnění druhé strany účtu, tak aby nebyla porušena nasta-
vená integrace. Pro účet bude nastaven databázový trigger, který po každé takové ope-
raci účet nuluje. 
48 
 
4.4.1 Interaktivní účtovací formulář 
Úkolem účtovacího formuláře je zachycení následujících informací: 
• číslo účtu má dáti, 
• číslo účtu dal, 
• datum zúčtování, 
• peněžní částka převodu. 
Důležitým požadavkem na strukturu formuláře je uživatelská přívětivost a schopnost 
rychlé a bezproblémové obsluhy. Formulář kromě zadání vstupních dat obsluhuje také 
výpis existujících účetních operací k danému dokumentu a nabízí možnost jejich edita-
ce. 
Základními prvky formuláře jsou zadávací pole dvou účtů, mezi kterými má transakce 
proběhnout. Ten je vykreslován a řízen JavaScriptem (za podpory knihovny jQuery), 
který odchytává každé stisknutí klávesy v poli pro vyhledání účtu a zasílá serveru poža-
davek na vrácení návrhu relevantních účtů (našeptávání). Přenos dat se děje na pozadí 
stránky pomocí technologie AJAX. Následující kód odchytává každé stisknutí klávesy, 
zasílá na server požadavek o „nápovědu“ a přijatá data vykresluje do stránky. 
 $('.account-input').focus().keyup(function(event){ 
 
     var id = $(this).attr('id'); 
      
 $.getJSON({link accountSearch!}, {'text': $('#'+id).val()}, 
 function(payload) { 
 
         $('#'+id+'-result ul').remove(); 
  
         var list = $("<ul for='"+id+"'></ul>").appendTo('#'+id+'-result'); 
  
         for (var i in payload.accountSearch) { 
             $('#'+id+'-result ul').append(payload.accountSearch[i]); 
 
         } 
     }); 
 }); 
Kód 9: JavaScriptové zpracování vyhledávání účtů. 
Na straně serveru pak požadavek zpracovává metoda, která nejprve zjišťuje datový typ 
hledaného řetězce - číslo nebo řetězec znaků a na základě vyhodnocení této podmínky v 
databázi účtů vyhledává buď podle konkrétního čísla, nebo v názvech účtů, které obsa-
hují zadaný řetězec. Jinými slovy lze vyhledávat zadáním čísla účtu nebo psaním jeho 
názvu. Metodu uvádím v plném rozsahu – jedná se o funkci, která má široké využití a 
demonstruje aktuální možnosti vývoje webových aplikací na té nejvyšší úrovni (příjem 
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AJAXového požadavku, spojení s databází vrstvou ORM, zvýraznění hledaných řetěz-
ců, vrácení pole pro JSON). 
public function handleAccountSearch($text){ 
      
     $orig_text = $text; 
     $this->payload->accountSearch = array(); 
     $text = trim($text); 
  
  
     if ($text != ''){ 
  
         $where = ""; 
         $searchByNumber = false; 
  
         if(is_numeric($text)){ 
 
  // Bude se vyhledávat podle čísla účtu. 
  
             $where = "id = $text or id=".$text."000"; 
             $searchByNumber = true; 
  
         }else{ 
  
  // Bude se vyhledávat podle textu rozděleného po slovech. 
 
             $words = explode(" ",$text); 
             $orig_words = explode(" ",$orig_text); 
             $delimiter=""; 
  
             foreach($words as $word){ 
  
                 $where .= $delimiter."name like('%$word%')"; 
                 $delimiter = " and "; 
  
             } 
  
         } 
  
     // Odeslání databázového datazu prostřednictvím ORM. 
 
         $table = $this->getService('model')->getDatabase()->table('account') 
           ->select('id,name')->where($where)->limit(10); 
  
     // Průchod výsledky a zvýraznění vyhledávaných frází. 
         foreach ($table as $id => $row){ 
  
             $name = mb_strtolower($row['name']); 
  
             if($searchByNumber == false){ 
                 foreach($orig_words as $word){ 
                     $name = preg_replace("|($word)|Ui" ,"->$1<-" , $name); 
                 } 
  
                 $name = str_replace("->","<strong>",$name); 
                 $name = str_replace("<-","</strong>",$name); 
  
                     $rowId = ($row['id']/1000); 
  
             }else{ 
                     $rowId = "<strong>".($row['id']/1000)."</strong>"; 
             } 
  
  // Přidání výsledku do pole v HTML tvaru. 
             $this->payload->accountSearch[] =  
   "<li account='".$row['id']."'>[ $rowId] ".$name."</li>"; 
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         } 
  
     } 
  
     $this->terminate(); 
  
 } 
Kód 10: Metoda pro zpracování požadavku na vyhledání účtů. 
Ukázkový skript zároveň fixuje řadu problémů, které při testování vznikly. Od problé-
mů některých standardních PHP funkcí s českými diakritickými znaky až po korektní 
zvýrazňování vyhledávané frázi v návratových hodnotách použitím regulárního výrazu. 
Následující obrázek zobrazuje fungování formuláře v praxi. 
 
Obr. 11: Ukázka výběrového formuláře účtů. 
4.5 Účetní závěrka 
Účetní závěrka je dalším oddílem účetního modulu a svou charakteristikou se jedná o 
převážně výstupní část systému. Zpracováním dat poskytuje informace o hospodaření 
podniku. Funkcionálně je oddíl členěn následovně: 
• generování (vstupních) výstupních účetních přehledů (výkazů) 
o rozvaha 
o výkaz zisku a ztrát 
o výkaz cash-flow 
• účetní závěrka 
o uzavření účetního období 
o výpočet a zaúčtování daňové povinnosti 
o otevření nového účetního období 
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Následující obrázek demonstruje strukturu tabulek, které se týkají účetní závěrky a vý-
kazů v databázovém modelu systému. 
 
Schéma 8: Relace statement a tabulky se vztahem k účetní závěrce a účetním výkazům. 
Primární tabulkou, která slouží pro evidenci všech existujících výkazů je pojmenována 
statement. Každý výkaz má svůj typ – jako číselník typů slouží tabulka statement_type. 
Nabízí se také možnost řešit typ výkazu datovým typem ENUM, nicméně externí čísel-
ník dává možnost rozšíření o nové výkazy. Určení uživatele, který výkaz vytvořil je 
zajištěno přijetím cizího klíče tabulky user. Vzhledem k odlišným požadavkům na jed-
notlivé výkazy (rozvaha, výkaz zisku a ztráty a cash-flow) byly pro každý případ vytvo-
řeny šablony b_template, pl_template, cf_template přičemž každá z těchto tabulek ob-
sahuje informace o jednotlivých řádcích výkazů (číslo řádku, označení řádku, název, 
úroveň nadpisu). Samotné hodnoty pro jednotlivé řádky jednotlivého výkazu jsou ulo-
ženy v tabulkách se sufixem record. Poslední tabulkou je relace close – ta slouží pro 
evidenci účetních závěrek, přičemž platí, že v rámci každé účetní závěrky jsou vytvoře-
ny také všechny typy výkazů. Tabulka udržuje informace o uživateli, který závěrku 
provedl, počátku uvažovaného období, termínu účetní závěrky a protokolu (speciální 
log při zpracovávání závěrky). Účetní závěrka jako taková se minimálně pro potřeby 
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aplikace a zachování integrity stává účetním dokumentem (z toho důvodu přebírá cizí 
klíč tabulky document) za účelem spojení dokumentu s účtováním operací, jejichž po-
třeba zaúčtování vzniká v rámci účetní závěrky. 
4.6 Tvorba účetních výkazů 
Pro generování účetních výkazů není zapotřebí provádět účetní závěrku. Jinými slovy 
lze generovat operativní přehledy v průběhu hospodářského roku. Prvním prvkem oddí-
lu účetní závěrky je formulář pro generování těchto výkazů (přehledů). Funkcionálně 
zajišťuje vygenerování dokumentů komponenta StatementForm, která je rozdělena na 
základní tři části podle požadavku na typ výsledného dokumentu. 
 
Obr. 12: Formulář pro vytvoření nového účetního výkazu. 
4.6.1 Příprava databázových dat 
Za účelem efektivního a především rychlého výpočtu a získání dat z databáze pro účely 
generování výkazů byla vyvinuta databázová funkce accountBalance, která na základě 
čísla účtu nebo rozsahu čísel vrátí zůstatek, případně sumu zůstatků v zadaném časovém 
intervalu. Vstupy funkce jsou následující údaje: 
• číslo počátečního účtu 
• číslo posledního účtu 
• počáteční datum intervalu 
• poslední datum intervalu 
create function accountBalance 
(account_id_start int, account_id_end int, date_start date, date_end date) 
 
 returns double(10,2) 
 begin 
     declare debit float; 
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     declare credit float; 
     declare typ varchar(8); 
      
     set typ = (select type from account 
      where id >= account_id_start order by id asc limit 1); 
      
     set credit = (select sum(amount) from operation 
         where credit_account_id >= account_id_start 
         and credit_account_id <= account_id_end 
         and execution_date >= date_start 
         and execution_date <= date_end 
         and active=1 
         group by active); 
          
     set credit = ifnull(credit,0); 
          
     set debit = (select sum(amount) from operation 
         where debit_account_id >= account_id_start 
         and debit_account_id <= account_id_end 
         and execution_date >= date_start 
         and execution_date <= date_end 
         and active=1 
         group by active); 
          
   set debit = ifnull(debit,0); 
      
         if typ = "active" then return (debit-credit); 
         elseif typ = "passive" then return (credit-debit); 
         elseif typ = "expense" then return debit; 
         elseif typ = "revenue" then return credit; 
         else return (debit-credit); 
         end if; 
                   
 end 
Kód 11: Databázová funkce accountBalance. 
Funkce nejprve zjišťuje, o jaký typ účtů se jedná, následně zjišťuje sumu kreditních a 
debetních operací v zadaném intervalu a vrací rozdíl mezi těmito hodnotami právě na 
základě typu účtu. Příklad volání funkce může vypadat následovně: 
select accountBalance(221000,221999,'2012-01-01','2012-04-04'); 
Kód 12: Příklad volání databázové funkce accountBalance. 
Sestavení rozvahy, která má více než 120 řádků, je za použití výše uvedené databázové 
funkce bleskové. Praxí softwarových firem bývá realizace téměř všech databázových 
dotazů pomocí uložených procedur a funkcí. Tento přístup si v případě realizace bere 
zvýšené náklady na vývoj, avšak později výrazně šetří náklady a potřeby výpočetního 
výkonu. 
Korektní komunikaci mezi databází a aplikací, která zpracovává vygenerování výkazu, 
zajišťuje metoda gab (krátký název je použit z důvodu častého používání metody 




 * $number akceptuje řady účtu ve formátech: nnn, nn*, n**, nnn***, nnnn** 
 * spojování nezávislých účtů pomocí "&" například $number = "221&222" 
 * pokud není zadáno počáteční datum ($start) je použito celé období 
 */ 
  
 public function gab($number,$date,$start = null){       
  
     $accounts = explode("&", $number); 
     $balance = 0; 
  
     if(!$start){ 
         $start = "2000-01-01"; 
     } 
  
 foreach($accounts as $account){ 
  
         $number_from = str_replace("*","0",$account); 
         $number_to = str_replace("*","9",$account); 
  
         while(strlen($number_from) < 6){ 
             $number_from = $number_from."0"; 
             $number_to = $number_to."9"; 
         } 
  
         $balance += $this->database 
 ->query("select accountBalance($number_from,$number_to,'$start','$date') 
as balance")->fetch()->balance; 
  
     } 
  
     return round($balance,2);                                                                                                                
 } 
Kód 13: Metoda gab sestavující dotaz pro databázovou funkci accountBalance. 
4.6.2 Generování výkazů 
Přípravou všech funkcí tak, jak byly popsány výše, je nyní sestavení výkazu poměrně 
snadnou činností a postup je možno sjednotit do následujících bodů: 
• ověření vstupních dat (především správný typ výkazu pro určení minulého ob-
dobí) 
• vytvoření záznamu o novém výkazu (tabulka statement) 
• předání informací metodě, která zajistí výpočet hodnot pro jednotlivé řádky vý-
kazu 
Obsluhující funkcí výpočtu hodnot je createBalance, createProfitLoss, createCashFlow 
(na základě požadovaného typu). Vstupními hodnotami metody je číslo výkazu (state-
ment.id), počáteční datum a datum sestavení výkazu. Hodnoty pro jednotlivé řádky jsou 
průběžně ukládány do pole a dokončením výpočtů jsou všechna data (řádky výkazu) 
odeslány dávkou pro zapsání do databáze. (Výpočetně efektivnější způsob, než odesílat 
každý řádek zvlášť.) Výpočet hodnot pro jednotlivé řádky může vypadat následovně: 
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$b[85] = $this->gab('6**',$date)-$this->gab('5**',$date); 
$b[96] = $this->gab('364&365&366&367&368',$date_from); 
$b[98] = $this->gab('473',$date_from)-$this->gab('255',$date_from); 
$b[63] = $b[64]+$b[65]+$b[66]; 
Kód 14: Různé variace vstupních hodnot metody gab a matematické operace. 
Uvedený příklad demonstruje různé možnosti sčítání a odčítání různých řádků či růz-
ných rozsahů. Metodický postup výpočtu hodnot jednotlivých řádků vychází ze zákona 
o účetnictví. V případě výkazu Cash-flow se pak jedná o čistě orientační sestavu, jejíž 
metodika taktéž vychází ze zákona. Všechny vypočtené hodnoty jsou orientační a je 
vždy potřeba ruční korekce. 
4.6.3 Prezentace výkazů 
Existující výkazy je možno prezentovat či exportovat ve dvou formátech: 
• přímé vykreslení výkazu do webové stránky 
• export do PDF za účelem uložení, tisku či externí archivace 
Přehled výkazů a možnosti jejich zobrazení demonstruje následující obrázek: 
 
Obr. 13: Ukázka seznamu výkazů pro rozvahu včetně možností exportu. 
Průběh generování PDF dokumentů je velice podobný tomu, jak byl výše popsán 
v případě exportu faktur. Jinými slovy je obsah pro vykreslení zaslán do šablony out-
put/statemen.latte a ta zpracována továrnou pro vygenerování PDF dokumentu (třída 
PDFResponse). 
Vygenerované výkazy slouží především jako orientační vodítko pro organizaci. Každý 
výkaz musí před konečnou archivací projít ruční korekcí a ověřením správnosti. Uvede-
né pak platí především pro výkaz o peněžních tocích, který je aplikací sestavován na 
základě metodických doporučení nepřímou metodou a vychází z ČÚS č. 023. Bez ruční 
korekce jeho formální sestavení nepřináší valnou přidanou hodnotu. 
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4.7 Generování účetní závěrky 
Metodický postup sestavení účetní závěrky již byl popsán v teoretické části této práce 
(konkrétně bod 2.2.2). V tuto chvíli se budu věnovat čistě implementaci tohoto postupu.  
public function submitClose($form){ 
  
  // Získání dat z formuláře    
  $statement = $form->getValues(); 
  $userId = $this->getPresenter(true)->getUser()->getIdentity()->data['id']; 
      
     /** 
     * Vyčíslení konečných stavu tříd 5 a 6 + jejich převod na 710. 
     * Podstatené efekty: vynulování 5** a 6** a zjištění HV před zdaněním. 
     * Roztřídění nákladů a výnosů podle daňové účinnosti. 
     */ 
  
     $creditSum = $this->database->table('account')->select('credit') 
 ->where('id >= 500000 and id < 600000')->aggregation('sum(credit)'); 
 
     $noTaxCreditSum =  $this->database->table('account')->select('credit') 
 ->where('id >= 500000 and id < 600000 and tax = 0') 
 ->aggregation('sum(credit)'); 
  
     $debitSum = $this->database->table('account')->select('debit') 
 ->where('id >= 600000 and id < 700000')->aggregation('sum(debit)'); 
 
     $noTaxDebitSum = $this->database->table('account')->select('debit') 
 ->where('id >= 600000 and id < 700000 and tax = 0') 
 ->aggregation('sum(debit)'); 
  
     // Vynulování 5**, 6** 
  
     $this->database->exec 
 ("update account set credit = 0 where id >= 500000 and id < 600000"); 
      
 $this->database->exec 
 ("update account set debit = 0 where id >= 600000 and id < 700000"); 
 
     $this->database->exec 
 ("update account set debit = ".($debitSum+$noTaxDebitSum).", 
 credit = ".($creditSum+$noTaxCreditSum)." where id = 710000 limit 1"); 
Kód 15: Generování účetní závěrky – hospodářský výsledek. 
V tuto chvíli se program nachází ve stavu zjištění hospodářského výsledku před zdaně-
ním. Do proměnných creditSum, noTaxCreditSum atp. byly, jak jejich název napovídá, 
uloženy hodnoty daňově uznatelných/neuznatelných výnosů a nákladů, se kterými se 
bude dále operovat. V další části se k hospodářskému výsledku přičítají všechny daňově 
neúčinné náklady a odečítají všechny daňově neúčinné výnosy a vytváří účetní doku-
ment. 
     $profit = ($creditSum-$debitSum)+ $noTaxDebitSum - $noTaxCreditSum; 
 
     // Vytvoření dokumentu 
     $this->database->exec(" 
  insert into 
  document(document_type_id, number, subject, create_date, user_id) 
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  values(5,'".date('Ymd')."','Závěrka k".date('j.n.Y')."',NOW(),'$userId'); 
     "); 
 
     $documentId = $this->database->lastInsertId(); 
Kód 16: Generování účetní závěrky – vytvoření účetního dokumentu. 
Dle kladného/záporného výsledku hospodaření aplikace provede potřebné operace. 
     if($profit > 0){ 
          
         // Zaoukouhlení HV na tis. dolů a výpočet daně z příjmu. 
          $roundProfit = floor($profit/1000)*1000; 
          $incomeTax = $roundProfit * 0.19; 
   
   
          /** 
          * Zaúčtování daňové povinnosti ke státu. 
          * Na účtu 341 se vyúčtuje daňová povinnost. 
          * Na účtu 710 vzniká situace ke zjištění HV po zdanění. 
          * Vyúčtování zisku: 710/431. 
          */ 
   
          $profitAfterTax = $profit-$incomeTax; 
   
 $this->database->exec(" 
insert into operation(user_id, document_id_id, debit_account_id, 





   
$this->database->exec 
("update account set credit = (credit+$incomeTax) where id = 341000"); 
 
$this->database->exec 
("update account set debit = (debit+$incomeTax) where id = 710000"); 
 
$this->database->exec 
("update account set debit = (debit+$profitAfterTax) where id = 710000"); 
 
$this->database->exec 
("update account set credit = (credit+$profitAfterTax) where id = 431000"); 
   
   
      }else{ 
   
          /** 
          * Zaúčtování ztráty: 431 / 710   
          */ 
   
         $profitAfterTax = $profit; 
   
 $this->database->exec(" 
insert into operation(user_id, document_id, debit_account_id, 




   
$this->database->exec 
("update account set debit = (debit+$profitAfterTax) where id = 431000"); 
 
$this->database->exec 
("update account set credit = (credit+$profitAfterTax) where id = 710000"); 
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 } 
Kód 17: Generování účetní závěrky – zaúčtování a vytvoření výkazů. 
Další část programu se věnuje vygenerování účetních výkazů. Tato část byla již dříve 
detailně popsána, nebudu proto znovu uvádět podobný kód. Principiálně se vytvářejí 
výkazy za zvolené účetní období a následně volají příslušné metody, které vygenerování 
a uložení zajistí. Dále se programu předají pouze identifikátory těchto dokumentů pod 
proměnnou lastStatementId. Na závěr program vytváří záznam o provedení účetní zá-
věrky a o jejím průběhu.  
 // Vytvoření záznamu o účetní závěrce. 
   
$this->database->exec 
("insert into close(protocol, user_id, balance_id, profitloss_id, 
cashflow_id, document_id, date_from, date_to) 
values('$protocol',$userId,$lastStatementId+2, $lastStatementId+1, 
$lastStatementId, $documentId, '$statement->date_from', '$statement->date') 
"); 
       
 // Potvrzující zpráva. 
   
$this->presenter->flashMessage 
("Účetní závěrka byla v pořádku provedena a účty otevřeny pro nové 
období.",'success'); 
   
} 
Kód 18: Generování účetní závěrky – záznam o účetní závěrce. 
Po dokončení celé akce systém nabízí výstupní dokumenty zobrazit buď pod příslušný-
mi položkami dle typu dokumentu z hlavního menu, nebo pro snadnější přístup slouží 
výpis protokolů účetních závěrek, který může vypadat následovně: 
 
Obr. 14: Výpis protokolů účetních závěrek. 
Výpis nabízí možnost zobrazit dokumenty klasicky prostřednictvím webové stránky, 
nebo obsah exportovat do PDF dokumentu. 
4.8 Finanční analýza účetních výkazů 
Poslední částí účetního modulu podnikového informačního systému je analýza účetních 
výkazů. Kritickým požadavkem na tento oddíl je především rychlá a přehledná prezen-
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tace dat. Tato část modulu má poskytovat neustálý orientační přehled nad hospodařením 
společnosti v následujících oblastech: 






Prezentace dat je nejčastěji realizována prostřednictvím grafů vykreslených přímo na 
webové stránce prostřednictvím technologie JavaScript a licencované knihovny am-
Chart.1 
4.8.1 Zdrojová data finanční analýzy 
Jako zdrojová data slouží výkazy, které byly vygenerovány jako příloha k účetní závěr-
ce. Velké množství použitých finančních ukazatelů využívá ke svému výpočtu hodnoty 
z více druhů ukazatelů, přičemž platí, že dané výkazy musí být sestaveny ke stejnému 
dni. Jinými slovy, pokud si uživatel v průběhu hospodářského roku nechá vygenerovat 
například rozvahu, nebude tato rozvaha jako taková do analýzy zahrnuta protože se ne-
váže k žádné účetní závěrce. 
Získání a předání dat pro vykreslení grafů zajišťuje presenter AnalysisPresenter. Pre-
senter na základě aktuálně vyžádané stránky zjišťuje, jaké ukazatele má vypočítat. Po-
žadavek na získání příslušných dat z výkazů pak zajišťuje metoda getSRV. 
 public function getSRV($statementType,$row){ 
  
     switch($statementType){ 
         case 1: $prefix = "b"; $name = "balance"; break; 
         case 2: $prefix = "pl"; $name = "profitloss"; break; 
         case 3: $prefix = "cf"; $name = "cashflow"; break; 
     } 
  
     return $this->database->query(" 
  select ".$prefix."_record.netto as netto, 
  date_format(close.date_to,'%e.%c.%Y') as d  
  from close left join ".$prefix."_record 
  on ".$prefix."_record.statement_id = close.".$name."_id 
  where ".$prefix."_record.row = $row order by close.id asc 
         "); 
} 
Kód 19: Získání hodnot na požadovaném řádku účetního výkazu. 
                                                 
1 V rámci této práce a její prezentace je použita nekomerční verze, při ostrém nasazení bude použita li-
cencovaná verze knihovny amCharts. 
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Pro zjištění požadované hodnoty je potřeba znát typ výkazů a její umístění – číslo řád-
ku. Metoda pak vrací pole s periodickými hodnotami pro požadovaný řádek. 
4.8.2 Prezentace výsledků analýzy 
Po získání polí s požadovanými hodnotami vzniká potřeba provedení výpočtů jednotli-
vých ukazatelů. Následující ukázka kódu demonstruje získání hodnot, výpočet ukazatele 
ROI a předání dat k vygenerování JavaScriptového kódu, který zajistí korektní zobraze-
ní grafu. 
// Získání hodnot z výkazů a jejich převod na pole. 
 
 $a = $this->getArray($this->getSRV(2,61)); 
 $b = $this->getArray($this->getSRV(2,43)); 
 $c = $this->getArray($this->getSRV(1,67)); 
  
// Průchod polem a provedení výpočtů ukazatele nad hodnotami. 
  
 for($i = 0; $i < count($a['netto']); $i++){ 
     if(isset($c['netto'][$i]) && isset($b['netto'][$i]) 
    && isset($c['netto'][$i]) && $c['netto'][$i] > 0){ 
 
 $data[$i]['roi'] = round(($a['netto'][$i]+$b['netto'][$i])/ 
         $c['netto'][$i],2); 
 
         $data[$i]['date'] = $a['date'][$i]; 
     }            
 } 
 
// Předání ukazatelů metodě createSingleAmchart, která generuje JS graf. 
  
 $this->template->roiGraph = $this->createSingleAmchart($data,'date','roi'); 
Kód 20: Ukázka postupu generování grafu pro ukazatel ROI. 
Výstupem procesu na straně serveru je, jak už bylo uvedeno, JavaScriptový kód, který 
zajišťuje vykreslení grafu na klientské počítačové stanici. Tento způsob řešení nabízí 
uživateli možnost interaktivní práce s grafem (a knihovna amCharts ji skutečně nabízí) 
aniž by byly mezi klientem a serverem přenášena další, byť režijní, data. Jako jasnou 
ukázku uvádím vygenerovaný JavaScriptový kód: 
AmCharts.ready(function(){ 
  
     var chrt7bf39049; 
      
     // Data ve formátu JSON. 
     var chartData = [{roi:0.29,date:"31.12.2009"}, 
    {roi:0.24,date:"31.12.2010"}, 
    {roi:0.26,date:"31.12.2011"}]; 
  
     chrt7bf39049 = new AmCharts.AmSerialChart(); 
     chrt7bf39049.dataProvider = chartData; 
     chrt7bf39049.categoryField = 'date'; 
     chrt7bf39049.startDuration = 1; 
     // Nastavení vizuální podoby grafu. 
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     var graph = new AmCharts.AmGraph(); 
     graph.type = 'column'; 
     graph.title = 'roi'; 
     graph.valueField = 'roi'; 
     graph.balloonText = 'Hodnota:[[value]]'; 
     graph.lineAlpha = 0; 
     graph.fillColors = '#F96B2F'; 
     graph.fillAlphas = 1; 
     chrt7bf39049.addGraph(graph); 
  
     // Požadavek na vykreslení grafu. 
     var legend = new AmCharts.AmLegend(); 
     chrt7bf39049.addLegend(legend); 
     chrt7bf39049.write("chrt7bf39049-chart"); 
 }); 
Kód 21: Ukázka vygenerovaného JavaScriptového kódu, který zajišťuje vykreslení grafu. 
Výsledný graf poté vypadá následovně: 
 
Obr. 15: Graf vývoje ukazatele ROI. 
Graf vybraných položek z výkazu zisku a ztráty může vypadat následovně: 
 
Obr. 16: Graf vývoje vybraných položek výkazu zisku a ztráty. 
4.9 Rekapitulace řešení 
Uvedené řešení analogicky popisuje postup vývoje a také způsob užívání účetního mo-
dulu. V textu jsem kladl vysoký důraz na kontinuitu a jednotnou formu popisu jednotli-
vých součástí. Bylo-li to možné, tak popis vždy začíná na představení a požadavcích na 
funkčnost. Samotná implementace se odráží od databázového modelu a postupuje přes 
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ukázky kódu jednotlivých podstatných či demonstračních metod až po výsledek včetně 
formy výstupu a jeho prezentace. 
Cílem této části byla kromě samotného popisu jednotlivých oddílů (dokumenty, účetnic-
tví, finanční analýza, atd.) vytvoření určité formy manuálu pro uživatele, kteří budou 
jednak s daným systémem pracovat a také vývojáře, kteří budou případně funkce měnit 
či rozšiřovat. 
4.10 Přínos projektu pro podnik 
Nasazením účetního modulu tak, jak byl popsán v této práci, podniku usnadní činnosti 
spojené s vedením účetnictví. Nejdůležitější funkcí systému bude záznam všech účet-
ních dokumentů, které jsou vždy na konci účetního období předány externímu zpraco-
vateli účetnictví. Další a velmi důležitou funkcí bude generování faktur. Celý proces byl 
detailně popsán a programové funkce generování faktury jsou nastaveny tak, aby mohly 
přijímat požadavky a data z ostatních modulů informačního systému, přičemž tato ope-
race bude v informačním systému probíhat automatizovaně. 
Jistě užitečnou funkcí bude též uvedená forma finanční analýzy účetních výkazů. Výka-
zy, tak jak jsou v systému pojaty, je možno poměrně snadno a především bez porušení 
jakékoliv integrity editovat. Proto tato část systému bude mít svůj přínos i v případě, 
kdy budou tyto výkazy před uzavřením účetního období pozměněny. Jinými slovy je 
možné bez problémů změny přenést zpět do systému. 
Celá aplikace je konstruována tak, aby ji bylo možno pohodlně rozšířit o další funkce. 
Příkladem může být evidence majetku, řízení pohledávek atp. Další rozvoj bude dán 
především budoucím vývojem podniku. Může například dojít ke stavu, kdy podnik bude 
účetnictví řešit ve své vlastní režii a další vývoj vlastního software bude nemyslitelný 





Cílem této bakalářské práce byl vývoj jednoho z modulu informačního systému, jehož 
úkolem je zajištění části vnitropodnikových účetních procesů. Záměrem byl vývoj apli-
kace, která poskytne prostředí pro záznam účetnictví tak, aby mohlo být na konci účet-
ního období předáno externímu zpracovateli a zároveň aplikace, která podniku poskytne 
průběžné informace o jeho hospodaření. 
V první části práce bylo popsáno teoretické pozadí a představeny vývojové nástroje a 
prostředí. Druhá část analyzovala současnou situaci a tím byly nastíněny požadavky na 
vývoj a funkčnost účetního modulu. V poslední části jsem analogicky popsal vývoj jed-
notlivých částí modulu od databázového modelu až po ukázky vygenerovaných grafů 
tak, aby byl vždy zřejmý postup vývoje určité části. 
Aplikace je nyní zcela dokončena a uvedena do provozu včetně použitelného uživatel-
ského rozhranní. Všechny komponenty prošly testováním a fungují dle požadavků. 
Tímto bakalářská práce splnila svůj cíl a aplikace navíc poskytuje dostatečný prostor 
pro případné budoucí rozšíření. 
Závěrem si dovolím zmínit také osobní přínos této práce, který kromě komplexního 
použití nette frameworku v rámci jedinečného projektu spočinul také v potřebě naplá-
nování vývoje, implementace a dokumentace nejen z časového hlediska.  
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Příloha 2: Datový slovník 
account 
Sloupec Typ Nulový Výchozí 
id int(8) Ne   
name varchar(256) Ne   
type enum('active', 'passive', 'ex-pense', 'revenue', 'close') Ne   
kind enum('', 'balance', 'result') Ano NULL 
debit double(9,2) Ano 0.00 
credit double(9,2) Ano 0.00 
tax tinyint(1) Ano NULL 
account_group_id int(11) Ne   
account_class 
Sloupec Typ Nulový Výchozí 
id int(11) Ne   
name varchar(256) Ano NULL 
account_group 
Sloupec Typ Nulový Výchozí 
id int(11) Ne   
name varchar(256) Ano NULL 
account_class_id int(11) Ne   
b_record 
Sloupec Typ Nulový Výchozí 
id int(11) Ne   
statement_id int(11) Ne   
row smallint(6) Ne   
brutto double(8,2) Ano 0.00 
correction double(8,2) Ano 0.00 
netto double(8,2) Ano 0.00 
b_template 
Sloupec Typ Nulový Výchozí 
row smallint(6) Ne   
label char(15) Ano NULL 
text varchar(256) Ano NULL 






Sloupec Typ Nulový Výchozí 
id int(11) Ne   
statement_id int(11) Ne   
netto double(8,2) Ano NULL 
row smallint(6) Ne   
cf_template 
Sloupec Typ Nulový Výchozí 
row smallint(6) Ne   
label char(15) Ano NULL 
text varchar(256) Ano NULL 
level tinyint(4) Ano 1 
close 
Sloupec Typ Nulový Výchozí 
id int(11) Ne   
date timestamp Ano CURRENT_TIMESTAMP 
protocol text Ano NULL 
user_id int(10) Ne   
balance_id int(11) Ne   
profitloss_id int(11) Ne   
cashflow_id int(11) Ne   
date_from date Ano NULL 
date_to date Ano NULL 
document_id int(11) Ne   
document 
Sloupec Typ Nulový Výchozí 
id int(11) Ne   
document_type_id int(11) Ne   
number varchar(45) Ano NULL 
subject varchar(256) Ano NULL 
create_date date Ano NULL 
invoice_id int(11) Ano NULL 
user_id int(10) Ne   
active bool Ano 1 
document_type 
Sloupec Typ Nulový Výchozí 
id int(11) Ne   
name varchar(256) Ano NULL 





Sloupec Typ Nulový Výchozí 
id int(11) Ne   
client_company varchar(256) Ano NULL 
client_adress varchar(512) Ano NULL 
client_city varchar(128) Ano NULL 
client_postcode varchar(16) Ano NULL 
client_inumber varchar(45) Ano NULL 
client_vatnumber varchar(45) Ano NULL 
vat int(11) Ano 0 
year char(4) Ano NULL 
number int(11) Ano NULL 
execution_date date Ano NULL 
form_include_vat char(3) Ano off 
items 
Sloupec Typ Nulový Výchozí 
id int(11) Ne   
invoice_id int(11) Ne   
subject varchar(1024) Ano NULL 
quantity int(11) Ano NULL 
price double(8,2) Ano NULL 
active bool Ano 1 
operation 
Sloupec Typ Nulový Výchozí 
id int(11) Ne   
user_id int(10) Ne   
document_id int(11) Ne   
debit_account_id int(11) Ne   
credit_account_id int(11) Ne   
date timestamp Ano CURRENT_TIMESTAMP 
amount double(9,2) Ano NULL 
execution_date date Ano NULL 






Sloupec Typ Nulový Výchozí 
id int(11) Ne   
company_name varchar(256) Ano NULL 
company_adress varchar(512) Ano NULL 
company_city varchar(128) Ano NULL 
company_postcode varchar(16) Ano NULL 
company_inumber varchar(16) Ano NULL 
company_vatnumber varchar(32) Ano NULL 
company_bankaccount varchar(64) Ano NULL 
company_bank varchar(128) Ano NULL 
company_tel varchar(32) Ano NULL 
company_email varchar(64) Ano NULL 
pl_record 
Sloupec Typ Nulový Výchozí 
id int(11) Ne   
netto double(8,2) Ano NULL 
statement_id int(11) Ne   
row smallint(6) Ne   
pl_template 
Sloupec Typ Nulový Výchozí 
row smallint(6) Ne   
label char(15) Ano NULL 
text varchar(256) Ano NULL 
level tinyint(4) Ano 1 
statement 
Sloupec Typ Nulový Výchozí 
id int(11) Ne   
user_id int(10) Ne   
date date Ano NULL 
date_from date Ano NULL 
text varchar(1024) Ano NULL 
statement_type_id int(11) Ne   






Sloupec Typ Nulový Výchozí 
id int(11) Ne   
name varchar(64) Ne   
template 
Sloupec Typ Nulový Výchozí 
id int(11) Ne   
subject varchar(1024) Ano NULL 
template_has_account 
Sloupec Typ Nulový Výchozí 
account_id int(6) Ne   
template_id int(11) Ne   
negative_amount tinyint(1) Ano NULL 
side enum('credit', 'debit') Ano NULL 
user 
Sloupec Typ Nulový Výchozí 
id int(10) Ne   
login varchar(45) Ano NULL 
password varchar(45) Ano NULL 
name varchar(128) Ano NULL 





Příloha 3: SQL DUMP 
-- Struktura tabulky `account` 
CREATE TABLE IF NOT EXISTS `account` ( 
   `id` int(8) NOT NULL, 
   `name` varchar(256) NOT NULL, 
   `type` enum('active','passive','expense','revenue','close') NOT NULL, 
   `kind` enum('','balance','result') DEFAULT NULL, 
   `debit` double(9,2) DEFAULT '0.00', 
   `credit` double(9,2) DEFAULT '0.00', 
   `tax` tinyint(1) DEFAULT NULL, 
   `account_group_id` int(11) NOT NULL, 
   PRIMARY KEY (`id`), 
   UNIQUE KEY `number_UNIQUE` (`id`), 
   KEY `fk_account_account_group1` (`account_group_id`) 
 ) ENGINE=InnoDB DEFAULT CHARSET=ucs2; 
  
-- Struktura tabulky `account_class` 
CREATE TABLE IF NOT EXISTS `account_class` ( 
   `id` int(11) NOT NULL, 
   `name` varchar(256) DEFAULT NULL, 
   PRIMARY KEY (`id`) 
 ) ENGINE=InnoDB DEFAULT CHARSET=ucs2; 
  
-- Struktura tabulky `account_group` 
CREATE TABLE IF NOT EXISTS `account_group` ( 
   `id` int(11) NOT NULL, 
   `name` varchar(256) DEFAULT NULL, 
   `account_class_id` int(11) NOT NULL, 
   PRIMARY KEY (`id`), 
   KEY `fk_account_group_account_class1` (`account_class_id`) 
 ) ENGINE=InnoDB DEFAULT CHARSET=ucs2; 
  
-- Struktura tabulky `b_record` 
CREATE TABLE IF NOT EXISTS `b_record` ( 
   `id` int(11) NOT NULL AUTO_INCREMENT, 
   `statement_id` int(11) NOT NULL, 
   `row` smallint(6) NOT NULL, 
   `brutto` double(8,2) DEFAULT '0.00', 
   `correction` double(8,2) DEFAULT '0.00', 
   `netto` double(8,2) DEFAULT '0.00', 
   PRIMARY KEY (`id`), 
   KEY `fk_record_balance_template1` (`row`), 
   KEY `fk_b_record_statement1` (`statement_id`) 
 ) ENGINE=InnoDB  DEFAULT CHARSET=ucs2 AUTO_INCREMENT=7150 ; 
  
-- Struktura tabulky `b_template` 
CREATE TABLE IF NOT EXISTS `b_template` ( 
   `row` smallint(6) NOT NULL, 
   `label` char(15) DEFAULT NULL, 
   `text` varchar(256) DEFAULT NULL, 
   `level` tinyint(4) DEFAULT '1', 
   PRIMARY KEY (`row`) 
 ) ENGINE=InnoDB DEFAULT CHARSET=ucs2; 
  
-- Struktura tabulky `cf_record` 
CREATE TABLE IF NOT EXISTS `cf_record` ( 
   `id` int(11) NOT NULL AUTO_INCREMENT, 
   `statement_id` int(11) NOT NULL, 
   `netto` double(8,2) DEFAULT NULL, 
   `row` smallint(6) NOT NULL, 
   PRIMARY KEY (`id`), 
   KEY `fk_cf_record_statement1` (`statement_id`), 
   KEY `fk_cf_record_cf_template1` (`row`) 
 ) ENGINE=InnoDB  DEFAULT CHARSET=ucs2 AUTO_INCREMENT=186 ; 
  
-- Struktura tabulky `cf_template` 
CREATE TABLE IF NOT EXISTS `cf_template` ( 
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   `row` smallint(6) NOT NULL, 
   `label` char(15) DEFAULT NULL, 
   `text` varchar(256) DEFAULT NULL, 
   `level` tinyint(4) DEFAULT '1', 
   PRIMARY KEY (`row`) 
 ) ENGINE=InnoDB DEFAULT CHARSET=ucs2; 
  
-- Struktura tabulky `close` 
CREATE TABLE IF NOT EXISTS `close` ( 
   `id` int(11) NOT NULL AUTO_INCREMENT, 
   `date` timestamp NULL DEFAULT CURRENT_TIMESTAMP, 
   `protocol` text, 
   `user_id` int(10) unsigned NOT NULL, 
   `balance_id` int(11) NOT NULL, 
   `profitloss_id` int(11) NOT NULL, 
   `cashflow_id` int(11) NOT NULL, 
   `date_from` date DEFAULT NULL, 
   `date_to` date DEFAULT NULL, 
   `document_id` int(11) NOT NULL, 
   PRIMARY KEY (`id`), 
   KEY `fk_close_user1` (`user_id`), 
   KEY `fk_close_statement1` (`balance_id`), 
   KEY `fk_close_statement2` (`profitloss_id`), 
   KEY `fk_close_statement3` (`cashflow_id`), 
   KEY `fk_close_document1` (`document_id`) 
 ) ENGINE=InnoDB  DEFAULT CHARSET=ucs2 AUTO_INCREMENT=6 ; 
  
-- Struktura tabulky `document` 
CREATE TABLE IF NOT EXISTS `document` ( 
   `id` int(11) NOT NULL AUTO_INCREMENT, 
   `document_type_id` int(11) NOT NULL, 
   `number` varchar(45) DEFAULT NULL, 
   `subject` varchar(256) DEFAULT NULL, 
   `create_date` date DEFAULT NULL, 
   `invoice_id` int(11) DEFAULT NULL, 
   `user_id` int(10) unsigned NOT NULL, 
   `active` binary(1) DEFAULT '1', 
   PRIMARY KEY (`id`), 
   KEY `fk_document_document_type1` (`document_type_id`), 
   KEY `fk_document_invoice1` (`invoice_id`), 
   KEY `fk_document_user1` (`user_id`) 
 ) ENGINE=InnoDB  DEFAULT CHARSET=ucs2 AUTO_INCREMENT=88 ; 
  
-- Struktura tabulky `document_type` 
CREATE TABLE IF NOT EXISTS `document_type` ( 
   `id` int(11) NOT NULL, 
   `name` varchar(256) DEFAULT NULL, 
   `abbr` varchar(5) DEFAULT NULL, 
   PRIMARY KEY (`id`) 
 ) ENGINE=InnoDB DEFAULT CHARSET=ucs2; 
  
-- Struktura tabulky `invoice` 
CREATE TABLE IF NOT EXISTS `invoice` ( 
   `id` int(11) NOT NULL AUTO_INCREMENT, 
   `client_company` varchar(256) DEFAULT NULL, 
   `client_adress` varchar(512) DEFAULT NULL, 
   `client_city` varchar(128) DEFAULT NULL, 
   `client_postcode` varchar(16) DEFAULT NULL, 
   `client_inumber` varchar(45) DEFAULT NULL, 
   `client_vatnumber` varchar(45) DEFAULT NULL, 
   `vat` int(11) DEFAULT '0', 
   `year` char(4) DEFAULT NULL, 
   `number` int(11) DEFAULT NULL, 
   `execution_date` date DEFAULT NULL, 
   `form_include_vat` char(3) DEFAULT 'off', 
   PRIMARY KEY (`id`) 




-- Struktura tabulky `items` 
CREATE TABLE IF NOT EXISTS `items` ( 
   `id` int(11) NOT NULL AUTO_INCREMENT, 
   `invoice_id` int(11) NOT NULL, 
   `subject` varchar(1024) DEFAULT NULL, 
   `quantity` int(11) DEFAULT NULL, 
   `price` double(8,2) DEFAULT NULL, 
   `active` binary(1) DEFAULT '1', 
   PRIMARY KEY (`id`), 
   KEY `fk_items_invoice1` (`invoice_id`) 
 ) ENGINE=InnoDB  DEFAULT CHARSET=ucs2 AUTO_INCREMENT=69 ; 
  
-- Struktura tabulky `operation` 
CREATE TABLE IF NOT EXISTS `operation` ( 
   `id` int(11) NOT NULL AUTO_INCREMENT, 
   `user_id` int(10) unsigned NOT NULL, 
   `document_id` int(11) NOT NULL, 
   `debit_account_id` int(11) NOT NULL, 
   `credit_account_id` int(11) NOT NULL, 
   `date` timestamp NULL DEFAULT CURRENT_TIMESTAMP, 
   `amount` double(9,2) DEFAULT NULL, 
   `execution_date` date DEFAULT NULL, 
   `active` binary(1) DEFAULT '1', 
   PRIMARY KEY (`id`), 
   KEY `debit_account_id` (`debit_account_id`), 
   KEY `credit_account_id` (`credit_account_id`), 
   KEY `fk_operation_user1` (`user_id`), 
   KEY `fk_operation_document1` (`document_id`) 
 ) ENGINE=InnoDB  DEFAULT CHARSET=ucs2 AUTO_INCREMENT=4495 ; 
  
-- Struktura tabulky `options` 
CREATE TABLE IF NOT EXISTS `options` ( 
   `id` int(11) NOT NULL AUTO_INCREMENT, 
   `company_name` varchar(256) DEFAULT NULL, 
   `company_adress` varchar(512) DEFAULT NULL, 
   `company_city` varchar(128) DEFAULT NULL, 
   `company_postcode` varchar(16) DEFAULT NULL, 
   `company_inumber` varchar(16) DEFAULT NULL, 
   `company_vatnumber` varchar(32) DEFAULT NULL, 
   `company_bankaccount` varchar(64) DEFAULT NULL, 
   `company_bank` varchar(128) DEFAULT NULL, 
   `company_tel` varchar(32) DEFAULT NULL, 
   `company_email` varchar(64) DEFAULT NULL, 
   PRIMARY KEY (`id`) 
 ) ENGINE=InnoDB  DEFAULT CHARSET=ucs2 AUTO_INCREMENT=2 ; 
  
-- Struktura tabulky `pl_record` 
CREATE TABLE IF NOT EXISTS `pl_record` ( 
   `id` int(11) NOT NULL AUTO_INCREMENT, 
   `netto` double(8,2) DEFAULT NULL, 
   `statement_id` int(11) NOT NULL, 
   `row` smallint(6) NOT NULL, 
   PRIMARY KEY (`id`), 
   KEY `fk_pl_record_statement1` (`statement_id`), 
   KEY `fk_pl_record_pl_template1` (`row`) 
 ) ENGINE=InnoDB  DEFAULT CHARSET=ucs2 AUTO_INCREMENT=672 ; 
  
-- Struktura tabulky `pl_template` 
CREATE TABLE IF NOT EXISTS `pl_template` ( 
   `row` smallint(6) NOT NULL, 
   `label` char(15) DEFAULT NULL, 
   `text` varchar(256) DEFAULT NULL, 
   `level` tinyint(4) DEFAULT '1', 
   PRIMARY KEY (`row`) 
 ) ENGINE=InnoDB DEFAULT CHARSET=ucs2; 
  
-- Struktura tabulky `residue` 
CREATE TABLE IF NOT EXISTS `residue` ( 
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   `statement_id` int(11) NOT NULL, 
  `brutto` double NOT NULL, 
  PRIMARY KEY (`statement_id`), 
  KEY `fk_residue_statement` (`statement_id`) 
 ) ENGINE=InnoDB DEFAULT CHARSET=ucs2; 
  
-- Struktura tabulky `statement` 
CREATE TABLE IF NOT EXISTS `statement` ( 
   `id` int(11) NOT NULL AUTO_INCREMENT, 
   `user_id` int(10) unsigned NOT NULL, 
   `date` date DEFAULT NULL, 
   `date_from` date DEFAULT NULL, 
   `text` varchar(1024) DEFAULT NULL, 
   `statement_type_id` int(11) NOT NULL, 
   `last_period_id` int(11) DEFAULT NULL, 
   PRIMARY KEY (`id`), 
   KEY `fk_statement_user1` (`user_id`), 
   KEY `fk_statement_statement_type1` (`statement_type_id`), 
   KEY `fk_statement_statement1` (`last_period_id`) 
 ) ENGINE=InnoDB  DEFAULT CHARSET=ucs2 AUTO_INCREMENT=182 ; 
  
-- Struktura tabulky `statement_type` 
CREATE TABLE IF NOT EXISTS `statement_type` ( 
   `id` int(11) NOT NULL AUTO_INCREMENT, 
   `name` varchar(64) NOT NULL, 
   PRIMARY KEY (`id`) 
 ) ENGINE=InnoDB  DEFAULT CHARSET=ucs2 AUTO_INCREMENT=4 ; 
  
-- Struktura tabulky `template` 
CREATE TABLE IF NOT EXISTS `template` ( 
   `id` int(11) NOT NULL AUTO_INCREMENT, 
   `subject` varchar(1024) CHARACTER SET latin1 DEFAULT NULL, 
   PRIMARY KEY (`id`) 
 ) ENGINE=InnoDB DEFAULT CHARSET=ucs2 AUTO_INCREMENT=1 ; 
  
-- Struktura tabulky `template_has_account` 
CREATE TABLE IF NOT EXISTS `template_has_account` ( 
   `account_id` int(6) NOT NULL, 
   `template_id` int(11) NOT NULL, 
   `negative_amount` tinyint(1) DEFAULT NULL, 
   `side` enum('credit','debit') DEFAULT NULL, 
   KEY `fk_account_has_template_template1` (`template_id`), 
   KEY `fk_account_has_template_account1` (`account_id`) 
 ) ENGINE=InnoDB DEFAULT CHARSET=ucs2; 
  
-- Struktura tabulky `user` 
CREATE TABLE IF NOT EXISTS `user` ( 
   `id` int(10) unsigned NOT NULL AUTO_INCREMENT, 
   `login` varchar(45) DEFAULT NULL, 
   `password` varchar(45) DEFAULT NULL, 
   `name` varchar(128) DEFAULT NULL, 
   `email` varchar(256) DEFAULT NULL, 
   PRIMARY KEY (`id`), 
   UNIQUE KEY `login_UNIQUE` (`login`) 
 ) ENGINE=InnoDB  DEFAULT CHARSET=ucs2 AUTO_INCREMENT=2 ; 
  
-- Omezení pro exportované tabulky -- 
 
-- Omezení pro tabulku `account` 
ALTER TABLE `account` 
   ADD CONSTRAINT `fk_account_account_group1` FOREIGN KEY (`account_group_id`) 
REFERENCES `account_group` (`id`) ON DELETE CASCADE ON UPDATE CASCADE; 
  
-- Omezení pro tabulku `account_group` 
ALTER TABLE `account_group` 
   ADD CONSTRAINT `fk_account_group_account_class1` FOREIGN KEY 





-- Omezení pro tabulku `b_record` 
ALTER TABLE `b_record` 
   ADD CONSTRAINT `fk_b_record_statement1` FOREIGN KEY (`statement_id`) 
REFERENCES `statement` (`id`) ON DELETE NO ACTION ON UPDATE NO ACTION, 
   ADD CONSTRAINT `fk_record_balance_template1` FOREIGN KEY (`row`) REFERENCES 
`b_template` (`row`) ON DELETE NO ACTION ON UPDATE NO ACTION; 
  
-- Omezení pro tabulku `cf_record` 
ALTER TABLE `cf_record` 
   ADD CONSTRAINT `fk_cf_record_cf_template1` FOREIGN KEY (`row`) REFERENCES 
`cf_template` (`row`) ON DELETE NO ACTION ON UPDATE NO ACTION, 
   ADD CONSTRAINT `fk_cf_record_statement1` FOREIGN KEY (`statement_id`) 
REFERENCES `statement` (`id`) ON DELETE NO ACTION ON UPDATE NO ACTION; 
  
-- Omezení pro tabulku `close` 
ALTER TABLE `close` 
   ADD CONSTRAINT `fk_close_document1` FOREIGN KEY (`document_id`) REFERENCES 
`document` (`id`) ON DELETE NO ACTION ON UPDATE NO ACTION, 
   ADD CONSTRAINT `fk_close_statement1` FOREIGN KEY (`balance_id`) REFERENCES 
`statement` (`id`) ON DELETE NO ACTION ON UPDATE NO ACTION, 
   ADD CONSTRAINT `fk_close_statement2` FOREIGN KEY (`profitloss_id`) 
REFERENCES `statement` (`id`) ON DELETE NO ACTION ON UPDATE NO ACTION, 
   ADD CONSTRAINT `fk_close_statement3` FOREIGN KEY (`cashflow_id`) REFERENCES 
`statement` (`id`) ON DELETE NO ACTION ON UPDATE NO ACTION, 
   ADD CONSTRAINT `fk_close_user1` FOREIGN KEY (`user_id`) REFERENCES `user` 
(`id`) ON DELETE NO ACTION ON UPDATE NO ACTION; 
  
-- Omezení pro tabulku `document` 
ALTER TABLE `document` 
   ADD CONSTRAINT `document_ibfk_1` FOREIGN KEY (`invoice_id`) REFERENCES 
`invoice` (`id`) ON DELETE CASCADE ON UPDATE CASCADE, 
   ADD CONSTRAINT `fk_document_document_type1` FOREIGN KEY 
(`document_type_id`) REFERENCES `document_type` (`id`) ON DELETE CASCADE ON 
UPDATE CASCADE, 
   ADD CONSTRAINT `fk_document_user1` FOREIGN KEY (`user_id`) REFERENCES 
`user` (`id`) ON DELETE NO ACTION ON UPDATE NO ACTION; 
  
  
-- Omezení pro tabulku `items` 
ALTER TABLE `items` 
   ADD CONSTRAINT `items_ibfk_1` FOREIGN KEY (`invoice_id`) REFERENCES 
`invoice` (`id`) ON DELETE CASCADE ON UPDATE CASCADE; 
  
-- Omezení pro tabulku `operation` 
ALTER TABLE `operation` 
   ADD CONSTRAINT `fk_operation_document1` FOREIGN KEY (`document_id`) 
REFERENCES `document` (`id`) ON DELETE NO ACTION ON UPDATE NO ACTION, 
   ADD CONSTRAINT `fk_operation_user1` FOREIGN KEY (`user_id`) REFERENCES 
`user` (`id`) ON DELETE NO ACTION ON UPDATE NO ACTION, 
   ADD CONSTRAINT `operation_ibfk_1` FOREIGN KEY (`debit_account_id`) 
REFERENCES `account` (`id`) ON DELETE CASCADE ON UPDATE CASCADE, 
   ADD CONSTRAINT `operation_ibfk_2` FOREIGN KEY (`credit_account_id`) 
REFERENCES `account` (`id`) ON DELETE CASCADE ON UPDATE CASCADE; 
  
-- Omezení pro tabulku `pl_record` 
ALTER TABLE `pl_record` 
   ADD CONSTRAINT `fk_pl_record_pl_template1` FOREIGN KEY (`row`) REFERENCES 
`pl_template` (`row`) ON DELETE NO ACTION ON UPDATE NO ACTION, 
   ADD CONSTRAINT `fk_pl_record_statement1` FOREIGN KEY (`statement_id`) 
REFERENCES `statement` (`id`) ON DELETE NO ACTION ON UPDATE NO ACTION; 
  
-- Omezení pro tabulku `statement` 
ALTER TABLE `statement` 
   ADD CONSTRAINT `fk_statement_statement1` FOREIGN KEY (`last_period_id`) 
REFERENCES `statement` (`id`) ON DELETE NO ACTION ON UPDATE NO ACTION, 
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   ADD CONSTRAINT `fk_statement_statement_type1` FOREIGN KEY 
(`statement_type_id`) REFERENCES `statement_type` (`id`) ON DELETE CASCADE ON 
UPDATE CASCADE, 
   ADD CONSTRAINT `fk_statement_user1` FOREIGN KEY (`user_id`) REFERENCES 
`user` (`id`) ON DELETE CASCADE ON UPDATE CASCADE; 
  
-- Omezení pro tabulku `template_has_account` 
ALTER TABLE `template_has_account` 
   ADD CONSTRAINT `fk_account_has_template_account1` FOREIGN KEY 
(`account_id`) REFERENCES `account` (`id`) ON DELETE NO ACTION ON UPDATE NO 
ACTION, 
   ADD CONSTRAINT `fk_account_has_template_template1` FOREIGN KEY 
(`template_id`) REFERENCES `template` (`id`) ON DELETE NO ACTION ON UPDATE NO 
ACTION; 
