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Tento dokument se zabývá návrhem a implementací nástroje, který umožňuje vyhodnoco-
vání a vizualizaci statistických dat sesbíraných od uživatelů aplikace AVG Admin Konzole.
V dokumentu jsou popsána statistická data s jejich lokalizacemi a také uložení všech těchto
dat v databázi. Aplikace byla otestována na reálných datech a na základě analýzy výsledků
jsou navržena možná vylepšení.
Abstract
This document describes the design and implementation of a tool which allows for eva-
luation and visualisation of statistical data gathered from users of the AVG Admin Console
application. The document describes collected statistical data including their localization
and storing all the data in the database is discussed. The application was tested on real
statistical data and possible improvements based on the results are proposed.
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Tato práce se zabývá návrhem a vytvořením nástroje SQM Data Analyzer, který má sloužit
jako pomůcka vývojářů softwarového produktu Vzdálená správa AVG společnosti AVG
Technologies. Cílem nástroje je získat a prezentovat výsledky vyhodnocování specifických
dat, která jsou automaticky shromažďována od uživatelů, kteří používají aplikaci AVG
Admin Konzole. Na základě jejich vyhodnocení lze zjistit četnost použití funkcí, jako jsou
zobrazení nápovědy a panelů, řazení sloupců či výběr v menu. Na ně je pak možné se více
zaměřit při vývoji, případně vylepšit GUI, aby bylo intuitivnější a některé funkce byly
”
více
po ruce“. Data jsou sbírána od poloviny roku 2010 dodnes a změny v aplikaci AVG Admin
Konzole navržené na základě jejich vyhodnocení se mohou projevit při uvedení další verze
produktu.
V kapitole 2 je popsána aplikace AVG Admin Konzole jako součást balíčku Vzdálené
správy AVG, jsou zde zobrazeny její hlavní části a prvky, ke kterým se vyhodnocování
váže. Dále je zde popsána struktura SQM dat posbíraných od uživatelů, včetně ukázky
odeslaného souboru s těmito daty. K datům je potřeba přiřadit jejich významy, které popi-
suje část o metadatech. V kapitole 3 jsou zmíněny základní poznatky o interakci uživatele
s grafickým uživatelským rozhraním a o zásadách tvorby uživatelského rozhraní. Kapitola 4
popisuje programovací techniky a nástroje využité při návrhu a implementaci. V kapitole 5
je popsán návrh nástroje SQM Data Analyzer. Jedná se především o uložení dat v databázi,
postup ukládání zpracovávaných dat, postup hledání metadat analyzované aplikace AVG
Admin Konzole, včetně popisu struktury pro jejich uložení. Nakonec je zde popsán postup
vyhodnocování SQM dat i s návrhem grafického uživatelského rozhraní nástroje SQM Data
Analyzer. Kapitola 6 se zabývá jednak popisem všech vytvořených tříd, jejich metodami
a návaznostmi mezi sebou, a také zhodnocením celého projektu a vyhodnocením sbíraných
dat, což představuje cíl této práce. Kapitola 7 shrnuje celou práci a diskutuje další možná
rozšíření. V přílohách A, B a C jsou potom zobrazena různá schémata související s návrhem




Seznámení s aplikací AVG Admin
Konzole a sbíranými daty
Tato kapitola obsahuje popis dvou stěžejních oblastí, ze kterých vychází celá tato práce
a kterých se týká vyhodnocování a především nástroj, který ho provádí. Jedná se o aplikaci
AVG Admin Konzole, jež je součástí Vzdálené správy AVG, a o SQM data, která jsou
odesílána právě z této aplikace a která sdělují důležité poznatky o uživatelském chování.
2.1 AVG Admin Konzole
Společnost AVG Technologies poskytuje antivirovou ochranu počítačů nejen pro domác-
nosti, ale také pro podniky. Jedním z jejích produktů je i Vzdálená správa AVG, která
obsahuje čtyři následující součásti (jejich popis je čerpán z [2]). Nástroj AVG Network In-
staller, který umožňuje sestavit seznam počítačů určených ke vzdálené instalaci AVG a stav
instalace poté sledovat. Další součást, AVG DataCenter, slouží k primárnímu ukládání dat,
jako jsou informace o konfiguraci a plánování, protokoly, hlášení a informace o zásadách.
Komunikaci mezi koncovými počítači chráněnými produkty AVG a úložištěm AVG Da-
taCenter zajišťuje serverová aplikace AVG Admin Server a komponenta vzdálené správy
AVG na straně koncového počítače. Veškerá komunikace je šifrovaná. Konečně aplikace AVG
Admin Konzole [1] (dále jen Konzole), která poskytuje přístup k informacím o stavu kaž-
dého koncového počítače pod ochranou produktů AVG. Toto grafické uživatelské rozhraní
pro centrální správu instalací AVG v lokální síti umožňuje zobrazit statistiky pracovních
stanic, tisknout výsledky testů každé z nich, konfigurovat a spouštět grafická hlášení o stavu,
plánovat a zavádět automatické aktualizace, spravovat obsah virového trezoru a další.
Pro lepší orientaci v následujícím textu je důležité si vymezit tyto pojmy vztahující se
ke Konzoli: panel (panel nástrojů, navigační strom, nastavení filtrů, stavové okno a stavový
řádek, viz obrázek 2.1) a dále kontextové menu, pohled, sloupec, záložka a klávesová zkratka
(viz obrázek 2.2).
2.2 Service Quality Monitoring data
Při vývoji aplikace, kterou používají běžní uživatelé, je důležité právě od nich získávat
zpětnou vazbu a informace o tom, jak danou aplikaci používají, zda si ji upravují podle svého
zájmu (např. přidáním vlastních záložek nebo řazením sloupců) či jestli pracují s nápovědou.
Pro tyto účely byla vytvořena tzv. Service Quality Monitoring data (zkráceně SQM data).
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Obrázek 2.1: Panely aplikace AVG Admin Konzole
Obrázek 2.2: Hlavní části aplikace AVG Admin Konzole
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Při každém používání Konzole jsou u uživatele, který se sběrem dat souhlasil, ukládána
a po každém ukončení programu odeslána na sběrný server AVG.
Data jsou ukládána podle specifikace (viz tabulka 2.2) do souboru amhistory.dat
(název odvozen z
”
admin monitoring history“) jako čísla oddělená středníky a konci řádků
a tento soubor je zabalen v CAB archivu. Velikost jednoho reálného souboru se typicky
pohybuje v rozmezí 0,4-13,5 KB.














2.2.1 Popis SQM dat
Jeden řádek souboru se skládá z tzv. actionID, což je číslo určující význam konkrétního
řádku dat, dále z ID ostatních položek (jsou to menu, panel, sloupec, pohled, nápověda;
později se o nich hovoří jako o typech dat) a nakonec je u některých uveden i počet jejich
užití. Význam SQM dat je popsán v tabulce 2.2.
2.2.2 Lokalizace
V databázi jsou SQM data uložena pouze ve formátu čísel. Pro snadnější a smysluplnější
práci s nimi je nutné přiřadit všem číslům (kromě čísla udávajícího počet užití) odpoví-
dající význam. Tím je myšlen český a dle požadavků zadavatele i anglický text (souhrnně
lokalizace), který při používání Konzole vidí uživatel (viz tabulka 2.1). Konzole samozřejmě
podporuje řadu dalších jazyků, ty ale nebylo potřeba v tomto projektu zpracovávat.
ID menu 40089
český text Vyzvat k programové aktualizaci
anglický text Ask to perform program update
Tabulka 2.1: Příklad čísla uloženého v databázi a jeho lokalizací
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actionID význam ID data počet
0 kontext. menu v panelech menu – ano
1 klávesové zkratky pohled ID menu ano
2 hlavní menu menu – ano
3 kontext. menu v navig. stromě menu – ano
4 panel nástrojů menu – ano
5 přepínání mezi pohledy starý pohled ID nového pohledu ano
6 třídění sloupců pohled ID sloupce* ano
7 pořadí sloupců pohled seznam ID sloupců* ne
8 uživatelská záložka pohled seznam ID sloupců* ne
9 viditelnost panelů panel viditelnost** ano
10 viditelnost sloupců panel viditelnost**, ID sloupce* ne
11 rychlá nápověda nápověda – ano
12 statistická data – statistiky*** ne
Vysvětlivky
* ID sloupce je získáno jako CRC jména sloupce, v případě seznamu jsou ID
oddělena středníkem
** viditelnost může nabývat hodnot 1 (je-li objekt skrytý) nebo 0 (je-li objekt
viditelný)
*** statistiky jsou tvořeny těmito údaji: doba sběru dat, počet stanic, číslo sestavení
Konzole a Serveru, typ databáze (0 - neznámá, 1 – Firebird, 2 – MS SQL,
3 – Oracle, 4 - MySQL)





Tato práce se zabývá jak analýzou stávajícího grafického uživatelského rozhraní, tak tvor-
bou nového. V této kapitole jsou tedy rozebrány základní poznatky o interakci člověka
s počítačem, o principech tvorby GUI a také o základních komponentách, které lze při
návrhu použít.
3.1 Zavedení pojmu interakce člověka s počítačem
Pojem interakce člověka a počítače (anglicky
”
Human computer interaction“) [9] byl přijat
v polovině 80. let minulého století jako označení nového studijního oboru. Jeho definice
stále není plně zformulována, avšak lze jej popsat například následujícími dvěma způsoby:
• množina procesů, dialogů a akcí, přes které člověk-uživatel komunikuje s počítačem
a takto na sebe vzájemně působí,
• disciplína, která se týká návrhu, vyhodnocení a provedení interaktivního počítačo-
vého systému pro lidské použití, a také studia hlavních fenoménů, které tuto oblast
obklopují.
Aby bylo možné vytvářet dobře použitelné počítačové systémy, snaží se specialisté na in-
terakci člověka a počítače o:
• porozumění faktorům (např. psychologickým, ergonomickým, organizačním a sociál-
ním), které určují, jak lidé pracují s počítačem a efektivně jej využívají,
• převedení zmíněného porozumění do vývoje nástrojů a technik, které pomohou návr-
hářům zaručit to, že počítačové systémy budou vyhovovat činnostem, kvůli kterým
lidé počítače používají,
• dosahování výkonné, efektivní a bezpečné interakce jak mezi člověkem a počítačem,
tak ve skupině.
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3.2 Návrh interakce mezi člověkem a počítačem
Ve srovnání s tzv. vodopádovým modelem softwarového návrhu (který obsahuje etapy poža-
davky, návrh, implementace, testování, provoz a údržba) je návrh interakce člověka a počí-
tače založen na následujících předpokladech. Návrh by měl:
• mít v centru pozornosti uživatele a co nejvíce je zapojovat tak, aby mohli návrh
ovlivňovat,
• začleňovat znalosti a vědomosti z různých oblastí, které k návrhu interakce přispívají,
• často se opakovat, aby se testováním dalo ověřit, že návrh skutečně splňuje požadavky
uživatelů.
3.3 Grafická reprezentace rozhraní pro komunikaci mezi člo-
věkem a počítačem
Protože součástí této práce je navrhnout a realizovat funkční grafické uživatelské rozhraní,
které bude zobrazovat statistiky a některé z nich dokonce ve formě grafů, jsou zde rozebrány
možnosti, jak uživateli tyto informace prezentovat.
3.3.1 Reprezentace numerických dat
Pro reprezentaci numerických dat lze zmínit tyto techniky zobrazování: bodový graf (scat-
terplot), spojnicový graf (line graph), plošný graf (area, band or surface chart), paprskový
graf (star chart), koláčový graf (pie chart) a sloupcový graf nebo histogram (bar graph). Po-
slední dva zmíněné, tedy koláčový a sloupcový graf, jsou zde více rozebrány a dále použity
při návrhu vlastního grafického uživatelského rozhraní (viz podkapitola 5.5).
Koláčový graf
Zobrazuje relativní distribuci dat mezi jednotlivými částmi, které tvoří celek. Sloupcový
graf ale nicméně umožňuje přesnější výklad. Jsou-li koláčové grafy používány, doporučují
někteří návrháři rozdělit graf na nejvýše pět segmentů. Je také vhodné označit segmenty
přímo a vložit číselné hodnoty se segmenty spojené.
Sloupcový graf
Zobrazuje hodnoty jedné spojité proměnné pro více samostatných entit, nebo pro pro-
měnnou vzorku v diskrétních intervalech. Pro související grafy má odpovídající orientaci
(horizontální nebo vertikální). Rozestup mezi sousedními pruhy by měl být obvykle menší
než šířka pruhu kvůli snadnějšímu porovnání hodnot.
3.3.2 Techniky pro získání pozornosti uživatele
Existuje několik možností, jak lze získat potřebnou pozornost uživatele. Jsou zde rozebrány
techniky strukturování informací a některé další.
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Strukturování informací
Jednou z možností je strukturovat rozhraní a tím v něm zjednodušit navigaci. Jednak to
vyžaduje prezentaci vhodného množství informací (tedy ani příliš mnoho, ani příliš málo),
jinak by uživatel musel strávit značný čas prohlížením a čtením každé informace. Za druhé,
místo libovolného zobrazování dat na obrazovce by data měla být seskupována a řazena do
smysluplných částí (více viz podkapitola 3.4).
Další techniky pro získání pozornosti
Jedná se především o tyto techniky:
• posuny v prostoru a čase,
• barvy,
• výstražné akce, jako je blikání nebo sluchové upozornění.
Okna jsou také prostředkem jak rozdělit obrazovku na samostatné nebo překrývající se
části, čímž je umožněno oddělení různých typů informací. Při používání těchto metod je
potřeba poznamenat, že:
• důležité informace, které vyžadují okamžitou pozornost, by měly být vždy zobrazeny
na nápadném místě, kde uživatele ihned zaujmou (např. varovné zprávy),
• méně důležité informace by měly být umístěny na méně nápadném, ale stále specific-
kém místě obrazovky, aby uživatel věděl kam se podívat v případě, že tyto informace
potřebuje,
• informace, se kterými není potřeba často pracovat, by neměly být zobrazeny, ale na
přání uživatele by měly být dostupné.
3.4 Zásady tvorby uživatelského rozhraní
Při tvorbě grafického uživatelského rozhraní existují určité obecné zásady organizace ovlá-
dacích prvků v dialozích a oknech tak, aby bylo vytvořeno kvalitní uživatelské rozhraní,
které bude přehledné, srozumitelné a dobře ovladatelné (viz [4]). Návrhář GUI by měl při
rozmisťování ovládacích prvků brát v úvahu následující fakta:
• uživatelé prohlížejí obsah okna nebo obrazovky z levého horního rohu a pak po směru
hodinových ručiček,
• v evropské a americké kultuře se text čte zleva doprava a shora dolů, úkolem je
tedy ovládací prvky vhodně rozmístit, aby se minimalizovala dráha očí (nebo pohyb
kurzoru),
• rozmístění ovladacích prvků by mělo odpovídat toku informací.
Obecně se nejdůležitější ovládací prvky umisťují do levého horního rohu. Při dalším roz-
misťování je podle výzkumů lepší držet se směru shora dolů, a to z toho důvodu, že většina
dialogů zobrazuje více krátkých informací a u těch je efektivnější uspořádání shora dolů.
Dráha očí je v tomto případě kratší a s tím i celé zpracování informací.
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3.4.1 Pravidla pro uspořádání ovládacích prvků
Aby byl uživatel schopen se orientovat v předkládaných informacích, nemůže být jejich
uspořádání náhodné. Z mnoha těchto pravidel jsou vybrána následující, protože jsou něja-
kým způsobem použita v praktické části této práce (viz podkapitola 5.5).
• Uspořádání do skupin: člení komponenty dle jejich společné sémantiky.
• Lexikografické či numerické uspořádání: je většinou až poslední možností, jak prvky
uspořádat.
• Zásada vyváženosti : ovládací prvky by měly být v okně rozmístěny rovnoměrně hori-
zontálně i vertikálně.
• Zásada souměrnosti : aby uspořádání komponent nebudilo dojem rozměrnosti, je dobré
skupiny ovládacích prvků rozmístit podobně na pravé i levé straně okna.
• Zásada pravidelnosti : v případě stejných ovládacích prvků by měly jejich vlastnosti
(rozměry, tvar, barva, vzdálenosti) být jednotné.
• Zásada následnosti : ovládací prvky by měly být rozmístěny dle logiky problému (tedy
využití toku shora dolů a zleva doprava).
3.5 Komponenty uživatelského rozhraní
Pro tvorbu grafického uživatelského rozhraní existuje celá řada komponent, z nichž některé
jsou zmíněny v následujícím textu. Byly vybrány pouze ty, které byly využity při návrhu
a implementaci aplikace SQM Data Analyzer (viz podkapitoly 5.5 a 6.1). Je zde popsán
jejich účel a případné výhody a nevýhody.
Dialog
Dialog je okno určené především k získání informací od uživatele, k prezentaci informací či
ke zpracování úlohy. Uživatel může s dialogem interagovat třemi různými způsoby.
1. Potvrzení: uživatel je nucen informaci pouze potvrdit (tlačítkem OK nebo Storno),
nemá žádnou jinou volbu.
2. Povinná odezva: uživatel je nucen vložit informace důležité pro provedení akce.
3. Volitelná odezva: uživatel může použít buď výchozí nastavení nebo zvolit své vlastní.
Komponenta MessageBox, tedy okno pro zprávy, slouží k zobrazování stručných zpráv
o stavu aplikace. S její pomocí se tak dá zajistit adekvátní zpětná vazba od aplikace k uži-
vateli.
Výchozí akce dialogu Obecně by dialogová okna měla obsahovat tzv. výchozí akci (de-
fault action), což znamená nejpravděpodobnější akci ze všech možných v dané situaci. Vý-
jimku tvoří pouze situace, kdy by akce měla destruktivní charakter (např. smazání souboru),
v takovém případě je jako výchozí akce zvolena ta nejméně nebezpečná.
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Ikony dialogu Dialogy mohou také obsahovat ikony, které pomáhají uživateli charakte-
rizovat typ zprávy. Existují čtyři typy ikon.
1. Informace: tato zpráva poskytuje formou dialogu zpětnou vazbu uživateli, ten na ni
musí reagovat pouze výchozí akcí.
2. Otázka: uživatel na základě otázky vybere jednu z nabízených možností, jak pokra-
čovat.
3. Upozornění: jedná se o mimořádný stav či akci, která může pro uživatele znamenat
vážné důsledky (např. ztrátu dat). Pokud se jedná o zprávu s informací o chybovém
stavu aplikace, je možné na ni reagovat a aplikace tak může dále pokračovat.
4. Kritická chyba: uživatel je touto zprávou informován o stavu, kdy aplikace již nemůže
dále pokračovat v provedení aktuální akce.
Tlačítka dialogu Volba tlačítek v dialogu je závislá na jeho typu. Tlačítka musí způso-
bit uzavření dialogu (kromě např. destruktivních akcí) a měla by být zarovnána doprava.
Popisky tlačítek mohou být obecné (např. Storno nebo OK ) nebo konkrétní (Vypálit, Neu-
kládat). U dialogu zobrazujícího průběh nějaké akce jsou dvě možnosti, která tlačítka použít.
V případě, že dojde k návratu do původního stavu, použije se tlačítko Storno, v opačném
případě je lepší použít např. tlačítko Stop.
Tlačítko (Button)
Jedná se o ovladací prvek určený pro přímé vyvolání akce. V českém prostředí je zvykem
uvádět popisek tlačítka v infinitivu (tedy např. Vyhodnotit místo Vyhodnoť ). Tlačítko je
možno nastavit jako výchozí a pak je graficky zvýrazněno a reaguje na klávesu Enter.
Popisek (Label)
Popisek je pevně definovaný text (neměl by se za běhu aplikace změnit) a je určen k zob-
razení doplňkových informací k ovládacímu prvku. Text vyjadřuje význam popisovaného
ovládacího prvku a je ukončen dvojtečkou.
Přepínač (Radio Button)
Tato komponenta je určena k výběru právě jedné z možností ve skupině těchto přepínačů,
navíc není přípustná situace, že se nevybere ani jedna z voleb. Možnosti jsou vždy předem
dány a nesmí se měnit dynamicky za běhu. Přepínač se používá pro textové volby, nikoli
však pro číselné (pro ně je lepší spin box) a ani jako spouštěč akcí.
Zaškrtávací políčko (Check Box)
Zatímco pro volby, které se vzájemně vylučují, se používají přepínače, pro vzájemně nezá-
vislé volby se používá zaškrtávací políčko. Je tedy možné zvolit žádnou, jednu nebo více
možností současně.
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Rozbalovací seznam (Drop Down List Box)
Jedná se o seznam, kde je uživateli zobrazena pouze jediná (vybraná) položka. Všechny
položky by měly být seřazeny podle nějakého klíče, který může uživatel očekávat (viz pod-
kapitola 3.4.1). Protože se dá tento seznam rozbalit, zabírá na dialogu malou plochu. Lze
ho rovněž nastavit jako editovatelný.
Spin box (Spin Box)
Je-li potřeba nastavit číselné hodnoty, které lze navíc tlačítky dekrementovat či inkremen-
tovat, používá se právě ovládací prvek spin box.
Skupinový box (Group Box)
Tento ovládací prvek slouží k seskupení jiných souvisejících prvků a tím zlepší i orientaci
v dialogu (ovšem pozor na nadměrné užívání a tím znepřehlednění celého dialogu). Obvykle
se do sebe skupinové boxy nevnořují.
Ukazatel průběhu (Progress Bar)
Aby při déle zpracovávaných akcích měl uživatel přehled o průběhu (nebo aby nenabyl
dojmu, že se aplikace zasekla), používá se prvek ukazatele průběhu. Existují dva typy
těchto ukazatelů. První je použit tehdy, je-li pouze potřeba znázornit nějakou aktivitu, ale
není možné zjistit, jak dlouho bude trvat. Druhý se použije v situaci, kdy je známá délka
zpracování (nebo například počet souborů, které se mají nahrát) a stav průběhu se tam
může přesně zobrazit.
Záložky (Tabs)
Záložkové karty se využívají pro rozdělení dialogu do více nezávislých částí. Lze použít ver-
tikální či horizontální záložky. Výhodou tohoto ovládacího prvku je poměrně velká úspora
místa, nevýhodou pak horší přehlednost.
Nabídkový pruh (Menu Bar)
Tento ovládací prvek obsahuje následující části: kategorie, rozbalovací nabídky, položky
nabídky a podnabídky. U názvů položek je možné a dokonce žádoucí v určitých situacích
použít tzv. elipsu (výpustku). Jedná se především o situace, kdy je pro vykonání akce
nezbytná další aktivita uživatele (např. při otevření souboru či volbě nastavení tisku).
3.6 Možnosti analýzy grafického uživatelského rozhraní
V této části jsou stručně popsány způsoby, jakými lze analyzovat grafické uživatelské roz-
hraní. Pro potřeby analýzy Konzole jsou vhodné následující dva.
Prvním ze způsobů je analýza dodržení pravidel pro uspořádání ovládacích prvků (viz
podkapitola 3.4.1). Tedy jestli jsou prvky rovnoměrně rozmístěny, zda jsou uspořádány dle
logiky daného tématu nebo například jestli stejné prvky mají stejné vlastnosti (rozměry
apod.).
Druhý způsob spočívá v kvantitativním sběru dat, pomocí něhož lze získat jasně vyčís-
litelné výsledky, které vedou k jednoznačným závěrům. Tento způsob se dá použít zejména
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pro zjištění četnosti použití prvků GUI, tedy např. počet kliknutí na tlačítka či výběr
v menu. Každý prvek musí mít své jedinečné ID, aby bylo možno ho při vyhodnocování
identifikovat. Data mohou být sbírána od uživatelů za běhu, tedy při používání dané apli-
kace se ukládají do souboru a při uzavření aplikace se odešlou na jedno sběrné místo.




Použité nástroje a techniky
V této kapitole jsou stručně popsány nástroje a techniky, které byly využity při návrhu
a implementaci aplikace SQM Data Analyzer. V textu jsou jednak vloženy odkazy na li-
teraturu, ze které bylo při vývoji čerpáno, a také odkazy do částí práce zabývajících se
implementací, kde byly tyto techniky skutečně použity. Pro ilustraci teoretického výkladu
jsou rovněž použity příklady z implementace. Celý projekt byl implementován na platformě
.NET v jazyce C# [17].
4.1 Databáze
Používá-li aplikace např. statistická data, která je potřeba nějakým způsobem vyhodnotit,
je nutné tato data mít někde trvale uložena. Vhodným prostředkem k jejich uložení je
databáze (použita v návrhu, viz podkapitola 5.1).
4.1.1 Normalizační pravidla pro tvorbu databáze
Aby byla databáze pro konkrétní potřeby vhodně navržena, je důležité dodržet tzv. nor-
malizační pravidla [8], která zajistí, že nebudou ukládána redundantní data, minimalizují
se paměťové nároky a často používané dotazy půjdou provést rychle a jednoduše.
První normální forma
Prvním krokem normalizace je odstranění sloupců se stejným obsahem. Pro každou skupinu
příslušných dat je pak potřeba vytvořit samostatnou tabulku a každý záznam jednoznačně
identifikovat. Tato identifikace musí být zajištěna primárním klíčem (jedinečnost neznamená
nutně celé číslo, jeho použití je však z důvodu výkonnosti lepší než např. použití textového
řetězce).
Druhá normální forma
Cílem druhé normální formy je eliminovat opakující se obsahy sloupců v různých záznamech.
Tabulku, která takové záznamy obsahuje, je potřeba rozdělit na více tabulek a také je nutné
propojit je cizími klíči.
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Třetí normální forma
Nakonec se sloupce, které nejsou přímo závislé na primárním klíči, přesunou do samostatné
tabulky.
4.1.2 Primární a cizí klíče
Tyto dva klíče slouží k výše zmíněnému propojení tabulek tak, aby záznamy v těchto
tabulkách byly správně spojeny.
Primární klíč
Primární klíč slouží k co nejrychlejšímu vyhledání záznamu v tabulce. Musí být unikátní
(nemůže nastat situace, kdy dva různé záznamy obsahují stejný primární klíč) a může být
složen z několika sloupců tabulky. Unikátnost primárního klíče lze zajistit např. použitím
32bitových nebo 64bitových celých čísel, která databázový systém automaticky generuje
(k tomu slouží atribut AUTO_INCREMENT).
Cizí klíč
Cizí klíče umožňují odkazovat se na záznamy v hlavních tabulkách. Při jejich návrhu je
potřeba dbát na to, na který záznam se cizí klíč odkazuje (kvůli tomu ani není dovoleno
u sloupců s cizími klíči použít atribut AUTO_INCREMENT), a také na typ cizího klíče, který
musí být shodný s typem primárního klíče, na který se odkazuje.
4.2 Databázový systém MySQL
Mezi vlastnosti tohoto relačního databázového systému [8] patří existence API a knihoven
umožňujících vývoj MySQL klientů v mnoha jazycích, mezi které patří i C#. Jako rozhraní
pro komunikaci lze využít Connector/Net (viz dále). Pro správu MySQL je možno vybrat
z několika nástrojů s uživatelským rozhraním. Jedním z nich je Workbench [15] použitý
i v tomto projektu.
4.2.1 Ovladač Connector/Net
Pro použití knihovny Connector/Net [14] je potřeba v dialogovém okně
Project -> Add Reference vytvořit odkaz na knihovny MySql.Data.dll
a System.Data.dll. Na začátek kódu je poté vhodné umístit příkaz
using MySql.Data.MySqlClient;.
Navazování připojení je prováděno pomocí objektu MySqlConnection. Pro připojení
je nutné sestavit řetězec s připojovacími údaji (nejdůležitější viz tabulka 4.1), které jsou
odděleny středníkem. Kód pro připojení k databázi (použití viz podkapitola 6.5) pak může
vypadat takto:
MySqlConnection connection = new MySqlConnection(
"Database = sqm_data;" +
"DataSource = localhost; + "
"UserId = root; + "




DataSource název nebo adresa protokolu IP serveru MySQL




Tabulka 4.1: Údaje nutné k vytvoření připojení k MySQL databázi
4.2.2 Programovací postupy
V tomto textu jsou zmíněny základní způsoby spouštění SQL příkazů a také způsob, jakým
se provádí čtení výsledků obdržených z databáze po provedení dotazu SELECT.
Provádění příkazů SQL
Pro provádění SQL příkazů je potřeba vytvořit objekt třídy MySqlCommand. Tomu se v kon-
struktoru nebo později samostatně předá objekt MySqlConnection (viz výše). Příkazy SQL
pak lze spustit třemi možnými způsoby (a jejich implementaci lze najít v podkapitole 6.5):
1. ExecuteNonQuery - týká se příkazů, které nevrací výsledek (UPDATE, INSERT, DELETE)
2. ExecuteReader - týká se dotazu SELECT, kdy je potřeba načíst jeho výsledky (pro-
střednictvím objektu MySqlDataReader)
3. ExecuteScalar - je použit tehdy, když dotaz vrací jedinou hodnotu (typu Object)
Atribut AUTO INCREMENT
Je-li potřeba zjistit ID posledního vloženého záznamu, použije se dotaz
SELECT LAST_INSERT_ID(). Právě metoda ExecuteScalar vrací toto číslo jako typ
Long integer (podle potřeby je samozřejmě možné hodnotu přetypovat).
Čtení výsledků dotazu SELECT
Při spuštění SQL dotazu metodou ExecuteReader je získán odkaz na objekt
MySqlDataReader (implementace viz podkapitola 6.5). Je to nejjednodušší prostředek k na-
čítání výsledků dotazu SELECT. Určitým omezením je zakázání pohybu v seznamu záznamů
(je možné jít pouze směrem vpřed) a také nemožnost provádět v záznamech změny. Výhodou
tohoto prostředku je však nejrychlejší přístup k výsledkům a malá spotřeba systémových
prostředků.
Metoda Read() čte popořadě všechny záznamy a vrací True nebo False podle toho,
jestli byl záznam nalezen. Ve chvíli, kdy objekt MySqlDataReader není více potřebný, je
nutné ho uzavřít metodou Close(), aby zbytečně nezabíral místo v paměti.
Třída MySqlReader nenabízí způsob, kterým lze předem zjistit počet nalezených zá-
znamů. První možností, jak tento problém vyřešit, je jejich počítání během zpracování,
následné spuštění dotazu SELECT COUNT (*) FROM ... je pak druhou možností.
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4.3 XML v prostředí .NET Framework
Jazyk XML lze označit jako metajazyk pro popis hierarchické struktury libovolného druhu
dat a dokumentů. Standardem dotazovacího jazyka pro adresování a filtrování textu nebo
elementů XML dokumentu je XPath [6].
4.3.1 Dotazovací jazyk XPath
Tento jazyk používá poměrně jednoduchou syntax, která ale není syntaxí XML. XPath
funguje nad stromovou reprezentací zdrojového dokumentu. Hierarchická povaha mezi uzly
je zvýrazněna použitím notace, která vyjadřuje cestu jako výběr uzlů (syntaxe je podobná
cestě souborového systému, která je složena z názvů složek a souborů). Výraz XPath je
vyhodnocován v kontextu uzlu. Kontextový uzel představuje východisko dotazu a je určen
aplikací. Uzly, kterých se výraz dotkne, tvoří kontextovou sadu uzlů. Výsledná skupina uzlů
vrácená do aplikace tvoří tedy podmnožinu kontextové sady uzlů (znamená to, že zahrnuje
pouze uzly, které vyhověly danému kritériu výběru).
Kontext dotazů XPath
Kontext dotazu XPath tvoří kontextový uzel a kontextová sada uzlů. Kromě toho může
obsahovat pozici v dokumentu, standardní knihovny funkcí a další. Kontextovou sadu uzlů
může určit tzv. osa dotazu (angl. axis). Ta dokáže vymezit skupinu dotazů, které budou
poté výrazem XPath filtrovány. Jestliže dotaz XPath nemá žádnou osu, je kontextová sada
uzlů tvořena přímými dětmi kontextového uzlu. Příklady osy XPath jsou zmíněny v tabulce
4.2 (více také viz [6]).
Osa Popis
self kontextový uzel
child děti kontextového uzlu
parent rodič kontextového uzlu
descendant potomci (uzly) v podstromu, jehož kořenem je kontextový uzel
Tabulka 4.2: Osy XPath
Specifikace cesty
Ve vztahu ke kontextovému uzlu lze specifikaci cesty označit jako relativní, nebo absolutní
(v tom případě začíná lomítkem -
”
/“). Obecně se dá syntaxe pro specifikaci cesty zapsat
následujícím způsobem:
osa::text-uzlu[predikát]
Specifikace cesty je tedy složena ze tří částí, a to:
1. osa - nepovinná, definuje pro výraz úvodní kontextovou sadu uzlů; musí být oddělena
dvěma dvojtečkami,
2. test uzlu - posloupnost názvů uzlů, jež definuje cestu v sadě uzlů; v kontextové sadě
uzlů je tento výraz vyhodnocován pro každý uzel,
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3. predikát - nepovinný logický výraz, který pro aktuální sadu uzlů definuje kritéria
filtru, v jedné specifikaci cesty se může vyskytnout více predikátů; je vždy uzavřen
v hranatých závorkách.
Specifikace cesty se skládá z tzv. kroků. Kroky jsou odděleny znakem
”
/“ a každý takový
krok je opět specifikací cesty. Příklad specifikace cesty (použití viz podkapitola 5.3.2) roz-
dělené na jednotlivé kroky je vidět na obrázku 4.1 (vysvětlení zkratek: O = osa, T = test
uzlu, P = predikát). Znak
”
@“ je zkratka pro attribute, což je další typ osy. Celý zápis
atributu name by vypadal attribute::name.
Obrázek 4.1: Jednotlivé kroky specifikace cesty
4.3.2 API .NET XPath pro navigaci v dokumentu
Do třídy XPathNavigator je vestavěno základní API platformy .NET pro zpracování výrazů
XPath. Toto API umožňuje průchod datovým zdrojem ve formátu XML (nebo v tomto
formátu zobrazitelném). Existují dvě možnosti, jak přistupovat k objektu navigátoru: buď
z instance třídy XmlDocument nebo z instance novější třídy XPathDocument. Rozdíl je v tom,
že starší XmlDocument implementuje XML DOM, ale novější XPathDocument disponuje
kompaktnější strukturou, která urychluje navigaci v dokumentu prostřednictvím XPath.
Ať už je ale aplikační API jakékoliv, pro spuštění dotazů XPath na zdroji dat XML je
stanovena stejná posloupnost kroků:
1. získat odkaz na třídu dokumentu podporující XPath (např. instance tříd XmlDocument
nebo XPathDocument)
2. pro tuto instanci vytvořit objekt navigátoru
3. zkompilovat výraz XPath (není vždy nutné)
4. zavolat metodu navigátoru Select a předat jí vytvořený výraz XPath
Třída XPathNavigator
Tato třída reprezentuje všeobecné rozhraní navržené jako čtečka dat (angl. reader), jejichž
obsah je v XML formátu. Dovoluje spouštění dotazů a přesun od jednoho uzlu k dalšímu.
Třída .NET Framework podporuje XPath, pokud implementuje rozhraní IXPathNavigable.
Toto rozhraní disponuje jedinou metodou CreateNavigator, která vytvoří a vrátí instanci
objektu navigátoru.
Rozdíl mezi navigátory XPath a readery XML je popsán v následujícím textu. Readery
jsou nástroje spíše nižších úrovní, tedy načítají data XML a vyvářejí datové struktury in-
memory, které jsou zdrojem dat pro navigátory, zatímco navigátory slouží k procházení dat
XML.
Metody třídy XPathNavigator lze rozdělit do tří skupin: metody pro výběr uzlů, metody
pro přesun a ostatní metody. Jednou z metod pro výběr uzlů je metoda Select, která
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vrací sadu uzlů vybraných pomocí zadaného výrazu XPath. Další metody a vlastnosti jsou
k nalezení v [6]. Všechny metody pro výběr navíc vrací objekt typu XPathNodeIterator
(viz dále), který se používá pro iteraci všech členů sady uzlů.
Datové sklady XPath
Datový sklad XPath je speciální typ dokumentu (libovolná třída .NET Framework), který
vystavuje svůj obsah ve formátu XML, a díky tomu na něm lze spouštět dotazy s výrazy
XPath. Třídy platformy .NET podporující XPath jsou XmlPathDocument, XmlDocument
a XmlDataDocument.
Třída XmlPathDocument vytvoří podkladovou síť vazeb mezi uzly, čímž je umožněna
rychlejší a efektivnější práce navigátoru. Metodou CreateNavigator je vytvořen nový ob-
jekt navigátoru, který je umístěn v kořenu dokumentu.
4.3.3 Iterátory XPath
Vrací-li XPath sadu uzlů, navigátor tuto sadu vrátí prostřednictvím tzv. iterátoru uzlu.
Tento objekt třídy XPathNodeIterator nabízí společné rozhraní pro navigaci v poli uzlů.
Iterátor uzlů pracuje jako indexer objektu navigátoru, který řídí dotaz XPath, neukládá
tedy žádné údaje o identitě navštívených uzlů do mezipaměti. Slouží pouze pro přístup
k obsahu výsledku dotazu XPath.
Třída XPathNodeIterator
Instanci této třídy lze vytvořit pouze z rodičovského objektu navigátoru, nemá totiž žádný
veřejný konstruktor. Iterátor zajišťuje dopředný přístup k uzlům, které byly vybrány pomocí
dotazu XPath.
Mezi vlastnosti třídy XPathNodeIterator patří i Count a Current. Vlastnost Count
vrací počet elementů v sadě uzlů (týká se to pouze uzlů nejvyšší úrovně, nikoli dětských
uzlů) a vlastnost Current vrací odkaz na objekt navigátoru, který je umístěn v aktuálním
uzlu iterátoru. Důležitou metodou objektu iterátor je MoveNext, která se ve vybrané sadě
uzlů navigátoru přesune na další uzel. Další metody a vlastnosti jsou k nalezení v [6].
4.4 Návrhové vzory
V řadě objektově orientovaných systémů je možné najít opakující se vzory tříd a komuniku-
jících objektů. Tyto vzory řeší návrhové problémy a umožňují tvárnější a často i znovupou-
žitelné objektově orientované návrhy. Aby byly tyto časté návrhové problémy a jejich řešení
k dispozici, byl vytvořen katalog návrhových vzorů, viz [7]. Ukázky a praktické příklady
návrhových vzorů lze nalézt na [13], [19] a také [12].
4.4.1 Command
V některých chvílích je potřeba vystavit žádost, aniž by byl znám její příjemce nebo požado-
vaná operace. Nástoje pro uživatelská rozhraní obsahují objekty typu nabídka nebo tlačítko,
které nějak reagují na základě uživatelského vstupu. Není ale možné, aby tyto nástroje im-
plementovaly žádost právě v nabídce nebo tlačítku, protože jen aplikace, které používají
tyto nástoje, vědí, jak se má na daný vstup zareagovat.
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Návrhový vzor Command zapouzdří samotnou žádost do objektu. Tento objekt je pak
možné ukládat či předávat dál jako jiné objekty. Vzor Command tedy odpojuje objekt, který
vyvolává operaci, od objektu, který ví, jak ji vykonat.
Návrhový vzor Command je výhodné použít v situaci, kdy chceme například podporovat
funkci Zpět. Předpokladem je, že třída Command definuje metody Execute a Unexecute,
kde druhá metoda odvolává vlivy předchozího volání první metody. Provedené příkazy
se pak ukládají do seznamu historie a pohyby v akcích Zpět/Znovu jsou pak jen zpětným
nebo dopředným procházením tohoto seznamu. Ukázkový příklad struktury a implementace
použitý v této práci je uveden v příloze B.
4.4.2 Singleton
Existují situace, kdy je potřeba, aby třída měla právě jednu instanci. Může se jednat o sou-
borový systém, správce oken, spojení s databází nebo pomocnou třídu provádějící operace
s řetězci. Problém právě jedné instance lze řešit dvěma způsoby. První je pomocí globální
proměnné, která sice objekt zpřístupní, ale nezabrání vytvářet instance více objektů. Druhý
způsob je učinit třídu zodpovědnou za sledování své vlastní instance. Tím nebude možné
vytvářet žádné další instance a navíc bude poskytnut jednotný způsob, jak k instanci přistu-
povat.
Tento návrhový vzor obsahuje pouze jednu třídu, a to Singleton, která definuje metodu
getInstance(). Ta umožňuje přístup ke své jediné instanci. Klienti pak k instanci třídy
Singleton přistupují pouze prostřednictvím této metody.
4.4.3 Mediator
Při objektově orientovaném návrhu je mezi objekty podporována distribuce chování, což
vede k objektové struktuře se spoustou spojení mezi objekty a v nejhorším případě je
dokonce každý objekt spojen s těmi ostatními. Návrhový vzor Mediator zajistí komunikaci
mezi komponentami programu tak, aby nemusely být v přímé interakci a nemusely ani
přesně znát poskytované metody.
Mediator slouží jako prostředník, který brání objektům komunikujícím ve skupině, aby
na sebe vytvářely vzájemné explicitní odkazy. Tyto objekty znají pouze prostředníka, se
kterým komunikují, a tím se snižuje počet vzájemných spojení. Příklad implementace pou-
žité v tomto projektu je uveden v příloze B.
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Kapitola 5
Analýza a návrh aplikace SQM
Data Analyzer
Navrženou aplikaci lze rozdělit na několik částí, které jsou znázorněny na obrázku 5.1
a dále v textu podrobně rozebrány. Jedná se především o části obsahující databázi a proces
načítání dat, která jsou v ní uložena. Dále jsou to části grafického uživatelského rozhraní,
logiky, která je nad ním postavena, a vyhodnocování dat.
Do části DATABÁZE je tedy potřeba načíst data k vyhodnocování, tzn. SQM data
a také jejich významy (lokalizace). Toto načítání zajišťují části aplikace označené jako LO-
KALIZACE a SQM DATA. Další významnou částí je GUI, která umožňuje zobrazení celé
grafické stránky výsledné aplikace. S GUI spolupracuje část VYHODNOCOVÁNÍ, která na
základě vstupu uživatele (umožněného přes GUI) získává výsledky z DATABÁZE a tyto
výsledky opět zobrazí v GUI. Zmíněný uživatelský vstup i výsledky pro zobrazení obsahuje
část LOGIKA.
Obrázek 5.1: Blokové schéma aplikace SQM Data Analyzer
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5.1 Uložení SQM dat a lokalizací v databázi
Vzhledem k typu dat, která je potřeba uložit, bylo navrženo databázové schéma, skládající
se z 24 tabulek. Celé toto schéma je možno nalézt v příloze A. Souhrnně lze říci, že pro každé
actionID existuje minimálně jedna samostatná tabulka, pro vybraná actionID existují
tabulky dvě. Některé z tabulek mají společné vlastnosti (takové, že se liší například pouze
v actionID), a dají se proto rozdělit do šesti skupin. Záznamy v určitých tabulkách navíc
nesou údaj o dni, kdy byla SQM data od uživatele získána, tzv. dateOfRecord. Tento údaj je
vždy získán z názvu archivu, ve kterém je soubor amhistory.dat zabalen (viz podkapitola
2.2).
První skupinu (viz obrázek 5.2) tvoří tabulky s lokalizacemi (tyto tabulky jsou dále
označovány jako tzv. číselníky), kde jsou uloženy údaje o ID konkrétní položky a její české
a anglické lokalizaci. Ačkoli se pracuje s pěti typy dat, jsou vytvořeny pouze čtyři tabulky.
Důvodem je nemožnost rozlišit ID menu a ID panel (tyto údaje jsou získávány z jednoho
zdrojového souboru a v něm není možnost, jak tyto dva typy odlišit).
Obrázek 5.2: Tabulky pro uložení lokalizací
Do druhé skupiny (viz obrázek 5.3) lze zařadit tabulky obsahující údaje pro actionID 0
(kontextové menu v pohledech), 2 (hlavní menu), 3 (kontextové menu v navigačním stromě)
a 4 (panel nástrojů). Všechny nesou údaje o ID menu, o četnosti jejich použití (údaj cnt)
a samozřejmě datum (údaj dateOfRecord), kdy k události došlo. Nabízí se otázka, proč
nesjednotit tyto čtyři tabulky do jedné, když nesou stejné údaje. Při návrhu databáze byla
i tato možnost zvažována, avšak brzy vyloučena, protože by do této sjednocené tabulky
bylo potřeba přidat ještě další atribut s identifikací actionID a tabulka by měla stejný
počet záznamů jako všechny čtyři tabulky dohromady. K úspoře místa by tím nedošlo.
Tabulky třetí a čtvrté skupiny (viz obrázek 5.4) spolu úzce souvisí. Obsahují údaje
pro actionID 1 (klávesové zkratky), 5 (přepínání mezi pohledy), 6 (třídění sloupců), 7
(pořadí sloupců), 8 (uživatelská záložka) a 10 (viditelnost sloupců). Záznamy v tabulkách
třetí skupiny (např. tabulka actionid_6) obsahují dvojici ID (např. u actionID 6 je to
kombinace ID pohledu a ID sloupce), kde každé ID odkazuje do odpovídajícího číselníku.
Tabulky čtvrté skupiny (např. tabulka cnt_6) obsahují údaje o počtu (cnt), pořadí (rank),
nebo viditelnosti (visibility) záznamů z tabulek třetí skupiny.
U actionID 7 a 8 je navíc uplatněn specifický postup ukládání získaných dat. Podle
popisu (viz tabulka 2.2) je u těchto ID vždy seznam ID sloupců, což ve vstupním souboru
amhistory.dat znamená proměnlivý počet položek na jednom řádku, který by tedy nebylo
možné do databáze v této podobě uložit. Protože se jedná o seznam sloupců, který repre-
zentuje jejich pořadí, lze toto pořadí uložit k ID jednotlivého sloupce. Nebudou tím sice
zachovány informace, jak jdou sloupce za sebou, ale zůstane informace o absolutním pořadí
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Obrázek 5.3: Tabulky pro uložení actionID 0, 2, 3 a 4
Obrázek 5.4: Tabulky pro uložení actionID 1, 5, 6, 7, 8 a 10
sloupce, a to je pro požadované statistiky dostatečné.
Pátou skupinou (viz obrázek 5.5) jsou tabulky s daty, která jsou vzájemně nesourodá,
a nelze díky tomu najít podobnost s jinými tabulkami. Jedná se o tabulky pro actionID 9
(viditelnost panelů), 11 (rychlá nápověda) a 12 (statistická data).
Obrázek 5.5: Tabulky pro uložení actionID 9, 11 a 12
Šestá a zároveň poslední skupina (viz obrázek 5.6) obsahuje tabulku s údaji o již nač-
tených souborech s SQM daty.
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Obrázek 5.6: Tabulka s údaji o použitých souborech
Při návrhu byla uvažována i možnost spojit tabulky se stejnými vlastnostmi (ale pro
různá actionID), databáze by však nebyla tolik přehledná. K tomu jsou nutně přidány
číselníky, pro případ, že by uživatel neměl k dispozici celou aplikaci a chtěl by pouze
z databáze zjistit významy SQM dat. Je zde i tabulka s názvy souborů, které už byly do
databáze nahrány.
Při tvorbě názvů tabulek a atributů bylo použito následujících postupů:
• názvy tabulek
– tabulky obsahující přímo actionID
∗ postup: řetězec
”
actionid “ + číslo actionID
∗ příklad: actionid_0
– tabulky obsahující ukládané vlastnosti (počet, pořadí, viditelnost)







sib“ pro viditelnost) + znak
”
“ + actionID, ke kterému se vztahují
∗ příklad: cnt_1, rank_7, visib_10
















∗ příklad: tabulka ukládající údaje o pohledech má název c_view
– tabulka obsahující údaje nutné k udržení databáze v aktuálním stavu
∗ postup: nelze zobecnit, název tabulky je šitý na míru
∗ příklad: loaded_sqm_files
• primární klíče
– u tabulky popisující přímo actionID
∗ postup: řetězec
”
id “ + actionID
∗ příklad: v tabulce actionid_0 je primárním klíčem id_0
– u tabulky popisující ukládané vlastnosti (počet, pořadí, viditelnost)
∗ postup: řetězec
”
id “ + název tabulky
∗ příklad: v tabulce rank_7 je primárním klíčem id_rank_7
• atributy, které se někam odkazují




id “ + actionID
∗ příklad: atribut odkazující se na tabulku actionid_7 má název id_7
– odkaz do číselníků
∗ postup: řetězec
”
id “ + popis toho, na který typ položky je odkazováno
(
”







∗ příklad: atribut odkazující se na položku typu nápověda má název id_help
5.2 Zpracování SQM dat
Při nahrávání SQM dat do databáze je potřeba provést určité kroky, které jsou nezbytné
kvůli zabránění ztrátě některých dat. Také se mohou vyskytnout jevy, které nepatrně zkres-
lují vyhodnocování. Kroky zpracování i zkreslující jevy jsou popsány v následujícím textu.
5.2.1 Postup zpracování
Nejdříve musí být určen adresář, ve kterém se soubory s SQM daty nacházejí. Poté je
možné provést kontrolu nových souborů, tedy těch, které a především kolik jich dosud
nebylo nahráno do databáze (údaj o počtu hraje roli i při zobrazování progress baru, aby
měl uživatel přehled o aktuálním stavu). Dále jsou archivy procházeny jeden po druhém
a rozbalovány. Z jejich názvu se dá s pomocí regulárních výrazů získat datum, kdy byl
sběr proveden, a toto datum je pak později do databáze ukládáno s většinou záznamů.
Celý název archivu se uloží do databáze, a to ještě před samotným zpracováním SQM dat.
V případě, že chce uživatel zastavit nahrávání SQM dat, dojde k němu až ve chvíli, kdy je
dokončeno nahrávání aktuálně otevřeného souboru. Nedojde tak ke ztrátě či duplikaci dat.
Samotné zpracování jednoho souboru pak sestává z otevření archivu, ve kterém je soubor
uložen, čtení souboru po řádcích, rozdělení každého řádku na jednotlivá čísla a podle prvního
čísla (což je actionID) sestavení příkazu pro vložení dat do databáze.
5.2.2 Příčiny možného zkreslení při vyhodnocování
Některé soubory neobsahují všechny údaje u statistik (jedná se o actionID 12). Tedy
jednoduše na posledním řádku nejsou všechna čísla, která jsou potřeba k vytvoření příkazu
pro vložení do databáze. V tomto případě jsou všechna předchozí data vložena, jen údaje
z posledního řádku nikoli. Dojde tak sice k určitému zkreslení výsledků, toto zkreslení bude
ale vzhledem k množství dat zanedbatelné.
Dalším zkreslujícím faktorem mohou být soubory vygenerované při testech. Je-li totiž
ověřováno, že posílání těchto dat od uživatele na sběrný server AVG funguje v pořádku,
jsou data manuálně upravována. Poznávacím znakem takového souboru je nápadně malá
velikost, stejně jako velmi krátký čas, během kterého byl soubor vytvořen.
5.3 Hledání metadat ve zdrojovém kódu aplikace
AVG Admin Konzole
Cesta od libovolného ID k jeho lokalizacím není přímá, v žádném zdrojovém souboru apli-
kace AVG Admin Konzole není uvedena podobná n-tice s ID a jeho texty v různých jazyko-
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vých mutacích. Ve zdrojových souborech typu .h, .rc, .cpp a .xml je potřeba najít určitá
metadata a teprve přes ně se k lokalizacím dostat.
Čísla a lokalizace jsou uloženy v databázi a při každém spuštění aplikace SQM Data
Analyzer by mělo dojít ze strany uživatele k aktualizaci dat. Stávající lokalizace uložené
v databázi jsou pak smazány a nahrazeny novými, přičemž je potřeba všechny lokalizace
nejprve najít (při hledání jsou uloženy ve strukturách, viz podkapitola 5.3.1, v hashovací
tabulce) a poté vložit do databáze.
5.3.1 Struktura pro uložení metadat s lokalizacemi
Struktura pro metadata nesoucí údaje také o ID každé položky a jejích lokalizacích má
podobu popsanou v tabulce 5.1. V následujícím textu jsou podrobně rozebrány všechny
části této struktury.
název datový typ popis
flag int pomocná proměnná při hledání a ukládání
itemId long ID položky
itemName string jméno položky
languageNeutralString string neutrální řetězec
czLocalization string česká lokalizace
usLocalization string anglická lokalizace
Tabulka 5.1: Struktura pro uložení metadat
Flag
Údaj flag může nabývat hodnot 0, 1 a -1, přičemž na počátku je inicializován na 0
(1. etapa). Při nalezení údajů itemId, itemName a languageNeutralString (2. etapa)
se hodnota změní na 1, pokud některý z údajů není nalezen, zůstane hodnota rovna 0. Před
hledáním anglické a české lokalizace je flag aktualizován, což znamená, že jeho hodnota
se zmenší o 1. V dalším kole při nalezení czLocalization a usLocalization (3. etapa) se
opět změní na 1. Tabulka 5.2 ilustruje tři možnosti, které mohou nastat po načtení metadat.
1. etapa 2. etapa aktualizace 3. etapa závěr - co bylo nalezeno
0 1 0 1 vše
0 1 0 0 ID a jméno položky a neutrální řetězec
0 0 -1 -1 pouze ID a jméno položky
Tabulka 5.2: Varianty hodnot, kterých může flag nabývat
ID a jméno položky, neutrální řetězec
Číslo itemId je údaj o ID konkrétní položky (a spolu s lokalizacemi je uloženo v da-
tabázi v některém z číselníků). Jméno položky itemName a jazykově neutrální řetězec
languageNeutralString nejsou údaje potřebné při samotné analýze, ale tvoří prostřed-




itemName ID VIEW WS ASK UPDATE
languageNeutralString @view station ask for update
Tabulka 5.3: Návaznost mezi ID a jménem položky a neutrálním řetězcem
Řetězec languageNeutralString je charakteristický tím, že vždy začíná symbolem @
a plní ve zdrojovém kódu funkci jazykově neutrálního řetězce, který je při použití nahrazen
konkrétním řetězcem jazyka, který si uživatel zvolil. To umožňuje používání aplikace obecně
ve více jazykových verzích.
Česká a anglická lokalizace
Podle řetězce languageNeutralString se již snadno v XML souborech s lokalizacemi do-
hledají řetězce czLocalization a usLocalization. Po získání českého a anglického textu
jsou všechna potřebná metadata nalezena. Jak může vypadat struktura uložená v hashovací
tabulce ilustruje tabulka 5.4.
flag 1
itemId 40089
itemName ID VIEW WS ASK UPDATE
languageNeutralString @view station ask for update
czLocalization Vyzvat k programové aktualizaci
usLocalization Ask to perform program update
Tabulka 5.4: Příklad struktury uložené v hashovací tabulce se všemi metadaty
5.3.2 Princip hledání metadat
Čísla ID uložená v databázi se dají rozdělit do pěti typů, a to menu, panel, help (nápověda),
view (pohled) a column (sloupec). Aby se od sebe daly tyto typy odlišit, je pro ně zavedeno
následující označení: mp (pro menu a panel), h (pro help), v (pro view) a c (pro column). Na
základě typu a ID položky je možné vytvořit klíč pro uložení konkrétní struktury v hashovací
tabulce, a to spojením označení typu, znaku
”
“ a ID položky (viz tabulka 5.5).
typ položky menu
ID položky 40089
klíč do hashovací tabulky mp_40089
Tabulka 5.5: Příklad klíče vytvořeného z typu a ID položky
Prohledávání zdrojových souborů aplikace AVG Admin Konzole se dá rozdělit na tři
etapy (hledání ID a jména položky, hledání neutrálního řetězce a hledání lokalizací), přičemž
postup se mírně liší v závislosti na typu dat. Při popisu hledání a zpracování metadat je
použit formát zápisu uvedený v tabulce 5.6, který usnadní orientaci při samotném imple-
mentování.
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Typ dat určuje, na který typ dat je tento postup aplikován
Soubor název a typ souboru, ze kterého jsou údaje získávány
Vstup formát vstupu, který je zpracován
Výstup formát výstupu, který je získán zpracováním vstupu
Příklad ukázka vstupu a výstupu na reálných datech
Tabulka 5.6: Zápis navržený pro hledání metadat
Hledání ID a jména položky
Typy dat menu a panel jsou nalezeny tak, že z hlavičkového souboru, který obsahuje pouze
definice konstant, se zpracují jen ty konstanty, které mají prefix ID_ (jsou zde definovány
i konstanty s prefixem IDC_ a IDR_, ty se ale nereportují, tudíž nejsou pro analýzu důležité).
Uloží se číselná i řetězcová hodnota konstanty (viz tabulka 5.7).
Typ dat menu, panel
Soubor adm_resource.h
Vstup #define name ID
Výstup itemId = ID, itemName = name
Příklad vstup #define ID VIEW WS ASK UPDATE 40089
výstup itemId = 40089, itemName = ID VIEW WS ASK UPDATE
Tabulka 5.7: Hledání ID a jména položky pro typy menu a panel
Údaje o typech view a help jsou nalezeny ručně (viz tabulka 5.8) a uloženy do vlast-
ního vytvořeného souboru ViewAndHelp.xml (viz podkapitola 6.4). Z hlavičkového sou-
boru, který obsahuje mimo jiné i výčet všech pohledů (view), jsou vybrány údaje itemId
a itemName; tyto jsou pak uloženy do souboru ViewAndHelp.xml. Podobně jsou získány
i údaje o nápovědě (help) s tím rozdílem, že zdrojem není výčet (enum), ale přepínač
(switch).
Typ dat view, help
Soubor AdminMonitoring.h
Vstup enum ViewIDs {name0 = ID0, name1, name2, . . . };
Výstup itemId = IDX, itemName = nameX
Příklad vstup enum ViewIDs {am_VIEW_DATACENTER = 0,
am_VIEW_WINDOWS_STATIONS, ...};
výstup itemId = 1, itemName = am_VIEW_WINDOWS_STATIONS
Tabulka 5.8: Hledání ID a jména položky pro typy view a help
Při hledání názvu a ID sloupce (column, viz tabulka 5.9) je z daného XML souboru vy-
brán element AdminViews, v něm element View s atributem name=”root”a v něm vnořený
stejný element View s atributem name=”avgadmin”. Zde jsou pak zpracovány všechny ele-
menty Column. Podstatné jsou zde atributy visible (pokud má hodnotu True, je sloupec
viditelný uživateli, a proto sbírán pro analýzu, a údaj o jménu a ID sloupce se uloží; pokud
má hodnotu False, údaj se vůbec nezpracuje), dále atribut explicitName (pokud je ne-
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prázdné, bere se jako jméno sloupce místo name). Ze jména sloupce se poté vypočítá jeho
CRC a výsledek se uloží jako itemId.
Typ dat column
Soubor AVGAdminDatabase.xml
Vstup <Column . . . name=”N” explicitName=”E”. . . visible=”V”. . . />
Výstup if(V == True):
if(E == ””): itemId = CRC(N), itemName = N
if(E != ””): itemId = CRC(E), itemName = E
Příklad vstup <Column . . . name=”AVG_IPAddress” explicitName=””. . .
visible=”True”. . . />
výstup itemId = 3928238499, itemName = AVG_IPAddress
Tabulka 5.9: Hledání ID a jména položky pro typ column
Hledání neutrálního řetězce
K nalezení tohoto řetězce pro typy menu a panel (viz tabulka 5.10) je potřeba prohledat
soubory typu .rc a .cpp, protože informace jsou rozmístěny a navíc zapsány v nestejných
podobách. Dá se říci, že jsou k dispozici ve formátu jakési dvojice. Příklady zápisu řádků,
ze kterých se languageNeutralString dá získat, mají následující podobu:
pro soubor .rc: MENUITEM neutrální řetězec, jméno položky
pro soubor .cpp: xxx, jméno položky, yyy AVG_TEXT(”neutrální řetězec”)zzz
Získání potřebných údajů je už jen otázka vhodného zpracování textu řádku či hledání
správných prefixů.
Typ dat menu, panel
Soubor AvgAdmin.rc, admrep.rc,
Dlg{AccessControl|ScanLog|ScanManaging}.cpp
Vstup MENUITEM ”lang”, ID lang
Výstup languageNeutralString = lang
Příklad vstup MENUITEM ”@view_station_ask_for_update”,
ID_VIEW_WS_ASK_UPDATE
výstup languageNeutralString = @view_station_ask_for_update
Tabulka 5.10: Hledání neutrálního řetězce pro typy menu a panel
Pro typy view a help je hledání opět provedeno ručně (viz tabulka 5.11), s uložením do
souboru ViewAndHelp.xml. Tuto činnost není možné zcela zautomatizovat, protože nikde
není stanoveno přesné pravidlo pro propojení jednotlivých položek, a probíhá tedy intui-
tivně. Podle názvů přímo v Konzoli jsou dohledány jejich languageNeutralString a ty
jsou čistě podle podobnosti přiřazeny k itemName, jde se tedy opačným směrem.
Najít neutrální řetězec pro typ column (viz tabulka 5.12) je oproti tomu snazší a sa-
mozřejmě automatizovatelné. Pouze stačí u itemName změnit všechna písmena na velká
a přidat prefix @head_. Pro jistotu, zda řetězec skutečně existuje v XML souborech, je prove-
dena kontrola a řetězec je uložen pouze tehdy, je-li nalezen v souboru avg_adm_views.xml.
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Tabulka 5.11: Hledání neutrálního řetězce pro typy view a help
Typ dat column
Soubor avg_adm_views.xml
Vstup itemName = name
Výstup languageNeutralString = @head NAME
Příklad vstup itemName = AVG_IPAddress
výstup languageNeutralString = @head_AVG_IPADDRESS
Tabulka 5.12: Hledání neutrálního řetězce pro typ column
Hledání české a anglické lokalizace
Nakonec jsou podle languageNeutralString v XML nalezeny řetězce czLocalization
a usLocalization (viz tabulka 5.14). V těchto XML souborech jsou důležité elementy
identifier, kde atribut id obsahuje právě zmíněný neutrální řetězec. Byl-li nalezen ele-
ment s požadovanou hodnotou atributu id (ukázka elementu identifier viz tabulka 5.13),
vyberou se z elementů language ty, jejichž atribut lang je CZ (česky) a US (anglicky). Něk-
teré řetězce s lokalizacemi obsahují i podřetězec
”
&amp;“. Ten není třeba v tuto chvíli
uvažovat, jedná se o určení písmene, které má být ve výsledném zobrazení podtrženo a tím
zrychlen výběr.
<identifier id=”@view_station_ask_for_update”. . . >
<language lang=”GE”. . . >Zur &amp;Programmaktualisierung . . . </language>
. . .
<language lang=”US”. . . >Ask to perform . . . </language>
<language lang=”CZ”. . . >Vyzvat k . . . </language>
</identifier>
Tabulka 5.13: Ukázka elementu identifier
Hledání lokalizací probíhá pro všechny typy dat stejně a dá se rozdělit na dvě velké fáze.
První je nalezení lokalizací při jednom průchodu, druhou je nalezení tzv. vnořených řetězců
a jejich překladů při několika dalších průchodech. Může totiž nastat situace, kdy element
identifier obsahuje kromě přeloženého textu i další neutrální řetězec (lze ho označit za
vnořený), který je uzavřen v závorkách a uvozen znakem $. V takovém případě je nutné
najít význam i tohoto vnořeného řetězce a vložit ho. Příklad hledání lokalizací ve více fázích
je uveden v tabulkách 5.15.
5.4 Vyhodnocování SQM dat
Cílem aplikace SQM Data Analyzer je vyhodnotit data získaná od uživatelů aplikace AVG
Admin Konzole a na základě analýzy výsledků vylepšit její uživatelské rozhraní, udělat ho
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Typ dat menu, panel, view, help, column
Soubor XML soubory
Vstup <identifier id=”@lang”. . . >
. . .
<language lang=”US”. . . >anglický text</language>
<language lang=”CZ”. . . >český text</language>
</identifier>
Výstup czLocalization = český text
uzLocalization = anglický text
Příklad vstup <identifier id=”@view_station_ask_for_update”. . . >
. . .
<language lang=”US”. . . >Ask to perform . . . </language>
<language lang=”CZ”. . . >Vyzvat k . . . </language>
</identifier>
výstup czLocalization = Vyzvat k programové aktualizaci
usLocalization = Ask to perform program update
Tabulka 5.14: Hledání české a anglické lokalizace
languageNeutralString @menu_datacentersettings
czLocalization Nastavení $(@datacentername). . .
usLocalization $(@datacentername) settings. . .
languageNeutralString @datacentername
czLocalization AVG Data Center
usLocalization AVG Data Center
languageNeutralString @menu_datacentersettings
czLocalization Nastavení AVG Data Center. . .
usLocalization AVG Data Center settings. . .
Tabulka 5.15: Příklad vnořeného neutrálního řetězce
více intuitivní a přizpůsobené potřebám uživatelů.
Obecně se dají ze získaných dat zjistit četnosti použití různých komponent, například
skrývání panelů, využívání nápovědy a různých pohledů, či výběr menu (jak v konkrétním
pohledu, tak celkově). Dají se detekovat i změny konfigurace (v případě rozložení sloupců)
nebo tvorba své vlastní (uživatelské záložky či skupiny stanic). Na základě těchto infor-
mací lze později navrhnout vhodnější výchozí nastavení. Zajímavý je i údaj o počtu stanic
připojených k jedné Konzoli, verze sestavení nebo databáze, kterou Konzole využívá.
5.4.1 Údaje zjistitelné z jednotlivých kategorií dat
Z konkrétních kategorií dat (čísla odpovídají actionID, viz podkapitola 2.2) se dají o cho-
vání uživatele zjistit následující skutečnosti.
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ActionID 0, 2, 3 a 4 – Která menu volí v konkrétních částech Konzole? Zjistit
četnosti výběru položek menu v jednotlivých částech, tedy v pohledech, hlavní nabídce,
navigačním stromě a panelu nástrojů. Vyhodnotit, zda menu v panelu nástrojů je vhodně
zvoleno (vzhledem k hlavní nabídce).
ActionID 1 – Používá klávesové zkratky? Zjistit, které a jak často. Porovnat s čet-
ností výběru přes menu v pohledech.
ActionID 5 – Mezi kterými pohledy přepíná? Zjistit, které jednotlivé pohledy vy-
užívá nejméně a nejčastěji, zda přidává vlastní skupiny stanic.
ActionID 6 – Podle kterých sloupců řadí obsah tabulek? Určit, jaké by bylo
vhodné standardní nastavení. Zjistit, které sloupce nejsou na řazení vůbec zajímavé. Vy-
hodnotit pro jednotlivé pohledy i celkově.
ActionID 7 – Jak si upravuje pořadí zobrazovaných sloupců? Zjistit ideální pořadí
sloupců, jak v jednotlivých pohledech, tak celkově. Navrhnout nové nastavení.
ActionID 8 – Které sloupce si zobrazuje ve vlastních záložkách? Sestavit ideální
pořadí sloupců v takto vytvořené záložce.
ActionID 9 – Které panely skrývá? Vyhodnotit, jestli je funkce skrývání panelů
často využívána, případně jestli převažuje skrývání některých panelů. Pokud ano, navrhnout
výchozí nastavení.
ActionID 10 – Které sloupce skrývá? Vyhodnotit jak pro jednotlivé pohledy, tak
celkově. Zjistit, zda jsou některé sloupce uživatelem vyloženě nechtěné.
ActionID 11 – Které nápovědy a jak často si nechává zobrazovat? Při výrazných
extrémech ve statistikách zobrazení vyhodnotit, jestli je samotný postup konkrétní činnosti
dostatečně intuitivní, případně jestli byl v nápovědě srozumitelně popsán.
ActionID 12 – Technické údaje o AVG Admin Konzoli. Zjistit délku běhu Konzole,
připojené databáze, počet spravovaných stanic a verze sestavení (tzv. build number) Konzole
a Serveru. Vypsat, kolik souborů bylo celkem odesláno od uživatelů na sběrný server.
5.4.2 Možnosti uživatelského vstupu
Pro samotné vyhodnocování už nehrají takovou roli actionID (tedy není navrženo 13 růz-
ných skupin), ale je vytvořeno 7 skupin podle oblastí, kde se vyhodnocují podobné údaje.
Jsou to Menu, Sloupce, Nápověda, Pohledy, Panely, Klávesové zkratky a Statistiky. Co
a podle jakých kritérií se bude vyhodnocovat a zobrazovat jako výsledky je pro jednotlivé
skupiny popsáno v následujícím textu.
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Menu Je zde na výběr ze tří možností, pro které se bude hodnotit četnost. Jsou to hlavní
nabídka, panel nástrojů a kontextové menu. To se ještě dělí na dvě další možnosti - buď
menu v pohledech nebo v navigačním stromě. Při volbě kritérií je možné určit způsob řazení
výsledků. Ty jsou zobrazeny v tabulce obsahující údaje o ID, názvu a počtu, a právě podle
nich je možné výsledky seřadit (implicitně je nastaven počet).
Sloupce Údaje o sloupcích je možno rozdělit do čtyř kategorií, a to řazení sloupců, pořadí
sloupců, skrývání sloupců a sloupce v uživatelských záložkách. Kritérii jsou pro všechny čtyři
kategorie pohledy (tedy vyhodnocení buď pro všechny pohledy, nebo pro jeden konkrétní)
a způsob řazení výsledků. Dále pro pořadí sloupců a uživatelské záložky je to zobrazení ideální
kombinace nebo výsledky pro konkrétní pořadové číslo. Pro skrývání sloupců je možnost
vybrat buď sloupce skryté nebo viditelné. Zobrazení výsledků je stejné jako pro skupinu
Menu, včetně způsobu řazení.
Nápověda U nápovědy nehraje roli pohled nebo jiný faktor, je tedy možné pouze vybrat
kritérium časové – největší počet zobrazení nápovědy Konzole za určité období, nebo vše.
Výsledky jsou opět zobrazeny v tabulce jako u skupiny Menu i se stejným řazením.
Pohledy Vzhledem k získaným datům (dvojice starý a nový pohled) je možné rozdělit
vyhodnocování pohledů do dvou kategorií – na které se přepíná a ze kterých se přepíná.
Předpoklad je, že výsledky se nebudou výrazně lišit, i přesto jsou tyto dvě kategorie zave-
deny. Při výběru kritérií je možné do výsledků zařadit i vlastní vytvořené skupiny, případně
stav, kdy je stejné číslo starého a nového pohledu (tedy uživatel pravděpodobně vybral
aktuálně zobrazený pohled). Výsledky jsou opět ve formě tabulky se stejným řazením jako
u skupiny Menu.
Panely Při vyhodnocování četnosti zobrazení panelů je potřeba vybrat, zda se budou
počítat panely viditelné, nebo skryté. Samotné zobrazení výsledků je opět stejné jako u sku-
piny Menu, včetně způsobů řazení.
Klávesové zkratky Jejich vyhodnocení se dá provést v jediné kategorii, a to je jednodu-
ché zjištění které a jak často jsou voleny. Kritérii jsou pohledy (buď pro všechny, nebo pro
jeden konkrétní) a opět způsob řazení výsledků. Jejich zobrazení a řazení je v tabulce stejně
jako u skupiny Menu.
Statistiky Při zobrazování statistik o Konzoli se implicitně zobrazují všechny s tím, že
každá z nich může být schována nebo opět přidána. Celkem je vyhodnocováno 5 kategorií,
a to počet přijatých souborů, délka běhu Konzole, počet stanic, použité databáze a čísla
sestavení. Počet přijatých souborů od uživatelů se dá zobrazit celkově, nebo za období.
U délky běhu spuštěné Konzole se zobrazí hodnoty minima, maxima a průměru. Počet stanic
je zobrazen v grafu (sloupcový a buď se zobrazením všech údajů, nebo v určitém číselném
rozpětí, je také možnost zvolit jednotku zobrazení, např. 10, 50, 100. . .). Použité databáze




Přes grafické uživatelské rozhraní uživatel určí, co si přeje vyhodnotit, případně s jakými
parametry (např. interval hodnot či časové období). Poté proběhne vyhodnocení, které
sestává z konstrukce dotazu do databáze na základě kritérií, která uživatel zvolil, jeho pro-
vedení, přijetí výsledků dotazu a jejich následné zpracování do formy vhodné pro zobrazení
opět v GUI.
5.4.4 Formát zobrazitelného výstupu
Výsledky, které je potřeba zobrazit uživateli, se dají rozdělit do dvou skupin. První skupinou
jsou statistiky, pro které jsou použity především grafy, případně jednorázové číselné údaje.
Tyto jsou jednotlivě uloženy v paměti, v případě počtu stanic se jedná o seznam.
Druhou zobrazovací skupinu tvoří čísla a textové řetězce, tedy údaje o ID, lokalizacích
a počtech a v případě zjištění ideální kombinace sloupců také údaje o pořadí. Všechny tyto
údaje jsou uloženy v seznamech, kde jeden seznam odpovídá jednomu sloupci zobrazenému
v GUI.
5.5 Grafické uživatelské rozhraní aplikace SQM Data
Analyzer
Při návrhu grafického uživatelského rozhraní byla brána v úvahu pravidla pro uspořádání
ovládacích prvků (viz podkapitola 3.4.1). Hlavní část okna tvoří záložky (viz obrázek 5.7),
protože zde se vždy zobrazuje celé vyhodnocení, tzn. specifikace kritérií vyhodnocování
a poté zobrazení výsledků. Tím je záložka rozdělena na dvě vertikální části, kde kritéria
zabírají menší prostor než výsledky.
První část, kritéria, obsahuje tyto ovládací prvky (viz podkapitola 3.5): tlačítko, pře-
pínač, zaškrtávací políčko, rozbalovací seznam, spin box, kalendář a popisek. Dle zásady
uspořádání do skupin je použit také prvek skupinový box a dle zásady následnosti jsou tyto
skupiny dávány pod sebe tak, aby uživatel při výběru kritérií postupoval logicky. Při použití
ovládacího prvku rozbalovací seznam je v případě zobrazení pohledů tato zásada uplatněna
také, tzn. pohledy nejsou řazeny např. lexikograficky, ale podle toho, jak jsou zobrazeny
v Konzoli. Při zobrazování tlačítka
”
Vyhodnotit“ je uplatněna zásada pravidelnosti. Tla-
čítko je totiž pro všech sedm skupin zobrazeno na stejném místě, byť prvky kritérií zabírají
různě velké místo. Uživatel tak nemusí tlačítko hledat vždy znovu na jiném místě pro novou
skupinu dat.
Druhá část, výsledky, může mít dvě podoby. Pro skupinu Statistiky jsou to grafy (ko-
láčový a sloupcový, viz podkapitola 3.3.1). Pro ostatních šest skupin je to seznam s několika
sloupci (ID, název, počet), podle kterých lze jednotlivé zobrazené položky řadit. Při potřebě
zobrazit více položek, než se vejde do vyhrazeného prostoru, je použit posuvník.
Ze sedmi výše uvedených skupin pro vyhodnocování SQM dat jsou pro ilustraci návrhu
vybrány následující dvě - Sloupce (viz obrázek 5.8) a Statistiky (viz obrázek 5.9).
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126 Infekcí nalezeno 100
223 Testovaných objektů 80
173 Počet použití 60
530 Čas potvrzení 40
...
Obrázek 5.8: Náhled GUI pro skupinu Sloupce
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Obrázek 5.9: Náhled GUI pro skupinu Statistiky
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Kapitola 6
Popis aplikace SQM Data Analyzer
V této kapitole je popsán postup, jakým byla aplikace SQM Data Analyzer implemento-
vána. Kapitola je rozdělena podle modulů, které jsou zmíněny v návrhu (viz kapitola 5).
Jsou zde popsány jednotlivé třídy a jejich kooperace (diagramy tříd byly vytvořeny po-
mocí nástroje Umlet [18]). Na závěr je popsáno otestování výsledné aplikace, zhodnocení
dosažených výsledků a návrh na vylepšení AVG Admin Konzole.
6.1 Grafické uživatelské rozhraní
Grafické uživatelské rozhraní aplikace SQM Data Analyzer bylo realizováno pomocí Windows
Forms. Celé GUI (viz obrázek 6.1) je řízeno ze třídy SqmAnalyzerForm. Ta mimo jiné
obsahuje komponentu spravující všechny záložky. Tato komponenta je instancí třídy Tabs
a může obsahovat více záložek, jež jsou instancí třídy Tab. Každá záložka pak obsahuje vždy
jednu instanci třídy GuiCriteria pro zobrazení kritérií a jednu instanci třídy GuiResults
pro zobrazení výsledků.
Třída SqmAnalyzerForm
Kromě komponenty řídící všechny záložky obsahuje tato třída také hlavní menu a něko-
lik tlačítek. Ta umožňují vytvoření nové záložky, posun v seznamu kritérií (na předchozí
nebo na další) a dále volbu skupiny SQM dat, která se budou vyhodnocovat. Třída také
samozřejmě obsahuje metody jako reakce na volbu daného tlačítka.
Třída Tabs
Tato třída vytváří a řídí instance třídy Tab. Zároveň v proměnné currentTab uchovává in-
formaci o tom, která záložka je právě aktivní. Třída obsahuje pouze dvě metody. První z nich
executeCommand() je součástí konstrukce návrhového vzoru Command (viz podkapitola
4.4.1) a pouze zavolá provedení již nachystaného příkazu. Druhá metoda createNewTab()
vytvoří novou záložku, přidá ji k ostatním a označí ji jako aktivní.
Třída Tab
Každá jedna záložka v aplikaci je instancí třídy Tab. Její metody nastavují název záložky,
zajišťují zobrazování kritérií i výsledků vyhodnocení a toto také volají (logiku vyhodnoco-
vání ovšem zajišťuje třída Evaluator, viz podkapitola 6.2). Třída tedy vytváří a udržuje
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Obrázek 6.1: Diagram tříd implementujících grafické uživatelské rozhraní
si jak aktuální kritérium výběru (instance třídy Criteria), tak všechna dosavadní kritéria
v seznamu kvůli posunu na předchozí či další kritérium. Dále si udržuje aktuální výsledek
pro zobrazení (instance třídy Results). Ke kritériu i k výsledku je potřeba udržovat kom-
ponenty GUI, a to je realizováno v instancích tříd GuiCriteria a GuiResults. Poslední
důležitou částí je instance třídy Evaluator, která na základě kritérií provede vyhodnocení
dat.
Při vytvoření nové záložky není ještě jasné, který typ dat se zde bude vyhodnoco-
vat a zobrazovat. Až metoda setCriterium() vytvoří kritérium v paměti, a to je pak
zobrazeno metodou createNewCritGui(), která je zavolána prostřednictvím Command (viz
podkapitola 4.4.1) nebo při vyhodnocování a inicializuje instanci správné třídy odvozené
od GuiCriteria. Zde se také zavoláním metody setTabName() nastaví titulek záložky dle
zvoleného typu předaného v parametru metody. Podobně, ale pro zobrazení výsledků, se
v metodě displayResults() inicializuje některá ze tříd odvozených od GuiResults().
Pro vyhodnocování jsou implementovány dvě přetížené metody evaluateCriterium().
První nepřijímá žádný vstupní parametr a pouze zavolá metodu evaluateCriteria() ze
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třídy Evaluator. Druhá přijímá jako parametr číslo reprezentující pořadí (tím je myšleno
určení, má-li se vyhodnocovat kritérium současné, další nebo předchozí). Je zde také volána
metoda saveCurrentCriteriumToList(), která vymaže všechna další kritéria v seznamu
a jako aktuální kritérium uloží to nejnovější.
Metoda executeCommand() má stejné použití jako stejnojmenná metoda třídy Tabs,
tedy zavolá provedení nachystaného příkazu dle návrhového vzoru Command (viz podkapi-
tola 4.4.1). Poslední metoda setPrevAndNext() zajišťuje dle aktuálního indexu v seznamu
kritérií viditelnost tlačítek pro posun na předchozí či další kritérium.
Třída GuiCriteria a odvozené třídy
Tato třída a také třídy z ní odvozené (viz obrázek 6.2) vytvářejí a zobrazují všechny grafické
komponenty, které souvisí s realizací kritérií. Třída GuiCriteria definuje tři abstraktní
metody, a to createGuiItems(), removeGuiItems() a setValues(). Dále jsou v této třídě
nadefinovány číselné konstanty, které vyjadřují hodnoty rozměrů použitých v odvozených
třídách, a řetězce s názvy zobrazenými u některých komponent používanými tamtéž.
Obrázek 6.2: Hierarchie tříd odvozených ze třídy GuiCriteria
Odvozené třídy odpovídají skupinám uživatelského vstupu (viz podkapitola 5.4.2) a je
jich rovněž sedm. Zdrojový kód každé z těchto tříd sestává z několika částí. Jsou to deklarace
grafických komponent, zobrazitelné texty, které se některým komponentám přiřazují, dále




Při realizaci části grafického uživatelského rozhraní pro zobrazení kritérií jsou použity
komponenty GroupBox, CheckBox, RadioButton, Label, DateTimePicker, NumericUpDown,
Button a ComboBox. Pro pojmenování každého z grafických prvků je zaveden určitý klíč,
který zajišťuje jedinečnou identifikaci toho, o jaký prvek jde. Název se skládá z typu kom-
ponenty, znaku
”
“ a popisu, o jaký prvek se přesně jedná. Například prvek RadioButton
s uživatelskou volbou
”
Pořadí sloupců“ má identifikátor radioButton_ordering.
Je-li to potřeba, jsou některé komponenty (např. RadioButton) sdružovány (pomocí
GroupBox). Mezi komponentami jsou dodržovány přesně definované dynamické rozestupy
(viz konstanty s rozměry v základní třídě GuiCriteria). Uživatelská volba některé z kom-
ponent může ovlivnit zneaktivnění jiných komponent.
Zděděné metody
První metodou z této skupiny je createGuiItems(), která inicializuje všechny grafické
komponenty (viz výše) potřebné pro danou skupinu uživatelského vstupu. Jsou zde na-
staveny vlastnosti jako poloha a velikost, u některých komponent také zobrazitelný text
a metoda, která se má volat jako reakce na volbu dané komponenty. Další metodou je
removeGuiItems(), která je volána v případě potřeby překreslení obsahu okna, a její pod-
statou je odebrání všech naposledy vytvořených grafických komponent. Poslední povinnou
metodou je setValues(), která nastaví hodnoty nebo vlastnosti komponent, u kterých je
to možné (takovou komponentou je například RadioButton, nikoli však GroupBox). Jsou
tři možnosti, co a jak lze nastavit:
1. přiřazení konkrétní hodnoty (např. NumericUpDown zobrazuje jedno číslo)
2. nastavení vlastnosti (např. CheckBox může být zaškrtnutý či nikoliv)
3. ze skupiny stejných komponent výběr jedné z nich a její označení (např. u skupiny
prvků RadioButton lze označit pouze jeden z nich)
Toto nastavení je buďto výchozí při prvním zobrazení kritéria, nebo uživatelské při přechá-
zení na předchozí či další kritérium.
Metody implementující reakce na události z GUI
Některé grafické komponenty (konkrétně CheckBox, RadioButton, Button,
DateTimePicker, NumericUpDown a ComboBox) umožňují interakci s uživatelem, na-
příklad tím, že obsahují stav či hodnotu, kterou může uživatel měnit. Při každé takové
změně je zavolána metoda, která například uloží uživatelem zadanou číselnou hodnotu či
zareaguje na kliknutí na tlačítko. Název takové metody je, stejně jako název komponenty,
tvořen podle specifického klíče. Spojí se název konkrétního prvku, znak
”
“ a akce, na
kterou má metoda reagovat. Příkladem může být kliknutí na přepínač s uživatelskou volbou
”
Pořadí sloupců“ (viz výše), metoda tedy ponese název radioButton_ordering_Click().
Metoda button_evaluate_Click(), která reaguje na volbu tlačítka
”
Vyhodnotit“,
spustí vyhodnocení uživatelem zadaných kritérií a zobrazení výsledků. Důležité je, že je
zde využit návrhový vzor Command (viz podkapitola 4.4.1) jako reakce na výběr tlačítka.
Vytvoří se tedy instance třídy EvaluateCriteriumCommand a provede se příkaz, který je ve
třídě nastaven.
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Třída GuiResults a odvozené třídy
Tato třída a dále třídy GuiResultsList a GuiResultsStatistics (viz obrázek 6.3) vy-
tvářejí a zobrazují grafické komponenty potřebné k zobrazení výsledků vyhodnocování.
Základní třída GuiResults definuje dvě metody: createGuiItems() a removeGuiItems().
Obrázek 6.3: Hierarchie tříd odvozených ze třídy GuiResults
Zdrojový kód obou odvozených tříd sestává z několika částí. Opět to jsou deklarace
grafických komponent, texty, které se později v komponentách zobrazí, dále povinné definice
zděděných metod a na závěr jsou to metody pro vykreslování a zobrazování.
Použité grafické komponenty
Pro zobrazení výsledků všech skupin s výjimkou skupiny Statistiky je použita pouze grafická
komponenta ListView. Pro zobrazení výsledků zbývající skupiny Statistiky jsou použity
grafické komponenty GroupBox a Label a jako novinka v .NET 4 Frameworku také kompo-
nenta Chart (v této aplikaci použita pro vykreslování koláčového a sloupcového grafu).
Zděděné metody
Podobně jako u třídy GuiCriteria a tříd z ní odvozených mají metody createGuiItems()
a removeGuiItems() podobné určení (chybí však metoda setValues(), protože jedna ze
tříd nastavuje vlastnosti komponent v jiných metodách). První z nich inicializuje grafické
komponenty a druhá odstraní všechny grafické komponenty s výsledky. Existují zde však
určité rozdíly v závislosti na typu zobrazovaných dat (seznam nebo grafy statistik), a proto
jsou v následujícím textu více rozebrány.
U třídy GuiResultsList pro zobrazení seznamů metoda setValues() jen odliší, které




nikoliv) a podle toho zavolá buď metodu loadValuesRankIdLocCount() nebo metodu
loadValuesIdLocCount(). Hodnoty k zobrazení nahraje v pořadí, jaké si uživatel zvolil
(ID, název nebo počet), s tím, že už jsou předchystané indexy pro všechny tyto varianty (viz
podkapitola 6.2). Pro nahrávání těchto hodnot jsou volány metody loadRowWithRank(),
resp. loadRow() a ty už skutečně podle indexu sestaví jeden zobrazitelný řádek s hodno-
tami.
V metodě createGuiItems() je vytvořena jediná komponenta ListView, opět jsou
nastaveny její vlastnosti jako poloha, velikost a metoda reagující na kliknutí na některý
z jejích sloupců. Poté je zavolána zmíněná metoda setValues() a na závěr jsou nastaveny
šířky sloupců. Zde se jejich hodnota nastaví na −2, což způsobí přizpůsobení šířky sloupců
jejich obsahu.
U třídy GuiResultsStatistics probíhá nastavení hodnot grafů v metodách volaných
z metody createGuiItems(). Těmi jsou drawColumnChart() a drawPieChart(), kde se
nejdříve nastaví již známé vlastnosti poloha a velikost a dále specifické vlastnosti jako
typ grafu (sloupcový je výchozí, koláčový je již nutné explicitně nastavit), barevná škála,
legenda, popisky a podobně. Také se v těchto metodách nahrají všechny hodnoty, které je
potřeba zobrazit (pro sloupcový graf viz níže Načítání hodnot u sloupcového grafu).
V případě informací, které nejsou zobrazovány grafem, ale textově, se inicializují kom-
ponenty Label a jako text je jim nastavena hodnota výsledku. V případě údajů o délce
běhu Konzole je zavolána metoda createStatisticString(), která ze vstupního parame-
tru časového úseku (jedná se o hodnotu vyjádřenou ve stovkách nanosekund) získá potřebné
jednotky (tedy hodiny, minuty, sekundy) a vrátí řetězec s těmito údaji a jednotkami.
Při zobrazování výsledků v grafech si uživatel může pomocí CheckBox nabídky zvolit,
které údaje ho zajímají. Jednotlivé komponenty se vykreslují dynamicky, tzn. pokud jedna
komponenta není zobrazena, na její místo se posune jiná a nevzniknou tím zbytečná a nees-
tetická prázdná místa. Polohy komponent jsou tedy závislé na těch předchozích a k výpočtu
jednoho z těchto údajů slouží metoda getGreater(), která ze dvou čísel vybere to větší.
Načítání hodnot u sloupcového grafu
U metody drawColumnChart() probíhá nahrávání hodnot následujícím způsobem.
1. Je dáno rozmezí hodnot (from, to), ve kterém se mají výsledky zobrazovat (buď
implicitní nebo uživatelem nastavené).
2. Je dán interval (step), podle kterého se výsledky dělí na části.
3. Jsou přijata data z databáze (items), která je nutno vhodně a podle velikosti kroku
spočítat.
4. Je dán následující algoritmus, který zpracuje vstupní data a přichystá je pro zobrazení
do grafu.
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/* vstupni parametr s daty k zobrazeni */
List<int> items;
/* deklarace promennych */
int i, j;
int from, to, step;
int count, index;
/* inicializace promennych */
count = 0;
index = 0;
// inicializace from, to a step
/* hodnoty budou zobrazovany v urcitem rozmezi a po intervalech */
for (i = from; i < to; i = i + step)
{
/* v kazdem intervalu se musi projit vsechny hodnoty */
for (j = 0; j < step; j++)
{
item = getItem(items, index) /* index nebude mimo rozsah seznamu */
if (item == (i + j)) /* hodnota spada do intervalu */
{
count++; /* pocet se zvysi o jedno */
index++; /* index se posune dale */
item = getItem(items, index) /* ziskani v poradi dalsi hodnoty */
if (item == (i + j))
{




addToYAxis(count); /* pridani poctu na osu Y */
adToXAxis(i, i + step); /* pridani hranic intervalu na osu X */
count = 0; /* pro novy interval se pocita od nuly */
}
Metody implementující reakce na události z GUI
Taková metoda je pouze jedna, a to listView_all_ColumnClick() ve třídě
GuiResultsList. Je volána v okamžiku, kdy chce uživatel seřadit seznam výsledků podle
některého ze sloupců (ID, název nebo počet). Řazení může být vzestupné či sestupné a za-
jišťuje ho třída ListViewItemComparer (viz podkapitola 6.1).
Třída ListViewItemComparer
Pracuje-li uživatel s komponentou ListView, očekává, že bude moci řadit ob-
sah podle některého ze sloupců. Pro toto řazení je potřeba vytvořit si vlastní
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třídu, zde ListViewItemComparer (převzato z [5]) implementující rozhraní IComparer,
která implementuje požadované řazení. Vytvořená instance je přiřazena vlastnosti
ListViewItemSorter, a při řazení (zavoláním metody Sort()) je uplatněno právě imple-
mentované řazení.
Dále vlastnosti Sorting lze přiřadit hodnotu indikující požadavek na vzestupné či se-
stupné řazení. Vzhledem k zobrazovaných datům je potřeba implementovat řazení abecední
i numerické (převzato z [10]).
6.2 Modul logiky a vyhodnocování
Vyhodnocování dat provádí třída Evaluator a využívá jako parametry svých metod in-
stance tříd Criteria a Results. Tyto dvě třídy obsahují struktury pro uložení určitých
dat a výčtové typy, kterými jsou tato data reprezentována. Třída Localizations se přímo
neúčastní vyhodnocování, pouze ve vhodný okamžik přidá k číselným výsledkům i jejich
lokalizace pro zobrazení. Vztah těchto tříd je znázorněn na obrázku 6.4.
Třída Criteria
Tato třída je stěžejní pro komunikaci s uživatelem a reagování na jeho volby. Každá instance
třídy znamená konkrétní kombinaci zvolených kritérií, která se předávají metodě vyhod-
nocující data. Kritéria jsou uložena ve strukturách, kde jedna struktura odpovídá jedné
skupině dat pro vyhodnocování (viz podkapitola 5.4.2). Struktury obsahují proměnné typu
int, string či bool a v nich jsou uložena právě zmíněná kritéria.
Inicializační metody initXXX() (kde XXX představuje jednu ze sedmi skupin dat, např.
Menu) přiřadí proměnným výchozí hodnoty a také nastaví proměnnou sqmType, která určuje
právě vyhodnocovanou skupinu dat. (V jedné instanci třídy může být totiž inicializováno
více struktur najednou, pouze jedna z nich je ale aktuální.) Při inicializaci se používají
výhradně výčtové typy (definované také v této třídě) s možnými hodnotami. Obrázek 6.5
ilustruje propojení struktury pro skupinu Menu s GUI a metodu inicializace s výčtovými
typy.
Třída obsahuje také dvě další metody, a to initNewSqmType() a copyCriterium().
První z nich je zprostředkovaně, tedy přes třídu Tab, volána jako reakce na volbu tlačítka
pro konkrétní skupinu a zavolá podle toho inicializaci patřičné struktury. Druhá metoda
je vytvořena pro situaci, kdy je potřeba nezávislá kopie kritéria (touto situací je ukládání
kritéria do seznamu kritérií v rámci jedné záložky).
Třída Results
Zatímco předchozí třída Criteria zprostředkovávala uživateli volbu kritérií pro vyhodno-
cení, třída Results obsahuje struktury nesoucí údaje s již vyhodnocenými výsledky. Každá
instance třídy nese konkrétní výsledky již připravené k zobrazení uživateli v GUI. Výsledky
jsou, stejně jako kritéria, uloženy ve strukturách, které obsahují většinou seznamy nebo
další struktury (např. se třemi údaji minimum, maximum a průměr).
Třída obsahuje metody initXXX(), které inicializují patřičnou strukturu nesoucí vý-
sledky, a které jsou volány z metody initNewResult(). V této metodě je také proměnné
resultType přiřazena patřičná hodnota dle typu výsledku (podobně jako u proměnné
sqmType ve třídě Criteria). Na závěr se ještě zavolá metoda initOrderIndex() pro struk-
turu nesoucí indexy pro zobrazení výsledků seřazené podle určitého klíče (viz dále).
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Obrázek 6.4: Schéma tříd implementujících logiku a vyhodnocování dat
Třída Evaluator
Protože se při běhu aplikace vyhodnocuje v jeden okamžik pouze jedno kritérium, je třída
Evaluator, která toto vyhodnocování zajišťuje, implementována podle návrhového vzoru
Singleton (viz podkapitola 4.4.2). Využívá také některých metod ze tříd StringLibrary,
DatabaseCommunicator a Localizations.
Hlavní metoda evaluateCriteria() je vstupním bodem pro celé vyhodnocování. Je vo-
lána ze třídy Tab (tedy po zvolení tlačítka
”
Vyhodnotit“), přijímá parametr typu Criteria
a vrací výsledek typu Results. Vyhodnocování se zde dělí dvěma směry. První je zpracování
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Obrázek 6.5: Kritéria pro Menu v GUI a ve zdrojovém kódu
skupiny Statistiky a druhý zpracování zbylých skupin.
Zpracování skupiny Statistiky
Výchozím bodem pro zpracování této skupiny je metoda evaluateStatistics(), která dle
volby uživatele volá či nevolá metody evaluateStatisticsXXX() (kde XXX je jedna z pěti
možností skupiny Statistiky, viz podkapitola 5.4.2). V každé z těchto metod je sestaven
SQL dotaz do databáze, přijat výsledek a ten zpracován (například uložením jedné číselné
hodnoty do předem připravené proměnné).
Zpracování skupin Menu, Sloupce, Nápověda, Panely, Zkratky a Pohledy
Zpracování těchto skupin má o něco složitější průběh. Skládá se z pěti etap, kde nejdříve je
vytvořen SQL dotaz do databáze, poté je proveden a je přijata odpověď, dále jsou získané
výsledky připraveny k zobrazení, jsou přidány lokalizace a na závěr vytvořeny seznamy
s indexy pro různé varianty řazení výsledků.
Metoda setAndCreateQuery() zavolá podle typu kritéria jednu z metod
createQueryXXX() (XXX je jedna ze šesti vyhodnocovaných skupin, Statistiky ne-
počítaje) a v nich se vytvoří SQL dotazy. Voláním metody executeQueryAndGetResult()
třídy DatabaseCommunicator je proveden SQL dotaz a přijata odpověď. Metoda
prepareResultToDisplay() podle typu kritéria rozhodne, do jaké struktury se
výsledky uloží a tedy i jakou metodu zavolá (zda prepareIdAndCount() nebo
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prepareCountRankAndId()). V případě nalezení ideální kombinace sloupců je volána
mimo jiné metoda getIdealCombination(), která vybere vždy nejčastější sloupec na
konkrétním pořadí. Dále, při nahrávání lokalizací k zobrazitelným výsledkům, je volána
metoda addLocalizationsToResult(), která opět podle typu dat načte k zobrazení
patřičné lokalizace (viz podkapitola 6.2), navíc dle volby uživatele v hlavním menu buď
české nebo anglické. Na závěr, aby byla data k zobrazení zcela připravena, je potřeba
předpřipravit pořadí indexů tak, aby bylo možné data seřadit buď podle ID, názvu či jejich
počtu. To zajišťuje metoda prepareOrderIndexes().
Třída Localizations
Třída zajišťující nahrání lokalizací z databáze k výsledkům využívá některých metod tříd
StringLibrary a DatabaseCommunicator. Obsahuje čtyři proměnné flagXXX (kde XXX je
jeden z typů Column, Menu, View a Help), které signalizují, zda byly lokalizace tohoto typu
již nahrány. Je zde také definována struktura Localization, která obsahuje seznam s ID
položky a dále seznamy s českými a anglickými lokalizacemi.
Většina metod, které třída obsahuje, se opět váže k výše zmíněným čtyřem typům lokali-
zací. V metodách loadXXXLoc() se metodami initXXXLoc() inicializuje patřičná struktura
připravená na lokalizace, dle typu lokalizací se vytvoří a vykoná SQL dotaz na načtení lo-
kalizací tohoto typu z databáze a metodou saveLoc() se uloží do patřičné struktury.
Třída Command a odvozené třídy
Pro realizaci návrhového vzoru Command (viz podkapitola 4.4.1) byly implementovány násle-
dující třídy. Třída SetCriteriumDefaultCommand() je volána jako reakce na jedno z tlačí-
tek nastavujících novou skupinu pro vyhodnocení (tedy zobrazí kritéria pro danou skupinu
dat). Třída EvaluateCriteriumCommand() volá metodu, která na základě kritérií provede
vyhodnocení dat. Instance poslední třídy LoadSqmDataCommand() je volána jako reakce na
položku v hlavním menu a spustí načítání SQM dat do databáze. Ukázka diagramu tříd je
v příloze B.
6.3 Modul načítání SQM dat
Aby bylo vůbec co vyhodnocovat, je potřeba načíst data do databáze, odkud se s nimi bude
dále manipulovat. Toto načítání zajišťuje třída SqmDataProcessor, která využívá metod
tříd Cab, StringLibrary a DatabaseCommunicator, vše viz obrázek 6.6.
Třída SqmDataProcessor
Tato třída je implementována podle návrhového vzoru Singleton (viz podkapitola 4.4.2),
a to kvůli potřebě vytvoření jediné instance této třídy. V programu jsou totiž její metody
volány jen v situaci, kdy je potřeba do databáze nahrát další SQM data.
Metoda runSqmDataProcessor() tedy spouští toto načítání, jako parametry při-
jímá jednak seznam s cestami ke všem archivům určeným ke zpracování (viz podka-
pitola 2.2) a jednak cestu k adresáři, kam má archivy rozbalovat a dále s nimi pra-
covat. Jsou zde dále volány metody getFilenameFromPath(), getDateFromFilename()
a saveFilenameToDatabase(), které za použití regulárních výrazů ze souborové cesty je-
den po druhém vybírají název archivu a datum, kdy byl pořízen, a název hned uloží do
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Obrázek 6.6: Schéma tříd implementujících nahrávání SQM dat do databáze
databáze. Dále je archiv rozbalen (viz dále) a na rozbalený soubor amhistory.dat za-
volána metoda processSqmFile(), která zpracuje všechna data v souboru. Protože sou-
bor amhistory.dat není nutné dále uchovávat, navíc každý archiv obsahuje soubor právě
s tímto jménem, je ihned po svém zpracování smazán.
Jak je napsáno výše, metoda processSqmFile() pracuje se souborem amhistory.dat.
Tento čte postupně po řádcích, z každého řádku vybere všechna čísla (ta jsou oddělena
středníky, viz podkapitola 2.2) a uloží do seznamu, s tím, že první číslo na řádku je vždy
actionID, tedy je přiřazeno do stejnojmenné číselné proměnné. Tyto dva údaje spolu s úda-
jem o datumu jsou jako parametry předány metodě prepareAndExecuteInsert(). Ta dle
čísla actionID sestaví a provede příkaz INSERT, kterým vloží načtená SQM data do da-
tabáze. Metoda zde pracuje s řetězcem nesoucím údaj o tabulce, kam se mají data uložit,
a také se seznamy nesoucími údaje o sloupcích tabulky a hodnotách, které se mají uložit.
Drobným nedostatkem implementace této metody je rychlost zpracování dat. V případě
actionID 7 a 8 je do databáze ukládáno velké množství dat (jedná se o čísla sloupců)
a při každém vložení musí být provedena kontrola, zda již údaj není v databázi uložen.
Dochází tedy k určitému zpomalení, kdy se doba zpracování jednoho souboru pohybuje
v řádu vteřin. Kvůli častému výskytu dvojice sestavení příkazu INSERT a jeho vykonání
byla implementována také metoda createAndExecuteInsert().
Poslední metoda checkNewSqmFiles() je volána ještě dříve než výše zmíněná metoda
runSqmDataProcessor() a v adresáři, jehož cestu zadá uživatel, zjistí kontrolou obsahu
databáze počet dosud nenahraných souborů.
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Třída Cab
Třída je implementována, stejně jako další, podle návrhového vzoru Singleton (viz podka-
pitola 4.4.2). V současné době sice framework .NET neobsahuje třídy pro práci s CAB archivy,
existují ale i jiné knihovny a sady nástrojů, jako je Windows Installer XML (WiX) [16].




Třída pak obsahuje jedinou metodu extractCab() s krátkým úsekem kódu pro rozbalení
(viz [3]).
Interakce s využitím návrhového vzoru Mediator
Protože nahrávání SQM dat do databáze může trvat dlouhý časový úsek, je vhodné informo-
vat uživatele o průběhu, například pomocí komponenty ukazatele průběhu (viz podkapitola
3.5). Vždy při zpracování dalšího souboru s daty se poměr v ukazateli změní tak, aby od-
povídal aktuálnímu stavu. Navíc uživatel může kdykoli v průběhu toto nahrávání ukončit.
Je zde tedy nutné vytvořit možnost komunikace mezi ukazatelem průběhu a třídou zpraco-
vávající SQM data. Tuto komunikaci lze realizovat s pomocí návrhového vzoru Mediator
(viz podkapitola 4.4.3). Diagram tříd celé komunikace je ilustrován v příloze B. Pro komu-
nikaci těchto dvou nezávislých tříd (dále posluchači) je vytvořen prostředník. Ten registruje
všechny své posluchače a přeposílá zprávy poslané od jednoho ke druhému. Posluchači ode-
sílají a přijímají zprávy, vše přes prostředníka. Sekvenční diagram jejich komunikace je
znázorněn na obrázku 6.7.
Obrázek 6.7: Komunikace mezi dvěma posluchači (třída nahrávající SQM data a okno
s ukazatelem průběhu)
6.4 Modul hledání a načítání lokalizací
Při hledání metadat ve zdrojovém kódu AVG Admin Konzole a následném ukládání lo-
kalizací do databáze spolu úzce spolupracují dvě třídy (viz obrázek 6.8). Metody třídy
LocalizationsLoader hledají v kódu všechna potřebná metadata (viz podkapitola 5.3.1)
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a ta jsou ve formátu určité definované struktury ukládána do hashtabulky. Jazyk C# po-
skytuje podporu pro tuto vyhledávací datovou strukturu, bylo ovšem potřeba obohatit ji
o některé vlastní metody pro specifickou manipulaci s daty. Tyto metody jsou implemen-
továny ve třídě LocalizationsHashtable. V následujícím textu jsou obě třídy i zmíněná
struktura podrobněji rozebrány.
Obrázek 6.8: Diagram tříd implementujících modul načítání lokalizací
Třída LocalizationsLoader
Oproti návrhu hledání metadat (viz podkapitola 5.3.2) nejsou v implementaci striktně od-
děleny všechny tři fáze prohledávání zdrojových souborů AVG Admin Konzole. Nahrávání
lokalizací lze tedy rozdělit na čtyři etapy, a to hledání ID, názvu a neutrálního řetěze, hle-
dání českých a anglických lokalizací, dále hledání vnořených řetězců v lokalizacích a smazání
duplicit a konečně uložení lokalizací spolu s jejich ID do databáze. Celý postup nahrávání
a jeho metody jsou řízeny z metody loadLocalization().
Hledání ID, jména položky a neutrálního řetězce
Jako první je volána metoda viewAndHelpLoadNameIdAndNeutral(), která
přečte soubor ViewAndHelp.xml (viz podkapitola 6.4) a zavoláním metody
saveLocalizationsViewAndHelp() uloží získané údaje do hashtabulky. Me-
tody menuAndPanelLoadLangNeutralFromCpp(), menuAndPanelLoadNameAndId()
a menuAndPanelLoadLangNeutralFromRc() implementují hledání pro typy menu a panel,
s tím, že postup se liší především podle formátu prohledávaného zdrojového souboru.
Metoda columnLoadNameIdAndNeutral(), poslední z této skupiny, hledá údaje pro typ
52
column. Metoda zpracovává dva soubory. Jeden s údaji o názvech sloupců (ze kterých
se pak pomocí CRC vypočítá jejich ID), druhý s lokalizacemi. Při prohledávání těchto
vstupních XML souborů je využit dotazovací jazyk XPath (viz podkapitola 4.3.1), pomocí
kterého jsou z rozsáhlého souboru vybrány pouze ty elementy, které jsou pro tento účel
potřeba.
Protože v této první etapě jsou nalezená metadata ukládána do hashtabulky, je po-
třeba vytvořit unikátní klíč (viz tabulka 5.5), což zajistí metoda createStructName() třídy
StringLibrary (viz podkapitola 6.6). Na závěr první fáze je potřeba aktualizovat flagy
(viz tabulka 5.2), což provede metoda setNewFlags() třídy LocalizationsHashtable.
Hledání českých a anglických lokalizací
Když už jsou v hashtabulce uloženy položky s ID, názvem a neutrálním řetězcem, lze
přistoupit na hledání lokalizací. To zajišťuje metoda loadLanguages(), přijímající jako pa-
rametry hashtabulku a cestu ke XML souboru, kde jsou lokalizace uloženy. Ze souboru vy-
bere jeden po druhém elementy identifier (viz podkapitola 5.14), jejichž hodnoty jsou ne-
utrální řetězce, a pro každý z nich hledá (pomocí metody findLangNeutralInLocTable()
třídy LocalizationsHashtable), jestli už je v hashtabulce uložený. Pokud ano, uloží
k němu i českou a anglickou lokalizaci (využitím metody getAndSaveLanguages() třídy
LocalizationsHashtable).
Hledání vnořených řetězců a mazání duplicit v lokalizacích
Hledání vnořených řetězců v lokalizacích realizuje metoda findAndLoadNestedStrings()
a probíhá ve čtyřech etapách:
1. nalezení vnořených řetězců v lokalizacích
2. nalezení vnořených řetězců v již získaných vnořených řetězcích
3. uložení přeložených řetězců do ostatních vnořených řetězců
4. uložení přeložených řetězců do lokalizací
V první a druhé etapě je volána metoda loadLanguagesOfNestedStrings(), s tím, že
parametr je hashtabulka se všemi metadaty. V první etapě se předává hlavní hashtabulka
s lokalizacemi, ve druhé etapě už jen pomocná hashtabulka s vnořenými řetězci. Všechny
lokalizace jsou metodou findNestedInOneString() prohledány a v ní s využitím regulár-
ních výrazů otestovány na přítomnost vnořeného řetězce. Jsou-li některé nalezeny, ihned
se vyhledají a také uloží jejich lokalizace. Hledání v první etapě probíhá pouze v jednom
průchodu, hledání ve druhé etapě probíhá tak dlouho, dokud jsou nové vnořené řetězce
nalézány.
Ve třetí a čtvrté etapě se volá metoda loadTranslatedNestedStrings(), hashtabulky
se předávají v opačném pořadí než u první a druhé etapy. Metoda každou strukturu s me-
tadaty prohledává ve dvou cyklech, kvůli dvěma hledaným jazykům, a opět s použitím
regulárních výrazů. V obou z těchto cyklů je v lokalizaci hledán vnořený řetězec a pokud
je nalezen, nahradí se jeho překladem.
Jedna struktura s metadaty může obsahovat více lokalizací, některé z nich jsou však
naprosto shodné. Proto jsou na závěr v lokalizacích metodou deleteDuplicates() třídy
LocalizationHashtable smazány všechny duplicitní řetězce.
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Uložení lokalizací do databáze
V této chvíli jsou už nalezeny všechny lokalizace, které je možné uložit do databáze. V tako-
vém případě je poznávacím znamením flag, který musí nabývat hodnoty 1. Tuto hodnotu
kontroluje metoda saveLocalizationsToTheDatabase() a zde se také samotné nahrávání
do databáze odehrává. Jsou zde připraveny hodnoty ID a česká a anglická lokalizace, dále
typ dat (ten určuje, do které databázové tabulky budou údaje uloženy) a nakonec je s po-
mocí třídy StringLibrary sestaven a proveden příkaz INSERT.
Třída LocalizationsHashtable
Tato třída definuje sadu metod pro manipulaci s hashtabulkou a jejím obsahem, například
tisk položek vybraných podle určitého kritéria, nalezení položky, přesun položek z jedné ta-
bulky do jiné a další. Je zde také definována struktura Localizations (více viz podkapitola
5.3.1) pro práci se všemi potřebnými metadaty.
Metoda printLocalizationTableContent() vybere z hashovací tabulky ty položky,
které mají flag roven hodnotě předané v parametru. V této metodě je také volána me-
toda readItemFromMyHashtable(), která přečte a na výstup vytiskne celý obsah struktury
s metadaty. Po určité fázi načítání lokalizací je potřeba aktualizovat flag (viz tabulka 5.2),
což zajišťuje metoda setNewFlags(). Ta projde všechny položky v tabulce, pro každou
zavolá metodu testAndSetFlag() (zde se změní hodnota daného flagu) a celou položku
uloží do pomocné hashtabulky.
Metoda getAndSaveLanguages() zpracuje vstupní XML uzel, a to tak, že si z něj
vezme české a anglické lokalizace (případně univerzální s atributem lang=”XX”) a uloží
je do správné struktury. Uložení provádí metoda addItemLanguageInLocTable(), která
z řetězců lokalizací odstraní za pomoci regulárních výrazů nepodstatné či nežádoucí části
(např. tagy v nápovědě, konce řádků a podobně) a konečně je uloží.
V určitých situacích je potřeba využívat více hashtabulek najednou. Jsou to případy, kdy
jsou do přechodné hashtabulky uloženy některé údaje a ty je pak potřeba přidat či změnit
v původní hashtabulce. Toto zajišťuje metoda updateTableFromTempTable() a z důvodu
opakování příkazů k odebrání a následnému přidání položky do hashtabulky (tedy z důvodu
aktualizace) byla implementována i metoda removeAndAddItemToTable().
Protože více struktur s metadaty může mít stejný neutrální řetězec, je potřeba všechny
najít a doplnit k nim odpovídající lokalizace. Toto nalezení je implementováno v metodě
findLangNeutralInLocTable(), jejímž výstupem je seznam všech struktur se shodným
neutrálním řetězcem.
Poslední dvě metody dané třídy odstraňují určité typy duplicit. První z nich, metoda
findAndUpdateItemInLocTable(), prohledává struktury s typy dat menu a panel a při-
dává k nim další neutrální řetězce. Může však dojít ke konfliktu mezi řetězci, které mají
prefix @menu a @status, v takovém případě je uložen pouze řetězec s prefixem @menu. Další
metodou odstraňující duplicity je deleteDuplicates(), která na závěr hledání lokalizací
vymaže ty, které se vždy v jedné struktuře opakují více než jednou.
Třída Crc32
Při hledání lokalizací (viz podkapitola 5.3.2) dochází k hledání určitých metadat. V případě
názvu a ID u typu column je potřeba z názvu položky vypočítat jeho CRC, toto číslo pak
odpovídá jeho ID. Kód pro tento výpočet byl z důvodu nutnosti shody všech hodnot převzat
z již existujícího zdrojového kódu aplikace AVG Admin v jazyce C++, pouze s přepisem
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do syntaxe jazyka C# a úpravou názvů proměnných. Třída je navíc implementována podle
návrhového vzoru Singleton (viz podkapitola 4.4.2).
XML soubor ViewAndHelp
Protože jsou údaje o typech dat view a help hledány ručně (popis viz podkapitola 5.3.2),
vyvstala potřeba je vhodně uložit i pro pozdější zpracování. Byl proto vytvořen XML soubor
ViewAndHelp.xml, ve kterém jsou uloženy údaje o ID, názvu a neutrálním řetězci. XML



















Celý dokument je tedy pomocí elementů views a helps rozdělen na dvě části odpoví-
dající výše zmíněným typům dat. Tyto dva elementy dále obsahují elementy view a help,
které už ve svých elementech itemName, itemId a neutralString nesou hodnoty každé
položky.
Interakce s využitím návrhového vzoru Mediator
Podobně jako u nahrávání SQM dat (viz podkapitola 6.3) je uživatel informován o průběhu,
tentokrát se jedná o průběh nahrávání lokalizací. Rozdíl je, že uživatel nemá možnost tuto
akci přerušit, takže komunikace probíhá jednostranně. Třída nahrávající lokalizace pouze
informuje okno s ukazatelem průběhu o dalším kroku, který byl dokončen. Sekvenční dia-
gram jejich komunikace je znázorněn na obrázku 6.9.
6.5 Modul databáze
Jako jediný prostředník pro komunikaci s databází, provádění příkazů a vykonávání dotazů
byla implementována třída DatabaseCommunicator (spolupráce s ostatními třídami viz
obrázek 6.10).
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Obrázek 6.9: Komunikace mezi dvěma posluchači (třída nahrávající lokalizace a okno s uka-
zatelem průběhu)
Třída DatabaseCommunicator
Pro tuto třídu je charakteristické, že v celé aplikaci je potřeba pouze jediná její instance,
ke které existuje globální přístupový bod. Byla proto implementována podle návrhového
vzoru Singleton (viz podkapitola 4.4.2). Pro kompletní funkčnost je nutné přidat odkaz
do projektu a naimportovat jmenný prostor s Mysql.Data.
Konstruktor třídy tedy otevře připojení s databází, přičemž dle podkapitol 4.2.1 a 4.2.2
vytvoří objekty tříd MySqlConnection a MySqlCommand. Toto připojení je uzavřeno de-
struktorem až při ukončení aplikace. Třída také využívá metod třídy StringLibrary (viz
podkapitola 6.6).
Metody této třídy využívají všech výše zmíněných způsobů provádění SQL příkazů.
Metoda executeMyInsert() nastavuje příkaz INSERT pro vkládání dat a provede jej, vy-
užívá při tom způsobu ExecuteNonQuery(). Způsob ExecuteReader() využívají násle-
dující tři metody. Vykonání dotazu, zda již v databázi existuje konkrétní záznam, je za-
jištěno metodou askForId(). Parametrem metody je už dříve sestavený dotaz a návra-
tovou hodnotou je číslo řádku, na kterém byl záznam nalezen (nebo -1 pokud záznam
v databázi neexistuje). Metoda askIfFilenameExists() má podobnou funkci: zjišťuje,
jestli už je v databázi uloženo jméno souboru, které je předáno ve vstupním parame-
tru. Metoda executeQueryAndGetResult() provede příkaz SELECT, uloží všechny vrá-
cené záznamy do seznamu a ten předá volající metodě jako návratovou hodnotu. V me-
todě askForInsertedId(), která zjišťuje ID poslední vložené položky, je použit způsob
ExecuteScalar().
Poslední dvě metody getInsertedIdA() a getInsertedIdB() neprovádějí konkrétní
příkaz přímo. Cíl těchto metod je totožný, liší se pouze jejich volání: první metoda se volá
pro actionID 1, 5, 6, druhá metoda pro actionID 7, 8, 10. Pokud určitý záznam v databázi
existuje, získá se jeho číslo (voláním metody askForId()), v opačném případě je záznam
nejprve uložen a až poté získáno i jeho číslo (voláním metody askForInsertedId()).
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Obrázek 6.10: Diagram třídy DatabaseCommunicator a návaznost na ostatní třídy
6.6 Ostatní komponenty programu
V této části práce jsou popsány poslední dvě třídy, které jsou v implementaci rovněž důležité,
jen nebylo možné je zařadit do některého z předcházejících modulů. Jedná se o třídu obsa-
hující metodu Main() a třídu s metodami pro práci s řetězci.
Třída SqmDataAnalyzer
Tato třída nese celý název aplikace, a to proto, že obsahuje metodu Main() a je tak přístu-
povým bodem celé aplikace. Zde pouze vytvoří instance tříd nutných pro realizaci nahrávání
SQM dat a lokalizací, protože jsou tyto instance řízeny dle návrhového vzoru Mediator a je
potřeba je přidat k určitému prostředníku. Dále metoda Main() zavolá zobrazení hlavního
okna celé aplikace. Zbytek operací už se odehrává ve třídách zmíněných dříve.
Třída StringLibrary
Protože je v aplikaci nezřídka manipulováno s řetězci, případně jsou řetězce tvořeny sklá-
dáním více částí (ty mohou být různých datových typů) do jednoho, bylo vhodné vytvořit
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samostatnou třídu, která by obsahovala právě takové metody. Instance této třídy je za
běhu aplikace potřeba pouze jedna, proto je třída implementována podle návrhového vzoru
Singleton (viz podkapitola 4.4.2). Název třídy je StringLibrary a její metody by se daly
rozdělit do tří skupin.
První skupinu tvoří dvě metody důležité pro práci s lokalizacemi. V obou se vyu-
žívá principu rozdělení lokalizací na pět typů (viz podkapitola 5.3.2), přičemž metoda
createStructName() na základě typu a ID položky vytvoří klíč pro uložení v hashtabulce,
zatímco druhá metoda getKindFromStructName() při ukládání lokalizací do databáze zjistí
s pomocí regulárních výrazů typ z již vytvořeného klíče.
Do druhé skupiny lze zařadit metody, které jsou využívány při manipulaci se SQM daty,
jako je jejich vyhodnocování či ukládání do databáze, nebo metody pomáhající sestavit něk-
terou z částí příkazů pro komunikaci s databází. První dvě metody clearAndAdd() jsou
přetížené, kde jako první parametr shodně přijímají seznam, do kterého budou hodnoty
ukládány, a liší se ve druhém parametru, kdy první metoda přijímá jako vstupní para-
metry řetězce a druhá čísla. Protože však není dopředu znám počet těchto parametrů, je
zde využita konstrukce s klíčovým slovem params (viz [11]), která umožní právě přijetí
různého počtu parametrů jako pole. Metody tedy vyprázdní vstupní seznam a znovu ho
naplní vstupními daty. Další, rovněž přetížené, metody stringFromVector() přijímají jako
vstupní parametry jeden či dva seznamy s čísly či řetězci a z nich vytvoří jeden řetězec uza-
vřený v kulatých závorkách, kde hodnoty jsou odděleny čárkami. Poslední metodou této
skupiny je createStringWithComma(), která rovněž z položek vstupního seznamu vytvoří
jeden řetězec, narozdíl od předchozích metod ale nebude ohraničený závorkami.
Metody třetí skupiny už umožňují vytvoření celých příkazů SELECT či INSERT, a to po-
skládáním připravených částí (k této přípravě jsou využity metody druhé skupiny) a klíčo-
vých slov FROM, WHERE a podobně. Toto skládání zajišťují metody createSelect() (pře-
tížené), createInsert(), createInsertForLocalizations() a createInnerJoin().
6.7 Testování aplikace na reálných datech a zhodnocení do-
sažených výsledků
Aplikace SQM Data Analyzer byla testována v průběhu celého vývoje. Testovala se napří-
klad komunikace s databází, stejně jako přesné sestavení SQL dotazů, správnost propojení
lokalizací s výsledky, úplnost reakcí na volby či změny komponent grafického uživatelského
rozhraní.
Po dokončení aplikace přišlo s velkým očekáváním na řadu testování na reálných datech.
To znamenalo načíst přesně 1272 souborů (zjištěno z vyhodnocení statistik) s daty a uložit
je do databáze a také nahrát aktuální lokalizace. Testování a komentáře výsledků prováděli
také vývojáři Konzole a v následujícím textu jsou shrnuty jejich postřehy. Text je členěn
do částí, jež odpovídají vyhodnocovaným skupinám (viz podkapitola 5.4.2).
Skupina Menu
V této skupině se přišlo na několik překvapivých skutečností. Nejčastější menu v hlavní
nabídce je Spustit Průvodce síťovou instalací AVG..., ačkoli tato akce byla očekávána už
při práci s Network Installer. Druhé nejčastější menu v hlavní nabídce je Společné nastavení
pro stanice.. ., které je sice možné spustit i z panelu nástrojů, ale díky nevýrazné ikoně ji
uživatelé oproti hlavnímu menu využívali několikrát méně. Místo toho ovšem byla ikona
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Znovu načíst údaje zdaleka nejvyužívanější (ačkoli po grafické stránce mohla také být na-
vržena lépe). Také položky jako Vypnutí nebo restart stanice a Ověření dostupnosti stanic
jsou příjemným překvapením, že je zákazníci používají, byly totiž implementovány na pod-
nět jednoho konkrétního zákazníka. Poslední skutečností, která překvapila, byl nízký počet
zobrazení položky Nápověda (lze si to vysvětlit tím, že většina postupů byla pro uživatele
dostatečně intuitivní?). Výsledky jsou ilustrovány na obrázcích 6.11 a 6.12.
Obrázek 6.11: Výsledky - hlavní menu
Obrázek 6.12: Výsledky - menu v panelu nástrojů
Skupina Sloupce
Díky tomu, že názvy sloupců se velmi liší podle konkrétního pohledu, je vyhodnocení pro
všechny pohledy najednou málo vypovídající. Lepší je zvolit vyhodnocení pro každý po-
hled zvlášť a například provést srovnání ideálního pořadí sloupců se skutečným pořadím
v Konzoli. Například pro pohled Stanice vyplývá, že sloupce Doména, IP adresa či Skupina
nejsou pro uživatele téměř vůbec zajímavé (u posledně jmenovaného sloupce se to dá odů-
vodnit tím, že uživatelé mohou vytvářet vlastní skupiny stanic a spravovat každou skupinu
zvlášť).
Co se týče třídění sloupců, tak nejčastěji uživatelé třídili podle sloupce Název stanice,
Verze AVG a Poslední kontakt. Uživatelské záložky ani viditelnost sloupců uživatelé ne-
využívali příliš často. K výše uvedenému lze doplnit, že sloupec Doména byl nejčastěji
skrývaným sloupcem. Výsledky jsou ilustrovány na obrázku 6.13.
Skupina Nápověda
Nebylo velkým překvapením, že nejčastěji zobrazovanou nápovědou byla ta na téma Vzdá-
lená instalace na Windows Vista Home x86, tato instalace totiž představuje složitý proces.
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Obrázek 6.13: Výsledky - třídění sloupců
Skupina Panely
Jelikož aplikace obsahuje pouze pět panelů (viz obrázek 2.1), je analýza výsledků rychlá.
A ačkoli uživatelé skrývali a odkrývali pouze tři z nich, lze vyvodit zajímavý závěr. Nejčastěji
byly skrývány panely Nastavení filtrů a Stavové okno. Oproti tomu panel Navigační strom
byl sice párkrát skryt, ale významně vícekrát zviditelněn. Bez navigačního stromu je totiž
Konzole téměř nepoužitelná. (Tento nepoměr skrytí a zviditelnění lze vysvětlit tím, že
monitoring dat může uživatel povolit či zakázat a tedy není zaručen přístup ke všem datům
od jednoho uživatele při více spuštěních). Výsledky jsou ilustrovány na obrázku 6.14.
Obrázek 6.14: Výsledky - skryté (vlevo) a viditelné (vpravo) panely
Skupina Zkratky
Suverénně nejvíce byla využívána klávesová zkratka Enter pro položky Podrobnosti výsledku
testu.. . a Přehled stanice.. . a klávesová zkratka Delete pro položku Smazat výsledky testů.
Výsledky jsou ilustrovány na obrázku 6.15.
Obrázek 6.15: Výsledky - klávesové zkratky
Skupina Pohledy
Jednoznačným projevem uživatelské samostatnosti je vytváření vlastních skupin pro ad-
ministraci stanic. Data, která vypovídají o tom, jak uživatelé pracovali s pohledy, jasně
60
říkají, že tzv. Uživatelské skupiny byly využívány téměř čtyřikrát častěji než další pohled
v pořadí, Stanice v chybovém stavu. Naopak nejméně uživatelé toužili vidět informace o re-
portech (ať už se jednalo o Šablony reportů, Vygenerované reporty, Plány reportů nebo
Grafické reporty). Výsledky jsou ilustrovány na obrázku 6.16.
Obrázek 6.16: Výsledky - nejvíce a nejméně využívané pohledy
Skupina Statistiky
Hned na začátku je pro uživatele důležité vědět, jak velký vzorek dat má k dispozici, jinými
slovy počet souborů (v době vytváření tohoto vyhodnocení byla do databáze uložena data
z 1272 souborů se SQM daty). Dalším zajímavým údajem měla být délka běhu, tedy doba
jednoho spuštění Konzole. Maximální doba byla naměřena 7 minut a 9 vteřin, což může být
vysvětleno dvěma důvody. Prvním z nich je, že administrace vzdálených stanic může být
skutečně tak časově nenáročná. Druhým důvodem, který nelze zcela vyloučit, je chyba při
sbírání dat u uživatelské aplikace. V případě potřeby by bylo vhodné se na tento problém
zaměřit.
Uživatelé mají při používání Konzole na výběr ze čtyř databází. Nejčastěji používali
Firebird, zhruba v jedné třetině případů MsSQL, v jednom procentu případů MySQL a za-
jímavé je, že ani v jednom ze všech vyhodnocených vzorků nebyla použita databáze Oracle.
Výsledek je ilustrován na obrázku 6.17.
Obrázek 6.17: Výsledky - používané databáze
Statistiky o počtu stanic podaly rovněž velmi zajímavé výsledky. Nejčastěji Konzole
spravuje od jedné do sta stanic (což odpovídá velikosti malé až střední firmy), a to v necelých
600 případech. Zhruba stejný počet případů se týká Konzolí spravujících od jednoho sta do
jednoho tisíce stanic (výsledky viz obrázek 6.18). Zbytek ve více než 120 případech se týká
Konzolí s počtem stanic větším než jeden tisíc (zde se může jednat například o velkou firmu
nebo univerzitu). Maximální počet stanic spravovaných jednou Konzolí je potom 20 822.
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Posledními zajímavými údaji pro vývojáře jsou verze sestavení Konzole a serveru. Čísla
jsou až na výjimky u obou shodná, přičemž největší podíl, necelou polovinu, představuje
verze 1317 (výsledky viz obrázek 6.19).
Obrázek 6.18: Výsledky - počet stanic připojených k jedné Konzoli
Obrázek 6.19: Výsledky - verze sestavení Konzole a serveru
6.7.1 Náměty na vylepšení AVG Admin Konzole
Na základě předchozích výsledků jsou navrženy následující změny. Pro menu položku Spo-
lečné nastavení pro stanice.. . vylepšit ikonu v panelu nástrojů, aby uživatelé nemuseli
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používat pomalejší hlavní nabídku (přitom je tato funkce často využita a její umístění
v panelu nástrojů je zcela na místě). Dále by stálo za zvážení odstranění některých sloupců
(např. Doména), nebo alespoň jejich přesun na vzdálenější pozici. Důležité rovněž může




V této práci byla navržena a v jazyce C# implementována aplikace SQM Data Analyzer,
která umožňuje analýzu dat získaných od uživatelů aplikace AVG Admin Konzole spo-
lečnosti AVG Technologies. Díky použití návrhových vzorů je vytvořená aplikace snadno
rozšiřitelná. Funkčnost aplikace byla otestována na reálných datech, která byla tvořena více
než 1,200 soubory, a byly analyzovány dosažené výsledky, které jsou využitelné při dalším
vývoji AVG Admin Konzole.
Pokud jde o rozšíření funkčnosti této aplikace, nabízí se možnost vytvořit místo lokální
databáze s uživatelskými daty databázi centrální se vzdáleným přístupem. Je také možné
provázat všechna vyhodnocovaná data s číslem verze sestavení AVG Admin Konzole tak,
aby se dalo vyhodnotit použití komponent pouze pro jednu konkrétní verzi. Užitečná by
rovněž byla automatická aktualizace lokalizací místo stávající aktualizace manuální.
Zadání bylo vytvořeno externí firmou AVG Technologies, kde byla celá aplikace také
implementována a testována. Vytvořená aplikace a získané výsledky byly kladně přijaty
a nyní může být aplikace používána tamními vývojáři.
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