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Resumen
En los últimos años hemos observado un deterioro de la calidad de los programas creados por estudiantes de cuarto curso. Cuando
se les exige crear sistemas completos desde cero, su código muestra problemas de base: código espagueti, mala estructuración,
repeticiones innecesarias, deficiente paso de parámetros, escasa comprensión del paradigma orientado a objetos, etc.
En este trabajo mostramos ejemplos de los problemas y analizamos sus causas. Deducimos que hay una responsabilidad en
el proceso de enseñanza/aprendizaje aplicado. Construimos una explicación basada en las teorías psicológicas actuales sobre
modelos mentales y conceptuales. Observamos que muchos detalles necesarios de bajo nivel son obviados o simplificados en
la enseñanza de la programación. Con todo, formulamos una hipótesis: los estudiantes están modelizando erróneamente los
conceptos base de bajo nivel.
Para enfrenar a los estudiantes con el problema y concienciarlos, organizamos el #CPCRetroDev: un concurso de programa-
ción de videojuegos para Amstrad CPC. Al disponer de sólo 4Mhz y 64KB de RAM, se ven forzados a mejorar el código para
aprovechar los recursos. Las evidencias muestran que conseguimos concienciarlos. Sin embargo, no son suficientes para validar
la hipótesis. Dada su potencial relevancia educativa, proponemos obtener más evidencias para contrastar su validez.
Palabras clave: Aprendizaje, Programación, Modelos Mentales.
1. Enseñanza de la programación
Desde los comienzos de la programación, su enseñanza
ha estado centrada en el pensamiento algorítmico: secuen-
cias, bucles, variables, tipos, estructuras, etc. Dijkstra da bue-
na prueba al presentar el resumen de años de experiencia:
Enseñar un lenguaje imperativo claro y sencillo,
cuya semántica es definida por reglas de prueba,
y que la principal tarea del estudiante no es escri-
bir programas, sino dar una prueba formal de que
el programa cumple la especificación.
E.W. Dijkstra, A method of programming [3]
Tras Dijkstra y su método formal de programación, la en-
señanza en universidades está basada en las propuestas de AC-
M/IEEE [18]. En ellas se habla de lenguajes de alto nivel y de
enseñar paradigmas como programación estructurada, orien-
tada a objetos y funcional. De hecho, esta última revisión se
decanta directamente por la orientación a objetos como base.
Aún así, sigue sin haber consenso general sobre el paradigma
para empezar a enseñar [5]. Las alternativas más populares si-
guen siendo programación estructurada y orientada a objetos,
aunque la programación funcional también gana interés.
En 2004 el paradigma estructurado era el más imparti-
do [7]. Pascal y Modula-2 eran los lenguajes iniciales en 12
de 25 universidades, ADA era preferido en 6, y 3 titulaciones
(un 12 %) comenzaban con paradigma orientado a objetos. En
8 titulaciones la orientación a objetos se impartía tras la intro-
ducción estructurada.
La dicotomía entre estructurada y objetos se ha manteni-
do en el tiempo, variando los lenguajes. C/C++ y Java se han
convertido en los más populares, aunque recientemente crece
el interés en Python, Javascript y Scratch [4, 6, 10, 13, 15, 16,
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19, 21]. Por el camino se ha hecho uso de lenguajes de pseu-
docódigo y especificación, pero han sido abandonados [6].
Durante esta evolución han habido constantes intentos de
enseñar mejor. Sin embargo, los estudiantes siguen tenien-
do grandes dificultades para entender la programación [2, 15,
16]. Cernuda del Río describe muy gráficamente la sensación
que tenemos los profesores:
Cuesta un tiempo entender los programas más
simples: la iteración, los condicionales, o el sim-
ple intercambio de valor entre dos variables. Con
un poco de suerte, un buen día algo hace clic y
de repente todo empieza a cobrar sentido. [. . . ]
Estoy seguro de que los resultados académicos
de miles de alumnos mejorarían si fuésemos ca-
paces de transmitir esa habilidad elemental. Pero
muchos alumnos llegan a ello (si es que llegan)
por un camino largo, aparentemente ineficiente.
¿Realmente no hay una buena forma de contarlo?
A. Cernuda del Río. Todavía no sabemos enseñar
programación. [2]
Muchas innovaciones actuales persiguen ese clic. La ma-
yoría son metodológicas: implementación de metodologías
activas en el aula [9], uso de ambientación de rol y misio-
nes para los problemas (C++/Java) [21], uso de herramientas
para visualizar la ejecución (Javascript) [19], unificación de
paradigmas y lenguajes entre asignaturas (Java) [6], apren-
dizaje a través de los errores de programación (Java) [4],
creación de videojuegos en Scratch como introducción [15]
o uso de Realidad Aumentada como elemento motivador
(Scratch) [20].
Generalmente, estas innovaciones mejoran la motivación
de los estudiantes. Las evaluaciones también mejoran tímida-
mente1. Sin embargo, las dificultades de aprendizaje siguen
estando subyacentes, como indican Muñoz et al.:
La aplicación de conceptos básicos o el diseño
de algoritmos que son relativamente simples para
los docentes, parece ser algo difícil para el es-
tudiante [13]. La mayor parte de esos problemas
son originados por la complejidad de los concep-
tos tales como variables, estructuras repetitivas,
arreglos, funciones de los lenguajes de programa-
ción [16]. Estas dificultades se manifiestan inde-
pendientes del paradigma y/o lenguaje utilizado.
R. Muñoz et al.. Uso de Scratch y Lego minds-
torms como apoyo a la docencia en fundamentos
de programación [15]
¿Por qué conceptos aparentemente simples resultan difíci-
les a los estudiantes? ¿Son conceptos verdaderamente difíci-
les o quizá los enseñamos de forma ineficiente? ¿Hasta cuánto
nos puede afectar la maldición del conocimiento [1]?
Comenzamos este trabajo hace cuatro años observando
como estudiantes de cuarto curso producían código de ma-
la calidad (apartado 2). Realizamos entrevistas personales y
análisis cualitativos, comprobando errores en la base. Apo-
yándonos en teorías psicológicas actuales, formulamos una
hipótesis: los estudiantes están modelizando erróneamente co-
nocimientos base (apartado 3). Propusimos actividades para
confrontarles con el problema y concienciarles, de las que he-
mos recabado evidencias (apartado 4). Las evidencias mues-
tran concienciación, pero no son suficientes para validar la hi-
pótesis. Concluimos que la hipótesis es factible, pero es ne-
cesario profundizar para comprobar su validez. (apartado 5).
Animamos a buscar nuevas evidencias, pues creemos que la
hipótesis puede tener un importante impacto educativo en ca-
so de validarse.
2. Código de estudiantes
Las asignaturas de cuarto curso de Razonamiento Au-
tomático y Videojuegos 1 comenzaron a impartirse en
2010/2011. Ambas siguen un modelo basado en proyectos: los
estudiantes desarrollan sistemas completos en grupos. Un mo-
tor de razonamiento para agentes autómomos y un videojuego
3D son los proyectos tipo. Partiendo de cero, y de forma autó-
noma, los estudiantes terminan implementando sus proyectos
en C++.
Desde el comienzo observamos problemas para diseñar e
implementar software desde cero. La mayoría de grupos se
frustraban al no ser capaces de crear sistemas de tamaño me-
dio por sí solos. Pronto nos encontramos explicando en clase
conceptos de programación de cursos anteriores: una mayoría
de estudiantes los necesitaba para solventar problemas en sus
desarrollos. Se explicaban conceptos como el funcionamiento
concreto de #include, diferencia entre herencia y compo-
sición, correcto uso de memoria dinámica, paso de variables
por valor, referencia y referencia constante, o uso básico de
punteros.
Con déficit de dominio sobre estos conceptos, diseñar e
implementar sistemas elaborados desde cero resultaba casi
imposible. Esto queda patente analizando fragmentos del có-
digo elaborado por los estudiantes. Por ejemplo, el listado [1]
muestra parte de un constructor de un Behaviour Tree [14].
/ / Rese rva de e s p a c i o p a r a a r r a y de h i j o s
m_h i jo s = new Node ∗ ;
/ / . . .
m_h i jo s [0]−> t i p o = NODO_DECISION ;
m_h i jo s [1]−> t i p o = NODO_SECUENCIA;
/ / . . .
Listado 1: Reserva errónea de espacio para un array. Se
reserva un único elemento.
1Es muy difícil aseverar que las mejoras son significativas. Los trabajos publicados usan distintas formas de evaluar; incluso en trabajos aislados, las innova-
ciones cambian la evaluación.
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El error de reserva de memoria podría entenderse como
un descuido. Sin embargo, muchos estudiantes demostraron
no entender lo que sucedía. Los nodos del árbol realizaban
tareas distintas a las asignadas. Al construirse muchos nodos
seguidos, las distintas reservas se realizaban contiguas en me-
moria. Por tanto, m_hijos[1] de un nodo era en realidad
m_hijos[0] del siguiente nodo. Los estudiantes seguían sin
entenderlo tras varias explicaciones.
Cuestiones parecidas pueden ser observadas en el lis-
tado [2]. Los estudiantes reservan un array de punteros a
Entity con un único elemento. La primera impresión es de
un código provisional que podría tener sentido más adelante.
Sin embargo, el problema resulta patente tras preguntar a los
estudiantes. Indicaron que siempre que reservaban con new
utilizaban un array, porque no sabían hacerlo de otra manera.
E n t i t y ∗∗ s e c t o r ;
s e c t o r =new E n t i t y ∗ [ 1 ] ;
s e c t o r [ 0 ] = e n t i t i e s [ 1 ] ;
Listado 2: Reserva para vector de un único elemento. Incluido
en una función main().
El listado 3 muestra otro problema sorprendente. En un
sencillo cálculo temporal de una distancia Manhattan para un
algoritmo A* [14], los estudiantes utilizan tres variables es-
táticas. Dos de estas variables son totalmente temporales y la
última es devuelta mediante referencia constante. Además, los
parámetros son pasados como referencias constantes a un tipo
básico, algo que introduce costes y ningún beneficio. Los estu-
diantes explicaron que pensaban que pasar o devolver copias
era “malo”. No tenían una explicación de porqué era “malo”:
tan sólo seguían esa regla porque les “sonaba”.
c o n s t i n t& NodeP : : e s t i m a t e ( c o n s t i n t &x , c o n s t ←↩
i n t &y ) {
s t a t i c i n t xd , yd , d ;
xd = x − xPos ;
yd = y − yPos ;
/ / Manha t tan d i s t a n c e
d = abs ( xd ) + abs ( yd ) ;
r e t u r n ( d ) ;
}
Listado 3: Devolución de referencia constante a un cálculo
temporal de distancias en un nodo de A*.
Otro caso muy habitual es el uso de código espagueti co-
mo en el listado 4. Se trata de la función de evaluación de
las ocho celdas contiguas en un algoritmo de pathfinding [14]
mediante A*. Los despropósitos de este código están presen-
tes en el de casi todos los estudiantes: repeticiones innece-
sarias de código, cálculos y llamadas, copiar y pegar, abuso
de if-else, nula generalización, diseño y análisis, etc. Es-
te código ha sido presentado como ejercicio a los estudiantes
del curso 2016/17. Se les pedía analizarlo y mejorarlo reescri-
biendo lo que fuera necesario. Cincuenta y un estudiantes lo
intentaron individualmente. Ningún estudiante utilizó varia-
bles para prevenir múltiples llamadas. Seis intentaron recorrer
las casillas con un bucle, sin conseguir que funcionase. Diez
factorizaron el contenido de los bloques if-else en funcio-
nes: sólo uno utilizó una función con parámetros para evitar
repetir el código.
i n t pos = l i s t M . f r o n t ( ) ;
i f ( f i r s t == 0)
posPrev = g e t P o s ( ) ;
i f ( f i r s t == 0 && pos == 3 && m−>getC ( ( ( i n t ) ge tPS←↩
( )−>g e t P o s ( ) .X( ) /
2 ) , ( ( i n t ) ge tPS ( )−>g e t P o s ( ) . Z ( ) / 2 ) +1) != 0 ) {
l i s t M . e r a s e ( l i s t M . b e g i n ( ) ) ;
l i s t M . i n s e r t ( l i s t M . b e g i n ( ) , 4 ) ;
l i s t M . i n s e r t ( l i s t M . b e g i n ( ) + 1 , 2 ) ;
pos = l i s t M . f r o n t ( ) ;
} e l s e i f ( f i r s t == 0 && pos == 3 &&
m−>getC ( ( ( i n t ) ge tPS ( )−>g e t P o s ( ) .X( ) / 2 )−1,
( ( i n t ) ge tPS ( )−>g e t P o s ( ) . Z ( ) / 2 ) ) != 0 ) {
l i s t M . e r a s e ( l i s t M . b e g i n ( ) ) ;
l i s t M . i n s e r t ( l i s t M . b e g i n ( ) , 2 ) ;
l i s t M . i n s e r t ( l i s t M . b e g i n ( ) + 1 , 4 ) ;
pos = l i s t M . f r o n t ( ) ;
}
/ /
/ / . . . 6 e l s e i f a d i c i o n a l e s con misma e s t r u c t u r a←↩
y c o n t e n i d o
/ /
Listado 4: Código manifiestamente mejorable y poten-
cialmente peligroso. Repeticiones innecesarias. Extraído de
una rutina de Pathfinding con A*.
Algunos fragmentos muestran graves problemas de com-
prensión. El listado 5 es un buen ejemplo. Se trata de un juego
basado en celdas. Cada celda tiene un valor de 0 a 31 repre-
sentando el tipo de baldosa (tile) que contiene. Algunas son
no-transitables. La función colisiona() determina si un
personaje colisionará con una baldosa no-transitable en x,y.
Los estudiantes comprueban todos los casos posibles uno por
uno con un if. El bloque else-if muestra que no deducen
que una baldosa no no-transitable, es transitable. Tampoco re-
parten los tipos de baldosa correlativamente, lo que dejaría
una única comprobación de tipo menor-que. Además, utilizan
un puntero a la celda que desreferencian 32 veces, en lugar
de obtener su valor directamente (que es un u8, un byte sin
signo).
boo l c o l i s i o n a ( u8 x , u8 y ) {
u8∗ t = o b t e n e r T i l e P t r ( x , y ) ;
i f (∗ t != 0 ) {
i f (∗ t ==1 | | ∗ t ==3 | | ∗ t ==4 | | ∗ t ==7 /∗ 6+ ←↩
c he ck s ∗ / | | ∗ t ==31) {
r e t u r n t r u e ;
} e l s e i f (∗ t ==2 | | ∗ t ==5 | | ∗ t ==6 /∗ 16+ ←↩
c he ck s ∗ / | | ∗ t ==30) {
r e t u r n f a l s e ;
}
} e l s e {
r e t u r n f a l s e ;
}
}
Listado 5: Función para comprobar colisiones con un mapa
basado en celdas con 32 posibles baldosas (tiles).
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Como es esperable tras analizar estos ejemplos algorítmi-
cos, también hay serios problemas con la orientación a obje-
tos. El listado 6 es un método que dibuja en pantalla (rende-
riza) las entidades de un juego. Un buen diseño orientado a
objetos tendría una clase base Entidad u Objeto con un
método virtual render(). Esto permitiría renderizar todas
las entidades en un único bucle. En cambio, el código muestra
tres tipos de objeto (jugador, enemigos y balas) por separado.
Además, hay cuestiones incomprensibles como las variables
temporales iter y bala_aux que son miembros de la clase
Game en lugar de ser locales.
Lejos de ser casos aislados, encontramos cientos de ejem-
plos similares en el código de casi todos los estudiantes. Ade-
más, los profesores percibimos que estos problemas van en
aumento. ¿A qué se deben? ¿Cómo podemos revertirlos?
vo id Game : : r e n d e r ( ) {
j u g a d o r−>r e n d e r ( ) ;
s t d : : v e c t o r < enemigos ∗ >: : i t e r a t o r i t = npcs .←↩
b e g i n ( ) ;
w h i l e ( i t != npcs . end ( ) ) {
(∗ i t )−>r e n d e r ( ) ;
i t ++;
}
i t e r = b a l a s . b e g i n ( ) ;
w h i l e ( i t e r != b a l a s . end ( ) ) {
b a l a _ a u x = ∗ i t e r ;
ba la_aux−>r e n d e r ( ) ;
i t e r ++;
}
r e n d e r i z a d o r −>d i b u j a r ( ) ;
}
Listado 6: Clases especializadas sin clase base. Uso de
variables auxiliares innecesarias y miembro de clase en lugar
de locales.
2.1. Qué dicen los estudiantes
El análisis nos ha llevado a preguntar a los estudiantes.
Queríamos conocer cómo razonan e implementan para inda-
gar sobre el origen de los problemas. Además de las situacio-
nes ya comentadas en el apartado 2, hemos recibido muchas
respuestas reveladoras. A continuación resumimos algunas de
las más comunes:
Estudiantes preguntados por su código espagueti:
«Siempre he programado así y mis programas funcio-
nan bien.»
«En la empresa X me han dicho que programo muy bien
y está así.»
«¿Por qué tengo que complicarme más la vida si así
funciona?»
Preguntados por repeticiones de código:
«Si un bucle hace lo mismo, ¿Qué más da cómo se im-
plemente?»
«Pero, ¿eso no lo optimiza el compilador?»
«Si hago un bucle no puedo diferenciar las partes que
cambian.»
Búsquedas lineales innecesarias:
«No entiendo muy bien los iteradores. El código lo co-
pié y adapté.»
«¿De qué forma lo busco, si no sé donde está?»
«Es que si uso punteros me pierdo. Por eso prefiero
arrays y vectores.»
Orientación a objetos:
«Lo hago todo en una sola clase porque es mejor.»
«¿Para qué voy crear X clases si con un switch fun-
ciona igual?»
«No uso patrones de diseño porque me parecen muy
complicados. ¿Por qué C++ no es como lenguaje X que
ya los tiene hechos?»
Estas respuestas evidencian problemas importantes: con-
funden funcionalidad con escalabilidad y usabilidad del códi-
go, desconocen el valor de una mejor estructuración, desco-
nocen el funcionamiento del compilador, tienen poca o nula
experiencia generalizando, no reflexionan sobre coste/rendi-
miento, desechan lo que desconocen, su análisis de necesida-
des es muy limitado, no identifican muchos problemas, etc.
Sin embargo, otros detalles llamaron más nuestra aten-
ción. Evidencian problemas conceptuales de nivel básico: bu-
cles, punteros, modularización, uso del compilador, conceptos
equivocados, ignorancia de detalles de ejecución... Estos pro-
blemas serían esperables en primeros cursos, pero no en cuar-
to. ¿Por qué no dominan estos detalles básicos? ¿Impiden es-
tos detalles que comprendan correctamente el funcionamiento
de sus programas? ¿Tiene esto relación con la calidad de su
código?
3. Planteamiento de la hipótesis
Resulta evidente que los estudiantes no detectan estos pro-
blemas por sí mismos. De hecho, la mayoría ni siquiera en-
tiende por qué son problemas. Esto indica que son conceptua-
les y de base. De ser simples errores o copia-pegas apresura-
dos, serían capaces de reconocerlos y entenderlos. Además,
los problemas son generales entre los estudiantes. Es lógico
deducir que hay carencias en su proceso de enseñanza/apren-
dizaje.
Las carencias pueden explicar la mala calidad de su códi-
go. Pero, ¿dónde se originan? Nuestra hipótesis las sitúa en
la falta de dominio de conceptos básicos. Conviene explicar
detalladamente esta afirmación:
1. Los estudiantes son enseñados de inicio en lenguajes de
alto nivel como C/C++ o Java.
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2. Entre la ejecución del binario en un procesador y el có-
digo fuente hay un abismo de conceptos.
3. Las asignaturas de programación explican algunos de
ellos, no todos, metafórica o teóricamente.
4. Predominan conceptos algorítmicos y del paradigma:
variables, secuencias, condicionales, funciones, clases,
encapsulación, etc.
5. Se introduce el uso básico del compilador y después se
usan entornos de desarrollo (IDE).
6. Otras asignaturas explican algunos conceptos de bajo
nivel, en distintos contextos y semestres.
Los profesores vemos lógico este proceso: los detalles no
son necesarios para programar y deben dominar los paradig-
mas cuanto antes. Aquí puede estar el origen del problema:
obviamos el valor de los detalles porque nosotros ya los domi-
namos [1]. Sin embargo, los detalles son relevantes y necesa-
rios para entender, aprender y mejorar en programación. Éstos
forman el sustrato concreto del que abstraer los conceptos de
programación. Construir abstracciones sin bases concretas no
es posible. Cuando no hay, los detalles concretos son creados
para formar abstracciones mentales.
3.1. Modelos mentales
En 1983, Johnson-Laird [11] describió las representacio-
nes mentales que son utilizadas actualmente para explicar el
proceso de aprendizaje en ciencias [12]. En su teoría des-
cribe los modelos mentales como aproximaciones análogas
estructurales del mundo que los individuos elaboran. Según
Johnson-Laird, son no-científicas, incompletas e inestables:
su único compromiso es ser útiles para las predicciones del
sujeto.
En ciencia se utilizan modelos conceptuales [8]: represen-
taciones externas, precisas, completas y consistentes con el
conocimiento científicamente compartido. Pueden materiali-
zarse como formulaciones matemáticas, analogías o artefactos
materiales.
El aprendizaje [12] consistiría en un proceso de modeli-
zación, donde los estudiantes construyen modelos mentales
nuevos o adaptan los previamente existentes. Conforme desa-
rrollan modelos mentales más completos, precisos y cercanos
a la realidad que modelan, más efectivo resulta el aprendizaje.
Los profesores tendemos a asumir que los estudiantes
construirán modelos mentales muy similares a los conceptua-
les que les presentamos. Sin embargo, esto no sucede [8]. Co-
mo indica Norman [17] «Idealmente debería haber una rela-
ción directa entre modelo conceptual y modelo mental. Gene-
ralmente, éste no es el caso.» Por su parte, Johnson-Laird [11]
deja claro que «Ni los modelos mentales resultan copias per-
fectas de los modelos conceptuales, ni la modelización resulta
evidente para los estudiantes.»
Cabe resaltar que los modelos conceptuales no son nece-
sariamente entendibles por sí solos. Muchas veces requieren
conocimiento del dominio. Por ejemplo, no es posible enten-
der las fórmulas de la mecánica newtoniana si no se conoce a
qué se refieren o qué representan sus variables. Este problema
afecta particularmente a los estudiantes [8]. Además, resulta
especialmente difícil de apreciar por quienes dominan el mo-
delo conceptual [1]. Lejos de percibir cuan complejo resulta
modelizar, suele interpretarse que el modelo conceptual es in-
tuitivo. Esta subestimación produce desconexión entre profe-
sores y estudiantes.
Por otra parte, muchos modelos conceptuales en ciencias
son completos y concisos. En cambio, conseguir completitud
en programación resulta extremadamente extenso. Ser com-
pleto requiere una descripción minuciosa del lenguaje de pro-
gramación, del funcionamiento del compilador, del código
máquina o intermedio generado y de la máquina que ejecu-
ta. Sólo así podría considerarse completo, preciso y consis-
tente [8]. Esto explica que la programación sea tan comple-
ja como disciplina, con tanta disparidad de capacidades entre
profesionales.
3.2. Modelización errónea en la base
Resumiendo los factores analizados podemos plantear una
hipótesis coherente con ellos:
1. El aprendizaje de los estudiantes produce modelos men-
tales funcionales, inexactos e inestables.
2. Estos modelos resultan más efectivos cuanto más cer-
canos son a la realidad modelada.
3. La realidad a modelar en programación es compleja y
extensa, con muchos niveles.
4. Enseñamos en lenguajes de alto nivel, simplificando u
obviando detalles de niveles inferiores.
La figura 1 muestra los niveles que formarían un modelo con-
ceptual en programación. En verde aparece el porcentaje apro-
ximado de contenidos que se enseñan en asignaturas de pro-
gramación. El foco está puesto en la creación de programas
usando un lenguaje y un paradigma. Del lenguaje no da tiem-
po a explicarlo todo, por lo que se hace énfasis en las partes
esenciales. Del compilador se explica qué es y cómo usarlo a
nivel básico. El código máquina y la ejecución en la máquina
se definen rápidamente en teoría, a modo informativo.
La distribución de la figura 1 suele deberse a que la mayo-
ría de profesiones, proyectos o desarrollos se realizan en los
niveles superiores. Además, el bajo nivel se ve en asignatu-
ras de arquitectura. Sin embargo, esto no tiene en cuenta las
necesidades de un estudiante a la hora de construir el conoci-
miento. Aquí se sitúa la hipótesis de este trabajo:
Los estudiantes están modelizando errónamente
los niveles base de la programación: desde com-
pilador hacia abajo.
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Figura 1: Niveles de un modelo conceptual en programación y enseñanza aproximada
Esta hipótesis puede explicar los problemas observados a
alto nivel. Se les enseña la parte verde de la figura 1, pero
necesitan entender y visualizar el funcionamiento de muchos
más detalles para poder modelizar todo el conjunto. Es proba-
ble que construyan modelos mentales tentativos hasta dar con
alguno que funcione. En ese momento se produciría el clic re-
ferido por Cernuda del Río [2]. Este proceso podría ser causa
de frustración en muchos estudiantes.
Asumiendo que el aprendizaje produce modelos inexactos
e inestables [11], deducimos dos cosas: (1) la parte enseñada
(verde) se modela de forma inexacta, y (2) la parte no enseña-
da se modela de forma autónoma, aleatoria y, probablemen-
te, errónea. Es importante señalar que los niveles inferiores
no quedan vacíos en los modelos mentales de los estudiantes.
Son necesarios para entender el funcionamiento y programar.
El modelado erróneo de estos cimientos puede ser la causa de
que el edificio no se sostenga.
4. Acciones realizadas
El problema se detectó en las asignaturas de cuarto curso.
Aunque la intervención ideal debería haber sido en primero,
no era razonable aplicar fuertes cambios con una hipótesis de
partida. Por tanto, se pensaron alternativas que pudieran apli-
carse en cuarto curso y que permitieran obtener evidencias
iniciales.
Se optó entonces por actividades que obligasen a los es-
tudiantes a enfrentarse a problemas de bajo nivel. En con-
creto, propusimos el desarrollo de videojuegos en máquinas
con recursos limitados. Suponiendo la hipótesis como cierta,
los estudiantes evidenciarían déficits y errores en sus mode-
los mentales con estos trabajos. Ganarían conciencia sobre el
problema y el impacto en sus capacidades como profesiona-
les. Conocer estos déficits les abriría el camino para paliarlos.
4.1. El concurso #CPCRetroDev
En 2013 convocamos la primera edición del Concurso de
Programación de Videojuegos Retro de la Universidad de Ali-
cante, #CPCRetroDev. Se pedía a los estudiantes que desarro-
llaran un videojuego para el Amstrad CPC 464. Se trata de
un ordenador de 1984, con un procesador Zilog Z80 a 4 Mhz,
64 KB de RAM y una unidad de casete como almacenamien-
to.
Programar un videojuego es una actividad motivadora y
compleja. Hacerlo en una máquina con recursos muy limita-
dos obliga a trabajar los conceptos de bajo nivel y a entender
lo que sucede en la máquina. Los estudiantes programan la
máquina en C, utilizando un compilador cruzado. Para mejo-
rar su código y aprovechar los recursos, deben prestar atención
al código ensamblador que genera el compilador. Un código
mal implementado en C genera un ensamblador más grande
y lento y en un Amstrad CPC 464 el resultado es perceptible.
Esto permite que aprecien la diferencia entre distintas formas
de programar y cambien de actitud.
El concurso se organiza con carácter internacional, per-
mitiendo participar a cualquier persona del mundo. Al ser
una máquina real, con una base de usuarios estable, partici-
pan desarrolladores experimentados. Además, se produce una
edición física real en casete con todos los videojuegos presen-
tados. Esto ayuda a motivar a los estudiantes: sus videojuegos
no son una simple práctica, sino un producto real que muchos
usuarios van a probar. También tienen la oportunidad de com-
petir con desarrolladores reales y de aprender de ellos. El con-
curso incentiva fuertemente la publicación del código fuente
con licencias libres para favorecer el aprendizaje.
Todos los videojuegos presentados a concurso durante es-
tos 4 años y su código fuente están disponibles en la web del
concurso.2
4.2. Indicios obtenidos
Los estudiantes reciben una encuesta antes y después de
desarrollar los videojuegos. Por motivos de espacio, inclui-
mos sólo las preguntas más relevantes:
1. ¿Cómo evalúas tu nivel de programación? (0-10)
2. ¿Qué deberías hacer para mejorarlo?
3. ¿Qué concepto crees que dominas menos?
4. ¿Cómo de difícil consideras ensamblador? (0-10)
5. ¿Crees necesario saber ensamblador? (S/N)
6. ¿Crees necesario dominar el compilador? (S/N)
2http://cpcretrodev.byterealms.com
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Los resultados agregados de estos 4 años son bastante revela-
dores como muestra el cuadro 1. Resulta sorprendente su auto-
evaluación: se otorgan un notable (7,23) antes de desarrollar
el videojuego y un aprobado (5,92) después. Esto evidencia
que se conciencian de sus limitaciones.
Respecto al bajo nivel, inicialmente piensan que es muy
difícil y poco importante. Después lo ven menos difícil y más
importante. De hecho, muchos estudiantes nos han pregunta-
do directamente por qué no se les enseña este conocimiento
antes. El cambio de actitud resulta evidente.
Muy curiosa es su actitud respecto al compilador. Antes
de empezar, muchos de ellos usaban el compilador a través de
entornos de desarrollo. Después se interesan por la separación
entre preprocesado, compilado y enlazado, así como el código
generado y las distintas opciones de configuración.
Es importante indicar que esta actividad no resuelve sus
problemas. De hecho, tras la encuesta creen que sus princi-
pales defectos son la gestión de memoria en general (no sólo
dinámica) y el manejo de punteros. Sin embargo, sí parece
conseguir concienciación y cambio de actitud. También pare-
cen coincidir con la hipótesis planteada: ven el origen de sus
problemas en los niveles inferiores.
Aunque estos indicios apoyan la hipótesis, no son sufi-
cientes para validarla. Sólo son un primer paso que muestra
su viabilidad. Confiamos en que este trabajo anime a recabar
nuevas evidencias.
5. Conclusiones
En este trabajo hemos analizado el origen de la mala cali-
dad del código en estudiantes de cuarto curso. Los estudiantes
muestran muchos problemas conceptuales y de base. Además,
no son conscientes de muchos de sus problemas y no les preo-
cupa la calidad de su código en general. Su principal percep-
ción es que si algo funciona, no está mal.
Al ser un caso general, hemos deducido que el proceso de
enseñanza/aprendizaje debía tener déficits. Hemos recurrido
a los modelos mentales y conceptuales de la psicología para
entender mejor lo que sucedía. Todo este proceso nos ha lle-
vado a formular la hipótesis de que los estudiantes modelizan
erróneamente los niveles base de la programación. Esto es
coherente con los conceptos que se obvian o simplifican en
las asignaturas de programación.
Hemos descrito el concurso #CPCRetroDev como una ac-
tividad organizada para concienciar a los estudiantes de estos
problemas. La actividad les exige programar un videojuego
con recursos severamente limitados. Los indicios recabados
mediante encuestas muestran que la actividad consigue cam-
biar su actitud. Sin embargo, la actividad no tiene un efecto de
mejora apreciable en su nivel.
Nuestra conclusión final es que la hipótesis planteada es
factible, pero no hay evidencia suficiente para validarla. Por
este motivo, creemos importante compartir todo el proceso y
proponer la obtención de más evidencias. En caso de que la
evidencia recogida validara la hipótesis, podría tener impor-
tantes consecuencias en la forma en que enseñamos progra-
mación.
Nuestro próximo objetivo será enseñar programación a ba-
jo nivel en primero. Elaboraremos contenidos en el orden in-
verso de la figura 1, empezando en código máquina y constru-
yendo hasta llegar al lenguaje de alto nivel. Construiremos los
conceptos en órden creciente de abstracción, empezando por
los más concretos. Diseñaremos el experimento para obtener
evidencias a corto, medio y largo plazo y estudiaremos la evo-
lución de conocimientos y calidad del código. Mediremos la
velocidad de adquisición de conceptos y el nivel de dominio,
comparándolo en estudiantes enseñados con el temario clá-
sico y con esta nueva aproximación. Publicaremos todos los
materiales elaborados para permitir a otros profesores repetir
las experiencias y obtener más evidencia sobre la validez de
la hipótesis.
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