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Drei  zentrale  Faktoren  treiben  die  moderne  webbasierte  Systementwicklung.  Einmal  die 
ständig wachsende  Beschleunigung  der  Entwicklungszyklen,  um  (weiter‐)entwickelte  Pro‐
dukte noch schneller am Markt platzieren zu können (Jarzabek und Pettersson, 2006). Hinzu 
tritt die  zunehmende Komplexität der  zu entwickelnden Lösungen,  sowohl  im Hinblick auf 
den Umfang, als auch die zu berücksichtigende, aber nicht aktiv zu beeinflussende, umge‐
bende Systemlandschaft. Standen in der Vergangenheit singuläre, hoch spezialisierte Lösun‐
gen klar umrissener Teilprobleme  im Vordergrund,  so hat  sich der Blickpunkt mittlerweile 
stark  zu Gunsten offener,  interoperabler – dienstorientierter – Anwendungen  verschoben. 
Laut einer Gartner‐Studie hat es einen geschätzten Anstieg der Lizenzerträge aus Technolo‐
gien für Anwendungsintegration sowie für Portalsoftware  im Jahr 2005 um 7,1 Prozent auf 
mehr  als 8,5 Milliarden US‐Dollar  gegeben. Bis 2010 wird ein Wachstum des Marktes  auf 
10,3 Milliarden US‐Dollar mit einer kumulativen  jährlichen Wachstumsrate von 4,1 Prozent 









Verlagerung  dieser  Anwendungen  auf Web‐Technologien,  gewinnen  auch  ästhetische Ge‐
sichtspunkte  beim  Entwurf  von  Benutzungsschnittstellen  (einheitliches  Look&Feel)  zuneh‐
mend an Bedeutung. 
Durch  ihre  ständige  Weiterentwicklung,  bedingt  durch  den  nach  wie  vor  ungebremsten 
technologischen  Fortschritt  des Webs  (Nussbaumer  und Gaedke,  2006),  fehlen  vor  allem 
methodische Standards und Hilfestellungen für eine effiziente und effektive Entwicklung und 
Evolution dieser Web‐Anwendungen.  














turen auftauchen. Dies  führt  zur Problematik des Auffindens von geeigneten  Infor‐
mationen  sowie  deren  gezielten Wiederverwendung.  Die  Evolution,  als  die  konti‐
nuierliche Änderung von gezielten Einflussgrößen auf eine Web‐Anwendung über die 




zungsschnittstelle  im Vergleich  zu  traditionellen Software‐Anwendungen eine enor‐
me  Bedeutung  zu.  Ein  Beispiel  dazu  bildet  die  Barrierefreiheit  von  Web‐






zugefügt  werden  sollen,  hat  sich  durch  seine  stetige  Weiterentwicklung  zu  einer 
Plattform  für  verteilte  Anwendungen  gewandelt.  Durch  die  Standardisierung  der 
Web Services hat das altbekannte Architekturmuster der Service‐orientierten Archi‐
tektur neuen Auftrieb bekommen. Trotz des sich vollziehenden Paradigmenwechsels 
hin  zu  verteilten,  dienstorientierten Web‐Anwendungen,  fußen  die  grundlegenden 







Es  werden  dedizierte  Modelle,  Methoden  und  Werkzeuge  entlang  dieser  auf  Web‐





Damit wird  die  Basis  einer  Realisierung  von modernen,  verteilten  und  skalierbaren Web‐
Anwendungen geschaffen. Web‐Anwendungen werden nicht mehr von Grund auf neu ent‐










Wiederverwendung  in Form  lose gekoppelter Einheiten ansieht. Sie umfasst dabei die  fol‐
genden Ziele: 




• Methodische  Hilfestellungen  für  die  Entwicklung  von Modellen  und  Vorgehen  zur 
Interaktion mit  dem  Informationsraum  von Web‐Anwendungen.  Hierbei  steht  der 
dienstorientierte Zugriff mit Hilfe von  Informationsraum‐Diensten auf das  Informati‐
onsmodell  einer  dienstorientierten  Web‐Anwendung  wesentlich  im  Fokus.  Dabei 
spielt  die Verlässlichkeit  der Dienstzugangspunkte,  die  unter  dem  stetigen  Einfluss 
der Evolution stehen, eine wichtige Rolle. 
• Ein Rahmenwerk  zur  Entwicklung  und Verwendung Domänenspezifischer  Sprachen 




• Die  Definition  eines  evolutionsorientierten  Ansatzes,  der  das  Modell  einer  Web‐
Anwendung  in einer holistischen Sichtweise beschreibt. Es wird eine Methodik ent‐
wickelt,  die  eine  nichtfunktionale  Trennung wesentlicher  Bestandteile  einer Web‐
Anwendung mit einer fachlichen Verknüpfung durch Komponenten beschreibt.  
• Die Erarbeitung dedizierter Lösungsansätze für die effektive Entwicklung und Evoluti‐


















raums  auf  Basis  dedizierter Dienste  beschrieben. Um  die  Evolution  dieser Dienste  besser 
unterstützen  zu  können, wird  das  Konzept  der  kanonischen  Schnittstellen  erarbeitet. Da‐
durch wird  eine  explizite Unterstützung  der  Evolution  in  sowohl  horizontaler  (kanonische 
Erweiterung), als auch vertikaler Richtung (Anwendungsspezifität) erreicht.  
Kapitel  5  stellt  das WSLS‐Rahmenwerk  vor,  das  sich  in  einer  nicht‐technischen  und  einer 
technischen  Facette  darstellt.  Zum  einen wird  ein methodisches  Vorgehen  auf  Basis  von 
Domänenspezifischen Sprachen entwickelt, das die Reduktion von Kommunikationsschwie‐
rigkeiten durch  intensive Einbeziehung  ihrer Projektmitglieder anstrebt. Zum anderen wird 
ein  Komponentenmodell  basierend  auf  einer  Trennung  von  fachlichen  und  konzeptuellen 
Komponenten eingeführt, um deren Wiederverwendbarkeit und Fähigkeit zur Evolution zu 









auf  aufbauende Konzept der Anwendungssicht  ermöglicht die Übereinstimmung  zwischen 
















Definition  2.1  –  Service‐orientierte Architektur:  Eine  Service‐orientierte  Archi‐
tektur  (SOA)  stellt  lose gekoppelte Dienste  (services) über eine wohldefinierte, 
standardisierte Schnittstelle bereit.  
Ein wesentliches Ziel einer SOA stellt eine schnelle Reaktion auf Änderungen dar. Dabei ste‐
hen  flexible  interaktionsreiche  Web‐Anwendungen  im  Vordergrund,  die  aus  wieder  ver‐
wendbaren  lose  gekoppelten  Einheiten  (Komponenten  und  Diensten)  zusammengebaut 
werden  können.  Zusätzlich  existieren  Forderungen  zum  flexiblen  Austausch  von  Inhalten 
(Syndikation),  wodurch  diese  Web‐Anwendungen  gleichzeitig  als  Diensterbringer  und 
Dienstnehmer  fungieren.  In  diesem  Zusammenhang  finden  sich  aktuelle  Klassifikations‐
merkmale  für  solche Web‐Anwendungen  beispielsweise  in  Form  der  so  genannten  »5G‐















grund  seines  direkten  Bezugs  zu  den  grundlegend  eingesetzten  Web‐Technologien  und 
Standardisierungsbemühungen des World Wide Web auch als »Web Engineering« bezeich‐
net  (Deshpande, Murugesan, Ginige, Hansen et al., 2002). Mit dem Web Engineering setzt 






















nehmers. Dazu  gehört  bei  technischen Dienstnehmern  beispielsweise  die  Ver‐






der  Interaktion und Darstellung bezüglich  ihrer  Inhalte und dem zugrunde  liegenden  Infor‐
mationsraum aus.  
Definition  2.4  –  Informationsraum:  Der  Informationsraum  einer  Web‐
Anwendung  stellt die Fülle an  Informationen und  Inhalten dar, die einer Web‐
Anwendung  zur  Darstellung,  Bereitstellung,  Berechnung  und  Modifikation  zur 
Verfügung stehen. 
Bedingt durch den rasanten technologischen Fortschritt sowie sich ändernden Anforderun‐
gen  ist  der  Betrieb  einer Web‐Anwendung  und  ihres  angeschlossenen  Informationsraums 
erheblich durch Anpassungen und Neuentwicklungen geprägt. So  sind Web‐Anwendungen 




















zer  und  der Anwendung mittels  Formularen  (Gaedke  und Nussbaumer,  2002).  Betrachtet 
man  stärker dynamische Anwendungen,  finden  sich Einflussgrößen bezogen auf die Verar‐













Die Modellierung  von Anwendungen  im  Software  Engineering  kann, wie  in Abbildung  2‐1 
angelehnt an (Schwinger und Koch, 2003) dargestellt, entlang der drei orthogonalen Dimen‐
sionen Ebenen, Aspekte und Phasen vorgenommen werden. Die Dimension Aspekte  trennt 
dabei  die  Innen‐  bzw.  Außensicht  einer  Anwendung,  also  das  »Was«  und  das  »Wie«.  Im 
Software  Engineering  finden  sich  hier  üblicherweise  die Anwendungslogik  und  die  Benut‐
zungsschnittstelle. Die Dimension Ebene umfasst die Informationsstruktur (Objekte, Attribu‐
te, Beziehungen) und das funktionale Verhalten (Funktionen, Methoden) einer Anwendung. 





Ziele  des  Software  Engineering,  die  gleichermaßen  auch  für  das Web  Engineering  gelten, 
sind unter anderem die detaillierte Spezifikation, die reduzierte Komplexität, die Dokumen‐
tation der Entwurfsentscheidungen, die vereinfachte und  lesbare Darstellung sowie die Vi‐









evolutionsorientierte WebComposition  Prozess Modell  abgebildet  (Gaedke,  2000).  Dieses 
beschreibt eine systematische Entwicklung von Web‐Anwendungen auf Basis eines offenen 
dreistufigen Vorgehensmodells mittels der Phasen: Evolutionsanalyse, Evolutionsdesign und 
Evolutionsdurchführung.  Von  besonderer  Bedeutung  ist  hierbei  die  Berücksichtigung  der 
Evolution  in Hinblick  auf Wiederverwendung. Die  zentrale Bedeutung der Evolution bildet 
einen wesentlichen Unterschied  zum  Software  Engineering  (Gellersen und Gaedke, 1998). 
Ein Beispiel hierfür stellt die Wikipedia (Jimmy Wales, 2004‐2006) Web‐Anwendung dar. Sie 
wird durch  ihre Nutzer kontinuierlich weiterentwickelt und  ist daher nie abgeschlossen; sie 
befindet  sich  in einem Zustand der  kontinuierlichen Weiterentwicklung –  also der perma‐
nenten Evolution.  
Eine weitere Besonderheit  im Vergleich  zum  Software  Engineering  stellt eine Erweiterung 
der Dimension Aspekte dar. Aspekte von zentraler Bedeutung im Web Engineering bilden die 
Benutzungsschnittstelle‐relevanten Einflussgrößen. Nach (Gaedke, 2000) sind dies: Präsenta‐
tion, Navigation und Dialog,  sowie die den  Informationsraum beschreibenden Aspekte  In‐
halt, Prozess und Kommunikation. Letztere haben Einfluss auf die  Informationsstruktur und 
die  Anwendungslogik  einer  Web‐Anwendung.  Gerade  hinsichtlich  der  Dienstorientierung 
bestimmen diese Aspekte hauptsächlich Aufbau und Inhalt einer Web‐Anwendung – sie ha‐
ben  auf  einen  Benutzer  eine  eher mittelbare Auswirkung.  Eine  unmittelbare Wirkung  auf 
einen Benutzer hingegen wohnt den Aspekten der Benutzungsschnittstelle inne. Die Naviga‐







schiedlichen  Aspekte.  Es  trägt  somit  auch  der  Multidisziplinarität  Rechnung,  die  Web‐
Anwendungen innewohnen (Powell, Jones und Cutts, 1998). Demnach kann es unterschiedli‐
che Navigationsstrukturen auf Basis desselben Inhalts oder auch unterschiedliche Präsenta‐








nung  in  unterschiedliche,  voneinander  unabhängige  Einflussgrößen  angestrebt,  wodurch 
grundsätzliche  Eigenschaften  bezogen  auf  Entwicklung,  Wiederverwendung,  Wartbarkeit 
oder Testbarkeit durch diese Komplexitätsreduktion besser unterstützt werden können. Die‐
se Trennung gewinnt gerade in Hinblick auf die besondere Rolle spezifischer Problemstellun‐
























technologisch‐funktionale Dimension  (z.B. Web  Services und Komponenten)  als  auch  kon‐




• sowie dem Dialog  als der  interaktiven Manipulation des  Informationsraums durch 
einen Menschen.  
Dabei muss die  Tatsache Berücksichtigung  finden, dass Web‐Anwendungen  in  zunehmen‐
dem Maße von Menschen mit nicht technischem Hintergrund entwickelt werden.  
Eine weitere wichtige Anforderung bei der Entwicklung von Web‐Anwendungen bildet die 
Wiederverwendung  von Web  Services. Das Zusammenführen  von Web  Services  zu dienst‐
orientierten Web‐Anwendungen nach dem Baukastenprinzip wird dabei neben  technischen 
und kommerziellen Belangen auch vermehrt durch soziologische Aspekte geprägt. So existie‐





rausforderungen  an  die  Gesamtarchitektur.  Während  die  zugrunde  liegende  Web‐
Technologie durch den kontinuierlichen Fortschritt einem rasanten Wandel unterworfen ist, 
fehlt es an methodischen  Standards, welche eine  systematische Entwicklung  solch dienst‐
orientierter Web‐Anwendungen ermöglichen. Dedizierte Modelle und Methodiken  für ver‐
einzelte Aspekte werden  in der Literatur zwar diskutiert  (siehe Abschnitt 3.2), sind aber  in 
aller Regel wenig  oder  gar  nicht  auf  eine  komponenten‐  und  dienstorientierte  Sichtweise 
vorbereitet.  Dadurch  lassen  sich  solch  hochgradig  interaktive  und  dynamische  Web‐
Anwendungen nur mit hohem Aufwand realisieren. 
Im nächsten Abschnitt werden konkrete Anforderungen abgeleitet, welche die Brauchbar‐
keit  aktueller Methodiken  und  Entwicklungsmodelle  im Web  Engineering  für  Entwicklung 
und Evolution einer dienstorientierten Web‐Anwendung  im Sinne der Definition 2.2 bilden. 
Dabei werden grundlegende Problemstellungen erörtert, die durch den Problembereich der 
Dienstorientierung  im  Sinne einer  Service‐orientierten Architektur  (SOA) und  ihrer Umset‐
zung in Form von dienstorientierter Web‐Anwendungen entstehen. Ein wichtiger Fokus liegt 
dabei auf dem Aspekt der Kommunikation. Dieser wird  in zwei Facetten betrachtet. Einer‐



















Die Wichtigkeit  von  Informationen  und  deren  Verfügbarkeit  in  unterschiedlichen  Anwen‐
dungen geht Hand in Hand mit dem aufkeimenden Wunsch nach Service‐orientierten Archi‐
tekturen. Gerade  Forderungen  nach  Aktualität  von  Informationen,  ihrer  Austauschbarkeit 






































wird  durch  Komponenten  gefördert  und  hilft  die  Kosten  für  die  Entwicklung  von  Web‐
Anwendungen zu senken. Gleichzeitig gestattet ein Einsatz von Komponenten auch die Ver‐
wendung wiederverwendungsorientierter  Entwicklungsmodelle und begünstigt  so die Ver‐




Wiederverwendbarkeit  stellt eine der  zentralen Anforderungen  für die  systematische  Ent‐
wicklung von Web‐Anwendungen dar. So  ist die Konstruktion von Web‐Anwendungen auch 
heutzutage  noch  zumeist  geprägt  durch  ad  hoc  Entwicklungsmodelle,  die  eine  planvolle 
Wiederwendung erschweren. Wenn Wiederverwendung betrieben wird, dann  zumeist auf 










Eine  effiziente  Wiederverwendungsstrategie  ist  daher  zwingend  erforderlich,  um  solche 
Nachteile zu eliminieren und Zeit und Kosten zu sparen. 
Komponentenorientierung  
Die  Verwendung  von  Komponenten  fördert  das  effiziente  Bauen  von Web‐Anwendungen 
nach dem Baukastenprinzip. Zusätzlich erlaubt ein komponentenbasierter Ansatz die selekti‐
ve Anwendung unterschiedlicher Methodiken wie bspw. Die Durchführung  von Unit‐Tests 
oder  die  Auftrennung  in  funktionale  Aspekte  (funktionale  Dekomposition);  deren  Abge‐










einer  Komponente  –  steht  die  Fähigkeit  zur  Konfiguration  (Dart,  2001). Diese  erhöht  die 
Wiederverwendbarkeit  von  Komponenten,  da  Einzelteile  besser  an  gegebene  Situationen 







rekte Zugriff auf Funktionen  zur  Interaktion  (Modifikation) von Daten durch Dienste  stetig 










derungen  (inhaltlicher,  fachlicher oder  struktureller Art)  in einer Organisation oder einem 
Unternehmen anzupassen.  
Dazu bedarf es  geeigneter Methoden  zur dynamischen Konstruktion und  Evolution dieser 










nomist  Intelligence Unit  (Borzo, 2005) zum Schluss, dass ein wesentlicher Erfolgsfaktor  für 
Unternehmen in den nächsten Jahren die Innovation ihrer Geschäftsmodelle darstellt. Dabei 
stellt sich die Fähigkeit, diese  Innovationen schnell  innerhalb der eigenen betrieblichen  In‐
formationssysteme  umzusetzen,  als  erfolgsentscheidend  dar  (Kagermann  und  Österle, 
2006).  Aufgrund  stagnierender  finanzieller Mittel  und  gleichzeitig  zunemehnend  kürzerer 
Innovations‐ und Anpassungszyklen werden harte Anforderungen an die Adaptionsfähigkeit 


















Baukastenprinzip  ermöglicht  ein  solches  Vorgehen  aufgrund  kurzer  Produktionszyklen 
(McDonald  und Welland,  2004)  und  erlaubt  schnelle  Reaktionszyklen  durch  Kunden‐  und 
oder Nutzerrückmeldungen. Um die effiziente Produktion solcher Prototypen zu gestatten, 
bedarf es geeigneter Werkzeuge, Methodiken und einer Referenzarchitektur, die eine Kons‐









serfallmodell  (Royce, 1970)  stark dokumentengetrieben und  in einem  linearen Prozess ab‐
laufen,  legen beispielsweise agile Vorgehensmodelle großen Wert auf eine möglichst  frühe 
und  häufige  Auslieferung  lauffähiger  Software.  Ein  flexibler  Entwicklungsprozess  verfolgt 
nicht eine  starre,  vorhersagbare Kette  von Aktivitäten,  sondern agiert  flexibel und  situati‐
onsbedingt (Selmi, Kraiem und Ghézala, 2006). Das bedeutet, dass der Entwicklungsprozess 
möglichst parallelisierbar gehalten werden  soll und eine  flexible Zuordnung  zu dedizierten 
Rollen erlaubt. Im Zusammenhang mit einer Unterstützungsplattform gestattet er somit ein 
reversibles2 Verhalten, also die  verlustfreie Abbildung  von Entwurfsartefakten auf das  Im‐
















gen  auf  technisch  funktionale  Details  einer  Implementierungsplattform,  als  auch  nicht‐












Die  Rolle  des  menschlichen  Kommunikationsnehmers  von  Web‐Anwendungen  nimmt  in 
jüngster Zeit deutlich an Wichtigkeit zu. Dies äußert sich durch aufstrebende Trends wie dem 
Web 2.0 (O'Reilly, 2005) oder durch regulierende Gesetze zur Einhaltung der Barrierefreiheit 




















unterschiedliche  –  sich  teilweise  beeinflussende  –  Faktoren.  Neben  Fragestellungen  der 
Ästhetik und Konformität, wie sie bspw. für Unternehmensportale oder öffentliche Einrich‐
tungen  wie  Universitäten  durch  sogenannte  Corporate  Design  (CD)  Vorgaben  existieren, 














Seiten  zeigt  sich unter anderem  in den Ergebnissen einer Studie von Rosson wonach dem 











nen, Nielsen et al., 1994). Das größte Problem bei der Entwicklung  von  stark  interaktiven 
Web‐Anwendungen  stellt  das  Missverhältnis  einer  breiten  Palette  an  existierenden  und 
grundlegenden  Technologien  zum  Fehlen  methodischer  Hilfestellungen,  Modellen  und 
Werkzeugen dar, wie eines der wohl prominentesten Beispiele, Google Maps, zeigt (Rasmus‐
sen,  2005)4. Gerade  die  zunehmende Dienstorientierung  benötigt  geeignete Maßnahmen, 








zugrunde  liegenden  Informationsraum  beeinflusst  (Pressman,  2000).  In  dienstorientierten 
Web‐Anwendungen,  deren  Informationsraum  dem  stetigen  Wandel  unterworfen  ist  und 
Navigationsentscheidungen  immer dann neu getroffen werden können, wenn neue Dienste 
hinzugefügt werden, wird  das Navigationsdesign  dadurch  noch  zusätzlich  erschwert.  Eine 
wichtige Anforderung  im Umgang mit Navigation  ist die Reduzierung von kognitiver Über‐
















den  Navigationsverlauf  und  unterstützen  so  eine  Rückwärtsnavigation,  wenn  das  Navigationsdesign  dieses 
nicht explizit unterstützt. In dynamischen Web‐Anwendungen, kann dies zusätzlich zu erheblichen technischen 
Problemstellungen  führen. Dies wird  am  Beispiel  von ASP.NET  deutlich. Dynamische  Seiten  verwenden  das 
2.3 – Problemcharakteristiken    19 
ve Belastung  zu  reduzieren und  führten über die  Zeit  zu  verschiedenen Mustern, die  sich 
ähnlich den Software Design Pattern (Gamma, Helm, Johnson und Vlissides, 1995) als »best 
practices«  herauskristallisiert  haben.  Der  konsequente  Einsatz  dieser  Hypermedia  Design 
Pattern (Lowe, 1999) verspricht eine systematische Navigationsunterstützung in dienstorien‐
tierten Web‐Anwendungen zu gewährleisten (Akanda und German, 2005).  




Konzept des  viewstate  (Warren, 2004), um die Anwendung wieder  aufbauen  zu  können und  auf  individuell 










zahl  an  existierenden  Lösungsvorschlägen,  Vorgehensmodellen  und Methoden. Um  einen 
besseren Überblick über die existierenden Ansätze zu bekommen, werden sie im Folgenden 
zunächst  einer  Kategorisierung  unterzogen. Anhand  dieser  Taxonomie werden  die  jeweils 
prominentesten Vertreter ihrer Art zusammengefasst und anschließend diskutiert. Die zuvor 








neering  als  technologische  Grundlage  dienen.  Zum  einen  sind  das Web  Services  in  ihrer 








»A Web  service  is a  software  system designed  to  support  interoperable machine‐to‐
machine  interaction over a network.  It has an  interface described  in a machine‐proc‐
essable  format  (specifically WSDL). Other  systems  interact with  the Web  service  in a 
manner prescribed by  its description using  SOAP messages,  typically  conveyed using 






















































be  löst und dafür  auf eine entsprechende  Implementierung  zurückgreift.  Entscheidend  ist 
hierbei eine eindeutige Definition der Schnittstelle und der damit verbundenen Dienstopera‐
tionen, die veröffentlicht werden sollen. Der Diensterbringer hat einerseits die Möglichkeit, 
seine Dienstleistung bei einem entsprechenden Verzeichnisdienst  zu  veröffentlichen  (pub‐
lish). Je nach Beschaffenheit des Diensterbringers und zusätzlicher Möglichkeiten zur Provi‐
sionierung des Vermittlers  können hier neben der Veröffentlichung der  Schnittstelle  auch 








wird  in  der  Literatur  oft  auch  als  der Dienst  Requestor  bezeichnet. Dabei  ist  es  zunächst 
notwendig  einen passenden Diensterbringer  zu  finden  (find) bevor  seine  Funktionalität  in 
Anspruch genommen werden kann. Dazu kann ein Dienstnehmer eine entsprechende Anfra‐





Auswahl  eines  Dienstes  aus  dieser  Liste  obliegt  dann  dem  Dienstnehmer.  Hat  sich  der 
Dienstnehmer  für einen Dienst entschieden, kann auf Basis der  standardisierten Dienstbe‐











die  Informationen  in  einem Dienstverzeichnis. Außerdem  verarbeitet  er  die  Suchanfragen 
von  Dienstnehmern,  um  passende  Dienste  im  Dienstverzeichnis  zu  finden.  Dabei  kommt 
dem  Vermittler  oder  Makler  eine  lediglich  optionale  Rolle  innerhalb  einer  Service‐
orientierten Architektur zu. Er  tritt nur dann  in Erscheinung, wenn sich Dienstnehmer und 
Dienstgeber nicht  schon  im vornherein kennen.  In  sich ändernden Umgebungen, die einer 


















richtenformat,  in  dem  Informationen  zwischen  zwei  Systemen  ausgetauscht werden,  die 





ces und wird  seither  im Rahmen der »Web  Services Activity«  vom W3C weiterentwickelt. 












































































beiten  einer  SOAP  Nachricht  beeinflussen.  Neben  Kodierungsrichtlinien  finden  sich  hier 
Konkretisierungen zur Steuerung der Nachrichtenverarbeitung von eventuellen Erweiterun‐
gen  in  Form der  Steuerattribute  role, mustUnderstand und  relay, die  im  Folgenden näher 
beleuchtet werden. 
Das  Steuerattribut  role, das  in der Version  1.1  noch actor hieß,  ermöglicht die Abbildung 
einer einzelnen SOAP Header Informationseinheit auf einen bestimmten Nachrichtenknoten 
innerhalb  des  Nachrichtenflusses.  Damit werden  Szenarien möglich,  in  denen  eine  SOAP 





beitung  von  Nachrichten  gestatten.  So  kann  beispielsweise  bestimmt  werden,  dass  eine 
SOAP Header Informationseinheit  lediglich vom  letzten Empfänger bearbeitet werden muss 
oder  alle  Zwischensysteme  (SOAP  intermediary)  zur  Verarbeitung  herangezogen  werden 
müssen. Auf diese Weise  lassen sich SOAP Nachrichten durch verschiedene Zwischensyste‐
me  routen,  wobei  gleichzeitig  eine  Ende‐zu‐Ende  Sicherheit  durch  beispielsweise  WS‐






ligt,  die  bestimmte,  anwendungsspezifische  Erweiterungen,  die  nur  für  den  eigentlichen 
Empfänger der Nachricht relevant sind, nicht zu kennen brauchen. Um diese anwendungs‐
spezifischen Header Informationseinheiten durch eventuell beteiligte Zwischensysteme hin‐
durchzuschleusen,  kommen  die  Parameter mustUnderstand  und  relay  zum  Einsatz.  Einer‐
seits  kann  damit  gesteuert werden,  ob  (mustUndertsand=true)  eine Header  Informations‐











Das  SOAP  Body  Element  definiert  die  eigentliche Nachricht  und  ist  dementsprechend  für 
eine SOAP Nachricht obligatorisch. Innerhalb des Body Elements sind die anwendungsspezi‐
fischen Daten, die den Dienst  im eigentlichen Sinne erbringen, untergebracht. Hier  finden 
sich Methodenaufrufe und  entsprechende Parametrisierungen  genauso wie  korrespondie‐
rende Antworten,  serialisiert  in XML  Syntax, wieder. Die  Form der  Serialisierung  kann auf 
unterschiedliche Art  und Weise  geschehen.  SOAP  sieht  hier  eine  bestimmte Auswahl  von 
Kodierungsstilen  (encodingStyles)  vor. Dadurch  lassen  sich  zwar  unterschiedliche  Plattfor‐
men besser anbinden, bieten allerdings auch ein gefährliches Potenzial  für  Inkompatibilitä‐
ten und  Interoperabilitätsprobleme. Die einzelnen Teile eines SOAP Body Elements werden 






















Das  SOAP  Protokoll  stellt  eine  Spezifikation  dar,  die  es  ermöglicht  Nachrichten  zwischen 
Interaktionspartnern zu beschreiben.  Im Sinne der Web Service‐Technologie stellt SOAP ei‐
nen essenziellen Baustein zur Kommunikation zwischen diesen Partnern dar. Um jedoch eine 
Kommunikation  effizient  zu  unterstützen,  bedarf  es  einer  Offenlegung  über  angebotene 
                                                      
 













verwendeten  SOAP Kodierung. Die  Schnittstellenbeschreibungen  sind  so  leichter  in unter‐
schiedlichen heterogenen Plattformen verwendbar und sich eventuell ergebende  Interope‐
rabilitätsprobleme  zwischen  verschiedenen  Web  Service  Rahmenwerken  sind  besser  be‐
herrschbar. 










(type), Nachrichten  (messages), Schnittstelle  (portType), Abbildung  (binding), Dienst  (servi‐
ce). Üblicherweise werden WSDL Beschreibungen aus vorhandenem Programmcode heraus 









Entwurf  der  Schnittstelle  in  Form  einer  entsprechenden  Beschreibung  eines WSDL Doku‐
ments zur Verfügung gestellt und danach eine Implementierung erzeugt. Gerade in Hinsicht 
auf ein  solches Vorgehen  ist es wichtig ein Verständnis  für den Aufbau einer Web Service 









ge  von  abstrakten und  konkreten Dienstspezifikation weiter detailliert. Diese Definitionen 
sind  in  einem  eigens  dafür  vorgesehenen  Element  (definitions)  enthalten  und  bilden  den 
Ausgangspunkt für die Dienstbeschreibung. Das Wurzelelement ermöglicht hierbei die globa‐
le  Vorhaltung  sämtlicher  anwendungsspezifischer  Namespace‐Definitionen,  die  für  einen 
Dienst benötigt werden. Dadurch  kann die  Leserlichkeit erhöht und gleichzeitig die Größe 
des gesamten Dokuments deutlich reduziert10 werden.  
Die  für  den  Vertrag wesentlichen  Bereiche  umfassen  die  Datentypen  (types),  die  für  die 
Konstruktion  der  entsprechenden  Nachrichten  (messages)  verwendet  werden.  Jegliche 
Nachricht, die mit Hilfe  von  SOAP  transportiert werden  soll, muss  als  korrespondierender 
Datentyp beschrieben sein. Die Beschreibung dieser Datentypen wird dort mit Hilfe des XML 
Schema Standards vorgenommen. WSDL gestattet zwar theoretisch die Verwendung weite‐
rer  Typsysteme  neben  XML  Schema,  in  der  Praxis wird  dies  allerdings  kaum  genutzt. Der 











ten  Nachrichten wiederum  definieren  die  eigentliche  Schnittstelle  des  Dienstes.  Dies  ge‐








Die Frage wie ein Dienst erbracht werden  soll, wird  in der konkreten Anbindung  (binding) 
definiert. Hier wird  die  im  Vertrag  beschriebene  abstrakte  Schnittstelle mit  einem  Trans‐
portprotokoll verknüpft. Hierbei werden zu jedem abstrakten Endpunkt des Vertrags (durch 
den portType definiert) die genauen Zugriffsaspekte in Form der eingesetzten Protokolle und 
Kommunikationsmuster  spezifiziert.  Ein  Service  besteht  schließlich  aus  einer  Menge  von 




entsprechender Redundanzen  zu erhöhen.  In der Praxis gruppiert ein WSDL‐Dokument  je‐
doch  zumeist  zusammenhängende ports, die unter einer Netzwerkadresse erreichbar  sind 
(Alonso, Casati, Kuno und Machiraju, 2003). 
Außerdem werden die Kodierungsregeln  (encodingStyle) definiert, die zur Konstruktion der 
























nicht  triviale  Aufgabe  und  erfordert methodische  Hilfestellungen,  um  die  Entwickler  von 
Web Services besser zu unterstützen. In (Butek, 2005) werden unterschiedlichen Bindungen 
in Hinsicht auf die Interoperabilität diskutiert und die literale Dokumentenbindung empfoh‐
len12. Hierbei  sind  jedoch Einschränkungen hinsichtlich der Schnittstelle des  zu  realisieren‐
den Web  Services  zu beachten. Dies  soll exemplarisch anhand einer Regel des WS‐I Basic 
Profile 1.1 (Ballinger, Ehnebuske, Ferris, Gudgin et al., 2006) aufgezeigt werden. 
R2210: »If a document‐literal binding  in a DESCRIPTION does not specify  the parts at‐
tribute on  a  soapbind:body  element,  the  corresponding  abstract wsdl:message MUST 
define zero or one wsdl:parts.« 
Die obenstehende Regel (Regel‐Nr. 2210)  legt fest, dass  im Falle der  literalen Dokumenten‐

































• Die Wiederverwendbarkeit und  lose Kopplung  von Diensten durch die Möglichkeit, 







Die  zwei wichtigsten  Standards  im Bereich der  Serviceverzeichnisse  für Web  Services  sind 
UDDI, das  im Rahmen der WSA entwickelt wurde, sowie die durch die Organization for the 




Suche nach Diensten  in einer  SOA. Der  Standard definiert ein  Informationsmodell  zur Be‐




13  http://uddi.org/solutions.html  listet  die  nahezu  20  Produkte  auf  Basis  von  UDDI  auf.  Unter 
http://www.ebxml.org/implementations/index.htm finden sich dazu zwei Realisierungen einer ebXML Registry. 





Das UDDI Datenmodell  stellt  vier  in XML  Schema definierte Datenklassen  vor, um die Be‐
schreibung, Suche und Auswahl eines Services zu unterstützen: 












nischer  Service  zu  erreichen  ist  (durch  ein  dediziertes  Attribut,  dem  accessPoint). 
Weitere  technische Aspekte des Dienstes werden über eine Assoziation der  so ge‐
nannten  »technical  Models«  (tModels)  im  tModelInstances  Attribut  realisiert.  Die 


























Außerdem  repräsentieren  tModels  Spezifikationen,  um  wiederkehrende  Konzepte 
bei der Nutzung von Web Services zu kennzeichnen. So können die Nutzung bzw. die 





bestimmten Diensten  inhärent  gegeben  ist,  können  so  beispielsweise  semantische 



























Unterstützungstechnologie,  die  einerseits  bereits  identifizierte  Bereiche  (kanonische  tMo‐
dels) für eine Dienstspezifikation umfasst und zur Verfügung stellt. Andererseits ist sie offen 
für Erweiterungen und  lässt sich entsprechend fachspezifischer Domänen mit den dort vor‐




















gistry  (UBR). Damit  sollte eine  zentrale  Stelle  für die Registrierung öffentlich  zugänglicher 
Web Services  im Geschäftsbereich geschaffen werden. Die UBR wurden ab dem  Jahr 2001 


































einer  Entität  in  einem  semantischen Modell, wie  etwa  einer Ontologie,  verknüpft 
werden kann. 
• Ein Attribut schemaMapping, mit dem auf eine Transformation zwischen Elemen‐
ten  in WSDL und Elementen  in einer Ontologie  verwiesen werden  kann. Dies wird 
zum Beispiel durch den Verweis auf ein Dokument  in einer Sprache wie XSL Trans‐






















spielen  werden  (Behrendt,  2003).  Gerade  die  Vielzahl  an  wissenschaftlichen  Veröffentli‐
chungen  und  eigens  dafür  etablierter  Konferenzen  und Workshops  spiegeln  diesen  Trend 
wieder. Im Folgenden werden die einzelnen Bestandteile des Semantic Web vorgestellt, um 
das  Potenzial  der  Beschreibungssprachen,  gerade  auch  hinsichtlich  einer  Verwendung  für 
eine  dienstorientierte Web‐Anwendung,  aufzuzeigen.  Dazu wird  zunächst  der  allgemeine 






Eine Ontologie  erklärt die Beschaffenheit der Welt,  indem  sie Begriffe  spezifiziert. Ausge‐
hend von den drei Dimensionen eines Zeichens  in der Semiotik (Syntax, Semantik, Pragma‐
tik) ergeben sich  im Alltag häufig semantische Konflikte bei der Zuordnung von Wörtern zu 









Auf  unterster  Ebene  (vgl.  Abbildung  3‐5)  erlaubt  die  XML‐Syntax  in  Verbindung mit  XML 
Schema die Definition von Elementen und Attributen sowie der passenden Codierungen und 
Referenzierung von Dokumenten oder Teilen davon. Die Eigenschaften dieser einzelnen Enti‐


























































semantische  Validierung  von  XML  Dokumenten  gestattet. Um  allerdings  XML‐Dokumente 
Maschinen  verständlich  und  damit  autonom  verarbeitbar  zu machen,  bedarf  es weiterer 

















ter  liegenden Schichten  somit  zusätzliche ontologische Primitive hinzu, die eine Grundlage 
für die semantische Beschreibung von Daten und Metadaten im Web darstellen. Des Weite‐






























leistet brauchen. OWL DL  schließt  alle OWL  Sprachkonstrukte ein, diese  können  aber nur 
unter bestimmten Bedingungen  angewandt werden. Der Namenszusatz  »DL«  symbolisiert 




















grund  der  Aufwärtskompatibilität  der  Sprachstandards  untereinander  jederzeit  erweitern, 
falls eine veränderte Situation dies erfordern sollte. Dadurch können Problemstellungen ef‐
fektiv angegangen werden,  indem Entwickler zunächst mit einem überschaubaren Maß an 





























speziell  für den Entwurf  von Web‐Anwendungen entwickelt. Diese Ansätze bilden  in  ihrer 
Breite einen wesentlichen Teil des Forschungsbereichs Web Engineering. Sie  finden sich  in 
der  Literatur  sowie den einschlägig  thematischen Konferenzen wie der »World Wide Web 
Konferenz« (WWW) und der »International Conference on Web Engineering« (ICWE) sowie 
in  entsprechenden Workshops  (IWWOOST)  oder  dedizierten wissenschaftlichen  Journalen 
wie  dem  »Journal  on  Web  Engineering«  (JWE).  Damit  bilden  sie  den  wissenschaftlichen 




lichen  Bereichen,  die  alle  Einfluss  auf  Entwurf  und  Konstruktion  von Web‐Anwendungen 
haben. Dementsprechend fokussieren sie auch verschiedene Entwicklungsaspekte von Web‐
Anwendungen.  In Anlehnung an  (Schwinger und Koch, 2003)  lassen sich die methodischen 
Ansätze  im Web Engineering dabei,  je nach  ihren unterschiedlichen  ideologischen Schwer‐
punkten18, in die folgenden Kategorien einordnen:  
• Hypertextorientierte  Ansätze:  Hypertext‐orientierte  Methoden  konzentrieren  sich 
auf den Hypertext‐Charakter von Web‐Anwendungen und finden konsequenterweise 





spezielle  Hypertext‐Konzepte  erweitert wird.  Sie werden  vornehmlich  für  die  Ent‐
wicklung datenintensiver Web‐Anwendungen eingesetzt. Bekannte Vertreter dieser 
Ansätze  sind  das  Relationship Management Model  (RMM)  und  die Web Modeling 
Language (WebML). 























nannten  Hyperbasis  und  einer  Menge  von  Zugriffsstrukturen.  Die  Hyperbasis  (hyperbase 
layer) stellt den Kern der Anwendung dar und besteht aus Elementen wie Entitäten, Kompo‐











Die  grundlegenden  Elemente  von HDM  sind  Entitäten  (entities), Entitätsklassen  (entity  ty‐
pes),  Komponenten  (components),  Einheiten  (units),  Verweise  (links)  sowie  Verweistypen 
















rungsstrukturen umwandeln. Die browsing  semantic  legt  fest, welche  Informationsobjekte 
dem  Benutzer  angezeigt werden, welche Verweise  es  zwischen  diesen Objekten  gibt  und 






neben  den  aus HDM  bekannten Aspekten  Struktur  und Navigation  auch  die  Präsentation 
einer Anwendung. Hierfür wird noch zusätzlich die Entität Präsentationsschema (presentati‐
on  schema)  eingeführt.  Ein  Präsentationsschema  besteht  aus  einer  Sammlung  von  soge‐
nannten  Stylesheets,  die  textuelle  Beschreibungen  des  Erscheinungsbildes  einer  Web‐
Anwendung darstellen und in SGML‐Syntax verfasst sind. Es kann dabei mehr als ein Präsen‐
tationsschema an die beiden anderen Schemata gebunden werden. Die Entwurfsgranularität 



















siert. Hierfür wird  in einem ersten  Schritt darauf  geachtet,  für welche Organisationen die 
Webseite erstellt wird bzw. welche Prozesse sie unterstützen soll. Die ermittelten Organisa‐
tionen  und  Prozesse werden  dann  in Aktivitäten  aufgeteilt.  Jede Aktivität  involviert Men‐
schen  ‐ die potenziellen Benutzer der Webseite. Diese Benutzer werden  in einem weiteren 
Schritt in Klassen (User Classes) eingeteilt. Im zweiten Teil der Benutzermodellierung, der so 
genannten  Benutzerklassenbeschreibung  (User  Class  Description), werden  die  ermittelten 
Klassen noch detaillierter analysiert. Die Benutzer, die zu der gleichen Klasse gehören, haben 
vorwiegend  das  gleiche  Informationsbedürfnis  (information  requirement),  unterscheiden 














Um  verschiedene  Perspektiven  innerhalb  einer  Benutzerklasse  zum  Ausdruck  zu  bringen 
können  noch  zusätzlich  perspektivische Varianten  der  ursprünglichen Objekttypen  erstellt 






















Phasen.  Eine  genaue  Umsetzung  der  einzelnen  Phasen wird  nicht  vorgegeben,  allerdings 
wird darauf hingewiesen, dass  sie  zwingend berücksichtigt werden  sollten. Grundlage der 
RMM bildet das Relationship Management Data Model (RMDM), das wiederum auf der E‐R 
Modellierung basiert. Es stellt eine Sprache zur Verfügung, mit der man Informationsobjekte 
und Navigationsmechanismen  einer Hypermedia‐Anwendung  beschreiben  kann,  allerdings 
sehr eingeschränkt auf die Verwendung einer relationalen Datenbank. 
Eine  Besonderheit  in  RMM  sind  die  sogenannten m‐slices20.  Sie  bezeichnen  definierbare 
Bausteine und können auf Ebene der Anwendungsmodellierung durch Schachtelung wieder‐
verwendet werden.  Im  Slice Design wird  spezifiziert, wie die  Information einer  gewählten 
Entität präsentiert und der Zugriff realisiert wird. Dabei entsprechen die Slices Sichten über 




formationen  innerhalb  der  gleichen  Entität  verknüpfen, während  assoziative  Beziehungen 
verschiedene  Entitäten  verbinden.  Herausforderungen  in  dieser  Phase  sind  das  Einteilen 
einer Entität in Slices, die Auswahl eines Slices als Kopf der Entität, die Verlinkung dieser Sli‐
ces sowie das Beschriften der Links. 
In  der  Phase  des Navigationsentwurfes  (navigation  design) werden  die  Pfade, welche  die 
Navigation  im Hypertext ermöglichen, entworfen. Dafür wird  jede assoziative Beziehung  im 
E‐R+ Diagramm analysiert. RMM stellt drei musterhafte Navigationselemente zur Verfügung, 


























Im  Kompositionsmodell wird  der Hypertext  in  Seiten  (pages)  aufgeteilt  und  die  Einheiten 
(content  units)  beschrieben,  aus  denen  die  Seiten  bestehen. WebML  unterscheidet  sechs 










hinsichtlich  der  Generierung  Workflow‐basierter  Anwendungen  auf  Basis  von  BPMN‐
Modellen erweitern WebML um eine Modellebene mehr. Allerdings wird nur eine Abbildung 
auf  das  Hypertextmodell  vorgenommen.  Die  Frage  nach  fachlicher  Integration  von  Ge‐
schäftsprozessen  oder  funktionalen  Komponenten  bleibt  allerdings  weiterhin  offen.  Sie 
werden  lediglich  in  Form  eines  Knotens  im  Hypertext‐Modell  charakterisiert,  dessen  ».. 
operations are conceived for connecting application object(s) to an activity instance, typically 
to specify the future  job to be performed on  it.« Somit wird die eigentliche  Integration von 







Allerdings  können weder  Eigenschaften  anderer Modelle  von WebML  für  das  Präsentati‐
onsmodell  herangezogen werden, wodurch  die  Komplexität  des  Entwurfs  komplett  in  die 
Implementierungsphase  fällt. Zusätzlich bleibt die Frage offen, wie eine Unterstützung der 
Barrierefreiheit in WebML gewährleistet werden kann. 
Von  seiner  grundsätzlichen Prägung  ist WebML  stark  auf eine datenbankorientierte Kons‐
truktion  von Web‐Anwendungen  ausgelegt. Das  bedeutet,  eine  klar  umrissene  und  abge‐
schlossene  Informationsdomäne wird  durch WebML  gut  abgedeckt. Die  Konstruktion  von 
Web‐Anwendungen  folgt  dabei  allerdings  grundsätzlich  den Daten,  nicht  den  Funktionen; 








rieren.  Die  Wiederverwendung  und  Konvertibilität  werden  allerdings  dadurch  erschwert, 
dass Teile der Nachricht direkt im Entwurf spezifiziert werden müssen. Für die Anwendungs‐
integration  führt WebML die Konzepte Materializer und Dematerializer ein, deren Aufgabe 







Die Object‐Oriented Hypermedia Design Method  (OOHDM)  (Schwabe, Rossi  und Barbosa, 
1996;  Schwabe  und  Rossi,  1998;  Schwabe,  Pontes  und Moura,  1999)  stellt  einen Objekt‐
orientierten Ansatz  für den Entwurf hypermedialer Anwendungen dar. Es basiert auf dem 
hypertext‐orientierten  Ansatz  HDM  (siehe  Abschnitt  3.2.1.1).  Die Methode  hebt  sich  von 
HDM durch die Hinwendung  zur Objektorientierung ab und  stellt ähnlich wie RMM  (siehe 
Abschnitt 3.2.2.1) spezielle Modellierungsprimitive sowohl für den Navigations‐ als auch für 
den  Präsentationsentwurf  bereit. Der Unterschied  zwischen  den  beiden Ansätzen besteht 
zum einen  in der Einführung sogenannter Navigationskontexte (navigational contexts). Zum 
anderen verwendet OOHDM eine explizite Modellierung der Benutzungsschnittstelleninter‐
aktion  (Abstract Data Views, ADV). OOHDM  gliedert  sich  in die  vier Phasen  konzeptueller 

















untergliedert  sich  in  die  Entwicklung  des  Navigationsklassenschemas  (navigational  class 

























eine  klare Trennung  von Navigation und Darstellung  verfolgt wird,  kann es  auch mehrere 
Schnittstellenmodelle  für einen Navigationsentwurf geben. Allerdings haben die ADV Diag‐
ramme nur konzeptionellen Charakter und haben  für die  Implementierung der resultieren‐




mationsraums  im  Zuge der  Evolution  einer Web‐Anwendung. Dies  gilt  sowohl hinsichtlich 
der unterstützten Navigationsmodelle, als auch einer  Integration oder Wiederverwendung 
von fachlichen Komponenten oder Geschäftsprozessen.  
Der hohe Abstraktionsgrad  von OOHDM ermöglicht eine  vielseitige Verwendung  in unter‐
schiedlichen Anwendungsdomänen. OOHDM verfügt zwar über gut ausgeprägte Konzeptua‐
lisierungsphase,  vernachlässigt darüber  aber die Phasen wie Wartung und  Evolution.  Eine 

















rammtypen  Anwendungsfall,  Aktivitäts  und  Klassendiagramm  zu  konzentrieren.  Anschlie‐
ßend wird aus den Anwendungsfällen ein konzeptuelles Modell abgeleitet, das alle Entitäten 
abbildet, die  in  typischen Aktivitäten  involviert  sind, wie  sie der Benutzer mit der Weban‐
wendung  durchführt.  Das  konzeptuelle  Modell  wird  als  UML‐Klassendiagramm  realisiert. 
Basierend  auf  dem  konzeptuellen Modell wird  das Navigationsmodell  entwickelt, welches 
den Navigationsraum und die Zugriffsstrukturen, die für die Navigation genutzt werden kön‐
nen,  repräsentiert.  Im  Präsentationsentwurf wird  basierend  auf  dem Navigationsstruktur‐
modell und den zusätzlich in der Anforderungsanalyse gesammelten Informationen ein Prä‐
sentationsmodell  entwickelt.  Hier wird  eine  strukturelle Organisation  der  Präsentation  in 
Form von Kompositionsstrukturdiagrammen modelliert, die eine Anordnung21 von bestimm‐
ten in UWE vordefinierten stereotypisierten Klassen wie «form» oder «text» erlaubt. Ähnlich 




teilten  Diensten, wie  beispielsweise Web  Services,  im  Sinne  der  Anwendungsarchitektur. 
Zum anderen sieht UWE keine Möglichkeit vor, Strukturelemente zu definieren, die in loser 
Kopplung mit  einander  kommunizieren  bzw.  interagieren. Hier wird  lediglich  im Navigati‐
onsmodell die Möglichkeit  zur Strukturbildung  in Seiten  («navigation class») und Verweise 
(«direct navigability») gegeben. Prozesse lassen sich zwar mittels dafür vorgesehener Model‐
le  spezifizieren  (Nora Koch, Kraus, Cachero und Melià, 2003), allerdings bleibt unklar, wie 














der  Anwendungsebene. Obwohl  die Wichtigkeit  einer Wartungsphase  betont wird,  bleibt 
unklar wie die kontinuierliche Weiterentwicklung unterstützt werden soll. 
3.2.3.3 Object‐Oriented‐Hypermedia Method (OO‐H) 





Katalog  (pattern  catalog)  festgehalten  sind.  Die  Methode  besteht  damit  aus  einem  Ent‐
wurfsprozess  (design process), einem Musterkatalog  (pattern  catalog), einem NAD, einem 
APD  und  einem  CASE  Tool, mit  dem  aus  der modellierten  Anwendung  ein  Implementie‐
rungsskelett generiert werden kann. 
Eine Besonderheit des OO‐H Ansatzes bildet das Vorhalten eines Musterkatalogs. Die in dem 



















tenen  Elemente  auf  äquivalente  Strukturen  im APD  transformiert werden  können. Dieses 
rudimentäre APD wird anschließend noch weiter verfeinert. Ein Problem bezüglich der Flexi‐



































Integration  (siehe  Abschnitt  3.2.2.2).  Insgesamt  finden  sich  die  für  Web‐
Anwendungen  relevanten Aspekte Daten  und Hypertext  sehr  ausgiebig  behandelt. 



















dann  im  Nachhinein  allerdings  »hinzuprogrammiert«  werden.  Eine  Änderung  am 
Modell zieht somit zwangsläufig eine Änderung der Erzeugung mit sich und erschwert 
























durch  die  Tatsache  verstärkt,  dass  die meisten  Entwickler  von  Software  gar  keine 
ausgebildeten  Softwareingenieure  sind. Es besteht  also die Notwendigkeit  für eine 









im  Fall  von  WebML  die  Struktur  von  einzelnen  Anwendungsbereichen  fokussiert. 
Konsequenterweise werden präsentationsrelevante Aufgaben wie Ästhetik und  Zu‐
gänglichkeit  in die  Implementierung nachverlagert. Das geht Hand  in Hand mit der 
Sichtweise, dass die Präsentationsschicht  im  Sinne  einer  3‐tier Architektur  eine ei‐
genständige Schicht bildet. Dadurch kommt es zu einer grobgranularen Abbildung der 

































SRV‐FED  Homogener  Zugriff  auf den  Informationsraum der Web‐Anwendung  so‐
wie die Fähigkeit  zur Realisierung einer organisationsübergreifenden  In‐
tegration von Diensten. 
RU‐KOMP  Komponentenorientierte Vorgehensweise  zur  effizienten  Steigerung der 
Wiederverwendung bei der Konstruktion von Web‐Anwendungen. 





EVOL‐KPZ  Unterstützung  von  kurzen  Produktionszyklen,  um  agil  auf  Änderungen 
reagieren zu können. 


















    Dienstunterstützung  Wiederverwendung  Evolution  Benutzungsschnittstelle















RMM  ‐  ‐  (+)  ‐  ‐  (+)  ‐  ‐  0  (+) 






  HDM  ‐  ‐  ‐  (+)  ‐  0  ‐  ‐  ‐  + 
HDM‐lite  ‐  ‐  ‐  (+)  ‐  ‐  ‐  ‐  0  (+) 










  OOHDM  ‐  ‐  ‐  ‐  ‐  (+)  0  0  ‐  + 
UWE  ‐  0  (+)  ‐  ‐  (+)  ‐  0  0  + 














von Dienstschnittstellen  zu  erhöhen, werden  universale  Schnittstellen  konzipiert,  die  den 
Zugriff  auf  den  zugrunde  gelegten  heterogenen  Informationsraum  homogenisieren. Dabei 
werden speziell Dienstspezifikationen untersucht, die geeignet sind, eine dynamische Inter‐
aktion mit Web‐Anwendungen  effizient  zu  gewährleisten.  Neben  der  Lösung  technischer 






Die Evolution von Dienstspezifikationen vollzieht  sich hierbei  in  zwei klar definierten Rich‐
tungen.  Während  die  horizontale  Evolution  eine  Erweiterung  durch  Hinzufügen  weiterer 
Dienstspezifikationen darstellt, wird die  vertikale Evolution durch eine  fortwährende Wei‐
terentwicklung und Anpassung einer Dienstspezifikation an  ihre sich wandelnde Umgebung 




sion eines globalen  Informationsraums,  in dem Computer überall auf der Welt  Informatio‐
nen speichern und sie  jedermann verfügbar machen, beschrieben  (Tim Berners‐Lee, 1990). 
Diese Datensenken oder auch  Informationsquellen können hierbei von unterschiedlichster 
Natur  sein. Am  gebräuchlichsten  sind derzeit  Informationssysteme wie Datenbanken oder 




Informationsintegration  auf Geschäftsebene  (EII,  Enterprise  Information  Integration)  (Ley‐
mann und Roller, 2002). Kombiniert mit beobachtbaren Trends hin zur prozessorientierten 
60    Kapitel 4 – Informationsraum‐Entwurf 










tent  Syndikation mittels  standardisierter Austauschformate wie  RSS  oder ATOM  (Notting‐
ham und Sayre, 2005).  
4.1.1 Dienstorientierter Zugriff auf den Informationsraum 
Eine  lose  Kopplung  stellt  auch  für  die  Realisierung  einer  Service‐orientierten  Architektur 
(SOA)  (siehe Abschnitt 3.1.1) ein wichtiges und grundsätzliches Qualitätsmerkmal dar, das 
unter  anderem  durch  technologische  Faktoren wie  selbstbeschreibende  Nachrichten,  Zu‐
standslosigkeit und Plattformunabhängigkeit gewonnen wird (Orchard, 2003). Die Web Ser‐
vice Technologie  (Booth et  al., 2003)    verfügt über diese Eigenschaften  (Christian Mayerl, 
Vogel und Abeck, 2005), wodurch sie sich  ideal als Schnittstellen‐Technologie zur Dienstbe‐
schreibung  für  den  Einsatz  in  Service‐orientierten  Architekturen  (Dostal, M., Melzer  und 
Zengler,  2005)  eignet.  Des  Weiteren  verfügen  Web  Services  durch  die  Entkopplung  des 
Nachrichten‐ vom Transportprotokoll über gute Eigenschaften für einen flexiblen Einsatz  in 
heterogenen Umgebungen. Wird SOAP (Box, Ehnebuske, Kakivaya, Layman et al., 2000) ein‐
gesetzt,  bieten  sich  zusätzlich Mechanismen  zur  Erweiterung  durch  Kodierungsregeln  und 
Nachrichten sowie erweiterbare Sicherheitsmechanismen (Nadalin, Kaler, Hallam‐Baker und 
Monzillo,  2003)  bis  hin  zur  Föderationsfähigkeit  (Bajaj, Della‐Libera, Dixon, Dusche  et  al., 
2003).  Die  implizierte  Schichtung  der  unterschiedlichen  Funktionalitäten  bietet  einen  äu‐
ßerst  geeigneten  Ausgangspunkt  für  eine  systematische  Herangehensweise  zur  Beschrei‐





Schichten  zu mehrwertigen Anwendungen  im Sinne  von Definition 2.2  kombiniert werden 
können. 









Gesamtheit  zu  kontrollieren, bedarf es Konventionen, die es  gestatten, den  Informations‐
raum  auch  hinsichtlich  seiner  semantischen  Bedeutung  zu  erfassen. Ontologien  erlauben 
einerseits die Repräsentation von Wissen über  Informationen und deren Beziehungen. An‐
dererseits bilden sie eine Grundlage zum Austausch von  Informationen durch die Möglich‐
keit  zur  gemeinsamen  Konzeptualisierung.  Diese  explizite  formale  Spezifikation  einer  ge‐











Im nächsten Abschnitt wird  zunächst eine  formale Grundlage  für die Beschreibung des  In‐













und  seine Dienste betreffend  vorgestellt. Die Vereinigung dieser Definitionen wird  an der 
Axiomatik des Informationsraums einer Web‐Anwendung ausgerichtet und definiert in ihrer 











le. Das Konzept des URI  (Uniform Ressource  Identifier) (T. Berners‐Lee, Fielding,  Irvine und 
Masinter, 1998) als Ausgangspunkt  für den  Informationsraum des Web wird durch die  fol‐
genden, grundlegenden Axiome beschrieben (Tim Berners‐Lee, 1996): 
Axiom 1 ‐ Universal: »Any resource anywhere can be given a URI. Any resource of 
significance  should  be  given  a URI«: Die Universalität  bezieht  sich  auf  die An‐
wendbarkeit  auf  eine  Informationsressource.  Jeder  Ressource  ist  durch  einen 
universalen  Identifikator  referenzierbar und  im Falle einer erhöhten Signifikanz 
dieser Ressource sollte ihr ein Identifikator gegeben werden. Im Sinne einer ma‐
thematischen Definition stellt sich die Frage, welche Elemente des Universums in 
Betracht  gezogen werden,  also  der  Definitionsmenge  hinzugefügt werden.  Im 












Ein universaler  Identifikator referenziert  immer die gleiche  Informationseinheit. 
Diese  Informationseinheiten werden dadurch  idempotent,  indem sie erfordern, 


































formationen  zu  versorgen.  IR‐Dienste  unterscheiden  sich  von  anderen  Bestandteilen 
einer dienstorientierten Web‐Anwendung darin, dass sie  in mehreren Anwendungssze‐
narien wieder verwendet werden können, beispielsweise zur Unterstützung der Naviga‐




















Ein  Informationsraum‐Identifikator (Information Space  Identifier,  ISID) bildet einen glo‐









Grundlage  dazu  bildet  die  injektive  Informationsabbildung,  die  eine  eindeutige  Abbildung 
durch einen  Identifikationsschlüssel auf  Informationen gestattet  (konform zu Axiom 3). Er‐
laubt ein Identifikationsschlüssel darüber hinaus auch die eindeutige Rückabbildung auf die 
versorgende  Informationsquelle,  so wird eine bijektive  Informationsabbildung erreicht. Ein 
Beispiel  für die  injektive  Informationsraumabbildung  stellen  die  aus  dem Web  bekannten 
URIs (Uniform Resource Identifier) (T. Berners‐Lee, Fielding, Irvine und Masinter, 1998) dar. 
























lich  zu mehren. Aufgrund der  Spezifika der unterschiedlichen Konzeptualisierungen  lassen 
sich  auch  dediziert Rollen  für  deren Bearbeitung  bestimmen,  um  beispielsweise  in  einem 
Team ausgeprägte Modellierungsspezialisten zu unterstützen.  
• Semantische  Konzeptualisierung  umfasst  die  Entwicklung,  Evolution  und  Wieder‐
verwendung von Ontologien, um Sinnhaftigkeit und Formalismen  zu erreichen. Die 
Konzeptualisierung  des  Informationsraums  wird  mit  Hilfe  von  Ontologiebeschrei‐
bungssprachen  des  Semantic Web  erreicht  (vgl. Abschnitt  3.1.5.1). Dadurch  lassen 
sich  bedeutungstragende  Assoziationen  zwischen  einzelnen  Informationseinheiten 








Relationen  wie  beispielsweise  die  Inversbildung  oder  transitive  Berechnung  von 
Merkmalen. Dadurch kann »fehlendes« Wissen durch Inferenzprozesse logisch abge‐
leitet und dem Informationsraum hinzugefügt werden.  
• Syntaktische Konzeptualisierung:  Sie  sieht die Entwicklung eines  spezifischen UML 






retisierung  solcher Datenobjekte  in  Form  von UML Diagrammen  findet  sich  in Ab‐















ContentObject  als  bedeutungstragende  Informationsressource  und  die  ServiceCard  als 
Dienstbeschreibung.  Beide  Basisinformationseinheiten  werden  abstrakt  definiert  und  be‐










spezifischer  Daten  eine  ideale  Grundlage  dar,  da  auch  multimediale  Datentyp‐
Beschreibungen unterstützt werden  (DCMI, 2006). Ein Beispiel  für eine dedizierte An‐










Verfügung. Sie  stellt eine Brückenfunktion  zwischen der  funktionalen Ausprägung und 
der semantischen Konzeptualisierung sowie den nicht‐funktionalen Eigenschaften eines 








nehmer einigten  sich auf dieser Konferenz auf eine Kernmenge  von 15 Attributen  zur Beschreibung und Ei‐
nordnung von Webressourcen. Diese Kernmenge trägt passenderweise den Namen DublinCore. 
4.2 – Konzeption eines Globalen Typ Systems (GTS)    67 
Der  Informationsraum wird  anhand  der  IR‐Dienste  segmentiert.  Diese  Segmente werden 
durch  die  zugrunde  liegenden  Informationssysteme, Anwendungen,  Prozesse  oder Daten‐
quellen definiert. Ein  Informationsraum‐Segment  zeichnet  sich durch die Fähigkeit aus,  In‐
formationen zur Verfügung zu stellen. Das schließt Informationsraum‐Dienste – vornehmlich 
aus  entfernten  Informationsräumen  –  explizit mit  ein. Auf diese Weise  kann bspw. durch 
Wrapping und Proxy Ansätze eine Föderation von Informationsräumen realisiert werden. Ein 
Beispiel für eine einfache Informationsraum Föderation auf Basis eines entfernten Informa‐
tionsraum‐Dienstes  ist  die  Verwendung  der  Google  Web  Services29  durch  eine  CRUDS‐
Schnittstelle  oder  die  Anbindung  von  Hochschul‐Informations‐System  (HIS)30  Diensten  im 
Projekt Karlsruhe  Integriertes  Informationsmanagement  (KIM)  (Juling, 2005). Zwei grundle‐
gende  Konzepte  hinsichtlich  einer  systematischen Unterstützung  der  Evolution  bilden  die 
Betrachtung der horizontalen und vertikalen Evolution. 
4.2.3.1 Horizontale Evolution 
Die horizontale Evolution  findet auf dem  Schnittstellenraum  ( )nℑℑℑ=ℜ ,,, 10 K  des  Infor‐
mationsraums statt. Die dabei entstehenden Partitionen bilden Schnittstellenverbünde, die 
eine  definierte  funktional  zusammenhänge Menge  an Methoden  und  Protokollen  bilden. 
Eine Partition bezeichnet  in  ihrer Gesamtheit einen Schnittstellentyp iℑ . Beispiele  für eine 
Auswahl  solcher Typen  sind  z.B. CRUDS  (IBM, 2006),  STAIVE  (Gaedke, Meinecke und Heil, 
2006) oder WSRP (Kropp, Leue und Thompson, 2004). Die horizontale Evolution setzt einen 
initialen Vorgang der Kreativität und fachlichen Kompetenz zur Klassenbildung voraus, durch 
den  auch  die  Facettierung  des  Informationsraums  vorangetrieben  wird.  Diese  fachliche 
Kompetenz findet sich z.B. in Standardisierungsgremien wie OASIS, dem W3C, universitären 
Forschungseinrichtungen  oder  Firmen.  Es  ist  durchaus  denkbar,  dass  in  unterschiedlichen 
Informationsräumen diverse Funktions‐ und Protokollbündel existieren und somit auch un‐




















Methoden,  die  den  Evolutionsschritt0  stärker  typisieren. Gerade Web  Services  sind  dafür 
äußerst geeignet, da durch die Entkopplung von Typdefinitionen und Nachrichtenformaten 
neu  hinzukommende  Typdefinitionen  leicht  in  die  Dienstbeschreibung  integriert  werden 
können (Abschnitt siehe 3.1.3). Dadurch können Dienste variiert – in Richtung einer speziel‐





gen oder,  im  Falle einer  Integration  von  Legacy  Systemen, einer Änderung  an diesen. Die 
entstehende  Versionierung wird  in  der  zugehörigen  ServiceCard  beschrieben.  Diese  kann 
dann  beispielsweise mit Hilfe  einer UDDI  Registrierungsdatenbank  (siehe  Abschnitt  3.1.4) 
synchronisiert werden,  indem  für  jede Version ein entsprechendes  tModel  vergeben wird 
(green page Suche) oder aber kumulierte  tModels  für den  jeweiligen Evolutionsschritt. Ein 





texten oder Geschäftsprozessen. Der  initiale  Schnittstellentyp bleibt durch die  Iterationen 









Abbildung  4‐1:  Evolutionskarte  des  Informationsraums.  Vertikale  Evolution  beschreibt  eine  zu‐
nehmend anwendungsorientierte Spezifität, während die horizontale Evolution die Klassenbildung 
funktional zusammengehöriger Operationen bezeichnet. Der Schnittstellenraum umfasst die Klas‐
sen CRUDS, STAIVE und WSRP.  ( )WSRPSTAIVECRUDS ℑℑℑ=ℜ ,,  
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Schnittstellenanpassungen,  die  aufgrund  der  vertikalen  Evolution  entstehen  ändern  die 
Schnittstelle  lediglich  in  erweiternder  Form  bei  gleichzeitiger  Konservierung  ihrer  bereits 
enthaltenen Eigenschaften.  




bindung  der Hochschul‐Informationssysteme  im  KIM‐Projekt  dar.  Eine  Systematik, welche 
die kontinuierliche Spezialisierung in Form der vertikalen Evolution unterstützt, wird im me‐
thodischen Vorgehen in Abschnitt 4.3.5 vorgestellt. 




Der  kanonische  Schnittstellentyp  CRUDS  (Create,  Read, Update, Delete  und  Search)  stellt 
eine abstrakt gehaltene und dadurch universell einsetzbare Schnittstelle als Ausgangspunkt 
für  einen  Informationsraum‐Dienst  dar.  In  diesem  Abschnitt  wird  vorgestellt  wie  dieser 
Schnittstellentyp mit  Hilfe  der Web  Services  Technologie  umgesetzt werden  kann.  Dabei 












genden  Fall wird ein  ISID  auf Basis des URI  Standards  kodiert. Dadurch  lassen  sich unter‐
schiedliche  Konkretisierungen  der  ISID  erreichen,  wie  beispielsweise  in  Form  eines  URN 
(Unique Ressource Namespace) oder der XRI  (Extensible Resource  Identifier)  (siehe Abbil‐
dung 4‐3). So können strukturierte  ISIDs  formuliert werden, die durch selbstbeschreibende 























der  und  der  GTS  Architektur  mit  angeschlossenem  Informationsraum.  Das  Implementierungs‐
schema folgt hierbei dem URN Schema des WWW. 
Die  Verwendung  eines  ISID  impliziert  dabei  automatisch  einen  dedizierten  Ablauf  unter‐
schiedlicher Aktivitäten, die der Reihe nach durchgeführt werden müssen. Dazu gehört zu‐
nächst die Auswahl der entsprechenden Registrierungsdatenbank auf Verzeichnisebene.  Im 
Falle  von UDDI  bildet  diese  Ebene  eine  organisationsweite Abdeckung  aller möglichen  zu 
registrierenden  IR‐Dienste. Föderationen können dabei  sehr gut durch die Möglichkeit der 









um den wohldefinierten Zugriff auf den  Informationsraum  zu gewährleisten. Das  Interface 
beschreibt Dienstprimitive und Übergabekontexte zur Manipulation des  Informationsraums 
basierend auf dem CRUD‐Muster. Zusätzlich bietet sie ein Suchprimitiv an, das durch einen 
entsprechend  konzipierten Übergabekontext  die  Suche  im  angeschlossenen  Informations‐
raum unterstützt.  
Jede der in CRUDS angebotenen Methoden besitzt zugehörige Kommunikationsprimitive, die 
als Verknüpfungen mit denen  in der WSDL  Spezifikation definierten Nachrichten  realisiert 


















In  Schritt  (1)  wird  aus  unterschiedlichen  vordefinierten  Mustern  für  Informationsraum‐














Eine  Konkretisierung  eines  ContentObject  wird  im  anschließenden  Kapitel  innerhalb  der 
WSLS‐Referenzarchitektur  vorgenommen  (vgl. Abschnitt  5.6). Weitere Beispiele  für domä‐
nenspezifische Konkretisierungen finden sich im KIM‐Projekt. Hier wurde die Basisdefinition 
des  ContentObjects  entsprechend  den  Vorgaben  des  Globalen  Typ  Systems  um  Anwen‐
dungsbezogene  Charakteristika  erweitert  (siehe  UML  Diagramm  Abbildung  4‐6).  Die  Be‐
schreibungen basieren auf den physischen Datenmodellen der durch die HIS bereitgestellten 
Daten zu Studierenden. Die Detailgrade werden durch entsprechend zugeschnittene Ausga‐
















































Ein Vorteil dieser Methode  ist, dass dadurch bestimmte  Interoperabilitätsprobleme  schon 
durch den Entwurf beseitigt werden. Einerseits wird durch den Schema‐First Ansatz die Ge‐
fahr von Fehlinterpretation durch Abbildung von plattformspezifischen Datentypen auf platt‐
formunabhängige  Schematypen  verhindert.  In  (Prommer, 2006) wird der  Schnittstellentyp 
CRUDS unter dem Aspekt der  Interoperabilität betrachtet. Dabei wird ein Beispielszenario 
konstruiert,  das  die  Interoperabilität  von Web  Services mit  unterschiedlichen  Plattformen 







werden als Parameter bei den Dienstprimitiven Read, Update, Delete und  Search  in  Form 
eines XML‐Dokuments übergeben. Zu  jedem der korrespondierenden Kontexte  ‐ ReadCon‐










tion  durch  die  dediziert  zunehmende  Spezifität  dieser Übergabekontexte  in  Richtung  der 




Ein Beispiel  für einen Kontext bildet der SearchContext  im CRUDS‐Schnittstellentyp  (Listing 






















Zeitpunkt  durch  Hinzunahme  eines  neuen  Kontextschemas  erweitert werden,  ohne  dass 


























b) flacher und optimierter Stapel für 
die Xml Verarbeitung






führung von dedizierten Compilern  signifikant erhöht werden.  In  (Engelen, Zhang und Go‐
vindaraju, 2006) wird ein Verfahren vorgestellt, das es gestattet die XML Verarbeitung quasi 
zu  parallelisieren  und  die  bisher  getrennt  (im  Schalenprinzip)  voneinander  fungierenden 
Komponenten effizient in einer zu realisieren. Dies wird erreicht, indem ein XML Schema als 
kontextfreie Grammatik aufgefasst wird und dadurch eine effiziente Konstruktion von dedi‐
zierten  Zerteilern ermöglicht. Dementsprechend müssen,  um  einen  solchen Compiler  ent‐
werfen zu können, alle Datentyp‐Informationen im Vorfeld bekannt sein. Das wird durch das 




legende  informationstragende  Inhalte  von Daten  und Metadaten  festlegen.  Im  Sinne  des 
Globalen Typ Systems werden alle neu zu spezifizierenden  Informationseinheiten auf einen 
gemeinsamen Nenner  gebracht. Das  kann  z.B. mit Hilfe  von  speziellen  Informationsraum‐





















nung  getragen werden,  das  beschreibt, wie  entsprechende Dienste  für  den  Informations‐
raum bereitgestellt werden müssen. Ein Beispiel  für einen  Informationsraum‐Dienst  ist der 
im vorigen Abschnitt vorgestellte Schnittstellentyp CRUDS (siehe Abschnitt 4.2.4).  
4.3.1 Erstellen neuer Informationsquellen  









Durch  die  Homogenisierung  des  Informationsraums  durch  die  Informationsraum‐Dienste 










mash,  vermischen). Diese  kombinieren  bestehende  Informationen,  z.B.  in  Form  von Diensten  und  schaffen 
dadurch neue Anwendungen.  
33 „Web Service Orchestration“  (engl.): die Beschreibung von Kontroll‐ und Datenfluss von Web Services auf 






Granularität – also die  Feinheit der Unterteilung – der Web  Services  ist  vor allem wichtig 
unter  dem  Aspekt  der Wiederverwendung: Hat  eine  einzige Datenbank  und  ein  entspre‐
chender Web Service den gesamten  Informationsraum zum  Inhalt, dann  ist es schwer, nur 
Teile davon wiederzuverwenden. Auch Änderungen des Informationsraums kommt eine fei‐
nere Granularität  zugute. Die  Abbildung  verdeutlicht  den  feingranularen  Ansatz:  Für  jede 
Klasse und  jede Beziehung des  Informationsraums  soll ein  eigener Web  Service  zuständig 
sein, der über eine jeweils eigene Datenbank verfügt. Die einzelnen Web Services (im Bild als 
Dreieck dargestellt) können beliebig auf einen oder mehrere Rechner verteilt werden. Die 
eingezeichneten  Verbindungen  zwischen  ihnen  sind  nicht  physischer  Natur,  sondern  rein 
konzeptuell: Sie spiegeln die in der zugrunde liegenden Ontologie vorhandenen Beziehungen 
wider. 
Eigene  Informationsraum‐Dienste  für  Beziehungen  zwischen  verschiedenen Objekten  sind 







Eine derartige Aufsplitterung des  Informationsraums auf  viele einzelne Web  Services wird 












Je  nach  Datenmenge  und  erwarteter  Auslastung  lassen  sich  Teile  des  Informationsraums 
gemeinsam  auf  einem einzigen Rechner unterbringen oder  auf  verschiedene Rechner mit 
angepasster Leistungsfähigkeit verteilen. Durch geeignete Techniken zur dynamischen Loka‐





gen  zu  integrieren  (Kreger, 2003).  In  traditionell heterogenen Systemlandschaften, wie  sie 
beispielsweise  in Universitäten  angetroffen werden,  stellt das  Integrierte  Informationsma‐
nagement die Basis für eine effiziente Abwicklung der Geschäftsprozesse dar. Eine wichtige 
Anforderung  stellt  die Möglichkeit  zur  Integration  von  Informationsquellen  (EII)  oder  An‐
wendungsteilen (EAI dar. Das schließt gerade solche Anwendungsszenarien mit ein, in denen 






Evolution  auch,  ein  Sonderfall  der  Wiederverwendung,  allerdings  ist  hierbei  zusätzlicher 
Aufwand unumgänglich:  Ein Wrapper muss  als Web  Service dieselbe  Schnittstelle wie die 























Sicherheit und den Austausch unterschiedlicher  Identitäten  vorstellt. Die Bausteine  zur  si‐
cherheitsbezogenen Föderation  lassen  sich aufgrund der Dienstorientierung des  Informati‐
onsraums direkt übertragen.  
Die  Föderation  von  Informationsquellen unterschiedlicher Organisationen  stellt  in Hinblick 
auf  die  Realisierung  einer  Service‐orientierten  Architektur  eine wichtige  Anforderung  dar 
(siehe Abschnitt 2.3.1). Das Erweitern eines zuvor erstellten Systems  im Zuge eines Evoluti‐
onsschritts ist aufgrund sich ändernder Anforderungen häufig nötig. Dies wird soweit unters‐
tützt, dass dazu analog  zur Wiederverwendung keinerlei Aufwand  zusätzlich  zur Modellie‐
rung der erweiterten Daten notwendig ist. 
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Die  Informationsraum‐Dienste  sind  nicht  an  eine  bestimmte  Lokalität  gebunden,  sondern 
sind unabhängig voneinander (im Sinne der Anforderung an die  lose Kopplung, siehe 2.3.1) 
und daher  in hohem Maße verteilbar. Zur Unterstützung der gezielten Wiederverwendung 





nen. Dies gilt  in erster Linie  für die Fälle der neu erstellten und  integrierten  Informations‐
raum‐Dienste.  Zwei  Facetten  sind hier  von besonderer Bedeutung: die Verteilung und die 
Registrierung.  
Die Verteilung vollzieht sich durch das Aufsetzen neuer Dienste und die Integration von Alt‐















wichtigen  Firmen wie  IBM,  Intel, Hewlett‐Packard, Microsoft und Novell unterstützt wird. 
Eine mögliche  Alternative  bildet  das  von  UNECE42  und  OASIS  eingeführte  ebXML.  Dieser 
Standard, der einen breiteren Bereich als UDDI abdeckt, indem er teilweise auch die Aufga‐
ben von WSDL und SOAP übernimmt, hat aber in der Industrie deutlich weniger Rückhalt als 
UDDI, was  sich  auch  in der  geringeren Unterstützung  von  Entwicklern  – beispielsweise  in 
Form verfügbarer Klassenbibliotheken – widerspiegelt (vgl. Abschnitt 3.1.4).  
Für das Auffinden der zu einem Informationsraum gehörigen IR‐Dienste sind ferner Verweise 
auf  die  entsprechenden Registrierungseintragungen  notwendig. Diese  sind  zusammen mit 
der  Informationsraum‐Spezifikation  verfügbar  und  werden  in  die  definierende  Ontologie 
eingebettet. Das Globale  Typ  System  stellt  in  Form  der  ServiceCard  einen Dienstzugangs‐
punkt zur Verfügung, durch den semantische und syntaktische  Informationen zusätzlich zu 
denen, die in UDDI verfügbar sind, über den Dienst geliefert werden können. Diese stellt den 




raus  begründet,  dass  auch  für  die  Entwicklung  von Anwendungen  im Web  ein  systemati‐
sches Vorgehen notwendig  ist. Dieser Erkenntnis folgend werden die Ergebnisse der voran‐
gehenden  Abschnitte  in  Form  eines  methodischen  Vorgehens  zum  Informationsraum‐






Dienstorientierung  des  Informationsraums  und  der  Fokussierung  auf  standardisierte Web 





dellierung, deren  Ergebnis  als  Eingabe  für die  Softwaregenerierung dient. Dieses  Ergebnis 
liegt  in Form eines OWL Dokuments vor, das überdies Hinweise auf wiederzuverwendende 































Abbildung 4‐12  stellt nun den  zeitlichen Ablauf der  zuvor ermittelten Phasen mit entspre‐








gen  Abschnitt  entwickelten  Vorgehensmodells  benötigt werden.  Sofern  nötig, werden  je‐




























per Software  Inc., 2006).  In gewohnter Weise modellierte Daten  lassen sich so als entspre‐
chendes Ontologie‐Dokument exportieren (Brockmans, Volz, Eberhart und Löffler, 2004).  
Über die Datenmodellierung hinaus kann die Rolle Informationsraum‐Architekt bei Bedarf in 






in  Form einer Zusammenfassung mehrerer Klassen und Beziehungen  in einen einzigen  In‐

















von  für  die  Wiederverwendung  relevanten  Informationen  über  die  neu  zu  erstellenden 
Dienste. Neben einer genauen Beschreibung der Klassen und Beziehungen und insbesondere 
ihrer  Daten‐Attribute  können  das  je  nach  Bedarf Meta‐Informationen  sein,  die  Aussagen 
oder Zusicherungen über die Art und Qualität der Daten betreffen. Beispiele dafür sind Zu‐
verlässigkeit und Antwortzeit der jeweiligen IR‐Dienste, Aktualität und Korrektheit der Daten 





organisationsweiten  Informationsmodells wie  im  KIM‐Projekt  (Majer, Meinecke  und  Freu‐
denstein, 2007). Diese Informationen sollten nach Bedarf auch nach der Inbetriebnahme des 
Systems weiter  gepflegt  und  aktualisiert werden,  um mit  verlässlichen  Informationen  die 
Voraussetzung  für eine erfolgreiche Wiederverwendung  zu  schaffen. Dienstzugangspunkte 
zur  Verwaltung  und  Suche  stellen  Registrierungsdatenbanken  wie  UDDI  (siehe  Abschnitt 
3.1.4) zur Verfügung. Hier  lassen sich auch  im Falle einer organisationsübergreifenden Wie‐
derverwendung zusätzliche Merkmale auswerten, wie beispielsweise Dienstzugangsabkom‐
men  fremdgenutzter Dienste,  aber  auch  Fragestellungen  zum Digital  Rights Management 
(DRM)46. In (Schwall, 2005) wird ein Verfahren vorgestellt, das dieser Problematik auf Basis 
von speziellen Informationsraum‐Diensten Rechnung trägt.  











Ontologie  (siehe  Abschnitt  3.1.5.1.4)  zu  überführen  und  die  Wiederverwendungs‐
Informationen aus der vorherigen Phase  zu  integrieren. Die Ontologie  in Form eines OWL 
Dokuments stellt das Ergebnis dieser Phase dar. Wurde bereits  in der Modellierungsphase 








tigt. Die Definition und Gewährleistung von Nutzungsregeln  für digitale  Inhalte wird  in seiner Gesamtheit als 
Digitales Rechtemanagement (DRM) bezeichnet. 
88    Kapitel 4 – Informationsraum‐Entwurf 
kompatiblen  Datenmodellen  muss  dies  manuell  erfolgen,  beispielsweise  durch  grafische 
Werkzeuge  wie  Protégé47.  Wünschenswert  sind  allerdings  automatische  oder  semi‐
automatische Verfahren. In (Gasevic, Djuric, Devedzic und Damjanovi, 2004) wird ein Verfah‐
ren  entwickelt,  das  eine  Transformation  von Daten,  die  in UML modelliert wurden  durch 
Anwendung von XSL(T)48 in OWL umwandeln lässt. 






Rolle  IR‐Dienst Entwickler  ist es, die  zuvor erstellte Ontologie  in eine Menge ausführbarer 
Informationsraum‐Dienste  zu  überführen. Die Verwendung  des Globalen  Typ  Systems mit 
der  Einführung  kanonischer  Schnittstellen wird  eine  automatische  Erzeugung  der Dienste 
erleichtert.  In  (Kunz,  2004) wird  ein  Informationsraum Compiler  entworfen,  der  auf Basis 
einer  Informationsraum‐Ontologie  den  entsprechenden  dienstorientierten  Informations‐
raum  erzeugt.  Ergebnis  dieser  Phase  sind  einerseits  die  ausführbaren  Informationsraum‐
Dienste, die  in Form des Entwurfsmusters »Abstrakte Fabrik« (Gamma, Helm, Johnson und 
Vlissides, 1995)  realisiert werden. Andererseits produzieren diese Fabriken auch die platt‐
























Modifikationen  und  Verträglichkeit mit  der  zugrunde  liegenden  kanonischen  Schnittstelle 
testet. Aufgrund der kanonischen Schnittstellen  lassen sich a priori Testfälle, beispielsweise 






Nutzbarkeit  des  Systems  notwendigen Aktionen  durch. Dazu  gehören  unter  anderem  das 




























einen  Verzeichnisdienst wie UDDI  (Universal  Description  and  Discovery  and  Integreation) 
(Bellwood, Clément, Ehnebuske, Hately et al., 2002) eindeutig identifizierbar. Die Informati‐
onseinheiten selbst, durch den ISID gekennzeichnet, erlauben einen eindeutigen Rückschluss 




Voraussetzung  für  die  Skalierbarkeit  von  IR‐Diensten.  Durch  Entkopplung  der  physischen 
Adresse des  IR‐Dienstes durch  seine Dienstidentifikation  lassen  sich  auch  fortgeschrittene 
Beschreibungsverfahren  zur  Dokumentation  und  dem  Management  ganzer  Landschaften 
dienstorientierter  Web‐Anwendungen  realisieren  (Meinecke,  Gaedke  und  Nussbaumer, 
2005). So kann beispielsweise der dynamische Austausch von Diensten durch die zusätzliche 
Indirektion der Dienstidentifikation erleichtert werden, da nur die zentralen Teile einer Re‐
gistrierungsdatenbank  aktualisiert  werden  müssen.  Fortgeschrittene  Konzepte  wie  die 
»Selbstheilung von Diensten« können auf Basis einer geeigneten Zuordnung von Dienstiden‐
tifikatoren erreicht werden. Auch eine  systematische  Zusammenführung unterschiedlicher 
Informationsräume  hin  zur  Ausbildung  von  Informationsraum‐Föderationen  lassen  sich 





eines  definierten  kleinsten  gemeinsamen  Nenners,  den  jede  Informationseinheit  besitzt. 
Dadurch können Web‐Anwendungen in die Lage versetzt werden einen Teil der Geschäftsob‐
jekte  zu  verstehen, ohne diese  im Vorfeld  zu  kennen.  So  können  Suchanfragen oder Ver‐
knüpfungen von Informationen auf Grund des gemeinsamen Verständnisses dieser Metada‐
ten formuliert werden. Das ContentObject bildet die Grundlage für Erweiterungen und An‐
passungen  in  unterschiedlichen  Anwendungsdomänen.  In  (Razumna,  2003) wird  eine  auf 
dem ContentObject basierende Erweiterung um den LOM Metadaten Standard für den Be‐
reich  eLearning  vorgestellt.  Eine  konsequente Generalisierung des ContentObject  führt  zu 























Die  Evolution  vollzieht  sich  in mehreren  Iterationen  und  spiegelt  die Veränderung  des  zu 
Grunde liegenden Informationsraums wider. Sie tritt nicht als eigene Phase auf, sondern als 
Iterationsschritt, der zum wiederholten Durchlaufen eines Teils oder aller Phasen führt. Da‐
mit wird  explizit  der  Tatsache  Rechnung  getragen,  dass  Softwarelösungen  immer wieder 
nachträglichen Änderungen der Anforderungen unterworfen sind und von in Betrieb befind‐
lichen  Produkten  oftmals  eine  Erweiterung  ihrer  Funktionalität  verlangt wird.  Die  in  Ab‐
schnitt 4.3.5 vorgestellte Methodik unterstützt explizit die  Informationsraum Evolution. So 
wird  die  Facettierung  des  Informationsraums  durch  die  Ausbildung weiterer  kanonischer 
Schnittstellen  in  Form  der  horizontalen  Evolution  vollzogen. Die  dedizierte  Spezialisierung 























Informationsraum‐Diensten  methodisch  vorgenommen  wird.  Die  dadurch  entstandenen 
Schnittstellennormen in Form kanonischer Schnittstellen bilden eine wichtige Voraussetzung 




Präsentation,  Dialog,  Prozess  und  Kommunikation  grenzen  dabei  elementare,  in  Web‐
Anwendungen inhärent gegebene Aspekte von einander ab.  
Das  folgende Kapitel definiert die WSLS‐Referenzarchitektur, die eine Web‐Anwendung als 
eine  sich über die  Zeit ändernde  Instanz dieser Architektur betrachtet. Die Architektur  ist 
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offen gehalten und gestattet so, dass sie sukzessive um Modelle und Methoden angereichert 
wird,  die  eine  systematische  Konstruktion  und  Evolution  von  dienstorientierten  Web‐
Anwendungen  gewährleisten. Um  eine  effiziente  Konfiguration  der  Aspekte,  sowie  deren 
nahtlose Komposition bzw. Verwebung während des Betriebs, zu ermöglichen, kommen un‐
terschiedliche  Strategien  wie  adaptive  Algorithmen,  Quantifizierungsmechanismen  sowie 

















Entwicklung und  Evolution  von  anwendungsspezifischen Basisdiensten, die  zur Un‐
terstützung  bei  der  Konstruktion  ubiquitärer  E‐Learning  Anwendungen  dienen.  Im 
Zentrum  stand  hierbei  die  orts‐  und  zeitunabhängige  Nutzung  dieser  Dienste,  die 
durch unterschiedliche Einrichtungen sowie von Studierenden und Mitarbeitern der 
Universität  zur Verfügung gestellt  (Entwicklung) und  im Zuge  sich wechselnder An‐
forderungen dediziert angepasst werden können (Evolution) (2002‐2003). 
• Das von Microsoft Research, Cambridge, UK geförderte Projekt »Living, Learning, and 
Teaching  in Mobile Universities«  (M‐University)  setzte  konsequent die erfolgreiche 
Entwicklung  des  Konzeptes  der  Anwendungsspezifischen  Basisdienste  fort,  die  im 
Rahmen  des  vom  BMBF  geförderten  Projektes  Notebook‐Universität  entstanden 





• Im Rahmen des universitätsweiten KIM‐Projektes »Karlsruher  Integriertes  Informati‐
onsManagement« wird den Anforderungen an ein modernes geschäftsprozessorien‐
tiertes  Informationsmanagement  begegnet.  Dabei  stehen  dienstorientierte  Web‐
Anwendungen, die  einen massiven  Einsatz  von Web  Services basierend  auf den  in 
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Composition  Service  Linking  System  (WSLS)  entstanden  eine  Reihe  von  Web‐





















Im  Innovationsprojekt  »Notebook‐Universität  Karlsruhe«  wurde  dieses  offene  Entwick‐
lungsmodell  entsprechend  der  Verwendung  von  anwendungsbezogenen  Basisdiensten 
(Gaedke, Juling und Nussbaumer, 2004) weiterentwickelt (siehe Abbildung 5‐1). Eine Konkre‐
tisierung  des  Basisdienst‐Konzepts wird  im  Rahmen  der WSLS‐Referenzarchitektur  in  Ab‐
schnitt 5.4 vorgenommen. 
In  Kombination  mit  der  im  Notebook‐University  Projekt  (NUKATH)  (Deussen,  Juling  und 
Thum, 2004) entwickelten Referenzarchitektur einer Laufzeitumgebung wird eine allgemeine 
Basis geschaffen, um den konkreten Anforderungen an Entwicklung, Betrieb und Nutzung im 
Kontext multimedialer  Lehr‐  und  Lernsysteme  Rechnung  zu  tragen.  Diese  Anforderungen 
ergeben sich zum einen aus der mediengestützten Ausbildung, die durch die Wiederverwen‐









• Die  Konzeption  einer  Laufzeitumgebung  für  das  Computer‐Aided Web  Engineering 
(CAWE)  zur effektiven und effizienten  Integration  von Basisdiensten  in einer Web‐
Anwendung, die für den speziellen Anwendungsfall einer Notebook Universität aus‐
geprägt werden können. 
Der  dem WebComposition  Ansatz  zugrunde  liegende Dienstleistungscharakter wird  durch 
Entkopplung  der  konzeptionellen  Ebene,  des  Dienstes,  und  seiner  Konkretisierung,  einer 
Komposition mehrerer Komponenten erreicht  (Gaedke, 2000). Ein Dienst  stellt damit eine 
zentrale  Einheit  dar,  die  der  kontinuierlichen  Evolution  unterworfen  ist. Das  in  der Note‐





Die  zentrale  Aufgabe  der  Domänenanalyse  besteht  in  der  Identifikation  und  Be‐




szenarien, wie  dem  Einsatz Mobiler  Lehr‐  und  Lernszenarien  (Andre,  Barthelmeß, 
Brauch  und  Deussen,  2004),  der  Anwendung  mobiler  Systeme  (Bonn,  Dieter  und 
Schmeck, 2004) oder der Syndikation und Verteilung lehrbezogener Inhalte (Gaedke, 
Juling und Nussbaumer, 2004) sowie  ihrer evolutionsbezogenen Abhängigkeiten un‐





rung  der  Evolution  –  stehen,  bildet  somit  einen  unabdingbaren Vorgang  innerhalb 
der Domänenanalyse.    









ders  zu  berücksichtigende  Eigenschaften  von  Anwendungsdomänen, wie  beispiels‐
weise  Unterstützung  der  Darstellung  für  Blinde  oder  sehgeschädigte  Menschen 
(Klaus und Scherwitz‐Gallegos, 2004), angepasst werden. Eine Konkretisierung dieser 
Konzepte  findet  sich  im  Abschnitt  5.3.1.  Bereits  existierende  Prozessfunktionalität 







cific  Language, DSL)  findet  sich  im  anschließenden Abschnitt  5.2.  Es wird  ein Rah‐
menwerk basierend auf DSLs vorgestellt, das die Kommunikation zwischen den ein‐
bezogenen  Stakeholdern  unterstützt  und  es  gestattet,  Lösungsstrategien  in  Form 
Domänenspezifischer Sprachen zu entwerfen.    
• Verwendung  von  Basisdiensten  nach  dem  Baukastenprinzip  zur  Realisierung  der 
Web‐Anwendung:  
Um eine einheitliche Integration der Basisdienste gewährleisten zu können, bedarf es 





keiten  von  Basisdiensten  genauso  Berücksichtigung  finden wie  Aspekte  Sicherheit, 
Qualität und unterschiedlicher Konfigurationsmöglichkeiten. Bestimmte Komponen‐
ten  und  Komponentenverbünde  (Kontrollfunktion  und Dienstelemente)  können  als 













Charakter  sich  in der Definition  fachlicher und konzeptueller Komponenten ausdrückt. Um 
eine  ideale Unterstützung der Evolution  ihrer Dienste und Komponenten  zu gewährleisten 
werden  Konzepte  aus  dem  Bereich  der  Aspekt‐orientierten  Programmierung  auf  Web‐






folgsfaktoren  in  Softwareentwicklungs‐Projekten  (The  Standish Group  International,  1994‐










denen Mächtigkeit und Ausdruckskraft der Modelle eignen  sich diese  jedoch allenfalls  zur 
Spezifikation  und  als Mittel  zur  Kommunikation  innerhalb  eines  geschulten  Entwicklungs‐
teams. Allerdings sind sie weniger geeignet in Entwicklungsprojekten, bei denen sehr unter‐
schiedliche  Stakeholder  mit  unterschiedlichen  technischen  Hintergründen  involviert  sind. 
Diese Mannigfaltigkeit an unterschiedlichen Nutzergruppen findet sich nachgerade in Projek‐
ten  zur  Integration  von  Anwendungen  oder  Informationen  mit  dem  Ziel  eine  Service‐
orientierte Architektur umzusetzen.  In Abschnitt 3.3 wurde die Notwendigkeit  für  leichtge‐
wichtige Modellansätze mit  visuell  geprägter  Entwicklungsunterstützung  als  eine wichtige 






folgen, wie  es  durch  die  rein modellgetriebenen  Ansätze  geschieht  (MDA, Modell‐Driven 
Architecture)  geschieht, bedarf es –  gerade  aufgrund der  starken  Einbeziehung  von Men‐
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schen  –  geeigneter  Problemlösungsstrategien,  die  auf  bestimmte,  in  sich  abgeschlossene 
Bereiche  einer  Problemdomäne  fokussieren.  Diese  Fokussierung  ermöglicht  einen  guten 
Ausgangspunkt zu einer weiteren deduzierten Beschreibung unterschiedlicher Gruppen von 








auf  eine  klar  definierte  Problemdomäne  erlangen  (Deursen,  Klint  und  Visser,  2000).  Auf‐





der  Editoren  kann  die Verständlichkeit  und  damit  die  »Benutzerfreundlichkeit«  einer DSL 





Ansätze  (Model Driven  Software Development, MDSD)  angesehen werden  sollte,  sondern 
vielmehr als eine sinnvolle Ergänzung. So prognostiziert die Gartner Group, dass der Einsatz 









stehen,  zu validieren,  zu ändern und  sogar  selbst  zu entwickeln. Regelmäßig auftretenden 
Missverständnissen und  Schwierigkeiten bei der Kommunikation  kann durch eine dadurch 









Sprache  als  Ausgangspunkt  für  zugehörige  Abstraktionsebenen  und  Bearbeitungs‐
werkzeuge. Sie dient ferner der Wiederverwendungsanalyse, ob eine passende Spra‐
che existiert und wiederverwendet werden kann.  





• DSL  Verwendung:  Die  Entwicklung  für  Wiederverwendung  umfasst  die  effiziente 
Verknüpfung existierender Bausteine (Solution Building Blocks) zur Generierung von 






















































einer DSL,  dem Domain  Specific Modeling,  verbunden.  Im  Kontext  des WebComposition DSL‐Rahmenwerks 
bildet er nur die Basis für die Modellierung, indem lediglich das sprachliche Modell beschrieben wird. 
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einfach  zu erlernen und anzuwenden  sind. Bei der Erstellung der Notationen  sollte grund‐
sätzlich Wert auf Einfachheit gelegt werden, beispielsweise der Gestalt, dass darauf basie‐














samkeit  (Imbusch, Langhammer und Walter, 2005). Die Attraktivität  liegt  in der effizienten 
Lösbarkeit  existierender  Probleme; weniger  im modelltheoretischen  Ansatz  zunächst  alle 
Probleme zu  lösen.  Im Zuge dessen  ist das WebComposition Service Linking System  (WSLS) 
(Gaedke, Nussbaumer und Meinecke, 2005) entstanden, das als Referenzarchitektur fungiert 


















ding  Block  der  DSL  übergeben.  Dieser  adaptiert  sein  Verhalten  entsprechend  dem  DSL‐









chen  Stakeholder‐Gruppen  zu  Verbesserungen  bzw.  Änderungen  (Variation), Neuentwick‐
lungen oder gar dem Verwerfen (Selektion) von DSLs führen.  
Um den Einsatz und die Verwaltung der DSLs in einem solch evolutionären Umfeld möglichst 
systematisch  und  effizient  zu  gestalten,  sieht  der  Ansatz  die  Einrichtung  eines  zentralen 
Wiederverwendungs‐Repositorium  (Gaedke,  Rehse  und Graef,  1999)  vor. Dieses  Reposito‐
rium dient dabei als zentraler Ort zur Speicherung, Verwaltung und Suche von DSLs und zu‐
gehöriger  Meta‐Information.  Während  des  gesamten  Prozesses  werden  neu  entwickelte 







Ein  guter Ausgangspunkt  findet  sich  in einem  von Prieto‐Diaz  vorgeschlagenen Ansatz  zur 













ist  gerade  hinsichtlich  der  großen  fachlichen Diversifikation  und  unterschiedlicher Hinter‐
















zur Ähnlichkeitsbestimmung  zwischen DSLs  oder  gegebenenfalls  auch  ihren  Bestandteilen 
herangezogen werden.  
In der Spezifikation des WebComposition Wiederverwendungs‐Repositorium (Gaedke, 2000) 
wird  der  Algorithmus  von  Prieto‐Díaz  verwendet  und  dahingehend  verallgemeinert,  dass 
keine konkrete Menge an Schlüsselwörtern vorausgesetzt wird. Vielmehr wird unter Einbe‐
ziehung  eines  Benutzers  die Anfrage  sukzessive  spezifiziert.  In  der  Realisierung  des Web‐
Composition Wiederverwendungs‐Repositorium geschieht dies durch eine grafisch gestützte 
hypermediale Anwendung. Dadurch werden die Benutzer  in die Lage versetzt  ihre Anfrage‐




greifende  Aufgabe  auch  personelle  Berücksichtigung  finden  (Gaedke,  Rehse  und  Graef, 











































Das WebComposition Service  Linking System  (WSLS) basiert auf der  Idee des Component‐
Based Web Engineering. Es definiert eine Referenzarchitektur für den Entwurf und die Reali‐
























Komponenten  ideal als  Integrationspunkte des  in Abschnitt 0 beschriebenen DSL‐Ansatzes. 
Sie ermöglichen die Aufnahme eines funktional‐fachlichen Konzepts durch Hinzukonfigurie‐






Anwendungsdomäne.  Eine  fachliche Komponente  ist plattformspezifisch und  liegt  als  aus‐
führbare und abgeschlossene Einheit vor. Sie lehnt sich an die Definition des im Rahmen der 





in  der Art  entwickelt werden,  dass  ein Vorgehensmodell  zur Verfügung  gestellt wird,  aus 
dem hervorgeht, in welcher Reihenfolge konkrete Spezifikationsschritte durchzuführen sind. 
Ein  solches  Vorgehensmodell  sollte  darüber  hinaus  ebenso  inhaltliche  Aussagen  treffen, 
nach welchen  Kriterien  die  gesamte  Funktionalität  eines Anwendungssystems  im Hinblick 
auf einzelne Komponenten aufgeteilt werden könnte.  
5.3.1.2 Funktionale Prägung durch fachliche Komponenten 
Der  Vorgang  der  funktionalen  Prägung  einer  Domäne  entspricht  der  Bereitstellung  eines 
funktionalen  Konzepts, während  die  Domäne  selbst  den  nicht‐funktionalen  Charakter  be‐
schreibt. Diese Trennung ermöglicht eine verbesserte Wiederverwendbarkeit von Fachkom‐
ponenten und Domänen und erlaubt eine anwendungsnahe konzeptuelle Modellierung, die 
eine  rasche Anwendungskonstruktion durch Aufprägen  funktionaler Konzepte  in Form von 
Komponenten ermöglicht. 




lungsprozess  der  Web‐Anwendung  einbezogen  werden  können.  Dadurch  ergibt  sich  bei‐
spielsweise die Möglichkeit, Teile des Entwicklungsprozesses zu parallelisieren, was sich vor‐
teilhaft auf die gesamte Produktionszeit auswirkt. 



















Prozess Modells  Identifizieren,  Entwickeln und Verwenden  auf Basisdienste  vorgestellt.  Im 
Anschluss  daran wurde  ein  Verfahren  entwickelt,  das  die  Beschreibung  von  fokussierten 
Problembereichen mit  Hilfe  Domänenspezifischer  Sprachen  gestattet.  Eine  zentrale  Rolle 
spielen dabei die Komponenten zur Ausführung dieser DSLs.  
Die folgenden Abschnitte beschäftigen sich mit der Frage, wie diese Bausteine grundsätzlich 
beschaffen  sein  müssen,  um  eine  effiziente  Konstruktion  von  Web‐Anwendungen  durch 
Komponenten  zu ermöglichen. Die Web‐Anwendungskonstruktion mit Hilfe der  fachlichen 
und konzeptuellen Komponenten vollzieht sich dabei in zwei verschiedenen Stufen.  
1. Realisierung  domänenspezifischer  Baugruppen:  Ein  Anwendungskonzept wird  auf 
Basis von konzeptuellen Komponenten (Domänen) erstellt und dann durch fachliche 
Komponenten  geprägt.  Fachliche  Komponenten  sind  entweder  spezielle  Lösungs‐
bausteine (SBB, Solution Building Blocks), die durch DSL konfigurierbar sind oder be‐
stimmte  anwendungsbezogene Grundbausteine,  die  eine  dedizierte  Aufgabe  lösen 
(Anwendungsspezifische Basisdienste). Existierende Grundbausteine werden wieder‐
verwendet und angepasst; nicht existierende Bausteine werden neu entwickelt. Die 
so  entstehende Web‐Anwendung wird  damit  sukzessive  durch maturierte  Kompo‐
nentenverbände, den Anwendungsbausteine (ABB, application building blocks), kons‐
truiert.  Die  damit  erreichte  Form  der Wiederverwendung  entspricht  der  Strategie 
Entwicklung für Wiederverwendung. 
2. Serienfertige Realisierung  von Web‐Anwendungen:  Bereits  konstruierte  Bausteine 
in Form von Anwendungsbausteinen werden zu einer Web‐Anwendung kombiniert. 
Diese  serienfertigen  Komponenten  bilden  das  Rückgrat,  um  eine Web‐Anwendung 
aus  fertig konstruierten Elementen zusammenzusetzen. Auf diese Weise  lassen sich 









Im  folgenden Abschnitt wird zunächst der technisch‐funktionale Rahmen  für die  fachlichen 
Komponenten entwickelt. Dieser umfasst die Definition der Anwendungsspezifischen Basis‐


































wurfsmuster Mediator  (Gamma, Helm,  Johnson und Vlissides, 1995) und  strebt an, 
eine möglichst lose Kopplung zu erzielen. Dadurch wird nicht nur die Möglichkeit zur 
Wiederverwendung von Dienstelementen gesteigert, sondern auch deren voneinan‐
der  unabhängige  Entwicklung  gefördert.  Dienstelemente  können  somit  für  Basis‐
dienste hinzugefügt und entlang der den sich kontinuierlich ändernden Anforderun‐
gen angepasst werden. 





Standardisierungsvorgaben  der  Web  Services  Interoperability  Organization  (WS‐I). 
Zusätzlich  können  auch  softwaretechnische  Komponenten  als Dienstelemente  ver‐
mittelt werden. Um die  lose Kopplung  zu ermöglichen bedarf es eines geordneten 
Durchlaufens unterschiedlicher fest vorgegebener Stationen innerhalb dieser Dienst‐
elemente. Gleichzeitig  stellen  sie Methoden  zur Verfügung,  die  es  gestatten,  auch 
solche  Funktionalitäten  zu  beschreiben,  die  ein  zugrunde  liegendes Modell  »quer 
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schneiden«  (engl.  »cross‐cutt«).  Diese  Funktionalitäten  werden  in  der  Aspekt‐




















se  Komponenten werden  in WSLS  als WSLS‐Elemente  bezeichnet  und  dienen  als  eine  ge‐
meinsame abstrakte Oberklasse für Kontrollfunktionen und Dienstelemente. 
Im  Folgenden werden  ihre  speziellen  Eigenschaften  und  Charakteristika  beschrieben,  die 
eine  gezielte  wiederverwendungsorientierte  Entwicklung  gewährleisten  (vgl.  Abschnitt 
5.4.1.1). Außerdem wird eine Evolutionsstrategie entwickelt, die es gestattet das allgemein 
anerkannte Objekt‐orientierte Paradigma anzuwenden und dabei gleichzeitig dessen  imma‐
nente  Nachteile  abzumildern  (vgl.  Abschnitt  5.5).  Abschließend  werden  die  erarbeiteten 




ponenten  realisiert.  Eine  wichtige  Eigenschaft  von  Komponenten  bildet  dabei  die  Abge‐
schlossenheit. Das bedeutet, dass  sämtliche  Interaktionen, die  von einer Komponente  ini‐
tiiert werden, auch von dieser Komponente verarbeitet werden müssen. Es  ist nicht ausge‐
schlossen  und  sogar wünschenswert,  dass  eine  Komponente  auch  auf  Interaktionssignale 
von anderen Komponenten reagieren kann. Das standardmäßige Verhalten muss einer Kom‐




einheit WSLSElement  repräsentiert,  die  vom  ContentObject  abgeleitet  ist. Dadurch  lassen 
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sich Informationsraum‐Dienste definieren, die den Zugriff auf diese Komponentenrepräsen‐
tationen organisieren. Die Evolutionsbetrachtungen  aus Kapitel 4  können  somit direkt auf 




position dieser Komponenten  zur Laufzeit erreicht wird. Die verschiedenen Phasen  sind  in 













der  Lebenszyklen  von ASP.NET Controls  sowie des  JSR 168  Lebenszyklus.  In beiden  Fällen 
lassen  sich  die  plattformspezifischen  Phasen  auf  existierende WSLS‐Phasen  abbilden.  Die 
übrigen, nicht abgebildeten Phasen, können mit Hilfe softwaretechnischer Maßnahmen wie 
etwa dem  Einsatz des  Entwurfsmusters  Schablone  (Gamma, Helm,  Johnson und Vlissides, 
1995) hinzufügt werden. 
Die Phasen unterteilen sich  in drei von einander unabhängige Bereiche. Diese Bereiche fol‐
gen nicht  zwangsläufig  sequenziell aufeinander,  sondern bilden Einheiten  zusammengehö‐
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render Phasen.  In diesem  Sinne bezeichnen  sie Aktivitäten mit bestimmten  zuordenbaren 
Aufgaben.  
• Konfiguration:  Das  Konfigurieren  von  WSLS‐Elementen  stellt  einen  wichtigen  Ab‐





• Periodizität: Phasenabschnitte  in diesem Bereich  treten periodisch auf. Das bedeu‐
tet,  für  jede  Verwendung  eines WSLS‐Elements werden  die  zugeordneten  Phasen 
durchlaufen.  
• Verteilung:  Dieser  Bereich  beschreibt  die  Auslieferung  von  WSLS‐Elementen.  In 




















Zustandsänderungen.  In  der  Phase  der  Konsolidierung wird  gewährleistet,  dass  sämtliche 
innerhalb des  gegebenen  Zyklus durchführbare Benutzerinteraktionen  abgeschlossen  sind. 
Die Konsolidierung schließt die plattformneutrale Konstruktion und Verwebung aller betei‐











Informationsraum‐Dienstelements wird  in  dieser  Phase  eine  SOAP  kodierte  Nachricht  er‐
zeugt. 
Phase Finalisieren 
Diese  üblicherweise  sehr  plattformspezifische  Phase  erlaubt  notwendige Aufräumarbeiten 































Funktionen  zu  generalisieren.  Diese  Form  der  Weiterentwicklung  ist  sehr  geeignet,  eine 
Funktion,  die  durch  eine  Komponente  erbracht  wird,  schrittweise  weiter  zu  verfeinern. 
Durch Anwenden des Objekt‐orientierten Paradigmas  lassen sich so funktionale Spezialisie‐






















Die  beiden  Ansätze  zur  Komponentenevolution  –  Generalisierung  und  Aspekt‐orientierte 






zufügens  neuer  spezialisierter  Komponenten  durch Generalisierung  ihrer  Typen,  vererben 
sich auch deren Abhängigkeiten.  In abgeschlossenen Typsystemen  sind  zum Entwicklungs‐
zeitpunkt  alle  Typen  bekannt;  in  offenen  Systemen  ist  dies  nicht möglich  und  auch  nicht 









wird.  Zumeist  kommen Menschen  zum  Einsatz,  die  diese  Entitäten  klassifizieren  und  ihre 
Interpretation  in  Form  eines  oder mehrerer  Tags  hinzufügen. Diese  hauptsächlich  nutzer‐
zentrierten Verfahren werden überwiegend in Web 2.0‐Anwendungen wie Flickr52 oder Deli‐







deutigen  Identifikator  verfügt.  Solche  Identifikatoren  können  den  in  (Leach, Mealling  und 
Salz,  2005)  standardisierten  UUIDs  (Universally  Unique  Identifier)  entsprechen.  Dadurch 
kann gewährleistet werden, dass  jede  in WSLS eingesetzte  fachliche Komponente weltweit 














den. Diese  können  herangezogen werden,  um  eine  initiale  Startmenge  von  grundsätzlich 















































musters54  »Set‐based  Navigation«  anbieten.  Durch  Generalisierung  können  spezifischere 
Varianten dieses Musters erzeugt werden, wie etwa ein Vorwärts‐Rückwärts‐Element oder 
ein Element, welches das »Hybrid‐Collection« Muster realisiert.  




sche Beispiele  für  solche Navigationsstrategien  sind  Landmarks oder Menüs.  In  (Nussbau‐







men  zur Auszeichnung der Kompatibilität  von Komponenten.  In WSLS  sind die Kompabili‐



















nentenevolution  am  Beispiel  von  Navigations‐Dienstelementen.  Durch  die  Föderierbarkeit  von 
Globalen  Typen  bedarf  es  geeigneter  Mechanismen  zur  Auszeichnung  der  Kompatibilität  von 
Komponenten.  
Mit der Auszeichnung C lassen sich passende Komponenten nach ihrer Wichtigkeit in Bezug 
zu  einer  Komponente  ordnen.  Eine mögliche  Art  der  Visualisierung  sind  sogenannte  Be‐
griffswolken  (engl.  tag  cloud), die  sich  im Web 2.0 etabliert haben. Das Tag C(Menu), das 
durch das Navigations‐Dienstelement MenuNavigator definiert wird, besagt, dass die Menu‐
Kontrollfunktion mit dem Navigations‐Dienstelement MenuNavigator kompatibel ist. 









tive  Aufgabe  verstanden  werden.  Diese  Aufgabe  wird  dann  an  den  konkreten  WSLS‐
Elementen vorgenommen. Solche administrativen Aufgaben, die eine Komponente betreffen 
können  in der Administrativen  Ebene  (E1) durchgeführt werden.  Im Abschnitt 6.2 der An‐






logische,  funktionale  oder Objekt‐orientierte  Programmierung,  ein  für  sich  eigenständiges 
Programmierparadigma. Jedes dieser Paradigmen bietet dabei seinen Anwendern bestimm‐
te Möglichkeiten, Anwendungsdomänen in Module zu dekomponieren.  
Die Dekomposition  komplexer  Systeme  stößt  bei  den  vier  Letztgenannten  regelmäßig  auf 
das Problem, dass eine eindeutige Modularisierung bestimmter Belange des Systems nicht 
möglich  ist. Die  Idee zur Aspekt‐orientierten Programmierung wird erstmals von Kiczales  in 
(Kiczales,  Lamping,  Mendhekar,  Maeda  et  al.,  1997)  beschrieben.  Dabei  werden  Code‐
Fragmente identifiziert, die nicht zu der auf die Kernfunktionalitäten ausgerichtete Zerlegung 
des Programmes  in Code‐Module oder Klassen passen. Diese Funktionalitäten werden As‐
pekte genannt.  Ihre wesentliche Eigenschaft  ist, dass  ihre Code‐Fragemente sich durch die 
Implementierung der Kernfunktionalitäten eines Programms ziehen und es »querschneiden« 
(cross‐cutting). Daraus  resultiert  eine  Verteilung  des  zu  einem  Aspekt  gehörenden  Codes 
über  die  Code‐Komponenten  des  Programms,  die  zudem  untereinander  verbunden  sein 
müssen, um den Aspekt‐Code korrekt ausführen zu können. Dieser Sachverhalt wird auch als 
»scattered«  (engl.  verstreut)  und  »tangled«  (engl.  verworren)  code  bezeichnet.  Dahinter 


















von  Aspekt‐Code  kommt.  Sie  können  beliebige  Punkte  im  Kontrollfluss  eines  Programms 


































tellt.  Veranschaulichend  gesprochen  kann  der  Pointcut  im  flexibelsten  Fall  beliebig  viele 
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Verwebungsstellen enthalten und die Pointcuts –  repräsentiert durch Pfeile –  können  auf 
beliebige  Ausführungsschritte  gelegt  werden.  Die  Ausführungsschritte  sind  die  atomaren 
Operationen des unterstützenden Verknüpfungspunkt‐Modells. 
 
Abbildung  5‐7:  Wohldefinierte  Verknüpfungspunkte,  die  mit  dem  Lebenszyklus  von  WSLS‐
Elementen assoziiert werden. 
Abbildung 5‐7 stellt das Modell der wohldefinierten Verknüpfungspunkte dar. Danach wer‐






































ten wie die  Entwickler  selbst mit einem hohen Maß  an »Vergesslichkeit«  (engl. oblivious‐





Beispiels  demonstriert.  Im Anhang  findet  sich  die  komplette  Sprachbeschreibung  in  Form 
eines XML Schemas wieder. 
5.5.2.3 Schema Validierung als Aspekt 



















Durch  Aspekt‐orientierte  Ansätze  kann  auch  eine  funktionale  Maturierung  einer  Anwen‐
dungsdomäne in ihrer Ausprägung aus fachlichen Komponenten stattfinden. Das wird durch 
das wohldefinierte Verknüpfungspunkt‐Modell erreicht. Aspekte können mittels des  in den 







bieten,  bedarf  es  zusätzlicher  Anforderungen  an  die  Komponente  bzw.  der  Verfügbarkeit 
ihres Quellcodes. Streng genommen wird dadurch die durch die Aspekt‐orientierte Herange‐
hensweise hinzugewonnene  Flexibilität  hinsichtlich  der  dominanten Dekomposition  einge‐












len Verhaltens umfasst,  sondern  lediglich den  Teil, der durch die Aspekt  Spezifikation  zur 
Verfügung gestellt wurde.  
Die Variante »Komponente mit transparenter Verfestigung« ähnelt der Neuentwicklung ei‐
ner Komponente.  Ihr bestehender Quellcode wird mit Hilfe der AML  Spezifikation  an den 
entsprechenden wohldefinierten  Verknüpfungspunkten  verwoben.  Dadurch  entsteht  eine 
neue Komponente, die um das Verhalten des Aspekts erweitert wurde. Der Vorteil dieser 
Variante besteht  in der Vollständigkeit des  zur Komponente  zugehörigen Quellcodes, wo‐
durch  die  Übersetzung  auf  verschiedene  Plattformen  und  Rechnerarchitekturen  gewahrt 








wurf  von Diensten  zum  segmentierten  Zugriff auf den  Informationsraum. Am Beispiel der 
















grund  der  systematischen Durchführung  der  vertikalen  Evolution  bleibt  diese  Eigenschaft 
auch  bei  spezifischeren  Informationsraum‐Diensten  weiterhin  erhalten  (in  der  Abbildung 
Dienst  A).  Selbstverständlich  können  durch  spezifische  Weiterentwicklungen  des  IR‐







































tionen  des  Contents  vorgenommen werden,  die  entsprechend  dem  zu Grunde  liegenden 
Anwendungsbereich angepasst werden können. In (Razumna, 2003) wird dies am LOM Me‐
tadaten  Standard  (Hodgins  und Duval,  2005)  vorgeführt. Auf  diese Weise  können  sowohl 




schiedliche Umgebungen  zu  ermöglichen, muss  die  Kommunikation mit  den  heterogenen 
Systemen besondere Berücksichtigung finden. So  lassen sich neben proprietären Kommuni‐










Basisdienstes.  So  sind  hier  Anbindungen  an  externe, weiterverarbeitende Workflows  zur 
Integration in weitere Geschäftsprozesse denkbar. Informationsraum‐Dienste ausgeprägt als 
Web  Services  bieten  sich  als  sichere,  plattformübergreifende  Technologie  für  eine Anbin‐
dung externer Prozesse an. Die unterschiedlichen Anbindungsszenarien durch Informations‐
raum‐Dienste wurden  in Abschnitt  4.3  vorgestellt.  In  diesem  Zusammenhang  ist  vor  allen 
Dingen die Anbindung von Alt‐Systemen (Legacy Systeme) über eine Web Service Schnittstel‐
le  als  Verarbeitungselement  innerhalb  eines  Basisdienstes  interessant.  Dadurch  kann  ein 
Investitionsschutz  für bereits existierende Systeme unterstützt werden. Durch die Verwen‐
dung  offener  bzw.  standardisierter  Schnittstellen  stellen  diese  aber  auch  gleichzeitig  eine 













Zugangspunkt  zur  Geschäftslogik  definiert,  übernimmt  die  Kommunikationsschicht  deren 
















Bereich  der  Software‐Entwicklung  verfügen,  erfordern  diese  jedoch  einen  zu  hohen  Lern‐




















chen  Aspekte  einer  Web‐Anwendung  in  Form  unterstützender  Dienstelemente.  Dadurch 
kann die Wiederverwendbarkeit erheblich gesteigert werden. Außerdem ermöglicht die Spe‐
zialisierung  auf  unterschiedliche Dienstelemente  eine  feingranulare Modellierung  und An‐
wendung dedizierter, auf einen  speziellen Aspekt  fokussierte, Entwicklungsmodelle. Durch 
die Einführung eines Lebenszyklus werden Kontrollfunktionen befähigt, Dienstelemente mi‐
teinander  zu verweben und  fortschrittliche Verwebestrategien von Aspekten  zu unterstüt‐
zen.  
Die  funktionale  Anpassung  an  sich  ändernde  Anforderungen wird  durch  eine  zweifältige 
Komponentenevolution  erreicht.  Einerseits  wird  die  sinnvolle  Anwendung  des  Objekt‐
orientierten  Paradigmas  durch  Typ‐Generalisierung  vorgenommen,  um weitestgehend  die 
Wiederverwendung  existierenden  Programmcodes  und  vorhandener  Bibliotheken  zu  ge‐
währleisten. Dem dabei unumgänglich entstehenden Phänomen der dominanten Dekompo‐
sition  wird  durch  Aspekt‐orientierte  Modelleigenschaften  begegnet.  Die  wohldefinierten 
Verknüpfungspunkte  stellen  den  Schnittpunkt  zwischen  dem  Lebenszyklus  des  WSLS‐




»To some, Web design  focuses on visual  look and  feel  [..] To others, Web design  is about 



























































prüften Web‐Anwendungen  erfüllen  also  eine  entscheidende Grundbedingung  der 
gleichwertigen Nutzbarkeit von Web‐Angeboten nicht oder nur zum Teil. 
• Invalider Code: 70% der geprüften Web‐Anwendungen waren nicht durchgängig va‐









zwischen  barrierefreier Darstellung  und  einem  ästhetisch  anspruchsvollen Design  liegt  an 




Auch  um  Kosten  einzusparen wird  eine Optimierung  der  »visuellen  Erscheinung«  oftmals 
über das »Erfahren« gestellt. Dazu gehört neben den visuellen Eigenschaften auch eine kon‐
sistente  Modellierung  und  Umsetzung  der  Navigationsmöglichkeiten  innerhalb  der  Web‐
Anwendung. Gerade auch aufgrund sich ändernder Anforderungen  ist hier auf eine strikte 
Konsistenz  zu  achten59.  Eine Metrik  hierbei  ist  die  »conversion  rate«  (Umwandlungsrate, 
Kaufrate). Darunter werden alle Maßnahmen zusammengefasst, die es ermöglichen, die Ver‐
sorgungs‐Performanz  von Web‐Anwendungen  zu messen  und  zu  ermitteln. Dazu  gehören 
abgeschlossene Käufe genauso wie die Bereitstellung von  Informationen, etwa  im Bereich 
des  Integrierten  Informationsmanagement  an Hochschulen. Garrett  führt  die  »conversion 
rate« als wichtigen  Indikator  für den »Return on  Investment« als Maß der Effektivität der 
Benutzungsschnittstelle, nach Garrett bestimmt durch die »User Experience«, ein  (Garrett, 
2003).  




Während die meisten Bereiche bei der Anwendungsintegration  (EAI)  gut und  ausreichend 
besetzt sind, finden sich  im Bereich der Benutzungsschnittstellenintegration kaum Ansätze. 
So  stellen manuelle und dialoggeführte Verfahren  (Riehm und Vogler, 1996)  lediglich eine 










führung  fachlicher  und  konzeptueller  Komponenten  die  Grundbausteine  für  die  Anwen‐
dungskonstruktion gelegt wurden, wird nun vorgestellt, wie Web‐Anwendungen mit deren 
Hilfe modelliert werden können. Dabei wird im folgenden Abschnitt zunächst der Konstruk‐

























tematische  Entwicklung  und  Evolution  von Web‐Anwendungen  durch  die Wiederverwen‐
dung existierender Software Artefakte. Durch die Fokussierung auf das Hinzukonfigurieren 
einzelner Komponenten und Aspekte  lassen sich Modifikationen gemäß sich ändernder An‐












verständnisse  schon  sehr  früh erkannt werden und dementsprechend  früh darauf  reagiert 
werden.  
Die Anwendungsebene besteht aus drei Datenräumen (engl. spaces): 
• Ein Anwendungsraum  (engl.  site  space)  verwaltet  alle Applikationen, die  in  einem 
WSLS System definiert werden können. Eine Anwendung stellt eine dedizierte Kom‐
position einzelner Baugruppen von konzeptionellen Komponenten dar.  
• Ein Domänenraum  (engl. domain  space) definiert alle konzeptuellen Komponenten 





































{ }definiertistpdHppdE ∧∈= )(|)(  wobei H(d) die Hülle von d bezeichnet.  
Verwaisung von Eigenschaften 
Je nach  Implementierung der  Eigenschaftsfunktion  kann  ein Verwaisen  von  Eigenschaften 
auftreten. Die Verwaisung  einer  Eigenschaft  ist  immer  dann  gegeben, wenn  ein Wert  für 
eine Eigenschaft vorhanden  ist und gleichzeitig die  fachliche Komponente, die diese Eigen‐




































wird, stellt sie  im Visualisierungsbaum einen eigenständigen Knoten  für  jede Visualisierung 
dar. Auf diese Weise  lässt sich Domäne D5 als eigenständige Einheit wiederverwenden, bie‐
tet aber die Möglichkeit  im jeweiligen Verwendungskontext dediziert angepasst zu werden. 
Diese  Verwendungskontexte  können  anhand  des  Pfades  im  zugehörigen  Visualisierungs‐
baum  unterschieden  werden,  im  Beispiel  sind  dies  die  Pfade  521 DDD →→   und 





































Sei A1 = (D1,L1) und A2 = (D2, L2) Anwendungskontexte und  11211, Ddd ∈  und  22221, Ddd ∈ . 
(i)  jijijiji ppdasssodpdpppdasssodpdp ≡∈∃∈∀∧≡∈∃∈∀ ),(:)(),(:)( 2211221111 ππππ  
(ii)  2222111211 ),(),( AddAdd ∈∧∈  
Die Forderung (i) stellt sicher, dass nach erfolgter Projektion der entsprechenden Domänen 
deren Eigenschaften  äquivalent  sind. Die  Forderung  (ii)  stellt  sicher, dass nur dann Mehr‐
fachkanten gebildet werden, wenn diese auch in den ursprünglichen Anwendungskontexten 
existiert haben. Die Wirkungsweise von Forderungen  (i) und  (ii) wird anhand des  in Abbil‐
dung 6‐3 dargestellten Beispiels grafisch verdeutlicht.  
 























den  Typ der Kontrollfunktion  cf. Abbildung 6‐4  zeigt  linker Hand die  zwei  zu den Anwen‐








der Wiederverwendung  ableiten.  Die  Zahl  der  Eingangskanten  einer  projizierten Domäne 













Domänengruppe ሼDଶ, Dଷ, Dସ, Dହሽ der abgebildeten Hyperanwendung einen solchen Teilgra‐
phen dar. Der gesamte Verbund bildet einen potenziellen Kandidaten, um als eigenständiger 
Anwendungsbaustein wiederverwendet  zu werden.  Die  Anzahl  der Mehrfachkanten  kann 
hierbei  als  Indikator  zur  Identifikation  »gereifter«  Zusammenschlüsse  einzelner Domänen 
herangezogen  werden.  Anders  ausgedrückt  lässt  sich  dieser  Reifegrad  als  eine  sinnvolle 



















tützung  und  Integration  von DSL  Programmen  basierend  auf  dem DSL‐Ansatz. Die  Eigen‐






































eine  Vererbung  zu  initiieren.  Das  ist  immer 
dann  sinnvoll, wenn  es  sich  um  eine  Eigen‐
schaft handelt, die von einem Dienst dediziert 
zur Verfügung gestellt werden soll. Die Eigen‐





ten  vererben  zu  können,  die  von  Nachkom‐
men  nicht  überschrieben  werden  können. 
Diese  Einstellung  ist  immer  dann  sinnvoll, 
wenn bestimmte Werte von Eigenschaften als 
Richtlinie  durchgesetzt  werden  sollen.  Da‐










sche  Vererben  von  Eigenschaften,  die  von 
ihren  Nachkommen  verändert  werden  kön‐
nen. Hier müssen  aufgrund  der Grapheigen‐
schaften  eines  Anwendungskontextes  (und 
der  damit möglichen  Referenzierbarkeit  von 
Domänen),  zwei  Spezialfälle  berücksichtigt 

























































Der  schematische Aufbau eines property handlers  ist  in Abbildung 6‐7 dargestellt. Um ein 
Höchstmaß an Generik zu erzielen wird eine abstrakte Klasse PropertyHandlerBase definiert, 
die  als Grundlage  aller  konkreter Handlerklassen dient. Die Bearbeitungsroutinen  (Update 













gebenen  Intention  zusammen.  Diese  Intention  kann  dabei  inhaltlich  sowohl  die  ver‐
schiedenen Entwurfsphasen einer Web‐Anwendung beschreiben, als auch Qualitätskri‐
terien umfassen. Anwendungssichten sind paarweise unabhängig voneinander.  
Eine besondere Anwendungssicht stellt die  initiale Anwendungssicht dar. Sie  ist  immer ver‐
fügbar und  ihre  Intention stellt die einer Domäne primär zugeordnete Konzeption dar, also 
ihren  eigentlichen  Anwendungszweck.  Sie  bedarf  keiner  zusätzlichen  Aufgabenbündel,  da 
ihre Intention von den aufgeprägten fachlichen Komponenten erbracht wird. Beispiele wei‐
terer Anwendungssichten sind mannigfaltig und ihre Menge ist nicht abgeschlossen. So kön‐
nen  beispielsweise  qualitätssichernde  Maßnahmen,  zusätzliche  Entwurfsphasen  oder  un‐
terstützende Funktionen in Form eigenständiger Anwendungssichten definiert werden. 
In WSLS werden Anwendungssichten mit Hilfe von speziellen Dienstelementen realisiert, den 
»Dekorateuren«.  Diese werden  abhängig  von  einer  gewählten  Anwendungssicht  zu  einer 
Domäne hinzukonfiguriert und stellen  ihr dedizierte –  ihrer Intention entsprechende – Auf‐















Im  vorliegenden  Fall  heißt  das,  jede  Anwendungssicht  definiert  einen  Aspekt  der mittels 
Auswahl durch einen Stakeholder hinzugewoben wird (siehe Abbildung 6‐8 – Anwendungs‐
sicht).  
Die Vorteile, die  sich durch diese Herangehensweise  ergeben,  sind  vielfältig.  So  lässt  sich 


















zungsschnittstelle  genutzt werden, um unterschiedliche  Strategien  für dedizierte Bereiche 
der Anwendung zu erbringen.  
Barrierefreiheit als Qualitätsmerkmal 




gelagerten  Reparaturphase  zu  überprüfen.  Diese  Verfahren  handeln  kollektiv  reagierend, 
d.h. sie sind nicht  in der Lage vorhandenes Wissen über einen Anwendungsbereich  in eine 
Überprüfung mit einzubeziehen. Entwurfsartefakte, die durch die Anwendung des Separati‐
on‐of‐Concerns  Paradigmas  wertvolle  Hinweise  auf  nötige  »Reparaturen«  eines  Anwen‐





Zur Lösung dieser Problematik wird  im  folgenden Abschnitt ein Formalismus  zur Beschrei‐
bung  automatisierbarer Richtlinien basierend  auf  standardisierten Web  Technologien  vor‐



























2. Subjektiv  automatisierbar: Hierunter  fallen  Regeln,  die  zwar  automatisierbar  sind, 










den  Kategorien  abgedeckt wird.  Regeln  der  Kategorie  3 wie  beispielsweise  das Vorhalten 






ser Arbeit ein  formales Modell basierend  auf XML‐basierten  Technologien entwickelt, das 




6‐1  aufgestellt.  In beiden  Fällen wird ein notwendiges Attribut alt64  für die definierenden 













die unterschiedliche Einflussgrößen, die  auf diesen  Inhalt wirken. Eine  solch  feingranulare 
Zugriffsstruktur wird in WSLS durch die Domänen erreicht, die den Zugriff auf die ihnen auf‐
geprägten fachlichen Komponenten ermöglichen. 
Die  technische Überprüfung  und Durchsetzung wird  in  einem Dekorateur  umgesetzt,  der 
dazu die formalisierten Regeln auf Basis eines einzigen XSL(T) Programmes (Clark, 1999) zu‐











mentaufgabe  innerhalb dieser dedizierten Anwendungssicht.  So  lässt  sich die  Entwicklung 
von Anwendungskontexten aus Domänen und deren Überprüfung voneinander trennen und 
beispielsweise mit unterschiedlichen Rollen durchführen. 
Wie  in  der  Abbildung  dargestellt  lassen  sich  Überprüfungen  dediziert  auf  Domänenbasis 




















einer  Anbindung  unterschiedlicher Heuristiken  betreiben.  Die  Parametrisierung  im  vorlie‐
genden  Fall  wird  mit  Hilfe  des  Zugriffs  auf  das  entsprechende  Informationsraum‐
Dienstelement erreicht, das Personen‐basierte Datenobjekte abgeleitet vom ContentObject 
zur Verfügung stellt. Hier wird der Umstand ausgenutzt, dass  jedes dieser Objekte über die 




























Struktur  eines Dokuments  (W3C):  »Die  Struktur  ist  sein  logischer  Aufbau  (z. B.  nach 
Kapiteln, mit einer Einführung und einem Inhaltsverzeichnis usw.). Ein Element (z. B. P, 
STRONG,  BLOCKQUOTE  in HTML),  das  Struktur  spezifiziert, wird  Struktur‐Element  ge‐
nannt.« 
Präsentation  (W3C): »Die Präsentation eines Dokuments  ist die Art seiner Darstellung 









Die vorgestellte Aufteilung erscheint auf den ersten Blick  schlüssig.  In der Praxis  lässt  sich 
allerdings ein Teil des Markup keinem der drei Bereiche zuordnen.  Insbesondere Elemente 










W3C gestellt. Dabei  fällt auf, dass weder der Bereich  Informationen  für maschinelle Verar‐
beitung noch die  Inhalts‐ und Darstellungsverknüpfenden Elemente (Positionierung) ausrei‐
chend Berücksichtigung finden (vgl. Spalte 3 und 4 der Abbildung). Diese Schwäche lässt sich 



















Struktur  zwei  klar abgegrenzte  Struktur‐Typen definiert. Das Modell der  s‐ und p‐Struktur 
dient als Ausgangspunkt für die Lösung der Trennung zwischen Inhalt und Darstellung.  









on  logisch  miteinander  zu  verbinden.  Hierzu  zählen  beispielsweise  CSS‐
Klassenzuweisungen und Positionierungselemente (div und span tags). 
Das  folgende  Beispiel  soll  den Unterschied  zwischen  der  p‐  und  s‐Struktur  verdeutlichen. 
Listing  6‐2  stellt  das Mikroformat  hCard  vor,  das  ein webbasiertes  Analogon  zum  vCard 
Standard bereitstellt  (Dawson und Howes, 1998). Hierbei werden CSS Klassenzuweisungen 
































zeichnungssprache bestehen. Die erzeugte Web‐Anwendung stellt sich  in  ihrer Ganzheit  in 
Form  eines DOM‐Baumes  (Dokument‐Objekt‐Modell) dar; die  einzelnen  Fragmente bilden 
Knoten in diesem Baum. 















Die  in den Knoten dargestellten Buchstabenkombinationen aus ሼa, b, c, d, e, fሽ symbolisieren 
die zutreffenden Formatangaben, die auf diesen Knoten Anwendung  finden. Deren Forma‐
tierungsregeln  sind  in CSS verfasst und  finden  sich  in der Abbildung Mitte. Deutlich  zu er‐
kennen  sind die unterschiedlichen grafischen Kontexte des Knotens em  in den Pfaden bo‐
dy?div?em = ሼܽ, ܾ, ܿ, ݁ሽ und body?span?em = ሼa, b, c, d, e, fሽ.  
Allgemeine  Lösungsansätze wie Maximale  Spezifizität  (Lawver,  2006)  oder  die  eindeutige 
Identifizierung  greifen  zu  kurz,  da  sie  lediglich  für  eine Darstellungsproblematik  ausgelegt 
sind, die nicht auf einer Wiederverwendung von Darstellungskomponenten beruht. Eine ein‐















Aus  logischer Sicht  lassen  sich  Inhalt und Präsentation  trennen,  indem man die  s‐Struktur 
dem Inhalt und die p‐Struktur der Präsentation zuordnet. Entscheidend bei der Verarbeitung 
und  Pflege  der  beiden  Bestandteile  ist  aber  deren  physische  Trennung.  Eine  Web‐
Anwendung  lässt  sich  zwar  reduziert  auf  ihre Darstellung  in  ein Dokument  der  Auszeich‐
nungssprache (etwa XHTML) und ein Dokument der Formatierungssprache (etwa CSS) phy‐
sisch aufspalten. Diese Trennung überschneidet  sich  jedoch mit der  logischen Separierung 
Inhalt/Präsentation, wenn das Dokument in der Auszeichnungssprache p‐Strukturen enthält.  















Die  s‐Struktur‐Schnittstelle  folgt  den  Standardisierungsbemühungen  des W3C  und  ist  de‐





Die p‐Struktur‐Schnittstelle  ist –  im Gegensatz zur  s‐Struktur‐Schnittstelle – offen und  frei 
gestaltbar und durch keine Definition festgelegt. Diese Offenheit bietet die nötige Flexibilität 
zur  Definition  von  ästhetisch  ansprechenden  Entwürfen.  Die  Aufgabe  der  p‐Struktur‐
Schnittstelle  ist es nicht diese Ästhetik zu gewährleisten.  Ihre Aufgabe besteht vielmehr  in 
der  Sicherstellung  effektiver  Mechanismen  zu  Ermöglichung  eines  ästhetischen  Entwurfs 
einerseits, sowie effizienter Verfahren zu dessen Wiederverwendung andererseits.  









Abstimmungsrunden  in großen Projektteams beschleunigen, da  lediglich  semantisch anno‐































Die  selektive Zuweisung von CSS Formaten  zu den  s‐Strukturen der Domänendienste wird 
anhand logischer Pfade im Visualisierungsbaum vorgenommen. Die dafür nötigen Selektoren 




ren  Namensräume  definieren  in  ihrer  Gesamtheit  die  p‐Struktur‐Schnittstelle  einer Web‐
Anwendung  in  WSLS.  Abbildung  6‐14  demonstriert  die  Definition  von  Namensraum‐
Dekorateuren auf Basis des Visualisierungsbaums. 
WSLS Namensraum‐Dekorateure 
Die WSLS  Suite  stellt  eine  Basismenge  vordefinierter Namensraum‐Dekorateure  in  der  p‐
Struktur‐Schnittstelle  zur Verfügung, um die Wiederverwendung unterschiedlicher Darstel‐
































zusammenschließen.  In  diesem  Zusammenhang  ergibt  sich  für  das  Web  Engineering  die 
wichtige Aufgabe, geeignete Mittel zur Modellierung und Realisierung von Navigationsmög‐







hierbei  insbesondere  aus  der Unkontrollierbarkeit  fremder Dienste,  deren Daten  sich  auf 
einer  semantischen Ebene verknüpfen  lassen, ohne dass Dienstanbieter dieses bei der Be‐
reitstellung  gezielt  beachten müssen. Darüber  hinaus  erfordert  die  Evolution  des Anwen‐
dungsumfelds geeignete Mittel zum Umgang mit der dynamischen Einbindung neuer Diens‐
te,  dem  Entfernen  von  nicht mehr  zu  Verfügung  stehenden Diensten  bzw.  dem  Ersetzen 
durch andere äquivalente Dienste.  
Um die geforderte Orthogonalität zwischen dem  Informationsraum mit seinen autonomen 




weniger wie diese  konkret  ausgeprägt  sind. Konkrete Ausprägungen dieser Entitäten, bei‐













an die  Integration heterogener  Informationsquellen, die Wiederverwendung  von Navigati‐
onsstrukturen  und  der  Berücksichtigung  der  Evolution  des  Informationsraums  gerecht  zu 










textes  fest, die Gegenstand der Navigationsunterstützung werden  soll. Dabei werden  zwei 
Domänenformen unterschieden: Strukturierungsdomänen und Domänendienste. Zusätzlich 
werden  zu  unterstützende  Navigationsstrategien  festgelegt.  Eine  Navigationsstrategie  ist 
eine  Umsetzung  eines  allgemein  beschriebenen  Navigationsmusters.  Beschreibungen  für 




Informationsquelle  vor  (Bindung). Wurde eine  Strukturdomäne  in der Konzeption  identifi‐
ziert, so bilden beispielsweise die Kinder dieser Domäne eine Informationsquelle. Wurde ein 
Domänendienst  identifiziert,  kann  eine  Bindung  beispielsweise  durch  Informationsraum‐
Dienstelemente erfolgen. Auf diese Weise  lassen  sich beliebige,  im  Informationsraum vor‐
handene Dienste  kombinieren  und  deren  Informationen  den  Benutzern  passend  zu  ihren 
jeweiligen Anforderungen und Kontexten zur Verfügung stellen. 
Physischer Entwurf 
Der  physische  Entwurf  umfasst  die  Zuordnung  von  Komponenten,  die,  basierend  auf  den 
Beziehungsgeflechten der Ontologie und der logischen Informationsraum‐Bindung, Navigati‐
onsstrategien umsetzen und die darin enthaltenen Navigationsmuster realisieren. Bei Struk‐


































der  vorgestellten  Navigationsmodellierung  beschreibt,  wie  Informationsraum‐Dienste  auf 
Basis  ihrer  semantischen Beschreibungen  in  der WSLS‐Referenzarchitektur  umgesetzt  und 
zum Gegenstand einer Navigationsmodellierung gemacht werden können.  
Dabei wird die semantische Konzeptualisierung der Informationsraum‐Dienste zur Erstellung 
einer Ontologie wiederverwendet. Die  in  Abschnitt  4.3  eingeführten  Szenarien  »Erstellen 
neuer  Informationsquellen«, »Integration  inkompatibler Altsysteme durch  IR‐Dienste« und 
»Evolution existierender  Informationsraum‐Dienste« können aufgegriffen werden, um eine 










































Die Klasse Artist  (Zeile 1) besitzt eine Eigenschaft  livesIn  (Zeile 13), die ausdrückt, dass ein 









semantische Annotation  als  eine quasi  »lose  Informationskopplung« bietet  sich daher  an, 
um diese Trennung logisch zu überbrücken.  
Listing 6‐4  stellt eine  logische Bindung vor. Das Element ServiceLocation  spezifiziert, unter 
welcher  URL  ein  entsprechender  Informationsraum‐Dienst  zu  finden  ist.  Der  ServiceType 
beschreibt die  jeweilige Kanonik des  IR‐Dienstes. Die Kanonik begünstigt eine effiziente  In‐


































Web  Services  bedienen.  Im Umfeld  dieser  rein  technologischen Neuerung  entwickelt  sich 
eine  völlig  neue  Form  von  Web‐Anwendungen,  die  stärker  auf  direkter  Interaktion  und 
Kommunikation  zwischen den Anwendern beruht. Dabei kommt  ihren Nutzern nicht mehr 
länger eine nur passive Betrachterrolle zu, vielmehr werden sie zu Akteuren, die als Lieferan‐




Eine  dedizierte  Verlagerung  von  Teilen  der Geschäftslogik  in  den  Browser  verspricht  auf‐




vollständiger  für  sich abgeschlossener Anwendungsteile  reichen. So können beispielsweise 
6.5 – Anwendungssicht Dialog    165 
Informationsraum‐Dienste zur Berechnung oder Vervollständigung von Informationen aufge‐
rufen  oder  fortschrittliche Hilfestellungen  durch  den  Einsatz  von Avataren71  bereitgestellt 
werden. Um diese Ziele zu erreichen, muss die Client‐Seite teilweise autonome Entscheidun‐
gen  darüber  treffen  können,  beispielsweise wann  und  ob  IR‐Dienste  aufgerufen werden. 







In Anlehnung  an  diese Doppelung  des MVC‐Modell  durch Verlagerung  auf  die  Clientseite 
wird  dieses  Architekturmuster  als  (MVC)²‐Modell72  bezeichnet.  Abbildung  6‐21  stellt  den 
Wirkungsbereich  auf  die  Benutzungsschnittstelle  in  einer  (MVC)²‐Web‐Anwendung  einer 
Web‐Anwendung  in  heutzutage  üblicherweise  eingesetzten  dreischichtigen  Architektur 
(engl. 3‐tier architecture) gegenüber.  






















sowie  insbesondere  die Möglichkeiten  ihrer Manipulation.  Für  den  Benutzer  ist  es  dabei 











































aktiven Datenbanken  (Dayal, 1988)  finden sich aber  inzwischen  in vielen unterschiedlichen 
Bereichen  wieder  (Bailey,  Poulovassilis  und  Wood,  2002)  (Bonifati,  Ceri  und  Paraboschi, 
2001).  Eine  ECA Regel besteht  aus einem  auslösendes  Event  (E), einer Bedingung  (C), die 
erfüllt sein muss und einer durchzuführenden Aktion (A), falls die Bedingung erfüllt ist.  
Um eine Sprachunterstützung auf Basis von ECA Regeln zu entwickeln, muss zunächst geklärt 
werden, welches die Trägerelemente  für einen  interaktiven Vorgang  sind, die Gegenstand 
anwendbarer ECA Regeln werden sollen.  








len  Listenelement  und  dem  nicht‐visuellen  Informationsraum‐Dienstelement  hergestellt 
wird. Auf diese Weise kann beispielsweise ein  Informationsraum‐Dienst, der für die Bereit‐
stellung von Bildern konzipiert wurde, eine Auswahlliste passend befüllen. Um allerdings ein 



















hat  zwei Gründe.  Einerseits  können  in  einer MVC2‐Web‐Anwendung  nur Dienste  aus  der 






























DIM Editor zur Bearbeitung von 
UIRML Relationen
Unterstützung der Verwaltung 
von UIRML Relationen und 
Konfiguration des 













von  Domänen  stellt  sich  als  eine  mehrfach  auftretende  Wiederverwendung  bestimmter, 
zusammenhängender  Bereiche  des  Domänenraums  dar.  Diese  Verbände  indizieren  damit 
170    Kapitel 6 – Modellierung der Benutzungsschnittstelle 

























Durch  die  Einführung  einer  logischen  Strukturschnittstelle  konnte  eine  weitestgehende 
Trennung von  Inhalt und Darstellung erreicht werden. Die  formale Repräsentation des An‐
wendungsgraphen  erlaubt  darüber  hinaus  die  gezielte  Einbindung  eines  Unterstützungs‐
werkzeuges  für  einzelne  Knoten  des  Graphen.  Dadurch wird  die Wiederverwendung  von 




Das  vorgestellte  Navigationsmodellierungskonzept  berücksichtigt  als  Einziges  die  Dienst‐
orientierung  der  Benutzungsschnittstelle. Durch  die  Kapselung  von Navigationsmustern  in 
konfigurierbare  Komponenten  wurde  deren  Wiederverwendbarkeit  in  unterschiedlichen 
Web‐Anwendungen erreicht. Dadurch wird außerdem die Unterstützung der Evolution ge‐

















überwinden. Die  stark  steigende  Verbreitung webbasierter  Anwendungsportale  sowie  die 



















gen  an den Modellen  ziehen  zwangsläufig Änderungen an diesen  automatisiert erzeugten 
Teilen mit sich und erschweren ein nahtloses Zusammenfügen mit bereits modifizierten Tei‐





Besonders  nachteilig  wirkt  sich  die  Vernachlässigung  der  Evolution  auch  bei  Web‐
Anwendungs‐relevanten Aspekten der Benutzungsschnittstelle wie der Darstellung aus. Her‐
kömmliche Methoden verlagern präsentationsrelevante Aufgaben wie Ästhetik und Zugäng‐






wird  dadurch  noch weiter  verschärft.  So  fehlen  konsequenterweise  Ansätze  und  zumeist 
sogar Ansatzpunkte zu einer Unterstützung, obwohl Forderungen nach einer methodischen 






Developers)  gegenüberstehen  (W.Boehm, Horowitz, Madachy,  Reifer  et  al.,  2000). Nimmt 
man eine Gleichverteilung auf Projektteams an, was im Falle von Integrationsprojekten sinn‐
voll ist, heißt das im Umkehrschluss, dass lediglich 5% eines Teams eine ausreichend techni‐
sche  Ausbildung  hat.  Unter  diesem  Hintergrund  kommt  dem  Aspekt  der  Kommunikation 
eine  immense Bedeutung  zu, da die Lösung  technischer Probleme  in erster Linie eine klar 
definierte, einheitliche Kommunikationsbasis, also eine gemeinsame Sprache, voraussetzt. 
Den Stand der Technik zusammenfassend, wurde festgestellt, dass Entwicklung und Evoluti‐








die  Entwicklung  von  dienstorientierten  Anwendungen  im  Web  Engineering  durch  einen 
Architekturzentrierten Ansatz zu ermöglichen, der eine Web‐Anwendung als Architekturin‐
























zufügen  weiterer  Dienstspezifikationen  darstellt,  wird  die  vertikale  Evolution  durch  eine 
fortwährende Weiterentwicklung und Anpassung einer Dienstspezifikation an ihre sich wan‐
delnde Umgebung ermöglicht. Dies wird durch dedizierte Übergabekontexte (parametrisier‐




Entkopplung  lassen  sich auch  fortgeschrittene Beschreibungsverfahren  zur Dokumentation 
und dem Management ganzer Landschaften dienstorientierter Web‐Anwendungen realisie‐








Das  vorgestellte  Rahmenwerk  für  Domänen‐spezfische  Sprachen  (DSL)  komplettiert  die 
technisch‐methodische Unterstützung der WSLS‐Referenzarchitektur durch einen kommuni‐






WSLS‐Referenzarchitektur  für  die  Anbindung  unterschiedlicher,  auf  bestimmte  Personen‐








auf  unterschiedlichen  Entwurfsebenen  und  gestattet  den Übergang  des  kommunikations‐
orientierten DSL‐Vorgehens hin zu einer  funktionalen Prägung der Problemdomänen durch 
Komponenten. Anwendungsspezifische Basisdienste unterstützen das Prinzip des »Separati‐




eine  feingranulare Modellierung  und  Anwendung  dedizierter,  auf  einen  speziellen  Aspekt 
fokussierter, Entwicklungsmodelle. Durch die Einführung eines  Lebenszyklus werden Kont‐
rollfunktionen  befähigt,  Dienstelemente  miteinander  zu  verweben  und  fortgeschrittene 




existierenden Programmcodes und  vorhandener Bibliotheken  zu  gewährleisten. Das dabei 
zwangsläufig  entstehende  Phänomen  der  dominanten Dekomposition wird  durch  die  An‐
wendung  Aspekt‐orientierter  Modelleigenschaften  abgemildert.  Die  dafür  entwickelten 
wohldefinierten  Verknüpfungspunkte  stellen  den  dafür  notwendig  Schnittpunkt  zwischen 
dem  Lebenszyklus  des WSLS‐Komponentenmodells  einerseits  und  der  Aspekt‐orientierten 
Modellierung  andererseits  her. Dadurch  lassen  sich  auch  nicht‐funktionale  Eigenschaften, 









dem  Knoten  des  Anwendungskontexts  hinzukonfiguriert.  Zusätzliche  Anwendungssichten 








Standards  auf  der Grundlage  von Domänen  des Anwendungskontextes. Durch  Einführung 
des Namensraumkonzepts konnte eine feingranulare Beschreibung der visuellen Ausprägung 
der Domänen erreicht werden, die  in föderativen Nutzungsszenarien enormes Potenzial für 
die  visuelle Überführung  fremder Dienste  in ein  gemeinsames Corporate Design offeriert. 
Zum  anderen wurde  eine Methodik  entwickelt,  die  eine  automatisierte  Überprüfung  zur 








der  Benutzungsschnittstelle  konzipiert.  Durch  die  Kapselung  von  Navigationsmustern  in 
Form  von  konfigurierbaren  Komponenten wurde  erreicht,  dass  diese  in  unterschiedlichen 















in dem die Entwicklung und Evolution  von  anwendungsspezifischen Basisdiensten  zur Un‐
terstützung bei der Konstruktion ubiquitärer  E‐Learning Anwendungen  verfolgt wurde.  Im 
von  Microsoft  Research  geförderten  Nachfolge‐Projekt  Living,  Learning,  and  Teaching  in 












terschiedlicher  Ausgabemedien.  Aufbauend  auf  dem WSLS‐Ansatz  entstanden  eine  Reihe 
dienstorientierter Web‐Anwendungen mit dem Fokus der Visualisierung und Interaktion mit 
















über  dienstorientierte Web‐Anwendungen  den Nutzern  zugänglich  gemacht werden müs‐
sen,  ist  eine  effiziente Methodik  zur  Entwicklung  solcher  Portalkomponenten  notwendig. 
Erste vielversprechende Versuche konnten auf Basis des WSLS‐Ansatzes bereits entwickelt 
und evaluiert werden (Freudenstein, Nussbaumer, Majer und Gaedke, 2007). 
Weitere  Arbeiten  sind  darüber  hinaus  nötig,  um  die  mit  dienstorienterten  Web‐
Anwendungen  verbundenen  Anforderungen  wie  das  effiziente  Zusammenschalten  dieser 
Komponenten, Föderation verteilter Workflows und die Betrachtung Benutzungsschnittstel‐
len‐relevanter Aspekte wie die  Interaktion  zu untersuchen. Aufgrund der  starken Verbrei‐
tung unterschiedlich präferierter Modellierungsnotationen gepaart mit den unterschiedlich 
ausgeprägten  Fertigkeiten  in Projektteams bietet  sich ein  kommunikationsorientierter An‐
satz  auf  Basis  des  DSL‐Rahmenwerks  an  (Freudenstein,  Buck,  Nussbaumer  und  Gaedke, 
2007). 
Die  in  der  Arbeit  betrachtete Methodik  zum  Entwurf  des  Informationsraums  stellt  einen 
Ausgangspunkt zur Ableitung einer weitreichenden Unterstützung dar, die eine globale Ver‐
netzung von  Informationsraum‐Diensten zum Ziel hat. Die dabei betrachtete organisations‐





Performance  Computing  auch  zunehmend  für  Unternehmen  attraktiver  (Srinivasan  und 
Treadwell, 2005). Dieses Aufkeimen weckt den Wunsch nach integrierten und vereinheitlich‐
ten  Lösungen,  die  neben  technischen  auch  organisatorische  Problemstellungen wie  Platt‐
formunabhängigkeit, Verteilbarkeit,   Lizenzierbarkeit, Sicherheit oder Föderierbarkeit  in Be‐
tracht ziehen. Weiterführende Untersuchungen sind nötig, um eine gemeinsame, homogene 
Informationsbasis  zu  schaffen, die hilft, eine hocheffiziente, kosten‐effektive und  stark ge‐














05.      <xsd:sequence> 
06.        <xsd:element ref="Pointcut" minOccurs="1" maxOccurs="1" /> 
07.      </xsd:sequence> 
08.      <xsd:attribute name="Name" type="xsd:string" use="required" /> 




13.      <xsd:sequence> 
14.        <xsd:element ref="Joinpoint" minOccurs="1" maxOccurs="1" /> 
15.        <xsd:element ref="Advice" minOccurs="1" maxOccurs="1" /> 





21.      <xsd:simpleContent> 
22.        <xsd:extension base="Joinpoints"> 
23.          <xsd:attribute name="Type" type="Joinpoint‐Type" fixed="LifecycleMethod" /> 
24.          <xsd:attribute name="Scope" type="Scope‐Type" fixed="Domain" /> 
25.        </xsd:extension> 






31.      <xsd:simpleContent> 
32.        <xsd:extension base="xsd:string"> 
33.          <xsd:attribute name="Type" type="Advice‐Type" use="required" /> 
34.          <xsd:attribute name="Component" type="ComponentPlace‐Type" fixed="Included" /> 
35.          <xsd:attribute name="ComponentType" type="ComponentType‐Type" fixed="Source" /> 
36.        </xsd:extension> 





42.      <xsd:enumeration value="LifecycleMethod" /> 
43.      <xsd:enumeration value="OtherMethod" /> 





49.      <xsd:enumeration value="Application" /> 













63.      <xsd:enumeration value="before" /> 






69.      <xsd:enumeration value="Included" /> 





75.      <xsd:enumeration value="Binary" /> 
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