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1. INTRODUCCIÓN Y ALCANCE DEL PROYECTO 
 
1.1 OBJETO 
El objeto de este proyecto es estudiar los algoritmos de control de trayectoria 
actualmente existentes para coches autónomos y poder así, analizar la utilidad de dos 
algoritmos geométricos utilizados en un coche virtual simulado en un entorno de 
programación de videojuegos.  
 
     1.2 ANTECEDENTES Y JUSTIFICACIÓN  
Últimamente se está dando gran importancia a los vehículos de control autónomos y el 
control de su trayectoria se volverá en un futuro algo imprescindible a la hora de diseñar 
coches que puedan ir por si solos a través de una navegación GPS.  
Este proyecto se basa en usar unos métodos de control geométricos en un prototipo de 
coche realizado de forma virtual y probar su funcionamiento y exactitud. 
Con este proyecto tratamos de comprobar la fidelidad de algoritmos geométricos en 
modelos dinámicos como puede ser un coche virtual.  
En este proyecto se ha realizado una colaboración con el departamento de visión por 
computador de la UAB (CVC) en concreto con el grupo ADAS (Advanced Driver 
Assistance Systems) en su proyecto ELEKTRA. Este, nos ha proporcionado tanto la 
programación del entorno virtual como la del coche. Por lo tanto, nuestro objetivo 
usando el entorno virtual ha sido comprobar y aplicar nuestro sistema de control en 
dicho entorno para comprobar su funcionamiento y precisión a la hora de seguir la 
trayectoria marcada. 
Gracias a este proyecto se ha podido comprobar el funcionamiento de algoritmos de 
control geométricos para un coche virtual diseñado por la UAB. En este caso y si el 
resultado es el deseado, se podría aplicar sin ningún problema en un coche autónomo 
real.  
 
     1.3 ALCANCE Y ESTRUCTURA DEL DOCUMENTO 
En este documento se ha realizado un estudio de algunos de los algoritmos de control 
existentes hasta el momento y se han probado y simulado dos tipos. Primeramente, se 
han simulado en Simulink y finalmente, en un entorno visual diseñado en Unity, en el 
cuál existía diseñado ya un coche con la física correspondiente. Pero, por lo contrario, 
no se ha realizado ni probado el control en el coche real existente en la UAB.  
 
El documento se dividirá primeramente en un análisis de la cinemática de vehículos 
(especialmente centrado en un coche) y de un estudio de los algoritmos actuales 
existentes de control de trayectoria existentes. Seguidamente, se escogen dos de estos 
algoritmos y se estudian y concretan más al detalle. Una vez hecho esto se simularán 
tanto en Matlab/Simulink como en Unity para comprobar su funcionamiento en nuestro 
modelo de coche. 




2. CINEMÁTICA DEL VEHÍCULO  
La cinemática del vehículo a estudiar es necesaria analizarla para poder elegir el 
algoritmo de control de trayectoria más adecuado y que esté adaptado a nuestro 
modelo de vehículo. En esta sección, se estudiarán los modelos cinemáticos de 
monociclos y de coches. En los coches, se estudiarán el modelo simple de coche y 
seguidamente se establecerán las condiciones para que este modelo pueda ser aplicado 
a otros tipos de vehículos. 
 
     2.1 EJEMPLO DE LA CINEMÁTICA DE UN MONOCICLO 
 
Figura 1- Esquema cinemático de un monociclo [Ref 16] 
Considerando el modelo del monociclo como el de la Figura 1 podemos ver que existen 
dos variables de control. El conductor puede ajustar la velocidad de pedaleo y la 
orientación de la rueda respecto al eje 𝑥. Llamemos 𝜎 a la velocidad angular de pedaleo 
y 𝑟 al radio de la rueda. La velocidad de un monociclo es 𝑠 = 𝑟𝜎. En este modelo, la 
velocidad es directamente controlada por una variable de control 𝑢𝑠  (alternativamente, 
la velocidad de pedaleo podría ser una variable de control 𝑢𝜎 y la velocidad se deriva 
como 𝑠 = 𝑟𝑢𝜎).  Entonces, 𝜛 será la velocidad angular de la orientación del monociclo 
en el plano 𝑥𝑦. 𝜛 será directamente controlada por la variable de control 𝑢𝜛 . Las 
ecuaciones de estado dinámicas del sistema son: 
 
?̇? = 𝑢𝑠 cos 𝜃 
?̇? = 𝑢𝑠 sin 𝜃 









     2.2 EJEMPLO DE LA CINEMÁTICA DE UN COCHE 
 
Figura 2- Esquema cinemático de un coche [Ref 16] 
 
Un coche puede ser descrito como un cuerpo rígido que se mueve en un plano. La figura 
2 muestra diferentes parámetros relacionados con un coche. La configuración es escrita 
como 𝑞 = (𝑥, 𝑦, 𝜃). La estructura del coche muestra el origen en el centro del eje trasero 
y los puntos del eje x sobre el eje central de coche. Llamemos 𝑠 a la velocidad con signo 
del coche. 𝜙  es el ángulo de giro de las ruedas (es negativo para la orientación mostrada 
en la figura). La distancia entre el eje frontal y trasero está representada con 𝐿. Si se fija 
un ángulo de giro 𝜙 el coche círculara en una trayectoria circular cuyo radio será 𝜌. 
Usando esta notación, el movimiento de un coche se puede representar con una serie 
de ecuaciones: 
?̇? = 𝑓1(𝑥, 𝑦, 𝜃, 𝑠, 𝜙) 
?̇? = 𝑓2(𝑥, 𝑦, 𝜃, 𝑠, 𝜙) 
?̇? = 𝑓3(𝑥, 𝑦, 𝜃, 𝑠, 𝜙) 
 
En un intervalo de tiempo corto, ∆𝑡 , el coche se moverá aproximadamente en la 
dirección en que las ruedas delanteras estén apuntando. En el límite, donde ∆𝑡 tiende a 
cero, implica que 
𝑑𝑦
𝑑𝑥
= tan 𝜃 ya que 
𝑑𝑦
𝑑𝑥
= ?̇?/?̇? y tan 𝜃 = sin 𝜃/ cos 𝜃, condición que 
puede ser escrita como una restricción de Pfaffian: 
−?̇? sin 𝜃 + ?̇? cos 𝜃 = 0. 
La restricción se satisface siempre que ?̇? = cos 𝜃 y ?̇? = sin 𝜃. Por lo que cualquier 
escalar múltiplo de esa solución también será una solución. El factor escalar 
corresponde directamente a la velocidad del coche (𝑠). Por lo que expresándolo con 
escalares será: 
?̇? = 𝑠 cos 𝜃 
?̇? = 𝑠 sin 𝜃 
 




Lo siguiente a realizar es derivar la ecuación para ?̇?. Llamemos 𝜛 a la distancia realizada 
por el coche (integral de la velocidad, por tanto). Como se muestra en la figura, 𝜌  
representa el radio del círculo por el que cruza el centro del eje delantero si el ángulo 
de giro de las ruedas es fijo. Por trigonometría, 𝜌 =
𝐿
tan 𝜙










Hasta ahora se ha modelado el movimiento del coche, pero no se han especificado 
variables de control. Supongamos que la velocidad 𝑠 y el ángulo de giro 𝜙 están 
directamente especificadas por las variables de control 𝑢𝑠 y 𝑢𝜙, respectivamente. 
Consideramos un vector adimensional de control 𝑢 = (𝑢𝑠, 𝑢𝜙) para facilitar la 
identificación de las acciones. La configuración de la ecuación de transición de un coche 
es: 
?̇? = 𝑢𝑠 cos 𝜃 





La ecuación de transición no está aún completa sin especificar 𝑈, una serie de acciones 
de la forma 𝑢 = (𝑢𝑠, 𝑢𝜙).  Primero hay que suponer que cualquier 𝑢𝑠 ∈ ℝ es posible. 
Consideramos también que los ángulos de giros posible están entre [– 𝜋/2, 𝜋/2] ya que 
es suficientemente grande y evitamos que a mayores ángulos nos causen problemas.  
Entrando en el tema de la velocidad 𝑢𝑠, en pavimento un vehículo real tiene una 
velocidad máxima y su comportamiento varía mucho en función de la velocidad, por 
ejemplo, puede variar en función del ángulo de las ruedas (A alta velocidad no se podría 
adquirir el máximo giro de las ruedas sin volcar). Por eso, asumimos que el coche se 
mueve a una velocidad suficientemente lenta como para que no le afecten las 
dinámicas.  
Basándonos en estas consideraciones, diferentes variaciones para nuestro coche 
pueden ser posibles:  
1. Triciclo: 𝑈 = [−1,1] Χ [
–𝜋/2
𝜋/2




pesar de eso no es realista para un coche simple. 
2. Coche simple: 𝑈 = [−1,1] Χ (−𝜙𝑚𝑎𝑥, 𝜙𝑚𝑎𝑥). 
3. Reeds-Sheep Car: Donde se hace una restricción de la velocidad donde 𝑢𝑠 ∈
{−1,0,1}. Esto hace que 𝑢𝑠 representa tres marchas: para adelante, parado y 
para atrás.  








3. ESTRATEGIA DE CONTROL Y ALGORITMOS 
 
En un AGV existen diferentes sistemas de control a tener en cuenta. Si lo que queremos 
es que siga una determinada trayectoria, habrá que determinar qué tipos de sistemas 
existen y como se relacionan entre ellos. En el nivel más bajo, existe el control de las 
ruedas que en función del ángulo de giro del volante que se realice nos dará el ángulo 
de giro y la velocidad de giro adecuada de las ruedas. También, es necesario un 
algoritmo de control de trayectoria que dada una trayectoria prefijada permita seguirla 
lo más fielmente posible y con la mejor precisión que se pueda, este algoritmo nos 
permitirá calcular el ángulo de giro necesario del volante en función de donde estemos 
situados en un sistema de referencia. Finalmente, también es necesario un planificador 
de trayectoria que permita elegir el mejor camino a realizar de todos los posibles en 
función de variables como pueden ser la distancia, tiempo, comodidad del viaje, coste… 
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Como podemos observar en la Figura 3, en este proyecto nos centraremos en los 
algoritmos de control de trayectoria y comprobaremos algunos de ellos. En nuestro 























Figura 4- Esquema general de un algoritmo de control de trayectoria geométrico 
 
En la Figura 4, podemos observar un esquema de control de trayectoria genérico. El 
control de trayectoria necesita unos waypoints (posiciones en las coordenadas del 
sistema de referencia utilizado), una vez obtenidos se realiza un cálculo de la línea entre 
los waypoints dados (anterior y posterior). Esta línea es sobre la cual realizaremos el 
control del algoritmo. Para validar los resultados obtenidos calcularemos el cross-track 
error, el cual se puede definir como la distancia perpendicular de la posición actual del 


































Control de trayectoria 
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La estrategia de control para un AGV (Autonomous Ground Vehicle) trata sobre la 
regulación del propio vehículo para que este pueda seguir una trayectoria prefijada. Una 
buena estrategia de control permite reducir el error entre el estado del vehículo y el 
estado deseado a la hora de seguir dicha trayectoria. Esto se hace modificado las 
variables de estado (posición, orientación) del vehículo de una determinada manera, 
que comúnmente es especificada por una función o proceso matemático. Hasta ahora, 
investigadores de todo el mundo han realizado varias estrategias de control que se 





































    3.1 MÉTODOS CINEMÁTICOS O GEOMÉTRICOS 
 
La investigación en el control de seguimiento de trayectorias sobre un AGV ha reportado 
exitosas implementaciones de metodologías de control cinemático, en las cuales las 
ecuaciones del sistema del movimiento del vehículo se describen mediante métodos 
geométricos. Detallaremos cuatro tipos de métodos geométricos como son el “carrot 




        3.1.1 CHASING THE CARROT 
 
Probablemente uno de los primeros algoritmos de control de trayectoria creados se 
trata del “chasing the carrot”. 
Este algoritmo se basa en una idea muy sencilla: primeramente, se obtiene un punto de 
destino al que desea llegar el vehículo y después el vehículo se mueve hacia ese punto.  
 
Se traza una línea desde el centro del sistema de coordenadas del vehículo 
perpendicular al camino a seguir. El “Carrot point” o punto de destino se define como el 
punto en el camino a una “look-ahead distance” alejada del punto de intersección de la 
línea perpendicular al camino a seguir con el propio camino a seguir. El parámetro más 
importante es el error de orientación, definido como el ángulo entre la orientación 
actual del vehículo y una línea que va desde el centro de coordenadas del vehículo hacia 
el “carrot point”. Esto se puede apreciar en la Figura 5. 
 









Una vez calculados estos parámetros, una ley de control proporcional minimiza esta 
orientación actual entre el vehículo y el “carrot point”.  
 
𝜙 = 𝐾𝑝 ∗ 𝑒0 
 
Donde 𝐾𝑝 es la ganancia proporcional y 𝑒0 es el error de orientación. También cabe la 
posibilidad de mejorar la precisión añadiendo funciones integrales o derivativas sin 
embargo se suele utilizar simplemente controles proporcionales.  
A pesar de que el modelo “chasing the carrot” es muy fácil de entender e implementar 
tiene bastantes inconvenientes. Primeramente, el vehículo tiene tendencia a funcionar 
mal en zonas esquinadas, esto pasa porque el vehículo inmediatamente trata de 
moverse hacia un nuevo “carrot point”. Otro inconveniente es que tiene mucha 
tendencia a oscilar con “look-ahead distances” pequeñas o a altas velocidades. A pesar 







































        3.1.2 PURE PURSUIT 
 
Una de las primeras técnicas cinemáticas conocida y probablemente la más famosa es 
reconocida como “pure pursuit path tracking algorithm” y fue desarrollada en la 
Carnegie Mellon University. Esta técnica ha ganado mucha popularidad gracias a su 
simplicidad y rendimiento. 
En 1992, Coulter, investigador de Carnie Mellon University, describe la implementación 
del “pure pursuit tracking algorithm” [Ref. 2] y menciona algunas consideraciones de 
estabilidad y rendimiento de este.  
El concepto del “pure pursuit” consiste en calcular la curvatura necesaria para llevar el 
vehículo desde su posición actual a una posición meta. Se define un círculo de tal manera 
que pasa a través tanto del punto objetivo como la posición actual del vehículo. A partir 
de este y por medio de un algoritmo de control se elige un ángulo de dirección en 
relación a este círculo. El propio robot cambia su curvatura repetidamente usando arcos 
de este estilo, siempre con la posición meta en frente suyo. Esto crea la analogía en que 
el vehículo esta “persiguiendo” un punto en movimiento, que siempre estará a cierta 
distancia en frente de él.  
En la Figura 6 podemos ver cómo trabaja este algoritmo y sus variables para una 
trayectoria rectilínea. 
 
Figura 6-Diagrama del Pure Pursuit para un seguimiento de trayectoria rectilínea [Ref. 1] 
 
Es importante destacar que la descripción de la figura anterior está mostrada en 
coordenadas del vehículo. En las coordenadas del vehículo está definido un eje y donde 
está la dirección en frente del vehículo, un eje z que es hacia el lector y un eje x que se 
trata del eje horizontal. Por lo que hay que convertir todas las variables en variables del 
vehículo para que funcione correctamente dicho algoritmo. Por suerte, esta 
transformación es realmente sencilla de hacer. Pongamos que (𝑥𝑟, 𝑦𝑟) es la posición del 
robot actual y (𝑥𝑔, 𝑦𝑔)  es la posición de destino que ha de ser convertida en las 
coordenadas del vehículo. Entonces: 
𝑥𝑔𝑣 = (𝑥𝑔 − 𝑥𝑟) · cos 𝜙 + (𝑦𝑔 − 𝑦𝑟) · sin 𝜙 
𝑦𝑔𝑣 = (𝑥𝑔 − 𝑥𝑟) · sin 𝜙 + (𝑦𝑔 − 𝑦𝑟) · cos 𝜙 
 





Donde (𝑥𝑔𝑣, 𝑦𝑔𝑣) es la posición de destino en coordenadas del vehículo y 𝜙 es la 
orientación actual del vehículo.  En la figura anterior 𝐷 es definida como la distancia 
entre la posición actual del vehículo y la posición de destino.  ∆𝑥 es el offset de x de la 
posición de destino frente al origen, y 1/𝛾 es el radio del círculo que va desde el centro 




Esa ecuación se saca de dos sencillas ecuaciones: 
𝑥2 + 𝑦2 = 𝐷2 
𝑥 + 𝑑 = 𝑟 
Siendo (𝑥, 𝑦) las coordenadas de la posición de destino como se ha podido observar en 
la Figura 6. La primera ecuación se obtiene aplicando el teorema de Pitágoras en el 
triángulo rectángulo de la derecha, y la segunda ecuación se obtiene de sumar los 
segmentos de línea del eje de las x. Se hacen esta serie de pasos: 
𝑑 = 𝑟 − 𝑥 
(𝑟 − 𝑥)2 + 𝑦2 = 𝑟2 
𝑟2 − 2𝑟𝑥 + 𝑥2 + 𝑦2 = 𝑟2 
2𝑟𝑥 = 𝐷2 





Básicamente en este algoritmo se describe con usos sencillos pasos: 
1. Obtener la posición actual del vehículo 
2. Obtener la posición meta 
 Calcular el punto de la trayectoria más cercano al vehículo (xc,yc) 
 Computar una cierta look-ahead distance D 
 Obtener la posición meta, la cual se encuentra a una distancia D desde el 
punto más cercano (xc,yc) hacia la trayectoria a realizar. 
3. Transformar la posición meta a coordenadas del vehículo 
4. Computar la curvatura deseada. 
5. Mover el vehículo a la posición meta usando la curvatura deseada 
6. Obtener la nueva posición meta del punto 2. 
 
Esta técnica muestra muchos mejores resultados que el método “follow-the-carrot” 
descrito anteriormente.  Una mejora es que existen menos oscilaciones en los errores 
de posición y orientación. Otra gran mejora es una gran precisión en las curvas. Por estas 
ventajas es un método mucho más utilizado y probablemente es de los mejores 
algoritmos actuales.  
 




Un análisis mucho más profundo de este algoritmo se presentó por Ollero y Heredia 
[Ref. 3].  En él presentaron matemáticamente formulado los criterios de estabilidad para 
el seguimiento de un vehículo en líneas rectas y en líneas curvas. Este trabajo permite 
ver que la estabilidad de un sistema de lazo cerrado depende de la “look-ahead 
distance” y de cualquier retraso en la realimentación del lazo.  También presentaron 








































        3.1.3 VECTOR PURSUIT  
 
Otro método cinemático se basa en el seguimiento de vector o “Vector Pursuit”. Este 
método fue desarrollado por Wit [Ref. 4] en su doctorado en CIMAR, en el cuál se 
determina el movimiento del vehículo por medio “theory of screws” (introducida por Sir 
Robert S. Ball en 1900) [Ref. 5].  La “screw theory” se utiliza para representar el 
movimiento de cualquier solido rígido en relación a un sistema de coordenadas dado, 
haciendo útil en aplicaciones de control de trayectoria. Cualquier movimiento 
instantáneo puede ser descrito como una rotación frente a una línea en el espacio con 
determinada pendiente.  
Un “screw” consiste en una línea que es definida en un sistema de coordenadas dado y 
en un ángulo. El movimiento del sólido rígido en cada instante puede ser representado 
como si fuera pegado a un tornillo y rotando en este tornillo a cierta velocidad angular.  
La siguiente figura (Figura 7) nos muestra el movimiento instantáneo de un sólido rígido 
que rota con velocidad angular, 𝜛, a lo largo de un “tornillo”, $, que tiene una línea 
central definida (𝑆 ; 𝑆0) y una pendiente, ℎ. La velocidad en cualquier punto del sólido 
rígido es igual a la velocidad debida a la rotación más la velocidad de translación debido 
a la pendiente del “tornillo”. 
 
 




El “Screw control” se desarrolló como un intento para que el vehículo no solo llegue a 
un cierto destino, sino que llegue con una orientación y curvatura también correctas. 
Por lo que a diferencia de los anteriores utiliza tanto la localización como la orientación 
del “look-ahead point”, dando la ventaja de que el vehículo llegará a la meta con el 
ángulo de giro adecuado.  
En 2001 Wit [Ref 5] utilizó un método para calcular dos “screws” instantáneos.  
El primer paso en el vector pursuit es calcular dos “screws” instantáneos. El primer screw 
instantáneo, $𝑡 nos notifica de la traslación desde la posición actual del vehículo a la 
localización del “look-ahead point” mientras que el segundo screw instantáneo $𝑟, nos 




notifica de la rotación desde la orientación actual del vehículo a la orientación deseada 
del look-ahead point.   
 
El segundo paso es usar la propiedad aditiva de los screws instantáneos para calcular $𝑑, 
que es la suma de $𝑡 y $𝑟, el cual define el movimiento deseado instantáneo del vehículo. 
Existen dos métodos existentes para calcular los dos “screws” $𝑡 y $𝑟, el primer método 
de primeras se ignora las restricciones no holonómicas del vehículo y más tarde se 
tienen en cuenta para calcular la suma, el segundo método sí que se tienen en cuenta 
desde el principio, pero es algo más complejo de desarrollar.  
 
Los resultados mostrados por Wit demostraron que los resultados son comparables al 
“Pure pursuit”. El “Vector pursuit” funciona muy bien a la hora de evitar obstáculos que 
aparecían en medio del camino, por lo que significa que es un buen método a la hora 
hacer un cambio brusco de error de posición y orientación. Esto puede ser de gran ayuda 































        3.1.4 VECTOR FIELD PATH FOLLOWING 
 
Vector field es un algoritmo de control principalmente hecho y diseñado para el control 
de UAVS (Vehículo aéreos no tripulados). Este método, [Ref. 6] permite seguir una 
trayectoria recta o circular usando campos de vectores como referencia para indicar la 
trayectoria a realizar. Este permite realizar un control preciso de seguimiento de 
trayectoria en presencia de viento.  La figura siguiente (Figura 8) muestra un ejemplo de 
campos de vectores para trayectorias rectilíneas y circulares. 
 
 
Figura 8- Vector Field Path Following [Ref 6] 
 
 
Este algoritmo funciona entre dos regiones, en las cuales el control de trayectoria 
adopta un algoritmo distinto: si está muy distante de la trayectoria deseada irá con una 
inclinación más perpendicular a ella, en el momento de acercase a una distancia cercana 
comienza a hacer el control de trayectoria de una forma mucho más suave y adecuada 
en este caso. 
En nuestro caso diseñaremos el algoritmo modificándolo pertinentemente para que 















        3.1.5 PALABRA CLAVE: LOOKAHEAD DISTANCE 
En gran parte de los métodos anteriormente descritos aparece un “look-ahead point”, 
el cuál es un punto en la trayectoria a una distancia 𝐿 alejado de la proyección ortogonal 
de la posición del vehículo en el camino. Cambiar la “look-ahead distance” puede tener 
efectos significativos en el funcionamiento del algoritmo. Aumentar el valor de 𝐿 tiende 
a reducir el número de oscilaciones y nos asegura un seguimiento más suave. A pesar 
de eso esto puede hacer que el vehículo recorte las esquinas y por tanto reduce la 
precisión en trayectorias curvas. Los efectos de cambiar este parámetro nos llevarán a 
cuestionarnos la pregunta de en qué contexto queremos que el seguimiento presente 
buenos resultados. Hay dos problemas a considerar: 
 Recuperar una trayectoria 
 Mantener una trayectoria 
El primer problema ocurre cuando el vehículo está lejos de la trayectoria, teniendo unos 
errores grandes de posición y orientación e intenta volver al camino. Bajo estas 
circunstancias, una 𝐿 grande hará que el vehículo siga el camino de manera más suave 
y con pocas oscilaciones. Por otro lado, el hecho de tener una 𝐿 grande hará que en 
curvas cerradas el seguimiento sea mucho peor. Con esto se llega a la conclusión que 
primeramente se deberá determinar cómo será el camino a seguir antes de elegir la 
“look-ahead distance”. ¿Esperamos que el vehículo se encuentre con obstáculos en el 
camino, causándole errores de posicionamiento elevados? ¿O el camino será más libre 
de obstáculos, pero con más curvas? Estas son las preguntas que nos habremos de 
plantear antes de implementar este tipo de sistema. 




















Otro factor a tener en cuenta cuando escogemos la “look-ahead distance” es la 
velocidad del vehículo. Un incremento en la velocidad del vehículo también requiere 
que 𝐿 se incremente. Esto es debido a que a velocidades altas se requiere que el vehículo 
empiece a girar mucho antes. Debemos encontrar un punto concreto para permitir que 
la “look-ahead distance” sea lo mejor posible en función de nuestra velocidad. Un buen 
seguimiento a altas velocidades es de vital importancia y es una gran prioridad para las 






































    3.2 MÉTODOS DE CONTROL LINEALES  
 
Los sistemas de control lineales contienen una amplia categoría de técnicas de análisis 
y síntesis para diseñar e implementar controladores. Muchos de estos métodos se han 
desarrollado, probado y utilizado durante bastantes décadas y siguen usándose y 
poniéndose en práctica.  Esto es debido a que estos métodos suelen ser simples y 
robustos en su implementación y por estas razones los investigadores los han aplicado 
al control de los AGV. 
En 1989, Nelson and Cox [Ref. 7], un grupo de investigadores de l’AT&T Bell Laboratories 
nos han demostrado el uso de un simple controlador proporcional en un robot móvil. El 
controlador fue usado para guiar el vehículo por una serie de segmentos de trayectoria 
predeterminados. 
Nelson utilizó este método en un “kart” con una configuración de triciclo orientado para 
trabajar en oficinas o industrias. Usaron odometría por medio de sensores para calcular 
la posición y la orientación de dicho vehículo. También, realizaron un planificador de 
trayectoria local que combinaba segmentos de trayectorias rectilíneas o curvas para 
probar su funcionamiento.   
Los resultados experimentales mostraron varios problemas debido a la metodología de 
control. Por ejemplo, que la estabilidad del vehículo se vio afectada directamente por 
su velocidad, contra más velocidad cogía el coche se producía más inestabilidad en el 
seguimiento de la trayectoria.  También, las transiciones entre los segmentos de 
trayectoria con diferente curvatura provocaban sobrepicos que no podían ser 
corregidos por medio de la sintonización.  
Choi, [Ref.8] nos presentó un controlador proporcional-derivativo para un vehículo 
autónomo. Choi utilizó este controlador utilizando sensores magnéticos en las ruedas 
frontales del vehículo para calcular las distancias. 
En este método los parámetros de control se diseñaron para que pudieran ser 
adaptables y así poder corregir las perturbaciones por el deslizamiento o las 
desalineaciones de las ruedas.  El compensador desarrollado está diseñado con un 
sistema de lazo cerrado para el movimiento lateral del vehículo en el seguimiento de 
líneas y se demostró que el experimento fue un éxito a la hora de estabilizar el vehículo 
y evitar perturbaciones.  
 
Otro sistema robusto de control lineal se conoce con el nombre de H infinito y fue usado 
por Kim y Song [Ref 9] para dirigir un AGV. En la creación del algoritmo, la técnica fue 
utilizada para sintetizar un controlador, que permitiera robustez ante variaciones de una 
serie de parámetros del sistema como ruido o señales de entrada.  
 
En este grupo de investigación este controlador se utilizó para probar que un coche 
siguiera una línea recta. Los resultados demostrarán que era bastante efectivo, incluso 
en líneas curvas.  




    3.3 MÉTODOS DE CONTROL NO LINEALES 
 
Los investigadores del ámbito de control de robots móviles han desarrollado muchas 
soluciones no lineales a los problemas de control. Los controladores no lineales están 
diseñados y analizados con conjeturas matemáticas basadas en el fundamento de 
estabilidad de Lyapunov. Estos métodos se utilizan porque el comportamiento natural 
del robot es no lineal y esto hace que los sistemas de control lineales no sean del todo 
adecuados.  
Samson [Ref.10] obtuvo resultados significativos en los inicios de 1990. Samson 
desarrolló un controlador variante en el tiempo para regular un robot móvil con ruedas. 
En el artículo primero estudia las propiedades de estabilidad para una serie de sistemas 
no-lineales usando las técnicas de Lyapunov, que se agrupan en un lema conocido como 
teorema de LaSalle. 
Posteriormente se estudian diferentes objetivos como la estabilidad de la posición del 
vehículo y su orientación o el seguimiento y preplanificación de trayectorias de 
referencia. Con esto demuestra que pueden existir controles realimentados que pueden 
hacer converger el vehículo a una configuración deseada. 
El resultado fue muy satisfactorio porque demostró que el control era estable para ese 
punto concreto y funcionaba perfectamente a pesar de las implicaciones de las 
condiciones de Brockett’s [Ref.11], las cuales explicaban que la regulación de tiempo 
invariable por realimentación en un punto establecido de regulación en un robot no era 
posible.  
Jiang [Ref.12], en 1997, presentó otro controlador variable en el tiempo para el 
seguimiento de una trayectoria de un robot móvil, usando una trayectoria de referencia 
en función del tiempo.  En su trabajo, el grupo presentó resultados simulados que 
validaban los resultados teóricos. Las ecuaciones cinemáticas del robot se incluyeron en 
el diseño por medio de la técnica de “integrator backstepping”. 
La idea del artículo es usar el método directo de Lyapunov para obtener lazos globales 
y semiglobales estables en el problema de seguimiento de los robots móviles. En 
particular usando los controladores de tiempo variables propuestos y un robot de dos 
grados de libertad en el artículo se pudo seguir tanto como círculos como líneas rectas. 
Usan esta técnica para el modelo cinemático y para un modelo integrado simplificado 
de la dinámica del robot, en ambos casos se usa la técnica de “integrator backsptepping” 












Dixon [Ref. 13], en el 2001 publicó un libro en el que también ha desarrollado bastantes 
métodos de regulación para seguimiento de trayectorias, en los cuales garantizaba la 
estabilidad de un robot móvil con ruedas. En dicho libro propuso y comprobó diversas 
estrategias de control y estudió la estabilidad de ellas utilizando las técnicas de 
Lyapunov. El rendimiento de cada controlador es demostrado por medio de resultados 
de simulación o experimentales. El capítulo final describe también como las técnicas de 
control para robots móviles puede ser aplicadas para resolver otros problemas que se 






































    3.4 MÉTODOS DE CONTROL PREDICTIVO 
 
Los modelos de control predictivo son una técnica avanzada utilizada con frecuencia en 
la industria para solucionar problemas de optimización bajo ciertas restricciones. Un 
modelo específico de control es conocido como “Receding Horizon control”. En esta 
metodología, los problemas de control son optimizados en un período de tiempo finito 
y la señal de control resultante se aplica al sistema. En cada optimización, la primera 
señal de control en la configuración de control optimizado es enviada a la planta. Las 
señales resultantes se descartan. Este proceso se repite continuamente. 
Esta técnica ha sido aplicada al control de robots móviles. Gu [Ref. 14] presentó 
resultados exitosos donde un robot móvil con ruedas se reguló a un “arbitrary set-point” 
usando un RHC. Los resultados mostraron que se podía conseguir la estabilidad para el 
robot. La única desventaja fue el tiempo de cómputo. Ellos mismos citaron que la 
implementación a tiempo real no era un método realizable y que el trabajo futuro era 
conseguir reducir este tiempo de cómputo.   
Una visión general de esta técnica fue ofrecida por Mayne [Ref. 15] en el año 2000. En 
ella utiliza una metodología de teoría de control para determinar la mejor acción de 
control dado un determinado estado.  
El concepto clave del RHC es que el estado de la trayectoria que se va modificando es 
generado por la predicción de un sistema de estado futuros por medio de un modelo 
dinámico.   
El uso del RHC en un AGV hace unificar el control y el diseño de trayectoria porque el 
movimiento futuro del vehículo está continuamente siendo optimizado como un sub-





















4. ALGORITMOS ESTUDIADOS 
 
4.1 PURE PURSUIT PATH TRACKING 
        4.1.1 MOVIMIENTO EN EL PLANO Y ALGORITMO 
 
En este apartado analizaremos más al detalle el algoritmo a nivel matemático. 
 
Explicando este algoritmo explicaremos el desarrollo más avanzado que Ollero y Heredia 
hicieron de él, explicando condiciones de estabilidad y teniendo en cuenta el retardo 
puro en el lazo. Es por esto que al realizar las simulaciones y los experimentos del 
proyecto nos basaremos en este desarrollo más avanzado realizado por Ollero y 
Heredia. 
Heredia y Ollero [Ref. 3] nos muestran el algoritmo de “pure pursuit path tracking” para 
una línea recta y también para una línea curva.  
Llamemos (𝑥, 𝑦, 𝑧) a las coordenadas del vehículo y (𝜓, 𝜙, 𝜃) a los ángulos de 
orientación y 𝛾 = 𝑑𝜃/𝑑𝑠 al radio de curvatura de la trayectoria del vehículo. Para una 
navegación en dos dimensiones, la posición y orientación del vehículo es dada por 
(𝑥, 𝑦, 𝜃). Entonces el problema del control se puede explicar en cómo dirigir el vehículo 
desde su configuración actual (𝑥, 𝑦, 𝜃) a la configuración deseada (𝑥𝑑 , 𝑦𝑑 , 𝜃𝑑). Las 
ecuaciones de movimiento del vehículo son: 
𝑑𝑥 = − sin 𝜃𝑑𝑠 
𝑑𝑦 = cos 𝜃𝑑𝑠 
𝑑𝜃 = 𝛾𝑑𝑠 
Donde 𝛾 es la curvatura de la trayectoria del vehículo, 𝑑𝜃 es la variación de la orientación 
del vehículo y 𝑑𝑠 es la distancia viajada. Las ecuaciones de movimiento en coordenadas 
mundo se pueden expresar como: 
𝑥?̇? = −𝑉 · sin 𝜃 
?̇?𝑤 = 𝑉 · cos 𝜃 
?̇? = 𝑉𝛾 
Donde 𝑉 es la velocidad longitudinal o velocidad del vehículo.  
La dinámica del sistema de seguimiento/dirección puede ser representada como este 






(𝛾 − 𝛾𝑟) 
Donde 𝑇 es la constante de tiempo. 
Como se puede ver, el sistema de control de dirección se puede representar con las 
anteriores ecuaciones donde 𝑥, 𝜃 𝑦 𝛾 son las variables de estado y 𝛾𝑟 es la variable de 
control computada por el algoritmo de control de dirección. 








; 𝜃′ = 𝜃;  𝛾′ = 𝑉𝑇𝛾 
 





En la explicación se usan las formas adimensionales y se evitan las ′ en las variables por 
claridad. Por lo tanto, las ecuaciones son: 
?̇? = − sin 𝜃 
?̇? = 𝛾 
?̇? = −𝛾 + 𝛾𝑟 
 






Basándose en la teoría del “pure pursuit path tracking”, la orientación del vehículo 
requerida puede ser calculada usando las consideraciones geométricas anteriormente 
explicadas. Por tanto, la orientación requerida se puede calcular obteniéndola 
geométricamente como se puede observar en la que Figura 10 en la se muestra la 





















Figura 10- Representación geométrica Con igual orientación a la trayectoria a seguir 
 
Analizando el triángulo rectángulo de la izquierda obtenemos: 
 

























Donde 𝑥 es el desplazamiento de la posición del destino en coordenadas del vehículo, 𝐿 
es la “lookahead distance” y 𝑅 es el radio de la circunferencia que usaremos como 
referencia para realizar la curvatura.  
 
 
        4.1.2 ESTABILIDAD BÁSICA 
 
Por lo que respecta a la estabilidad de un sistema no lineal en un estado de equilibrio se 
puede examinar como la estabilidad de un sistema lineal alrededor del estado de 
equilibro. Este análisis solo se puede aplicar cerca del estado de equilibro. 






















| , 𝜑𝜃 =
𝜕𝛾𝑟
𝜕𝜃
|  𝑦 𝜑𝛾 =
𝜕𝛾𝑟
𝜕𝛾
| son derivadas parciales de 𝛾𝑟en el origen. 
Para analizar la estabilidad de un sistema lineal podemos analizar las raíces de la 
ecuación característica y ver que es estable si todas las raíces tienen parte real negativa.  
Llamemos 𝑃(𝑠) al polinomio característico del sistema linealizado: 
𝑃(𝑠) = |𝑠𝐼 − 𝐽| = 𝑠3 + 𝑠2 − 𝑠2𝜑𝛾 − 𝑠𝜑𝜃 + 𝜑𝑥 
La condición de estabilidad será:  
𝑃(𝑗𝜛) = 0 
Donde 𝑗 = √−1.  
Aplicando esta condición: 
−𝜛2 + 𝜛2𝜑𝛾 + 𝜑𝑥 = 0 
−𝜛3 − 𝜛𝜑𝜃 = 0 
Eliminando 𝜛, la estabilidad está dada por esta ecuación:  
𝜑𝜃(1 − 𝜑𝛾) + 𝜑𝑥 ≥ 0 
 




Es decir, para que sea estable el sistema ha de cumplir la anterior ecuación, en caso 
contrario el sistema se volvería inestable. 
 
        4.1.3 ESTABILIDAD PARA CASOS DE LÍNEA RECTA Y LÍNEA CURVA 
 





Figura 11- Pure Pursuit Path Following con distinta orientación a la línea [Ref 3] 
 
 
























Figura 12- Representación geométrica del Pure Pursuit Path following con distinta orientación a la línea 
 
𝑥 
√𝐿2 − 𝑥2 
L 
𝑋𝐿 · cos 𝜃 





𝑋𝐿 = 𝑥 · cos 𝜃 − √𝐿2 − 𝑥2 · 𝑠𝑖𝑛 𝜃 
 
 











 ;  𝜑𝑥 =
2
𝐿2
 ;  𝜑𝑦 = 0 
Por tanto, la condición de estabilidad es:  
𝐿 ≥ 1 
 
 
Si queremos analizar cómo funciona en trayectorias curvas como muestra la Figura 13, 
la dinámica de movimiento y la estabilidad analizada se verá modificada.  
 
Figura 13- Pure Pursuit Path Following con distinta orientación a la línea [Ref 3] 
 
 
En este sistema de coordenadas, las ecuaciones adimensionales de movimiento son: 
 
?̇? = − sin 𝜃 
 





?̇? = −(𝛾 + 𝛾𝑝) + 𝛾𝑟 
 
El seguimiento en líneas rectas es el caso particular donde 𝛾𝑝 = 0. 




        4.1.4 ANÁLISIS DE ESTABILIDAD CON RETARDO 
 
Si consideramos ahora que hay un retardo puro (𝜏) en el lazo de realimentación 
debido a los tiempos de computación y comunicación,  el comando de curvatura (𝛾𝑟) 
está retardado (𝜏) frente a las otras variables. El sistema linealizado localmente sobre 


























Donde  𝐽𝜏 es la Jacobina con respecto a las variables retardadas.  
Siendo 𝑄(𝑠) el polinomio característico del sistema linealizado. 𝑄(𝑠) se define como: 
𝑄(𝑠) = 𝑠3 + 𝑠2 + 𝛾𝑝
2𝑠 + 𝛾𝑝
2 + [−𝑠2𝜑𝛾 − 𝑠𝜑𝜃 + (𝜑𝑟 − 𝛾𝑝
2𝜑𝛾]𝑒
−𝑠𝜏 
Dado que 𝑒−𝑗𝜛𝜏 = cos  (𝜏𝑤) − 𝑗𝑠𝑖𝑛(𝜏𝑤), obtenemos dos condiciones para la parte 
real e imaginaria.  
−𝜛2 + (𝜛𝜑𝛾 + 𝜑𝑟 − 𝛾𝑝
2𝜑𝛾) cos (𝜏𝜛)  −𝜛𝜑𝜃 sin(𝜏𝜛) + 𝛾𝑝
2 = 0 
−𝜛3 + 𝛾𝑝
2𝜛 − 𝜛𝜑𝜃 cos(𝜏𝜛) + (−𝜛𝜑𝛾 − 𝜑𝑟 + 𝛾𝑝
2𝜑𝛾) sin (𝜏𝜛)  = 0 
 
Cálculo comando curvatura para trayectoria con curva 
Según la figura 13 para calcular el comando de curvatura en la trayectoria curvada 




𝛾(𝑟2 + 𝐿2) + 2𝑟
2𝐿(1 + 𝛾𝑃𝑟)
cos 𝜃 − √1 − (



















; 𝜃𝛾 = 0 





























) sin(𝜏𝜛) = 0 
 
Los valores límites estables para una lookahead no dimensional se muestran en la 
Figura 14 para distintas curvaturas. 







































    4.2 VECTOR FIELD PATH TRACKING 
        4.2.1 INTRODUCCIÓN 
 
En este apartado analizaremos más al detalle el algoritmo a nivel matemático. 
 
El concepto de campo de vectores es similar a los campos potenciales que se han 
usado comúnmente en robótica. También se ha sugerido el uso de campos potenciales 
para la navegación UAV. Aun así, los campos de vectores se diferencian de los campos 
potenciales en que estos no necesariamente representan el gradiente de los 
potenciales. De hecho, simplemente indican la dirección de la trayectoria a seguir.  
 
Se ha realizado una adaptación del método para un coche virtual. Para una velocidad 𝑽 
deseada se utiliza el siguiente modelo de navegación:  
 
?̇? = 𝑉 · cos 𝜓                                                                (1) 
?̇? = 𝑉 · sin 𝜓                                                                (2) 
 
Donde 𝝍 representa el ángulo de orientación y será controlado por el método actual.  
 
Asumimos que el AGV está equipado con un autopiloto que implementa el seguimiento 
del rumbo y los resultados se representan como un sistema de primer orden: 
 
𝜓 = 𝛼(𝜓𝑐 − 𝜓)                                                         (3) 
 
Donde 𝝍𝒄 es el rumbo comandado del vehículo (calculado por el algoritmo) y 𝜶 es una 
constante positiva y sirve como parámetro de control. 
 
        4.2.1 SEGUIMIENTO DE UNA LÍNEA RECTA 
 
Considérese una línea recta. Para seguir esta trayectoria se construye un campo de 
vectores con el rumbo deseado. Cuando el coche este lejos de la línea (es decir, que la 
distancia lateral sea mayor que 2 o 3 veces el mínimo radio de giro), el objetivo será que 
se mueva prácticamente perpendicular al camino deseado. Al acercarse a la línea el 
cómputo del rumbo deseado cambiará para que se aproxime de una manera mucho más 
suave.  En la Figura 6, la región de transición está indicada con unas líneas negras que 
están a una distancia 𝝉 de la línea a seguir. Fuera de esta región de transición el rumbo 
deseado o el ángulo de ataque, 𝝌𝒆 es constante. Una vez dentro de la región este rumbo 
deseado comienza a transitar desde  𝝌𝒆 al rumbo deseado de la trayectoria 𝝍𝒇. El ratio 
de transición es controlado por una ganancia, 𝒌 ≥ 𝟏. 
 
 












𝝎𝟏, 𝝎𝟏𝒙 , 𝝎𝟏𝒚  
𝝆 




Ángulo de orientación de waypoint 1 a 2. 
Progreso de AGV sobre el camino ∈ [𝟎, 𝟏]. 
Error de seguimiento lateral (Cross-track). 
Distancia de transición de las regiones. 
Waypoint 1 y sus componentes x e y. 
El lado del camino por donde está el AGV. 
Posición actual del AGV. 





Ganancia de transición 𝒌 > 𝟏. 
 
Algoritmo 1  
  
Calculamos el rumbo o ángulo desde waypoint 1 a waypoint 2. 
 
 𝝍𝒇 = 𝐚𝐭𝐚𝐧 (𝝎𝟐𝒚 − 𝝎𝟏𝒚 , 𝝎𝟐𝒙 − 𝝎𝟏𝒙) 
 
Una vez hecho esto calculamos la posición del AGV en el camino. 
 
𝐬∗ =





Calculamos la distancia menor del AGV a la línea: 
 
𝝐 = ‖𝒛 − (𝒔∗(𝝎𝟐 − 𝝎𝟏) + 𝝎𝟏‖ 
 
Calculamos en cuál de los dos lados del camino está situado: 
 
𝝆 = 𝒔𝒊𝒈𝒏[(𝝎𝟐 − 𝝎𝟏) × (𝒛 − 𝝎𝟏)]  
 
𝝐 = 𝝆𝝐 
 
Luego, en función de las dos regiones calcularemos el ángulo deseado. Si la distancia a 
la línea es mayor que la variable de control que regula la transición entre las dos 
regiones 𝝉 entonces:  
𝒊𝒇 (|𝝐| > 𝝉) 




𝝍𝒅 =  𝝍𝒇 − 𝝆𝝌𝒆 (Ángulo de rumbo) 
𝝍𝒄 = 𝝍𝒅 (Ángulo de rumbo comandado al autopiloto) 
𝒆𝒍𝒔𝒆 






𝝍𝒄 = 𝝍𝒅 − (
𝒌𝝌𝒆𝑽
𝜶𝝉𝒌
) 𝝐𝒌−𝟏 𝐬𝐢𝐧 𝝍 
 
 
ANÁLISIS DE ESTABILIDAD 
 
El objetivo es poder demostrar que nuestro algoritmo permite seguir líneas rectas con 
la mayor precisión posible. Primeramente, se establecerá que nuestro vehículo está 
fuera de la región de transición y que entrará en la región en un tiempo finito. Una vez 
dentro de la región se podrá ver que el error lateral y el error de rumbo irán 
aproximándose a 0 asintóticamente. La teoría de estabilidad de Lyapunov será usado 
para justificar estos cambios.  
 
Fuera de la región de transición 
Considerándose la dinámica dada por las ecuaciones (𝟏) , (𝟐)𝒚 (𝟑) y las condiciones 
iniciales fuera de la región de transición. El ángulo de rumbo será dado por:  
𝝍𝒄 = 𝝍𝒅 =  𝝍𝒇 − 𝝆𝝌𝒆 
 
Donde 𝝆 está calculado en el algoritmo 1 y 𝝌𝒆 ∈ (𝟎,
𝝅
𝟐
). El vehículo entrará en la región 
de transición (𝒊. 𝒆, |𝝐| < 𝝉) en tiempo finito. 
 
Considérese el siguiente escenario donde el camino a seguir será el eje de las x con 
𝒙𝒇 = 𝟎 implicando que 𝝐 = 𝒚. Por tanto, tenemos que 





Figura 15- Geometría del vector field para 𝒚 > 𝟎 [Ref 6] 
 
 
𝝍𝒄 = 𝝍𝒅 =  −𝝆𝝌𝒆. Definiendo ?̃? ≜ 𝝍𝒅 − 𝝍 y teniendo en cuenta que 𝝆𝝌𝒆 es 
constante da ?̇̃? = −𝜶?̃? lo que implica que 𝝍 = 𝒆−𝜶𝒕?̃?(𝒕𝟎). El error de rumbo 
convergerá exponencialmente a −𝝆𝝌𝒆. 
Consideremos el caso en que 𝒚(𝒕𝟎) > 𝝉. Cuando 𝟎 < 𝝍(𝒕𝟎) < 𝝅, 𝒚(𝒕) crecerá 
inicialmente. Aun así, como 𝝍(𝒕) exponencialmente se aproxima a −𝝌𝒆, entonces existe 
un 𝝐′ > 𝟎 en el cuál  𝝍(𝒕) establecerá que 𝑴 ≜ [−𝝅 + 𝝐′, −𝝐′]. Cuando 𝝍(𝒕) ∈ 𝑴, 
entonces existe una 𝝐′′ > 𝟎 en la cual 𝒚 = 𝑺 ∗ 𝐬𝐢𝐧 𝝍 ≤ −𝝐′′ lo que implica que el 
decrecimiento en 𝒚 está influenciado por un ratio constante que implica que 𝒚(𝒕) 
entrará en la región de transición en un tiempo finito.  
 
Dentro de la región de transición 
 
Considerándose la dinámica dada por las ecuaciones(𝟏) , (𝟐) 𝒚 (𝟑) y las condiciones 
iniciales fuera de la región de transición.  
Si el comando de rumbo está dado por: 
 
𝝍𝒄 = 𝝍𝒅 − (
𝒌𝝌𝒆𝑽
𝜶𝝉𝒌
) 𝝐𝒌−𝟏 𝐬𝐢𝐧 𝝍 
 














Donde 𝝐 está calculado en el Algoritmo 1 y 𝝌𝒆 ∈ (𝟎,
𝝅
𝟐
)  𝒚 𝒌 ≥ 𝟏, 𝒆𝒏𝒕𝒐𝒏𝒄𝒆𝒔 𝛙𝐜 = 𝛙𝐝 −
𝟎 𝐲 𝛜 → 𝟎, 𝒂𝒔í𝒏𝒕𝒐𝒕𝒊𝒄𝒂𝒎𝒆𝒏𝒕𝒆. 
 
Se demuestra que aplicando las funciones de Lyapunov y definiendo M como: 
𝑴 ≜ [(𝒚, 𝝍): −𝝅 ≤ 𝝍 ≤ 𝟎′, −𝝉 ≤ 𝒚 ≤ 𝝉] 
Llegamos a la conclusión que: 





] + 𝒆−𝜶𝒕 𝝍(𝒕𝟎) 
Esto implica que si 𝒚(𝒕) se mantiene en la región de transición entonces la trayectoria 
del sistema entra en M en tiempo finito. Aun así, la orientación inicial del AGV puede 
forzar al sistema a salir de la región de transición.  
 
 
        4.2.2 SEGUIMIENTO DE UNA ÓRBITA 
 
Este algoritmo para órbitas circulares crea campos de vectores de manera similar a 
como lo hacía en trayectorias rectilíneas. Considérese la órbita deseada mostrada en la 
Figura 16. Se considera una órbita en sentido contraria a las agujas del reloj. La órbita 
deseada tiene un centro con coordenadas 𝒄𝒙, 𝒄𝒚 y un radio conocido 𝒓. Cuando la 
distancia entre el AGV y el centro de la órbita, 𝒅 es mayor que 𝟐𝒓, es deseable que el 
AGV circule con una orientación tangente a la órbita a seguir. El ángulo deseado para 
𝒅 > 𝟐𝒓 es: 




Donde 𝜸 es definido como la orientación entre el centro de la órbita y el AGV como 
muestra la Figura 16. 
Una vez dentro de 𝟐𝒓, la orientación cambia ya y 𝒅 pasa de  𝟐𝒓 a 𝒓. Cuando 𝒅 = 𝟐𝒓 la 
orientación deseada es 𝝍𝒅 = 𝜸 − 𝝅 + 𝐬𝐢𝐧−𝟏 (
𝒓
𝒅
) =  𝜸 −
𝟓𝝅
𝟔
. Cuando 𝒅 = 𝒓, 𝝍𝒅 = 𝜸 −
𝝅
𝟐
. La orientación deseada para una órbita en contra del sentido de las agujas del reloj 
cuando 𝒅 ≤ 𝟐𝒓 es determinada por: 












Donde 𝒌 ≥ 𝟏es una ganancia que determina el ratio de transición. La misma ecuación 
se usa cuando 𝒅 < 𝒓. 
 





Puesto que se están siguiendo órbitas es conveniente cambiar las dinámicas de la 
navegación a coordenadas polares en función de 𝒅 y 𝜸 donde el centro de la órbita 
será el origen. De la Figura 16, 𝒙 = 𝒄𝒙 + 𝒅 𝐜𝐨𝐬 𝜸 y 𝒚 = 𝒄𝒚 + 𝒅 𝐬𝐢𝐧 𝜸. Así obtenemos: 




· 𝐬𝐢𝐧(𝝍 − 𝜸) 
Donde 𝑽 y 𝜸 son la velocidad y la orientación respectivamente. 
 
Figura 16- Geometría de vector field para el seguimiento de órbitas. [Ref 6] 
 
 




𝒛 = (𝒙, 𝒚)𝑻 






Radio de la órbita 
Coordenadas del GPS para el AGV 
Coordenadas del GPS para el centro de la óribta 
Distancia del centro de la órbita al AGV 
Orientación deseada. 
Orientación comandada.  
Ganancia de convergencia 𝒌 ≥ 𝟏 
 
 







Primeramente obtenemos la posición 𝒛 
Una vez hecho esto calculamos la distancia del al centro de la órbita. 
𝒅 = ‖𝒛 − 𝒄‖ 
En función de a que distancia se encuentra, calcularemos la orientación cambiando su 
cómputo: 
𝒊𝒇 𝒅 > 𝟐𝒓 𝒕𝒉𝒆𝒏 










𝐬𝐢𝐧(𝝍 − 𝜸) 
𝒆𝒍𝒔𝒆 
 












𝝍𝒄 = 𝝍𝒅 −
𝑺
𝜶𝒅
· 𝐬𝐢𝐧(𝝍 − 𝜸) −
𝒌𝑽𝝅
𝟑𝒓𝒌𝜶
?̂?𝒌−𝟏 𝐜𝐨𝐬(𝝍 − 𝜸) 
 
ANÁLISIS DE ESTABILIDAD 
 
El AGV entrará en la región de transición en tiempo finito y una vez dentro de la región 
de transición el error de seguimiento tenderá a 0 asintóticamente. 
 
Fuera de dos veces el radio 
Para demostrar que entrará en la región en tiempo finito definimos que: 
?̂? ≜ 𝝍𝒅 − 𝝍 = 𝜸 − 𝝅 + 𝐬𝐢𝐧 (
𝒓
𝒅
) − 𝝍 
Diferenciando y usando la ecuación de la orientación comandada de fuera de dos 
veces el radio del Algoritmo 2 obtenemos: 






(𝝍 − 𝜸)] 
Lo que implica que 𝝍(𝒕) se aproxima exponencialmente.  
Luego definimos que ?̂? ≜ 𝒅 − 𝟐𝒓 y diferenciamos para obtener: 




Como ?̃? → 𝟎 , ?̂? →  
−𝑽√𝒅𝟐−𝒓𝟐
𝒓
< 𝟎, lo que implica que ?̂? → 𝟎 en tiempo finito 
  
 
Dentro de dos veces el radio 
Considerando que ahora se está dentro de la región de dos veces el radio procedemos 
a demostrar que si 𝝍 → 𝝍𝒅 entonces 𝒅 → 𝒓. 





Se demuestra que aplicando las funciones de Lyapunov y definiendo M como: 
𝑴 ≜ [(?̂?, 𝝍): 𝜸 −
𝟑𝝅
𝟐
≤ 𝝍 ≤ 𝜸 −
𝝅
𝟐
, ?̂? ≤ 𝟐𝒓] 
Diferenciando  
?̂? = 𝝍𝒅 − 𝝍 
 
 y usando la ecuación de la orientación comandada de dentro de dos veces el radio del 
Algoritmo 2 obtenemos: 
?̂? = −𝜶?̂? 
Lo que implica que  
𝝍(𝒕) = 𝒆−𝜶𝒕?̂?(𝒕𝟎) 
 
Si la trayectoria entre dentro de la región de dos veces el radio, entonces la declinación 






































5. RESULTADOS Y SIMULACIONES 
 
Primeramente, realizaremos unas simulaciones de nuestros dos algoritmos en Matlab y 
variaremos las condiciones iniciales del vehículo y las variables de control de ambos 
algoritmos para ver su fidelidad frente a los cambios. 
 
Además, para determinar qué algoritmo sería más conveniente a la hora de utilizar en 
nuestro vehículo, utilizaremos criterios matemáticos para demostrar el mejor algoritmo 
entre ambos. 
 
Nuestros modelos de Simulink del algoritmo de Pure Pursuit Y Vector Field se pueden 















Figura 17- Esquema general de la simulación en Simulink 
 
 
 Está compuesto por: 
 Un Waypoints generator: Este bloque genera waypoints separados a una 
distancia 𝐷 y aleatoriamente con un ángulo de separación entre ellos controlado 
por la variable 𝜉. Este bloque genera un nuevo waypoint si la distancia entre la 
posición actual del vehículo y el waypoint actual es menor a un valor establecido 
por el usuario. En nuestro caso hemos considerado 5 metros.  
 Cálculo steering-angle: Esto bloque contiene la ley de control. A partir de dos 
waypoints genera el steering angle necesario para poder realizar el giro deseado. 

















Xact + Yact 
[ Xact, Yact, Thetaact ] 




En las simulaciones se trabajará con dos errores: 
 Cross-track error= Se refiere a la distancia perpendicular de la línea a la 
posición actual del vehículo en cada instante. Se puede apreciar el cálculo en 
la Figura 4. 
 Distance-to-WP = Se refiere a la diferencia entre la posición Actual del 
vehículo y la distancia al punto al que se desea llegar. Se puede apreciar su 
cálculo en la Figura 4. 
    5.1 SIMULACIONES DE PURE PURSUIT PATH TRACKING  
 
Simulación de Pure Pursuit con distancia de 20m entre puntos y separación 0-45º 
cambiando LD. 
 
En esta simulación cambiaremos el parámetro de control del algoritmo para ver como 




X Y 𝜽 Velocidad  
4 0 0 1m/s 




Figura 18- Pure Pursuit- Trayectoria a la línea cambiando LD 














Podemos observar que el hecho de cambiar la LD del vehículo origina que la manera de 




















Simulación de Pure Pursuit con distancia de 20m entre puntos y separación 0-45º con 
𝜃 con LD fija. 
 
En esta simulación fijaremos el parámetro de control del algoritmo y su 𝜃 inicial y 
veremos su funcionamiento alterando la posición inicial en X del vehículo. 
 
Condiciones iniciales 
LD Y 𝜃 Velocidad  
4 0 0 1m/s 
 
 
Figura 20- Pure Pursuit- Trayectoria a la línea cambiando X inicial 
 









Podemos observar que el hecho de cambiar la posición inicial del vehículo hará variar la 



























Simulación de Pure Pursuit con distancia de 20m entre puntos y separación 0-45º con 
diferentes 𝜃s en X=3.  
En esta simulación fijaremos el parámetro de control del algoritmo y su posición inicial 
en X y veremos su funcionamiento alterando su orientación inicial. 
 
Condiciones iniciales 
X Y LD Velocidad  
3 0 4 1m/s 
 
 
Figura 22- Pure Pursuit- Trayectoria a la línea cambiando 𝜃 inicial para x=3 
 









Podemos observar que el hecho de cambiar la 𝜃 si influye en el lado por el que se 
























Simulación de Pure Pursuit con distancia de 20m entre puntos y separación 0-45º con 
diferentes 𝜃s en X=-3. 
 
En esta simulación fijaremos el parámetro de control del algoritmo y su posición inicial 
en X y veremos su funcionamiento alterando su orientación inicial. 
 
Condiciones iniciales 
X Y LD Velocidad  
-3 0 4 1m/s 
 
 
Figura 24- Pure Pursuit- Trayectoria a la línea cambiando 𝜃 inicial para x=-3 











Podemos observar que el hecho de cambiar la 𝜃 también influye en X=-3 por el lado en 






















    5.2 SIMULACIONES DE VECTOR FIELD PATH TRACKING  
 
Simulación de Vector Field con distancia de 20m entre puntos y separación 0-45º con 
CI Ka=1, Tau=4, XE=PI/2 
En esta simulación fijaremos tres de los cuatro parámetros de control del algoritmo y su 
posición y orientación inicial. Así podremos ver cómo afecta ese parámetro a la hora de 
aproximarse a la línea. 
 
Condiciones iniciales 
X Y 𝜃 Ka Tau Xe Velocidad  




Figura 26- Vector Field- Trayectoria a la línea cambiando Alpha  
 
 



































Simulación de Vector Field con distancia de 20m entre puntos y separación 0-45º con 
CI Alpha=5, Tau=5, XE=PI/2 
 
En esta simulación fijaremos tres de los cuatro parámetros de control del algoritmo y 
su posición y orientación inicial. Así podremos ver cómo afecta ese parámetro a la hora 





X Y 𝜃 Alpha Tau Xe Velocidad  
4 0 0 2 5 Pi/2 1m/s 
 
 
Figura 28- Vector Field- Trayectoria a la línea cambiando Ka 
 
 





Figura 29- Vector Field- Cross-track error cambiando Ka 
 
 



























Simulación de Vector Field con distancia de 20m entre puntos y separación 0-45º con 
CI Alpha=2, Ka=1, XE=PI/2 
 
En esta simulación fijaremos tres de los cuatro parámetros de control del algoritmo y su 
posición y orientación inicial. Así podremos ver cómo afecta ese parámetro a la hora de 




X Y 𝜃 Ka Alpha Xe Velocidad  




Figura 30- Vector Field- Trayectoria a la línea cambiando Tau 
 










Podemos apreciar que a Tau pequeñas el cross-track error llega a 0 mucho más rápido, 























Simulación de Vector Field con distancia de 20m entre puntos y separación 0-45º con 
CI Alpha=2, Ka=1, XE=PI/2 
 
En esta simulación fijaremos tres de los cuatro parámetros de control del algoritmo y su 
posición y orientación inicial. Así podremos ver cómo afecta ese parámetro a la hora de 




X Y 𝜃 Ka Tau Alpha Velocidad  
4 0 0 1 5 2 1m/s 
 
 










































Simulación de Vector Field con distancia de 20m entre puntos y separación 0-45º con 
CI Alpha=5, Ka=1, XE=PI/2 y Tau=4. 
 
En esta simulación fijaremos los cuatro parámetros de control del algoritmo y su 
orientación inicial. Así podremos ver cómo afecta la posición inicial del vehículo a la hora 




Alpha Y 𝜃 Ka Tau Xe Velocidad  




Figura 34- Vector Field- Trayectoria a la línea cambiando Xinicial 
 





Figura 35- Vector Field- Cross-track error cambiando Xinicial 
 
Podemos apreciar que no afecta prácticamente la manera de aproximarse la línea ya 



























Simulación de Vector Field con distancia de 20m entre puntos y separación 0-45º con 
CI Alpha=5, Ka=1, XE=PI/2 y Tau=4 para X=4.  
 
En esta simulación fijaremos los cuatro parámetros de control del algoritmo y su 
posición inicial. Así podremos ver cómo afecta la orientación inicial del vehículo a la hora 




X Y Alpha Ka Tau Xe Velocidad  
4 0 2 1 5 Pi/2 1m/s 
 
 
Figura 36- Vector Field- Trayectoria a la línea cambiando 𝜃 inicial para X=4 
 
 





Figura 37- Vector Field- Cross-track error cambiando 𝜃 inicial para X=4 
 
 
Podemos observar que no afecta prácticamente la orientación inicial del vehículo a la 

























Simulación de Vector Field con distancia de 20m entre puntos y separación 0-45º con 
CI Alpha=5, Ka=1, XE=PI/2 y Tau=4 para X=-4.  
 
En esta simulación fijaremos los cuatro parámetros de control del algoritmo y su 
posición inicial. Así podremos ver cómo afecta la orientación inicial del vehículo a la hora 
de aproximarse a la línea. 
 
Condiciones iniciales 
X Y Alpha Ka Tau Xe Velocidad  
-4 0 2 1 5 Pi/2 1m/s 
 
 
Figura 38- Vector Field- Trayectoria a la línea error cambiando 𝜃 inicial para X=-4 
 









Podemos ver que en esto caso tampoco afecta demasiado a la manera de orientarse 
























    5.3 COMPARACIÓN ENTRE AMBOS ALGORITMOS 
 
Una vez estudiado cada algoritmo por separado escogeremos unos valores óptimos de 
las variables de control para cada uno según las gráficas mostradas anteriormente.  
Así pues, para el Pure Pursuit Path Tracking fijaremos: 
 
Variable de control Valor 
Lookahead-distance 3 
 
 Y para el Vector Field Path Tracking será: 
 






Una vez hecho esto, estableceremos unas condiciones iniciales idénticas para ambos 
algoritmos y comprobaremos su Cross-track error y su Distance-to-WP. Con estos dos 
parámetros comprobaremos cuál será el algoritmo más óptimo de control en estas 
condiciones. 
También se ha calculado la integral del Cross-track error para comparar un valor 
numérico. 
Condiciones iniciales 
X Y 𝜃 Velocidad  
4 0 0 1 m/s 
 





Figura 40- Comparación- Trayectoria a la línea con 𝜃 Inicial=0 y X=4 
 
 

















X Y 𝜃 Velocidad  
4 0 PI 1 m/s 
 
 
Figura 42 Comparación- Trayectoria a la línea error con 𝜃 Inicial=PI y X=4 
 




































X Y 𝜃 Velocidad  
-3 0 0 1 m/s 
 
 
Figura 44- Comparación- Trayectoria a la línea error con 𝜃 Inicial=0 y X=-3 
 




































X Y 𝜃 Velocidad  
-3 0 PI 1 m/s 
 
 
Figura 46- Comparación- Trayectoría a la línea con 𝜃 Inicial=PI y X=-3 

















    5.4 CONCLUSIÓN 
 
Podemos observar que en todos los casos descritos el algoritmo de Vector Field tiene un 
error de Cross-Track más reducido, esto es adecuado a nuestro sistema ya que nos 
interesa que nuestro vehículo siga la línea con el menor error posible y que llegue a ella 
en el mínimo tiempo necesario sin que realice giros bruscos u oscilaciones. 
 
Por este caso y observando con detalle las simulaciones comparativas podemos 
confirmar que los para los parámetros de control escogidos que resultan los más 
óptimas en estas circunstancias en ambos algoritmos podemos ver que la simulación de 
Vector Field presenta resultados notablemente mejores. 




6. PROGRAMACIÓN EN EL ENTORNO VIRTUAL DE UNITY 
 
    6.1 INTRODUCCCIÓN  
 
Unity es un motor de videojuego multiplataforma creado por Unity Technologies. Unity 
está disponible como plataforma de desarrollo para Microsoft Windows, OS X y Linux, y 
permite crear juegos para Windows, OS X, Linux, Xbox 360, PlayStation 3, Playstation 
Vita, Wii, Wii U, iPad, iPhone, Android y Windows Phone.  
 
Unity es una herramienta parcialmente gratuita con ciertas restricciones, pero en 
nuestro caso tenemos suficiente con la versión gratuita. 
 
En el proyecto existente sobre el que se ha trabajado existía una programación de una 
ciudad virtual sobre el que se habían diseñado casas, señales,calles,personas… Un 
ejemplo de la ciudad existente puede verse en la Figura 48. 
 
 
Figura 48- Vista en planta de la ciudad en Unity 
 
 
En dicha ciudad se implementó un coche virtual, diseñado con las físicas propias de un 
coche. Nuestro objetivo en el proyecto sería implementar los dos algoritmos de 
trayectoria estudiados en el entorno virtual y ver si serían capaz de funcionar 




correctamente dado un circuito previo. Este coche se puede apreciar más 
detalladamente en la Figura 49. 
 
Figura 49- Coche diseñado en Unity en la Ciudad 
 
 
Actualmente el coche trabaja con un planificador de trayectoria local diseñado para que 
cree Waypoints a una frecuencia de 100ms. Este planificador trabaja sobre unos 
Waypoints globales diseñados para realizar el circuito que queremos. Es decir, entre dos 
Waypoints Globales genera unos pequeños waypoints a una frecuencia de 100ms que 
son los que el planificador otorga al algoritmo de control de trayectoria para trabajar. 
Esto se puede apreciar en la Figura 50. 
 
 








En la figura 51 podemos ver el circuito de los Waypoints globales creados en la ciudad 
para que el coche haga el seguimiento. 
 
 
Figura 51- Circuito de waypoints generales 
 
 
Dado que el planificador que existe en el proyecto es bastante complejo y da Waypoints 
a una frecuencia realmente elevada hemos probado dichos algoritmos utilizando 
solamente el circuito de los Waypoints generales (Bolas azules grandes) que se han 
creado manualmente en el entorno virtual. De esta segunda manera podremos apreciar 
con más detalle cómo funciona el algoritmo de control de trayectoria ya que con el 
planificador tan complejo activo, el planificador se lleva la mayor parte del trabajo y no 
















    6.2 PROGRAMACIÓN 
 
Unity puede ser programado en C, C++ o CSharp. En nuestro caso, se ha programado 
todo el entorno virtual por CSharp usando el ambiente de desarrollo integrado que 
proporciona Unity: MonoDevelop. Para hace el código más entendible se han 
programado las funciones del Control y Planificador de trayectoria en C++ en Visual 
Studio, los cuales se importarán directamente a la programación en CSharp, pudiendo 
así trabajar sobre C++.  
La función principal que permite el movimiento del coche es la función Move() que 
está implementada en CSharp. La función Move() llamará cíclicamente a las funciones: 
 
 Compute () del planificador de trayectoria: Tendrá como entradas la posición 
actual del vehículo y el waypoint al que se quiere llegar. Dados estos datos creará 
una serie de waypoints a una distancia mucho más cercana y la velocidad 
necesaria para seguirlos a la mejor perfección posible. Esto no se utilizará en 
nuestra implementación. 
 Compute () del algoritmo de control de trayectoria: Tendrá como entradas la 
posición actual del vehículo y el Waypoint al que se desea llegar. Dados estos 
datos, la función devolverá la consigna de velocidad deseada a la que queremos 
que vaya el vehículo y el ángulo de giro necesario para orientar el vehículo hacía 
la trayectoria deseada. 
Estas dos funciones estarán implementadas en C++ y se importarán a Unity para poder 
ser utilizadas. Esto se explicará más al detalle en las siguientes secciones. 
 
        6.2.1 PROGRAMACIÓN DEL ALGORITMO DE CONTROL 
 
El algoritmo de control se administra en la aplicación MonoDevelop llamando al script 
ControlDll.cs, este se ocupará de importar las funciones creadas en los archivos fuente 
del control creados en el entorno de programación Visual Studio en C++. 
 
Este script inicializará las variables de control, elegirá el algoritmo a utilizar e inicializará 
la variables de estado del coche para que puedan ser utilizadas por el archivo principal 
Move() que es quien se dedica del  movimiento del coche. Además, contiene dos las dos 
funciones principales de control: 
 SetDesired (): Su función será establecer las posiciones y velocidades deseadas 
dadas por la función que se encarga de seleccionar los waypoints a seguir que se 
encuentre en el propio Move(). 
 Compute (): Se encarga de ejecutar el algoritmo de control de trayectoria y 
obtener el ángulo de giro necesario del volante para efectuar el giro necesario 
para seguir la trayectoria deseada. 
Estas dos funciones las llamará cíclicamente el script Move(). 





Dentro del script ControlDll.cs primero se ejecutará la función Start(), dicha función 
importará una función del archivo creado en VisualStudio y programado en C++. 
 
Las funciones son exportdas a Csharp usando el script VehicleControlDll.cpp 
programado cn C++ en VisualStudio. El script que organiza y funciona como Manager es 
el VehicleControllManager que es el siempre llamado por el VehicleControlDll a la hora 
de exportar los resultados de las funciones llamadas.   
 
Así, cuando se llama a la función Start() en ControlDll.cs, estamos llamado a la acción 
SetAlgorithm del VehicleControlManager.  
Cuando se ejecute Start(),se leerá un archivo un campo del archivo de datos 
parameters.dat (que está en la raíz de la carpeta de trabajo de Visual Studio). En este 
campo llamado “Algoritmo”, tendremos que escribir el algoritmo de control de 
trayectoria que queramos utilizar en este archivo de parameters.dat. Una vez leído el 
parámetro, creará un objeto de clase seleccionada en el algoritmo.  
 
Este objeto de clase del algoritmo seleccionado será sobre el cuál se habrá de trabajar 
en el algoritmo de trayectoria a utilizar. Tendrá una acción importante llamada Compute 
que es la que el script Move() irá llamando cíclicamente para obtener la velocidad y el 
ángulo de giro necesarios para mover el coche hacia la trayectoria deseada.  
La acción Compute recibirá los puntos actuales del coche y la orientación y velocidad 
actuales y a partir de ellos y de la posición de los waypoints se habrá de calcular los 
ángulos de giro y la velocidad a la que deseamos ir.  
 
        6.2.2 PROGRAMACIÓN DEL ALGORITMO DE PLANIFICACION DE 
TRAYECTORIA  
 
El Algoritmo de planificación de trayectoria funciona de manera similar al algoritmo de 
control de trayectoria. También tiene un script llamado PlannerDll.cs que se ocupará de 
importar las funciones creadas con C++ y Visual Studio. 
 
Este script inicializará las variables necesarias para el Planificador de trayectoria. Su 
función principal es Compute(). Dicha función funcionará como un planificador de 
trayectoria, tendremos que darle la posición y orientación actual del vehículo y la del 
waypoint a la que queremos llegar y el planificador nos dará una serie de waypoints más 
próximos a una frecuencia determinada. En este planificador está computado un 
planificador a bajo nivel.  
 
A pesar de eso, nosotros no queremos utilizar el planificador, ya que queremos verificar 
el funcionamiento del algoritmo de control sin la ayuda de un planificador.  




        6.2.3 MODIFICACIÓN REALIZADA EN EL CÓDIGO DE UNITY 
 
Puesto que el objetivo de Unity es probar el algoritmo de control de trayectoria resulta 
inútil tener un planificador de trayectoria que ya haga parte del trabajo. Así pues, se han 
hecho las modificaciones necesarias en el Move(), para que los waypoints que entraban 
en el planificador sean los que se introducen en el algoritmo de control de trayectoria y 
no los que resultaban del planificador de trayectoria. 
Además, se han realizado las modificaciones necesarias para que el cambio de Waypoint 
se realice dependiendo de la distancia a la que se encuentre el coche del Waypoint al 
que se desea llegar. 
 
Una vez hecho esto se han probado el algoritmo Pure Pursuit y el Vector Field en el 
programa y hemos estudiado su funcionamiento.  
 
En las siguientes imágenes (Figura 52 y 53) se puede apreciar como el coche sigue la 
trayectoria prefijada con el algoritmo de Pure Pursuit computado.  
 
 









Figura 53- Seguimiento de la trayectoria en Unity parte 2 
 
Las simulaciones se enseñarán en la presentación del proyecto puesto que no se pueden 































        6.2.4 ESQUEMA GENERAL 
 
En la Figura 54 se puede apreciar el esquema general de la organización de la 








































Figura 54- Esquema general de la programación 
 




    6.3 SISTEMAS DE COORDEANDAS 
 
        6.3.1 ENTORNOS DE PROGRAMACIÓN 
 
Tanto en Unity como en Matlab los sistemas de coordenadas han ido variando respecto 
a los adaptados en los algoritmos de control. Esto resulta problemático a la hora de 
diseñar nuestro algoritmo de control porque todo tiene que trabajar en un sistema de 
coordenadas conocido o adaptar las posiciones y ángulos a un mismo sistema. 
Es por esto que este apartado permite resumir cuál es el sistema de coordenadas en 
cada caso y pondremos como ejemplo el Algoritmo de Pure Pursuit para ver los cambios 
realizados en cada uno de ellos. 
En la Figura 55 podemos observar los ejes de coordenadas para los modelos de Matlab 
y Unity que son sobre los dos entornos que trabajaremos. En ellos 𝜃 se trata de la 
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        6.3.2 ALGORITMOS DE CONTROL 
 
En las Figura 56 podemos ver los ejes de coordenadas para los modelos de control de 
Pure Pursuit y Vector field. Llamaremos 𝜙 al ángulo necesario para orientar el vehículo 
















Figura 56- Sistemas de Coor. de Pure Pursuit (izquierda) y de Vector Field(derecha) 
 
 
Dado que los sistemas de coordenadas no son idénticos se ha habido de realizar unas 
transformaciones para adaptar los sistemas de coordenadas a los del entorno de 
programación. Por ejemplo, para obtener el ángulo necesario de giro en Pure Pursuit en 
el entorno de programación de Matlab se ha realizado la siguiente trasformación: 
 
𝜙 = 𝜃 − atan (𝑌2 − 𝑌1, 𝑋2 − 𝑋1) 
 
Siendo 𝑋 𝑒 𝑌 las coordenadas de los waypoins anterior y posterior sobre los que se 
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7. CONCLUSIONES Y TRABAJO FUTURO 
 
En este trabajo de final de grado se han estudiado dos tipos de algoritmos geométricos 
y se han aplicado a un entorno virtual de programación de videojuegos como es Unity. 
Los resultados han sido tremendamente satisfactorios y hemos podido observar como 
un algoritmo basado en leyes geométricas puede llegar a controlar un coche. Aun así, se 
las simulaciones se han basado en los modelos cinemáticos del propio coche y no en los 
dinámicos. Es decir, que en un coche real sería más trabajoso aplicar estos algoritmos 
para que pudieran funcionar correctamente. 
 
A pesar de eso, como trabajo futuro se podría probar la implementación de dichos 
algoritmos en el modelo real existente y ubicado en la UAB de Barcelona. 
 
También, puesto que se han estudiado más modelos de control de trayectoria, un 
posible trabajo futuro seria probar otros métodos de control como pueden ser métodos 
no lineales o de control predictivo y compararlos con los resultados obtenidos en este 
proyecto. 
 
Es por eso que este proyecto se podría continuar realizando un trabajo de Máster o 
Doctorado para seguir trabajando en el control de dicho coche.  
 
También, se podría complementar con el estudio y realización de un planificador de 
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    9.1 CÓDIGO Y BLOQUES DE SIMULINK DEL ALGORITMO PURE PURSUIT 
PATH TRACKING 
 


















































Modelo del Vehículo 





        9.1.2 GENERADOR DE WAYPOINTS 
 
 
function [xAnt2,yAnt2,xwp22,ywp22,alongtrack]  = fcn(xr,yr) 
  
persistent xAnt yAnt ywp2 xwp2  
  
if isempty(xAnt) 
    xAnt=0; 
    yAnt=0; 
    ywp2=0; 





orientacion= randi (45); 
  
    yAnt=ywp2; 
    xAnt=xwp2; 
  
    xwp2=cosd(orientacion)*27.6 
    ywp2=sind(orientacion)*27.6; 
    xwp2=xwp2+xAnt; 





     xAnt2=xAnt; 
     yAnt2=yAnt; 
     xwp22=xwp2; 





























        9.1.3 CÁLCULO STEERING ANGLE 
 
 

























































    9.2 CÓDIGO Y BLOQUES DE SIMULINK DEL ALGORITMO VECTOR FIELD 
PATH TRACKING 
 





















































Modelo del coche 
 
 




         9.2.2 CÁLCULO STEERING ANGLE 
 





































    9.3 CÓDIGO E IMPLEMENTACIÓN DE LOS CÓDIGOS EN UNITY 
 










public class Move : MonoBehaviour 
{ 
 // Unity vehicle initial position 
 private Transform initialCarPosTransform;  // It is the 
transformation from the original system frame to the initial caar 
position 
  
 // Variables for controling the CANBus period 
    private static float period = 0.1f;         // Period in seconds 
that defines the message sending 
 private float nextActionTime = 0.0f;        // Timer 
 
 // Visual part of Steer Wheel 
 private float maxAngleCVC = 10;    // TODO: 
What is this? 
 
 // Vehicle state 
 public double X_real;       // X 
axis is the lateral axis of the vehicle 
 public double Z_real;       // Z 
axis is the longitudinal axis of the vehicle 
 public double theta_real;      // 
Orientation of the vehicle with respect to the CoG (Center of Gravity) 
 public double speed_real;     // 
Velocity in m/s of the vehicle 
 
 // Control and planner counters 
 private int controlWaypointCounter;   // Control 
waypoint counter 
 public int plannerSegmentCounter;   // Planner 
segment counter 
 
 public float controlSpeed;     // 
Now it is float type due to other scripts need this type instead of 
double 
 public int controlSteerAngle; 
 
 // Current planner goal 
 private double X_desired; 
 private double Z_desired; 
 private double X_desired2; 
 private double Z_desired2; 
 private double theta_desired; 
 private double velocity_desired; 
 private double accel_desired; 
 private double angular_speed_desired; 




 private double curvature_desired; 
 private double angular_acceleration_desired; 
 
 private ControlDll controlDll;    // Control 
dll object 
 private PlannerDll plannerDll;    // Planner 
dll object 
 
 public Vector3 virtualCar;     // Virtual 
car sphere 
 public Vector3 virtualWaypoints;   // Virtual 
Waypoints 
 public Vector3 InitialPose; 
 public Transform intialTransform; 
 
 
 private double errorLongitudinal;   // Longitudinal 
error of the vehicle used to compute the pose of the virtuaal car 
 
 public bool rePlan;      // 
For replan when obstacle is detected. It is changed in CVC script 
 public bool smoothBraking;     // 
For braking smoothly. It is changed in CVC script 
 private bool braking;      // For 
activating Slw variable when real speed of the vehicle is near to zero 
 private bool firstSegment;     // For 
entering in the first planner segment 
 private bool stopped;      // For 
knowing if the vehicle is stopped 
 private double waitCounter;     // Counter 
for waiting after the braking phase 
 public bool lastSegment; 
 private bool alreadyObstacleDetected; 
 private bool wait; 
 private int ind; 
 
 private int vFin; 
 
 //Script references 
 private DetectingObstacles detectingObstacles; 
 public GameObject waypointsGO; 
  
 void Start () 
 { 
  // Init variables 
  controlWaypointCounter = 0;    // Control 
waypoint counter 
  plannerSegmentCounter = 0;     // Planner 
Segments counter 
  firstSegment = true; 
  rePlan = false;        
  smoothBraking = false;      
  braking = false; 
  stopped = false; 
  lastSegment = false; 
  alreadyObstacleDetected = false; 
  wait = false; 
  waitCounter = 0;  
  vFin = 0; 
  ind = 0; 
 




  // Get vehicle initial position 
  initialCarPosTransform = new GameObject().transform; 
  initialCarPosTransform.transform.position = 
this.transform.position; 
  initialCarPosTransform.transform.rotation = 
this.transform.rotation; 
  initialCarPosTransform.name = "Initial Car Position 
Transform"; 
 
  detectingObstacles = GetComponent<DetectingObstacles>(); 
 





  // Start the Control Dll 
  controlDll = GetComponent<ControlDll>(); 
 
  // Start the Path Planner Dll 
  plannerDll = GetComponent<PlannerDll>(); 
  plannerDll.setInitialValues (0.0f, 0.0f, true, 0.0f); 
 
  InitialPose = 
(transform.InverseTransformVector(transform.position)); 
  intialTransform = new GameObject().transform; 
  intialTransform.position = transform.position; 




 void Update() 
 { 
  // Rotates steer wheel based on the Tazzari steer scale and 
the maxSteer angle of the Virtual SteerWheel 
  RotateSteeringWheel rotSteer = 
this.gameObject.GetComponent<RotateSteeringWheel>(); 
  if(rotSteer) rotSteer.changeAngle(-
controlSteerAngle*rotSteer.maxAngle/maxAngleCVC); 
 
  // Virtual car position (gizmos) 
  float spherePosition = 0; 
  virtualCar = 
transform.InverseTransformVector(transform.position); 
  virtualCar.z = (float) (virtualCar.z + errorLongitudinal); 





 void FixedUpdate() 
 { 
  // Get CVC and freeway systems 
  CVCSystem CVC = GetComponent<CVCSystem> (); 
  FreewaySystemVirtual VirtualSys = 
GetComponent<FreewaySystemVirtual> (); 
 
  // Sending new data through CANBus each 100 ms 
  if (Time.time > nextActionTime) { 
   // Update next time 
   nextActionTime += period; 





   // Get waypoints 
   double thetaA, zA, xA, thetaB, zB, xB; 
 
   // For objet detection 
/*   if (!detectingObstacles.obstacleDetected && 
CVC.automaticDriving) 
   { 
    controlWaypointCounter++;  
   } 
*/ 
/*   if (rePlan == true && 
!detectingObstacles.obstacleDetected && CVC.automaticDriving) 
   { 
    firstSegment = true; 
    rePlan = false; 
   } 
*/ 
   if (detectingObstacles.obstacleDetected && 
CVC.automaticDriving /*&& alreadyObstacleDetected == false*/) 
   { 
/*    smoothBraking = true; 
    firstSegment = false; 
    lastSegment = true; 
    alreadyObstacleDetected = true; 
*/ 
    CVC.Slw = true; 
 
   } 
   else { 
    controlWaypointCounter++; 
   } 
 
   GetWayPoints(initialCarPosTransform, 
plannerSegmentCounter, out thetaA, out zA, out xA, out thetaB, out zB, 
out xB); 
   GetVehicleState(out theta_real, out Z_real, out 
X_real, out speed_real); 
   // Trajectory planner 
   double distancia_meva; 
   distancia_meva= Math.Sqrt((xB-X_real)*(xB-
X_real)+(zB-Z_real)*(zB-Z_real)); 
 
   if (firstSegment || (smoothBraking ) || 
distancia_meva<2   && lastSegment == false)   
   { 
    // Get new way point data 
    GetWayPoints(initialCarPosTransform, 
plannerSegmentCounter, out thetaA, out zA, out xA, out thetaB, out zB, 
out xB);  
 
    // TODO: /////Meterlo en el PlanerDll 
//////////////////// 
    if(Z_desired < (zA-0.15f) || Z_desired > 
(zA+0.15f)) 
     zA = Z_desired; 
 
    if(X_desired < (xA-0.15f) || X_desired > 
(xA+0.15f)) 
     xA = X_desired; 




   
 ////////////////////////////////////////////////////////// 
 
    if (firstSegment) 
    { 
     plannerSegmentCounter++; 
     smoothBraking = false; 
     if (plannerSegmentCounter == 0) 
      plannerSegmentCounter = 0; 
     else  
      plannerSegmentCounter--; 
 
     plannerDll.setInitialValues (0.0f, 0.0f, 
true, 0.0f); 
     GetWayPoints(initialCarPosTransform, 
plannerSegmentCounter, out thetaA, out zA, out xA, out thetaB, out zB, 
out xB);  
     thetaA = -theta_real;   // 
Getting the new initial waypoint as the current position and 
orientation 
     zA = Z_real; 
     xA = X_real; 
     plannerDll.Compute(thetaA, zA, xA, 
thetaB, zB, xB, 0); 
     lastSegment = false; 
    } 
    else if (smoothBraking) 
    { 
     if(waitCounter < 1) 
     { 
      plannerSegmentCounter++; 
      if (plannerSegmentCounter == 0) 
       plannerSegmentCounter = 0; 
      else  
       plannerSegmentCounter--; 
       
     
 GetWayPoints(initialCarPosTransform, plannerSegmentCounter, out 
thetaA, out zA, out xA, out thetaB, out zB, out xB);  
      thetaA = -theta_real;  
 // Getting the new initial waypoint as the current position and 
orientation 
      zA = Z_real; 
      xA = X_real; 
       
     
 if(detectingObstacles.obstacleDetected) 
      { 
       double l0 = 
plannerDll.accumulatedLenght; 
       plannerDll.Compute(thetaA, 
zA, xA, thetaB, zB, xB, 1);  // In this case the final velocity 
is zero. 
       double l1 = 
plannerDll.accumulatedLenght; 
       double l = l1 - l0; 
       int nPoints = 
plannerDll.getSize(); 
       int index = (int) 
(4*nPoints/l); 




       xB     
 = plannerDll.getX (index); 
       zB     
 = plannerDll.getZ (index); 
       thetaB    
 = -plannerDll.getTheta (index); 
      } 
      plannerDll.Compute(thetaA, zA, xA, 
thetaB, zB, xB, 1);  // In this case the final velocity is 
zero. 
      braking = true; 
      lastSegment = true; 
      waitCounter++; 
     } 
    } 
    else 
    { 
     plannerSegmentCounter++; 
     int nWayPoints = 
gameObject.GetComponent<WaypointProgressTracker>().circuit.numPoints; 
// Total number of waypoints 
     if (plannerSegmentCounter >= nWayPoints) 
      plannerSegmentCounter = 0; 
     GetWayPoints(initialCarPosTransform, 
plannerSegmentCounter, out thetaA, out zA, out xA, out thetaB, out zB, 
out xB);  
     thetaA = -theta_real;   // 
Getting the new initial waypoint as the current position and 
orientation 
     zA = Z_real; 
     xA = X_real; 
     plannerDll.Compute(thetaA, zA, xA, 
thetaB, zB, xB, 0); 
    } 
 
    // If it is at the end of the secuence restart 
the path 
    //int nWayPoints = 
gameObject.GetComponent<WaypointProgressTracker>().circuit.numPoints; 
// Total number of waypoints 
    //if (plannerSegmentCounter >= nWayPoints) 
    // plannerSegmentCounter = 0; 
 
    controlWaypointCounter = 0; 
    firstSegment = false; 
   } 
   else { 
    GetWayPoints(initialCarPosTransform, 
plannerSegmentCounter, out thetaA, out zA, out xA, out thetaB, out zB, 
out xB);  
    //Canvi-Modificacio 
 
 
   } 
 
   // Get the vehicle position and orientation 
   GetVehicleState(out theta_real, out Z_real, out 
X_real, out speed_real); 
 
   // Get current planner goal 




   X_desired      = plannerDll.getX 
(controlWaypointCounter); 
   Z_desired      = plannerDll.getZ 
(controlWaypointCounter); 
   theta_desired     = -
plannerDll.getTheta (controlWaypointCounter); 
   velocity_desired    = 
plannerDll.getVelocity (controlWaypointCounter); 
   accel_desired    = 
plannerDll.getAcceleration (controlWaypointCounter); 
   angular_speed_desired  = 
plannerDll.getAngular_velocity (controlWaypointCounter); 
   curvature_desired    = 
plannerDll.getCurvature (controlWaypointCounter); 




   // Compute error for the virtual car gizmos 
   errorLongitudinal = (double)( (Z_desired - Z_real) * 
Math.Cos(theta_desired) - (X_desired - X_real) * 
Math.Sin(theta_desired)); 
 
   // Call control 
   X_desired=xB;//Canvi-Modificacio 
   Z_desired=zB; 
   controlDll.SetDesired(X_desired, Z_desired, 
theta_desired, velocity_desired, accel_desired, angular_speed_desired, 
curvature_desired, angular_acceleration_desired); 
   controlDll.Compute(theta_real, Z_real, X_real, 
speed_real); 
   controlSpeed   = (float) 
controlDll.GetSpeed(); 
   controlSteerAngle = controlDll.GetSteerAngle(); 
 
   // Send control commands to the vehicle 
   CVC.Sac = controlSteerAngle;   
 
   if (speed_real < 0.5f && smoothBraking)  // 
Because of the Unity vehicle has a relenti r.p.m. and its velocity 
never goes to zero. 
   { 
    CVC.desiredSpeed= controlSpeed;             
    CVC.Run   = controlSpeed; 
    CVC.Slw   = true; 
    braking   = false; 
    stopped   = true; 
    if(speed_real < 0.1f) 
    { 
     CVC.desiredSpeed= controlSpeed;             
     CVC.Run   = controlSpeed; 
     CVC.Slw   = false; 
     stopped   = false; 
     smoothBraking   = false; 
     if(!detectingObstacles.obstacleDetected) 
     { 
      alreadyObstacleDetected = false; 
      firstSegment  = true; 
      waitCounter = 0; 
      plannerSegmentCounter++;   
     } 




    } 
   } 
   else 
   { 
    CVC.desiredSpeed= controlSpeed;             
    CVC.Run   = controlSpeed; 
   } 




 public static double round2dec (double value) { return 
(double)((int)((value) * 100.0f)) / 100; } 
 
 //Called in editor mode 
/* void OnDrawGizmos(){ 
  int radio = 1; 
  //Gizmos.color = Color.red; 
  Gizmos.color = new Color(1, 0.2f, 0.5f, 0.8f); 
  Gizmos.DrawSphere (virtualCar, 2.05f); 
  Gizmos.color = new Color(0.1f, 0.2f, 0.5f, 0.8f); 
  Gizmos.DrawSphere (virtualWaypoints, 1.0f); 
 } 
*/ 
 void OnDrawGizmos() 
 { 
  if(plannerDll){ 
   Gizmos.color = Color.blue; 
   for(int i = 0; i < plannerDll.getSize(); i++) 
   { 
    Vector3 planerInLocal = new 
Vector3((float)plannerDll.getX(i), 0, (float)plannerDll.getZ(i)); 
    Vector3 planerInGlobal= 
intialTransform.TransformPoint(planerInLocal); 
    planerInGlobal.y = planerInGlobal.y - 0.5f; 
    Gizmos.DrawSphere(planerInGlobal,0.1f); 
   } 




 /* --- Get the next waypoints needed by the trajectory planner -
-- */ 
 public void GetWayPoints(Transform initialCarPosTransform, int 
index, out double thetaA, out double zA, out double xA, out double 
thetaB, out double zB, out double xB) 
 { 
  // Get the waypoints list 
  GameObject waypoints = GameObject.Find("WayPoints"); 
 
  // Get the waypoint index 
  thetaA = (initialCarPosTransform.transform.rotation * 
Quaternion.Inverse(waypoints.transform.GetChild(index).rotation)).eule
rAngles.y; 
  thetaA = Mathf.Deg2Rad * (-thetaA); 
  thetaA = round2dec(thetaA); 
  zA = 
initialCarPosTransform.InverseTransformPoint(waypoints.transform.GetCh
ild(index).position).z;  
  zA = round2dec(zA); 




  xA = 
initialCarPosTransform.InverseTransformPoint(waypoints.transform.GetCh
ild(index).position).x; 
  xA = round2dec(xA); 
 
  // If it is at the end of the secuence restart the path 
  int nWayPoints = 
GetComponent<WaypointProgressTracker>().circuit.numPoints; 
  int nextIndex = index + 1; 
  if (nextIndex >= nWayPoints) { 
   nextIndex = 0; 
  } 
    
 
  // Get the waypoint index+1 
  thetaB = (initialCarPosTransform.transform.rotation * 
Quaternion.Inverse(waypoints.transform.GetChild(nextIndex).rotation)).
eulerAngles.y; 
  thetaB = Mathf.Deg2Rad * (-thetaB); 
  thetaB = round2dec(thetaB); 
  zB = 
initialCarPosTransform.InverseTransformPoint(waypoints.transform.GetCh
ild(nextIndex).position).z; 
  zB = round2dec(zB); 
  xB = 
initialCarPosTransform.InverseTransformPoint(waypoints.transform.GetCh
ild(nextIndex).position).x; 




 /* --- Get the vehicle state needed by the control --- */ 
 public void GetVehicleState(out double theta_real, out double 
Z_real, out double X_real, out double speed_real) 
 { 
  // TODO: Introducir ruido, uno para theta, otro para la 
posicion y otro para la velocidad. 
 
  // Posiciones y orientaciones del vehiculo en el frame 
situado en la posicion inicial del vehiculo. 
  theta_real = (initialCarPosTransform.transform.rotation * 
Quaternion.Inverse(this.transform.rotation)).eulerAngles.y; // degrees 
   
  if (theta_real < -360.0f) 
   theta_real = theta_real + 2*180.0f; 
  else if (theta_real > 360.0f) 
   theta_real = theta_real - 2*180.0f; 
   
  theta_real = Mathf.Deg2Rad * theta_real; 
  Z_real = 
initialCarPosTransform.InverseTransformPoint(this.transform.position).
z; 
  X_real = 
initialCarPosTransform.InverseTransformPoint(this.transform.position).
x; 
  speed_real = (GetComponent<VPStandardInput>().instantSpeed) 








































 CIniFileIO iniFileIO(m_parametersFile); 
 iniFileIO.ReadSection("LYAPUNOV_CONTROL", "K1", m_K1, 2, 
"Lookahead_distance");  
// iniFileIO.ReadSection("LYAPUNOV_CONTROL", "K2", m_K2, 2.0, 
"Control parameter 2");  
 //iniFileIO.ReadSection("LYAPUNOV_CONTROL", "K3", m_K3, 0.8, 



























void CPPControl::Compute(const double theta_real, const double Z_real, 
const double X_real, const double speed_real) 
{ 
 //double angularSpeed_real = m_curvature * speed_real; 
 
 // --- LYAPUNOV ERRORS --- // 
 //double Z_error = (m_Z_desired - Z_real) * cos(m_theta_desired) 
- (m_X_desired - X_real) * sin(m_theta_desired); // It is always 
the error of the longitudinal axis of the vehicle 
 //double X_error = (m_X_desired - X_real) * cos(m_theta_desired) 
+ (m_Z_desired - Z_real) * sin(m_theta_desired); // It is always 
the error of the lateral axis of the vehicle 
 //double theta_error = (m_theta_desired - theta_real); 
 //if (theta_error < -M_PI) 
  //theta_error = theta_error + 2*M_PI; 
// else if (theta_error > M_PI) 
 // theta_error = theta_error - 2*M_PI; 
 
 // --- COMPUTING DERIVATIVE OF THE ERRORS --- // 
 //double Z_error_der = -m_velocity_desired + speed_real* 
cos(theta_error) + X_error*m_angular_speed_desired; 
 //double X_error_der = speed_real*sin(theta_error) - 
Z_error*m_angular_speed_desired; 
 //double theta_error_der = angularSpeed_real - 
m_angular_speed_desired; 
 
 // --- COMPUTING THE CONTROL ACTIONS --- // 
 //m_speed = m_velocity_desired * cos(theta_error) + m_K1 * 
Z_error; 
 //m_speed = max(m_speed,0); 
 //double angular_vel; 
 //if(theta_error != 0) 
  //angular_vel = m_angular_speed_desired + m_K2 * speed_real 
* (sin(theta_error)/theta_error) * X_error + m_K3 * theta_error; 
 //else 
  //angular_vel = m_angular_speed_desired; 
 
 //m_steerAngle = (int) (Rad2Deg(atan (angular_vel * 1 / 
speed_real))); 
 //m_steerAngle = min(max(m_steerAngle, -24), 30);  
 // Saturation of the output steering angle 
 
 // TODO: Compute module of the error 






   ywp2=0; 
   xwp2=0; 






  yAnt=ywp2; 
  xAnt=xwp2; 
  ywp2=m_Z_desired; 
  xwp2=m_X_desired; 








 double theta=theta_real; 
  double xr=X_real; 
  double yr=Z_real; 
  theta=theta-M_PI/2; 
 
 double ixs=(ywp2-yAnt); 
 double yxs=(-xwp2+xAnt); 
 double cs=(-xAnt*ywp2+xAnt*yAnt+xwp2*yAnt-xAnt*yAnt); 
 double theta2=atan2(ywp2-yAnt,xwp2-xAnt); 
  
 double theta1=theta-theta2; 






  double Z_error = (m_Z_desired - Z_real) * 
cos(m_theta_desired) - (m_X_desired - X_real) * sin(m_theta_desired);
 // It is always the error of the longitudinal axis of the 
vehicle 
  double X_error = (m_X_desired - X_real) * 
cos(m_theta_desired) + (m_Z_desired - Z_real) * sin(m_theta_desired);
 // It is always the error of the lateral axis of the vehicle 
  double theta_error = (m_theta_desired - theta_real); 
  if (theta2<0){ 
   m_speed= 0.5;} 
  else {m_speed=1;} 
  //m_speed = m_velocity_desired * cos(theta_error) + m_K1 * 
Z_error; 
  //m_speed = max(m_speed,0); 
  



















































 CIniFileIO iniFileIO(m_parametersFile); 
 iniFileIO.ReadSection("LYAPUNOV_CONTROL", "K1", m_K1, 1.1, 
"Lookahead_distance");  
// iniFileIO.ReadSection("LYAPUNOV_CONTROL", "K2", m_K2, 2.0, 
"Control parameter 2");  
 //iniFileIO.ReadSection("LYAPUNOV_CONTROL", "K3", m_K3, 0.8, 





















void CVFControl::Compute(const double theta_real, const double Z_real, 
const double X_real, const double speed_real) 
{ 
 if (flag==false){ 
   ywp2=0; 
   xwp2=0; 
   flag=true;} 








  yAnt=ywp2; 
  xAnt=xwp2; 
  ywp2=m_Z_desired; 
  xwp2=m_X_desired;} 
 
     double thetar=theta_real; 
  double xAct=Z_real; 
  double yAct=X_real; 












 if (rho>0){ 
 rho=1;} 
else if (rho<0) {rho=-1;} 











 if (eps2>0){ 
 eps2sign=1;} 
else if (eps2<0) {eps2sign=-1;} 


























end */  
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