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Introduction
The self-dual codes form one of the important classes of linear codes because of their rich algebraic structure and their close connections with other combinatorial configurations like block designs, lattices, graphs, etc.
The classification of self-dual codes began in the seventies in the work of Vera Pless [20] , where she classified the binary self-dual codes of length n ≤ 20. The method used in the beginning remained essentially the same throughout the succeeding classifications. This is a recursive classification which proceeds from smaller to larger length and codes are classified up to equivalence. The process begins with the formula for the number of all self-dual codes of length n called a mass formula. The number of the self-dual binary codes of even length n is N (n) = n/2−1 i=1 (2 i + 1). Throughout this paper all codes are assumed to be binary. Two binary codes are called equivalent if one can be obtained from the other by a permutation of coordinates. The permutation σ ∈ S n is an automorphism of C, if C = σ(C) and the set of all automorphisms of C forms a group called the automorphism group of C, which is denoted by Aut(C) in this paper. If C has length n, then the number of codes equivalent to C is n!/|Aut(C)|. To classify self-dual codes of length n, it is necessary to find inequivalent self-dual codes C 1 , . . . , C r so that the following mass formula holds:
In the survey [12] Huffman summarized the classification of all binary self-dual codes of length n ≤ 36. As the complete classifications for lengths 34 and 36 was not done at that time, we present here a new version of Table 1 from [12] , but instead of the question marks we put the correct numbers. Moreover, we extend the table with two more lengths -38 and 40. The number of all inequivalent singly-even (Type I) and doubly-even (Type II) codes is denoted by ♯ I and ♯ II , respectively. In the table d max,I (d max,II ) is the biggest possible minimum distance for which Type I (Type II) codes with the given length exist, and ♯ max,I (♯ max,II ) is their number.
The classification of the self-dual codes of length 34 was given in [3] . Using the selfdual [34, 17, 6] codes, Melchor and Gaborit classified the optimal self-dual codes of length 36, namely the [36, 18, 8] codes [19] . Recently, Harada and Munemasa in [11] completed the classification of the self-dual codes of length 36 and created a database of self-dual codes [10] . The doubly-even self-dual codes of length 40 were also classified by Betsumiya, Harada and Munemasa [2] . Moreover, using these codes, they classified the optimal self-dual [38, 19, 8] codes. A classification of extremal self-dual codes of length 38 was very recently obtained also in [1] by somewhat different techniques.
Actually, the construction itself is easy, the equivalence test is the difficult part of the classification. Because of that, for the larger length the recursive constructions are used preferably heuristic, for building examples for codes with some properties. There are also many partial classifications, namely classifications of self-dual codes with special properties, for example self-dual codes invariant under a given permutation, or self-dual codes connected with combinatorial designs with given parameters. These classifications are not recursive but they use codes with smaller lengths that is why the full classification is very important in these cases, too.
In this paper, we present an algorithm for generating binary self-dual codes which gives as output exactly one representative of every equivalence class. To develop this algorithm, we use an approach introduced by Brendan McKay known as isomorph-free exhaustive generation [18] . The constructive part of the algorithm is not different from the other recursive constructions for self-dual codes, but to take only one representative of any equivalence class, we use a completely different manner. This approach changes extremely the speed of generation of the inequivalent codes of a given length. Its special feature is that practically there is not equivalence test for the objects.
As a result, the classification of all binary self-dual codes of length 38 is presented. The number of these codes is given in the following theorem and also listed in Table 1 .
Theorem 1 There are 38 682 183 inequivalent self-dual codes of length 38.
In Section 2 we present the theoretical foundations of our construction method. We describe a recursive construction of binary self-dual codes. The aim is to obtain all inequivalent self-dual codes of dimension k on the base of the inequivalent self-dual codes of dimension k − 1.
In Section 3 we describe the used algorithm. Codes which are equivalent belong to the same equivalence class. Every code can serve as a representative for its equivalence class. We use the concept for a canonical representative, selected on the base of some specific conditions. This canonical representative is intended to make easily a distinction between the equivalence classes.
In Section 4 we give the results with some more information about the obtained codes. 2 Recursive Constructions of Self-Dual Codes
In this section we describe a recursive construction of binary self-dual codes. The aim is to obtain all inequivalent self-dual codes of length n = 2k and dimension k on the base of the inequivalent self-dual codes of dimension k − 1. Theorem 3 gives us the possibility to develop such a recursive algorithm. Actually, this theorem presents a well known property of the self-dual codes but usually the authors state it in the case d ≥ 4 (see for example [11] ). Here we give a variant for all d but for that we need the following lemma.
Lemma 2 If C is a binary self-dual code then C does not have more than two equal coordinates. In other words, if
Proof. If n = 2 then C = i 2 = {00, 11} and C has only two coordinates. Let n ≥ 4. Since the dimension of C is n/2 ≥ 2, not all coordinates are equal and s < n. Suppose that s ≥ 3, so
In such a case the vector y = (y 1 , . . . , y n ) ∈ F n 2 of weight 2 with y i 1 = y i 2 = 1 will belong to C ⊥ = C. In this way we obtain a codeword for which y i 1 = y i 2 = 1 but y i 3 = 0 -a contradiction. Hence s ≤ 2.
Any self-dual [n, n/2, 2] code for n > 2 is decomposable as i 2 ⊕ C n−2 where C n−2 is a self-dual code of length n − 2. Furthermore, the number of the self-dual [n, n/2, 2] codes is equal to the number of all self-dual [n − 2, n/2 − 1] codes (n > 2). But even if a self-dual code of length n > 2 has minimum distance d = 2, it has two coordinates which are not equal.
If the last two coordinates of C are not equal and C 1 is the punctured code of C 0 on the coordinate set {n − 1,
Proof. Let n > 2 and the last two coordinates of the code C are not equal. This means that there is a codeword y ∈ C such that y n−1 = y n . Therefore C 0 is a subcode of C with dimension k − 1, and (00 . . . 011) ∈ C. The punctured code of C 0 on the coordinate set {n − 1, n} is
. . , x n−2 , a, a), y = (y 1 , y 2 , . . . , y n−2 , b, b) ∈ C 0 then x 1 y 1 + x 2 y 2 + · · · + x n−2 y n−2 + ab + ab = 0. Hence x 1 y 1 + x 2 y 2 + · · · + x n−2 y n−2 = 0 for any two codewords (x 1 , . . . , x n−2 ), (y 1 , . . . , y n−2 ) ∈ C 1 . It follows that the code C 1 is self-orthogonal, and since its dimension is a half of its length, it is self-dual.
For our construction, we use the code C 1 of dimension k − 1 to obtain a self-dual code of dimension k and length 2k. We describe this in the following corollary. Let C 1 be a binary self-dual [2k − 2, k − 1] code with a generator matrix G 1 . Let us extend G 1 with two equal columns (a 1 , a 2 , . . . , a k−1 ) T and consider the code C 0 generated by the matrix
We can choose the vector (a 1 , a 2 , . . . , a k−1 ) such that (11 . . . 11) ∈ C 0 . Obviously, C 0 is a self-orthogonal [n = 2k, k − 1] code and its dual code is C ⊥ 0 = C 0 , (00 . . . 011), x where x ∈ C ⊥ 0 \ C 0 , (00 . . . 011) and wt(x) is even. Consider the last two coordinates of the vector x. If x n−1 = x n then (x 1 , x 2 , . . . , x n−2 ) ∈ C ⊥ 1 = C 1 and therefore x ∈ C 0 , (00 . . . 011) . Hence x n−1 = x n . The next corollary follows immediately.
Corollary 4 The code
We will call the code C a child of C 1 , and C 1 -a parent of C. Actually, we have two possible self-dual codes obtained in this way from C 1 , namely C 0 , x and C 0 , (00 . . . 011)+x , but both codes are equivalent.
Remark 1 To describe the search tree for our algorithm, we use the terms parent and child as it is usual in the literature on algorithms [15, 18] . These terms are used in a different way in some papers and chapters devoted to self-dual codes [13] .
In this way all self-dual codes of length n = 2k can be constructed on the base only on the inequivalent self-dual codes of length n − 2. Indeed, if we take two equivalent self-dual codes C 1 ∼ = C ′ 1 and use the same vector (a 1 , a 2 , . . . , a k−1 ), we can obtain equivalent self-dual codes of length 2k via the described construction. Let G 1 be a generator matrix of C 1 and P be a permutation matrix such that G 1 P generates the code C ′ 1 . Then the matrix
generates a self-dual code equivalent to C, namely the code C ′ . Furthermore, if π ∈ S n−2 is the permutation corresponding to the matrix P then π ∈ S n sends C to C ′ where π(i) = π(i) for 1 ≤ i ≤ n − 2, and π(i) = i for i ∈ {n − 1, n}.
Let see now what happens if we take different vectors a and b of length k − 1 and use them in the described construction for the same self-dual [2k − 2, k − 1] code C 1 with a generator matrix G 1 . Consider the elements of the automorphism group Aut(C 1 ) as permutation matrices of order n − 2. To any permutation matrix P ∈ Aut(C 1 ) we can correspond an invertible matrix
is another generator matrix of C 1 . In this way we obtain a homomorphism f : Aut( Proof. Let the matrices (G 1 a T a T ) and (G 1 b T b T ) generate the codes C 0 and C ′ 0 , respectively, and a T = A P b T , where P ∈ Aut(C 1 ). Then
is another generator matrix of the code C ′ 0 , both codes are equivalent. Conversely, let C 0 ∼ = C ′ 0 . It turns out that there is a matrix B ∈ GL(k, 2) and an n × n permutation matrix P such that (
Hence BA p G 1 = G 1 and therefore BA P defines an automorphism of the code C 1 = G 1 . Since a T = BA P b T , the vectors a and b belong to the same orbit under the action of Im(f ) on
If P ∈ Aut(C 1 ) and y = xP then
Hence the code C is equivalent to the code generated by the matrix
The following theorem reduces the number of the considered cases. It is a particular case of Theorem 1 from [16] . 
and the matrix
Proof. Take a generator matrix in systematic form for the code C 1 obtained from C by the construction in Theorem 3. Then   
, y where y ∈ C \ C 0 . Hence y n−1 = y n and suppose y n−1 = 1, y n = 0. Consider the vector x = (x 1 , x 2 , . . . , x k−1 , 00 . . . 010). Obviously, x ⊥ C 0 and hence x ∈ C ⊥ 0 . But x ∈ C 0 , x ∈ (00 . . . 011) + C 0 , x ∈ (00 . . . 011) + y + C 0 and therefore x ∈ y + C 0 ⊂ C. It turns out that x ∈ C and we can take a generator matrix for C in the needed form.
If we start with a self-dual [2k − 2, k − 1] code C 1 with a generator matrix in systematic form, for the construction in the last theorem we have to use a vector (x 1 , x 2 , . . . , x k−1 ) of odd weight. Then we are sure that the all-ones vector (11 . . . 11) belongs to the subcode C 0 and the code C generated by the matrix (2) is a self-dual [2k, k] code.
The last two theorems are very important for our search. We use them to write a recursive algorithm which gives us all self-dual [n, n/2] codes starting from the code i 2 .
The Algorithm
In this section we present an algorithm for generating self-dual codes of a given length n. We discuss the background and give preliminary definitions and notations.
Let Ω k be the set of all binary self-dual codes of dimension k (and length 2k). We consider the action of the symmetric group S 2k on the set Ω k , k = 1, 2, . . . . This action induces an equivalence relation in Ω k as two codes C 1 , C 2 ∈ Ω k are equivalent (C 1 ∼ = C 2 ) if they belong to the same orbit. Hence the equivalence classes for the defined relation are the orbits with respect to the action of the symmetric group. According to Theorem 3, if we take two nonproportional coordinates in any code belonging to Ω k , k ≥ 2, we can obtain a code from Ω k−1 . Conversely, if we take all codes from Ω k−1 and extend them using Corollary 4 in all possible ways, we will obtain all codes from Ω k . The construction of the self-dual codes of dimension k using the codes from Ω k−1 seems to be trivial, but actually this is a difficult problem and the question is how to find only the inequivalent codes. To do this, we develop a McKey type algorithm for isomorph-free generation [15, 18] .
The algorithm is an exhaustive search over the set of codes Ω = Ω 1 ∪ Ω 2 ∪ · · · ∪ Ω k and this set is our search space. The generation process is described by a rooted tree (or forest). The nodes in the tree are objects from the search space Ω. From a self-dual code A of length 2k − 2 corresponding to the node A, we obtain self-dual codes of length 2k which are children of the code A. To construct the children, we use a generator matrix G A of A in systematic form and the binary vectors from F k−1 2 of odd weight. We denote the set of inequivalent children by Child(A). The elements of Child(A) correspond to the nodes of the next level which are connected to A by edges. To find only the inequivalent children, we use Theorem 5. Practically, the rule A → Child(A) which juxtapose children to a code defines our search tree. The execution of the algorithm can be considered as walking the search tree and visiting all nodes through the edges. This can be done by a depth first search. We present a pseudocode of the algorithm in Table 2 .
The following definitions and theorems help us to explain the algorithm and to prove its correctness.
Definition 1 A canonical representative map for the action of the group S 2k on the set Ω k is a function ρ : Ω k → Ω k that satisfies the following two properties:
For a code C ∈ Ω k , the code ρ(C) is the canonical form of C with respect to ρ. Analogously, C is in canonical form if ρ(C) = C. The code ρ(C) is the canonical representative of its equivalence class with respect to ρ.
We can take for a canonical representative of one equivalence class a code which is more convenient for our purposes. Suppose that A is the canonical representative of this class with respect to a canonical representative map ρ. We can take B ∼ = A for a canonical representative for this class if we change the canonical representative map in the following way:
According to Lemma 2 a self-dual code does not have more than two equal coordinates, hence if k ≥ 2 we can take for a canonical representative of any equivalence class a code for which the last two coordinates are not equal.
Example 1 If we order the codewords in any code lexicographically and then compare the codes according to a lexicographical ordering of the columns, we will have one biggest code in any equivalent class. We can take this code as a canonical representative of its class.
Definition 2 Let C be a self-dual code of length n and ρ(C) ∼ = C be its canonical form. A permutation φ C ∈ S n is called a canonical permutation of the code C, if φ C (C) = ρ(C).
For a fixed canonical representative map ρ, the canonical permutation of C depends on the automorphism group of the code and the permutations from the coset φ C Aut(C) can also be canonical permutations since φ C σ(C) = φ C (σ(C)) = φ C (C) = ρ(C) for any σ ∈ Aut(C).
We obtain the automorphism group and a canonical form of a given code A using a modification of the algorithm presented in the paper [5] . This algorithm gives the order of the group, a set of generating elements, and a canonical permutation.
The parent test can be defined in the following way. Suppose that A is a self-dual code of dimension k−1 and B ∈ Child(A). This means that B is obtained from A by the construction of Theorem 6. The parent test for B depends on the automorphism group of the code B. Let c 1 and c 2 be the coordinate positions of the code B for which φ B (c 1 ) = 2k, φ B (c 2 ) = 2k − 1 where φ B is the canonical permutation of B. The corresponding two columns of B are not equal, because the last two coordinates of the canonical representative are not equal. We call the coordinates c 1 and c 2 special for the code B with respect to the canonical permutation φ B . If there is an automorphism σ of B such that {σ(c 1 ), σ(c 2 )} = {2k − 1, 2k} then the code B passes the parent test. In such case we can change the canonical permutation, taking φ B σ −1 instead of φ B . Then the last two coordinates of B are special with respect to the new canonical permutation. So a code passes the parent test, if there is a canonical permutation φ for this code such that the last two coordinates are special with respect to φ.
Obviously, the canonical representative B of one equivalent class passes the parent test. If B 1 ∼ = B also passes the parent test, then there is a permutation φ : B → B 1 such that 1 ≤ φ(i) ≤ n − 2 for 1 ≤ i ≤ n − 2 and {φ(n − 1), φ(n)} = {n − 1, n}, where n is the length of the codes. This means that the parents of these two codes are equivalent, too. So we have the following lemma. If the dimension of A is equal to k then begin
If the dimension of A is less than k then begin find the set Child(A) of all inequivalent children of A; ( using already known Aut(A);) For all codes B from the set Child(A) do the following:
if B passes the parent test then Augmentation(B); end; end; Procedure Main; Input: U r -nonempty set of binary self-dual [2r, r] codes; k -dimension of the output codes (k > r); Proof. Let G 1 be a generator matrix of A 1 in systematic form and B 1 be the code obtained from A 1 and the vector a = (a 1 , . . . , a r ) by the construction described in Corollary 4 and Theorem 6. Let B 2 be the code generated by the matrix π(G 1 ) and the same vector a, where π ∈ S 2r and π(A 1 ) = A 2 . Obviously, π(G 1 ) generates the code π(A 1 ) = A 2 . Moreover, according to Theorem 5, B 2 is equivalent to all codes obtained by A 2 and the vectors from the orbit with representative a under the action of Aut(A 2 ) on F r 2 . Since the codes B 1 and B 2 are equivalent, they have the same canonical representative B = ρ(B 1 ) = ρ(B 2 ). The code B 1 passes the parent test and therefore there is a canonical permutation φ 1 : B 1 → B such that the last two coordinates of B 1 are special with respect to φ 1 . We can take for a canonical permutation of B 2 the permutation
hence the last two coordinates of B 2 are special with respect to the canonical permutation φ 2 . It turns out that the code B 2 also passes the parent test.
Theorem 9
If the set U s consists of all inequivalent binary self-dual [2s, s] codes, then the set U s+1 obtained by the algorithm presented in Table 2 consists of all inequivalent self-dual
Proof. We must show that the set U s+1 filled out in Procedure Augmentation, consists only of inequivalent codes, and any binary self-dual [2s + 2, s + 1] code is equivalent to a code in the set U s+1 . Suppose that the codes B 1 , B 2 ∈ U s+1 are equivalent. Since these two codes have passed the parent test, their parents are also equivalent according to Lemma 7. These parents are selfdual codes from the set U s which consists only in inequivalent codes. We have a contradiction here and therefore the codes B 1 and B 2 cannot be equivalent. It follows that U s+1 consists of inequivalent codes.
Take now a binary self-dual code C of dimension s + 1 with a canonical representative B. Hence B is equivalent to C and B passes the parent test. Since U s consists of all inequivalent self-dual codes of dimension s, the parent of B is equivalent to a code A ∈ U s . According to Lemma 8, there is a child B A of A, equivalent to B, such that B A passes the parent test. Since the codes B and B A are equivalent, so are the codes C and B A . In this way we find a code in U s+1 which is equivalent to C.
Applying the algorithm recursively, we have the following corollary. Table 2 generates all inequivalent self-dual [2k, k] codes, r < k.
We can partition the set U r of all inequivalent binary self-dual [2r, r] codes into disjoint subsets U r1 , U r2 , . . . , U rs and apply the algorithm to these subsets independently. Denote by U ki the set of the inequivalent self-dual [2k, k] codes, obtained from U ri , i = 1, 2, . . . , s, via the described algorithm. Following the algorithm and the theorems, we have
This corollary shows that we can divide the computations into parts that need no mutual communication.
The most difficult part in the algorithm is the calculation of the automorphism group and the canonical permutation of a given code. That's why we try to avoid this part by using invariants. Actually, we can do the parent test without knowing the automorphism group of the code, using only appropriate invariants, which is much faster. The code C and the invariant f define a partition π = {N 1 , N 2 , . . . , N l } of the coordinate set N , such that N i ∩ N j = ∅ for i = j, N = N 1 ∪ N 2 ∪ · · · ∪ N l , and two coordinates i, j are in the same subset of N ⇐⇒ f (i) = f (j). So the subsets N i are unions of orbits, therefore we call them pseudo-orbits. We can use the fact that if we take two coordinates from two different subsets, for example s ∈ N i and t ∈ N j , N i ∩ N j = ∅, they belong to different orbits under the action of Aut(C) on the coordinate set N . Moreover, using an invariant f , we can define a new canonical representative and a new canonical permutation of C.
Firstly, we introduce an ordering of the pseudo-orbits of C. We say that
Then we redefine the canonical representative of one equivalence class in the following way:
1. If the smallest pseudo-orbit consists of only one coordinate, we take for a representative a code in the equivalence class for which this coordinate is the last one, and the n − 1-th coordinate is from the second smallest pseudo-orbit. The last two coordinates of the code C have been added according the construction method described in the previous section. If none of these two coordinates belongs to the smallest pseudo-orbit, C does not pass the parent test. If one of them belongs to this orbit, we check whether the other one belongs to the second smallest pseudo-orbit. If no, C does not pass the parent test, but if yes, we should find the canonical representative to be sure whether C passes the test.
2. If the smallest pseudo-orbit N s contains three or more coordinates, we again take for a representative a code in the equivalence class for which the coordinates from the smallest pseudo-orbit are the last coordinates. According to Lemma 2 not all coordinates in N s are equal, so we can take two different coordinates in the end.
3. The smallest pseudo-orbit N s consists of exactly two coordinates. If these two coordinates are different, we can take them for the last two coordinates. But if they are equal, we are looking for the next pseudo-orbit. There is only one self-dual code such that its coordinates can be partitioned in subsets of two elements such that both coordinates in each subset are equal, and this is the code i k 2 , n = 2k. But the automorphism group of this code is Z k 2 · S k and it acts transitively on the coordinates.
The complexity of the algorithm mainly depends on two of its steps. The first one is "find the set Child(A) of all inequivalent children of A". For this step, we have as input a set L of generating elements of the automorphism group of the code A, and the set D of all binary odd-weight vectors with length dim A. The algorithm splits the set of these vectors into orbits under the action of the group Aut(A). Any orbit defines a child of A, as different orbits give inequivalent children. This step is computationally cheap. The complexity is linear with respect to the product |L| · |D|, |D| = 2 dim A−1 (for details see [23] ).
In the step "if B passes the parent test", using a given generator matrix of the code B we have to calculate invariants, and in some cases also canonical form and the automorphism group Aut(B). Finding a canonical form and the automorphism group is necessary when the used invariants are not enough to prove whether the code B pass or not the parent test. If the code B passes the parents test, the algorithm needs a set of generators of Aut(B) for the next step (finding the children). For this step, we have to generate the set M w of all codewords of weight ≤ w. The complexity here is O(
). To determine the invariants, we use the set M d , where d is the minimum weight of the code B. We use mostly the invariants f 1 and f 2 defined as follows:
where n is the length of B. Moreover, if s = v∈M d v i then f 1 (i) = 1 if and only if s is odd, and
To calculate the values of f 1 , the algorithm needs only |M d | operations in the case of bitwise presentation of the codewords. For f 2 the algorithm uses O(n|M d |) operations. We use also a vector valued invariant f such that f (i) = (f 1 (i), f 2 (i)). If the code is not rejected with the invariants, the algorithm generates the smallest set M w of rank dim B. The corresponding to this set binary matrix is the input in the algorithm for a canonical form. For the complexity of this type of algorithms see [5, 17] .
The described algorithm is implemented in the program Gen-self-dual-bin of the package Self-dual-bin written in Borland Delphi 6.0.
The Results
To find all inequivalent self-dual codes of length 38, we begin from the set U 16 of all inequivalent self-dual codes of length 32 and dimension 16. We partition U 16 into three subsets and run them on three cores using a PC Intel i5 4 core processor. The number of all codes considered in the program (these are the inequivalent children for each code in U 16 ∪ U 17 ∪ U 18 ) is 2,338,260,952. For 151,016,675 of them, a canonical form is computed. The number of the obtained inequivalent codes in the set U 19 is 38,682,183. The calculations took about four days.
Generator matrices of all inequivalent self-dual codes of length 38 are saved in three files in the form used in [6] . A compressed version of these files will be available on the web-page http://www.moi.math.bas.bg/~iliya/. A file with additional information which contains the number of codewords of weights 2, 4, 6, 8, and the order of the automorphism group for each code will be also available. This information allows to compute the expressions in the mass formulas.
The possible weight enumerators of the self-dual codes of length 38 are given by the following formula where α, β, γ, δ are integers. The numbers of inequivalent codes, the numbers of different weight enumerators and the numbers of different orders of the automorphism groups for each minimum weight d are given in Table 3 . The smallest order ♯Aut s and the largest order ♯Aut l among the automorphism groups are listed in Table 4 for each minimum weight d.
We give one more table with some additional results about the automorphisms of the codes. We list in Table 6 the number of self-dual [38, 19, d ] codes C such that p k divides the order of Aut(C) where p is a prime and k is a positive integer. 
For the verification of our results, we use the mass formula (1) and also the following corollary from one lemma of Thompson [24] : 
For the constructed codes we obtain the same values of the left and the right expressions in the formula (3) for n = 38, namely: Remark 2 To calculate the sums in the mass-formulas (1) and (3), we use the package LONGNUM of S. Kapralov for calculations with large integers [14] .
Conclusion
The generation of all inequivalent binary self-dual codes of length n ≥ 38, using only standard computer algebra systems, seems to be infeasible. That is why we use special algorithmic techniques to surmount difficulties and to classify codes even with PC's. In this work we describe the classification of the self-dual codes of length 38.
Denote by SD k the number of all inequivalent self-dual codes of dimension k. Obviously,
Consider the sequence
Conjecture 1
The sequence {a k , k = 10, 11, 12, . . . } is decreasing. Some other problems we are going to attack are:
• Classification of the binary self-dual codes of length 40. The doubly-even self-dual codes have been classified [2] . We have already started with the generation of the optimal [40, 20, 8] codes and the results will be ready soon. We have a lower bound on the number of codes by 40! < 9, 171, 315, 020.
• We are going to apply the described algorithm for quaternary self-dual codes. Table 6 : Number of codes C for which p k divides the order of their automorphism groups 
Introduction
The self-dual codes form one of the important classes of linear codes because of their rich algebraic structure and their close connections with other combinatorial configurations like block designs, lattices, graphs, etc. The classification of self-dual codes began in the seventies in the work of Vera Pless [20] , where she classified the binary self-dual codes of length n ≤ 20. The method used in the beginning remained essentially the same throughout the succeeding classifications. This is a recursive classification which proceeds from smaller to larger length and codes are classified up to equivalence. The process begins with the formula for the number of all self-dual codes of length n called a mass formula. The number of the self-dual binary codes of even length n is N (n) = n/2−1 i=1 (2 i + 1). Throughout this paper all codes are assumed to be binary. Two binary codes are called equivalent if one can be obtained from the other by a permutation of coordinates. The permutation σ ∈ S n is an automorphism of the code C, if C = σ(C) and the set of all automorphisms of C forms a group called the automorphism group of C, which is denoted by Aut(C) in this paper. If C has length n, then the number of codes equivalent to C is n!/|Aut(C)|. To classify self-dual codes of length n, it is necessary to find inequivalent self-dual codes C 1 , . . . , C r so that the following mass formula holds:
Actually, the construction itself is easy, the equivalence test is the difficult part of the classification. Because of that, for larger lengths the recursive constructions are used preferably heuristic, for building examples for codes with some properties. There are also many partial classifications, namely classifications of self-dual codes with special properties, for example self-dual codes invariant under a given permutation, or self-dual codes connected with combinatorial designs with given parameters. These classifications are not recursive but they use codes with smaller lengths, that is why the full classification is very important in these cases, too.
There exist several methods to construct self-dual codes of length n + 2 from self-dual codes of length n. In [1] , the authors describe three such methods recalling them the recursive construction, the building-up construction and the Harada-Munemasa construction. The first one (recursive construction) gives all inequivalent [n + 2, n/2 + 1, d + 2] codes starting from the self-dual [n, n/2, d] codes [19] . The other two constructions give all self-dual codes of length n + 2 from the self-dual codes of length n. Our construction is similar to the HaradaMunemasa construction but we offer a better way to deal with equivalence classes.
Theorem 1 There are 38 682 183 inequivalent self-dual codes of length 38.
In Section 2 we present the theoretical foundations of the used construction method. The aim is to obtain all inequivalent self-dual codes of dimension k (length 2k) on the base of the inequivalent self-dual codes of dimension k − 1 (length 2k − 2).
In Section 4 we give the results with some more information about the obtained codes.
The Construction Method
In this section we describe the theoretical foundations of the used construction method. The aim is to obtain all inequivalent self-dual codes of length n = 2k and dimension k on the base of the inequivalent self-dual codes of dimension k − 1. Proposition 3 gives us the possibility to develop a classification algorithm. Actually, this proposition presents a well known property of the self-dual codes but usually it is stated in the case d ≥ 4 (see for example [11] ). Here we give a variant for all d but for that we need the following lemma. We say that the coordinates
Lemma 2 If C is a binary self-dual code then C does not have more than two equal coordinates. In other words, if
Proof. If n = 2 then C = i 2 = {00, 11} and C has only two coordinates. Let n ≥ 4. Since the dimension of C is n/2 ≥ 2, not all coordinates are equal and s < n. Suppose that s ≥ 3, so x i 1 = x i 2 = x i 3 for all codewords x ∈ C. In such a case the vector y = (y 1 , . . . , y n ) ∈ F n 2 of weight 2 with y i 1 = y i 2 = 1 will belong to C ⊥ = C. In this way we obtain a codeword for which y i 1 = y i 2 = 1 but y i 3 = 0 -a contradiction. Hence s ≤ 2.
Any self-dual [n, n/2, 2] code for n > 2 is decomposable as i 2 ⊕ C n−2 where C n−2 is a self-dual code of length n − 2. Furthermore, the number of the self-dual [n, n/2, 2] codes is equal to the number of all self-dual [n − 2, n/2 − 1] codes (n > 2). But even if a self-dual code of length n > 2 has minimum distance d = 2, it has two coordinates which are not equal. 
Corollary 4 The code
We will call the code C a child type code (CTC) of C 1 , and C 1 -a parent type code (PTC) of C. Actually, we have two possible self-dual codes obtained in this way from C 1 , namely C 0 , x and C 0 , (00 . . . 011) + x , but both codes are equivalent.
Remark 1 To describe the search tree for our algorithm, we use the terms CTC and PTC. In the literature on algorithms [15, 18] the terms are parent and child, but as these terms are used in a different way in some papers and chapters devoted to self-dual codes [13] , we decided to set child type code and parent type code.
In this way all self-dual codes of length n = 2k can be constructed on the base only on the inequivalent self-dual codes of length n − 2. Indeed, if we take two equivalent self-dual codes C 1 ∼ = C ′ 1 and use the same vector (a 1 , a 2 , . . . , a k−1 ), we can obtain equivalent self-dual codes of length 2k via the described construction. Let G 1 be a generator matrix of C 1 and P be a permutation matrix such that G 1 P generates the code C ′ 1 . Then the matrix xP x n−1 x n G 1 P a a generates a self-dual code equivalent to C, namely the code C ′ . Furthermore, if π ∈ S n−2 is the permutation corresponding to the matrix P then π ∈ S n sends C to C ′ where π(i) = π(i) for 1 ≤ i ≤ n − 2, and π(i) = i for i ∈ {n − 1, n}.
Let see now what happens if we take different vectors a and b of length k − 1 and use them in the described construction for the same self-dual [2k − 2, k − 1] code C 1 with a generator matrix G 1 . Consider the elements of the automorphism group Aut(C 1 ) as permutation matrices of order n − 2. To any permutation matrix P ∈ Aut(C 1 ) we can correspond an invertible matrix A P ∈ GL(k − 1, 2) such that G ′ 1 = G 1 P = A P G 1 , since G ′ 1 is another generator matrix of C 1 . In this way we obtain a homomorphism f : Aut(C 1 ) −→ GL(k − 1, 2). Consider the action of Im(f ) on the set F Proof. Let the matrices (G 1 a T a T ) and (G 1 b T b T ) generate the codes C 0 and C ′ 0 , respectively, and a T = A P b T , where P ∈ Aut(C 1 ). Then
Hence the code C is equivalent to the code generated by the matrix G ′ = y 1 0
The following proposition reduces the number of the considered cases. It is a particular case of Theorem 1 from [16] .
equivalent to a code with a generator matrix in the form
Proof. If the last two coordinates of C are equal then according to Lemma 2 the first and the last coordinates are not equal and we can transpose them. So we can consider the case when the last two coordinates of C are not equal without loss of generality.
Take a generator matrix in systematic form for the code C 1 obtained from C by the construction in Proposition 3. Then   
Theorem 5 and Proposition 6 are very important for our search. We use them to write a recursive algorithm which gives us all self-dual [n, n/2] codes starting from the code i 2 .
The Algorithm
Let Ω k be the set of all binary self-dual codes of dimension k (and length 2k). We consider the action of the symmetric group S 2k on the set Ω k , k = 1, 2, . . . . This action induces an equivalence relation in Ω k as two codes C 1 , C 2 ∈ Ω k are equivalent (C 1 ∼ = C 2 ) if they belong to the same orbit. Hence the equivalence classes for the defined relation are the orbits with respect to the action of the symmetric group. According to Proposition 3, if we take two nonproportional coordinates in any code belonging to Ω k , k ≥ 2, we can obtain a code from Ω k−1 . Conversely, if we take all codes from Ω k−1 and extend them using Corollary 4 in all possible ways, we will obtain all codes from Ω k . The construction of the self-dual codes of dimension k using the codes from Ω k−1 seems to be trivial, but actually this is a difficult problem and the question is how to find only the inequivalent codes. To do this, we develop a McKey type algorithm for isomorph-free generation [15, 18] .
The algorithm is an exhaustive search over the set of codes Ω = Ω 1 ∪ Ω 2 ∪ · · · ∪ Ω k and this set is our search space. The generation process is described by a rooted tree (or forest). The nodes in the tree are objects from the search space Ω. From a self-dual code A of length 2k − 2 corresponding to the node A, we obtain self-dual codes of length 2k which are child type codes of A. To construct the child type codes, we use a generator matrix G A of A in systematic form and the binary vectors from F k−1 2 of odd weight. We denote the set of inequivalent child type codes by Child(A). The elements of Child(A) correspond to the nodes of the next level which are connected to A by edges. To find only the inequivalent child type codes, we use Theorem 5. Practically, the rule A → Child(A) which juxtapose child type codes to a code defines our search tree. The execution of the algorithm can be considered as walking the search tree and visiting all nodes through the edges. This can be done by a depth first search. We present a pseudocode of the algorithm in Table 2 .
We can take for a canonical representative of one equivalence class a code which is more convenient for our purposes. Suppose that A is the canonical representative of this class with respect to a canonical representative map ρ. We can take B ∼ = A for a canonical representative for this class if we change the canonical representative map in the following way: ρ ′ (X) = B if X ∼ = B, ρ ′ (X) = ρ(X) if X ∼ = B. According to Lemma 2 a self-dual code does not have more than two equal coordinates, hence if k ≥ 2 we can take for a canonical representative of any equivalence class a code for which the last two coordinates are not equal.
Example 1 If we order the codewords in any code lexicographically and then compare the codes according to a lexicographical ordering of the columns, we will have one biggest code in any equivalence class. We can take this code as a canonical representative of its class.
The parent test can be defined in the following way. Suppose that A is a self-dual code of dimension k−1 and B ∈ Child(A). This means that B is obtained from A by the construction of Proposition 6. The parent test for B depends on the automorphism group of the code B.
Let c 1 and c 2 be the coordinate positions of the code B for which φ B (c 1 ) = 2k, φ B (c 2 ) = 2k−1 where φ B is the canonical permutation of B. The corresponding two columns of B are not equal, because the last two coordinates of the canonical representative are not equal. We call the coordinates c 1 and c 2 special for the code B with respect to the canonical permutation φ B . If there is an automorphism σ of B such that {σ(c 1 ), σ(c 2 )} = {2k − 1, 2k} then the code B passes the parent test. In such case we can change the canonical permutation, taking φ B σ −1 instead of φ B . Then the last two coordinates of B are special with respect to the new canonical permutation. So a code passes the parent test, if there is a canonical permutation φ for this code such that the last two coordinates are special with respect to φ.
Obviously, the canonical representative B of one equivalence class passes the parent test. If B 1 ∼ = B also passes the parent test, then there is a permutation φ : B → B 1 such that 1 ≤ φ(i) ≤ n − 2 for 1 ≤ i ≤ n − 2 and {φ(n − 1), φ(n)} = {n − 1, n}, where n is the length of the codes. This means that the parent type codes of these two codes are equivalent, too. So we have the following lemma. Proof. Let G 1 be a generator matrix of A 1 in systematic form and B 1 be the code obtained from A 1 and the vector a = (a 1 , . . . , a r ) by the construction described in Corollary 4 and Proposition 6. Let B 2 be the code generated by the matrix π(G 1 ) and the same vector a, where π ∈ S 2r and π(A 1 ) = A 2 . Obviously, π(G 1 ) generates the code π(A 1 ) = A 2 . Moreover, according to Theorem 5, B 2 is equivalent to all codes obtained by A 2 and the vectors from the orbit with representative a under the action of Aut(A 2 ) on F r 2 . Since the codes B 1 and B 2 are equivalent, they have the same canonical representative B = ρ(B 1 ) = ρ(B 2 ). The code B 1 passes the parent test and therefore there is a canonical permutation φ 1 : B 1 → B such that the last two coordinates of B 1 are special with respect to φ 1 . We can take for a canonical permutation of B 2 the permutation φ 2 = φ 1 π −1 , since
, where π ∈ S 2r+2 , π(i) = π(i) for i ∈ {1, 2, . . . , 2r}, π(2r + 1) = 2r + 1, π(2r + 2) = 2r + 2. Then {φ 2 (2r + 1), φ 2 (2r + 2)} = {φ 1 (2r + 1), φ 1 (2r + 2)} = {2r + 1, 2r + 2}, hence the last two coordinates of B 2 are special with respect to the canonical permutation φ 2 . It turns out that the code B 2 also passes the parent test. Proof. We must show that the set U s+1 filled out in Procedure Augmentation, consists only of inequivalent codes, and any binary self-dual [2s + 2, s + 1] code is equivalent to a code in the set U s+1 .
Suppose that the codes B 1 , B 2 ∈ U s+1 are equivalent. Since these two codes have passed the parent test, their parent type codes are also equivalent according to Lemma 7. These parent type codes are self-dual codes from the set U s which consists only in inequivalent codes. We have a contradiction here and therefore the codes B 1 and B 2 cannot be equivalent. It follows that U s+1 consists of inequivalent codes.
Take now a binary self-dual code C of dimension s + 1 with a canonical representative B. Hence B is equivalent to C and B passes the parent test. Since U s consists of all inequivalent self-dual codes of dimension s, the parent type code of B is equivalent to a code A ∈ U s . According to Lemma 8, there is a child type code B A of A, equivalent to B, such that B A passes the parent test. Since the codes B and B A are equivalent, so are the codes C and B A . In this way we find a code in U s+1 which is equivalent to C.
Firstly, we introduce an ordering of the pseudo-orbits of C. We say that N i ≺ N j for i = j, if: (1) |N i | < |N j |, or (2) |N i | = |N j | and f (s) < f (t) for s ∈ N i , t ∈ N j . Then we redefine the canonical representative of one equivalence class in the following way:
3. The smallest pseudo-orbit N s consists of exactly two coordinates. If these two coordinates are different, we can take them for the last two coordinates. But if they are equal, we are looking for the next pseudo-orbit. There is only one self-dual code such that its coordinates can be partitioned in subsets of two elements such that both coordinates in each subset are equal, and this is the code i k 2 , n = 2k. But the automorphism group of this code is Z k 2 · S k and it acts transitively on the coordinates. The complexity of the algorithm mainly depends on two of its steps. The first one is "find the set Child(A) of all inequivalent child type codes of A". For this step, we have as input a set L of generating elements of the automorphism group of the code A, and the set D of all binary odd-weight vectors with length dim A. The algorithm splits the set of these vectors into orbits under the action of the group Aut(A). Any orbit defines a child type code of A, as different orbits give inequivalent child type codes. This step is computationally cheap. The complexity is linear with respect to the product |L| · |D|, |D| = 2 dim A−1 (for details see [23] ).
In the step "if B passes the parent test", using a given generator matrix of the code B we have to calculate invariants, and in some cases also canonical form and the automorphism group Aut(B). Finding a canonical form and the automorphism group is necessary when the used invariants are not enough to prove whether the code B pass or not the parent test. If the code B passes the parents test, the algorithm needs a set of generators of Aut(B) for the next step (finding the child type codes). For this step, we have to generate the set M w of all codewords of weight ≤ w. The complexity here is O(
). To determine the invariants, we use the set M d , where d is the minimum weight of the code B. We use mostly the invariants f 1 and f 2 defined as follows: We use also a vector valued invariant f such that f (i) = (f 1 (i), f 2 (i)). If the code is not rejected with the invariants, the algorithm generates the smallest set M w of rank dim B. The corresponding to this set binary matrix is the input in the algorithm for a canonical form. For the complexity of this type of algorithms see [5, 17] . The described algorithm is implemented in the program Gen-self-dual-bin of the package Self-dual-bin written in Borland Delphi 6.0.
The Results
To find all inequivalent self-dual codes of length 38, we begin from the set U 16 of all inequivalent self-dual codes of length 32 and dimension 16. We partition U 16 into three subsets and run them on three cores using a PC Intel i5 4 core processor. The number of all codes considered in the program (these are the inequivalent child type codes for each code in U 16 ∪ U 17 ∪ U 18 ) is 2,338,260,952. For 151,016,675 of them, a canonical form is computed. The number of the obtained inequivalent codes in the set U 19 is 38,682,183. The calculations took about four days.
Generator matrices of all inequivalent self-dual codes of length 38 are saved in three files in the form used in [6] . A compressed version of these files is available on the web-page http://www.moi.math.bas.bg/~iliya/. A file with additional information which contains the number of codewords of weights 2, 4, 6, 8, and the order of the automorphism group for each code is also available. This information allows to compute the expressions in the mass formulas.
The possible weight enumerators of the self-dual codes of length 38 are given by the following formula W (y) =1 + αy 2 + (13α + β)y 4 + (57 + 76α + 7β − γ − 4δ)y 6 + (228 + 260α + 17β − γ + 28δ)y where α, β, γ, δ are integers. The numbers of inequivalent codes, the numbers of different weight enumerators and the numbers of different orders of the automorphism groups for each minimum weight d are given in Table 3 . The smallest order ♯Aut s and the largest order ♯Aut l among the automorphism groups are listed in Table 4 for each minimum weight d.
We give one more table with some additional results about the automorphisms of the codes. We list in Table 6 the number of self-dual [38, 19, d ] codes C such that p k divides the order of Aut(C) where p is a prime and k is a positive integer. For the verification of our results, we use the mass formula (1) and also the following corollary from one lemma of Thompson [24] : 
Conclusion
Consider the sequence a k = SD k (2k)!/ k−1 i=1 (2 i + 1), k = 1, 2, . . . . Looking at the already known classifications of binary self-dual codes, we can calculate the values of a k for k ≤ 19. We list the integer part of these values in Table 5 . Moreover, if we count the number of the inequivalent self-dual codes with a trivial automorphism group, we see that there are no such codes for length n ≤ 32, but for the larger lengths this number increases very fast. For example, more than a quarter of all codes of length 38, namely 10140257 inequivalent codes, have a trivial automorphism group. So we have the following conjecture.
Conjecture 1
The sequence {a k , k = 10, 11, 12, . . . } is decreasing. The doubly-even self-dual codes of length 40 have been classified in [2] . A lower bound on the number of all self-dual codes of that length is given by 
