Background {#Sec1}
==========

The rapid development of genome sequencing technologies has become the major driving force for genomic discoveries. The second-generation sequencing technologies (e.g., Illumina, Ion Torrent) have been providing researchers with the required throughput at significantly low cost (\$0.03/million-bases), which enabled the discovery of many new species and variants. Although they are being widely utilized for understanding the complex phenotypes, they are typically incapable of resolving long repetitive elements, common in various genomes (e.g., eukaryotic genomes), because of the short read lengths \[[@CR1]\].

To address the issues with the short read lengths, third-generation sequencing technologies (e.g., PacBio, Oxford Nanopore) have started emerging recently. By producing long reads greater than 10 kbp, these third-generation sequencing platforms provide researchers with significantly less fragmented assembly and the promise of a much better downstream analysis. However, the production costs of these long sequences are almost 10 times more expensive than those of the short reads, and the analysis of these long reads is severely constrained by their higher error rate.

Motivated by this, we develop ParLECH (Parallel Long-read Error Correction using Hybrid methodology). ParLECH uses the power of MapReduce and distributed NoSQL to scale with terabytes of sequencing data \[[@CR2]\]. Utilizing the power of these big data programming models, we develop fully distributed algorithms to replace both the indel and substitution errors of long reads. To rectify the indel errors, we first create a de Bruijn graph from the Illumina short reads. The indel errors of the long reads are then replaced with the widest path algorithm that maximizes the minimum *k*-mer coverage between two vertices in the de Bruijn graph. To correct the substitution errors, we divide the long read into a series of low and high coverage regions by utilizing the median statistics of the *k*-mer coverage information of the Illumina short reads. The substituted error bases are then replaced separately in those low and high coverage regions.

ParLECH can achieve higher accuracy and scalability over existing error correction tools. For example, ParLECH successfully aligns 95% of *E. Coli* long reads, maintaining larger N50 compared to the existing tools. We demonstrate the scalability of ParLECH by correcting a 312GB human genome PacBio dataset, with leveraging a 452 GB Illumina dataset (64x coverage), on 128 nodes in less than 29 h.

Related work {#Sec2}
------------

The second-generation sequencing platforms produce short reads at an error rate of 1-2% \[[@CR3]\] in which most of the errors are substitution errors. However, the low cost of production results in high coverage of data, which enables self-correction of the errors without using any reference genome. Utilizing the basic fact that the *k*-mers resulting from an error base will have significantly lower coverage compared to the actual *k*-mers, many error correction tools have been proposed such as Quake \[[@CR4]\], Reptile \[[@CR5]\], Hammer \[[@CR6]\], RACER \[[@CR7]\], Coral \[[@CR8]\], Lighter \[[@CR9]\], Musket \[[@CR10]\], Shrec \[[@CR11]\], DecGPU \[[@CR12]\], Echo \[[@CR13]\], and ParSECH \[[@CR14]\].

Unlike second-generation sequencing platforms, the third-generation sequencing platforms, such as PacBio and Oxford Nanopore sequencers, produce long reads where indel (insertion/deletion) errors are dominant \[[@CR1]\]. Therefore, the error correction tools designed for substitution errors in short reads cannot produce accurate results for long reads. However, it is common to leverage the relatively lower error rate of the short-read sequences to improve the quality of long reads.

While improving the quality of long reads, these hybrid error correction tools also reduce the cost of the pipeline by utilizing the complementary low-cost and high-quality short reads. LoRDEC \[[@CR15]\], Jabba \[[@CR16]\], Proovread \[[@CR17]\], PacBioToCA \[[@CR18]\], LSC \[[@CR19]\], and ColorMap \[[@CR20]\] are a few examples of hybrid error correction tools. LoRDEC \[[@CR15]\] and Jabba \[[@CR16]\] use a de Bruijn graph (DBG)-based methodology for error correction. Both the tools build the DBG from Illumina short reads. LoRDEC then corrects the error regions in long reads through the local assembly on the DBG while Jabba uses different sizes of *k*-mer iteratively to polish the unaligned regions of the long reads. Some hybrid error correction tools use alignment-based approaches for correcting the long reads. For example, PacBioToCA \[[@CR18]\] and LSC \[[@CR19]\] first map the short reads to the long reads to create an overlap graph. The long reads are then corrected through a consensus-based algorithm. Proovread \[[@CR17]\] reaches the consensus through the iterative alignment procedures that increase the sensitivity of the long reads incrementally in each iteration. ColorMap \[[@CR20]\] keeps information of consensual dissimilarity on each edge of the overlap graph and then utilizes the Dijkstra's shortest path algorithm to rectify the indel errors. Although these tools produce accurate results in terms of successful alignments, their error correction process is lossy in nature, which reduces the coverage of the resultant data set. For example, Jabba, PacBioToCA, and Proovread use aggressive trimming of the error regions of the long reads instead of correcting them, losing a huge number of bases after the correction \[[@CR21]\] and thereby limiting the practical use of the resultant data sets. Furthermore, these tools use a stand-alone methodology to improve the base quality of the long reads, which suffers from scalability issues that limit their practical adoption for large-scale genomes.

On the contrary, ParLECH is distributed in nature, and it can scale to terabytes of sequencing data on hundreds of compute nodes. ParLECH utilizes the DBG for error correction like LoRDEC. However, to improve the error correction accuracy, we propose a widest path algorithm that maximizes the minimum *k*-mer coverage between two vertices of the DBG. By utilizing the *k*-mer coverage information during the local assembly on the DBG, ParLECH is capable to produce more accurate results than LoRDEC. Unlike Jabba, PacBioToCA, and Proovread, ParLECH does not use aggressive trimming to avoid lossy correction. ParLECH further improves the base quality instead by correcting the substitution errors either present in the original long reads or newly introduced by the short reads during the hybrid correction of the indel errors. Although there are several tools to rectify substitution errors for second-generation sequences (e.g., \[[@CR4], [@CR5], [@CR9], [@CR13]\]), this phase is often overlooked in the error correction tools developed for long reads. However, this phase is important for hybrid error correction because a significant number of substitution errors are introduced by the Illumina reads. Existing pipelines depend on polishing tools, such as Pilon \[[@CR22]\] and Quiver \[[@CR23]\], to further improve the quality of the corrected long reads. Unlike the distributed error correction pipeline of ParLECH, these polishing tools are stand-alone and cannot scale with large genomes.

LorMA \[[@CR24]\], CONSENT \[[@CR25]\], and Canu \[[@CR26]\] are a few self-error correction tools that utilize long reads only to rectify the errors in them. These tools can automatically bypass the substitution errors of the short reads and are capable to produce accurate results. However, the sequencing cost per base for long reads is extremely high, and so it would be prohibitive to get long reads with high coverage that is essential for error correction without reference genomes. Although Canu reduces the coverage requirement to half of that of LorMA and CONSENT by using the tf-idf weighting scheme for long reads, almost 10 times more expensive cost of PacBio sequences is still a major obstacle to utilizing it for large genomes. Because of this practical limitation, we do not report the accuracy of the these self-error correction tools in this paper.

Methods {#Sec3}
=======

Rationale behind the indel error correction {#Sec4}
-------------------------------------------

Since we leverage the lower error rate of Illumina reads to correct the PacBio indel errors, let us first describe an error model for Illumina sequences and its consequence on the DBG constructed from these reads. We first observe that *k*-mers, DNA words of a fixed length *k*, tend to have similar abundances within a read. This is a well-known property of *k*-mers that stem from each read originating from a single source molecule of DNA \[[@CR27]\]. Let us consider two reads *R*~1~ and *R*~2~ representing the same region of the genome, and *R*1 has one error base. Assuming that the *k*-mers between the position *pos*~*begin*~ and *pos*~*end*~ represent an error region in *R*~1~ where error base is at position $\documentclass[12pt]{minimal}
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*Claim 1:* The coverage of at least one *k*-mer of *R*~1~ in the region between *pos*~*begin*~ and *pos*~*end*~ is lower than the coverage of any *k*-mer in the same region of *R*~2~. A brief theoretical rationale of the claim can be found in Additional file [1](#MOESM1){ref-type="media"}. Figure [1](#Fig1){ref-type="fig"} shows the rationale behind the claim. Fig. 1Widest Path Example: Select correct path for high coverage error *k*-mers

Rationale behind the substitution error correction {#Sec5}
--------------------------------------------------

After correcting the indel errors with the Illumina reads, a substantial number of substitution errors are introduced in the PacBio reads as they dominate in the Illumina short-read sequences. To rectify those errors, we first divide each PacBio long read into smaller subregions like short reads. Next, we classify only those subregions as errors where most of the *k*-mers have high coverage, and only a few low-coverage *k*-mers exist as outliers.

Specifically, we use Pearson's skew coefficient (or median skew coefficient) to classify the true and error subregions. Figure [2](#Fig2){ref-type="fig"} shows the histogram of three different types of subregions in a genomic dataset. Figure [2](#Fig2){ref-type="fig"}a has similar numbers of low- and high-coverage *k*-mers, making the skewness of this subregion almost zero. Hence, it is not considered as error. Figure [2](#Fig2){ref-type="fig"}b is also classified as true because the subregion is mostly populated with the low-coverage *k*-mers. Figure [2](#Fig2){ref-type="fig"}c is classified as error because the subregion is largely skewed towards the high-coverage *k*-mers, and only a few low-coverage *k*-mers exist as outliers. Existing substitution error correction tools do not analyze the coverage of neighboring *k*-mers and often classify the true yet low-coverage *k*-mers (e.g., Fig. [2](#Fig2){ref-type="fig"}b as errors. Fig. 2Skewness in *k*-mer coverage statistics

Another major advantage of our median-based methodology is that the accuracy of the method has a lower dependency on the value of *k*. Median values are robust because, for a relatively small value of *k*, a few substitution errors will not alter the median *k*-mer abundance of the read \[[@CR28]\]. However, these errors will increase the skewness of the read. The robustness of the median values in the presence of sequencing errors is shown mathematically in the Additional file [1](#MOESM1){ref-type="media"}.

Big data framework in the context of genomic error correction {#Sec6}
-------------------------------------------------------------

Error correction for sequencing data is not only data- and compute-intensive but also search-intensive because the size of the *k*-mer spectrum increases almost exponentially with the increasing value of *k* (i.e., up to 4^*k*^ unique *k*-mers), and we need to search in the huge search space. For example, a large genome with 1 million reads of length 5000 bp involves more than 5 billion searches in a set of almost 10 billion unique *k*-mers. Since existing hybrid error correction tools are not designed for large-scale genome sequence data such as human genomes, we design ParLECH as a scalable and distributed framework equipped with Hadoop and Hazelcast.

Hadoop is an open-source abstraction of Google's MapReduce, which is a fully parallel and distributed framework for large-scale computation. It reads the data from a distributed file system called Hadoop Distributed File System (HDFS) in small subsets. In the Map phase, a Map function executes on each subset, producing the output in the form of key-value pairs. These intermediate key-value pairs are then grouped based on the unique keys. Finally, a Reduce function executes on each group, producing the final output on HDFS.

Hazelcast \[[@CR29]\] is a NoSQL database, which stores large-scale data in the distributed memory using a key-value format. Hazelcast uses MummurHash to distribute the data evenly over multiple nodes and to reduce the collision. The data can be stored and retrieved from Hazelcast using hash table functions (such as *get* and *put*) in *O*(1) time. Multiple Map and Reduce functions can access this hash table simultaneously and independently, improving the search performance of ParLECH.

Error correction pipeline {#Sec7}
-------------------------

Figure [3](#Fig3){ref-type="fig"} shows the indel error correction pipeline of ParLECH. It consists of three phases: 1) constructing a de Bruijn graph, 2) locating errors in long reads, and 3) correcting the errors. We store the raw sequencing reads in the HDFS while Hazelcast is used to store the de Bruijn graph created from the Illumina short reads. We develop the graph construction algorithm following the MapReduce programming model and use Hadoop for this purpose. In the subsequent phases, we use both Hadoop and Hazelcast to locate and correct the indel errors. Finally, we write the indel error-corrected reads into HDFS. We describe each phase in detail in the subsequent sections. Fig. 3Indel error correction

ParLECH has three major steps for hybrid correction of indel errors as shown in Fig. [4](#Fig4){ref-type="fig"}. In the first step, we construct a DBG from the Illumina short reads with the coverage information of each *k*-mer stored in each vertex. In the second step, we partition each PacBio long read into a sequence of strong and weak regions (alternatively, correct and error regions respectively) based on the *k*-mer coverage information stored in the DBG. We select the right and left boundary *k*-mers of two consecutive strong regions as source and destination vertices respectively in the DBG. Finally, in the third step, we replace each weak region (i.e., indel error region) of the long read between those two boundary *k*-mers with the corresponding widest path in the DBG, which maximizes the minimum *k*-mer coverage between those two vertices. Fig. 4Error correction steps

Figure [5](#Fig5){ref-type="fig"} shows the substitution error correction pipeline of ParLECH. It has two different phases: 1) locating errors and 2) correcting errors. Like the indel error correction, the computation of phase is fully distributed with Hadoop. These Hadoop-based algorithms work on top of the indel error-corrected reads that were generated in the last phase and stored in HDFS. The same *k*-mer spectrum that was generated from the Illumina short reads and stored in Hazelcast is used to correct the substitution errors as well. Fig. 5Substitution error correction

De bruijn graph construction and counting *k*-mer {#Sec8}
-------------------------------------------------

Algorithm 1 explains the MapReduce algorithm for de Bruijn graph construction, and Fig. [6](#Fig6){ref-type="fig"} shows the working of the algorithm. The map function scans each read of the data set and emits each *k*-mer as an intermediate key and its previous and next *k*-mer as the value. The intermediate key represents a vertex in the de Bruijn graph whereas the previous and the next *k*-mers in the intermediate value represent an incoming edge and an outgoing edge respectively. An associated count of occurrence (1) is also emitted as a part of the intermediate value. After the map function completes, the shuffle phase partitions these intermediate key-value pairs on the basis of the intermediate key (the *k*-mer). Finally, the reduce function accumulates all the previous *k*-mers and next *k*-mers corresponding to the key as the incoming and outgoing edges respectively. The same reduce function also sums together all the intermediate counts (i.e., 1) emitted for that particular *k*-mer. In the end of the reduce function, the entire graph structure and the count for each *k*-mer is stored in the NoSQL database of Hazelcast using Hazelcast's *put* method. For improved performance, we emit only a single nucleotide character (i.e., *A*, *T*, *G*, or *C* instead of the entire *k*-mer) to store the incoming and outgoing edges. The actual *k*-mer can be obtained by prepending/appending that character with the *k*−1 prefix/suffix of the vertex *k*-mer. Fig. 6De Bruijn graph construction and *k*-mer count

Locating the indel errors of long read {#Sec9}
--------------------------------------

To locate the errors in the PacBio long reads, ParLECH uses the *k*-mer coverage information from the de Bruijn graph stored in Hazelcast. The entire process is designed in an embarrassingly parallel fashion and developed as a Hadoop Map-only job. Each of the map tasks scans through each of the PacBio reads and generates the *k*-mers with the same value of *k* as in the de Bruijn graph. Then, for each of those *k*-mers, we search the coverage in the graph. If the coverage falls below a predefined threshold, we mark it as weak indicating an indel error in the long read. It is possible to find more than one consecutive errors in a long read. In that case, we mark the entire region as weak. If the coverage is above the predefined threshold, we denote the region as strong or correct. To rectify the weak region, ParLECH uses the widest path algorithm described in the next subsection.

Correcting the indel errors {#Sec10}
---------------------------

Like locating the errors, our correction algorithm is also embarrassingly parallel and developed as a Hadoop Map-only job. Like LoRDEC, we use the pair of strong *k*-mers that enclose a weak region of a long read as the source and destination vertices in the DBG. Any path in the DBG between those two vertices denotes a sequence that can be assembled from the short reads. We implement the widest path algorithm for this local assembly. The widest path algorithm maximizes the minimum *k*-mer coverage of a path in the DBG. We use the widest path based on our assumption that the probability of having the *k*-mer with the minimum coverage is higher in a path generated from a read with sequencing errors than a path generated from a read without sequencing errors for the same region in a genome. In other words, even if there are some *k*-mers with high coverage in a path, it is highly likely that the path includes some *k*-mer with low coverage that will be an obstacle to being selected as the widest path, as illustrated in Fig. [1](#Fig1){ref-type="fig"}.

Therefore, ParLECH is equipped with the widest path technique to find a more accurate sequence to correct the weak region in the long read. Algorithm 2 shows our widest path algorithm implemented in ParLECH, a slight modification of the Dijkstra's shortest path algorithm using a priority queue that leads to the time complexity of *O*(*E* log*V*). Instead of computing the shortest paths, ParLECH traverses the graph and updates the width of each path from the source vertex as the minimum width of any edge on the path (line 15).

Locating the substitution error {#Sec11}
-------------------------------

Algorithm 3 shows the process to locate substitution base errors. To locate the substitution errors in the long reads, we first divided the long reads into shorter fragments. As the *k*-mers in a smaller subregion tend to have similar abundances \[[@CR27]\], this will divide the longer reads into a sequence of high- and low-coverage fragments. If a fragment belongs to a low-coverage area of the genome, most of the k-mers in that fragment are expected to have low coverage. Otherwise, the *k*-mers are expected to have high coverage. This methodology enables ParLECH to better distinguish between true-yet-low-coverage and error-yet-high-coverage *k*-mers. By default, ParLECH uses the length of the short reads as the length of the shorter fragments. However, it can be easily modified with a user-defined length. The last fragment of the long reads can have a length shorter than default (or user-defined) length. This fragment is always ignored for correcting the substitution error as it is considered insufficient to gather any statistics.

After dividing the long reads into shorter fragments, we calculate the Pearson's skew coefficient (mentioned as *skewThreshold* in Algorithm 3) of the *k*-mer coverage of each fragment as a threshold to classify those fragments as true or error. If the skew coefficient of the fragment lies in a certain interval, the fragment is classified as a true fragment without any error. Furthermore, the fragments with mostly low-coverage *k*-mers are also ignored. All the other fragments (i.e., the fragments with highly skewed towards high-coverage *k*-mers) are classified as erroneous. Through this classification, all the low-coverage areas of the genome will be considered as correct even if they have low-coverage *k*-mers but almost similar coverage as that of the neighboring *k*-mers.

After classifying the fragments as true and error, we divide all the error fragments as high and low coverage. If the median *k*-mer coverage of a fragment is greater than the median coverage of the entire *k*-mer spectrum, the fragment is classified as high coverage. Otherwise, the fragment belongs to a low-coverage area. ParLECH uses a pattern of true and error k-mers to localize the errors and searches for the set of corrections with a maximum likelihood that make all k-mers true.

Correcting the substitution error {#Sec12}
---------------------------------

To rectify the substitution errors, ParLECH uses a majority voting algorithm similar to that of Quake \[[@CR4]\]. However, we have two major differences. First, ParLECH's majority voting algorithm is fully distributed and can scale over hundreds of nodes. Second, unlike Quake, ParLECH uses different thresholds for the low and high coverage area of the genome to improve the accuracy. For each error base detected in the previous phase, ParLECH substitutes the base with all the different nucleotide characters (i.e., *A*, *T*, *G*, and *C*) and calculates the coverage of all the *k*-mers with that base. Finally, the error base is replaced with the one such that all those *k*-mers with that base exceeds or equals the specified threshold for that area.

Results {#Sec13}
=======

In this section, we show the experimental results of ParLECH using various real-world sequence datasets.

Datasets {#Sec14}
--------

We evaluate ParLECH with respect to four real data sets including *E. coli*, yeast, fruit fly, and human genome. The details of the data set are summarized in Table [1](#Tab1){ref-type="table"}. The first three of them are relatively small-sized genomes. We use them to compare the accuracy of ParLECH with the existing hybrid error correction tools such as LoRDEC, Jabba, and Proovread. These data sets are also used to analyze the scalability and compare other resource consumption statistics such as memory requirement and CPU-Hour. Table 1DatasetsDataAccn. \#\#ReadsData size (GB)Read length%Reads alignedPacBioIlluminaPacBioIlluminaPacBioIlluminaPacBio (Avg)IlluminaPacBioIlluminaE. coliDevNetERR022075282394454402001.03213.50112010178.9799.44YeastDevNetSRR567755231559445034220.531.20587410182.1293.75Fruit flyBergmanLabERX64596967014981793637065559432810151.1495.56HumanDevNetSRX016231238972601420689270312452658710172.379.60

The fourth one is the largest among all. It is a large human genome data set that consists of almost 764 GB of sequencing reads including both Illumina and PacBio sequences. We use it to showcase the scaling capability of ParLECH with hundreds of GBs of sequencing reads over hundreds of compute nodes. In our experiments, other existing tools could not produce the result for the data set.

Computing environment {#Sec15}
---------------------

To evaluate ParLECH, we use *SuperMic* \[[@CR30]\] HPC cluster, and Table [2](#Tab2){ref-type="table"} summarizes its configuration. The maximum number of compute nodes we can use for a single job is 128. Each node has 20 cores, 64 GB main memory, and one 250 GB hard disk drive (HDD). Note that the main bottleneck for our Hadoop jobs running on top of disk-based HDFS is the I/O throughput because each node is equipped with only one HDD. We expect that the performance of ParLECH can be significantly improved by using multiple HDDs per node and/or SSD. Our previous work \[[@CR31]--[@CR33]\] demonstrates the effects of various computing environments for large-scale data processing. Table 2Experimental environmentMaximum \#nodes128ProcessorIntel IvyBridge Xeon\#cores per node20DRAM per node64 GBDisk per node250 GB hard disk driveNetwork56 Gbps InfiniBand

Accuracy metrics {#Sec16}
----------------

We evaluate the accuracy of ParLECH with respect to three different metrics as follows: 1) *% Aligned reads* and 2) *% Aligned bases*: These accuracy metrics indicate how well the corrected long reads are aligned to the reference genome. We report the %alignment both in terms of the total number of reads as well as the total bases present in the data set. For all the data sets other than the human genome, we use BLASR \[[@CR34]\] to align the long reads to the reference genome as it reports longer alignments by bridging the long indel error. However, for the large human genome, we use BWA-mem \[[@CR35]\] to get the alignment results quickly.

2\) *N50 statistics:* It is also important to preserve input read depth in the corrected data set. Shorter reads and/or reduced depth may show better alignment but may have a negative impact on downstream analyses. Hence, we measure the N50 statistics of the data sets to indicate the discard or trimming of errors in the long reads instead of rectifying them.

3\) *Gain:* We also use the **gain** metric \[[@CR5]\] to measure the fraction of effectively corrected errors by ParLECH. The gain is defined as $$\documentclass[12pt]{minimal}
                \usepackage{amsmath}
                \usepackage{wasysym} 
                \usepackage{amsfonts} 
                \usepackage{amssymb} 
                \usepackage{amsbsy}
                \usepackage{mathrsfs}
                \usepackage{upgreek}
                \setlength{\oddsidemargin}{-69pt}
                \begin{document} $$ Gain = \frac{TP-FP}{TP+FN}  $$ \end{document}$$

where *TP* (true-positive) is the number of error bases that are successfully corrected, *FP* (false-positive) is the number of true bases that are wrongly changed, and *FN* (false-negative) is the number of error bases that are falsely detected as correct.

To measure *TP*, *FP*, and *FN*, we follow the procedure described in \[[@CR36]\]. Let *r* be an original read and *r*~*c*~ be the read after correction. We derive the set of real sequencing errors *E*~*m*~ by mapping *r* to the reference genome and recording differences. Then, we measure *E*~*r*~, the set of errors remaining in *r*~*c*~, by applying global alignment between *r*~*c*~ and the genomic region where *r* was mapped to and recording the differences in the alignment. Finally, we calculate *TP*=\|*E*~*m*~∖*E*~*r*~\|, *FP*=\|*E*~*r*~∖*E*~*m*~\|, and *FN*=\|*Er*∩*Em*\|.

Comparison with existing tools {#Sec17}
------------------------------

Table [3](#Tab3){ref-type="table"} compares the accuracy of ParLECH with that of LoRDEC, Jabba, and Proovread in terms of the percentage of aligned reads and aligned bases. Table [4](#Tab4){ref-type="table"}, on the other hand, compares the accuracy in terms of gain. We measure the accuracy metrics using BLASR by running multiple instances of BLASR in parallel for efficiently processing large datasets. Table 3Accuracy comparison (Alignments)DataMethodology\#Reads\#BasesN50\#Aligned Reads\#Aligned bases%Aligned reads%Aligned basesE. coliOriginal282394316367409341422301723749701378.9775.07LoRDEC282394307987923342224722726637307887.5586.49Jabba149836149322524251714829314156393898.9794.80Proovread263206284871906122224194824613838791.9286.40ParLECH (Indel)282394309367145339426457428507039193.6992.15ParLECH (Indel+Subst)2823943093671453394264720295438268**93.7495.50**YeastOriginal23159413604576972990190184120652466382.1288.69LoRDEC23159413452536942982196669117149012384.9287.08Jabba152882634947441217315135963473295599.0299.09Proovread22503213071371851693211323110035021293.9084.18ParLECH (Indel)23159413894462612994199332124094593986.0789.31ParLECH (Indel+Subst)231594138944626129942018571254987596**87.1690.32**Fruit flyOriginal6701498290074753251515434271461335504163951.1446.04LoRDEC6701498300256732041515436543261491981514354.5349.69Jabba442385510820828565143023921032945581674288.6387.38Proovread651161720174923756860354507841449707609583.7071.86ParLECH (Indel)6701498301174163481515444176271879913843965.9262.42ParLECH (Indel+Subst)67014983011741634815154455762719983756932**68.0166.35**The best results are shown in bold faces Table 4Accuracy comparison (Gain)TPFPFN%GainE. coliLoRDEC31264830330659423038587.15Jabba1038686810544524460896.7Proovread23541209318191394294084.49ParLECH (Indel)33229635355464327519090.05ParLECH (Indel+Subst)345216492501292088511**93.61**YeastLoRDEC32266027089896286259423481.42Jabba1712009613004132954390693.06Proovread31351799287349156082068483.21ParLECH (Indel)355708411200377695164237582.40ParLECH (Indel+Subst)3682063221955621839626015**85.49**Fruit flyLoRDEC732799376341905918489120985.43Jabba188817493181412544504259793.2Proovread613007402308674217212305384.96ParLECH (Indel)785735162371263779782699584.73ParLECH (Indel+Subst)7998340353406515886789341**86.37**The best results are shown in bold faces

The results demonstrate that ParLECH can rectify the indel errors with significantly more accuracy comparing to LoRDEC both in terms of the aligned bases and gain. Like LoRDEC, ParLECH does not correct the long reads in which there is no strong *k*-mer. However, ParLECH searches strong *k*-mers in all reads regardless of their length while LoRDEC filters out reads whose length is less than a threshold.

Although Jabba attains significantly higher alignment accuracy compared to ParLECH, this high alignment accuracy is attained at the cost of producing reduced depths. This is because, unlike ParLECH, Jabba chooses to discard several of the uncorrected reads instead of rectifying them. As shown in Table [3](#Tab3){ref-type="table"}, the total number of reads in the resulting error-corrected dataset is significantly higher in ParLECH comparing to Jabba.

Proovread attains almost similar alignment accuracy comparing to ParLECH. However, it trims many of the error regions in each read and breaks an erroneous longer read at the error region, producing multiple shorter reads. Consequently, Proovread produces significantly lower N50 compared to ParLECH.

We have further improved the accuracy by correcting the substitution errors of the long reads. This phase is not present in LoRDEC. However, it has a substantial impact on improving the quality of the data. As shown in Tables [3](#Tab3){ref-type="table"} and [4](#Tab4){ref-type="table"}, by correcting the substitution errors, ParLECH improve the quality of the dataset by 1 to 3% from the indel error-corrected output both in terms of alignment and gain.

Scalability {#Sec18}
-----------

Figure [7](#Fig7){ref-type="fig"} demonstrates the scalability of different phases of ParLECH. Figure [7](#Fig7){ref-type="fig"}a demonstrates the scalability of each phase of ParLECH's indel error correction pipeline for the fruit fly dataset. The results show that the processing time of all three phases (i.e., constructing a de Bruijn graph, locating errors in long reads, and correcting errors in long reads) improves almost linearly with the increasing number of compute nodes. Therefore, the overall execution time of ParLECH also shows the almost linear scalability as we add more compute nodes. Fig. 7Scalability of ParLECH. **a** Time to correct indel error of fruit fly dataset. **b** Time to correct subst. error of fruit fly dataset

Figure [7](#Fig7){ref-type="fig"}b demonstrates the scalability of different phases of ParLECH's substitution error correction pipeline for the same fruit fly dataset. Like the indel error correction phases, these phases are also linearly scalable with the increasing number of nodes.

Figure [8](#Fig8){ref-type="fig"} compares ParLECH with existing error correction tools. As shown in Fig. [8](#Fig8){ref-type="fig"}a, on a single node for the same *E. coli* data, ParLECH performs almost 1.5 times faster than Jabba and almost 7.5 times faster than Proovread. On a single node, LoRDEC shows slightly better (1.2 times faster) performance than ParLECH because both the tools have similar asymptotic complexity (*O*(*E* log*v*)) whereas ParLECH has some distributed computing overhead. However, utilizing the power of Hadoop and Hazelcast, the embarrassingly parallel algorithm of ParLECH can be easily distributed over multiple nodes and eventually outperform LoRDEC by several magnitudes, which is not designed for distributed computing. Even though the correction algorithm of LoRDEC can work independently on each of the long reads, the computation cannot be distributed because of the absence of a proper scheduler. Fig. 8Comparing execution time of ParLECH with existing error correction tools. **a** Time for hybrid correction of indel errors in *E.coli* long reads (1.032 GB). **b** Time for correction of substitution errors in *E.coli* short reads (13.50 GB)

Figure [8](#Fig8){ref-type="fig"}b compares the substitution error correction pipeline with Quake \[[@CR4]\], an existing tool to correct the substitution errors of Illumina short read sequences. For the similar reason mentioned above, ParLECH outperforms Quake by several magnitudes when distributed over multiple nodes. For a fair comparison with Quake, we use the *E. coli* Illumina dataset only for this experiment. Since the major motivation of ParLECH is to correct the long-read errors, we did not report the results of accuracy comparison between ParLECH and Quake in this paper.

Discussion {#Sec19}
==========

Effects of different traversal algorithms on indel error correction {#Sec20}
-------------------------------------------------------------------

To better understand the benefit of our widest path algorithm (ParLECH ~*WP*~), we compare its accuracy with that of two other graph traversal algorithms, which are popular in this domain. The first one is the Dijkstra's shortest path algorithm (ParLECH ~*SP*~), and the other one is a greedy traversal algorithm (ParLECH ~*Greedy*~). Table [5](#Tab5){ref-type="table"} reports the accuracy results of all the three algorithms over the real PacBio data sets. Table 5Effects of different traversal algorithmsDataMethodology\#Reads\#Bases\#Aligned Reads\#Aligned bases%Aligned reads%Aligned basesE. coliParLECH ~*WP*~28239430936714526457428507039193.6992.15ParLECH ~*SP*~28239430798792324722726637307887.5586.49ParLECH ~*Greedy*~28239432896634121654323331280776.6870.92YeastParLECH ~*WP*~2315941389446261199332124094593986.0789.31ParLECH ~*SP*~2315941355153783196669117149012384.9286.44ParLECH ~*Greedy*~2315941399628927175478104526256775.7774.68Fruit flyParLECH ~*WP*~67014983011741634844176271879913843965.9262.42ParLECH ~*SP*~67014983019375231836543261491981514354.5349.41ParLECH ~*Greedy*~67014983213174968729467341203087150843.9737.44

ParLECH ~*SP*~ replaces the weak region in the long read with the sequence corresponding to the shortest path in the DBG. ParLECH ~*Greedy*~ always selects the vertex with the maximum coverage among all neighboring vertices during its traversal. For ParLECH ~*Greedy*~, the traversal often ends up in a tip of a dead-end path. So, we use a branching factor *b* (100 by default) such that, after traversing *b* successive vertices from the source vertex, the algorithm backtracks if it cannot meet the destination vertex. The algorithm aborts when all successors from the source vertex are visited using this branching factor.

Although ParLECH ~*SP*~ has the similar performance as ParLECH ~*WP*~, because of the counter intuitive nature of shortest paths and the strong (high coverage) *k*-mers desired for the correction, it cannot take the advantage of the *k*-mer coverage information in a straight forward way, adversely impacting the accuracy. ParLECH ~*Greedy*~, on the other hand, can take the advantage of the *k*-mer coverage information, but its accuracy depends highly on the higher value of the branching factor that poses a severe limitation on its performance.

Our widest path algorithm not only optimizes the performance but also makes better use of *k*-mer coverage information. The algorithm maximizes the minimum coverage of the *k*-mer in a path. Compared to both ParLECH ~*SP*~ and ParLECH ~*Greedy*~, ParLECH ~*WP*~ better balances the coverage of all the *k*-mers in a particular path of the DBG, which improves the accuracy of the resultant data set.

As shown in Table [5](#Tab5){ref-type="table"}, the widest path shows almost 15 to 25% better alignment accuracy compared to the greedy algorithm, which is found to perform worst among all. Comparing to the shortest path algorithm, the widest path shows almost 6 to 13% improvement for the dataset.

Resource consumption statistics {#Sec21}
-------------------------------

Using the power of Hadoop and Hazelcast, ParLECH is capable to tradeoff between CPU-Hour and DRAM utilization. That is, based on the data size and the available resources, ParLECH can be tuned to utilize the disk space at the cost of higher execution time.

Table [6](#Tab6){ref-type="table"} compares the CPU-Hour and DRAM resource consumption of ParLECH with existing error correction tools with respect to the *E. coli* data set. For the best (lowest) execution time, ParLECH consumes almost similar CPU-Hour as LoRDEC, which is significantly less comparing to Jabba and Proovread. For this performance, ParLECH needs the entire *k*-mer spectrum in DRAM. Consequently, it utilizes almost 32GB of DRAM. However, ParLECH can process the same E. coli data consuming significantly less amount (only 5GB) of DRAM if configured properly. However, the process takes more time to finish because of context switching between the DRAM and the hard disk. Table 6Comparing resource consumption of ParLECH with existing error correction tools with respect to E. coli datasetError correction toolCPU-Hour (single node)Peak memory usageLoRDEC1020.65Jabba1811.16Proovread8931.77ParLECH (configured for least execution time)11.6723.80ParLECH (configured to use lower DRAM)29.375

Processing large-scale human genomes {#Sec22}
------------------------------------

To showcase the data handling capability of ParLECH with hundreds of GBs of sequencing data and its scaling capability with hundreds of computing nodes, we analyze a large human genome data set. This 312 GB of PacBio data set includes more than 23 million long reads with the average length of 6,587 base pairs. The corresponding Illumina data set is 452 GB in size and contains more than 1.4 billion reads with the read length of 101 base pairs. To analyze this large data set (764 GB cumulative), we use 128 nodes of SuperMic cluster. We tuned ParLECH for the maximum performance. That means we distributed the entire de Bruijn graph in the memory available across the cluster.

The indel error correction process takes about 28.6 h as shown in Table [7](#Tab7){ref-type="table"}. After this indel error correction, 78.3% of reads and 75.4% of bases are successfully aligned to the reference genome. The substitution error correction process took another 26.5 h, successfully aligning 79.73% of the reads and 80.24% of the bases to the reference genome. Table 7Correcting a human genomePacBio data size312GBIllumina data size452GB\#nodes used128Time28.6 h%Aligned reads (Indel)78.3%Aligned bases (Indel)75.43%Gain (Indel)82.38Time (Indel + Subst)3.4 h%Aligned reads (Indel + Subst)79.73%Aligned bases (Indel + Subst)80.24%Gain (Indel + Subst)84.51

Conclusion {#Sec23}
==========

In this paper, we present a distributed hybrid error correction framework for PacBio long reads, called ParLECH. For efficient and scalable analysis of large-scale sequence data, ParLECH makes use of Hadoop and Hazelcast. ParLECH uses the de Bruijn graph and *k*-mer coverage information from the short reads to rectify the errors of the long reads. We develop a distributed version of the widest path algorithm to maximize the minimum *k*-mer coverage in a path of the de Bruijn graph constructed from the Illumina short reads. We replace the indel error regions in a long read with their corresponding widest path. To improve the substitution accuracy, we develop a median statistics-based strategy that considers relative *k*-mer abundance in a specific area of a genome to take care of high- and low-coverage areas separately. Our experimental results show that ParLECH can scale with hundreds of compute nodes and can improve the quality of large-scale sequencing data sets in an accurate manner. While correcting the errors, ParLECH takes care of high- and low-coverage regions of the sequencing reads separately and is better capable to balance the *k*-mer coverage based on the neighborhood. Hence, we believe that it is a good starting point for detecting and correcting errors in RNA and metagenome sequences.

Supplementary information
=========================

 {#Sec24}

**Additional file 1** This file provides a brief of the theoretical rationale for using widest path algorithm (claim 1), and a theoretical justification for why median statistics has lower dependency on the value of *k*.
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