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Zaradi vse večjih zahtev po zmanjšanju emisij in naraščajočega povpraševanja po osebnih 
avtomobilih je eno izmed vodilnih podjetij v izdelavi katalizatorjev povečalo in posodobilo svoj 
proizvodni obrat. 
Pri omenjeni razširitvi in posodobitvi proizvodnje katalizatorjev je bila naloga podjetja INEA 
napisati programsko kodo za vodenje šaržnega procesa s programirljivim logičnim krmilnikom 
(PLK), model šaržnega procesa in testne recepte v programskem okolju InBatch ter aplikacijo 
za nadzor, vodenje in pridobivanje podatkov. Moja naloga pri tem je bila izvedba programske 
kode za vodenje naprav in nekaterih faznih sekvenc ter testiranje s simulacijo in testiranje na 
realnih napravah. 
V drugem poglavju diplomske naloge je predstavljen obseg šaržnega sistema (uporabljene 
naprave in povezave med njimi), podan je kratek opis proizvodne linije ter zahteve podjetja za 
proizvodnjo katalizatorjev. V tretjem poglavju je opisano programsko orodje za programiranje 
programirljivih logičnih krmilnikov Studio 5000 Logix Designer, programsko orodje za 
izdelavo šaržnih procesnih modelov in testnih receptov Wonderware InBatch, aplikacija za 
nadzor, vodenje in pridobivanje podatkov Wonderware InTouch, uporabljen programirljivi 
logični krmilnik Allen Bradley 1756-L73S Guardlogix ter vodilo in gospodar AS-i in 
frekvenčni pretvornik Allen Bradley PowerFlex 753. 
V nadaljevanju diplomske naloge so predstavljeni nekateri uporabljeni funkcijski bloki, 
prehajanje med stanji faze, fazni vmesnik ter opisana je sekvenca ene izmed faz. Po končanem 
programiranju in testiranju s simulacijo (tovarniško testiranje sprejemljivosti) se je program 
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With increasing requirements to lower the emissions and growing demands for cars, one of the 
world leading catalyst manufacturers decided to increase and modernize its production plant. 
In the extension and modernization of the production of catalytic converter described above the 
task of the INEA company was to write the code to manage batch process with a programmable 
logic controller (PLC), model of the batch process and write test recipes in the InBatch software 
and application for supervisory control and data acquisition. My job in this project was to write 
part of the software code for control of devices, some phase sequences, testing the written 
program with the simulation software and also commissioning and testing on the real system. 
The second chapter of the thesis presents the scope of a batch system (used devices and link 
between them), short description of the production line and requirements of the company for 
the production of catalytic converter. In the third chapter the Studio 5000 Logix Designer 
software for programming programmable logic controllers is described as well as Wonderware 
Inbatch software for making batch process models and test recipes, Wonderware InTouch 
application for supervisory control and data acquisition, used Allen Bradley 1756-L73S 
GuardLogix programmable logic controller, AS-i bus and AS-I master and Allen Bradley 
PowerFlex 753 frequency converter. 
The following chapters describe some of the used function blocks, phase state transitions, phase 
interface and one of the transfer phases is described. After finishing the programming and 
testing with the simulation system (Factory acceptance test - FAT), the program was transferred 
to the PLC of the real system and then carried out commissioning and testing of the real 
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1 Uvod 
Za zmanjševanje emisij nevarnih in škodljivih plinov (ogljikov monoksid, ogljikovodik in 
dušikov oksid) vozila uporabljajo katalizatorje. Njihova jedra so sestavljena iz keramične 
strukture s kovinskim katalizatorjem (po navadi platina, rodij, paladij). Pri visoki temperaturi 
(med 300 °C in 900 °C) se prične med katalizatorjem in izpušnimi plini kemična reakcija, kjer 
se škodljivi izpušni plini pretvorijo v manj škodljive pline (ogljikov dioksid, vodno paro in 
dušik). Potrebno je izdelati strukturo (največkrat je uporabljeno satovje), katera izpostavi 
največjo možno površino katalizatorja toku izpušnih plinov. Uporabljajo se pri večini motorjev 
z notranjim izgorevanjem [5]. 
Zaradi vse večjih zahtev po zmanjšanju emisij in naraščajočega povpraševanja po osebnih 
avtomobilih je eno izmed vodilnih podjetij v izdelavi katalizatorjev povečalo in posodobilo svoj 
proizvodni obrat. Obstoječim obratom so dodali nov proizvodni obrat, ki zajema dve proizvodni 
liniji, sistem za upravljanje s praškom, pripravo snovi (ang. Slurry), mletje, shranjevanje in 
mešanje [2]. 
INEA je eno izmed vodilnih podjetij v Sloveniji na področju industrijske avtomatizacije, 
energetike, računalniškega vodenja procesov in proizvodne informatike. Podjetje se je v 
industriji uveljavilo predvsem z izkušnjami iz projektov v avtomobilski, kemični, farmacevtski, 
kovinski in energetski industriji ter projekti na čistilnih napravah. Pri omenjeni razširitvi in 
posodobitvi proizvodnje katalizatorjev je bila naloga podjetja INEA napisati programsko kodo 
za vodenje šaržnega procesa s programirljivim logičnim krmilnikom – PLK (ang. PLC – 
Programmable Logic Controller), model šaržnega procesa in testne recepte v programskem 
okolju InBatch ter aplikacijo za nadzor, vodenje in pridobivanje podatkov (ang. SCADA – 
Supervisory Control And Data Acquisition).  
Cilj diplomske naloge je izdelava fazne logike za potrebe zgoraj opisane razširitve 
proizvodnega obrata. Eden izmed ciljev je tudi prikazati potek testiranja s simulacijo, ki služi 
odpravljanju napak pri vodenju naprav in faz ter prikazati potek testiranja na terenu. 
V drugem poglavju diplomskega dela je opisan celoten sistem s pripadajočimi napravami, 
prikazan je na »Process&ID« diagramu, na kratko je predstavljena proizvodna linija, prikazana 
je arhitektura nadzornega sistema ter opisane so tudi uporabniške zahteve. V tretjem poglavju 
so opisana uporabljena programska orodja in nekatere naprave.  
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Četrto poglavje opisuje nekatere najbolj pogosto uporabljene programske bloke za vodenje 
naprav. Moja naloga je bila uporabiti le te in z njimi sestaviti vodenje naprav skupaj s 
preslikavami (ang. mapping) iz dejanskih vhodov in izhodov na pripadajoče programske 
spremenljivke. 
Glavni del diplomske naloge je predstavljen v petem poglavju, kjer je prikazana fazna logika. 
V tem delu je bila moja zadolžitev programiranje nekaterih faznih sekvenc in sestavljanje 
pogojev za alarme ter testiranje le-teh. V poglavju je tudi predstavljena ena izmed teh faz. V 
šestem in sedmem poglavju je predstavljen potek testiranja s simulacijo na podjetju INEA in 
delo na terenu (testiranje in zagon naprav), kjer sem posebej izpostavil moje naloge. 
V zadnjem poglavju so opisani nastali problemi pri testiranju s simulacijo in testiranju na terenu 
ter reševanje le-teh. Opisal sem tudi, kaj sem se iz celotnega projekta naučil, izključil sem 
probleme, s katerimi sem se soočal, in kako smo jih rešili.
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2 Opis projekta 
Namen tega poglavja je prestaviti celoten sistem z vsemi rezervoarji, namen vsake skupine 
rezervoarjev, povezave med njimi, na kratko bo predstavljena linija proizvodnje, arhitektura 
nadzornega sistema in zahteve za delovanje sistema. 
2.1 Opis sistema za šaržno proizvodnjo 
Sistem zajema štiri sklope rezervoarjev: štiri distribucijske sisteme za prašek (ang. Powder 
tanks), tri pripravljalne rezervoarje (ang. Preparation tanks), štiri shranjevalne rezervoarje 
(ang. Storage tanks), osem mešalnih rezervoarjev (ang. Blend tanks) in dva dozirna rezervoarja 
(ang. Dose tanks). Vse zgoraj naštete naprave imajo tehtnico, iz katere je razvidno, koliko 
praška (surovine) ali mešanice (snovi) je v rezervoarjih. Poleg tega imajo omenjeni rezervoarji 
še: temperaturni senzor, nivojski senzor, nivojsko stikalo, stikalo bližine, vhodne in izhodne 
ventile ter mešalo. Med rezervoarji so transportne cevi, na katerih so črpalke in usmerjevalni 
ventili. 
Distribucijski sistem za prašek za delovanje uporablja vakum. Surovina se nahaja v visečih 
vrečah. Na dnu vreče je ventil, kateri spušča surovino v cevi. S pravilno usmeritvijo 
(odpiranjem in zapiranjem) ventilov se s pomočjo vakuma surovina po ceveh prenaša do enega 
od treh pripravljalnih rezervoarjev za pripravo mešanice. Iz vsake vreče se lahko prašek prenaša 
samo v enega izmed rezervoarjev. 
Poleg surovine se v pripravljalne rezervoarje lahko dodaja tudi voda in cirkonijev acetat. V 
rezervoarju se različne surovine tudi zmešajo po receptu, katerega je definiral inženir procesne 
tehnologije in bil certificiran v InBatchu. Iz pripravljalnega rezervoarja je možno pretakati snov 
skozi črpalko in mlin nazaj v isti rezervoar ali v katerikoli drugi pripravljalni ali pa v katerikoli 
shranjevalni rezervoar. Pretakanje lahko poteka tudi skozi črpalko neposredno v enega izmed 
shranjevalnih ali mešalnih rezervoarjev.  
V shranjevalnih rezervoarjih mešanica čaka na prenos preko črpalke v enega izmed mešalnih 
rezervoarjev. V tem delu procesa se v mešanico ne dodaja nobenih drugih surovin ali snovi. 
Mešalni rezervoarji so še zadnji sklop rezervoarjev pred dozirnimi rezervoarji. V njih se 
generična mešanica po receptu dokončno pripravi v specifično mešanico z dodajanjem vode, 
cirkonijevega acetata in drugih ročnih doziranj. Ko je mešanica pripravljena, čaka v mešalnih 
rezervoarjih, dokler dozirni rezervoar ne poda zahteve za material. 
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Iz mešalnih rezervoarjev gre nato mešanica preko črpalke in filtra v dozirne rezervoarje. Iz teh 
rezervoarjev pa gre mešanica na linijo (glej razdelek 2.1.1), kjer se vbrizga v sredico 
katalizatorja. Posebnost teh rezervoarjev je, da imajo okoli sebe sklenjeno zanko, po kateri 
mešanica kroži s pomočjo črpalk. 
Različne poti pretakanja snovi v posamezen rezervoar se doseže s pravilno usmeritvijo 
posameznih ventilov. Ker se snov lahko prenaša iz enega izvornega rezervoarja v en ponorni 
rezervoar, moramo pravilno odpirati in zapirati vhodne ventile pri ponornih rezervoarjih. To 
pomeni, da moramo vse vhodne ventile na poti drugih ponornih rezervoarjev zapreti, izbranega 
pa odpreti. 
Pri prenosu praška v pripravljalni rezervoar in pri prenosu snovi iz shranjevalnih rezervoarjev 
v mešalne rezervoarje imamo na voljo dve transportni cevi. To pomeni, da lahko iz dveh 
različnih vreč/rezervoarjev prenašamo prašek/snov v dva različna pripravljalna/mešalna 
rezervoarja. Enako velja pri mlinih. Na voljo sta dva mlina, vsak pripravljalni tank lahko 
uporablja enega. Iz mešalnih rezervoarjev imamo na voljo le eno transportno pot, ki vodi do 
enega izmed dozirnih tankov. 
Kadar je v katerem koli rezervoarju (razen v shranjevalnikih za prašek) količina snovi večja od 
minimalne določene, moramo to snov neprekinjeno mešati, da bi se izognili strjevanju snovi. 
Vsi rezervoarji (razen shranjevalnikov za prašek) imajo možnost praznjenja in izpiranja v 
odtok. Vse cevi imajo tudi možnost izpiranja z vodo. 
Slika 2.1 prikazuje zgoraj opisani šaržni proces, izjema so dozirni tanki, kateri niso prikazani. 
Razvidno je, da so v zgornjem levem kotu štirje shranjevalniki praška. Nato sledijo trije 
pripravljalni rezervoarji. Zraven njih sta dva mlina. Na naslednjih dveh nivojih so še štirje 
shranjevalni rezervoarji in devet mešalnih rezervoarjev. 
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Slika 2.1: Process&ID (P&ID) diagram šaržnega procesa 
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2.1.1 Kratka predstavitev linije 
Pred vbrizgom snovi v satovje katalizatorja gredo satovja po tekočem traku skozi vrsto 
preverjanj kakovosti (ang. quality check). Preverjanje poteka s kamero, kjer se satovje slika in 
preveri stanje le tega. V primeru, da je satovje v slabem stanju, ga robot odstavi za izmet. V 
primeru, da je v zadovoljivem stanju, ga taisti robot premakne na napravo, kjer se vbrizga snov, 
nato se obrne in z vakumom razvleče enakomerno po celotnem satovju. Naslednji robot zagrabi 
obdelano satovje in ga postavi na tekoči trak, po katerem gre v peč. Tam gre skozi različne 
stopnje temperatur, da se v celoti posuši. Po končanem sušenju robot prestavi satovje na zadnje 
preverjanje kakovosti s kamero. Nato še zadnji robot, odvisno od stanja satovja, prestavi izdelek 
na tekoči trak za izmet ali pa na tekoči trak za pakiranje. 
2.2 Arhitektura nadzornega sistema 
Slika 2.2 prikazuje konfiguracijo nadzornega (komunikacijskega) sistema. Razvidno je, da ima 
PLK dve komunikacijski omrežji. Po enem komunikacijskem omrežju komunicira z napravami 
na procesu (gospodarjem vodila AS-i, frekvenčnimi pretvorniki itd.), po drugem pa z 
nadzornim sistemom (strežnikom Galaxy, strežnikom InBatch, programskim terminalom itd.). 
 
Slika 2.2: Konfiguracija nadzornega sistema Leg 7 Washcoat [3] 
2.3 Funkcijska specifikacija 
Vse funkcionalnosti PLK-ja in vmesnika med človekom in strojem (HMI – Human Machine 
Interface), katere morajo biti razvite, morajo biti zapisane v funkcijski specifikaciji (FDS – 
Functional Design Specification). Zagotavljati mora, da bodo izpolnjene vse funkcijske zahteve 
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sistema, ki jih je navedel kupec. Vsebovati mora vsa odstopanja (od zastavljenega sistema), ki 
se pojavijo pri izvajanju [2]. 
2.4 Delovanje sistema 
2.4.1 Sistem za šaržno vodenje 
Za vodenje faz in upravljanje receptov bo uporabljeno programsko okolje Wonderware 
InBatch. Upravljalo bo procese in faze v vseh rezervoarjih in vodilo vse prenose med 
rezervoarji, mlini in distribucijskimi sistemi za prašek. Pri testiranju in zagonu mora biti možno 
preko HMI-ja InTouch voditi faze, spreminjati vrednosti receptov in podatke serij [2]. 
2.4.2 Vmesnik HMI 
Za prikaz alarmov, časovnih grafov, serijskih podatkov in simbolov naprav bo uporabljen 
Wonderware InTouch HMI. Eden izmed zaslonov bo nudil pregled celotnega procesa z vsemi 
rezervoarji, mlini, distribucijskim sistemom za prašek in cevmi med njimi. Imel bo tudi prikaz 
količine materiala v rezervoarju, prikaz statusa rezervoarja in barvanje cevi za prikaz njihovega 
statusa. Slika 2.3 prikazuje zaslon HMI, na katerem so prikazane vse povezave med rezervoarji, 
količina materiala v vsakem rezervoarju, obratovanje naprav itd. [2]. 
 
Slika 2.3: Pregled celotnega šaržnega procesa na HMI [1] 
8 
Vse naprave morajo imeti tipko, s katero je možno spreminjati način delovanja iz avtomatskega 
načina v ročni in obratno, tipke za ročno vodenje ter polje za vsiljevanje analogne vrednosti. 
Omogočeno morajo imeti tudi potrjevanje napak, povezanih z rezervoarji, in prikazovanje vseh 
diagnostičnih informacij. Vse zgoraj našteto se prikaže na pojavnem oknu ob pritisku na simbol 
naprave. Naprava, ki ni v avtomatskem načinu, mora imeti jasno označbo na simbolu naprave. 
Zaslon za posamezen rezervoar bo prikazoval stanje komunikacije in meritve vsake naprave na 
rezervoarju ter stanje vseh faz, povezanih z njim. Slika 2.4 je primer zaslona za rezervoar z 
vsemi pripadajočimi napravami (tehtnica, nivojsko stikalo, temperaturno tipalo itd.) [2]. 
 
Slika 2.4: Zaslon enega izmed rezervoarjev [1] 
2.4.3 Sekvence 
Za vse sekvence morajo biti prikazani statusi, številka koraka ter sporočila. Varnostne prepreke 
sekvenc in naprav morajo biti vključene v vodenje. V primeru, da je kakšna sekvenca zadržana 
ali je onemogočen zagon zaradi blokade, mora biti le ta prikazana na zaslonu HMI [2]. 
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2.4.4 Varnost 
Vsak rezervoar ima stikalo za izklop v sili in varnostno stikalo bližine na mrežastih varnostnih 
vratih, katera ščitijo dostopno odprtino na rezervoarju. Ob pritisku na varnostno stikalo ali ob 
odprtju varnostnih vrat bo ustavilo motor mešala. Po sprostitvi varnostnega stikala in zaprtju 
varnostnih vrat se bo ob pritisku tipke »reset« na HMI ponastavilo varnostno vezje in mešalo 
se bo ponovno zagnalo [2].
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3 Uporabljena orodja in naprave 
V tem poglavju je predstavljena programska oprema za programiranje programirljivega 
logičnega krmilnika, predstavljen bo šaržni upravitelj ter program za sistem SCADA. Opisan 
je tudi uporabljen varnostni krmilnik, vodilo AS-i in frekvenčni pretvornik. 
3.1 Programska oprema Studio 5000 Logix Designer 
Okolje Studio 5000 je produkt podjetja Rockwell Automation. Elemente projektiranja in 
inženiringa  združuje v standardno okolje. Inženirji lahko v tem okolju razvijejo svoje elemente 
sistema vodenja za obratovanje in vzdrževanje. Uporablja se za programiranje logičnih 
krmilnikov podjetja Allen Bradley [6]. 
 
Slika 3.1: Programsko okolje Studio 5000 Logix Designer 
Na sliki 3.1 je prikazano začetno okno programskega okolja Studio 5000. V zgornjem delu je 
kot v vsakem programu opravilna vrstica, kjer se dostopa do vseh funkcij programa. Pod njo se 
nahaja orodna vrstica, kjer so bližnjice do najbolj pogosto uporabljenih funkcij. Te so: 
ustvarjanje novega projekta, odpiranje že obstoječega projekta, shranjevanje, tiskanje, 
preverjanje programa, nalaganje programa na krmilnik. V orodni vrstici so tudi bližnjice do 
najbolj pogosto uporabljenih programskih elementov lestvičnega diagrama (nova vrstica, 
vejitev, kontakt, negiran kontakt, tuljava). Funkcijske bloke prikličemo tako, da dvokliknemo 
na enega izmed gradnikov in v okno vtipkamo kratico le tega. 
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Na levi strani zaslona je prikazana celotna struktura projekta (ang. Controller Organizer), kjer 
se nahajajo vse programske spremenljivke, programska koda in nastavitve projekta. Z desnim 
klikom na mapo »Controller« in izbiro Lastnosti (ang. Properties) pridemo do izbire krmilnika 
in parametrov le tega. Nato sledi mapa Opravila (ang. Tasks), kjer se nahaja vodenje celotnega 
sistema. Tukaj so tudi opravila varnostnega dela krmilnika (ang. Safety task). V tem delu imamo 
tudi knjižnici, kjer uporabnik ustvari svoje sestavljene tipe spremenljivk (ang. User defined 
data tipes) in funkcijske bloke (ang. User defined funkction bloks oz. Add-On Intructions). Na 
koncu imamo nastavitve vhodno-izhodnih naprav (ang. I/O Configuration). Tukaj so vse 
naprave, ki komunicirajo s krmilnikom (oddaljene vhodno-izhodne enote, komunikacijske 
kartice ethernet, moduli AS-i, frekvenčni pretvorniki itd.) in nastavitve le teh. 
3.2 Programska oprema Wonderware InBatch 
Wonderware InBatch je neodvisni program za sistem vodenja, ki se lahko uporablja za zahtevne 
šaržne procese. Zasnovan je po standardu ISA-88 za šaržno vodenje. Program ponuja 
zmogljivost šaržnega upravljanja, vključno z upravljanjem receptov, zgodovino opreme in 
materiala, visoko stopnjo varnosti in internetno zasnovano poročanje. 
InBatch je sistem upravljanja za avtomatizacijo šaržnih procesov in zagotavlja celotno 
zgodovino šarže. Omogoča, da preden se napiše prva vrstica vodenja, lahko hitro in enostavno 
ustvarimo recept ter simuliramo njegovo izvedbo na modelu procesa. Z  njim je enostavno 
ustvariti  in spreminjati recepte ter ustvariti avtomatizacijo od najenostavnejših do 
najzahtevnejših šaržnih procesov. Upravljanje proizvodnih postopkov in povečanje 
zmogljivosti programa InBatch z Wonderware InTouch HMI omogoča združitev s sistemsko 
platformo Archestra [7]. 
3.3 Programska oprema Wonderware InTouch HMI 
Program InTouch je rešitev za nadzorni HMI in sistem SCADA, ki omogoča hitro ustvarjanje 
standardiziranih vizualizacijskih aplikacij. Z njim se poveča nadzor nad procesom ter močno 
izboljša učinkovitost operaterja, kar poenostavi in izvršuje standardizacijo in upravljanje 
sprememb. To rešitev uporablja ena tretjina svetovnih industrijskih obratov [8]. 
3.4 Varnostni krmilnik Allen Bradley 1756–L73S GuardLogix  
Za lažje doseganje svetovnih varnostnih standardov in predpisov proizvajalci in uporabniki 
opreme za avtomatizacijo iščejo prilagodljive rešitve. V kombinaciji s konkurenčnimi pritiski 
zmanjšanja stroškov in povečanja produktivnosti ti predpisi zahtevajo boljšo integracijo 
standardnega in varnostnega nadzora.  
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Sistem GuardLogix je zgrajen na principu dvo-procesorske arhitekture. Sestavljata ga primarni 
procesor in dodatni sekundarni varnostni (ang. Safety partner) procesor. Sekundarni procesor 
je del sistema, kateremu se konfiguracija samodejno nastavi in programa nanj ni potrebno 
posebej nalagati. Prednost takšnega sistema je, da vse spada pod enoten projekt [9]. 
Pretok podatkov znotraj krmilnika 
Na sliki 3.2 je prikazan pretok podatkov standardnega in varnostnega dela krmilnika:  
1. Med standardnimi spremenljivkami in logiko potekajo interakcije nemoteno. 
2. Podatki iz spremenljivk in programskih blokov se lahko izmenjujejo z napravami HMI, 
osebnimi računalniki in drugimi krmilniki.  
3. Za uporabo znotraj varnostnega opravila lahko podatke iz standardnih spremenljivk 
preslikamo v varnostne spremenljivke. 
4. Standardna logika lahko direktno bere varnostne spremenljivke. 
5. Varnostna logika lahko bere in piše v varnostne spremenljivke. 
6. Preko Ethernet-a se varnostne spremenljivke lahko izmenjujejo med varnostnimi 
krmilniki. 
7. Zunanje naprave, kot so HMI, osebni računalniki in standardni krmilniki, lahko samo 
berejo varnostne spremenljivke [10]. 
 
Slika 3.2: Možnosti pretoka podatkov krmilnika GuardLogix [10] 
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Uporabljen je varnostni krmilnik Allen Bradley 1756–L73S  GuardLogix, ki ima 8 MB 
uporabniškega pomnilnika za osnovno vodenje, 4 MB uporabniškega pomnilnika za varnostni 
del vodenja. Največje možno število digitalnih vhodov in izhodov je 128000, analognih vhodov 
in izhodov pa 4000, skupaj pa ne smejo presegati 128000 [11]. 
3.5 Omrežni prehod IFM AC1422 AS–i Network EtherNet/IP 
Za povezovanje osnovnih vhodno-izhodnih naprav (binarne naprave, kot so aktuatorji, senzorji, 
rotacijski kodirniki, ter analogni vhodi in izhodi) se v sistemih za avtomatizacijo, zasnovanih 
na PLK in osebnih računalnikih, uporablja industrijsko omrežje AS-Interface (ang. Actuator 
Sensor Interface). Namenjeno je za diskretne proizvodnje in procesne aplikacije ter uporablja 
dvožilni kabel. 
AS-i je omrežna rešitev, ki nadomesti povezovanje signalov vsake naprave posebej, kar 
pomeni, da ne potrebujemo napeljave za vsako povratno informacijo ter ukaz. Uporablja se 
lahko kot podomrežje v višje nivojskih industrijskih omrežjih kot so Profibus, DeviceNet, 
Interbus in Ethernet. Uporablja se v avtomatizaciji, vključno z elektrodistribucijskimi sistemi, 
dvigalih, pakirnih strojih, linijah za predelavo hrane, polnilnicah, v procesih z ventili in vodenju 
tekočih trakov [12]. 
Delovanje AS-i je osnovano na vezju ASIC (ang. Application Specific Integrated Circuit), ki 
je lahko integrirano neposredno v senzor ali aktuator (znano kot inteligentna komponenta) 
oziroma je lahko v vmesniškem modulu. Upravljanje komunikacije med senzorjem ali 
aktuatorjem in gospodarjem AS-i izvaja ASIC z namenom posredovanja informacije (stanje 
senzorja, delovanje naprave itd.)  
Vodilo AS-i je vodilo, ki deluje po principu gospodar/suženj, pri katerem gospodar nadzoruje 
in upravlja vse sužnje. Gospodar vedno začne vse komunikacije in kliče vsakega sužnja posebej 
ter čaka njihov odgovor. Za 31 sužnjev je čas cikla maksimalno 5 ms [13]. 
Uporabljen je prehod IFM AC 1422 AS-i Gateway z dvema gospodarjema. Vsak izmed njiju 
lahko sprejme do 62 naprav, 31 naprav na naslovih od 1A do 31A in 31 naprav na  naslovih od 
1B do 31B. Ima grafični prikazovalnik LCD in 6 tipk za spreminjanje nastavitev. Za 
komunikacijo z drugimi napravami, predvsem PLK, uporablja Ethernet/IP. 
3.6 Frekvenčni pretvornik Allen Bradley PowerFlex 753 
Frekvenčni pretvornik PowerFlex 753 ponuja enostavno uporabo, prilagodljivost in 
učinkovitost v različnih industrijskih aplikacijah. Nadzor za aplikacije do 250 kW zagotavlja 
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skupaj z vgrajenimi vhodi in izhodi ter tremi dodatnimi režami za razširitvene kartice 
(komunikacijska kartica, kartica z dodatnimi vhodi in izhodi, kartica za varnostni izklop itd.) 
[15].
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4 Uporabljeni funkcijski bloki 
V tem poglavju bom na kratko opisal nekatere funkcije uporabljenih funkcijskih blokov (Add-
on Instruction – AOI). V programu Studio 5000 se funkcije nahajajo v mapi Add-on 
Instructions. Z AOI izboljšamo preglednost programa, saj je v njih združena pogosto 
uporabljena programska logika. Uporabljamo jih lahko tudi za združevanje dela programa za 
vodenje (enakih) naprav. V vsakem bloku je napisana programska koda za vodenje vsake 
naprave posebej. AOI-ji imajo vhodne in izhodne spremenljivke (vidne) ter tudi nekatere 
notranje spremenljivke (skrite). Uporabljen jezik za programiranje je lestvični diagram (ang. 
Ladder diagram - LD). 
Spodaj prikazani funkcijski bloki so plod sodelovanja podjetja INEA in proizvajalca 
katalizatorjev. Te funkcijske bloke so tekom preteklih projektov razvili in izpopolnili inženirji 
podjetja INEA. Vodenje naprav je sprva potekalo s pomočjo programske kode, ki se je kasneje 
zaradi lažje implementacije v bodoče sisteme združila v bloke in s tem standardizirala. Uporaba 
teh standardiziranih blokov je bila mogoča tudi v tem projektu, saj je sistem vključeval podobne 
naprave. Na sliki 4.1 in 4.2 sta prikazana dva najpogosteje uporabljena programska bloka za 
upravljanje naprav. Nekatere spodaj opisane spremenljivke lahko spremljamo in spreminjamo 
iz HMI. 
Slika 4.1 prikazuje blok za vodenje diskretnih ventilov. Na levi strani bloka so vhodne 
spremenljivke, na desni pa izhodne. Vhodne spremenljivke, kot so avtomatski ukaz (vhod 
Autocmd), povratna informacija o odprtju ali zaprtju (vhoda FB_Closed in FB_Opened), 
nastavljamo v programski kodi. Tukaj so tudi nekatere spremenljivke, ki dobivajo vrednosti iz 
HMI, kot so zahteva za ročno ali avtomatsko upravljaje ventila, zahteva za odpiranje in 
zapiranje ter potrditev alarma (spremenljivke Oper_ManReq, Oper_AutoReq, Oper_CloseReq, 
Oper_OpenReq in Oper_AlarmAck). Vrednosti in stanja izhodnih spremenljivk so rezultat 
vhodnih spremenljivk in logike znotraj funkcijskega bloka. Najpomembnejši izhodi so izhodni 
ukaz (Q_Cmd), katerega pošljemo na digitalni izhod, ventil je v avtomatskem ali ročnem načinu 
(Q_Auto in Q_Man), informacija, ali je ventil odprt ali zaprt (Q_Closed in Q_Opened) ter 
signal, da je na ventilu prišlo do napake (Q_MonAlarm). 
Na sliki 4.2 je prikazan blok za upravljanje frekvenčnih pretvornikov. Tako kot pri bloku za 
upravljanje ventilov ima tudi blok za upravljanje frekvenčnih pretvornikov vhodne in izhodne 
spremenljivke. Večina je enakih, ampak zaradi zahtevnejšega vodenja ima še nekaj dodatnih 
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spremenljivk, kot so nastavljanje referenčne hitrosti in spremljanje dejanske hitrosti 
(AutoSpeed_SP in FB_SpeedRaw), stanje lokalnega izolatorja (LocalSwitch) itd. 
 
Slika 4.1: Programski blok za vodenje diskretnih ventilov [1] 
 
Slika 4.2: Programski blok za vodenje frekvenčnih pretvornikov [1] 
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4.1 Primer vodenja frekvenčnega pretvornika 
Programski bloki kot takšni sami ne morejo voditi naprave, saj nimajo podatka, v kakšnem 
stanju je naprava. Blok naprave ne more upravljati, saj nanj ni povezana nobena ciljna naprava. 
Moja naloga je bila pripraviti pripadajočo programsko logiko za vse naprave v sistemu ter 
preslikave iz dejanskih vhodov/izhodov na pripadajoče programske spremenljivke. Tako sem 
spoznal, kako poteka vodenje, ter si s tem olajšal delo pri programiranju sekvenc in reševanju 
problemov, ki so nastajali pri testiranju. V nadaljevanju je predstavljena uporaba programskega 
bloka za vodenje frekvenčnih pretvornikov s pripadajočo logiko. 
 
Slika 4.3: Blokade zagona naprave 
Na sliki 4.3 so prikazani pogoji za preprečevanje zagona naprave (ang. interlocks). To pomeni, 
da kadarkoli eden izmed pogojev ni postavljen, funkcijski blok prikazan na sliki 4.2 onemogoči 
zagon naprave oziroma jo nemudoma zaustavi. 
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Ti pogoji za blokado zagona so: 
- Interlock.0 in Interlock.1: frekvenčni pretvornik ni pripravljen in omogočen (prišlo je 
do napake, nima napajanja itd.). Signal pride neposredno iz naprave. 
- Interlock.3: komunikacija s frekvenčnim pretvornikom je prekinjena. 
- Interlock.4: stikalo za zasilno ustavitev je pritisnjeno in ni ponastavljeno. 
- Interlock.5: lokalni izolator je prekinjen. 
- Interlock.6: varnostna vrata niso zaprta in ponastavljena 
Programska logika za blokado zagona 4 in 6 je narejena v varnostnem opravilu PLK-ja. 
 
Slika 4.4: Preslikave vhodnih signalov 
Slika 4.4 prikazuje preslikave vhodnih signalov na vhodne spremenljivke funkcijskega bloka. 
V prvih dveh vejitvah preverjamo, ali je željena hitrost znotraj nedovoljenega območja hitrosti 
ter v primeru, da je pogoj izpolnjen, prepišemo zgornjo mejo nedovoljenega območja v željeno 
hitrost. V naslednjih dveh vrsticah se prepisujejo merjene vrednosti izhodnega toka, izhodne 
moči, porabljena energija in povratna informacija o dejanski hitrosti vrtenja iz frekvenčnega 
pretvornika v vhodne spremenljivke funkcijskega bloka. Še zadnja dva signala se preslikata na 
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vhodne spremenljivke, kjer je prvi povratna informacija o delovanju motorja in drugi 
informacija o napaki na frekvenčnem pretvorniku. 
Da bi frekvenčni pretvornik dobival potrebne informacije za delovanje iz funkcijskega bloka, 
je potrebno izhodne spremenljivke preslikati na dejanske signale, povezane s frekvenčnim 
pretvornikom. Preslikave prikazuje slika 4.5. Iz nje vidimo, da za pravilno delovanje 
pretvornika potrebujemo referenčno hitrost (Q_Ref_Speed_Dig), ukaz za zagon (Q_Start_Cmd) 
ter zaustavitev (Q_Stop_Cmd) ter ukaz za smer vrtenja. Dodano imamo možnost za impulzen 
premik (Q_Jog_Cmd) in ponastavitev napak na pretvorniku (Q_ResetFault). 
 
Slika 4.5: Preslikave izhodnih signalov  
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5 Fazna logika 
V tem poglavju bo predstavljeno prehajanje med stanji faz, funkcijski blok za pravilno 
delovanje faze in ena izmed uporabljenih prenosnih faz (prenos iz pripravljalnega rezervoarja 
preko mlina v shranjevalni rezervoar). 
5.1 PLI – fazni vmesnik  
Funkcijski blok PLI (Phase Logic Interface) je glavni sestavni del vodenja vsake faze, ki se 
izvaja prek upravitelja šarže (sistema InBatch). PLI skrbi za pravilno proženje vsake fazne 
sekvence ter za pravilna prehajanja med različnimi faznimi stanji. Slika 5.1 prikazuje funkcijski 
blok za PLI, ki se ga uporablja v vseh fazah. Spodnji primer prikazuje dodajanje kisline v 
pripravljalni rezervoar z oznako T860. Iz slike so razvidne nekatere spremenljivke, ki 
označujejo posamezna stanja faze in nekatere vrednosti, ki so potrebne za pravilno delovanje 
faze. 
 
Slika 5.1: Funkcijski blok za upravljanje faze – Phase Logic Interface [1] 
Odvisno od procesa je potrebno napisati programsko kodo, katero je potrebno uporabiti skupaj 
s faznimi sekvencami. Koda je napisana v programskem jeziku lestvični diagram in je za vsako 
fazo drugačna [1]. 
5.1.1 Prehajanje med stanji faz 
Namen osnovnih stanj (ang. states) in super-stanj (ang. superstates), s ciljem zmanjšati 
ponavljanje informacij, je združevanje procesnih stanj in prehodov v večje število pod-stanj 
(ang. substates). Iz slike 5.2 so razvidne povezave in prehodi med ukazi in stanji faze. Prvo 
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super-stanje je Začetno stanje, ki je sestavljeno iz osnovnih stanj Pripravljeno in Blokirano. 
Naslednje super-stanje je Aktivno stanje, ki vsebuje stanji Tek in Zadržano, ter še stanji 
Končano ali Prekinjeno, združeni v Končno super-stanje. 
 
Slika 5.2: Diagram prehodov stanj (ang. State transitions diagram) [1] 
Za zagotovitev boljšega modeliranja faznega programa, za poenostavitev programiranja in 
lažjega upravljanja kompleksnosti programa so različna aktivna fazna stanja razdeljena na 
sekvence. Odvisno od tega, kdaj je katera sekvenca izvedena, je definirana ena ali več sekvenc 
različnih tipov: 
- Prehodna akcija (ang. Transition Action) – sekvenca se izvaja med prehodnim stanjem 
ter si jo lasti ciljno stanje. 
- Vhod (ang. Entry) – med vhodom v novo stanje se izvede ta sekvenca. 
- Zanka (ang. Loop) – izvaja se ciklično skozi trajanje stanja. 
- Izhod (ang. Exit) – sekvenca se izvede enkrat, kadar pride do izhoda iz stanja. 
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- Vedno (ang. Always) – sekvenca deluje neprekinjeno skozi celotno trajanje stanja in 
vključuje vse sekvence stanja (Vhod, Zanka, Izhod). 
Prehodi med faznimi stanji so lahko avtomatski in sicer se to zgodi, ko se zaključi sekvenca 
prejšnjega stanja, oziroma lahko operater pošlje primeren ukaz za spremembo stanja. Ukazi so 
lahko: 
- Začni (ang. Start) 
- Zadrži (ang. Hold) 
- Ponovno zaženi (ang. Restart) 
- Prekini (ang. Abort) 
- Ponastavi (ang. Reset) 
Prehodi med začetnimi, aktivnimi in končnimi stanji so naslednji: 
- Blokirano – Prehod v to stanje je možen samo iz stanja Pripravljeno ter se zgodi 
avtomatsko, ko pogoji za začetek faze niso izpolnjeni. 
- Pripravljeno – V to stanje je možen prehod iz stanj Blokirano, Prekinjeno in Končano. 
Iz prvega je prehod avtomatski, in sicer, kadar so pogoji za začetek izpolnjeni. Iz zadnjih 
dveh stanj je prehod v stanje Pripravljeno možen z ukazom Ponastavi, pri tem se fazni 
blok ponastavi na novo stanje. 
- Tek – Po poslanem ukazu Začni se izvede prehod iz stanja Pripravljeno v stanje Tek, 
kjer se izvedejo koraki, pripisani temu stanju. V stanje Tek je možno narediti prehod iz 
stanja Zadržano preko ukaza Ponovno zaženi. 
- Končano – Prehod v to stanje se zgodi iz stanja Tek avtomatsko, ko so končni pogoji 
izpolnjeni. 
- Zadržano – Prehod iz stanja Tek v stanje Zadržano je možen z ukazom Zadrži oziroma 
se le ta zgodi avtomatsko, ko se pojavijo pogoji zadržanja (npr. uporabljena naprava gre 
v stanje napake). Faza preide v stanje Zadržano po tem, ko fazni vmesnik izvede vse 
potrebne korake. 
- Prekinjeno – Z ukazom Prekini se izvede prehod iz stanja Zadržano v stanje Prekinjeno, 
pri tem pa fazni vmesnik izvede vse potrebne korake [1]. 
5.2 Prenosna faza iz pripravljalnih v mešalne rezervoarje 
Pripraviti je bilo potrebno sekvence za vse povezave med rezervoarji in sekvence za čiščenje 
rezervoarjev ter cevi. Imena sekvenc so sestavljena iz namena sekvence, oznake izvornega 
rezervoarja in oznake ponornega rezervoarja (npr. Xfer_T860_T87x), s tem da x pri ponornem 
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rezervoarju pomeni katerikoli izmed le teh. Imena sekvenc so lahko Prenos (ang. Xfer), pri 
kateri se izvaja prenos snovi iz izvornega rezervoarja v ponorni. Naslednja sekvenca je lahko 
Izpiranje (ang. Flush), pri kateri se izvaja izpiranje ostankov v cevi, ter še zadnja, Pranje (ang. 
Wash), katera je sestavljena iz čiščenja rezervoarja in izpiranja cevi. 
V tem podpoglavju je predstavljena ena izmed prenosnih faz (Xfer_T860_T88x), ki jih je bilo 
potrebno pripraviti za ta projekt. Predstavljena bo prenosna faza iz enega od pripravljalnih 
rezervoarjev (T860) v kateregakoli od mešalnih rezervoarjev (T88x). Koraki si bodo sledili po 
zgoraj predstavljenih stanjih in njihovih sekvencah. Zaradi lažje predstavitve sem celotno fazo 
skrajšal tako, da bodo uporabljeni samo zadnji trije mešalni rezervoarji (ostalih 6 pa bom 
izpustil). Predstavil bom najpomembnejše dele faze, kot tudi nekatere alarme. 
Za zagon faze jo je potrebno najprej zagnati in ustvariti v upravitelju šarž. To storimo tako, da 
se na zaslonu HMI pomaknemo na zaslon z vmesnikom upravitelja šarž, kjer vnesemo 
identifikacijsko oznako serije (Lot_Id), šarže (Batch_Id) in kampanje (Campaign_Id), izberemo 
recept, kateri vsebuje željeno fazo, in pritisnemo tipko Začni. Nato izberemo ponorni rezervoar, 
vnesemo željeno količino za prenos, po želji nastavimo hitrost črpalke in mešala v ciljnem 
rezervoarju ter vse skupaj potrdimo. 
Še pred potrditvijo se izvedejo tri vrstice programske kode, prikazane na slikah 5.3 do 5.5. 
Takoj po pritisku tipke Začni se iz upravitelja šarž prepišejo vrednosti zgoraj opisanih 
identifikacijskih oznak v parametre faze. Prvo se izvede vrstica programske kode, prikazana na 
sliki 5.3, kjer je pogoj za neenakost izpolnjen ter se tako postavi bit, ki nakazuje aktivnost šarže 
(BatchActive). 
 
Slika 5.3: Postavljanje bita za aktivnost šarže 
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Po izbranem ponornem rezervoarju se prej predstavljene identifikacijske oznake prepišejo v 
parametre predhodno izbrane enote. Po postavitvi bita za aktivnost šarže se izvede programska 
logika, prikazana na sliki 5.4. Iz programa je razvidno, da bo izbran tisti ponorni rezervoar, ki 
bo imel identifikacijske oznake enake identifikacijskim oznakam iz parametrov šarže. Nato se 
lokalni parameter faze DST.Count poveča za 1 in vrednost izbranega rezervoarja se zapiše v 
lokalni parameter faze DST.ID (s tem bomo vedeli, kateri ciljni rezervoar uporabljamo). 
 
Slika 5.4: Programska logika za izbiro ponornega rezervoarja 
 
Slika 5.5: Preslikave izvornih in ponornih podatkov v parametre faze 
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Po zagonu faze in izbiri ponornega rezervoarja se izvede programska koda na sliki 5.5. Izvede 
se preslikava vrednosti tehtnice izvornega rezervoarja in izvedejo se preslikave podatkov 
naprav na ponornem rezervoarju. Na koncu se postavi tudi bit, ki označuje, kateri ponorni 
rezervoar je uporabljen. 
5.2.1 Stanje Pripravljeno ali Blokirano 
V primeru, da faza nima aktivnih alarmov, kar pomeni, da so vsi pogoji za začetek faze v redu, 
začne PLI po vrsti izvajati sekvence. V nasprotnem primeru gre faza v stanje Blokirano, torej 
kadar pogoji za začetek faze niso izpolnjeni. Le te prikazuje slika v prilogi A. Kot je razvidno 
iz slike, je en pogoj preverjanje enakosti, ostali pogoji pa so alarmi, ki se sprožijo, kadar je na 
kateri od naprav prišlo do napake, ventili niso pravilno odprti ali zaprti ali vrednosti začetnih 
parametrov niso pravilne. Faza gre nazaj v stanje Pripravljeno takoj, ko so alarmi potrjeni in 
napake odpravljene, šele na to PLI začne izvajati sekvence. 
5.2.2 Stanje Tek  
Na začetku faze se samo enkrat izvede logika sekvence Obratovalni vhod (ang. Operating 
Entry, vrednost števca korakov: 100 – 199). Uporablja se na primer za ponastavljanje in 
inicializacijo faznih parametrov. V našem primeru se v koraku 100, kot prikazuje slika 5.6, 
izvede preslikava vrednosti tehtnice izvornega in ponornega rezervoarja v parametre faze 
(SourceStartWeight in DestStartWeight). 
 
Slika 5.6: Programska koda v sekvenci Obratovalni vhod 
Ker je zaključek vseh sekvenc podoben, samo pogoji izvajanja so različni, bom prikazal samo 
zaključek sekvence na sliki 5.7. Prikazan je primer programske kode, kjer se postavlja bit za 
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zaključek sekvence Obratovalni vhod. Izvede se, kadar je vrednost števca korakov med 101 in 
199 (za ostale sekvence je vrednost primerno drugačna) ter vrstica se izvede vedno na koncu 
sekvence. 
 
Slika 5.7: Postavljanje bita za zaključek sekvence 
Sekvenca, ki se izvaja ciklično skozi celotno fazo, je Obratovalna zanka (ang. Operating Loop, 
vrednost števca korakov: 200 – 999), v kateri se izvaja programska koda za merjenje časa 
delovanja faze. Ko je vrednost števca korakov med 200 in 999, programski blok PLI postavi bit 
ST_OperLoop na logično 1, za tem se začne izvajati programska koda na sliki 5.8. V prvi vrstici, 
ko je postavljen bit Dosing_Active, se izvede računanje prenesene snovi v vsakem ciklu in se 
prišteje dejanski preneseni vrednosti iz izvornega rezervoarja (spremenljivka 
ActualDosedSource). Enako računanje se izvede tudi za ponorni rezervoar ter rezultat se zapiše 
v spremenljivko ActualDosedDestination. V drugi vrstici prikazane kode pa se izvede 
računanje razlike med željeno vrednostjo in dejansko preneseno količino. Razlika se vpiše v 
spremenljivko SPPV_Error, ki se uporablja pri generiranju alarma št. 1. 
 
Slika 5.8: Programska koda v sekvenci Obratovalna zanka 
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Sekvenca Teci vedno (ang. Run Always, vrednost števca korakov: 200 – 599)  se izvaja ciklično 
in sočasno z obema sekvencama stanja Tek (Vhod in Zanka). Tukaj na primer lahko spremljamo 
končne pogoje faze. Slika sekvence Teci vedno je prikazana v prilogi B. Iz nje vidimo, da kadar 
sta bita ST_RunAlways in Dosing_Active postavljena, se izvede najprej računanje dejanske 
količine za prenos, saj je potrebno upoštevati še količino snovi, ki je v cevi. Končen pogoj je 
lahko dosežen tako, da je v rezervoarju manj snovi, kot je določeno v tehničnem parametru 
enote, ter je postavljen bit Q_Lo in pretečena zakasnitev. Q_Lo se postavi, ko se v določenem 
časovnem intervalu ne spremeni teža na izvornem rezervoarju. Drugi način, kako priti do 
končnega pogoja, pa je, da se primerja enakost dejansko prenesene količine iz izvornega ali v 
ponorni rezervoar z dejansko količino za prenos. Izbira, ali se bo primerjalo z izvornim ali 
ponornim rezervoarjem, je definirana glede na tehnična parametra faze StopOnSource in 
StopOnDestination. 
Sekvenca Vhod stanja Tek (ang. Run Entry, vrednost števca korakov: 400 – 499) vsebuje 
programsko kodo, ki se izvede enkrat ob vhodu v stanje Tek. V njej se po navadi zaganjajo 
fizične naprave. Na sliki 5.9 so prvi štirje koraki sekvence Vhod stanja Tek, kjer se izvede 
programska koda za inicializacijo ventilov. V prvem koraku (koraku 400) se izpiše sporočilo 
»Inicializacija vhodnih naprav izvornega rezervoarja« (ang. Initialize devices – source inputs) 
ter začne se izvajati programska koda na sliki v prilogi C. Iz slike je razvidno, da se ta 
programska koda izvaja samo v koraku 400 tukaj opisane faze. Ko je pogoj izpolnjen, se pošlje 
ventilom ukaz za zapiranje oziroma se pobriše bit za ukaz AutoCmd. Takoj, ko so vsi ventili 
zaprti, so pogoji izpolnjeni in tako se postavi bit T860_Input_Init. Faza nadaljuje v naslednji 
korak, kjer se izpiše sporočilo »Inicializacija naprav na prenosni poti« (ang. Initialize devices - 
transfer path) ter se prične izvajati programska logika na sliki v prilogi D. Najprej pošljemo 
vsem ventilom razen ventilu na ciljnem rezervoarju ukaz za zapiranje ter nato čakamo na 
njihovo povratno informacijo, da je ventil zaprt. Postavi se bit Xfer_T86x_Path_Init ter nato 
faza nadaljuje v naslednji korak, kjer se zapira vse izhodne ventile izvornega rezervoarja. Izpiše 
se sporočilo »Inicializacija izhodnih naprav izvornega rezervoarja« (ang. Initialize devices - 
source outputs). Izvede se programska koda na sliki 5.10, kjer pošljemo ukaz za zapiranje vsem 
izhodnim ventilom izvornega rezervoarja. Ko se ventili zaprejo, je pogoj 
Xfer_T860_Output_Init izpolnjen in faza lahko nadaljuje v naslednji korak. Izpiše se sporočilo 
»Inicializacija vhodnih in izhodnih naprav ponornega rezervoarja« (ang. Initialize devices - 
destination inputs and outputs), obenem pa se začne izvajati programska koda na sliki v prilogi 
E. Glede na izbran ponorni rezervoar se pošlje ukaz za zapiranje njegovim neuporabljenim 
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vhodnim in izhodnim ventilom, nato se postavi bit Xfer_T88x_InputOutput_Init. Tako so 
izpolnjeni vsi pogoji, da lahko faza nadaljuje v naslednji korak. 
 
Slika 5.9: Vhod stanja Tek – pogoji inicializacije ventilov 
 
Slika 5.10: Programska koda za inicializacijo izhodnih ventilov izvora 
Na sliki 5.11 je prikazana programska koda za koraka 406 in 407. V teh korakih odpiramo ventil 
na poti ter nato čakamo na povratno informacijo o odprtju, po kateri faza nadaljuje v naslednji 
korak. V prvem koraku se izpiše sporočilo »Odpiraje izvornega ventila XV86002« (ang. 
Opening divert source transfer valve XV86002), v drugem pa »Odpiranje izvornega ventila 
XV86003« (ang. Opening divert source transfer valve XV86003). 
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Slika 5.11: Vhod stanja Tek – Odpiranje ventilov na prenosni poti 
V koraku 409 se izvede programska koda, ki jo prikazuje slika 5.12, za odpiranje vhodnega 
ventila izbranega ponornega rezervoarja, in sicer tako, da postavimo bit AutoCmd na logično 1. 
Izpiše se sporočilo »Odpiranje vhodnega ventila ponornega rezervoarja«. Ko se ventil odpre, 
faza nadaljuje v naslednji korak. 
 
Slika 5.12: Vhod stanja Tek – Odpiraje ventila na izbranem ciljnem rezervoarju 
 
Slika 5.13: Vhod stanja Tek – Zapiranje prezračevalnega ventila 
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Na sliki 5.13 je prikazana programska koda za korak 410, kjer se izpiše sporočilo »Zapiranje 
prezračevalnega ventila« in mu tudi pošljemo ukaz za zapiranje. Ob pridobitvi povratne 
informacije o zaprtju faza nadaljuje v korak 411, prikazan na sliki 5.14. V primeru, da je faza 
šla v stanje Zadržano zaradi napake takoj, ko je dosegla končne pogoje, se med vračanjem v 
stanje Tek (ob pritisku tipke Ponovni zagon) izvedejo vsi koraki sekvence Vhod v stanje Tek. 
Da bi preprečili ponovno odpiranje izhodnega ventila na izvornem rezervoarju in s tem 
iztekanje snovi, sem v ta korak dodal preverjanje končnih pogojev. V primeru, da so končni 
pogoji doseženi, preskočimo odpiranje izhodnega ventila in nadaljujemo v naslednji korak. Če 
pa še nismo dosegli končnih pogojev oziroma je bila faza komaj zagnana in ni bilo prenesene 
snovi, se izvede odpiranje izhodnega ventila izvornega rezervoarja. 
 
Slika 5.14: Vhod stanja Tek – Odpiranje izhodnega ventila izvornega rezervoarja 
V zadnjem koraku sekvence Vhod v stanje Tek, ki je prikazan na sliki 5.15, se izpiše sporočilo 
»Zaganjanje črpalke« (ang. Starting pump) ter postavi bit CSF2_SC_8602_AOI_Autocmd.3, ki 
ima strukturo DINT. Celotna struktura, ne glede na to, kateri bit je postavljen, je uporabljena 
pri vodenju naprav, in sicer tako, da se preverja le, če je večja od nič, in v primeru, da je, 
postavimo spremenljivko AutoCmd na logično 1 ter s tem zaženemo črpalko. 
 
Slika 5.15: Vhod stanja Tek – Zagon črpalke 
Po koncu sekvence Vhod stanja Tek se prične izvajati sekvenca Zanka stanja Tek (ang. Run 
Loop, vrednost števca korakov: 500 – 599). Sekvenca se izvaja med dejavnostjo stanja Tek. Po 
doseženih končnih pogojih se izvedejo koraki za zaustavljanje fizičnih naprav. V prvem koraku, 
ki je prikazan na sliki 5.16, se čaka na končne pogoje (spremenljivka EndConditionsReached), 
medtem pa se na zaslonu HMI prikazuje sporočilo »Čakanje na končni pogoj. Preostala 
količina: «. Na koncu sporočila se prikaže količina, katero je potrebno še prenesti, ta pa se 
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izračuna tako, da se odšteje dejansko preneseno količino v ciljni rezervoar 
(ActualDosedDestintion) od dejanske količine za prenos (TargetSPRaw), nato se naredi 
pretvorba iz DINT v String (lokalni fazni parameter ContactString). Po pretvorbi se ta parameter 
prilepi izpisanemu sporočilu. 
 
Slika 5.16: Zanka stanja Tek – Čakanje na končni pogoj 
Po doseženih končnih pogojih faza nadaljuje v naslednji korak, prikazan na sliki 5.17, izpiše se 
sporočilo »Zapiranje izhodnega ventila izvornega rezervoarja« ter pošlje ventilu ukaz za 
zapiranje. Po doseženi končni poziciji se faza nadaljuje z naslednjim korakom. 
 
Slika 5.17: Zanka stanja Tek – Zapiranje izhodnega ventila izvornega rezervoarja 
 
Slika 5.18: Zanka stanja Tek – Čakanje na padec tlaka na vhodu črpalke in odpiranje 
prezračevalnega ventila 
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Koraka 503 in 504 sta prikazana na sliki 5.18, kjer se v prvem koraku čaka padec tlaka na vhodu 
črpalke, ter ko je le ta dosežen, se izvede še drugi korak, kjer odpremo prezračevalni ventil. 
Slika 5.19 prikazuje naslednji korak v vrsti za izvajanje. V tem koraku se izvaja programska 
koda, katera vsebuje časovnik in z njim zakasni prehod v naslednji korak zato, da snov steče iz 
cevi. Na zaslonu HMI tudi prikazuje še preostali čas. 
 
Slika 5.19: Zanka stanja Tek – Praznjenje cevi 
V koraku na sliki 5.20 je prikazana programska koda za zaustavljanje črpalke. Izpisano je 
sporočilo »Zaustavljanje črpalke«. Po tem ko črpalka ni več v delovanju in tudi ne potuje, se 
faza nadaljuje z naslednjim korakom. 
 
Slika 5.20: Zanka stanja Tek – Zaustavitev črpalke 
V zadnjem koraku, prikazanem na sliki 5.21, sekvence Zanka stanja Tek je programska koda 
za zapiranje prezračevalnega ventila. Ko se ventil zapre, se sekvenca z naslednjim korakom 
zaključi. 
 
Slika 5.21: Zanka stanja Tek – Zapiranje prezračevalnega ventila 
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Pred prehodom faze v super-stanje Končno se izvede programska koda v sekvenci Obratovalni 
izhod (ang. Operating Exit, vrednost števca korakov: 1000 – 1199). V našem primeru, kot je 
prikazano na sliki 5.22, se prebere končne vrednosti tehtnic in se jih prepiše v parametra faze 
SourceEndWeight in DestEndWeight. S tem zadnjim dejanjem se sekvenca Obratovalni izhod 
zaključi in faza preide v stanje Končano. 
 
Slika 5.22: Obratovalni izhod – Preslikava končnih vrednosti tehtnic 
5.2.3 Stanje Zadržano 
V primeru, da pride v zgoraj omenjenih fazah do nepričakovanega dogodka (npr. na napravi se 
pojavi napaka, ventil se ne odpre pravilno, med izvajanjem faze se ventil na poti odpre itd.) ali 
pritisnemo tipko Zadrži, PLI prekine izvajanje trenutne sekvence in začne z izvajanjem 
sekvence Vhod stanja Zadržano (ang. Held Entry, vrednost števca korakov: 600 – 699). 
Sekvenca, ki se izvede enkrat ob vhodu v stanje Zadržano, vsebuje programsko kodo za 
ustavljanje zagnane fizične opreme. V prvem koraku, prikazanem na sliki 5.23, zaustavljamo 
črpalko z brisanjem bita 3 na DINT strukturi CSF2_SC_8602_AOI_AutoCmd. Po popolni 
zaustavitvi ali v primeru, da je na napravi prišlo do napake, se sekvenca nadaljuje v naslednji 
korak. 
 
Slika 5.23: Vhod v stanje Zadržano – Zaustavljanje črpalke 
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V koraku 601 se izvede programska koda, prikazana na sliki 5.24, kjer zapiramo izhodni ventil 
izvornega rezervoarja z brisanjem ukaznega bita AutoCmd. Če je na ventilu napaka, sekvenca 
nadaljuje z izvajanjem naslednjih korakov, drugače pa čaka na zaprtje ventila. Programska koda 
za korake od 602 do 604 je popolnoma enaka kodi, prikazani na slikah 5.18 in 5.19 za korake 
503 do 505 sekvence Zanka stanja Tek. 
 
Slika 5.24: Vhod v stanje Zadržano – Zapiranje izhodnega ventila izvornega rezervoarja 
Po zaključku sekvence Vhod stanja Zadržno fazni vmesnik prične izvajati sekvenco Zanka 
stanja Zadržano (ang. Held Loop, vrednost števca korakov 700 – 799) in se izvaja, dokler je to 
stanje aktivno (do prejema ukaza Ponovno zaženi ali Prekini). Sika 5.25 prikazuje logiko 
sekvence Zanka stanja Zadržano, kjer vidimo, da sekvenca samo čaka na ukaz ter izpisuje 
sporočilo »Faza je v stanju Zadržano.« (ang. Phase in Held state). 
 
Slika 5.25: Zanka stanja Zadržano – Faza v Zadržanem stanju 
5.2.4 Stanje Prekinjeno 
Ob pritisku tipke Prekini v katerikoli sekvenci stanja Zadržano se začne izvajati sekvenca 
Prekinjanje (ang. Aborting) stanja Prekinjeno. Vsebuje programsko kodo za zaustavitev naprav 
ter tako pripelje proces v stanje Prekinjeno. Po navadi sekvenca nima časa trajanja, kot tudi ne 
čaka na povratne informacije naprav. Sekvenco Prekinjanje predstavlja slika 5.26, kjer brez 
čakanja na povratno informacijo pošljemo ukaza za ustavitev črpalke in izhodnega ventila 
izvornega rezervoarja ter ukaz za zapiranje prezračevalnega ventila. 
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Slika 5.26: Prekinjanje – Zaustavitev črpalke, zapiranje prezračevalnega in izhodnega ventila 
izvornega rezervoarja 
5.2.5 Alarmi 
Namen alarmov v fazni logiki je, da ob morebitni napaki opreme ali vnosu napačnih vrednosti 
v začetne parametre prepreči zagon faze oziroma jo med izvajanjem zadrži ter preko zaslona 
HMI obvesti operaterja o napaki. Alarme ločimo na alarme parametrov in alarme naprav. Med 
prve se uvrščajo premajhna količina za prenos, željena količina za prenos je prevelika – ni 
dovolj snovi v izvornem rezervoarju, željena količina za prenos je prevelika – presežen bo 
največji možen nivo v ponornem rezervoarju, po končanem prenosu bo snov pod nivojem 
mešala itd. Med alarme naprav pa se uvrščajo: vhodni ventili na izvornem rezervoarju niso 
zaprti ali je pri njih prišlo do napake, drugi ventili na poti niso zaprti, vhodni ventil ciljnega 
rezervoarja ni v avtomatskem načinu in pripravljen, pri tehtnici na ponornem rezervoarju je 
prišlo do napake itd. Vsaka faza ima sebi prirejene alarme, zato pa imajo vsi alarmi določene 
faze za pogoj spremenljivko za aktivnost te faze (BatchActive). Spodaj so opisani nekateri 
izmed njih. 
Na sliki v prilogi F je prikazana programska logika za alarm Presežena bo največja možna 
količina v ponornem rezervoarju. V prvem pogoju se preverja, ali je bil ponorni rezervoar 
izbran, nato pa se loči na dve možnosti. Prva se izvede takoj in samo na začetku faze, in sicer 
takoj, ko vnesemo željeno vrednost. Nato se sešteje željena količina za prenos in količina snovi 
v rezervoarju ter se primerja z največjo možno količino v rezervoarju. Takoj, ko so pogoji 
izpolnjeni, se postavi alarm 1. V drugi možnosti pa se preverjajo pogoji skozi celotno stanje 
Tek ter v izračunu je dodana razlika med željeno vrednostjo in dejansko preneseno količino. 
Alarm 3, ki ima lahko vse pogoje izpolnjene le na začetku faze, je namenjen opozarjanju, da je 
željena količina za prenos večja, kot je dejansko količina v izvornem rezervoarju. Najprej se 
računa razlika med dejansko količino v izvornem rezervoarju in željeno količino za prenos. V 
primeru, da je razlika manjša od meje spodnjega alarma tehtnice, se alarm sproži. Programska 
koda alarma je prikazana na sliki v prilogi G. 
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Alarm, prikazan na sliki v prilogi H, v primeru iztekanja snovi zadrži izvajanje faze. Iz slike 
vidimo pogoje za aktivacijo alarma, ki so: izhodni ventil izvornega rezervoarja odprt, črpalka 
zagnana ter dva ventila na poti odprta. Ko so ti pogoji izpolnjeni, se teža v ponornem 
rezervoarju preslika na vhodno spremenljivko funkcijskega bloka Derivate. Izhodna 
spremenljivka taistega bloka Q_Lo se postavi, ko se v določenem časovnem intervalu ne 
spremeni teža na ponornem rezervoarju. Nato se primerja, ali je količina v izvornem rezervoarju 
večja od definirane v tehničnem parametru enote. V primeru, da so vsi pogoji izpolnjeni, se 
sproži časovnik ter po pretečeni zakasnitvi se sproži alarm za iztekanje. 
Na sliki 5.27 je prikazana programska logika za alarm Vhodni ventili na izvornem rezervoarju 
niso zaprti ali pri njih je prišlo do napake. Programski komentar na sliki, kot tudi na naslednji, 
odraža stanje, ko pogoji za alarm niso izpolnjeni. Iz prve vejitve je razvidno, da se bo alarm 
sprožil, če ne bo zaprt izhodni ventil izvornega rezervoarja in katerikoli izmed vhodnih 
ventilov. Ostale vejitve pa bodo sprožile alarm v primeru, če bo pri enem izmed vhodnih 
ventilov prišlo do napake, oziroma ne bo v avtomatskem načinu. 
 
Slika 5.27: Alarm št. 9 – Vhodni ventili izvornega rezervoarja niso zaprti ali je prišlo do 
napake 
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Slika 5.28 prikazuje alarm za vhodne in izhodne ventile ponornega rezervoarja, in sicer če niso 
zaprti in v avtomatskem načinu ali je na njih prišlo napake. Iz slike je razvidno, da je logika 
enaka kot pri zgoraj omenjenem alarmu za vhodne ventile izvornega rezervoarja, s tem da sta 
na začetku dodana še dva pogoja in uporabljeni primerni ventili. Prvi je, da izhodni ventil 
izvornega rezervoarja ni zaprt, z drugim pa izbiramo ciljni rezervoar. Primer je prikazan samo 
za T880, za ostala dva je logika enaka, samo pogoj za izbiro in ventili so od primernega 
rezervoarja. Vejitev na sliki ni prikazana, narejena pa je takoj za pogojem od izhodnega ventila 
izvornega rezervoarja. 
 
Slika 5.28: Alarm št. 10 – Ostali vhodni in izhodni ventili ponornega rezervoarja niso zaprti 
ali je pri njih prišlo do napake 
 
Slika 5.29: Alarm št. 14-15 – Tehtnice so OK in niso sprožile alarma 
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Alarma na sliki 5.29 služita preprečevanju zagona in ustavljanju faze ter opozarjanju, da je 
prišlo do napake pri eni izmed tehtnic na izvornem ali ponornem rezervoarju. Pri alarmu za 
tehtnico izvornega rezervoarja se preverja, ali je aktiven alarm za spodnjo mejo količine snovi. 
Alarm tehtnice ponornega rezervoarja preverja, ali je bil izbran ponorni rezervoar in ali je 
aktiven alarm za zgornjo mejo količine snovi ter pri obeh se preverja status procesne veličine. 
V primeru, da gre izhodni ventil izvornega rezervoarja v stanje napake, nima izpolnjenih 
pogojev za delovanje ali ni v avtomatskem načinu, se sproži alarm 24, prikazan na sliki 5.30. 
 
Slika 5.30: Alarm št. 24 – Izhodni ventil izvornega rezervoarja je OK 
Programska koda alarma, da izvorni in ponorni rezervoar nista v avtomatskem načinu ali nista 
dodeljena, prikazuje slika v prilogi I. Iz slike je razvidno, da se preverjanje dodeljenosti 
rezervoarja izvede samo na začetku, ko je vrednost števca korakov 0. To pomeni, da ta del lahko 
sproži alarm samo pred začetkom izvajanja sekvenc.
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6 Testiranje s simulacijo 
Za tovarniško testiranje sprejemljivosti programa vodenja šaržnega procesa (ang. Factory 
Acceptance test – FAT) je bilo potrebno napisati del programske kode, katera je služila za 
simulacijo realnih naprav. Namen simulacije je preprečevanje okvar realnih naprav zaradi 
napake pri vodenju. Moja naloga je bila, poleg sestavljanja programske kode za vodenje naprav 
in faz, sestaviti simulacijski program za vsako napravo v sistemu (ventile, tehtnice, črpalke itd.) 
in po vsaki sestavljeni fazi, je bilo fazo potrebno zagnati in preveriti v simulacijskem sistemu. 
6.1 Zahteve 
Sistem za testiranje mora biti sestavljen iz celotnega programa PLK, programa strežnika 
InBatch in simulacije vseh funkcionalnosti InTouch. Za zagotavljane pravilnega delovanja bo 
testirana vsaka faza, kot tudi vsi alarmi ter blokade zagona. Strežnik InBatch in vmesnik HMI 
bosta preizkušena, če se ujemata z zahtevami. Simulacijo je potrebno obdržati tudi po testiranju 
na realnih napravah, predvsem za treniranje operaterjev, testiranje receptov in nadaljnje 
razvijanje sistema. 
6.2 Primer simulacijskega programa za ventil 
Slika 6.1 prikazuje programsko kodo za simulacijo realnega diskretnega ventila. Uporabljen je 
predhodno razvit funkcijski blok za simulacijo ventilov (SimHSV). Simulacijski blok deluje 
tako, da se najprej ukaz preslika v vhodno spremenljivko Cmd, kjer se nato s časovno 
zakasnitvijo postavijo izhodne spremenljivke: ventil je na poziciji 1 (Q_Pos1) ali poziciji 0 
(Q_Pos0). 
 
Slika 6.1: Programska koda za simulacijo realnega ventila 
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V primeru, da ukaz za odpiranje ni postavljen, je postavljena spremenljivka za ventil v poziciji 
0 (zaprt), drugače se s časovno zakasnitvijo, določeno s spremenljivko Pos1Delay, postavi 
spremenljivka za ventil v poziciji 1 (odprt) in obratno s časovno zakasnitvijo Pos0Delay. Na 
koncu se izhodne spremenljivke simulacijskega bloka še preslikajo na spremenljivki za 
povratno informacijo o poziciji ventila. Na simulacijskem bloku imamo tudi možnost 
vsiljevanja pozicije za testiranje alarmov ventila in faz. 
6.3 Kratek opis testiranja 
Kot že omenjeno, je bilo prvo testiranje opravljeno že med programiranjem faz, zato da se je 
preverilo, ali faza ter alarmi faze delujejo. Nato se je izvedel FAT, kjer so prišli zaposleni iz 
podjetja za proizvodnjo katalizatorjev ter testirali, ali celoten sistem ustreza njihovim 
specifikacijam. Po končanem testiranju s simulacijo in odobritvi sistema so se začele priprave 
za zagon in testiranje realnih naprav.
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7 Testiranje na terenu 
Pred zagonom in testiranjem naprav (ang. Site Acceptance Test – SAT) je bilo potrebno iz 
električnih načrtov razbrati, na katerih vhodnih in izhodnih naslovih se nahajajo signali vseh 
naprav in narediti preslikave na uporabljene programske spremenljivke. Na sliki 7.1 je prikazan 
primer preslikave tipk za zagon in ustavitev mlina, ki se nahajajo na oddaljeni električni 
omarici, kar pomeni, da so povezane na oddaljeni vhodno-izhodni modul, le ta pa komunicira 
s PLK preko Ethernetne povezave. Iz slike je razvidno, da je pogoj sistemska spremenljivka 
oddaljenega vhodno-izhodnega modula, ki postavlja programsko spremenljivko za tipko. 
 
Slika 7.1: Primer preslikave vhodov za tipke na oddaljeni električni omarici 
Vodilo AS-i ima lahko na vsakem naslovu štiri vhode in štiri izhode, kot prikazuje slika 7.2. 
Razvidno je, da za preslikave ventilov potrebujemo dva vhoda in enega ali dva izhoda, odvisno 
od tega, ali ventil potrebuje samo en ukaz za odpiranje, ali pa potrebuje en ukaz za odpiranje in 
enega za zapiranje. Vsi ventili, razen na distribucijskem sistemu za prašek, imajo enake ali 
podobne preslikave. 
 
Slika 7.2: Primer preslikave vhodov in izhodov na enem naslovu AS-i 
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Ob prihodu na teren je bilo potrebno najprej naložiti program na PLK, nato je bilo potrebno 
nastavljanje gospodarja AS-i in naslavljanje na ventilih in ostalih napravah nameščenega 
vmesniškega modula za komunikacijo z gospodarjem AS-i. Po predhodno določenih naslovih 
se je s programatorjem začelo programirati (naslavljati) vmesniške module. Na gospodarju je 
bilo potrebno nastaviti IP-naslov za komunikacijo s krmilnikom ter IP-naslov za dostopanje do 
spletnega vmesnika za diagnostiko in oddaljeno upravljanje. Če želimo, da po končanem 
naslavljanju vmesniških modulov gospodar komunicira z njimi, jih je potrebno v gospodarju 
potrditi oziroma sprejeti. Nato se je potrebno s programom PLK povezati v tako imenovani 
»Online« način, kjer v vhodno-izhodni konfiguraciji omogočimo komunikacijo med PLK in 
gospodarjem AS-i. Šele nato lahko preko zaslona HMI spremljamo in upravljamo ventile ter 
ostale naprave na vodilu AS-i. 
Testiranje tipke za zasilno ustavitev in senzorja bližine na varnostnem pokrovu odprtine 
rezervoarja je potekalo tako, da je bilo najprej potrebno v programu PLK omogočiti 
komunikacijo z oddaljenim varnostnim vhodno-izhodnim modulom. Nato se je pritiskalo vsako 
tipko posebej in odpiralo varnostni pokrov ter preverjalo v preslikavah, ali signal pride do PLK-
ja in do zaslona HMI. Skupaj s tem se je preverjalo še, ali deluje tipka ponastavitev na zaslonu 
HMI. 
Pri zagonu motorjev črpalk in mešal se je frekvenčnemu pretvorniku s pomočjo programa za 
upravljanje frekvenčnih pretvornikov najprej nastavilo parametre motorja, željeno območje 
obratovanja ter katere dodatne parametre poleg osnovnih pošlje krmilniku. S pomočjo tega 
programa se je z minimalno hitrostjo preverilo smer vrtenja črpalke in mešala. Šele nato lahko 
omogočimo komunikacijo s krmilnikom in upravljamo napravo iz zaslona HMI. 
Pri zagonu distribucijskega sistema za prašek je bilo potrebno omogočiti komunikacijo v 
programu PLK ter preveriti delovanje ventilov, tipk na nadzorni plošči sistema, tipke za zasilno 
ustavitev in senzorja bližine na zaščitnih vratih. 
Pri vseh zgornjih testiranjih je bilo, če je prišlo do nepravilnega delovanja,  potrebno preveriti 
pravilnost električne vezave, morebiten slab stik med vodniki, v primeru ventilov tudi 
preslikave v programu PLK. 
Po končanem testiranju in zaganjanju naprav je začelo osebje v tovarni testirati delovanje faz. 
Mi smo jim bili v pomoč pri testiranju v primeru, če je prišlo do napake, ter pri nastavljanju 
parametrov faze (časovne zakasnitve itd.).
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8 Sklep 
Velika industrijska podjetja avtomatizirajo svoje obrate, saj stremijo k napredku, zmanjševanju 
stroškov, povečanju kvalitete in hitrosti izdelave ter večji konkurenčnosti na trgu. 
 V diplomski nalogi je prikazan obseg izdelave šaržnega vodenja za eno izmed vodilnih podjetij 
v izdelavi katalizatorjev, pri kateri sem sodeloval s skupino sodelavcev v podjetju INEA. 
Nesmiselno in časovno potratno bi bilo na novo razvijati programske bloke za vodenje naprav 
ter sekvence in alarme faz, saj so le ti že bili razviti in preverjeni na prejšnjih projektih s 
sodelovanjem podjetja INEA in istega podjetja za proizvodnjo katalizatorjev. Najprej je bila 
moja naloga seznaniti se s programiranjem vodenja naprav in faznimi sekvencami, nato pa je 
bilo potrebno z uporabo že razvitih programskih blokov in faznih sekvenc pripraviti vodenje za 
vse naprave ter prilagoditi fazne sekvence novemu šaržnemu sistemu. Na koncu sem sodeloval 
pri testiranju s simulacijo ter testiranju in zagonu naprav v samem proizvodnem obratu. 
Pri razvoju programske kode ni mogoče predvideti vseh pomanjkljivosti sistema ter možnih 
napak pri vodenju naprav, zato se izvede testiranje s simulacijo, kjer se odpravijo nekatere s 
simulacijo vidne napake v faznih sekvencah in njihovih alarmih ter napake pri vodenju naprav 
z namenom preprečevanja okvare le teh. 
Pri testiranju z dejanskimi napravami in v dejanski proizvodnji podjetje še ugotavlja 
programske in sistemske pomanjkljivosti ter možne operaterske napake, ki jih ni bilo mogoče 
predvideti oziroma ugotoviti pri simulaciji. Pri odpravljanju sistemskih in operaterskih napak 
si podjetje pomaga s predelovanjem sistema in dodajanjem nove avtomatizirane opreme. To 
pomeni, da je potrebno takoj, ko je opravljena sprememba, le to v programski kodi preveriti ter 
spremembe dodati (npr. dodati vodenje za nov ventil, vodenje za novo tipalo itd.) in preprečiti 
morebitne neželene in nevarne okoliščine. V primeru, ko pride do programskih napak, se 
podjetju najprej nudi oddaljeno podporo, kjer se poskuša napake odpraviti. Po potrebi pa se 
napako odpravlja v proizvodnem obratu.
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