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Abstract. Our aim is to propose a few hints for an implementation of SMALLTALK objects in 
lvLlspl 
We study in particular the unique LISP control structure, viz. functional application, and a 
privileged data structure, namely the P-list. We show these are two germs allowing for the 
development of IvLIsp] -objects, hence of a lvLlsp] which includes message passing and hierar- 
chical classes P la SMALLTALK (SIMULA). 
1. Introduction 
“Object-oriented programming provides a simple, clean, uniform basis for pro- 
gramming which allows knowledge to be distributed among active objects, which 
can be used to represent both procedures and data. The universal communications 
mechanism of message passing allows the behavior of any actor in the system to 
be extended, and allows multiple implementations of a particular concept to coexist. 
Delegation of message between actors provides a flexible mechanism for sharing 
knowledge common to a group of actors.” [24] 
Les langages ‘orient& objets’ connaissent aujourd’hui une vogue certaine dans 
le monde de I’informatique. En tCmoigne plus particuli&rement, l’implementation 
de LISPS A liaison lexicale [29,33], l’apparition de dialectes (LISP) integrant la 
structure de donnie ‘OBJET' (FLAVORS [25]) (ORBIT [32]) (GLISP [26]) (LOOPS [4]) 
ainsi que la floraison des langages OBJETS directement derives de SMALLTALK [l, 
16, 211, comme par exemple, PYGMALION [31], THINGLAB [6] et DIRECTOR [22]. 
On peut s’interroger sur les raisons de ce phenomkne. Deux explications pre- 
dominent: 
La premigre est d’ordre pratique: le dtveloppement des machines LISP et SMALL- 
TALK (voire des machines pour la bureautique comme le systime STAR) nicessite 
une gestion sophistiquCe d’un icran ‘bitmap’ par un systkme de multi-fen&rage. Or 
la realisation d’un tel systgme est grandement facilitCe par les concepts d’objet, de 
classe et d’hiritage. 
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La seconde est sans doute lice a I’essence mtme de la programmation en Intel- 
ligence Artiticielle. Celle-ci fait moins appel a l’optimisation et a I’etude theorique 
d’algorithmes deja connus, qu’a une programmation expirimentale qui tente 
d’expliquer et de codifier des phenomenes physiques aussi complexes que la recon- 
naissance de la parole ou la synthese de la voix. Dans ce dernier cas les langages 
utilises doivent satisfaire au moins trois criteres: 
- celui de la modularire’: pour decrire une situation en termes de sous-situations 
Clementaires. La modification d’un niveau d’algorithme ne doit necessiter ni la 
connaissance, ni la retouche, de ses voisins. 
- celui de I’extensibilite’: les phinomenes a modeliser font le plus souvent appel a 
des structures de contr6le encore inexistantes. II faut done pouvoir Ctendre facilement 
le langage h&e. Ainsi les structures de contr6le les plus souvent disponibles (recur- 
sives et iteratives) s’avirent mal adaptees a la manipulation efficace d’une base de 
don&es, B la mise en evidence de sous-structures (description abstraite d’arbre 
binaire, de programmes LISP) ou encore, au developpement de mecanismes com- 
plexes comme les processus, les interruptions et les tchappements. 
- celui de la multiplicite’des reprhentations: il est bien connu que la comprehension 
d’un objet complexe s’appuie sur differentes representations de cet objet suivant la 
question posee. Ainsi une simple liste peut-elle &re vue tant6t comme une structure 
sequentielle, tan& comme un arbre, tantBt comme un arbre binaire, tant6t comme 
un riseau de pointeurs, tant& comme un organigramme (dans le cas d’une liste 
circulaire). 
On comprend done I’indrtt d’objets ‘multi-facettes’ [3]: en synthese du son, taper 
une note sur un clavier pourrait provoquer simultaniment I’audition du son corre- 
spondant, son insertion dans la ‘partition’video’ en m&me temps que la prise en 
compte de l’objet correspondant dans le deroulement des calculs [30]. 
II se trouve que les concepts d’objets, d’acteurs et de ‘message passing’ introduits 
dans les annees 70 par C. Hewitt et A. Kay satisfont ces trois exigences. L’idCe 
primitive Ctait de riunir les notions de don&es et de prockdures: un objet (acteur) 
est caractCrisC par un ETAT (les variables) et des ACTIONS (les procedures). Ces 
actions sont declenchees par envoi de messages. 
PLANNER, PLASMA et ACTI invent& par Carl Hewitt [19,20] manipUht une 
structure de donnee privilegiee appelee acteur sur laquelle viennent se greffer de 
puissantes structures de contr8le (dites non recursives [ 151) parmi lesquelles on peut 
titer: le pattern-matching et le backtracking, la transmission de messages et les 
nombreux micanismes sophistiques induits par la programmation auec continuation 
(echappements, coroutines, suspensions et reprises de calculs . . .). 
Un acteur est un triplet defini par un filtre, des accointances et un corps. 
Les accointances determinent un environnement local a I’acteur. Le filtre intervient 
a I’instant de la reception d’un message, pour selectionner les messages reGus: si le 
message est conforme au modele du filtre, le corps de i’acteur est execute dans le 
contexte de ses accointances enrichi par les liaisons issues du pattern-matching. Le 
resultat de cette evaluation est envoyee soit a la continuation courante (transmission 
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not-male) soit a un acteur declare explicitement dans le message comme devant ctre 
le destinataire de ce resultat (transmission enveloppe). 
Si le message n’est pas conforme au filtre, l’acteur receveur peut activer un acteur 
specialist dans le traitement des erreurs (le departement des complaintes PLASMA) 
ou renvoyer le message a un autre acteur connu de ses accointances (delegation 
ACT-1 [23]). 
L’implementation du langage PLASMA est spicialement Ctudiee a Toulouse (Uni- 
versite Paul Sabatier) oti de nombreux interpretes ont deja CtC mis en ceuvre [8, 15, 
281. 
De notre point de vue les acteurs PLASMA sont des objets, entitis apparues pour 
la premiere fois dans le langage SMALLTALK. 
SMALLTALK imagine par Alan Kay [ 161 peut ctre vu comme la reunion des langages 
LISP et SIMULA. Les mtkanismes de son implementation sont Ctudies a Paris (Univer- 
sites Paris-6 et Paris-8), et ont donne naissance a deux prototypes: MICRO-SMALL- 
TALK-72 et SMALLTALK- [5, 12-141. 
Le but de ce papier esfde proposer un troisiime modele SMALLTALK qui realise 
une extension de VLISP par les objets sans pour autant modifier I’interprite LISP. 
Dans un premier temps nous effectuerons un rappel des caracttristiques essentiel- 
les d’un interprete VLISP puis nous montrerons en cinq &apes successives comment 
integrer les mecanismes realisant les classes, sous-classes, instances et transmissions 
de messages SMALLTALK. 
2. Quelques rappels sur les objets LISP 
Le langage LISP utilise une seule structure de donnee: la S-expression; et une 
seule structure de contr6le: I’upplication foncrionnelle. 
2.1. Di$&entes reprhentations des objets LISP (READ) 
- reprhentation externe: 
S-expression ::= atome/liste; 
oti atome designe une suite de caracteres; 
n 
I 
liste ::= ( )/(i Ei) ; 
I 
1 
oti Ei est soit un atome soit une liste. 
Le lecteur analyse la S-expression tapee au clavier et se charge d’en construire 
une representation interne foumie au toplevel. 
- reprhentation interne: Celle d’une liste est realisee norrnalement par une suite de 
doublets chain& entre eux. Le ieme doublet possede en son CAR I’adresse de 
I’ilement de la liste: Ei; et en son CDR I’adresse du reste de la liste: (Ei + 1 . . . En). 
Celle d’un atome utilise traditionellement (depuis l’introduction de la liaison 
superficielle) trois champs principaux pour stocker diverses informations [9, 171: 
- Le champ C-VAL contient la valeur courante de I’atome consider6 en tant que 
variable. 
- Le champ P-LIST pointe vers une liste de proprietes attachees a I’atome. 
- Le champ P-NAME permet a i’ecrivain (PRINT) de redonner une representation 
externe de I’atome au moment d’un ordre d’impression. 
Une innovation importante due 5 J. Chailloux est l’adjonction de deux champs 
supplementaires permettant d’optimiser les appels de fonctions [9, 271. 
Le champ F-TYP contient le type et le nombre d’arguments attendus par la fonction, 
le champ F-VAL: un pointeur vers le corps de cette fonction (code assembleur pour 
une fonction systeme, code [VLIspl pour une fonction utilisateur). 
Cette representation est aujourd’hui adoptee 
LISP: LE-LISP et [VI1-c [J 1, 181. 
par les deux dialectes fransais de 
valeur courante 
liste de proprietes 
nom de l’atome 
LISP type fonctionnel 
valeur fonctionnelle ( F-VAL 1 
i-I-C OU LE-LISP 
Pour la boucle systbme LISP (PRINT(EVAL(READM la continuation du lecteur est 
I’ivaluateur charge d’executer la S-expression construite preddemment par le 
lecteur. On parle alors de forme. 
2.2. Evaluation d’une S-expression (EVAL et APPLY) 
i 
forme ::= (i Ei)/atome 
I 
1 
EVAL [atome] * C-VAL [atome] 
P P 
EVAL[(~ Ei)] + APPLY[El( i EVAL [Ei])] 
1 
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L’evaluation d’un atome ram&e le contenu de sa C-VAL. 
L’evaluation d’une liste s’effectue en appliquant (APPLY) le premier element El 
au reste de la liste. 
Le CAR de la liste joue done le r6le de la fonction et le CDR celui de la liste des 
arguments (ceux-ci sont en general Cvalues). 
Une autre vision de l’application fonctionnelle: 
EVAL[( E I E2 . . . En)] EvAL[(+ 2 3)] 
2.3. E&t de bord sur un atome ivLIspl 
La primitive DE permet a l’utilisateur de difinir ses propres fonctions: 
(DE nom-fonction (Pl . . . Pn) Sl . . . Sm). 
Elle procede par effet de bord sur l’atome nom-fonction. Dans le cas d’atome a 
trois champs la A-expression (A (Pl . . . Pn) Sl . . . Sn) est placee dans la P-LIST de 
l’atome, associee 1 l’indicateur EXPR. Dans l’autre cas, le F-TYP prend une valeur 
entitre conventionnelle (pricisant l’ordre d’evaluation des arguments) et la F-VAL 
pointe vers les parametres et le corps de la fonction. 
Exemple 2.1. La factorielle 
? (setqfoo’(+23)) ; affectation de la C-VAL; 
= (+23) 
? 
? (de foo (n) ; affectation de la P-LIST; 
? (if(=nO)l 7 ou 
;dela F-VAL etdu F-TYP; 
? (*n (foe (1 --n))))) 
= foo 
? 
? (foo foo) ; application fonctionnelle; 
= 120 
: affectations de I’atome foo: 
EF 
(t-23) 
(EXPR (A (n) (if (= n 0) I (* n (foo (I - n))))) 
foo 
LISP 
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El 
(+ 2 3) 
0 
7 





APPLY (A (II) (if (= n 0) I (* n (foo (I - n))))) ’ (5)) 
120 
2.4. Les environnements m 
Un environnement est defini comme un ensemble ordonne de couples (iden- 
tificateur valeur). On a coutume de dtfinir 4 operations Clementaires ur une telle 
structure de donnie [12]. 
Nous distinguerons: 
- La lecture ou consultation de la valeur associee a un identificateur; 
- L’kriture ou modification de la valeur associee a un identificateur; 
- L’expansion ou ajout d’un nouveau couple en t6te de l’environnement; 
- La contraction ou retrait du premier couple. 
LISP offre plusieurs possibilites pour reprisenter un environnement; ce peut Ctre 
les atomes eux-memes en considerant les couples (atome c.vAL-atome) ou des listes 
a texture particuliire. 
La fenitre suivante rappelle les representations les plus frequentes et donnent 
pour chacune d’elles les primitives [VLISP standard (si elles existent) qui realisent 
les operations precedemment enumerees: 
C-VALEUR * {c-vAL[atome-systeme- [VLISPI]} 
A-LIST-E + (!(identi . valeuri)) 
P-LISTE * 
P 
(1 identi valeuri) 
1 
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i i 
DIG 3 ((i identi)( i valeuri)) 
I ’ 1 




















2.5. L’application fonctionnelle ou les environnements temporaires 
(APPLY (h(P1 . . . Pn) Sl . . . Sm) ‘(Al . . . An)). 
Au moment de I’application .d’une fonction a sa liste d’arguments le module 
APPLY- IvLIspl met en czuvre I’algorithme suivant: 
- Les valeurs associees a chacun des paramttres Pi sont sauvegardees dans la pile 
(push); 
- Les C-valeurs des Pi sont alors likes aux arguments correspondants: Ai (set); 
- Le corps de la fonction: (Sl . . . Sm) est Cvalui dans cet environnement temporaire; 
- Le resultat de cette evaluation est retourne a I’appelant apres que les parametres 
Pi aient retrouve leurs anciennes valeurs (pop). 
3. Definition, ckation et activation d’un objet en IvLlspi 
Tout comme LISP, SMALLTALK ne manipule qu’une seule structure de donnee: 
l’objet et une seule structure de contr6le: la transmission [13, 141. 
Un objet SMALLTALK est une entite remanente definissant un ensemble de com- 
portements decrit par une base de procedures. 
Ainsi un objet ‘TORTUE' (h la man&e de LOGO [l]) est un point sur l’ecran 
pouvant se diriger dans quatre directions (t > v < ) en laissant Cventuellement une 
trace de ses deplacements. 
La communication avec un objet s’opere par envoi de messages. 
Un message est form6 d’un Glecteur et d’une suite d’arguments. Le selecteur 
determine la fonction de I’objet que I’on souhaite voir activer, les arguments: des 
informations que I’on transmet a I’objet. Par exemple, le message au: 10 envoyi a 
un objet TORTUE, est constitui du selecteur au: et de I’argument 10. L’objet receveur 
se diplace de 10 pas dans une direction constante. 
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Une clusse regroupe les objets qui ont un comportement identique vis a vis d’une 
batterie de messages, mais qui sont neanmoins distinguables les uns des autres par 
un jeu d’attributs statiques. Ces objets aux comportements (features) similaires sont 
appeles les insfances de la classe, et leurs attributs les champs. Ainsi chaque tortue 
posside une base de donnees locale (cf. infra 5.) diterminee par les cinq champs: 
x (ligne) y (colonne) c (cap) plume (levee ou descendue) encre (trace laissee pour 
une plume baissee). 
La classe LOCO-TORTUE rassemble I’ensemble des objets TORTUE dont elle deftnit 
le mode d’emploi. La base de procedures attachee a cette classe dicrit les operations 
Smentaires permises a ces objets video. Celles ci figurent dans le menu constitue 
par les differents selecteurs: 
draw undraw dp Ip dr ga av: re: 
Une tot-we pourra done s’afficher (ou s’effacer) sur l’ecran, lever (ou descendre) sa 
plume, avancer (ou reculer) tourner de 90 degres a droite (ou a gauche). Elle se 
distinguera de ses congeneres par ses coordonnees, la couleur de son encre et la 
position de sa plume. 
3.1. Dc;finition d’une classe (DC) 
Les classes IvLlspl seront dtfinies comme une base de fonctions complttie par 
une liste de champs: 
classe = (liste-de-champs suite-de-methodes). 
La base de fonctions determine le mode d’emploi des futures instances. Chaque 
fonction est definie par un identilicateur (atome) et une A-expression. L’ensemble 
des identificateurs denotant les A-expressions constituent un menu des selecteurs 
reconnus par les objets de la classe, les A-expressions definissent les me’rhodes pour 
executer les actions correspondant au message de m&me nom. 
Notre implementation des classes en kTi%FI isole la partie fonctionnelle de la 
partie declarative constituie par la liste des champs. Ainsi la suite des methodes 
est placee dans la P-LIST de l’atome nom-classe alors que la liste des champs va se 
lager dans la C-VAL. 
La primitive DC realise cette double affectation: 
(DC nom-classe (champ1 . . . champn) 
silecteurl h-expression1 
selecteur2 A-expression2 
. . . . . . . . . . . . 
. . . . . . . . . . . . 
selecteurm A-expressiom) 
=S 
c-vaL[nom-classe] t (champ1 . . . champn) 
p-r_tsr[nom-classelc (selecteurl A 1 . . . selecteurm Am) 
Elle gtneralise done la primitive DE puisqu’elle lie un atome [VLIspl; non plus a 
une unique valeur fonctionnelle mais a un ensemble de A-expressions constituant 
le dictionnaire-corps de classe. 
3.2. Crt!ation des instances d’une classe (NEW) 
Crier une nouvelle instance signifie construire la fermeture correspondante i.e. 
le couple (un-environnement une-A-expression) 1121. 
L’environnement realise la base de don&es locales a l’objet, alors que la A- 
expression decrit le mecanisme de selection mis en oeuvre pour rechercher dans le 
corps de la classe la fonction a appliquer aux arguments formant le reste du message. 
La C-VAL de I’instance pointera vers la liste des valeurs de ses champs (EVLIS) 
formant ainsi la premiere pat-tie de l’environnement cl&ure, I’autre partie, en 
bijection avec la premiere, est deja placee par DC dans la C-VAL du nom de sa classe. 
Cette dichotomie est justifite sachant que les instances d’une classe partagent le 
mime ensemble de champs, lies a des valeurs differentes. 
L’instance construite par NEW doit $tre une fonction ivLlspl si I’on veut conserver 
le couple EVALIAPPLY LISP pour realiser la transmission de message SMALLTALK. 
La F-VAL associie a l’instance doit 6tre une LEXPR (un parametre en lieu et place 
d’une liste de parametres) pour que le mecanisme de liaison permette de filtrer 
dune part le selecteur et d’autre part la liste des arguments, en nombre quelconque 
et tous Cvaluts. 
Le corps de cette fonction consistera: 
- a rechercher dans la P-LIST de la classe la A-expression denotee par le selecteur 
(fonction GET) ; 
- ii appliquer cette fonction aux arguments dans l’environnement de l’objet receveur. 
La macro DIC utilise I’apphcation fonctionelfe m pour construire dans un 
contexte de liaison superficielle un envirqnnement temporaire determine par liaisons 
des champs a leurs valeurs placees dans la C-VAL de I’instance: 
(DIG nom-classe nom-instance Sl . . . Sm) 
* 
((A (champ1 . . . champn) Sl . . . Sm) ‘val-champ1 . . . ‘val-champn) 
Remarque 3.1. NEW ne prevoit pas la construction d’instance anonyme. 
Remarque 3.2. On aurait pu utiliser comme filtre de la A-expression-instance la 
paire pointee (silecteur . arguments) 
Voila les definitions lvLIsp1 des primitives NEW et DC: 
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(de dquote (I) (mapcar 1 (A (msg) [quote msg]))) 
(dm die (I) 
; 1 3 (die nom-c nom-i corps) ; 
; c-vAL[nom-c] * (FI . . Fn) ; 
; c-vAt_[nom-i] * (VI . . Vn) ; 
(rplacb I 
[[A (eval (cadr I)) . (cdddr I)]. (dquote (eval (caddr l)))])) 
(df dc (I ;; name) 
; 1 3 (nom-objet (l-fields) sell met 1 . . . seln metn); 
(setq name (next1 1)) 
(set name (next1 I)) 
(while 1 
; (put une-pliste indicateur valeur) ; 
(put name (next1 1) (next1 1))) 
name) 
(dm new (I) 
(next1 1) 
; 1 + (nom-classe nom-instance suite-valeurs-fields); 
(set (cadr 1) (evlis (cddr I))) 
[‘de (cadr I) ‘msg 
[‘die (car 1) (cadr 1) 
[‘apply [‘get [quote (car I)] ‘(car msg)] ‘(cdr msg)]]]) 
Version-l 
Remarque 3.3. Nous avons adopt6 les macro caracteres ‘[’ et ‘1’ ainsi que le ‘.’ de 
la paire pointee car ils nous semblent donner une meilleure vision de la representation 
interne d’une liste. Voici pour rappel les S-expressions equivalentes obtenues apres 
lecture: 
[El. E2] + (CONSEl E2) 
[El E2 --- En- 1. En] + (MCONS El E2 --- En) 
[El E2 --- En- 1 En] + (LIST El E2 --- En) 
Remarque 3.4. Une definition moins pedagogique mais 6 combien plus efficace de 
la fonction DC serait bien sfir: 
(DFDC( L) (RPLA~B(NEXTL L)L)) 
Exemple 3.1. La classe CELL (cellule PLASMA). 
(dc CELL (c) 
is (A 0 ‘a-cell) 
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contents? (A () c) 
c (A (nc) (setqcnc)) 
print (A () (print ‘7 am a cell”) (print ‘12 c) ‘cell) 
selectors (A () ‘(is contents? + print selectors))) 
Toutes les instances issues du moule CELL hiriteront genetiquement a leur naissance 
des methodes de noms respectifs: 
is contents? + print selectors 
Chacune d’elle conservera sa propre valeur pour la variable c: 
? (new cell ‘jfp “Jean-Fran$ois Perrot”) 
= JFP 
? (jfp ‘is) 
= A-CELL 
? (new cell ‘pat “Patrick Greussay”) 
= PAT 
3.3. Activation des instances 
c 
? (pretty jfp) 
(DE JFPMSG 
(DIG CELL JFP (APPLY (GET ‘CELL (CAR MSG)) (CDR MSG)))) 
= NIL 

















(IS CONTENTS? + PRINT SELECTORS) 
(pat ‘print) 
i am a cell 
@ Patrick Greussay 
CELL 
(jfp ‘print) 
i am a cell 














(jfp ‘+ (+ 2 2)) 
4 
(jfp ‘print) 
i am a cell 
@ Jean-Frangois Perrot 
CELL = 
Remarque 3.5. L’envoi d’un selecteur ne figurant pas dans le dictionnaire de la 
classe provoque une erreur (VLISP!. Pour eviter celle-ci, il suffit de definir une fonction 
SERROR qui sera appelee en cas d’un Cchec dans la recherche de la A-expression 
associee au selecteur-message (GE-r ramtne alors la valeur NIL). 
II vient 
(de serror ( ) (print “selecteur inconnu”) “j’arrete”) 
(dm new (I) 
(next1 I) 
; I 3 (nom-classe nom-instance suite-valeurs-fields); 
(set (cadr I) (evlis (cddr I))) 
[‘de (cadr I) ‘( selecteur . argts) 
[‘die (car 1) (cadr I) 
[‘apply ror rget [quote (car I)] ‘selecteur] ken-or] 
a~ist~lll) 
done 
(jfp ‘content?) 3 j’arrete. 
4. Ecriture des champs associis $ un objet 
L’observation de la mini-session precedeme demontre I’impossibilite de modifier 
une variable de champ: (jjjp ‘+ (+22)). Ainsi la methode associee au selecteur + 
ne permet pas une nouvelle affectation du champ c; une fois initialisi celui-ci est 
VOUC a conserver une valeur constante. 
Pour resoudre ce probleme “d’ecriture dans une fermeture” nous avons test6 
successivement deux solutions. Dans les deux cas nous avons voulu eviter I’expansion 
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du corps de macro qui interdit une localisation rapide de la liste valeur-champ 
attachCe B l’instance, pour ce faire DIC est devenue FEXPR. 
SimultanCment a disparu la fonction DQUOTE (quote distribk) rendue inutile par 
un appei explicite d’.&PPLY. 
Solution a. Re’e’criture syste’matique en fin de m&bode. Cette technique inspike de 
[12] consiste B rkrire complktement I’environnement cl&ur& non pas g chaque 
affectation d’un champ, mais seulement apr$s exkution compltte de la mkthode. 
NEW-ENV est continuation explicite pour le corps de fonction associi 2 I’instance. 
Aprtts evaluation de la methode, et avant que le rkultat ne soit rament (cf. PROGI), 
la liste des valeurs est recalculee pour prendre en compte toute affectation tventuelle 
d’un champ. 
(dm new (1) 
(next1 1) 
; (new nom-classe nom-instance suite-valeurs-fields) ; 
(set (cadr I) (evlis (cddr I))) 
[‘de (cadr I) ‘msg. 
[‘die (car I) (cadr 1) 
[‘progl 
[‘apply [‘get [quote (car I)] ‘(car msg)] ‘(cdr msg)] 
[hew-em (car I) (cadr f)fl]]) 
(df new-env (I) 
; 1 * (nom-classe nom-instance) ; 
(set (cadr I) (evlis (caar I)))) 
Malheureusement cette solution est inopirante dans le cas d’auto-transmission 
(cf. infra 4.) soit par masquage: 
(A (n) (setq o (+ n 0)) (oself ‘draw)) 
soit par disparition : 
(A () (oself ‘turn) (oself ‘print)) 
des tkritures produites par une sous-transmission. 
La solution intermediaire consistant g redtfinir toutes les fonctions IvLIspl “A 
effet de bord” pour qu’elles se terminent par un appel g NEW-ENV nous a paru trop 
iourde (d’autant plus que meme les champs non modifib sont aussi rCCcrits!) 
Nous proposons done une deuxikme alternative. 
Solution b. kcriture physique d chaque nouvelle affectation (DSETQ). I1 s’agit simple- 
ment de doter les environnements repkent& sous forme d’un dictionnaire d’une 
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operation d’ecriture. DSETQ moditie physiquement et instantaniment les valeurs 
associees aux champs-arguments dans la C-VAL de l’objet receveur. 
Elle suppose que liste des champs et liste des valeurs sont effectivement en 
bijection, il est done important de donner une valeur a chaque champ a la creation 
d’une instance. 
(de die-write (I-var I-val var new-val) 
(let (I-var I-var) 
(cond 
((null I-var) (print var ‘non-champ)) 
((eq (next1 I-var) var) (set I-val new-val)) 
(t (next1 I-val) (self I-var))))) 
(df dsetq (-1) 
; (dsetq nom-champ1 expl . . . nom-champn expn) ; 
(let ((envl (eval (car 1))) (env2 (eval (cadr 1)))) 
(while -1 
(die-write envl env2 (next1 -1) (eval (next1 -I)))))) 
(df die (1) 
; 1 3 (nom-c nom-i expl expn) ; 
(apply [A (eval (car 1)) . (cddr I)] (eval (cadr 1)))) 
(dm new (1) 
(next1 1) 
; 1 + (nom-classe nom-instance suite-valeurs-fields) ; 
(set (cadr 1) (evlis (cddr 1))) 
[‘de (cadr 1) ‘msg 
[‘die (car 1) (cadr 1) 
rapply rget [quote (car l)] ‘(car msg)] ‘(cdr msg)]]]) 
Version-2 
Exemple 4.1. Definitions d’objets fengtres moditiables ‘en ligne’; 
’ Cd c WINDOW (0 lo la) 
is (A 0 ‘a-window) 
draw (A 0 (square 0 lo la) “vu?,‘) 
move (A (no) (dsetq o (+ o no)) “move”) 
grow (A (nll nl2) (dsetq lo (+ 10 nil) la (+ la n12)) 
“grow”) 
turn (A (:;aux) (setq aux lo) 
(dsetq lo la la aux) “turn”) 
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print (A 0 
selectors (A () 
(prinl “origine: ” 0) 
(prinl “longueur: ” lo) 
(print “largeur: ” la) “ok?“) 
‘(is draw move grow turn print selectors))) 
(de square (x y z) 
(with (cadre () (ttab x) (print (dupl “*” y))) 
(cadre) 
(repeat (- z 2) 
(ttab x) 
(prin 1 “*“) 




Remarque 4.1. La fonction square devrait 6tre integree au menu de la classe WINDOW 
d’autant plus que cette faGon de tracer le cadre d’une fenctre est trts specifique 
d’un terminal en ‘mode scrolling’. En mode video le cadre serait naturellement 
dessine a partir de deux instances de la classe point determinant I’une des diagonales 
principales. 













(new window ‘pie 5 3 5) 
PIE 
(new window ‘eug 0 (+ 2 2) (* 3 2)) 
EUG 
(pie ‘print) 
origine: 5 longueur: 3 largeur: 4 
ok? 
(pie ‘selectors) 
(IS DRAW MOVE GROW TURN PRINT SELECTORS) 
(pie ‘draw) 




















































origine: 30 longueur: 6 largeur: 4 
ok? 
(eug ‘grow 3 (* 2 3)) 
grow 
(eug ‘print) 















5. Traitement de la recursivitk: I’objet OSELF 
Conventionnellement, l’identificateur OSELF place dans une methode de classe 
denote sa derniere instance active. 
L’intCrgt de cette pseudo-variable est de designer, au moment de la definition 
d’une classe, une quelconque de ses instances, sans pour autant connaitre son nom. 
Ainsi un objet peut s’envoyer a lui-mtme un message, technique d’emploi courante 
dans le deplacement d’objet graphique, ou une sequence tris frequente consiste 8: 
- effacer l’objet: (oself ‘undraw), 
- le modifier: (dsetq champ1 n-valeurl), 
- le redessiner: (oself ‘draw), 
ce que resume bien la methode de nom av: 
(A (n-pas) (oself ‘undraw) (dsetq champ (+ champ n-pas)) (oself ‘draw)). 
L’introduction de l’objet oself nous a conduit a proposer une troisitme version 
de notre prototype. Pour ce faire les fonctions DC et NEW sont encore modifiees: 
NEW place maintenant en ttte de la liste des champs l’atome oself, alors que DC 
‘CONSe’ le nom de l’instance a la liste des valeurs. Ainsi, a l’instant de l’evaluation 
d’une methode, la fonction DIG lie automatiquement l’objet oself au nom de l’instance 
courante. 
(df dc (1 ;; name) 
(setq name (next1 I)) 
(set name roself. (next1 l)]) 
(while 1 
(put name (next1 1) (next1 1))) 
name) 
(dm new (1) 
(next1 1) 
; 1 + (nom-classe nom-instance suite-valeurs-fields) ; 
(set (cadr 1) [(cadr 1). (evlis (cddr I))]) 
[‘de (cadr 1) ‘msg 
[‘die (car 1) (cadr 1) 
[‘apply [‘get [quote (car l)] ‘(car msg)] ‘(cdr msg)]]]) 
Version-3 
Remarque 5.1. Une solution plus tlegante serait de construire un autre environne- 
ment temporaire (oself nom-instance) enveloppant I’appel de DIG: cette solution 
sera adoptee pour la version-4 de notre modtle (elle utilisera la macro LET). 
Remarque 5.2. La fonction square utilisee pour dessiner le cadre de nos fenctres 
peut desormais itre integree au dictionnaire des methodes de la classe window. La 
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mithode draw s’ecrit alors: 
(A () (oself ‘square 0 lo la) ‘vu?‘) 
Exemple 5.1. Composition des transmissions. Pour la classe WINDOW-BE les A- 
expressions associees aux selecteurs draw, move, grow, et turn ram&rent en valeur 
le nom de I’objet receveur: 
(dc WINDOW-BIS (o lo la) 
is (A () ‘a-window) 
draw (A () (square 0 lo la) oself) 
move (A (no) (dsetq o (+ o no)) oself) 
grow (A (nil n12) 
(dsetq lo (+ lo nl 1) la (+ la n12)) 
oself) 
turn (A (;; aux) 
(setq aux lo) 
(dsetq lo la la aux) 
oself) 
print (A 0 
(prinl “origine: ” 0) 
(prinl “longueur: ” lo) 
(print “largeur: ” la) “ok?‘) 
selectors (A () ‘(is draw move grow turn print selectors))) 
? (new window-bis ‘pie 10 3 5) 
= PIE 
? 
? (pie 'is) 
= A-WINDOW 
? 
? (pie ‘draw) 











* * * 
lvLlspj OrientP uers /es objets 309 
* * * * * 
* * 







* * * * * 
= A-WINDOW 
Ainsi, en conservant I’application fonctionnelle ivLlspl, il devient possible de 
composer les transmissions associativement 1 gauche (remarquer l’accumulation 
des parentheses ouvrantes!). Des lors le resultat de la premiere transmission devient 
receveur de la seconde, et ainsi de suite, jusqu’a epuisement des messages determine 
par la derniere fermante. 
Exemple 5.2. La tortue LOGO en LVLlsP--objet. La classe LOGO-TORTLE simule les 
tortues LOGO. II s’agit d’objets graphiques dtfinis par leurs coordonnees en ligne 
et en colonne, et une direction. Chacun de ces objets est possesseur d’une plume 
qui, si elle est baissee, laisse une trace de son deplacement sur l’ecran. Cette trace 
change en fonction de la couleur d’encre utiliste. 
(DC LOGO-T~RTUE (x y c plume encre) 
; x: ligne y: colonne c: cap plume: booleen encre: trace ; 
init (A 0 
undraw (A 0 
draw (A 0 
rot+ (A 0 
rot- (A 0 
(dsetq x 17 y 40 c “T” plume t encre “*“) 
“initialise”) 
(ttys x y (if plume “ ” encre)) “undraw”) 









(“T ” “<“) 
(“<” “V”) 














(A 0 (selectq c 
(A 0 
(“t” (dsetq x (1- x))) 
(“v” (dsetq x (I + x))) 
(“>” (dsetq y (+ y 2))) 








(A (n)(repeat n (oself ‘av))) 
(A (n)(repeat n (oself ‘re))) 
(“t” (dsetq x (1+ x))) 
(“v” (dsetq x (I- x))) 
(‘5” (dsetq y (- y 2))) 
(t (dsetq Y (+ Y 2))))) 
(dsetq plume t) “plume levee”) 
(dsetq plume nil) “plume baissee”) 
(oself ‘undraw) (oself ‘trans+) (oself ‘draw) “av”) 
(oself ‘undraw) (oself ‘trans-) (oself ‘draw) “re”) 
(oself ‘undraw) (oself ‘rot+) (oself ‘draw) “dr”) 
(oself ‘undraw) (oself ‘rot-) (oself ‘draw) “ga”) 
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- Le selecteur init produit l’initialisation standard d’une tortue, 
- draw et undraw permettent de montrer (ou de cacher) la tortue 
son cap, 
symbolisie par 
- trans+ et trans- definissent deux translations ilementaires, 
- rot+ et rot- definissent les mouvements de rotation (+90, -90 degres), 
- fp et dp agissent sur la plume, 
- au, re, ga et dr gerent les primitives de diplacement video, 
- au: et re: correspondent a une combinaison de deplacements ilementaires. 
6. Extension d’une classe 
Une definition de classe peut Cztre tendue de deux maniires: 
(a) Par modijication, ajout ou retrait d’wne A-expression: Un corps de classe est 
un environnement forme par les couples (silecteur A-expression). Sur cet environne- 
ment peuvent Stre definies nos quatre primitives prefer&es: elles prennent ici quatre 
noms du vocabulaire SMALLTALK-76: 
- iwEmo~FoR realise la lecture, 
- CHANGE rtalise l’tcriture, 
- UNDERSTANDS realise l’expansion, 
- DERSTANDS realise la contraction. 
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(methodfor nom-classe selecteuri) * Ai 
(change nom-classe selecteuri new-hi) 2 Ai associee a selecteuri est 
remplaci par new-Ai 
(understands nom-classe selecteurj Aj) 3 ajoute Aj au corps de la 
classe. 
(derstands nom-classe selecteuri) + retrait du couple (selecteuri Ai) 
(df methodfor (1) 
(get (next1 1) (next1 I))) 
(df change (1) 
; I =+ (nom-classe selecteur methode) ; 
(put (next1 I) (next1 1) (next1 I))) 
(df understands (1) 
; I 3 (nom-classe selecteur methode) ; 
(addprop (next1 1) (car 1) (cadr 1))) 
(df derstands (1) 
(remprop (next1 1) (next1 1))) 
Les corps de classe deviennent modifiables interactivement, une transformation 
se repercutant instantanement a I’ensemble des instances (mime prealablement 
creees). 
(b) Par hkritage d’ensembles de A-expressions: Une autre maniere d’etendre les 
connaissances d’un objet, est de lui faire partager une base de procedures definie 
pour une autre classe d’objets: c’est le principe de I’htritage obtenu (a la SIMULA) 
par un systbme de classes hierarchisies. 
Pour ce faire on dtfinit un arbre des classes, chaque classe est fille de niveau ‘i’ 
de la classe racine OBJECT. Des lors, 5 I’instant de I’activation d’une instance, si le 
stlecteur transmis n’est pas reconnu de son corps-de-classe on remonte l’arbre jusqu’ 
a trouver dans I’une des sur-classes la premiere methode de mime nom. 
Les classes hiirarchisees en ivLIsp/ correspondent a la version-4 de notre 
prototype. 
(df dc (1 ;; name supclass) 
; I j (nom-objet (subclassof: ?) (fields: ?); 
sell met 1 . . . seln metn); 
(setq name (next1 I)) 
(put name ‘super (setq supclass (cadr (next1 1)))) 
; (car supclass) + fields de la super-class; 
(set name (append (car supclass) (cdr (next1 I)))) 
(while 1 
(xput name (next1 I) (next1 I))) 
name) 
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(dm new (I) 
(next1 I) 
; 1 + (nom-classe nom-instance suite-valeurs-fields) ; 
(set (cadr I) (evlis (cddr 1))) 
[‘de (cadr I) ‘msg 
[‘let roself [quote (cadr l)]] 
[‘die (car I) (cadr I) 
[‘apply [‘sget [quote (car l)] ‘(car msg)] ‘(cdr msg ~1111 1 
(de sget (nc sel) 
(let (nc nc) 
(cond 
((get nc sel)) 
((eq nc ‘object) [A () [‘print [quote sell “selecteur inconnu!!“] 
“‘j’arrete”]) 
(t (self (get nc ‘super)))))) 
Version-4 
- DC prend maintenant en compte la declaration de la super-classe. Elle se charge 
aussi de transmettre les champs d’une classe a sa sous-classe (cf. la fonction APPEND). 
- NEW genere toujours une lexpr, mais cette fois l’appel de DIC enveloppe un appel 
de la fonction SGET qui generalise la subr GET, elle cherche la A-expression, non 
plus seulement dans la classe-mere, mais aussi chez ses anc&tres (au sens de l’arbre 
des classes). 
(dc OBJECT (subclassof:) (fields:) 
is (A 0 (car 1)) 
is: (A (n) (eq n (car I))) 
selectors (A () (let ((1 (cdar 1)) (r)) 
(ifn 1 (cdr r) (self (cddr I) (new1 r (car I)))))) 
print (A 0 (eval [‘pretty (cadr I)])) 
? (A (f) (eval f)) 
?+ (A (f nv) (eval [‘dsetq f nv]))) 
La classe OBJECT donne le menu des messages reconnus par un quelconque 
objet- ivLlsp[ : 
- (objet ‘is) 3 la classe de objet, 
- (objet ‘is: ‘classe) 3 si objet appartient a classe T sinon NIL, 
- (objet ‘selectors) =$ les selecteurs de la classe dont objet est l’instance, 
- (objet ‘print) * un ‘pretty-print’ de objet, 
- (objet ‘? ‘champ) rj la valeur de champ associe a objet, 
- (objet ‘?+ ‘champ ‘nv) + affectation de champ B la valeur nu. 
Exemple 6.1. Une d&nition simplifZe de la classe CELLULE. 
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(dc CELLULE (subclassof: OBJECT) (fields: c) 
contents? (A 0 c) 
c (A (nc) (dsetq c nc) nc) 
mprint (A () (print “i am a cell”) (print ‘@ c) ‘cell)) 
? (new cellule ‘pc ‘6) 
= pc 
? 
? (pc ‘contents?) 
= 6 
9 
? (pc ‘is: ‘cellule) 
= t 
? 
? (pc ‘is) 
= CELLULE 
? 




? (pc ‘selectors) 
= (contents? c mprint) 
? 
? (pc ‘? ‘c) 
= 6 
? 
? (pc ‘?c ‘c 88) 
= 88 
? 
? (pc ‘mprint) 
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Les selecteurs en italique sont ceux definis dans OBJECT i.e. pris en compte par 
la super-classe. 
Exemple6.2. GEOMETRIE-TORTUE ~~CLAVIER-TORTUE. NousallonsdCfinirdeuxsous 
classes de LOGO-TORTUE, I’arbre de hierarchic se dessinera alors: 
OBJECT 
/\ 
LOCO-TORTU E CELLULE 
/\ 
GEOMETRIE-TORTUE CLAVIER-TORTUE 
(DC GEOMETRIE-TORTUE (subclassof: LOGO-TORTUE) (fields:) 
carre: (A (n) (repeat 4 (oself ‘av: n) (oself ‘dr))) 
spirale (A (n step) 
(oself ‘av: n) 
(oself ‘dr) 
(oself ‘spirale (+ n step) step)) 
dragon (A (n tourne); un objet fractal!; 
(if (zerop n) 
(oself ‘av) 
(oself ‘dragon (1- n) ‘ga) 
(oself tourne) 
(oself ‘dragon (1- n) ‘dr))) 
GEOMETRIE-TORTUE Utihe kS prhlitiVeS d&rites par la ChSSe TORTL'E-LOCO POW 
introduire des figures plus complexes telles le carre, la spirale (infinie) et la celebre 
courbe du dragon. Les “classiques LOGO”, correspondant a la definition du triangle, 
du polygone et du cercle prendraient naturellement place au menu de cette carte 
pour des mouvements de rotation non limitis au quart de tour. 
(DC CLAVIER-TORTUE (subclassof: LOGO-TORTUE) (fields:) 
menu (A 0 
(ttys 22 1 
“a(vance) r(ecule) d(roite) g(auche) b(dp) h(lp) q(uitte)“)) 
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((65 97) ;a; (oself ‘av)) 
((82 114) ;r; (oself ‘re)) 
((68 100) ;d; (oself ‘dr)) 
((71 103) ;g; (oself ‘ga)) 
((72 104) ;b; (oself ‘1~)) 
((66 98) ;h; (oself ‘dp)) 
((81 113) ;q; (video-end) 
(t))))) 
(assez ‘fini ‘misier)) 
CLAVIER-TORTUE permet un nouveau type d’interaction entre l’utilisateur et ses 
tortues video. L’idte est d’associer a chaque selecteur de la classe LOGO-TORTUE 
une touche du clavier de fa9on a commander manuellement les deplacements sur 
l’icran. Ce nouveau type d’interaction est plus adapt6 aux tres jeunes enfants puisqu’ 
il supprime la phase d’acquisition d’une syntaxe. 
7. CLASS m&e des ChSWS 
A ce point du discours nous pouvons observer: 
(a) la presence d’objets de deux types: 
- les classes construites par la primitive Dc, 
- les instances engendrees par la primitive NEW; 
(b) l’existence de deux operations simantiquement distinctes: 
- creation d’objets via DC et NEW, 
- envoi de messages aux seules instances des classes. 
11 est possible d’unifier le processus de creation des objets SMALLTALK en realisant 
simultantment la proposition: “l’unique structure de contr6le du langage est la 
transmission”. 
Pour ce faire, il suffit de considtrer que les classes sont des objets aux comporte- 
ments similaires, definis par les primitives: understands:, derstands:, . . . etc. Chaque 
classe devient instance de la classe immanente CLASS qui d&nit le comportemment 
d’un quelconque objet-classe. 
L’inclusion de la primitive new dans le dictionnaire des methodes de CLASS revient 
a fonctionnaliser les objets m; que ceux-ci soient simples instances dune 
classe, ou classes issues du moule CLASS, ils sont avant tout des fonctions LISP. 
La primitive NEW devient un selecteur reconnu par toute classe, specialisi dans 
la generation de nouvelles instances. CLASS est le seul objet “instance de lui mEme”, 
des lors c’est aussi une classe et il suffit de ‘retoucher’ new, pour que la creation 
d’une classe s’opere par envoi du selecteur new au receveur CLASS. 
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- Creation d’un objet-class: 
(CLASS ‘new ‘nom-classe 
‘(subclassof: ident) ‘(fields: . champs) . die-methodes) 
- Creation d’une simple instance: 
(nom-classe ‘new. arguments-message) 
Le passage de la version-4 a la version-5 s’effectue done par modification de Z(EW 
(on notera son evolution vers l’etat de LEXPR), par construction de la classe CLASS 
(en deux etapes: definition de la meager SMALLTALK par DC, de la fonction 5TiSF 
par DE). 
Le systeme ainsi ‘boot-strappi’ il ne reste plus qu’ a redefinir la classe OBJECT 
racine de l’arbre de hierarchic. 
(de die-write (I-var I-val var new-val) 
(let (I-var I-var) 
(cond 
((null I-var) (print var ‘non-champ)) 
((eq (next1 I-var) var) (set I-val new-val)) 
(t (next1 I-vai) (self I-var))))) 
(df dsetq (-1) 
; (dsetq nom-champ1 expl . . . nom-champn expn) ; 
(let ((envl (eval (car “i&l))) (env2 (eval (cadr %I)))) 
(while - 1 
(die-write envl env2 (next1 -1) (eval (next1 -1)))))) 
(df die (%l) 
(apply [A (eval (car %I)). (cddr %l)] (eval (cadr %I)))) 
(df dc (I ;; name supclass) 
(setq name (next1 1)) 
(setq supclass (cadr (next1 1))) 
(set name (append (car supclass) (cdr (next1 1)))) 
(rplacd name (nconc [‘%super [A () [quote supclass]] 
‘% brothers [A () [quote [‘- -)]]]] 
1))) 
(de sget (nc se1 ;; memo-nc) 
(setq memo-nc nc) 
(let (nc nc) 
(cond 
((get nc sel)) 
(( eq nc ‘object) 
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[A () [‘print [quote sell “selecteur inconnu de” [quofe memo-ncJ 
“j’arrete!!!“]) 
(t (self ((get nc ‘%super))))))) 
(de new (instance . fields) 
; pat-tie DC - P-LIST: 
(if (eq oself ‘class) 
; fields ((? link) (? h t) . reste); 
(eval [‘dc instance (next1 fields) (next1 fields) . fields]) 
(set instance fields)) 
(nconcl ((get oself ‘%brothers)) instance) 
; pat-tie DE- F-VAL ; 
(eval [‘de instance ‘msg 
[‘let [‘oself [quote instance]] 
[‘die oself instance 
[‘apply [‘sget [quote oselfl ‘(car msg)] ‘(cdr msg)] 
111)) 
Dans cette nouvelle version NEW est devenue ‘subr’ et les arguments d’un message 
associis a ce selecteur sont toujours &al&s. Pour eviter un ‘quotage’ systematique 
il est plaisant de redefinir la fonction LISP variable-indefinie (si le systeme le permet) 
de faGon a ‘rendre constante’ a leur premiere evaluation les variables non encore 
affectees. Dans un mCme ordre d’idee le message d’erreur fonction-indefinie peut 
itre transform6 en: ‘objet indefini’. 
(de error.ubv (at) (set at at)) 
(de error.udfe (fonction) 
(print fonction “objet indefmi”)) 
I 
(dc CLASS (subclassof: OBJECT) (fields:) 
; en-tete; 
subclassof? (A 0 ((get oself ‘% super))) 
fields? (A 0 (car oself)) 
; creation de nouveaux objets; 
new new 
; representation externe; 
cprint ;DC; (A 0 (let (lmethode (cdr oself)) 
(terpri) 
(while lmethode 
(prinl (next1 lmethode)) 
(prin 1 (next1 lmethode)) 
(terpri 2)) 
oself)) 
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; au menu de la classe; 
selectors (A 0 (let ((%l (cdr oself)) (r)) 
(ifn %I 
;self (cddr %1) [(car %1) . r])))) 






(se1 methode) (addprop oself se1 methode)) 
(sel) (remprop oself sel)) 
(se1 methode) (put oself se1 methode)) 
(sel) (get oself sel)) 
(;; aux) 
(setq aux (memq ‘expr (cdr oself))) 
(rplacd (cddr (cdddr aux))) 
(rplacd oself aux) 
oself) 
; pour envoyer un meme message a toutes les instances d’une classe 
. ex: (class allpeople delete) ;
; a pour effet de faire disparaitre l’ensemble des classes; 
allpeople (A %msg 
(mapc (cdr ((get oself ‘%brothers))) 
(A (m) (apply m %msg))) 
“a vos rangs t=rxE”) 
delete (A () (rplacb oself) oself)) 
(de CLASS msg 
(setq class) 
(let (( % 1 ‘(class class)) (oself ‘class)) 
(apply (sget ‘class (car msg)) (cdr msg)))) 
Version-5 
(CLASS ‘new ‘on.r~cr '(subclassof:) ‘(fields:) 
‘is (A () (car%l)) 
‘is: (A (n) (eq n (car %l))) 
‘isn: (A (n) (neq n (car %I))) 
‘print ;Dn; (A ( ) (eval [‘pretty (cadr % 1)])) 
‘brothers (A () (cdr ((get (car %1) ‘%brothers)))) 
‘? (A (f) (eval f)) 
‘?C (A (f nv) (eval [‘dsetq f nv]))) 
Et une session finale pour illustrer ce demier Ctat de l’art 
? (class is) 
= CLASS 
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? (class selectors) 
= (ALLPEOPLE DELETE-DIC METHODFOR: CHANGE: 
= DERSTANDS: UNDERSTANDS: 
= SELECTORS CPRINT NEW DELETE FIELDS? 
= SUBCLASSOF? %BROTHERS %SUPER EXPR) 
? (object is) 
= CLASS 
? (object subclassof?) 
= NIL 
: 
? (class new registre ‘(subclassof: object) ‘(fields: r) 
? 0 (A 0 (dsetq r 0)) 
? + (A 0 (detqr(l+ r))) 
7 - (A 0 (dsetqr(l- r))) 
? rprint (A () (print ‘joli registre contient:” r) “ok?“)) 
= REGISTRE 
? (registre is) 
= CLASS 
? (registre brothers) 
= (OBJECT REGISTRE) 
? 





? (ps is) 
= REGISTRE 
? (registre selectors) 
= (RPRINT - + 0 %BROTHERS %SIJPER EXPR) 
? (ps rprint) 
joli registre contient: 3 
= ok? 
? 
? (registre understands: incr (A () (oself +) (oself rprint)))) 
= REGISTRE 
? (registre methodfor: incr) 
= (LAMBDA NIL ((osELF+) (~SELF RPRINT)) 
? 
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? (ps incr) 
joli registre contient: 4 
= ok? 
? (ps incr) 
joli registre contient: 5 
= ok? 
? (ps brothers) 
= (PS PA HW) 
? (registre allpeople rprint) 
joli registre contient: 5 
joli registre contient: -7 
joli registre contient: 0 
= a vos rangs FIXE 
? (registre derstands: incr) 
= REGISTRE 
? (ps incr) 
INCR selecteur inconnu de REGISTRE 
= j’arrete!!! 
? (joe incr) 
JOE objet indefini 




PS PA HW 
8. Conclusion 
L’evaluation d’une liste LISP s’interprete comme l’application du premier Clement 
(car a la fonction) au reste de la liste (cdr 3 les arguments) 
EVAL[@~ E2... En)] =3 APPLY[EI (E2*... En*)] 
Nous avons montre que l’evaluation d’une transmission i-1 -objet particularise 
les deux premiers elements de la liste. Le premier element (le receveur) est instance 
d’une classe, le deuxieme Clement (cadr + le selecteur) determine dans le diction- 
naire des methodes de cette classe, la A-expression qui sera appliquie au reste de 
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la liste (cddr): 
EVAL[(E~ E2.. . En)] =$ APPLY[CET[E~ CLASSE?[E l]](E3*. . . En*)]. 
L’ttude de notre prototype pourrait ctre encore poursuivie pour: 
(a) Traiter le problime de I’hCritage multiple: nos classes [VLIspl ne sont sous- 
classe que d’une _seule classe-m&e. Pourtant, dans le cadre de la giomCtrie-tortue, 
il serait avantageux (pour construite la fameuse maison LOGO) de dCfinir la classe 
TOIT comme sous-classe de TRIANGLE et de PARALLELEPIPEDE. 
ImplCmenter I’h&tage multiple pose avant tout le probli5me de la recherche de 
la methode (6 appliquer) dans un rCseau de classes. La solution consistant Zi utiliser 
des s&ecteursparticuliers pricisant par leurs identificateurs la classe oti trouver la 
mithode (init.triangle significant la mithode init de TRIANGLE, init.parallelepipede 
la mCthode init de PARALLELEPIPEDE) est rCalisable par simple modification de SGET 
[71. 
(b) Introduire un mCcanisme de ‘temps partagC’ pour autoriser I’activation simul- 
tanee d’un ensemble d’objets et mettre en jeu des algorithmes de simulation. Les 
classes EVENTNOTICE et SQS proposCes par [ 161 devraient pouvoir ctre adaptees avec 
sucds & notre prototype. 
Une autre voie de recherche serait de proceder par modifications du code C de 
I’interprCte jVLrsP[ [18]. Ces modifications porteraient uniquement sur les objets 
atomiques qui se verraient attribuer un champ supplimentaire et la fonction d’accts 
correspondante (par exemple le champ S-VAL (SMALLTALK Value) recevrait soit 
l’adresse des champs pour une classe, soit celle des valeurs des attributs pour une 
instance). 
Cette dtmarche serait tout g fait comparable ti celle suivie par P. Greussay et H. 
Wertz dans leur dtfinition de PROLOG-LISP (LOVLISP) et de BEGINERS-LISP (BVLISP). 
La version priliminaire de ce papier est parue dans les actes de la dixitme icole 
de printemps, interpritation et compilation, Bareges, Mars 1982. 
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