REQUIREMENTS ENGINEERING (RE) EFFECTIVENESS IN OPEN SOURCE SOFTWARE: THE ROLE OF SOCIAL NETWORK CONFIGURATIONS AND REQUIREMENTS PROPERTIES by Iyer, Deepa Gopal & Lyytinen, Kalle
Association for Information Systems
AIS Electronic Library (AISeL)
Research Papers ECIS 2019 Proceedings
5-15-2019
REQUIREMENTS ENGINEERING (RE)
EFFECTIVENESS IN OPEN SOURCE
SOFTWARE: THE ROLE OF SOCIAL
NETWORK CONFIGURATIONS AND
REQUIREMENTS PROPERTIES
Deepa Gopal Iyer
Youngstown State University, dgiyer@ysu.edu
Kalle Lyytinen
Case Western Reserve University, kalle.lyytinen@case.edu
Follow this and additional works at: https://aisel.aisnet.org/ecis2019_rp
This material is brought to you by the ECIS 2019 Proceedings at AIS Electronic Library (AISeL). It has been accepted for inclusion in Research Papers
by an authorized administrator of AIS Electronic Library (AISeL). For more information, please contact elibrary@aisnet.org.
Recommended Citation
Iyer, Deepa Gopal and Lyytinen, Kalle, (2019). "REQUIREMENTS ENGINEERING (RE) EFFECTIVENESS IN OPEN SOURCE
SOFTWARE: THE ROLE OF SOCIAL NETWORK CONFIGURATIONS AND REQUIREMENTS PROPERTIES". In
Proceedings of the 27th European Conference on Information Systems (ECIS), Stockholm & Uppsala, Sweden, June 8-14, 2019.
ISBN 978-1-7336325-0-8 Research Papers.
https://aisel.aisnet.org/ecis2019_rp/51
Iyer et al. /Open Source Software Social Structures 
Twenty-Seventh European Conference on Information Systems (ECIS2019), Stockholm-Uppsala, Sweden. 1 
 
REQUIREMENTS ENGINEERING (RE) EFFECTIVENESS IN 
OPEN SOURCE SOFTWARE: THE ROLE OF SOCIAL NET-
WORK CONFIGURATIONS AND REQUIREMENTS PROP-
ERTIES 
Research paper 
 
Iyer, Deepa, Youngstown State University, Youngstown, USA, dgiyer@ysu.edu 
Lyytinen, Kalle, Case Western Reserve University, Cleveland, USA, kjl13@case.edu 
 
Abstract  
As open source software (OSS) development projects have become popular, requirements engineering 
(RE) practices in OSS development have come under scrutiny for their marked difference. The current 
study views OSS RE as knowledge propagation expressed in coordinated sequences of action inter-
rupted and shaped by the demands of an ever-changing environment resulting in multiple social net-
work configurations. The attributes of environment are manifested in the changing nature of require-
ments that the projects are subjected to and based on the 6-V requirements model involving 6 proper-
ties of requirement knowledge such as volume or volatility. The diverse network configurations in OSS 
projects manifested in communication centrality responding to those demands, in turn, will have vary-
ing effects on OSS project effectiveness measured by the rate of task completion. We hypothesize that 
the volume of requirements and their velocity of change negatively moderate the positive effect of 
communication centrality on the project’s task completion whereas the variance (diversity) of re-
quirements knowledge positively moderates the positive effect of communication centrality on task 
completion. The hypotheses of the study are tested using a sample of GitHub OSS projects and we find 
support to most hypotheses. Several implications for OSS governance are drawn. 
 
Keywords: Open source software, requirements engineering, 6-V requirements model, social network, 
task completion. 
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1 INTRODUCTION 
Requirements engineering (RE), the determination and management of system requirements, continues 
to be one of the major challenges of contemporary software development (Cheng and Atlee, 2009). 
This applies also to non-traditional contexts, such as Open Source Software (OSS) development. In 
OSS RE, classical requirements artifacts and processes are almost completely absent (Alspaugh and 
Scacchi, 2013). Instead they are accomplished through the use of ‘informalisms’ (Scacchi; 2002, 
2009) such as bug trackers and discussion forums (Xiao et al., 2013). The most prominent require-
ments-like artifacts in the OSS context are identified to be provisioning. These are statements of fea-
tures or qualities in terms of the attributes provided by an existing software version, a competing 
product, or a prototype produced by a developer advocating the change it embodies. The most com-
mon requirements-like process in OSS projects are discussions of provisioning in terms of solution-
space issues (Alspaugh and Scacchi, 2013). OSS RE as a system can be viewed as a distributed cogni-
tive process spread over time and space comprising of multiple social stakeholders and heterogeneous 
artifacts (Hansen et al., 2012).  
Past work has largely delineated the generic features which make OSS RE distinct from RE in tradi-
tional forms of software development. However, OSS is not a unitary form of software development. 
The extant literature has exposed a number of variations in practices and structures of OSS projects 
(Crowston et al., 2012). For example, it is known that the social structures of OSS projects differ sub-
stantially (Mockus et al., 2002) and that OSS codebases grow along different trajectories (Darcy et al., 
2010). Crowston and Howsion (2005) showed the social structures of OSS projects are a function of 
its scope manifested in the number of requirements faced by the respective OSS project and the rate at 
which such requirements change. Given these observed variations it is unlikely that requirements are 
determined and RE knowledge propagates in a unitary fashion across all OSS projects. This variation 
is also likely to drive OSS outcome metrics like community engagement and market success (Daniel et 
al., 2013) inferred in the quality of code produced and its popularity. Given that certain environmental 
factors like volume of requirements affect the way RE is conducted in OSS projects more research is 
needed to understand what causes the RE knowledge variations and what is its impact on the OSS pro-
ject performance (effectiveness) such as task completion.  
RE knowledge propagation patterns can be explored via a social network analysis of OSS. Such analy-
sis needs to be sensitive to the dynamic and distributed nature of OSS development practices. In such a 
context, multiple actors interact with heterogeneous artifacts and with one another to ‘compute’ re-
quirements to reach a common understanding of what the software is going to do. Further, drawing 
upon the Information Processing View (IPV) theory (Galbraith; 1973, 1974), the various ways in 
which an OSS project organizes its information processing socially and structurally can be viewed as 
an organizational response to the variations RE knowledge, more specifically variations in the re-
quirements properties (such as volume) that emanate from the environment of the software where it is 
used (Jarke and Lyytinen, 2015). Accordingly, we will examine to what extent variations in social 
network configurations of OSS projects influence the effectiveness of the projects measured by the 
level of task completion and to what extent such effects are impacted by the properties of requirements 
knowledge such as their volume, velocity or variance. We will develop related theory, hypothesis and 
then test the model with a sample of selected OSS projects. 
 The rest of the paper is structured as follows: we first review the literature on OSS RE and social net-
work structures and how they are influenced by the environment. This is followed by a report of the 
research design covering the sampling, construct measurement, the nature of data collected and statis-
tical analysis. We finish by reporting findings and discussing the practical and academic implications 
and laying out future avenues for research. 
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2 RELATED WORK & THEORETICAL FRAMING 
2.1 OSS RE 
So far only a sparse amount of studies have shed light on the RE activities of OSS groups (Vlas and 
Vlas, 2011). They have established that RE processes in OSS projects are starkly different from those 
in traditional software development. This difference is attributed to the voluntary nature of participa-
tion in OSS development (Crowston et al., 2007) and the use of informal web-based documentation 
practices which replace formal specifications and other design documents (Scacchi; 2002, 2009). Ac-
cordingly, OSS RE is considered to be less formal and dependent on online documentation and com-
munication tools (Ernst and Murphy, 2012; Noll and Liu, 2010). OSS RE differs from the accepted 
best practices in traditional RE in that there is no explicit ‘big picture’ thinking with development pro-
ceeding in bursts where the most popular ideas get the focus and that requirements prioritization relies 
clearly on the interests of the developers (Ernst and Murphy, 2012). The development OSS require-
ments is inherently and undeniably a complex web of sociotechnical processes, development situa-
tions, and dynamically emerging development contexts (Scacchi, 2002). The requirements for OSS 
continually emerge through a web of community narratives (Scacchi, 2002) and through the develop-
ers’ experience and domain knowledge (Noll and Liu, 2010). Participants in this extensive narrative 
expose the discourse that manifests OSS RE (Scacchi, 2002) which can be accessed globally through 
the open forums used in OSS development.  
Though this research provides explanations of how distributed artifacts support RE, it does not consid-
er the flow of requirements computation through interaction of actors and artifacts. The organization 
of developer communities demonstrates significant variation around the generic core-periphery model 
(Mockus et al., 2002) where the periphery act as the co-developers or users of the code. This suggests 
that OSS projects exhibit considerable diversity in their social distributions. However, the reason be-
hind this diversity and how it is reflected in RE activity remains a largely unexplored area. 
 
2.2 Social Networks in OSS 
A social network consists of a group of actors connected through relations that hold them together 
(Haythornthwaite, 2001) where an actor can be an individual or an aggregate unit (Xu et al., 2006). 
The behavior of actors is affected more by their ties and the social networks in which they are embed-
ded than by the attributes they possess (Wellman, 1988). Thus, studying actors based on some attribute 
data may not be enough to show the characteristics of their relations. Social network analysis is need-
ed to understand the network features which affect actors’ interactions (Xu et al., 2006) especially in a 
distributed context like OSS project which has been presented as an example of a dynamic social net-
work (Lopez-Fernandez et al., 2004). It is also a self-organizing collaboration network (Madey et al., 
2002) that is complex and evolving (Madey et al., 2004) where developers collaborate with each other 
through the internet based platforms (Xu et al., 2006). The formation of the social network begins 
when developers join the project, work with others, and form co-working relationships. For OSS de-
velopment this social network bonding is important (Xu et al., 2006) because developers need to have 
a sense of belonging to a group. This is necessary to sustain the group as a whole entity rather than as 
a set of separate individuals (Haythornthwaite, 2001). The feeling of belonging fosters greater perfor-
mance, greater cooperation, and greater satisfaction (McGrath, 1984; Gabarro, 1990). Hahn et al. 
(2006) for example looks at how developers join OSS projects based on the impact of past collabora-
tive ties with others and the perceived status of project members forming the network through self-
assembly of OSS teams. They find that a developer is more likely to join a project when he has strong 
collaborative ties with its initiator and that the perceived status of the non-initiator members of a pro-
ject influences its probability of attracting developers. Van Antwerp and Madey (2010) found that ex-
isting developer - developer ties are an indicator of past and future project popularity which emphasiz-
es the importance of social structure formations in OSS development endeavors. The social structure 
of OSS teams also directly influences the level of collaboration and the structure of decision-making. 
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This affects the overall performance of the OSS teams as well as individuals’ perceptions of belonging 
and satisfaction (Long and Siau, 2007).  
Compared to traditional organizations, OSS projects are highly decentralized (Madey et al., 2004), flat 
and non-hierarchical (Carley and Ahuja, 1999). This view has been challenged lately (Crowston and 
Howison, 2005; Mockus et al., 2002). These scholars argue that the social structure of OSS communi-
ties is layered like an onion rather than flat (Gacek and Arief, 2004; Crowston and Howison, 2005). 
The communication structure of in such OSS projects has been found to vary from completely cen-
tered on one developer to projects that are highly decentralized exhibiting a distributed pattern of 
communication between core developers and other active users (Crowston and Howison, 2005). This 
implies that the social network configurations in these projects are not uniform. It is rather unclear 
what forms of social network structures are present in OSS development and how different structures 
emerge including centralized or decentralized, hierarchical or non-hierarchical, onion-like or tree-like 
or a combination of the above (Long and Siau, 2007). Linking people, systems, and projects together 
through shared artifacts and sustained online discourse enables a sustained community mediated by 
information infrastructure (Jensen and Scacchi, 2005), and related network of alliances (Monge et al., 
1998) to emerge. It is pertinent to fill the gap in understanding the causes of social network variations 
in OSS projects in general as these structures affect project success. Furthermore, in the context of 
OSS RE, it is especially crucial to understand how various social network structures are formed. We 
also need to explore how these social network structures influence knowledge sharing and mainte-
nance and thereby drive a successful RE process.  
 
2.3 Influence of Requirements Emanating from the External Environment 
To uncover how the different social network configurations can be explained by the environmental 
characteristics housing the OSS groups, the IPV theory is appropriate. IPV posits that managers use 
organizational mechanisms, such as communication flows and work processes, to address the infor-
mation processing needs of the organizational tasks. Alternative organizational mechanisms are geared 
towards either reducing information processing needs or increasing capacity for processing infor-
mation (Galbraith; 1973, 1974). The choice of the mechanisms is dependent on the amount of infor-
mation that needs to be processed. The information processing needs in itself stem from the level of 
environmental uncertainty. Furthermore, in a distributed cognitive activity like OSS RE, the commu-
nicative pathways exposing the underlying sequences of interactions between actors and artifacts are 
in response to the demands of the environment (Rogers and Ellis, 1994). Thus in OSS RE, the propa-
gation of RE knowledge characterized by its communicative pathways manifesting its social network 
configuration, is a product of the demands of its environment. It can be inferred that the environmental 
characteristics of various OSS projects are likely to invoke varying social network structures depend-
ing on the type of RE task they need to address. The information processing needs are also related to 
the complexity associated with RE. The perception of this complexity has shifted from managing inner 
and static complexity (the set of requirements remains stable since its inception) to a dynamic external 
form of complexity (the set of requirements is dynamic and has high level of dependencies) (Jarke and 
Lyytinen, 2015).  
 
2.4 Theoretical Framing 
In a general information systems development context, centrality of groups change under various con-
ditions and centralized structures in general are associated with positive group performance (Yang and 
Tang, 2004). Specifically, network or overall project group centrality in the sense of responsibility, 
user requirements and organizational goals of the project is significantly positively correlated to the 
overall group project performance (Yang and Tang, 2004). These indicators play an important role in 
OSS development contexts as the structural division between the core and the periphery is centered on 
factors of taking responsibility of the code, providing direction for the project and the division of labor 
around finding and managing new requirements for the project. Crowston and Howison (2005) opine 
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that the social structure of OSS projects is not unitary across different OSS projects with the centrality 
of such projects ranging from completely centralized on one developer to vastly decentralized. It has 
been hinted that OSS projects with a wider scope are organized as an aggregate of smaller projects 
with layers around multiple centers representing a ‘shallot’ structure decentralizing their communica-
tion compared to OSS projects with a limited scope (Crowston and Howison, 2005). This resonates 
with the IPV theory that postulates that when the environmental uncertainty is greater, an organized 
entity creates more self-contained tasks to reduce the need to process more information and thereby 
obliterating the need to over-burden the hierarchy (Galbraith, 1974). Thus, in an OSS context, it can 
thus be inferred that to remain effective in situations where the project scope widens, the OSS projects 
have to spread their development activity around multiple main centers by grouping themselves to 
smaller sub-projects within the main project mirroring the shallot structure proposed by Crowston and 
Howison (2005) along with decentralizing the communication. Similarly, in situations where the pro-
ject scope is narrow, the OSS projects can stay effective by maintaining more centralized communica-
tion structures and retaining a single center of core activity.  
The scope of OSS projects increases with functionality it offers and changes in the technological con-
text it is embedded in. The amount of functionality offered by the end OSS product is manifested in 
the volume of requirements it faces and the rate of change in technology it is based upon affects the 
focus of development activity which is explicit in the velocity of change in the requirements it faces. 
The attributes of the technological environment housing OSS projects can thus be studied via the lens 
of the following attributes of the 6-V requirement model introduced by Jarke and Lyytinen (2015) - 
the volume of requirements and velocity of change in requirements over a period of time. There are 
two aspects of OSS project effectiveness in literature: the extent to which a project attracts input from 
the development community and the extent to which it produces observable outputs such as the addi-
tion of new features to the software or the fixing of software bugs (Stewart and Gosain, 2006). We are 
interested in the output effectiveness of the OSS projects as a function of the various communication 
centrality structures dictated by environmental demands. The extent to which the team completes iden-
tified work tasks (task completion) is an output effectiveness construct that has been used previously 
(Stewart and Gosain, 2006) and is adopted in this study as the OSS project effectiveness measure. 
Thus the initial hypotheses of the study can be stated as follows: 
H1: The positive effect of communication centrality of an OSS project on its task completion is 
reduced as the volume of requirements faced by the OSS project increases.  
H2: The positive effect of communication centrality of an OSS project on its task completion is 
reduced as the velocity of change in requirements faced by the OSS project increases.  
Given that each software product has an inherent potential for modularization and has a core part (a 
kernel) and functions that use it (a periphery), it is found that those OSS projects with a stable design 
have high potential for task modularity (Camara and Fonseca, 2007). These OSS projects can thus be 
expected to exhibit a higher ratio of core members to periphery members to remain effective as it is 
structurally possible to break up such projects into independent modules suitable for large-scale team 
development (Narduzzo and Rossi, 2005). Such OSS projects will exhibit multiple centers of devel-
opment activity led by a large core team mirroring the ‘shallot’ structure proposed by Crowston and 
Howison (2005). These structures mandate a decentralized communication network as there are multi-
ple centers working on multiple parts of the code communicating within and across the different cen-
ters of development activity. Thus a decentralized social communication network in OSS projects sig-
nals a stable design whereas projects experiencing great instability in design morph into a more cen-
tralized social communication network. However, it can also be argued that OSS projects experiencing 
instability in their design can still remain effective with multiple centers of activity mirroring a decen-
tralized social communication network within the project if the consequences of the instability have 
minimal impact on extant code structures. Nevertheless, this possess an inherent risk that a free-for-all 
task structure under such conditions of design instability could result in conflicting contradictory re-
quirements that can be resolved only if there is a centralization of the software development activity. It 
will be interesting to see which of these relationships prevail over the others in mature successful OSS 
projects subject to varying conditions of design instability. The stability of the design scope of OSS 
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projects can be studied in terms of the variance attribute of the 6-V requirement model where projects 
with a stable design exhibit lower variance in requirements. The modularization of OSS project devel-
opment under conditions of low variance in requirements for effective task completion resulting in 
modular task structures is reflected in highly decentralized social communication networks. Thus the 
third hypothesis of our study can be stated as: 
H3: The positive effect of communication centrality of an OSS project on its task completion is 
reduced as the variance in requirements faced by the OSS project decreases. 
The theoretical model of the study is depicted below in Figure 1. 
 
Figure 1. Theoretical model of the study 
 
3 RESEARCH DESIGN 
To validate these hypotheses, we purposefully sample a representative sample of OSS projects, meas-
ure the constructs of interest as to test for the presence of stated effects included in hypotheses. Our 
focal constructs include social network measures of centrality, task completion and OSS project re-
quirement attributes of volume, velocity, and variance. Past work has focused on the bug-fixing activi-
ties in OSS projects as to determine the effect of social network characteristics like centrality on such 
outcomes. Though findings were limited to understanding the effects of social networks on bug–fixing 
process, it is assumed that even these relatively mundane activities manifest the "microcosm of coor-
dination problems" (Crowston, 1997). The bug-fixing process in OSS projects is also the site of claims 
of the effectiveness of its development activities (Crowston and Howsion, 2005) and involves interac-
tive collaborations that are representations of the flow of RE knowledge in the project. Therefore, ex-
ploring the OSS bug fixing activities unveils the social network mechanisms at play in virtual distrib-
uted communities engaged in such complex design tasks. Thus, we veer towards OSS project activities 
like reporting bugs, fixing bugs and requesting new features that expose the interactions between OSS 
project contributors to understand its social network as well infer the task completion and nature of 
requirements qualities from such activities.   
The dataset we use is a sample of OSS projects housed in GitHub, the largest web-based host of 
source code in the world, bringing together 27 million developers working on over 80 million projects. 
GitHub offers a huge variety and quantity of OSS projects spanning multiple domains and functionali-
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ties along with developers originating from all over the world with a wide range of programming 
skills.  Accordingly, we use the GitHub dataset collected by Robinson and Vlas (2015). 272 OSS pro-
jects were selected, approximately 68 projects from each of the following categories:   
1. Over 10,000 stars and over 1,000 forks  
2. Between 5,000 and 10,000 stars, and between 750 and 1,000 forks  
3.  Between 1,000 and 5,000 stars, and between 500 and 750 forks  
4. Under 1,000 stars and under 250 forks  
The initial set of 272 projects was reduced to 248 projects, because of errors and omissions in the ini-
tial data. For the selected projects, the timestamped project data was divided into windows by date. A 
four-week window was chosen which is meaningful to the development cycles of OSS projects. For 
each window, the dependent, predictor, and control variables were computed as described below in 
Section 3.1. Time stamped project data was collected for these 248 projects by collecting and analyz-
ing the GitHub repository events in two ways:   
1. Characterizing development workflows as sequences of Git events  
2. Measuring the 6-V requirements attributes in each workflow.   
A workflow begins with either an issue being reported or submission of a pull request, followed by 
any other Git event with a reference to the initiating event. The workflow contains the initial event and 
all subsequent events for that issue raised. As an illustration of a GitHub workflow, consider the fol-
lowing IssueEvent workflow: 
IssuesEvent.open, PushEvent, PushEvent, IssuesEvent.close 
The work begins with the Issue opening, which introduces a new requirement to be considered. Two 
Push events follow next. They result in adding code to the repository. Finally, the event is closed. Each 
workflow thus acts as an observation in our dataset. A natural language requirements parser was im-
plemented by Robinson and Vlas (2015) to analyze the contents of the comments contained within 
each workflow classifying the related discussion into 23 requirements indicators as proposed by Vlas 
and Robinson (2012). The requirements attributes for our study are derived from these 23 require-
ments indicators collected by Robinson and Vlas (2015) focusing only the quantitative aspects of re-
quirements attributes – volume, velocity and variance. The dataset also includes social network cen-
trality measures for each project along with data on the number of issues open, number of issues 
closed, number of GitHub events, number of stars and forks, number of actors and the number of 4 
week windows per project. The constructs of interest in our study are calculated using this dataset con-
taining 259 observations.  
 
3.1 Measurement of Constructs 
Task completion is the extent to which the OSS project completes identified work tasks and has been 
used as an output effectiveness construct (Stewart and Gosain, 2006). Task completion is operational-
ized as the percentage of tasks completed (Stewart and Gosain, 2006). Thus, from the current dataset, 
task completion = (number of issues closed / (number of issues open + number of issues closed)) * 
100.  
Communication centrality is inferred from the degree centrality of the OSS projects. It was operation-
alized by Robinson and Vlas (2015) as established in literature (Freeman et al., 1979 and Wasserman 
et al., 1994).  This project level degree centrality index ranges from 0 to 1. Z-values of the variable are 
used in the analysis. 
Volume is defined in the study as ‘the size of requirements pool influencing the scope of the work’ 
(Jarke and Lyytinen, 2015). Volume is operationalized as the total number of requirements across the 
23 identified requirement categories in an observation. 
Velocity of requirements is perceived of as ‘the rate at which requirements are changing over time’ 
(Jarke and Lyytinen, 2015). Velocity of requirements in traditionally perceived as the rate of require-
ments volume change over time and operationalized as the percent change in requirements volume in a 
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project at time ‘t’ compared to previous window of time ‘t-1’ ((Volumet – Volumet-1)/Volumet-1). 
High velocity indicates a major change in the number of requirements in current data window com-
pared to previous data window and can be interpreted as a sign of instability (Robinson and Vlas, 
2015). Since only a very few projects in our sample have multiple observations it is not possible to 
calculate velocity as a change in the volume of requirements faced over time. Robinson and Vlas 
(2015) use the GitHub workflow characteristics of length (number of events) in the operationalization 
of velocity and we use this measure provided in the current dataset. After accounting for missing val-
ues, we have 255 useful velocity observations. 
The variance of requirements is defined as the ‘variation in the design scope and consequences of the 
requirement pool and the heterogeneity of the design components involved’ (Jarke and Lyytinen, 
2015). In a project with multiple observations over multiple points in time, variance can be measured 
as the number of categories of requirements that appear and disappear from one time-point to the next. 
Since our dataset does not afford this operationalization, we look at the extent to which stakeholders 
make efforts to reduce the instability in design by counting the number of requirements in categories 
of software independence, machine-independence, error tolerance, generality and modularity. The per-
centage of such requirements within the total number of requirements in each observation represents 
the variance in requirements. Thus variance = ((requirements in categories of software-independence + 
machine-independence + error tolerance + generality + modularity)/total number of requirements) * 
100. Variance in requirements has been looked at as the change in focus of the software development 
activity measured by the change effort, change error rate and change completeness (Loconsole and 
Borstler, 2005). The modularity of the code is also dependent on the existing design (Camara and Fon-
seca, 2007) and hence any variation in the design affects the modularity of the code. Our operationali-
zation uses indicators reflecting these facets of variance in requirements and hence ensuring content 
validity will not be an issue in this measure of variance in requirements. 
We added the number of time based windows sampled representing the duration of the OSS project 
and the number of actors in the OSS project as control variables. The duration of OSS projects and its 
team size will positively affect the task completion rates in the OSS projects (Stewart and Gosain, 
2006) and we therefore control for these factors. 
 
4 FINDINGS 
 
The descriptive statistics of the variables in the model are tabulated below in Table 1.  
 
Variable No: of observa-
tions 
Min Max Mean Std Deviation 
Task completion 259 30.582 100.00 87.226 11.624 
Degree centrality 259 -3.477 1.568 0.0 1.0 
Volume 259 7 205159 25290.4 37162.84 
Velocity 255 -2.28236 0.60823 -0.00446 0.195249 
Variance 259 0.0 15.399 3.104 2.251 
Number of windows 259 -2.0804 1.879 0.0 1.0 
Number of actors 259 -0.983 4.209 0.0 1.0 
Table 1. Descriptive statistics 
We note that the dependent variable in hypotheses 1 to 3, task completion has a kurtosis z -value 
greater than +1.96 indicating a leptokurtic distribution. The moderating variable in hypothesis 1, vol-
ume, has a leptokurtic distribution (kurtosis z value > +1.96) and the moderator in hypothesis 2, veloc-
ity, is both negatively skewed (skewness z value < -1.96) and heavily leptokurtic (kurtosis z value > 
+1.96). Thus we take the natural logarithm transformation of these three variables in the regression 
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model so as to ensure that the regression residuals follow a normal distribution. The remaining varia-
bles have near normal distributions. In checking for co-relations between variables, we see significant 
negative co-relations between degree centrality and volume, variance and number of actors. It is ex-
pected that as the scope of the OSS project increases resulting in a higher volume of requirements, the 
OSS project network becomes more decentralized (Crowston and Howison, 2005). We also expect 
that as the variance in requirements decreases, the core to periphery ratio increases (Narduzzo and 
Rossi, 2005) resulting in a decrease in centrality of the project’s social network. The operationalization 
of degree centrality also suggests that it decreases as the number of actors increases. We also note that 
the number of windows is significantly positively related to the volume of requirements and velocity 
of change in requirements. As the scope of the project increases, more time based windows of the pro-
ject will be sampled as more development time is expended to meet the change in scope of the project. 
Given the threat of multicollinearity in testing hypotheses 1 and 3, the Variance Inflation Factor (VIF) 
will be checked to make sure that it is below the recommended value. 
To test hypotheses 1 to 3 that predicts a moderating effect of the external environment on the relation-
ship between the degree centrality of an OSS project and its task completion rate, we do a hierarchical 
regression. The base model includes degree centrality, number of windows (representing the duration 
of the project) and number of actors as the predictors. To investigate whether the volume of require-
ments moderates this positive relationship, we create an interaction term by multiplying the centered 
value of degree centrality to the centered value of the natural logarithm of volume of requirements. 
The natural logarithm of volume of requirements and the volume interaction variables are then added 
to the second block of the hierarchical regression. We follow a similar approach in creating interaction 
terms for the remaining moderating variables - natural logarithm of velocity of change in requirements 
and the variance of requirements. The natural logarithm of task completion acts as the dependent vari-
able in this analysis. The results of the base model of the hierarchical regression with the control vari-
ables and degree centrality are tabulated below in Table 2. 
 
Model 1 Unstandardized 
coefficient 
Std Error Standardized 
coefficient 
Beta 
t VIF 
Constant 4.451 0.010  429.174***  
Number of windows 0.029 0.011 0.173 2.563* 1.171 
Number of actors 0.029 0.012 0.173 2.516* 1.210 
Degree centrality 0.072 0.010 0.454 7.142*** 1.040 
F 21.060*** 
R2 0.246 
Adjusted R2 0.234 
***p < 0.001, **p < 0.01, *p < 0.05 
Table 2. Hierarchical regression testing (Base Model 1) 
Table 3 below reports the results of the subsequent models of the hierarchical regression obtained by 
adding the moderating variables and their interactions.  
 
Model 2 Unstandardized 
coefficient 
Std Error Standardized 
coefficient 
Beta 
t VIF 
Constant 4.449 0.010  445.931***  
Number of windows 0.025 0.012 0.147 2.029* 1.460 
Number of actors 0.011 0.016 0.065 0.689 2.480 
Degree centrality 0.056 0.010 0.352 5.339*** 1.215 
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Volume 0.012 0.016 0.072 0.720 2.829 
Volume interaction -0.035 0.008 -0.284 -4.373*** 1.182 
F change 9.561*** 
R2 0.314 
Adjusted R2 0.296 
R2 change 0.068 
Model 3 Unstandardized 
coefficient 
Std Error Standardized 
coefficient 
Beta 
t VIF 
Constant 4.448 0.010  455.928***  
Number of windows 0.028 0.012 0.164 2.258* 1.155 
Number of actors 0.007 0.015 0.039 0.427 2.502 
Degree centrality 0.053 0.010 0.330 5.090*** 1.236 
Volume 0.011 0.016 0.070 0.709 2.901 
Volume interaction -0.035 0.008 -0.284 -4.447*** 1.194 
Velocity 0.028 0.010 0.168 2.687** 1.148 
Velocity interaction -0.032 0.012 -0.159 -2.587** 1.116 
F change 5.724** 
R2 0.353 
Adjusted R2 0.329 
R2 change 0.039 
Model 4 Unstandardized 
coefficient 
Std Error Standardized 
coefficient 
Beta 
t VIF 
Constant 4.446 0.010  448.094***  
Number of windows 0.030 0.012 0.174 2.386* 1.562 
Number of actors 0.004 0.016 0.024 0.254 2.575 
Degree centrality 0.056 0.011 0.353 5.319*** 1.294 
Volume 0.011 0.016 0.071 0.706 2.938 
Volume interaction -0.035 0.008 -0.284 -4.212*** 1.339 
Velocity 0.028 0.010 0.172 2.750** 1.156 
Velocity interaction -0.032 0.012 -0.159 -2.578* 1.127 
Variance 0.015 0.010 0.095 1.511 1.165 
Variance interaction -0.001 0.007 -0.008 -0.119 1.292 
F change 1.283 
R2 0.362 
Adjusted R2 0.331 
R2 change 0.009 
***p < 0.001, **p < 0.01, *p < 0.05 
Table 3. Hierarchical regression testing (Models 2, 3 and 4) 
The base model is significant (p < 0.001, R2 = 0.246). The VIF values are well below the recommend-
ed threshold, and hence multi-collinearity between the predictors is not a threat to this model. The 
control variables – number of time based windows sampled (representing the duration of the project) 
and number of actors in the OSS project – have a significant positive effect on task completion. We 
also see that degree centrality has a statistically significant positive effect on task completion (t = 
7.142, p < 0.001). In model 2, we add volume of requirements and the degree centrality – volume in-
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teraction variable to the regression. This model is significant with (F change = 9.561, p < 0.001). The 
model has an R2 value of 0.314 explaining an additional 6.8% of variance in task completion com-
pared to the base model. The duration of the OSS project continues to have a significant positive ef-
fect on task completion, whereas the effect of the number of actors is insignificant in this model. De-
gree centrality remains a positive effect on task completion (t = 5.339, p < 0.001) and the interaction 
of volume of requirements and degree centrality has a significant negative effect on task completion (t 
= -4.373, p < 0.001). Thus the positive effect of degree centrality on task completion is reduced as the 
volume of requirements faced by the OSS project increases.  We chart out the negative moderating 
effect of volume on the positive effect of degree centrality on task completion in OSS projects using 
the ITALASSI Interaction Viewer (a freeware program developed by Provalis Research) in Figure 2 
below. 
 
Figure 2. Negative moderating effect of volume of requirements on the degree centrality – task 
completion relationship 
The 3-D visual above shows that task completion increases with degree centrality keeping volume 
constant, but this positive effect is reduced when the volume of requirements increase. Thus, the vol-
ume of requirements negatively moderates the positive relationship between degree centrality and task 
completion of an OSS project. Hypothesis 1 is hence supported. An OSS project where communica-
tion is centralized is effective in achieving high task completion. However, as the volume of require-
ments faced by the OSS project increases, the project has to decentralize its communication to achieve 
the same level of task completion as when the volume of requirements faced was low. The external 
environment housing the OSS project in terms of the volume of requirements it faces thus affects the 
social network of the OSS project evident in its centrality in order to remain effective in completing its 
tasks at hand.  
The moderating effect of velocity of change in requirements on the relationship between degree cen-
trality in OSS projects and its task completion is tested by adding the velocity variable and the degree 
centrality – velocity interaction term to the regression model. This model 3 is significant with (F 
change = 5.724, p < 0.01). The model has an R2 value of 0.353 explaining an additional 6.8% of vari-
ance in task completion compared to the previous model 2 with the control variables, degree centrali-
ty, volume of requirements and the volume – degree centrality interaction term. The duration of the 
OSS project continues to have a significant positive effect on task completion and the effect of the 
number of actors remains insignificant in this model. Degree centrality still has a positive effect on 
task completion (t = 5.090, p < 0.001) as does the significant negative effect of the interaction of vol-
ume of requirements and degree centrality on task completion (t = 4.447, p < 0.001). Velocity of 
change in requirements has a positive effect on task completion (t = 2.687, p < 0.01) whereas the ve-
locity – degree centrality interaction term has a significant negative effect on task completion (t = -
2.587, p <= 0.01). This moderating effect in shown in Figure 3 below. 
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Figure 3. Negative moderating effect of velocity of change in requirements on the degree cen-
trality – task completion relationship 
The 3-D visual above shows that task completion increases with degree centrality keeping velocity of 
change in requirements constant, but this positive effect is reduced when the velocity of change in 
requirements increase. Thus, the velocity of requirements change negatively moderates the positive 
relationship between degree centrality and task completion of an OSS project. Hypothesis 2 is sup-
ported. An OSS project where communication is centralized is effective in achieving high task com-
pletion but as the velocity in requirements change faced by the OSS project increases, the project has 
to decentralize its communication to achieve the same level of task completion as when the velocity 
of change in requirements was low. The external environment housing the OSS project in terms of the 
velocity of requirements change it faces thus affects the social network of the OSS project evident in 
its centrality in order to remain effective in completing its tasks at hand.  
To test the moderating effect of variance in requirements on the relationship between degree centrality 
in OSS projects and its task completion, we add the variance variable and the variance – degree cen-
trality interaction term to the regression model. This model 4 is not significant with only 1 1.283 
change in F value from model 3. The model has an R2 value of 0.362 adding a meagre 0.9% of expla-
nation of change in task completion compared to the previous model 3 with the control variables, de-
gree centrality, volume of requirements, the volume – degree centrality interaction term, velocity of 
change in requirements and the velocity – degree centrality interaction term. Hence, hypothesis 3 is 
not supported. Since our operationalization of variance is based on classifying the requirement cate-
gories in the project that contribute to increasing the design stability, and is not a longitudinal meas-
ure, this result is inconclusive. Variance in requirements is defined as the variation in design scope 
over time (Jarke and Lyytinen, 2015).  
Overall, the final hierarchical regression model has a Durbin-Watson value of 1.785. To rule out any 
concerns of positive co-relation among error terms, we examined the recommended upper bound of 
this statistic for a model with 9 regressors and a sample size greater than 200. The upper bound is 
1.768. Since our model Durbin-Watson value is 1.785, the null hypothesis of zero co-relation among 
error terms remains valid. We also checked for homoscedasticity of the residuals by plotting the 
standardized residuals against the dependent variable and found little or no presence of heteroscedas-
ticity. 
 
5 DISCUSSION 
Our analyses show effects of OSS project’s on project effectiveness and how such effects are moder-
ated by specific environmental factors surrounding RE. Generally, a centralized social network in 
OSS projects results in higher task completion. However, as the scope of the OSS project increases 
resulting in a higher volume of requirements and higher velocity of change, this effect is diminished 
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and a more decentralized social network is likely to be more effective in achieving higher task com-
pletion. This finding aligns with previous research arguing that OSS projects with a wider scope often 
take on a modular social structure and become more decentralized (Crowston and Howison, 2005). 
This is in line with the IPV theory postulating that when the environmental uncertainty grows greater, 
an organized entity need to create self-contained tasks as to reduce the need to process more infor-
mation over-burdening the hierarchy (Galbraith, 1974). In an OSS context, to remain effective in situ-
ations where the project scope widens, the OSS communities have to create increasingly modular task 
structures as exhibited by stricter modularity and consequently by grouping the Oss project to sub-
projects mirroring the shallot structure (Crowston and Howison, 2005) and decentralizing their com-
munications. Similarly, in situations where the project scope remains narrow, the OSS communities 
can stay effective by centralizing communication structures and having less modular task structures. 
Surprisingly, we find that variance in requirements manifesting instability in the design scope of OSS 
projects has no effect on the positive relationship between centrality of the project social network and 
task completion. This is contrary to our current understanding of how stability in design affects social 
structures of OSS projects. A longitudinal qualitative case study of an OSS project tracking its social 
structures as its design scope evolves would help unveil further the nature of this relationship and 
what possible moderating or mediating factors participate in such effects. 
Motivation in OSS participation has been largely viewed from a person-oriented perspective and fo-
cused on incentives and personal characteristics of contributors. The current study provides a job-
oriented perspective on this phenomenon. By exploring structural arrangements and the nature of 
tasks, we uncover how the context of an OSS project influences its governance structure which either 
promotes or hinders individual participation. Moreover, the framing of requirements-oriented activi-
ties as a socially distributed process influenced by its external environment informs OSS organizers to 
adopt critical roles and respond various information shared by varying stakeholders within the envi-
ronment. This work expands prior research that has unveiled underlying forms of OSS leadership 
(Crowston and Howison, 2005) and the evolving leadership needs of autonomous work groups 
(O’Mahony and Ferraro, 2007). We also uncover that variations in OSS governance structures are not 
accidental but rather correspond to systemic differences in their nature (Markus, 2007). In particular, 
we detail the role of the external environment in which an OSS project should adopt its leadership 
forms. By presenting the association between social network configurations and various OSS envi-
ronmental conditions helps OSS projects achieve success they have experienced in the past even when 
they face a more volatile technological environment. This helps OSS communities to choose govern-
ance structures conducive to project effectiveness irrespective of the potential vagaries of the envi-
ronment. An example of such an evolving governance structure would be a small OSS project with a 
restricted core membership expanding its core once the project becomes larger in scope. The findings 
can also guide OSS project leaders engaged in social community and artifacts maintenance activities 
by adopting appropriate social structures for effective task completion. Thus the speed of distributed 
development endeavors (Herbsleb and Mockus, 2003) can be managed effectively given varying envi-
ronmental factors. Furthermore, the findings of the current study can lead the way to providing a mac-
ro-environment level consideration of external factors that explains firm-level heterogeneity in gov-
ernance forms (Felin and Zenger, 2014). 
Our empirical study remains limited by the dataset used in the analysis. The GitHub dataset does not 
present a truly dynamic longitudinal view of the OSS projects as its sampled project observations are 
not repeated over long periods of time essential to capture the changes in the stability of design scope 
and other trends (variance) that could be slow-moving. The dataset also uses aggregate-level measure 
for capturing velocity of change in requirements. The study suffers from a limited external validity 
due to it the proposed relationships being studied in a purely OSS context. Hence it is fruitful to eval-
uate the proposed relationships be in agile-based development environments, traditional software de-
velopment projects and Commercial Off-The Shelf (COTS) product development to foster inductive 
theory-driven comparison. The proposed relationships can also be investigated in other autonomous 
work groups thus helping generalize how contextual changes in tasks affects the evolution of leader-
ship forms over time (O’Mahony and Ferraro, 2007).  
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