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Abstrakt
Tato bakalářská práce se zabývá vývojem 2D vesmírné arkádové počítačové hry. V úvodu
je popsána historie i současnost herního průmyslu a počítačové grafiky. Dále se text věnuje
použitým knihovnám OpenGL a SDL, návrhu herních principů, realizaci grafiky a zvuku,
koliznímu systému, uživatelskému rozhraní, ovládání a objektovému návrhu aplikace. Druhá
část popisuje samotnou implementaci navrženého systému v programovacím jazyce C++.
Nakonec práce obsahuje informace o testování a zhodnocení výsledného produktu.
Abstract
The subject of this bachelor’s thesis is the development of a 2D space arcade computer
game. The introduction describes the history and current status of the game industry and
computer graphics. Then the text deals with the libraries OpenGL and SDL chosen for
development, design of game principles, realization of graphics and audio, collision system,
user interface, controls and the object oriented design of the application. The second part
gives an account of the implementation of the designed system in the C++ programming
language. Finally the thesis contains information about the testing and evaluation of the
final product.
Klíčová slova
Počítačová hra, Počítačová grafika, 2D, Detekce kolizí, Geometrické transformace, C++,
OpenGL, SDL
Keywords
Computer game, Computer graphics, 2D, Collision detection, Geometric transformations,
C++, OpenGL, SDL
Citace
Jan Vybíral: Retrospektivní hra pro dva hráče, bakalářská práce, Brno, FIT VUT v Brně,
2012
Retrospektivní hra pro dva hráče
Prohlášení
Prohlašuji, že jsem tuto bakalářskou práci vypracoval samostatně pod vedením pana Ing.
Petra Pospíchala. Uvedl jsem všechny literární prameny a publikace, ze kterých jsem čerpal.
. . . . . . . . . . . . . . . . . . . . . . .
Jan Vybíral
30. června 2012
c© Jan Vybíral, 2012.
Tato práce vznikla jako školní dílo na Vysokém učení technickém v Brně, Fakultě informa-
čních technologií. Práce je chráněna autorským zákonem a její užití bez udělení oprávnění
autorem je nezákonné, s výjimkou zákonem definovaných případů.
Obsah
1 Úvod 3
1.1 Členění práce . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 3
2 Počítačové hry 4
2.1 Žánry počítačových her . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 4
2.2 Historie počítačových her . . . . . . . . . . . . . . . . . . . . . . . . . . . . 5
2.3 Současnost . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 9
3 Počítačová grafika 10
3.1 Rastrová grafika . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 10
3.2 Vektorová grafika . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 10
3.3 Historie počítačové grafiky . . . . . . . . . . . . . . . . . . . . . . . . . . . . 11
3.4 Grafické knihovny . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 12
3.4.1 OpenGL . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 12
3.4.2 DirectX . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 12
4 Návrh 14
4.1 Základní koncepce . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 14
4.1.1 Vesmírné lodě hráčů . . . . . . . . . . . . . . . . . . . . . . . . . . . 14
4.1.2 Zbraně . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 15
4.1.3 Systém bonusů . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 15
4.2 Implementační nástroje . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 16
4.2.1 Principy OpenGL . . . . . . . . . . . . . . . . . . . . . . . . . . . . 16
4.2.2 SDL . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 17
4.3 Grafické zpracování . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 17
4.3.1 Vykreslování kruhových tvarů . . . . . . . . . . . . . . . . . . . . . . 19
4.4 Uživatelské rozhraní . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 19
4.4.1 Menu aplikace . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 19
4.4.2 Herní uživatelské rozhraní . . . . . . . . . . . . . . . . . . . . . . . . 20
4.4.3 Realizace výpisu textu . . . . . . . . . . . . . . . . . . . . . . . . . . 20
4.5 Ozvučení . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 21
4.6 Ovládání . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 21
4.6.1 Otáčení s pomocí myší . . . . . . . . . . . . . . . . . . . . . . . . . . 21
4.7 Realizace pohybu . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 22
4.7.1 Geometrické transformace . . . . . . . . . . . . . . . . . . . . . . . . 22
4.7.2 Řešení stability rychlosti pohybu . . . . . . . . . . . . . . . . . . . . 24
4.8 Kolizní systém . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 24
4.8.1 Metoda průniku dvou sfér . . . . . . . . . . . . . . . . . . . . . . . . 24
1
4.8.2 Metody analytické geometrie . . . . . . . . . . . . . . . . . . . . . . 24
4.8.3 Zjišťování, zda bod leží uvnitř polygonu . . . . . . . . . . . . . . . . 26
4.8.4 Reakce na kolizi . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 26
4.9 Objektový návrh . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 27
5 Implementace 28
5.1 Třída Point . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 28
5.2 Třída Color . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 28
5.3 Třída Math . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 28
5.4 Třída Settings . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 28
5.5 Třída Object . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 29
5.6 Třída Circle . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 29
5.7 Třída Planet . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 29
5.8 Třída Moving Object . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 29
5.9 Třída Projectile . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 30
5.10 Třída Player . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 30
5.11 Třída Collision System . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 30
5.12 Třída Powerup System . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 31
5.13 Třída Texture . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 31
5.14 Třída Font . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 31
5.15 Třída GUI . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 31
5.16 Třída Sound . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 32
6 Testování 33
7 Závěr 34
7.1 Možnosti rozšíření . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 34
2
Kapitola 1
Úvod
Počítačové hry jsou dnes již nedílnou součástí zábavního průmyslu. Díky moderním tech-
nologiím je možné vytvářet rozsáhlé interaktivní herní světy, které díky své realističnosti a
propracovanosti dokáží člověka naprosto pohltit, stejně jako to některé hry dokáží i dobře
napsaným příběhem nebo filmovou atmosférou.
Vývoj počítačových her patří k nejnáročnjším ale také nejzajímavějším oblastem vývoje
softwaru. Vývoj moderní hry totiž často vyžaduje znalosti z mnoha rozdílných oborů jako
jsou například matematika, fyzika, programování, umělá inteligence nebo počítačová grafika
či síťová komunikace. Týmy vyvíjející počítačové hry tak obvykle sestávají z desítek až
stovek členů a vývoj jednoho titulu trvá řádově měsíce až roky.
V dřívějších dobách, kdy výkon počítačů ještě neumožňoval vytvářet natolik technicky
komplexní hry, na to však mnohdy stačil jeden zkušený programátor a pár týdnů práce.
Proto jsem si i já vybral jako téma své bakalářské práce právě vývoj počítačové hry inspi-
rované těmito dnes již historickými tituly. Konkrétně jde o arkádovou vesmírnou střílečku,
kde spolu soupeří dvě vesmírné lodě, inspirovanou historickou hrou Space War.
1.1 Členění práce
V následujících kapitolách je nejdříve stručně popsán historický vývoj odvětví počítačových
her a počítačové grafiky. Dále se text věnuje vývoji retrospektivní hry Space War od návrhu,
přes implementaci, až po testování výsledné aplikace.
Druhá kapitola se zabývá stručným popisem žánrů počítačových her a jejich historií od
prvních začátků až do současnosti.
Třetí kapitola popisuje historii počítačové grafiky a knihoven pro vývoj grafických apli-
kací OpenGL a DirectX.
Čtvrtá kapitola seznamuje čtenáře s návrhem jak samotné hry, tak principů a algoritmů
zvolených pro její implementaci. Zabývá se také použitými knihovnami OpenGL a SDL.
Pátá kapitola shrnuje samotnou implementaci aplikace v programovacím jazyce C++.
Šestá kapitola uvádí metody a výsledky testování programu.
Sedmá a závěrečná kapitola hodnotí dosažený výsledek a zamýšlí se nad možnostmi
dalších vylepšení nebo rozšíření.
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Kapitola 2
Počítačové hry
Počítačová hra je softwarový systém, který hráči na základě interakce s uživatelským roz-
hraním (klávesnice, myš, joystick) poskytuje zpětnou vazbu ve formě obrazové a zvukové
informace, a je určen primárně pro zábavu. Provozován je typicky na počítači nebo herní
konzoli, což je zařízení určené čistě pro hraní her, většinou využívající televizní obrazovku.
Počítačové hry jsou dnes velkým fenoménem, který si získal značnou popularitu mezi širo-
kou veřejností. Tato kapitola nejdříve stručně popisuje jednotlivé žánry počítačových her a
poté se zabývá jejich historickým vývojem od úplných začátků až po současnost.
2.1 Žánry počítačových her
Počítačové hry se dělí do několika žánrů, které se od sebe navzájem liší náplní hry a herními
mechanismy. Některé hry mohou kombinovat více žánrů dohromady. Následuje stručný
popis těch základních.
• Logické hry: v těchto hrách jde jen o řešení různých logických problémů a hádanek,
typicky s postupně vzrůstající obtížností. Nenáročné na hardware.
• Adventury: v adventuře většinou hráč ovládá postavičku ve 2D světě, který pro-
zkoumává, sbírá a používá předměty, řeší hádanky a komunikuje s jinými postavami.
Bojuje se tu jen výjimečně. Tento typ her proto hodně stojí na příběhu.
• RPG (Role Playing Game): část herních principů mají společnou s adventurami,
navíc ale přidávají souboje a možnost hráčem ovládané postavě či postavám postupně
vylepšovat různé vlastnosti. Volbou vylepšovaných vlastností si potom hráč postavu
utváří k obrazu svému. S různě utvářenými postavami pak obvykle lze situace ve hře
řešit různými způsoby v závislosti na jejich silných a slabých stránkách, což zajišťuje
vysokou znovuhratelnost těchto her.
• Akční hry: zde hráč obvykle ovládá svoji postavu z pohledu první nebo třetí osoby.
Tyto hry mívají dnes ze všech žánrů nejpropracovaněší grafiku a jsou proto také
nejnáročnější na hardware. Hlavní náplní je procházení herního světa a likvidace ne-
přátel s pomocí různých zbraní. Kromě tohoto ale mohou obsahovat i logické hádanky,
taktické prvky nebo propracovaný příběh.
• Arkádové hry: subžánr akčních her dříve populární v herních automatech na mince.
Tyto hry se vyznačovaly jednoduchou 2D grafikou, herním systémem i ovládáním,
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často v nich šlo o rychlost, reflexy nebo o čas. Tematicky šlo o různé vesmírné či
letecké střílečky s neustále se zvyšujícími přívaly nepřátel nebo jednoduché závodní
hry. Tímto termínem se později začaly označovat i počítačové hry, které měly podobné
vlastnosti nebo byly konverzemi původně automatových her.
• Simulátory: tento typ her se snaží co nejvěrněji napodobit nějakou činnost z reálného
života. Jde například o automobilové nebo letecké simulátory.
• Sportovní hry: sem patří hry, které umožňují ovládat hráče v např. fotbalovém nebo
hokejovém zápase, lze sem zařadit i automobilové závody.
• Strategické hry: dělí se na několik subžánrů. Ve vojenských strategiích hráč ob-
vykle vytváří a spravuje svoji základnu a ovládá různé druhy jednotek s cílem zničit
základnu nepřítele. Dalším druhem jsou budovatelské a manažerské strategie, kde
hráč vytváří a spravuje město, nemocnici, zábavní park apod.
2.2 Historie počítačových her
První zařízení, která by se dala považovat za předchůdce současných počítačových her,
vznikla již ve 40. letech minulého století. Tehdy však ještě nebyla určena primárně k hraní,
ale šlo spíše o technologické demonstrace[1].
Pravděpodobně prvním takovýmto zařízením bylo CRTAD (Catode Ray Tube Amuse-
ment Device). V roce 1947 si ho dali patentovat fyzikové Thomas T. Goldsmith a Estle Ray
Mannsi. Propojením katodové trubice, osciloskopu a ovládacích prvků pro kontrolu úhlu a
trajektorie světelných stop byli schopni navrhnout hru inspirovanou displeji radarů z druhé
světové války, která simulovala sestřelování cílů s pomocí raket. V roce 1951 byl představem
první digitální počítač navržený speciálně pro počítačovou hru – Ferranti NIMROD. Tento
stroj uměl pouze jedinou jednoduchou logickou hru pro dva hráče Nim. Jako
”
grafický“
výstup byl použit panel se žárovkami[1].
Roku 1961 Steve Russell z MIT (Massachusetts Institute of Technology) vytvořil vesmír-
nou hru Space War (viz. obr. 2.1) jako ukázku schopností nového počítače DEC PDP-1.
Hra byla určena pro dva hráče, z nichž každý ovládal svoji ozbrojenou vesmírnou loď. Upro-
střed mapy byla hvězda, jež svojí gravitací ovlivňovala pohyb lodí. Každá loď měla omezené
množství nábojů a paliva. Ze hry se okamžitě stal velký hit a brzy byla upravena i pro jiné
počítače[1][2]. Tato hra se také stala předlohou aplikace, kterou jsem se rozhodl vytvořit.
Obrázek 2.1: Hra Spacewar[2]
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Opravdový začátek pro videohry znamenala až sedmdesátá léta. V roce 1971 Nolan
Bushnell a Ted Dabney založili společnost Atari a ve stejný rok vydali arkádovou hříčku
připomínající stolní tenis Pong, která se stala jednou z prvních masově rozšířených her.
Zařízení s Pongem se prodalo celých 19 000. Obliba arkádových her dále rostla a projevila
se například velkým úspěchem hry Space Invaders, která spatřila světlo světa roku 1978
díky japonské společnosti Taito. Space Invaders je dokonce uvedena i v Guinessově knize
rekordů jako nejúspěšnější arkádová hra. Roku 1980 pak vznikla další legendární hra: Pac-
Man společnosti Namco, která je v nejrůznějších podobách populární dodnes[2].
Obrázek 2.2: 3D Monster Maze[2] Obrázek 2.3: Maniac Mansion
V osmdesátých letecch vzniká řada úspěšných herních systémů jako Apple II, Atari,
IBM PC, Sinclair ZX Spectrum, Commodore 64 či Amiga, které nabízely postupně ros-
toucí možnosti. Současně v této době vznikaly nové herní žánry, což rozšířilo a obohatilo
nabídku her a přispělo k jejich rostoucí popularitě. Defender (1980) přišel s žánrem hori-
zontálně scrollovacích stříleček, Battlezone (1980) využívala vektorové grafiky k prvnímu
skutečnému 3D zobrazení herního světa, RPG z roku 1982 3D Monster Maze (viz. obr.
2.2) bylo první 3D hrou pro domácí počítače, závodní Pole Position (1982) disponovalo
pseudo-3D grafikou založenou na spritech. Velký význam pro další rozvoj her měl vzestup
žánru adventur, které na dlouhá léta ovládly žebříček obliby u hráčů. Velkou revolucí byl
King’s Quest: Quest for the Crown (1984) od Sierry. Zatímco dřívější adventury sestávaly
ze statického pozadí ovládaného
”
kompasovými příkazy“, které instantně přenesly hráče do
další lokace, a psanými příkazy pro činnosti, tato hra nabízela pseudo-3D prostředí s plně
animovaným pohybem postaviček, stejně jako dalších objektů, ovládaným kurzorovými šip-
kami. V nastalém trendu pokračoval slavný Maniac Mansion (1987) od LucasArts ovládáný
myší vybíranými příkazy (viz. obr. 2.3)[2].
Osmdesátá léta také přinesla velký rozvoj handheldů – přenosných herních krabiček.
V roce 1985 vychází hra, která zapříčinila velké rozšíření těchto zařízení: Tetris (viz. obr.
2.5). Konečně roku 1989 se objevuje na dlouhou dobu nejtypičtější zástupce handheldů:
Nintendo Game Boy (viz. obr. 2.4), jehož se po celém světě prodalo téměř 120 milionů
kusů. Druhá polovina osmdesátých let se také vyznačovala příchodem čistě herního zařízení
od Nintenda: NES (Nintendo Entertainment System) s hrami jako Super Mario Bros., The
Legend of Zelda, Dragon Quest, Final Fantasy či Metal Gear[2].
Díky technologickému rozvoji, který umožnil, aby hry vypadaly lépe, věrohodněji a
”
do-
spěleji“, se v devadesátých letech postupně mění v mainstreamovou zábavu. Také rozpočty
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Obrázek 2.4: Handheld Game Boy Obrázek 2.5: Tetris
herního trhu se posunuly do mnohem vyšších hodnot než kdy dřív. Roku 1992 vychází
strategie Dune II, která se stává základem, na němž všechny další hry tohoto žánru staví.
Otevřela tak cestu dalším legendám žánru, jako je Warcraft: Orcs & Humans a Command &
Conquer a dalším vojensky zaměřeným strategiím. Jiný druh strategických her se zaměřil
na hospodářský aspekt; základem se v tomto případě stalo SimCity (1989), následované
celou řadou
”
Sim“ her vedoucích až k známému simulátoru života The Sims (2000). Opo-
menout v tomto ohledu nelze ani simulátor starověkého města Caesar (viz. obr. 2.6) nebo
hospodářské simulace v tzv.
”
tycoonech“ počínajících systémem železnic v Railroad Tycoon
(1990)[2].
Obrázek 2.6: Caesar[2]
V roce 1996 se objevil čipset Voodoo od 3dfx Interactive jako první dostupný 3D ak-
celerátor pro domácí počítače. Jeho výkonu začaly nejprve využívat střílečky z prvního
pohledu (FPS, First Person Shooter), které se tak staly velmi populárními. Po legendě
jménem Doom (1993, viz. obr. 2.7) přišly v roce 1996 Duke Nukem 3D a především Quake
(viz. obr. 2.8). Jeho engine byl v mnoha ohledech revoluční: způsob vykreslování výrazně
snižoval nároky na výkon, a hlavně umožňoval tvorbu skutečných 3D prostor — do této
doby herní enginy neuměly pracovat například se dvěma chodbami umístěnými nad sebou.
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S rostoucím výkonem počítačů se 3D zpracování prosazuje v podstatě ve všech herních
žánrech, přičemž některé, jako například adventury či plošinovky, tím citelně mění.[2].
Obrázek 2.7: Doom Obrázek 2.8: Quake
S rozšířením internetu dostal také prostor multiplayer (hra více hráčů), a to jak coby
běžná součást některých herních žánrů, tak jako to hlavní, co hra nabízí. Svůj prostor
dostaly FPS zaměřené čistě na tento aspekt, třeba Counter-Strike z roku 1999 (modifikace
vynikajícího Half-Life, viz. obr. 2.9) nebo Quake III Arena (2003), ale také hry pro desítky,
stovky, či dokonce tisíce hráčů hrajících současně: MMOG (Massive Multiplayer Online
Game). Typická jsou v tomto ohledu MMORPG (Massive Multiplayer Online Role Playing
Game), od Ultima Online (1997) přes EverQuest (1999) až po World of Warcraft (2004)[2].
Obrázek 2.9: Counter-Strike
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2.3 Současnost
V současné době se grafika v počítačových hrách čím dál tím více přibližuje realitě. V po-
sledních letech je velký důraz kladen i na realistické fyzikální chování těles ve scéně. V tomto
ohledu byla přelomová například hra Half-Life 2, která snad jako první využila fyziku nejen
pro efekt, ale i jako prostředek k řešení různých problémů a situací ve hře. Začíná do-
konce vznikat i specializovaný hardware pro fyzikální výpočty. S rozvojem internetu vzniká
možnost elektronické distribuce her, čehož využívá například populární distribuční systém
Steam. To umožňuje i sbírání dat od jednotlivých hráčů a dodatečnou úpravu například
obtížnosti hry, podle toho, která část jim dává nejvíce zabrat.
Obrázek 2.10: Crysis 2 (2011), považovaná za jednu z nejlépe graficky vypadajících her
současnosti
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Kapitola 3
Počítačová grafika
Počítačová grafika je součástí oboru Informatika, která se zabývá analýzou (interpretací)
nebo syntézou (tvorbou) grafické obrazové informace. Z hlediska popisu (reprezentace) zob-
razovaných dat se grafika dělí na vektorovou a rastrovou[3].
3.1 Rastrová grafika
Rastrová grafika je diskrétní způsob popisu grafické informace ve formě matice, jejíž jed-
notlivé prvky, které nazýváme pixely, obsahují informaci o barvě zobrazovaného bodu,
nejčastěji ve formátu RGB (tři barevné složky – červená (Red), zelená (Green) a modrá
(Blue), ze kterých lze namíchat libovolnou barvu). V rastrové grafice tedy uchováváme in-
formaci pouze o podobě zobrazených objektů, ne o jejich vlastnostech. Jakmile je objekt
jednou zobrazen, jako takový přestává existovat a uloženou informaci lze změnit pouze na
úrovni jednotlivých pixelů obrazu. Rozlišení rastrové matice vůči zobrazovaným objektům
je dopředu dané a nelze je jednoduše měnit. Jedinou možností změny rozlišení je převzor-
kování, které sice změní fyzické rozlišení, ale nepřidá chybějící informaci. Informace je tedy
uložena s konečnou úrovní detailu. Když se podíváme na detail dané matice, můžeme vi-
dět až jednotlivé pixely, ale úroveň detailu zobrazené informace se tím nezmění. Absolutní
většina současných zobrazovacích zařízení je založena na rastrovém principu[3][4].
3.2 Vektorová grafika
Vektorová grafika je analytický způsob popisu grafické informace ve formě skupiny vekto-
rových entit (např. úsečky, kružnice, křivky, polygony). Jednotlivé entity jsou definovány
přesně matematicky (např. geometrie entit, souřadnice bodu) a parametricky (např. barvy,
styl a tloušťka čar). Uchováváme tedy informaci o popisu zobrazených objektů. Jednot-
livé objekty a jejich tvořící entity stále existují a proto můžeme podle potřeby měnit jejich
vlastnosti (barva, styl, atd.) a parametry (polohu, velikost, orientaci, atd.). Udělat totožnou
úpravu na rastrovém obrázku je netriviální. Entity jsou také popsány nezávisle na rozlišení
jejich zobrazení. Když se podíváme na detail zobrazení vektorových objektů, je jejich zob-
razení provedeno pro aktuální výstupní rastrové rozlišení s maximální úrovní detailu. I tato
technologie má však svoje nevýhody. Například nemožnost efektivně reprezentovat složitá,
či spíše negeometrická data. Vetšina počítačových programů pro tvorbu, zpracování a zobra-
zení grafické informace je založena na vektorovém principu. Pro zobrazení vektorových entit
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na rastrovém zařízení (např. monitoru) se provádí jejich převod na odpovídající zobrazení
ve formě rastrové grafiky (rasterizace)[3][4].
Detail
Vektorová
reprezentace
Rastrová 
reprezentace
Obrázek 3.1: Rozdíl v detailu rastrové a vektorové reprezentace[3]
3.3 Historie počítačové grafiky
Historie počítačové grafiky začíná ještě před vynálezem prvního počítače. Jedná se o vy-
nálezce (převážně matematiky), bez jejichž objevů by grafika nemohla existovat. Jedním
z prvních je Euklidus, který již kolem roku 300 př. n. l. formuluje základy geometrie. V
17. století francouzští matematikové René Descartes a Pierre de Fermat zakládají ana-
lytickou geometrii, což je disciplína, která se stala základem vektorového popisu grafické
informace, dnes používaného ve většině grafických aplikací. Podstatou analytické geomet-
rie je převedení geometrické úlohy pomocí souřadnic na úlohu algebraickou, zpravidla na
řešení soustavy rovnic. Dále v 19. století James Joseph Sylvester vymyslel maticový zápis,
bez něhož by byly transformace ve 3D značně komplikované[4][5].
Roku 1897 vymyslel německý fyzik Karl Ferdinand Brown katodovou trubici, což lze po-
važovat za počátek zobrazovacích zařízení. Ve své podstatě se používá dodnes. Na tento vy-
nález navázal v roce 1925 skotský vynálezce John Logie Baird prvním elektro-mechanickým
”
televizorem“. O dva roky později si Philo Taylor Farnsworth nechává patentovat první
elektronický televizní systém. Začínají se tak šířit CRT displeje. Princip spočívá ve svazku
elektronů, který svojí intenzitou rozsvěcuje luminofory a ty po nějaký čas září. Jako první
displeje se používaly hlavně osciloskopy[4].
První elektronické obrázky vytváří roku 1950 Ben Lapovsky. Pomocí osciloskopu zazna-
menává výchylky paprsku elektronů na film. Samotný pojem počítačová grafika byl zaveden
v roce 1960 Williamem Fetterem pro popsání nového způsobu designu. Šedesátá a sedmde-
sátá léta také zaznamenala velký rozmach vektorových displejů, pro které byla koncipována
i první opravdová počítačová hra, již zmiňovaný Space War z roku 1961. Roku 1963 Ivan
Sutherland definuje grafický komunikační systém pro komunikaci člověka s počítačem. Vy-
myslel např. pop-up menu nebo algoritmus
”
přetahování“ (dragging). Začíná také vyvíjet
letecký simulátor s použitím rastrové grafiky presentované v reálném čase. O rok později
William Fetter vytváří první model lidské postavy. Jednalo se o součást studie kokpitu
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letadla pro firmu Boeing. V druhé polovině 60. let Jack Bresenham vymýšlí způsob vykres-
lování čar (Bresenhamův algoritmus) do rastrového pole, později rozšířeno i na kružnice.
Také je vynalezen tzv. ray-tracing, dodnes používaný způsob, jakým se počítá nasvícení ve
3D scéně. Přibližně roku 1970 Gouraud a Phong objevují na univerzitě v Utahu tzv. Gourar-
dovo stínování (Gourard shading, rendering), tedy metody přechodu barev dnes používané
na 3D modelech. Roku 1974 Edwin Catmuff vymýšlí mapování textur a tzv. z-buffer a o
dva roky později James Blinn environment mapping a bump mapping (simulace nerovnosti
povrchu)[4].
V 80. letech začínají být vektorové displeje nahrazovány rastrovými. Začínají také vzni-
kat první grafické aplikace jako například známý konstrukční program AutoCAD, vektorový
Corel Draw nebo Adobe Photoshop. Grafické studio Pixar představuje svoje první animace.
Firma IBM také touto dobou vyvíjí VGA (Video Graphics Array) — způsob jakým jsou
připojeny monitory ještě dnes. V 90. letech vznikají knihovny pro programování grafických
aplikací OpenGL a DirectX, dochází také k velkému rozvoji grafických akcelerátorů. Díky
tomu v této době začíná rozmach 3D her, jejichž grafická úroveň významně roste prakticky
každým rokem.[4].
3.4 Grafické knihovny
Pro vývoj počítačových her se v současné době používají dvě grafické knihovny: OpenGL
a DirectX. Následuje krátké shrnutí jejich historie a základních vlastností.
3.4.1 OpenGL
OpenGL (Open Graphics Library) je knihovna, která byla vyvinuta firmou SGI (Silicon
Graphics Inc.) jako aplikační programové rozhraní (Application Programming Interface,
API) k akcelerovaným grafickým kartám. Důraz byl kladen na to, aby byla knihovna použi-
telná na různých typech grafických akcelerátorů a aby ji bylo možno použít i v případě, že
na určité platformě žádný grafický akcelerátor není nainstalován, v tom případě se použije
softwarová simulace. Programátorské rozhraní knihovny OpenGL je vytvořeno tak, aby byla
použitelná v téměř libovolném programovacím jazyce. Důležité bylo i to, aby byla knihovna
nezávislá na použitém operačním systému (v současné době ji lze použít na různých verzích
unixových systémů, OS/2 a na platformách Microsoft Windows), grafických ovladačích a
správcích oken. Proto také neobsahuje žádné funkce pro práci s okny (otevírání, rušení,
změna velikosti), pro vytváření grafického uživatelského rozhraní (Graphical User Interface
— GUI) ani pro zpracování událostí. Tyto funkce lze zajistit buď přímo voláním funkcí
příslušného správce oken, nebo použitím některé z nadstaveb OpenGL, jako je například
GLUT (OpenGL Utility Toolkit), či jiných knihoven, např. SDL (Simple Directmedia La-
yer). Protože OpenGL nebylo primárně stvořeno pro programování her (využívá se hojně
např. při tvorbě CAD systémů nebo ve vědeckých vizualizacích), neobsahuje spoustu funkcí
pro hry typických, jako je například práce se zvukem nebo síťová komunikace, pro které je
tak opět nutné použít jiné knihovny[6].
3.4.2 DirectX
Microsoft DirectX je souborem API pro tvorbu multimediálních aplikací na platformách
společnosti Microsoft. Vznik DirectX je spjat s operačním systémem Windows 95. Ten
narozdíl od předchozího DOSu kvůli svému modelu chráněné paměti neumožňoval přímy
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přístup ke grafické kartě, klávesnici, myši nebo zvukovým zařízením, což komplikovalo práci
herním vývojářům. Proto měli zaměstnanci Microsoftu obavy, že pro nový systém nebude
vznikat dostatek her, což by mohlo potenciální zákazníky odradit. Řešením se stalo DirectX,
jehož první verze vyšla roku 1995. Zpočátku nebyla tato knihovna herními vývojáři příliš
dobře přijata, postupem času byla však v nových verzích zdokonalována a aktualizována,
což vedlo později k jejímu velkému rozšíření. V dnešní době už i někteří bývalí kritici
uznávají, že je přinejmenším stejně dobrá jako OpenGL. Později bylo DirectX použito jako
základ pro herní konzole Xbox a Xbox360. Jelikož bylo DirectX od počátku vyvíjeno se
zaměřením na tvorbu počitačových her, má oproti OpenGL výhodu v tom, že obsahuje
moduly pro práci s periferiemi, zvukem nebo síťovou komunikaci. Hlavní nevýhodou je pak
kompatibilita pouze se systémy společnosti Microsoft[7].
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Kapitola 4
Návrh
Tato kapitola popisuje návrh aplikace od základní koncepce a vzhledu hry až po zvolené
implementační nástroje a navržené principy řešení hlavních implementačních problémů.
4.1 Základní koncepce
Základní myšlenka hry vychází z již zmiňované historické hry Space War, ve které dvě
malé vesmírné lodě sváděly souboj na ploše jediné obrazovky. Pokud se loď dostala za
její okraj, objevila se na druhém konci. Uvažovala se Newtonovská fyzika, takže jakmile
loď nabrala rychlost v jednom směru, držela si ji stále, pro zpomalení tedy bylo třeba
otočit loď v opačném směru a zažehnout trysky. Tady jsem se rozhodl přidat do hry faktor
samovolného zpomalování, které je ale možné nastavit na nulu, a tím dosáhnout stejného
efektu, jako ve staré hře. Uprostřed herní plochy se také nacházela planeta, která svou
gravitací přitahovala hráče k sobě. Pokud se s ní hráč srazil, zničila ho. Gravitací však nebyly
ovlivněny střely, kterými se hráči snažili jeden druhého zničit, protože výkon tehdejších
počítačů na to nestačil. V dnešní době to však již není žádný problém, takže jsem se rozhodl
tuto vlastnost přidat. Dalším vylepšením oproti staré verzi je systém bonusů, které se v
určitých intervalech objevují na náhodných místech herní plochy. Jejich sebrání umožňuje
hráči získání lepší zbraně, zotavení se z poškození nebo dočasné nabytí nějaké zajímavé
výhody. Pokud se jednomu z hráčů podaří svým zásahem zničit druhého, přičte se mu bod
ke skóre. Pokud je však hráč zničen planetou, je mu jeden bod odečten. Při srážce obou
lodí jsou obě zničeny a bodový stav se nemění. Po zničení lodi daný hráč přijde o bonusy,
pokud nějaké měl, a jeho loď se po pár vteřinách znovu objeví na své startovní pozici. Přidal
jsem také možnost nastavit prakticky veškeré parametry, kterými se hra řídí, jako například
pohybové vlastnosti lodí i střel, sílu gravitace planety, účinky zbraní, ale i nastavení barev.
4.1.1 Vesmírné lodě hráčů
Vesmírné lodě hráčů mají tři atributy:
Životy
Určují míru poškození samotné lodi. Po startu hry má každý hráč maximální počet životů,
při zásahu některým z projektilů je tato hodnota snižována o poškození, které daná střela
způsobuje. Životy lze doplnit sebráním k tomu určeného bonusu. Pokud klesnou na nulu,
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loď je zničena. Maximální hodnota životů i množství doplněné bonusem jsou nastavitelné
v herním menu.
Štít
Tento atribut reprezentuje ochranný štít lodi, který mají oba hráči od startu hry. Při zásahu
lodi střelou je hodnota štítu snížena o poškození, které daný projektil způsobuje. Poškozený
štít se pomalu regeneruje, pokud není zcela zničen. Jeho hodnotu lze rychleji doplnit i
sebráním příslušného bonusu. Až po zničení štítu se začnou uštědřená poškození projevovat
na hodnotě životů. V herním menu lze nastavit jeho maximální hodnotu (pokud je nulová,
lodě štít nemají), intervaly, po kterých dochází k regeneraci, a množství doplněné během
jednoho regeneračního intervalu či sebráním bonusu.
Energie
Energii loď používá pro střelbu ze zbraní. Výstřel z každé zbraně stojí nějakou míru ener-
gie. Neúplná energie se stejně jako štít pomalu dobíjí, narozdíl od něj však i po poklesu na
nulu. Pokud je aktuální hodnota energie nižší, než spotřeba na jeden výstřel z právě držené
zbraně, střelba není možná. V takovém případě musí hráč počkat až se enegie dostatečně
zregeneruje nebo sebrat korespondující bonus, který ji doplní okamžitě. Hra umožňuje na-
stavit maximum energie, intervaly, po kterých dochází k její regeneraci, a množství doplněné
během jednoho regeneračního intervalu či sebráním bonusu.
4.1.2 Zbraně
Hra obsahuje celkem dvě zbraně, laserové střely a rakety, přičemž lze libovolně nastavit
jejich parametry, kterými jsou kadence, účinek, spotřeba energie lodi na výstřel, počáteční
rychlost a samovolné zpomalování jejich projektilů a to, zda na ně působí gravitace pla-
nety. Implicitně je každý hráč vybaven laserovou zbraní, rakety lze získat sebráním k tomu
určeného bonusu. V jednom okamžiku může loď mít pouze jednu zbraň.
4.1.3 Systém bonusů
Intervaly generování bonusů jsou nastavitelné v menu. Konkrétně jde nastavit minimální a
maximální interval mezi vygenerováním dvou bonusů. Na začátku hry a po vygenerování
každého bonusu se tak náhodně určí nějaký čas ležící mezi těmito dvěma hodnotami přič-
tenými k času aktuálnímu. Výsledná hodnota je potom dána jako čas, kdy se objeví další
bonus. Bonusy jsou na herní plochu umisťovány náhodně tak, aby nekolidovaly s hráči,
planetou nebo uživatelským rozhraním. Každý bonus se objeví na omezenou dobu, pokud
není během této doby sebrán některým z hráčů, zase zmizí. Bonusů je celkem sedm druhů,
u každého z nich lze v herním menu povolit nebo zakázat jeho generování:
Doplnění životů, Doplnění štítu a Doplnění energie
Tyto tři typy bonusů doplní hráči, který některý z nich sebere, korespondující atribut jeho
lodi. Míra, která se doplní, závisí na nastavení v menu, pokud je větší, než rozdíl maxima
a aktuální hodnoty daného atributu, přičte se jenom tento rozdíl.
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Laser, Rakety
Tyto bonusy, jak už jejich názvy napovídají, přepnou hráči zbraň. Získaná zbraň zůstává
dokud hráč nesebere opačný zbraňový bonus nebo není zničen, kdy se zbraň vždy přepne
zpět na implicitní, tedy laser.
Naváděné střely
Efekt tohoto bonusu je časově omezen intervalem, který je nastavitelný v menu. Po tuto
dobu je každá střela vystřelená hráčem, který bonus sebral, naváděna na toho druhého.
Navádění spočívá v tom, že se daná střela za letu natáčí tak, aby mířila na svůj cíl. Rychlost
tohoto otáčení a tím i efektivitu navádění lze opět nastavit.
Trojité střely
I tento bonus má časově omezený efekt. Způsobuje, že při každém výstřelu nevyletí jedna,
ale hned tři střely vedle sebe. Tento a předchozí bonus se dají i kombinovat, takže lze mít
trojité a zároveň naváděné střely. V takovém případě má každá trojice vzájemně vypnuté
kolize, protože při natáčení by do sebe střely narážely.
4.2 Implementační nástroje
Na začátku každého programátorského projektu je potřeba vybrat vhodný programovací
jazyk, případně knihovny. Jako implementační jazyk jsem zvolil C++ a to z těchto důvodů:
• Je to kompilovaný jazyk a tím pádem poměrně rychlý, což je pro hry klíčové.
• Snadno přenositelný na různé platformy.
• Umožňuje objektově orientovaný přístup, což přináší větší znovupoužitelnost a rozšiři-
telnost kódu. Objektový přístup je navíc pro hry obzvláště vhodný, protože je lze
snadno reprezentovat jako soubor vzájemně interagujících objektů.
Pro vykreslování grafiky jsem vybral knihovnu OpenGL, zejména pro svou dobrou
přenositelnost oproti DirectX. Pro realizaci dalších potřebných funkcí neposkytovaných
OpenGL jsem zvolil knihovnu SDL. Následuje podrobnější popis těchto knihoven.
4.2.1 Principy OpenGL
Pomocí funkcí poskytovaných knihovnou OpenGL lze vykreslovat obrazce a tělesa složená
ze základních geometrických prvků, které nazýváme grafická primitiva. Mezi tato primi-
tiva patří bod, úsečka, trojúhelník, čtyřúhelník, plošný konvexní polygon, bitmapa (jed-
nobarevný rastrový obraz) a pixmapa (barevný rastrový obraz). Existují i funkce, které
podporují proudové vykreslování některých primitiv, lze například vykreslit polyčáru (line
loop), pruh trojúhelníků (triangle strip), pruh čtyřúhelníků (quad strip) nebo trs trojú-
helníků (triangle fan). Na vrcholy tvořící jednotlivá grafická primitiva lze aplikovat různé
transformace (otočení, změna měřítka, posun, perspektivní projekce), pomocí kterých lze
poměrně jednoduše vytvořit animace. Vykreslovaná primitiva mohou být osvětlena nebo
pokryta texturou. Dále je možné celou vykreslovanou scénu
”
skrýt“ v mlze[6].
16
Z programátorského hlediska se OpenGL chová jako stavový automat. To znamená,
že během zadávání příkazů pro vykreslování lze průběžně měnit vlastnosti vykreslovaných
primitiv (barva, průhlednost) nebo celé scény (volba způsobu vykreslování, transformace)
a toto nastavení zůstane zachováno do té doby, než ho explicitně změníme. Výhoda tohoto
přístupu spočívá především v tom, že funkce pro vykreslování mají menší počet parametrů,
a že jedním příkazem lze globálně změnit způsob vykreslení celé scény[6].
Vykreslování scény se provádí procedurálně, voláním funkcí OpenGL se vykreslí vý-
sledný rastrový obrázek, který je uložený v tzv. framebufferu, kde je každému pixelu přiřa-
zena barva, hloubka, alfa složka popř. i další atributy. Z framebufferu lze získat pouze
barevnou informaci a tu je možné následně zobrazit na obrazovce[6].
Skupiny příkazů OpenGL lze ukládat do takzvaných display listů, při jejichž vytvoření
dojde ke zkompilování daných příkazů pro pozdější použití, a lze je potom jednoduše pro-
vést zavoláním daného display listu. Výhodou display listů je na jedné straně zvýšená rych-
lost vykreslování, protože jsou většinou uloženy přímo v paměti grafického akcelerátoru,
na straně druhé také zjednodušení kódu pro vykreslování komplikovaných scén. Nevýho-
dou může být fakt, že jakmile je display list jednou vytvořen, nelze jej již měnit. Hodí se
tak především pro ukládání příkazů, které jsou v programu často volány ve stále stejné
podobě[6].
4.2.2 SDL
Jelikož samotné OpenGL neposkytuje řadu funkcí, které byly při vývoji potřeba (práce s
textem, zvuky, okny a vstupy z klávesnice a myši), musel jsem pro jejich realizaci zvolit
nějakou další knihovnu nebo nadstavbu OpenGL. Rozhodl jsem se pro knihovnu SDL,
protože je multiplatformní, přímo podporuje OpenGL a má oproti GLUTu tu výhodu, že
podporuje i práci se zvukem.
SDL bylo navrženo jako obecné nízkoúrovňové API pro tvorbu her a obecně multi-
mediálních aplikací. Z velké části zastřešuje funkce operačních systémů, a tím umožňuje
téměř stoprocentní přenositelnost zdrojového kódu. SDL obsahuje funkce pro vytvoření
okna (včetně fullscreenu), správu událostí a přístup ke klávesnici a myši. 2D grafiku lze
vykreslovat přímo v SDL, 3D s pomocí OpenGL, které má přímou podporu. SDL dále
umožňuje práci se zvukem, CD-ROM a časovači, zahrnuta je rovněž podpora vícevlákno-
vého programování. Jak už plyne z názvu (Simple), je tato knihovna relativně malá. V jádru
obsahuje pouze základní funkcionalitu, díky čemuž je přehledná a nezahrnuje programátora
žádným gigantickým API. Vše
”
navíc“ poskytují různé nadstavby, např. SDL image pro na-
hrávání obrázků, SDL sound a SDL mixer pro zvuky a hudbu, SDL ttf pro truetype fonty,
SDL net pro síťování a další[8]. Z těchto jsem při vývoji využil SDL mixer pro zvuky a
SDL ttf pro výpis textu.
4.3 Grafické zpracování
Vzhled původní hry Space War můžete vidět na obrázku 4.1. Měla pouze velmi primitivní
grafiku, všechno bylo vykreslováno jen s pomocí základních geometrických primitiv, jako je
bod, úsečka nebo polygon. Navíc byla hra pouze černobílá. Cílem u mojí předělávky bylo
zachovat retrospektivní vzhled ale v o něco modernějším hávu, jako se to podařilo například
freewarové hře Grid Wars, která je na obrázku 4.2.
Stejně jako u hry Grid Wars je na pozadí vykreslena mřížka, kterou lze vypnout,
a hvězdná obloha s nastavitelným počtem náhodně rozmístěných teček reprezentujících
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Obrázek 4.1: Původní Space War z roku 1961 Obrázek 4.2: Grid Wars
hvězdy. Všechny herní objekty (hráčské lodě, projektily, planeta) jsou tvořeny jednodu-
chými dvourozměrnými polygony. Každý objekt je vykreslen pouze jednou barvou, přičemž
vnitřky jednotlivých tvarů jsou částečně průhledné. Barvy hráčů, mřížky a planety lze na-
stavit v herním menu. Střela má vždy stejnou barvu, jako hráč, který ji vypálil.
Návrh vzhledu jednotlivých herních objektů můžete vidět na obrázku 4.3:
Obrázek 4.3: Vzhled herních objektů, po
”
řádcích“ zleva doprava: hráčská loď, laserová
střela, raketa, planeta, bonusy Doplnění životů, Doplnění štítu, Doplnění energie, Trojité
střely, Naváděné střely, Rakety, Laser
Dále hra obsahuje efekt výbuchu, který je řešen jako koule, jejíž průhlednost postupně
přechází od zcela neprůhledné po úplné zmizení. Aktuální hodnota průhlednosti exploze se
počítá podle vzorce:
alpha =
tr
td
kde tr je čas zbývající do konce exploze a td je celkový čas, po který má výbuch trvat.
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Hra také nabízí možnost volby rozlišení. To má vliv i na poměr velikostí herních ob-
jektů a uživatelského rozhraní k oknu, ve kterém hra běží. Při nižších rozlišeních je tak na
obrazovce méně prostoru, takže tato volba může mít vliv i na hratelnost. Hru lze hrát buď
v okně nebo v režimu přes celou obrazovku.
4.3.1 Vykreslování kruhových tvarů
OpenGL neobsahuje funkce pro vykreslení kružnice. Jelikož ve vyvíjené aplikaci je potřeba
zobrazovat kruhové tvary, musel jsem si nějaký algoritmus pro kružnici naprogramovat
sám. Zvolil jsem metodu vykreslení kružnice jako N-úhelníku, kdy se posouváme v intervalu
〈0◦, 360◦) o přírůstek úhlu 360◦N , a pro každý úhel užitím goniometrických funkcí dostaneme
bod ležící na kružnici, viz. obr. 4.4. Tyto body se poté spojí úsečkami.
α x
yr
[x, y]
Obrázek 4.4: Princip zjišťování souřadnic bodů na kružnici
Užitím goniometrických funkcí dostaneme, že pro každý úhel α platí:
x = r · cosα (4.1)
y = r · sinα (4.2)
4.4 Uživatelské rozhraní
Uživatelské rozhraní aplikace sestává ze dvou hlavních částí: menu aplikace a herního uži-
vatelského rozhraní.
4.4.1 Menu aplikace
Menu je to první, co se po spuštění programu zobrazí. Obsahuje několik sekcí s položkami,
pomocí kterých jdou měnit herní nastavení nebo spustit hra či ukončit program. Navigace
mezi jednoltlivými položkami je možná buď s pomocí šipek nahoru a dolů nebo pohybem
myši. Menu lze vyvolat i během hry stiskem klávesy Esc. V takovém případě je právě
probíhající hra pozastavena a menu se vykreslí přes herní plochu, která je zastřena částečně
průhlednou černou barvou, ale zůstává vidět, takže hráči neztratí během práce s menu
přehled o rozehrané hře. Všechna herní nastavení kromě rozlišení lze měnit při rozehrané
hře a změny se okamžitě projeví.
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4.4.2 Herní uživatelské rozhraní
Během samotného hraní je potřeba hráčům podávat informace o aktuálním stavu hry, do
něhož patří hodnoty lodí (životy, štít, energie, zbývající čas časově omezených bonusů) a
skóre obou hráčů. To je řešeno několika druhy ukazatelů. Každý z nich je zbarven podle
barvy hráče, ke kterému náleží. Celé uživatelské rozhraní můžete vidět na obrázku 4.5:
Obrázek 4.5: Herní GUI
Následuje jeho podrobnější popis.
Ukazatele životů, štítu a energie
Hodnoty těchto atributů jsou zobrazovány ve formě obdélníkovitých ukazatelů (tzv. progress
bar), u kterých míra jejich vyplnění v horizontálním směru určuje míru aktuální hodnoty
atributu oproti maximální možné hodnotě. Pohled na tuto reprezentaci dává uživateli oka-
mžitě jasnou představu o stavu daného atributu, narozdíl od např. číselné reprezentace
hodnot. Každý progress bar má nalevo symbol identifikující, který lodní atribut zobrazuje.
Tyto ukazatele se nacházejí v horní části obrazovky na straně odpovídající startovní pozici
daného hráče. Ukazatel štítu se nezobrazuje, pokud je v menu nastavená jeho maximální
hodnota na nulu, a ukazatel energie se nezobrazuje, pokud má právě držená zbraň nastavenu
její spotřebu na nulu.
Ukazatele zbývajícího času bonusů
Bonusy Naváděné střely a Trojité střely mají časově omezený efekt, je proto dobré nějak
zobrazovat zbývající čas. Toto je řešeno zobrazením symbolu daného bonusu opsaného
kružnicí, která po směru hodinových ručiček postupně ubývá tak, jak ubývá čas. Působnost
bonusu končí, když je
”
spotřebována“ celá kružnice a ukazatel následně mizí z obrazovky.
Tyto ukazatele se nacházejí vedle progress barů.
Skóre hráčů
Aktuální skóre je reprezentováno dvěma čísly oddělenými dvojtečkou a nachází se v horní
části obrazovky uprostřed. Obě čísla se vykreslují právě nastavenou barvou hráče, ke kte-
rému přísluší.
4.4.3 Realizace výpisu textu
OpenGL přímo nepodporuje vykreslování znaků ani řetězců. Využil jsem tedy k tomuto
účelu SDL ttf, což není samostatná knihovna, ale jedná se spíše o jakýsi obal nebo rozhraní
knihovny FreeType, který vznikl kvůli maximálnímu zjednodušení výpisu textů v SDL apli-
kacích. Jeho použití spočívá v inicializaci, nahrání fontu z disku (formáty .FON, .TTF) a sa-
motný výpis textu[8]. Fonty použité ve hře jsem získal ze stránky http://www.ceskefonty.cz,
která nabízí množství volně šiřitelných fontů.
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4.5 Ozvučení
Zvukové efekty jsou už téměř od počátku jejich historie nedílnou součástí každé počítačové
hry. Za tímto účelem jsem použil knihovnu SDL mixer, která poskytuje snadno použitelné
funkce pro mixování zvuků a hudby. Jelikož v této práci se jedná o velice jednoduchou hru,
obsahuje pouze pár zvuků. Jedná se o výstřely ze dvou různých zbraní a zvuk výbuchu,
které se přehrají vždy pouze jednou po tom, co jsou vyvolány, a zvuk trysek lodi, který je
přehráván v nekonečné smyčce, dokud je stisknuta klávesa akcelerace dopředu nebo dozadu.
Tyto zvuky jsem všechny získal z internetové stránky http://www.freesound.org, která
poskytuje spoustu volně šiřitelných zvukových efektů.
4.6 Ovládání
Ovládání lodí je řešeno s pomocí přímého přístupu k myši a klávesnici poskytovaného
knihovnou SDL. Akcí, které může každý hráč se svou lodí provádět je celkem pět:
• Akcelerace směrem dopředu zažehnutím zadní trysky.
• Akcelerace směrem dozadu zažehnutím předních trysek.
• Otáčení doleva.
• Otáčení doprava.
• Výstřel ze zbraně.
Při stisku klávesy pro pohyb vpřed nebo vzad je hráči po celou dobu, kdy ji tiskne,
přičítána rychlost v korespondujícím směru podle hodnoty zrychlení nastavené v menu.
Pokud je klávesa uvolněna, loď začne samovolně zpomalovat, pokud není tato hodnota na-
stavena na nulu. U otáčení k žádnému zrychlení nedochází, jeho rychlost je stále konstantní,
a opět nastavitelná v menu. Po uvolnění klávesy je rotace okamžitě zastavena. Po stisku
klávesy pro výstřel začne loď střílet v intervalech daných kadencí aktuální zbraně, dokud
není klávesa uvolněna nebo nedojde energie. Jednotlivé akce lze namapovat jak na klávesy
klávesnice, tak na tlačítka myši. U otáčení je navíc možné nastavit otáčení s pomocí myši.
4.6.1 Otáčení s pomocí myší
Pokud je tato možnost pro jednu z lodí povolena, tato loď se vždy otáčí tak, aby její špička
mířila směrem k aktuální pozici kurzoru myši na obrazovce. K tomu je potřeba nejdříve
určit úhel určující směr od pozice lodi k pozici kurzoru, viz. obrázek 4.6.
Užitím inverzní funkce ke goniometrické funkci tangens dostaneme, že pro úhel α platí:
α = arctan
y
x
(4.3)
Potom se ještě musí určit kterým směrem je otáčka za kurzorem myši kratší, a tímto
směrem se pak loď začne otáčet.
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αloď
kurzor
x
y
Obrázek 4.6: Určení směru od lodi ke kurzoru
4.7 Realizace pohybu
V počítačové hře je nutné se zobrazenými polygony provádět různé operace jako jsou po-
sun, otočení nebo změna měřítka. Toho lze dosáhnout s pomocí lineárních geometrických
transformací[3].
4.7.1 Geometrické transformace
Geometrické transformace můžeme chápat jako změnu pozice vrcholů v aktuálním souřad-
nicovém systému nebo jako změnu souřadnicového systému[3]. Lineární transformace je
definována jako taková geometrická transformace, že pokud máme tři body, které leží na
jedné přímce, tak po aplikaci lineární transformace získáme nové tři body, které také leží
na jedné přímce. Mezi lineární geometrické transformace použité v této hře patří posunutí,
otočení a změna měřítka[3].
Ze vztahů pro výpočet nových souřadnic u jednotlivých druhů transformací (rovnice
4.4, 4.5, 4.8, 4.9, 4.12 a 4.13) je vidět, že transformace posunutí je vyjádřena jinou operací
(sčítání) než ostatní druhy (násobení). To je velmi nevýhodné, protože nemůžeme se všemi
těmito transformacemi pracovat jednotně jako se součinem matic a vektorů. Řešením tohoto
problému jsou tzv. homogenní souřadnice bodu, což je ve 2D uspořádaná čtveřice [X,Y,w]
pro kterou platí x = X/w a y = Y/w. Souřadnici w nazýváme váhou bodu. Hodnota váhy
je v případě lineárních transformací většinou w = 1.
Potom lze každý druh transformace vyjádřit s pomocí tzv. transformační matice. Celou
lineární transformaci potom vyjadřuje jeden vztah: v′ = M ∗ v, kde v je původní bod
[x, y], M je transformační matice a v′ je nová souřadnice bodu [x′, y′] získaná po aplikaci
transformace[6]. Důležitou vlastností lineárních transformací je, že je lze skládat. Složením
dvou transformací vyjádřených maticemi M1 a M2 vznikne transformace Mc = M2 ×M1,
kde operátor × značí maticový součin. Takto lze skládat libovolné množství transformací,
což přináší značné urychlení při vlastním vykreslování, neboť složení transformací se provede
pouze jednou a teprve výsledná transformace se aplikuje na body v rovině nebo prostoru.
Je pouze zapotřebí zajistit správné pořadí provádění transformací, protože maticový součin
není komutativní operace[6].
Následují vztahy pro jednotlivé transformace a jejich vyjádření ve formě transformačních
matic i příkazů OpenGL.
Posunutí:
Posunutí bodu v rovině o vektor [dx, dy][3]:
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x′ = x+ dx (4.4)
y′ = y + dy (4.5)
(4.6)
[x′, y′, 1] = [x, y, 1] ·
 1 0 00 1 0
dx dy 1
 (4.7)
Ekvivalentní OpenGL příkaz: glTranslatef(dx, dy, 0.0f);[6]
Otočení:
Otočení bodu v rovině o úhel α okolo počátku souřadného systému (kladný směr otáčení
je proti směru hodinových ručiček)[3]:
x′ = x · cosα− y · sinα (4.8)
y′ = x · sinα+ y · cosα (4.9)
(4.10)
[x′, y′, 1] = [x, y, 1] ·
 cosα sinα 0− sinα cosα 0
0 0 1
 (4.11)
Ekvivalentní OpenGL příkaz: glRotatef(α, 0.0f, 0.0f, 1.0f);[6]
Změna měřítka:
Změna měřítka v rovině s faktory změny měřítka Sx a Sy ve směru jednotlivých os[3]:
x′ = x · Sx (4.12)
y′ = y · Sy (4.13)
(4.14)
[x′, y′, 1] = [x, y, 1] ·
 Sx 0 00 Sy 0
0 0 1
 (4.15)
Ekvivalentní OpenGL příkaz: glScalef(Sx, Sy, 1.0f);[6]
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4.7.2 Řešení stability rychlosti pohybu
Změny pozic pohybujících se objektů a další změny stavu hry závislé na čase se provádí
před každým překreslením obrazovky. Protože počet snímků za sekundu může být různý
v závislosti na výkonu a aktuálním zatížení počítače, je potřeba nějak zajistit, aby byla
rychlost pohybu a změn nezávislá na těchto proměnných. Z tohoto důvodu jsou tyto rych-
losti ve hře definovány v jednotkách za jednu sekundu. Při každé aktualizaci se zjistí doba
uplynulá od poslední aktualizace, podle níž se určí míra posunutí či změny. Tím je zajištěna
nezávislost rychlosti změn ve hře na aktuální rychlosti překreslování.
4.8 Kolizní systém
Velice důležitým problémem, kterým je třeba se zabývat při tvorbě prakticky jakékoliv
počítačové hry, je kolizní systém. Ten sestává ze dvou hlavních částí. První je detekce
kolizí, jejímž úkolem je zjistit, zda se nějaké objekty ve hře nesrazily. Druhou je reakce na
nastalou kolizi v závislosti na vlastnostech objektů, u kterých k tomu došlo. Pro detekci
kolizí existují různé postupy a algoritmy, které se liší svou přesností a výpočetní složitostí.
Každý se tedy hodí pro jiné situace[9].
4.8.1 Metoda průniku dvou sfér
Nejjednodušším způsobem detekce kolizí je pravděpodobně metoda průniku dvou sfér. Jak
je vidět na obrázku 4.7, metoda spočívá v tom, že je každému objektu opsána kružnice.
Samotná detekce kolize se potom provádí tak, že se zjistí, zda se tyto kružnice protínají, k
čemuž dochází vždy, když je vzdálenost jejich středů větší než součet jejich poloměrů [9]:
r1 r2
S1 S2
V
Obrázek 4.7: Pokud platí, že V > r1 + r2, kružnice se neprotínají.
Tato metoda může být ale v některých případech velmi nepřesná a ohlásit kolizi i v
případě, kdy se dané objekty vůbec nedotýkají, viz. obr. 4.8[9].
4.8.2 Metody analytické geometrie
Naopak velmi přesnou metodou je použití analytické geometrie, kdy hledáme průsečíky
přímek nebo kružnic, které tvoří hranice objektů. Tyto metody můžou však být výpočetně
velice náročné, zejména pokud je ve scéně velké množství objektů. Řešením je neprovádět
kontroly každého objektu s každým, ale řešit jen ty, které jsou k sobě dostatečně blízko,
aby spolu mohly kolidovat. To znamená, že nejdříve použijeme nějakou mnohem jednodušší
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Obrázek 4.8: Nedokonalost metody průniku dvou sfér[9]
metodu, jako je například výše zmiňovaná metoda průniku dvou sfér, a teprve pokud tato
metoda zjistí kolizi, provedeme navíc ještě výpočet průsečíků s pomocí analytické geome-
trie, abychom vyloučili případy, jako je ten na obrázku 4.8. Tímto postupem lze docílit
takřka perfektní přesnosti detekce kolize, kterou poskytují metody analytické geometrie,
při přijatelné výpočetní náročnosti. Rozhodl jsem se proto ve své hře tento postup použít.
Následuje popis metod analytické geometrie ve hře použitých.
Detekce kolize mezi dvěmi úsečkami
Rovnici každé přímky, která není rovnoběžná s osou y, můžeme psát ve tvaru[5]:
y = k · x+ q (4.16)
Jde o směrnicový tvar rovnice přímky, číslo k se nazývá směrnice přímky. Pokud máme
úsečku AB s krajními body A[Ax, Ay] a B[Bx, By] můžeme koeficienty rovnice přímky, na
které leží, vypočítat takto[5]:
k =
By −Ay
Bx −Ax q = Ay −m ·Axq = By −m ·Bx (4.17)
Pokud je přímka rovnoběžná s osou y, nemůžeme sice tímto způsobem určit její rovnici,
ale stačí do rovnice té druhé dosadit za x její x-ovou polohu a dostaneme y-novou souřadnici
jejich průsečíku. Pokud jsou obě rovnoběžné s osou y, stačí zjistit, jestli jsou totožné. Pokud
známe obě rovnice, můžeme určit souřadnice průsečíku s pomocí vztahů, které vyplynou
z jejich řešení jako soustavy dvou lineárních rovnic:
x =
q2 − q1
k1 − k2 y = k2 · x+ q2y = k1 · x+ q1 (4.18)
Tyto vztahy nelze použít, pokud mají obě přímky stejnou směrnici, což znamená, že
jsou rovnoběžné. V takovém případě opět stačí určit, jestli jsou totožné.
Pokud s pomocí těchto metod zjistíme, že se přímky protínají, musíme ještě určit, zda
průsečík leží v mezích obou úseček. Pokud jsou přímky totožné, musíme určit, zda se úsečky
překrývají.
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Detekce kolize mezi kružnicí a úsečkou
Analyticky lze kružnici vyjádřit touto rovnicí[5]:
x2 + y2 − 2 ·m · x− 2 · n · y + p = 0 (4.19)
kde [m,n] jsou souřadnice středu kružnice a pro p platí vztah[5]:
p = m2 + n2 − r2 (4.20)
kde r je poloměr kružnice. Pokud je úsečka svislá nebo vodorovná, stačí dosadit x-
ovou, resp. y-ovou souřadnici jednoho z jejích bodů do rovnice kružnice a tu poté řešit jako
kvadratickou rovnici. Jinak musíme určit rovnici přímky, na které úsečka leží, způsobem,
který byl již popsán výše. Pak lze s její pomocí dosadit do rovnice kružnice za x nebo za y
a tu pak dále řešit opět jako kvadratickou rovnici. Pokud se jedná o tečnu, tzn. našli jsme
jeden průsečík, jedná se o kolizi v případě, že tento bod leží v mezích zkoumané úsečky.
Pokud jde o sečnu, tzn. našli jsme dva průsečíky, jde o kolizi, pokud alespoň jeden z krajních
bodů úsečky leží mezi průsečíky nebo oba leží vně kružnice a na opačných stranách.
4.8.3 Zjišťování, zda bod leží uvnitř polygonu
Někdy může nastat i případ, kdy tělesa kolidují, i když se jejich hranice vůbec nedotýkají.
Takovým případem je situace, kdy je jeden z objektů výrazně menší než druhý, který ho celý
obepíná. Potom je vhodné použít nějaký algoritmus na zjištění, zda některý z bodů menšího
objektu leží uvnitř toho většího. Zde jsem se rozhodl použít variantu algoritmu pro řádkové
vyplňování[3]. Spočívá v tom, že ze zkoumaného bodu uděláme vodorovnou polopřímku, a
pak pro každou stěnu polygonu určujeme, zda se s ní tato polopřímka protíná. Pokud je
počet průsečíků lichý, bod leží uvnitř, jak ilustruje obrázek4.9:
P1
P2
Obrázek 4.9: Znázornění algoritmu pro zjišťování umístění bodu vzhledem k polygonu
4.8.4 Reakce na kolizi
Reakce na kolizi může být daleko komplikovanějším problémem, než její detekce. Od moder-
ních titulů se totiž čeká realistické fyzikální chování, je tudíž třeba na základě fyzikálních
vlastností kolidujících těles i dalších okolnostech simulovat například vzájemné odrážení
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objektů, jejich deformace a podobně. Z důvodů náročnosti řešení takovéto simulace a za-
chování herní jednoduchosti typické pro starší arkádové hry se bude v mojí hře reakce na
kolizi omezovat na okamžité zničení jednoho nebo obou kolidujících objektů (např. projek-
til, který zasáhne cíl) a případným ovlivněním jejich statistik (např. nárůst nebo úbytek
životů u vesmírných lodí).
4.9 Objektový návrh
Pro implementaci jsem zvolil objektový přístup, protože se pro tvorbu her hodí, jelikož
každou hru lze snadno chápat jako soubor nějakých objektů, například postav, zbraní nebo
různých předmětů[10]. Návrh základní objektové struktury je vidět na obrázku 4.10. Po-
drobnější popis činnosti jednotlivých tříd se nachází v následující kapitole, která se věnuje
implementaci.
Kruh
Pohyblivý objekt
Planeta
Hráč Projektil
Kolizní systém Matematika
Nastavení
Systém bonusů
Herní menu GUITextura
Zvuk
Font
Hra
Herní objekt
Obrázek 4.10: Objektový návrh
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Kapitola 5
Implementace
Tato kapitola stručně popisuje strukturu a činnost všech tříd, ze kterých se program skládá.
5.1 Třída Point
Pomocná třída reprezentující bod v rovině, která obsahuje pouze jeho souřadnice x a y a
přetížené operátory porovnání na shodnost a neshodnost dvou bodů.
5.2 Třída Color
Pomocná třída obsahující pouze hodnoty červené, zelené, modré a alfa složky barvy a pře-
tížené operátory porovnání na shodnost a neshodnost dvou barev.
5.3 Třída Math
Tato třída obsahuje pouze statické metody pro různé matematické operace používané v
programu, mezi něž patří hledání průsečíků přímek a kružnic s pomocí analytické geometrie
pro kolizní systém a další geometrické výpočty, různé převody (např. mezi stupni a radiány
nebo textovou a číselnou reprezentací čísel), zaokrouhlování nebo násobení matic.
5.4 Třída Settings
Tato třída slouží k uchování všech herních nastavení a jejich čtení a zápisu do konfigurač-
ního souboru. Hned v implicitním konstruktoru se objekt z tohoto souboru pokusí přečíst
hodnoty. Pokud soubor nenalezne nebo nastane při čtení nějaká chyba, nastaví se u všech
nastavení implicitní hodnoty a vytvoří se nový konfigurační soubor s těmito hodnotami.
Třída obsahuje tři privátně vnořené třídy reprezentující jednotlivé druhy nastavení. Ve
veřejné sekci jsou v enumeracích definovány symbolické konstanty příslušející jednotlivým
nastavením, které okolní svět používá jako argumenty metod, které třída poskytuje pro
čtení a změnu hodnot. Při změně nějaké hodnoty třída posílá SDL zprávu, která se odchytí
v hlavní smyčce aplikace ve třídě Game. Ta tak může zaktualizovat všechny své objekty na
nová nastavení. To se většinou děje předáním reference na objekt třídy Settings objektu
jiné třídy, který si z něj vezme ta nastavení, která se ho týkají. Kromě hodnot jednotlivých
nastavení poskytuje třída i jejich názvy, kterými jsou označena v konfiguračním souboru, a
textové verze hodnot. Ty se hodí pro zobrazení v herním menu.
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5.5 Třída Object
Abstraktní třída, od které jsou odvozeny všechny třídy herních objektů (lodě, projektily,
planeta). V konstruktoru Object(const Point & center) se jí předává pozice středu ob-
jektu. Obsahuje metody pro nastavení a získání souřadnic středu objektu a také pro získání
poloměru kružnice opsané danému objektu, který se používá pro detekci kolizí. Jedinou
čistě virtuální metodou je metoda pro vykreslení.
5.6 Třída Circle
Třída odvozená od abstraktní třídy Object určená pro vykreslování kruhů, kružnic a je-
jich částí, protože samotné OpenGL tyto funkci nenabízí. V konstruktoru Circle(GLfloat
radius, const Point & center, const Color & color, bool filled) se nastaví jed-
notlivé parametry. Přidává metody pro nastavení a získání vykreslovací barvy, nastavení
poloměru a toho, zda je kružnice vyplněná, a funkce pro samotné vykreslení. Metoda Draw()
vykreslí celou kružnici/kruh, zatímco metoda Draw(GLfloat angle1, GLfloat angle2)
vykreslí jen část od prvního po druhý úhel. Dále třída obsahje ještě statické varianty před-
chozích dvou metod pro vykreslení bez nutnosti vytvářet instanci třídy. V tom případě se
metodám předávají ještě nezbytné argumety určující pozici, poloměr a vyplnění kružnice.
Samotné vykreslování kružnic je řešeno algoritmem pro vykreslení kružnice jako N-úhelníku,
viz. (4.1).
5.7 Třída Planet
Tato třída odvozená od třídy Object reprezentuje planetu s gravitací. V konstruktoru se
jí předává objekt s herním nastavením, podle kterého se nastaví síla gravitace a barva pla-
nety, poloměr planety, počet vodorovných ”rovnoběžek”a svislých ”poledníků”, které bude
planeta zobrazovat a pozici středu planety na obrazovce. Při vytvoření objektu se planeta
vykreslí do display listu a ten je poté ve vykreslovací metodě pouze volán. Destruktor dis-
play list maže. Další důležitou metodou této třídy je void Set Settings(const Settings
& settings), která se volá pokaždé, když se změnilo nějaké herní nastavení, aby aktuali-
zovala nastavení planety. Metoda Circle Get Circle() const vrací kružnici ohraničující
planetu, což se využívá při detekci kolizí. Pak jsou tu ještě metody na zjištění síly gravitace
a vypnutí/zapnutí planety (zda má být na herní ploše).
5.8 Třída Moving Object
Abstraktní třída odvozená od třídy Object, která přidává funkcionalitu spojenou s pohy-
bem herních objektů. Všechny pohyblivé herní objekty jsou od ní odvozené. Podle hodnot
předaných konstruktoru se nastaví pozice středu objektu (s pomocí konstruktoru poděděné
třídy Object, úhel natočení, maximální rychlost pohybu, rychlost rotace a rychlost samovol-
ného zpomalování. Vedle metod pro nastavování a zjišťování těchto atributů je zde důležitá
hlavně metoda void Push(GLfloat force, GLfloat angle, GLfloat fps). Používá se
pro udělování zrychlení objektu. První argument force představuje udělované zrychlení v
pixelech za sekundu za sekundu, angle je úhel, pod kterým zrychlení působí a fps aktuální
počet snímků za sekundu, podle kterého se určí, nakolik má objekt při každém překreslení
zrychlit, aby za jednu vteřinu zrychlil právě o hodnotu force. Tato třída také přidává čistě
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virtuální metodu void Update(GLfloat fps), která se u jejích potomků volá před každým
překreslením obrazovky a aktualizuje polohu nebo stav.
5.9 Třída Projectile
Třída reprezentující projektily (rakety a laserové střely) odvozená od abstraktní třídy
Moving Object. V konstruktoru se předá objekt s herním nastavením, podle kterého se
nastaví parametry. Další předané hodnoty určují hráče, který projektil vysřelil, druh pro-
jektilu, zda je naváděný nebo součástí trojitého výstřelu, jednoznačný identifikátor výstřelu,
jehož byl součástí (u trojitých projektilů potřebujeme vědět, které byly vypáleny spolu, aby
se pro ně nedělaly kolize, při současném navádění by do sebe narážely), pozice, kde se má
objevit a úhel natočení. Aby se projektily vykreslovaly, musí se nejdřív s pomocí statické me-
tody void Draw Lists() vykreslit display listy. Vymazání display listů je možné statickou
metodou void Delete Lists(). Za zmínku stojí ještě metody void Set Settings(const
Settings & settings), která aktualizuje nastavení projektilů a polygon t Get Border()
const, která vrací polygon tvořící okraj střely, který se používá pro detekci kolize.
5.10 Třída Player
Třída reprezentující hráčské lodě odvozená od abstraktní třídy Moving Object. V kon-
struktoru se předá objekt s herním nastavením, podle kterého se nastaví parametry. Další
předané hodnoty určují hráče, o kterého jde, startovní pozici a úhel natočení lodi. Při
prvním vytvoření tohoto objektu jiným než implicitním konstruktorem dojde k vykreslení
lodi do display listu. Obě lodi používají stejný display list, mění se jenom barva vykres-
lování. Display listy se vymazou po zruseni posledni instance tridy. Také tato třída má
pochopitelně metodu void Set Settings(const Settings & settings) pro aktualizaci
nastavení a metodu pro zjištění polygonu tvořícího okraj lodi kvůli kolizím. V metodě void
Update(GLfloat fps), která se volá před každým překreslením obrazovky, se aktualizuje
pozice a stav lodi a také se zde detekuje a reaguje na stisknuté klávesy a tlačítka myši.
Tato třída má jednu privátně vnořenou třídu Weapon reprezentující lodní zbraň. Protože je
deklarována v privátní sekci třídy Player, veškerou komunikaci s vnějším světem jí zpro-
středkovává právě ona. Jde hlavně o změny nastavení vlastností týkajících se zbraní. Každý
objekt třídy Player má v sobě definovanou jednu instanci třídy Weapon. Pokud je v me-
todě Update(GLfloat fps) třídy Player detekováno stisknuté tlačítko střelby, pošle se
tato informace do objektu třídy Weapon. Tam se pak provádí kontroly na dostatek energie
či uplynulý čas od posledního výstřelu (omezení kadencí zbraně). Pokud lze výstřel reali-
zovat, alokuje se nový objekt třídy Projectile a do fronty SDL událostí se vloží zpráva o
výstřelu obsahující adresu nově alokovaného projektilu. Tato zpráva se potom odchytí v
hlavní smyčce aplikace ve třídě Game a nový projektil se zařadí na své místo a tím je vložen
do hry.
5.11 Třída Collision System
Konstruktor této třídy přebírá jako argumenty rozlišení obrazovky kvůli detekci kolizí lodí
s jejími hranicemi, reference na oba hráče, planetu, vektor projektilů a systém bonusů,
jejichž adresy si ukládá. V privátní části třídy se nacházejí metody pro určování kolizí mezi
jednotlivými herními objekty. Tyto metody využívají funkce třídy Math pro analytické
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výpočty. Veřejná metoda void Manage Collisions() const provede detekci kolize mezi
objekty, na něž má třída uložené ukazatele, a reakci na ni. Dále třída obsahuje metodu pro
umisťování nových bonusů tak, aby nekolidovaly s hráči, planetou nebo jinými bonusy.
5.12 Třída Powerup System
Tato třída obsahuje třídy jednotlivých druhů bonusů vnořené ve veřejné sekci. Jejím úko-
lem je řídit celý systém bonusů, tedy jejich generování a rušení, pokud nejsou sebrány.
V konstruktoru přijímá objekt Settings, podle jehož hodnot nastavuje některé své pa-
rametry, dále referenci na objekt kolizního systému, jehož adresu si uchovává a používá
ho pro umisťování nově vygenerovaných bonusů na herní plochu. Posledními argumenty
konstruktoru jsou reference na hráče, jejichž adresy si systém bonusů rovněž ukládá, aby
měl neustále aktuální informaci o jejich stavu a podle toho určoval, které bonusy zrovna
mohou být některému hráči užitečné. Metoda void Update() kontroluje, jestli je čas vy-
tvořit nový bonus nebo zmizet existující, a udělá to. Metoda void Draw() const vykreslí
všechny aktuálně vygenerované bonusy na herní plochu.
5.13 Třída Texture
Tato třída zapouzdřuje základy práce s texturami v OpenGL. Konstruktor přijímá jako
parametry výšku, šířku, datovy typ pixelovych dat, ukazatel na samotná data textury a
požadovaná nastavení OpenGL parametrů GL TEXTURE WRAP S a GL TEXTURE WRAP T pro
vytvářenou texturu. Uchovává si id, výšku, šířku a typ pixelových dat textury a umožňuje
její vykreslení na danou pozici.
5.14 Třída Font
Slouží k vypisování textu na obrazovku a používá k tomu knihovnu SDL ttf. V konstruktoru
se předají cesta k souboru s TTF fontem a požadovaná výška fontu. Při inicializaci se každý
znak fontu vykreslí nejdříve do SDL Surface a ten se pak nakopíruje do OpenGL textury,
která se uloží. Pak se vykreslí do display listu. Třída si uchovává informaci o tom, ke
kterému písmenu patří které číslo display listu a tak se vypisují texty.
5.15 Třída GUI
Tato třída slouží k vykreslování grafického uživatelského rozhraní během hry. Konstruktor
GUI(const Settings & settings) bere jako argument objekt herních nastavení, ze kte-
rého zjistí, jestli se má v GUI zobrazovat počet snímků za sekundu, a aktuální rozlišení,
podle kterého se prvky GUI rozmisťují na obrazovce. V tomto konstruktoru se také nač-
tou fonty používané v GUI a jednotlivé symboly a ukazatele se vykreslí do display listů,
které jsou pak v kreslící metodě volány. Kreslící metoda bere jako argumenty reference na
oba hráče, z nichž zjišťuje jejich aktuální stav pro zobrazení v ukazatelích. Display listy se
uvolní v destruktoru, pokud se jedná o poslední instanci třídy. Je tu samozřejmě i metoda
pro aktualizaci nastavení GUI(void Set Settings(const Settings & settings).
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5.16 Třída Sound
Jako parametr konstruktoru se očekává cesta ke zvukovému souboru, který se pak s pomocí
knihovny SDL mixer načte a je možné ho s pomocí metod třídy přehrávat.
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Kapitola 6
Testování
Důkladné testování je nedílnou součástí vývoje každé větší aplikace. Zpočátku vývoje jde
hlavně o objevování bugů a zajištění toho, aby hra dělala to, co autor zamýšlel. V pozdějších
fázích je již třeba představit program lidem a sbírat od nich zpětnou vazbu. Závěrečného
testování této hry se zlčastnilo celkem devět lidí, kteří měli ohodnotit hru jak po gra-
fické stránce, tak po stránce zábavnosti. Co se týče grafické stránky: Skvělá: 2, Dobrá: 1,
Průměrná: 5, Podprůměrná: 0, Příšerná: 1. Zábavnost: Skvělá: 1, Dobrá: 3, Průměrná: 3,
Podprůměrná: 2, Příšerná: 0.
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Kapitola 7
Závěr
Cílem této bakalářské práce bylo vytvořit zábavnou retrospektivní hru pro dva hráče. Práce
se věnuje historii počítačové grafiky i počítčových her a diskutuje grafické knihovny OpenGL
a Direct3D. Další část práce se zabývá návrhem retrospektivní počítačové hry pro dva hráče
a to jak po herní tak technické stránce. Následuje popis implementace a výsledky testo-
vání na uživatelích. Jde o předělávku slavné staré hry Space War okořeněnou o modernější
grafické zpracování a nové herní prvky. Implementována je v jazyce C++ s využitím ob-
jektového přístupu a knihoven OpenGL a SDL.
7.1 Možnosti rozšíření
Možností vylepšení se nabízí spousta, a to jak po grafické stránce, tak po stránce hratelnosti.
Mohly by se například přidat nové zbraně nebo bonusy, počítačem ovládaní protivníci či
možnost hry po síti.
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