Abstract
Introduction and background
Since a number of years the model and the methodology HDM 11-41, developed at the Hypermedia Open Center of the Politecnico di Milano, have been used to develop complex high quality Hypermedia applications.
The methodology envisions that a conceptual model of the application, a schema, is developed first, directly from the requirement analysis. The schema of an application consists of two parts: hyperbase schema and access schema. The hyperbase schema describes the basic navigational capabilities, using as ingredients Entities (organized into Entity types), and Links (organized into Link Types). The access schema, instead, describes the organizations of the access structures (collections in the HDM terminology), leading to the definition of indexes (possibly hierarchically organized), guided tours, etc.
Both schemas have a part in-the-large, which describes the overall aspects of the application, and a part in-thesmall, which provides the needed details up to the field level. The basic development steps of an application can be summarized as it follows': production of an HDM schema;
' What is presented here is a very crude simplification, with respect to a complex development strategy involving more than 12 steps. + To allow a fast prototyping of the application.
If an HDM schema, in fact, is perfectly readable to anyone well acquainted with the model itself, it may be not fully understood by "non expert readers". Fast prototyping allows everybody to fully understand what the current design defines, allowing also discussions, changes and improvements of the design itself. Fast prototyping, in the end, improves the overall quality of the design, and therefore of the resulting application.
To allow, in some cases, a kind of (semi) automatic development of the final application, through a generalized HDM interpreter [5] .
Automatic generation is very appealing, since it may reduce costs and time needed for developing complex applications. Only recently the standardization of the runtime environments for the Web, has made this objective seriously attainable. But there are still problems, when specific architectural requirements must be taken into account, or when high level, professional interfaces, must be considered. For such a reasons we do believe that the first two uses of JWeb (training and fast prototyping) are more important, for the time being, than automatic development.
W e b , as a SW environment, is an offspring of the Autoweb [6, 7] effort. The main differences, with respect to Autoweb, are a consequence of the different objectives. Autoweb pursues the goal of providing an automatic development environment; therefore it becomes more and more complex, in terms of system options or interface building. JWeb, instead, tries to remain simple and easy to use, aiming at being mainly a training and a prototyping tool. The structure of this paper is the following: in section 2 we describe the overall structure of the N e b environment, and the role of each component; a few implementation details are also provided. In section 3 we describe an example of application (on the borderline between fast prototyping and final application). In section 4 we draw the conclusions and sketch the future directions for work. Section 5 is for bibliography and references. It allows to designer to define the conceptual schema of the application. Using the conceptual primitives offered by HDM, he/she can define the Hyperbase (i.e. the core of the application) and the Access Structures (i.e. the way to initiate the navigation within the application). Instance Editor It allows two different functions: the creation of a supporting relational database (the "content" database) and the population of it with actual data. The logical structure of the database is derived from the conceptual structure defined with the schema editor.
Both
Con fi gur at or It allows the "customization" of the application.
Customization means to select part of the schema (and therefore, part of the content database) and also the possible addition of new access structures. The output produced by the Configurator is a new schema. Generator It takes as input the schema produced by the Configurator and the content database. Its output is the database actually used by the application. HDM-interpreter.
It is the tool that actually executes the application.
Let us provide more details about the different parts of the environment. The Schema Editor provides the capability to design the "Hyperbase in the large" [3] , the "Hyperbase in the small" [3] 
--
The Instance Editor allows defining the logical schema and the physical structure of a relational Data Base, supporting the wished HDM schema. The main input for the Instance Editor is represented by the XML description of the application, generated by the Schema Editor. Additional information is provided by details about the single items of information to be handled (authoring in the small, in the HDM terminology).
The Configurator allows to define the complete schema of a specific application, that is, in general, a subset (hyperview in the HDM terminology) of the application defined with the Schema Editor. Specific types of objects (entity types, in HDM terminology), or specific slices of data (e.g. only the objects, within a given types, satisfying some specified conditions) can be selected. In addition, in order to make it possible to customize the application for specific needs, ad-hoc access structures (collections [8], in HDM terminology) can be defined. The output of the Configurator is, again, an XML description.
The Generator takes as input the XML descriptions coming from the Schema Editor and the Configurator, respectively. Its job is to produce a Data Base, subset of the one generated by the Instance Editor, and also to generate all the needed descriptions (again in XML).
The most important tool is obviously the HDM Interpreter (HDMI in the following), that allows the actual execution of an application, depicted in Fig. 2 . HDMI is a Java application communicating with the Web Server (via CGI) and with the DBMS (via JDBC [lo]); the job performed by the interpreter is the on-the-fly creation of the application pages when requested. The user interface of the application is rendered, on the clients, by a standard Web Browser. A number of Java applets running on the Java Virtual Machine of the browser complete the HDMI on the client side.
The most important component of HDMI is the Navigation Engine (NE), which actually implements the navigation in-the-large, i.e. the navigation from one node of the application to another node. The NE compute the actual meaning of a user navigation request, on the basis of the current situation of navigation, and by applying the HDM navigation rules over the schema of the application. 
An Example
An earlier version of W e b has been used to implement a training application (concerning advanced SW development systems), for a large industrial consortium, and a multimedia CD-ROM concerning the history of One of the applications is for a small manufacturing group, active in the garment industry for youngsters. The other application is for a pool of high level pret-a-porter for men and women. We describe, here, as an example, the first of the two applications. The goal is to develop a multimedia catalogue for supporting the sales of jeans, street ware, casual ware, etc. and related items. The application is envisioned as being delivered both online, and offline (as a CD-ROM). In both cases the application must be based upon Internet technology, i.e. it must be possible to execute it by using a standard browser equipped with standard plug-ins (for the multimedia part). Since different uses are envisioned (e.g. accessible from home, accessible from retailers, accessible at fairs and special situations, etc.) it is very important that the same content can be organized in different ways, specially tuned for the different purposes. The HDM schema for the application consists of eight Entity types:
Model: represent a specific model of casual clothing.
It is strictly related to fit. Several "models" may have the same fit. Style: represents a collection of models related to the same "world". A reference world (music, images, etc.) is also provided for each style. Young men or women should identify themselves in a scenario (pictures from a given life-style, music, . . .) to choose the specific model of clothing. Fabric: the material of which a number of products are made. Text and images are used to illustrate it. Each model can be made in several fabrics and with several finishes. Article: represents a model of clothing in a specific fabric and color. It is a real piece that can be bought. It carries, among with pictures and text, information about its price, availability or delivery terms. Fit: each model has a specific fit (like slim, baggy, normal and so on). Accessory: it represents the details of a garment, such as like zip or button fly, front slant pockets, back square pockets, coin pockets, hammer loop, key loop Table: represent the different sizes available for the specific article. It also has a design that explain the specific size implementation (measures). Other: it contains additional multimedia material, not strictly related to the business, but important in the overall marketing approach of the application.
The access structures, provided by HDM, are either intensional or extensional. The intensional structures can be automatically created by using the attributes stored into the database. The collection "all the shirts ordered by fabric" is an example of intensional access structure.
The extensional access structures are created, instead, to take into account more subjective points of view. For example, "clothing for free time" is an extensional collection of specific models, defined for a specific marketing purpose. Extensional access structures are defined during the configuration phase. The visual layout of the user interface, for this application, has been implemented by using Director and Shockwave. In the initial phase of prototyping, a very crude layout was plugged in, just to check the overall working of the application. After a while a professional layout was developed by professionals, and in a few days it was plugged in, without having to revise the Software.
An initial version of the application will be delivered to a selected number of points of sale, by the end of March 99. At the same time a different configuration of the application (obtained with the configurator) is being tested at fairs and commercial exhibitions.
Conclusions and future work
It is an obvious observation the fact that we need to improve the quality of hypermedia applications (both offline and online), at the same time reducing the time and the costs required for their development. Since a number of years we have acknowledged the fact that having a structured approach to design, using a model, such as HDM [ 1-41, is an important step in this direction. Our design experience (over a number of years) has also shown that some type of support to design and implementation is heavily needed. The ancestor of a support system was the environment developed by the HYTEA project, and then the tools provided by the MINERS [ A special version of the JWeb environment will be also included in the SITMOON environment, supporting the work of publishing companies, developed within a project funded by the European Commission.
In more strategic sense, a full revision of the overall N e b environment is planned and is supposed to be completed by the fall of '99. The revision will include an improved version of each tool and a more flexible delivery environment, moreover the role of hyperviews will be greatly enhanced. The idea is that, in the end, complex application environments will be developed, with specific applications (either on-line or off-line) derived from it.
In order to support this more ambitious point of view, also enhancements and extension t o the model are needed. and MIP (an industrial consortium, specialized in technology transfer to small medium companies).
