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Povzetek 
Pričujoča doktorska disertacija predstavlja razširjen koncept storitve 
prisotnosti s poudarkom na strežniku prisotnosti v vlogi t.i. kontekstualnega 
vozlišča. Glavna cilja raziskovalnega dela sta bila zasnovati nov generičen 
podatkovni format za zapis kontekstualne informacije o prisotnosti in razviti 
algoritem, ki bi dosegel zadovoljive rezultate klasifikacije posameznih 
vektorjev značilk v enega izmed indikacijskih razredov trenutne dostopnosti 
uporabnika. 
Dodatno smo želeli skozi raziskave pokazati na širši potencial storitve 
prisotnosti znotraj komunikacijske storitvene arhitekture. Slednja namreč 
predstavlja podporno storitev, ki prek zajema informacij o kontekstu 
uporabnika ter vgrajenih algoritmov za njihovo obdelavo omogoča podporo 
ostalim storitvam in aplikacijam v omrežju.     
V prvem delu disertacije smo se posvetili splošnemu opisu arhitekture sistema 
prisotnosti in podatkovnega formata za zapis informacije o prisotnosti. V 
okviru opisa življenjskega cikla storitve prisotnosti smo predstavili naloge 
strežnika prisotnosti, kot so bile definirane s strani posameznih organizacij.  
Drugi del naloge je posvečen razlagi koncepta konteksta. Podali smo lastno 
tehnološko definicijo konteksta in predstavili tipe t.i. primarnega konteksta. 
To so identiteta, lokacija, aktivnost, ambient in čas. Podana definicija 
predstavlja osnovo za naše razumevanje konteksta in njegovo vpeljavo v 
obstoječo arhitekturo prisotnosti. V tem delu disertacije smo ugotovili, da je 
strežnik prisotnosti zaradi položaja, ki ga zaseda znotraj arhitekture, najbolj 
primeren, da prevzame vlogo kontekstualnega vozlišča.    
V tretjem delu smo definirali nov generičen format za zapis poljubne 
kontekstualne informacije o prisotnosti. Pri tem smo sledili zahtevam o  
združljivosti z omrežjem IMS ter združljivosti z obstoječimi formati in 
mehanizmi storitve prisotnosti. Novo razviti format že upošteva obstoj 
primarnih tipov konteksta, hkrati pa je zasnovan splošno, kar pomeni, da je 
možno zapisati poljubno informacijo o kontekstu uporabnika (tudi če te ne 
moremo umestiti v enega izmed primarnih tipov konteksta iz naše definicije).  
V nadaljevanju smo predstavili strežnik prisotnosti v vlogi kontekstulnega 
vozlišča, pri čemer strežnik postane t.i. inteligentni agent, ki komunicira z 
okolico, od katere prejema podatke o kontekstu uporabnika. Na podlagi 
prejetih podatkov izvaja klasifikacijo v enega izmed petih razredov 
dostopnosti, rezultati klasifikacije pa so kasneje na voljo vsem zainteresiranim 
aplikacijam in storitvam. Primer storitve predstavlja komunikacijsko vozlišče, 
ki na podlagi informacij s strani strežnika omogoča nadzorovano dostavo 
dohodnih klicev. Pri tem je pomembno dejstvo, da strežnik prisotnosti postane 
prava podporna storitev. V tem delu naloge smo z namenom lažjega 
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razumevanja algoritma klasifikacije nekoliko bolj natančno predstavili 
delovanje splošne Bayes-ove mreže, ki predstavlja učinkovit verjetnostni model 
za diagnostično sklepanje. Z uporabo Bayes-ovega izreka ter predpostavke o 
neodvisnosti dokaznih spremenljivk, ko je neopazovana spremenljivka znana, 
smo predstavili t.i. naivni Bayes-ov klasifikator, ki je bil uporabljen v okviru 
nadaljnega raziskovalnega dela. V primerjavi z mnogimi drugimi raziskavami 
nismo primerjali posameznih algoritmov nadzorovanega učenja, temveč smo se 
ukvarjali predvsem s problemom majhne učne množice. Slednji se je pokazal že 
med načrtovanjem eksperimentalnega dela, ko je bilo jasno, da bo učna 
množica majhna in v osnovi neprimerna za klasično uporabo s strani algoritma 
za nadzorovano učenje.  
Pripravi in opisu ekperimentalnega dela smo posvetili ločeno poglavje zaradi 
zahteve po izvedbi v nenadzorovanem uporabnikovem okolju. Za izvedbo 
ekeperimenta smo razvili mobilno in namizno aplikacijo, hkrati pa vključili 
tudi zapestnico za merjenje aktivnosti uporabnika in njegove prevodnosti kože. 
Iz zbranih podatkov smo na koncu sestavili vektor značilk s štirinajstimi 
atributi. Vsak udeleženec eksperiementa je pred izvedbo dobil ustrezna 
navodila, eksperiment pa je v povprečju trajal šest dni. Pri tem smo v 
eksperiment vključili osem udeležencev, na koncu pa pridobili uporabne 
podatke s strani šestih (skupaj smo zbrali za približno 450 ur podatkov oz. več 
kot 15 milijonov podatkovnih vnosov). 
Med razvojem algoritma za klasifikacijo smo se usmerili v razvoj 
polnadzorovanega postopka učenja. Pri tem smo kombinirali naivni Bayes-ov 
model z iterativnim postopkom, ki izhaja s področja nenadzorovanega učenja. 
Natančnost algoritma smo preverili z uporabo postopka navzkrižnega 
preverjanja ter delovanje klasifikatorja podrobneje analizirali skozi matriko 
pravilnih in napačnih razvrstitev. Povprečna natančnost je bila 94 %. 
Na podlagi vseh znanih funkcionalnih zahtev smo v dodatku zasnovali 
notranjo arhitekturo strežnika prisotnosti, ki izpolnjuje vlogo kontekstualnega 
vozlišča.     
Potencial splošne uporabe uporabe predstavljenega kontekstualnega strežnika 
prisotnosti smo v okviru raziskovalnega dela pokazali tudi z znanstveno 
objavo. Slednji namreč lahko postane podporna storitev za množico storitev in 
aplikacij z različnih področij življenja. Med njimi v zadnjem času zaradi pojava 
velikega števila pametnih nosljivih naprav (ure, zapestnice, obeski, očala…) 
izstopa predvsem področje samomerjenja.  
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Abstract 
This thesis presents an extended concept of presence service with an emphasis 
on the presence server as a contextual node. The main objective of the research 
was to design a new generic data format that will allow us to record any 
contextual information and to develop a classification algorithm. Latter will be 
able to classify individual feature vectors into one of the classes of the user’s 
current availability. 
The first part of the paper is devoted to a general description of the presence 
architecture. We described the lifecycle of the presence service, with the 
detailed presentation of various presence server roles. 
The second part of the paper is devoted to the interpretation of the context. We 
present our own definition of context with emphasis on primary context types -  
the identity, location, activity, ambient and time. Given definition is the basis 
for our own understanding of the context and its integration into the existing 
presence service architecture. We realise that presence server, due to the 
central position within the presence architecture, is best suited to take on the 
role of contextual node. 
As a result, we have defined a new generic format for recording any contextual 
information in order to transmit it between individual agents. New format is 
called Rich Context Information Data Format (RCIDF) format. When defining 
new format we have strictly take into account the requirements of the IMS 
network compatibility and compatibility to existing available formats – e.g. 
PIDF. RCIDF is generally designed, which means that it is possible to write an 
arbitrary information about the context of the user (even if it does not suite to 
one of the primary types of context from our definition). 
In next chapter we have described presence server as an intelligent agent that 
communicates with the environment, from which he receives information 
about the context of the user. Based on the information received, the server 
carries out the classification into one of five classes of accessibility. The results 
of that classification are later available to all authorized applications and 
services. We have created a scenario where such a service is a smart VoIP 
switch itself that allows controlled delivery of incoming calls based on 
calculated context. 
In order to facilitate the understanding of the classification algorithm we have 
dedicated a part of the thesis to the presentation of  the concept of Bayes 
network. It is an effective probabilistic model for diagnostic reasoning. By 
using Bayes theorem and assuming the independence of the observed variables 
when unobserved one is known, we have presented Naive Bayes classifier, that 
was used latter when doing further research. 
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Separate chapter is devoted to preparation and description of the complex 
experiment. In order to carry out the experiment we have developed a mobile 
and desktop application and included an extra bracelet to measure user's 
activity and skin conductance. From the collected data we ended up 
assembling the feature vector with fourteen attributes. In the experiment, we 
have included eight participants and finally obtain useful data from the six of 
them. All together we have gained for approx. 450 hours of data (15 million 
data entries).    
The development of classification algorithm combined the usage of naive Bayes 
model with EM iterative procedure, which resulted from the theory of 
unsupervised learning. The average accuracy of our algorithm was 94%. 
Accuracy was tested using the k-fold cross validation. The peroformance of  
classifier was further analyzed through confusion matrix. 
In appendix we present the internal architecture of the presence server, 
aiming to define modular design that allows future developers to implement 
fully operative context enabled presence server. Architecture assumes the 
usage of Java enterprise application server (e.g. JBoss). 
During our research we have shown through scientific publication the broader 
potential of a contextual presence service. The latter can offer support to a 
multitude of services and applications in various fields of life. 
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Schema Definition 
definicija sheme razširljivega 
označevalnega jezika  
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Izvirni prispevki k znanosti 
V doktorski disertaciji smo predstavili koncept kontekstualnega strežnika 
prisotnosti. Posamezni elementi raziskav v tem delu predstavljajo izvirne 
prispevke k znanosti.  
 
1. Predlog nove, generične razširitve formata zapisa informacije o 
prisotnosti. Nov format RCIDF omogoča strukturiran zapis 
posameznih primarnih tipov konteksta in predstavlja razširitev 
obstoječemu formatu za zapis informacije o prisotnosti. Pri tem je 
razširitev zasnovana tako, da podpira združjivost z obstoječo arhitekturo 
storitve prisotnosti, kot jo definirajo organizacije IETF, 3GPP in OMA.   
 
2. Postopek razvrščanja podatkov o kontekstu uporabnika v 
razrede prisotnosti ter zasnova kontekstualnega strežnika 
prisotnosti, ki to demonstrira. Postopek je sestavljen iz zajema 
podatkov, njihove predobdelave in razvrščanja v razrede prisotnosti 
uporabnika. Pri tem smo uporabili naivni Bayes-ov model, ki smo ga 
razširili s prvinami nenadzorovanega učenja. Cilj algoritma je doseči 
optimalno natančnost, z upoštevanjem, da imamo na voljo majhne učne 
množice. Algoritem uporablja iterativno metodo, v okviru katere se 
izmenjujeta fazi izračuna pričakovanih parametrov modela in njihove 
maksimizacije. Med potekom priprave in izvedbe eksperimentalnega 
dela raziskav smo algoritem za razvrščanje podatkov o kontekstu 
uporabnika v razrede prisotnosti umestili v koncept storitve prisotnosti. 
Na storitev prisotnosti tako gledamo skozi prizmo podporne storitve, ki 
na podlagi posameznih okoliščin, znotraj katerih se uporabnik nahaja, 
omogoča učinkovito validacijo njegovega stanja prisotnosti. V delu 
prispevka smo tako zasnovali kontekstualni strežnik prisotnosti, ki 
demonstrira širši potencial storitve prisotnosti.  
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1. Uvod 
Storitev prisotnosti (angl. Presence Service - PS) po najenostavnejši definiciji 
pomeni izražanje pripravljenosti na komunikacijo [RFC3856]. Uporabnik s 
pomočjo storitve drugim uporabnikom sporoča svoje stanje [RFC2778] (npr. 
lokacijo, počutje, zasedenost, ...), na osnovi česar se lahko ti (oz. izbrane 
aplikacije v njihovem imenu) odločajo, kdaj, kako in na kakšen način bodo 
komunicirali z uporabnikom.  
Nazorno definicijo je (v okviru razgovora na tematski konferenci [ICIN]) pred 
leti podal tudi prof. dr. Thomas Magedanz (inštitut Fraunhofer, Nemčija), ko je 
dejal, da storitev prisotnosti predstavlja ton izbiranja (angl. dial tone) v 
modernih komunikacijskih sistemih. Ton izbiranja je karakteristični ton, ki 
uporabniku pove, da je sistem pripravljen na izbiranje klicanega naročnika 
(slišimo ga, ko dvignemo telefonsko slušalko namiznega telefona). Storitev 
prisotnosti v novodobnih komunikacijskih sistemih v osnovi podaja identično 
informacijo, ki pa jo je mogoče dodatno razširiti. 
Ko govorimo o vlogi storitve prisotnosti znotraj odločitvenega algoritma 
posameznih aplikacij in storitev, imamo v mislih njeno podporno vlogo.  
V tuji literaturi se za storitev, ki ponuja (informacijsko) podporo drugim 
zainteresiranim storitvami, velikokrat uporablja izraz service enabler 
[CamGar08], kar lahko prevedemo kot podporna storitev in ta prevod bomo 
uporabljali tudi v nadaljevanju, ko bomo govorili o podporni vlogi storitve 
prisotnosti. Tipičen primer predstavljajo sistemi poenotenih komunikacij, 
(angl. Unified Communications - UC), kjer storitev prisotnosti omogoča 
podporo posameznim elementom sistema pri njihovem delovanju.  
Poleg zagotavljanja podpore drugim storitvam in aplikacijam znotraj 
komunikacijkega sistema ima storitev prisotnosti velik potencial tudi na 
ostalih področjih. Z vzpostavljenimi mehanizmi lahko tako nudi podporo 
različnim rešitvam, ki imajo med svojim delovanjem potrebo po izmenjavi 
splošnih informacij o posameznih objektih (npr. krmilni sistem se naroči na 
prejemanje informacij s strani senzorja) [DCJYC14].      
Storitev prisotnosti obravnava vrsta specifikacij, izdanih s strani organizacij, 
ki se ukvarjajo s standardizacijo. Pomembnejše so IETF1, 3GPP2 in OMA3, ki 
so si v izogib prekrivanju specifikacij tudi delno razdelile posamezne segmente:  
 IETF obravnava protokole in referenčne modele storitve prisotnosti –  
konkretno specificira razširitev protokola za nadzor seje (angl. Session 
                                                 
1 Delovna skupina za internetno inženirstvo (angl. Internet Engineering Task Force - IETF). 
2 Partnerski projekt tretje generacije (angl. Third Generation Partnership Project – 3GPP). 
3 Zveza odprte mobilnosti (angl. Open Mobile Alliance - OMA). 
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Initiation Protocol - SIP) [RFC3261] - SIMPLE (angl. SIP for Instant 
Messaging and Presence Leveraging Extensions) in podatkovni format 
prisotnosti; 
 3GPP obravnava implementacijo storitve v omrežju IP multimedijskega 
podsistema (angl. IP Multimedia Subsystem - IMS) in specificira 
mehanizme za prenos informacij o prisotnosti med elementi omrežja 
IMS; 
 OMA obravnava aplikacijske vidike storitve prisotnosti – specificira 
storitev prisotnosti ter arhitekturo storitve na osnovi SIP SIMPLE. 
 
Razširitev protokola SIP SIMPLE lahko v okviru storitve prisotnosti nadalje 
razdelimo na tri dele: 
 razširitev obstoječega protokola SIP, ki omogoča prijavljanje na 
prejemanje informacij o prisotnosti (sporočilo SUBSCRIBE) ter 
pošiljanje (sporočilo PUBLISH) in posredovanje (sporočilo NOTIFY) 
informacij proti prijavitelju [RFC6665, RFC3856, RFC3903];  
 podatkovni model, ki omogoča zapis informacij o prisotnosti [RFC3863, 
RFC4479, RFC4480, RFC4481, RFC4482] in 
 mehanizmi, ki omogočajo nadzor nad zasebnostjo (upravljanje z 
informacijami o prisotnosti) [RFC4745, RFC5025, RFC4825, RFC3857, 
RFC3858]. 
 
V nadaljevanju bomo predstavili osnovne koncepte storitve prisotnosti na 
osnovi specifikacije SIP SIMPLE. Predstavljena bo arhitektura storitve 
prisotnosti, življenjski cikel, podatkovni model in pa vloge strežnika prisotnosti 
kot centralne entitete znotraj arhitekture. Opisani koncepti bodo predstavljali 
temelj za razvoj strežnika prisotnosti v smeri kontekstualnega vozlišča, ki se 
zaveda okoliščin, v katerih se nahaja uporabnik. Razvoj takšnega strežnika 
predstavlja jedro doktorske disertacije oz. našega raziskovalnega dela.  
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2. Koncepti in gradniki storitve prisotnosti 
Osnovna arhitektura storitve prisotnosti sestoji iz [PPBZPK11], [PZK10], 
[PJZK09], [PZK08], [Peternel07]:  
 entitete prisotnosti (angl. presentity), ki predstavlja uporabnika storitve 
prisotnosti; 
 vira prisotnosti (angl. presence source), ki (prek strežnika prisotnosti) 
objavljajo informacije o prisotnosti svojim opazovalcem; 
 opazovalcev (angl. watcher), ki se prijavijo na prejemanje informacij o 
prisotnosti, objavljenih s strani virov prisotnosti. V vlogi virov in/ali 
opazovalcev prisotnosti lahko nastopajo različne aplikacije znotraj 
uporabniških terminalov, ali pa so to omrežni in zunanji elementi 
storitvene arhitekture (npr. storitveni strežniki);  
 strežnika prisotnosti (angl. presence server), ki prejema informacije o 
prisotnosti s strani virov prisotnosti in te informacije ponuja na voljo 
opazovalcem. 
2.1 Strežnik prisotnosti 
Strežnik prisotnosti je centralni strežnik storitve prisotnosti. Njegove osnovne 
funkcije so zajem in shranjevanje informacij o prisotnosti, ki jih pošiljajo viri 
prisotnosti (uporabniški, omrežni, zunanji) ter njihovo posredovanje 
opazovalcem preko ustreznega protokola, opravlja pa tudi dodatne naloge, in 
sicer:  
 pogajanje o funkcionalnostih, ki naj se uporabijo v okviru storitve 
prisotnosti; 
 izvajanje pravil avtorizacije naročanja, ki definirajo, kateri opazovalci 
lahko opazujejo katere vire prisotnosti in katere informacije; 
 posredovanje informacij o opazovalcih virom prisotnosti; 
 združevanje informacij o prisotnosti, ki jih pošiljajo viri prisotnosti za 
istega uporabnika; 
 filtriranje informacij o prisotnosti, s katerimi opazovalci omejijo količino 
informacij, vsebino ter način obveščanja; 
 procesiranje in posredovanje delnih informacij o prisotnosti, ki 
vključujejo zgolj spremembe glede na zadnjo objavo. 
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2.2 Vir prisotnosti 
Vir prisotnosti objavlja informacije o prisotnosti. Lahko se nahaja na 
uporabniški terminalni opremi (npr. odjemalec za hipno sporočanje) ali na 
omrežnem elementu oz. strežniku. Vir prisotnosti lahko definira pravila, ki 
določajo, kateri opazovalci lahko dostopajo do katerih informacij o prisotnosti. 
Pravila navadno hrani na strežniku za upravljanje z dokumenti XML (angl. 
XML Document Management Server - XDMS), ki je lahko kot funkcionalnost 
del strežnika prisotnosti, ali pa je popolnoma ločena entiteta. Strežnik 
prisotnosti na osnovi pravil izvaja avtorizacijo opazovalcev. Dodatno se vir 
prisotnosti lahko naroči na informacije o odjemalcih, ki ga opazujejo. 
V arhitekturi IMS se za vir prisotnosti uporablja izraz agent prisotnosti (angl. 
presence agent) [CamGar08]. Definirane so tri vrste agentov: uporabniški, 
omrežni (ena izmed entitet omrežja IMS) ter zunanji (entiteta iz ne-IMS 
omrežij) vir prisotnosti. Omrežni in zunanji viri prisotnosti morajo izvajati tudi 
povezovanje informacij o prisotnosti s posameznim uporabnikom.  
2.3 Opazovalec prisotnosti 
Opazovalec se na strežniku prisotnosti naroči na prejemanje informacije o 
prisotnosti, ki jih objavljajo viri prisotnosti (uporaba sporočila tipa 
SUBSCRIBE). V zahtevo za opazovanje lahko vključi natančna pravila, katere 
informacije želi prejemati. 
Opazovalec se lahko naroča na prejemanje informacij za sezname virov 
prisotnosti, s čimer se zmanjša pretok sporočil SIP v omrežju (ni potrebe po 
individualnih prijavah), prav tako pa lahko opazovalec podpira tudi t.i. delno 
obveščanje, kjer od strežnika prisotnosti prejema le razliko glede na prejšnje 
informacije. 
Opazovalci prisotnosti se lahko nahajajo znotraj programskih odjemalcev ali 
terminalov, ki temeljijo na protokolu SIP, v drugih omrežjih prisotnosti ali pa 
na aplikacijskih strežnikih, ki lahko izkoriščajo informacije o prisotnosti v 
okviru lastne aplikacijske logike. 
2.4 Dodatni gradniki 
Poleg virov prisotnosti, strežnika prisotnosti ter opazovalcev lahko arhitektura 
prisotnosti vključuje tudi druge entitete, ki prispevajo k večji skalabilnosti in 
uporabnosti storitve prisotnosti. Spodnja slika (Slika 1) prikazuje ključne 
entitete, kot jih navajajo tudi specifikacije.  
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Slika 1: Ključni gradniki arhitekture prisotnosti [Peternel07] 
2.4.1 Strežnik seznamov virov 
Strežnik seznamov virov prisotnosti (angl. Resource List Server - RLS) 
omogoča opazovalcem naročanje na informacije o prisotnosti za več virov 
hkrati oz. za seznam virov. Lahko je del strežnika prisotnosti ali pa gre za 
poseben strežnik, kateremu strežnik prisotnosti posreduje zahteve, ki se 
nanašajo na sezname virov. 
Seznami virov prisotnosti se običajno hranijo na strežniku XDMS. 
2.4.2 Strežnik za shranjevanje in upravljanje z dokumenti XML - 
XDMS 
Strežnik za upravljanje z dokumenti XML ponuja posameznim odjemalcem 
funkcionalnost hranjenja podatkov v obliki dokumentov XML ter upravljavske 
postopke, ki omogočajo njihovo ustvarjanje, spreminjanje ter brisanje. 
Dokumenti XML v primeru storitve prisotnosti vsebujejo: 
 pravila, prek katerih viri prisotnosti definirajo, katerim opazovalcem 
naj bodo na voljo katere informacije o prisotnosti; 
 sezname virov prisotnosti, prek katerih lahko opazovalci naslavljajo več 
virov sočasno. 
Dostop do strežnika XDMS je mogoč z uporabo protokola za upravljanje z 
dokumenti XML (angl. XML Configuration Access Protocol – XCAP), kar 
pomeni, da morajo tudi entitete, ki ga uporabljajo, obladovati omenjeni 
protokol. 
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2.4.3 Posrednik prisotnosti 
Posrednik prisotnosti omogoča povezovanje lokalne arhitekture storitve 
prisotnosti z zunanjimi obstoječimi sistemi. Na ta način je podprto  sodelovanje 
med posamezniki, ki koristijo različna omrežja (npr. Facebook, Skype, Google). 
Glavna naloga posrednika je, da izvaja ustrezno pretvorbo med protokolom, ki 
se uporablja znotraj lokalnega omrežja (npr. SIP), in protokoli iz zunanjih 
partnerskih omrežij (npr. XMPP). 
2.5 Življenjski cikel storitve prisotnosti 
Storitev prisotnosti navadno poleg osnovne funkcionalnosti, to je objavljanja 
prisotnosti ter naročanja na prejemanje informacij o prisotnosti, vključuje še 
vrsto drugih mehanizmov. Ti mehanizmi so povezani z zmogljivostmi 
odjemalcev, različnimi optimizacijami in zasebnostjo. Informacija o prisotnosti 
gre tako skozi svoj življenjski cikel, v okviru katerega doživi več transformacij, 
od kreiranja na strani vira prisotnosti, prek prenosa, obravnave in hranjenja 
do končne dostave opazovalcem. Spodnja slika (Slika 2) prikazuje nekatere 
pomembnejše vidike, ki jih obravnavajo ti mehanizmi. 
 
Slika 2: Življenski cikel storitve prisotnosti [Peternel07] 
Slika prikazuje naslednje korake znotraj življenjskega cikla storitve 
prisotnosti: 
1. Entiteta prisotnosti ima tri vire prisotnosti, med katerimi vsak ponuja 
drugačne informacije o prisotnosti (oseba na primer v nekem trenutku ni 
aktivna za prenosnim računalnikom, temveč opravlja telefonski pogovor 
prek mobilnega telefona). 
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2. V procesu objave pošlje vsak vir informacijo o prisotnosti entitete na 
strežnik prisotnosti – generira zahtevo tipa PUBLISH, ki vsebuje 
informacijo o prisotnosti uporabnika v formatu XML. 
3. Strežnik prisotnosti opravi proces združevanja dokumentov XML v enoten, 
neobdelan dokument XML. Pri tem uporabi interna pravila združevanja 
(angl. composition policy). 
4. Neobdelan dokument XML z informacijami o prisotnosti strežnik filtrira 
glede na pravila, ki so bila definirana s strani entitete prisotnosti; pravila 
določajo, kateri opazovalci prejemajo katere informacije. 
5. Tako dobljen dokument o prisotnosti strežnik dodatno filtrira glede na 
pravila opazovalca, ki določajo, katere informacije želi le-ta prejemati 
(opazovalec pravila definira v okviru prijave/zahteve SUBSCRIBE). 
6. Strežnik prisotnosti lahko dokument še dodatno filtrira, glede na razliko s 
prejšnjim  dokumentom – t.i. delno obveščanje (angl. partial notification). 
7. Strežnik generira zahtevo tipa NOTIFY in s tem pošlje dokument XML 
opazovalcem. 
8. Opazovalec, ki podpira delno obveščanje, dokument XML s podanimi 
spremembami primerja z zadnjo verzijo dokumenta, ki jo ima na razpolago, 
ju združi, ter ustvari končni dokument XML za prikaz. 
9. Opazovalec prikaže dokument XML kot informacijo o prisotnosti končnemu 
uporabniku (entiteti prisotnosti). 
2.6 Format za objavo informacije o prisotnosti in njegove 
razširitve 
Pri načrtovanju storitve prisotnosti je bilo potrebno razviti učinkovite 
mehanizme za objavo in obdelavo informacij o prisotnosti, ki jih vir prisotnosti 
pošilja do izbranih opazovalcev. Z namenom, da bi bila ta komunikacija 
strukturno čim bolj standardizirana, so IETF predlagali osnovni format za 
objavo informacije o prisotnosti – PIDF (angl. Presence Information Document 
Format), ki so mu kasneje dodajali še različne razširitve. V naslednjih pod-
poglavjih se bomo dotaknili tematike obstoječih formatov, ki predstavljajo 
osnovo za predstavitev lastnega razširljivega formata. 
2.6.1 Format PIDF 
Format PIDF [RFC3863] je na XML-u osnovan format za izmenjavo 
informacije o prisotnosti. PIDF ni vezan na noben protokol, tipično pa se v 
sistemih IMS za njegov prenos uporablja SIP SIMPLE (metodi NOTIFY in 
PUBLISH), čeprav tudi drugi protokoli, kot sta denimo protokol za prenos 
hiperteksta (angl. Hypertext Transfer Protocol - HTTP) [GouTot02] in 
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enostaven protokol za dostop do objektov (angl. Simple Object Access Protocol - 
SOAP) [Sedlar10], niso izključeni. 
V primeru sistema IMS se format PIDF uporablja za izmenjavo podatkov med  
 uporabniškimi napravami in komponentami IMS, 
 medsebojno med posameznimi komponentami IMS ter  
 med komponentami IMS in zunanjimi elementi omrežja. 
Potrebno je poudariti, da je format PIDF v svoji osnovni strukturi skop, zato se 
v praksi uporabljajo številne razširitve, ki zadovoljujejo potrebe specifičnih 
storitev. Osnoven dokument PIDF lahko razdelimo na tri dele:  
 osnovno sekcijo (presence), ki opisuje entiteto prisotnosti, 
 poljubno število pod-sekcij (tuple), ki opisujejo stanje vsakega odjemalca 
ali naprave entitete prisotnosti, za katero so v danem trenutku znane 
informacije, 
 neobvezen komentar, ki opisuje entiteto prisotnosti (note). 
<?xml version="1.0" encoding="UTF-8"?> 
<presence xmlns="urn:ietf:params:xml:ns:pidf" 
 entitiy="pres:klemenp@ltfe.org"> 
 <tuple id="t1"> 
  <status> 
   <basic>closed</basic> 
  </status> 
  <note xml:lang="sl">Ne moti!</note> 
  <timestamp>2007-7-10T16:49:29Z</timestamp> 
 </tuple> 
 <tuple id="t2"> 
  <status> 
   <basic>open</basic> 
  </status> 
  <contact priority="1.0"> 
   mailto:xy@ltfe.org 
  </contact> 
 </tuple> 
 <note>Počutim se odlično!</note> 
</presence>  
Slika 3: Zapis informacij o prisotnosti v format PIDF [Peternel07] 
Ker je PIDF v osnovi na XML-u zasnovan format, se vsak zapis začenja s 
standardno XML deklaracijo <?xml ... ?>. Tej sledijo posamezne sekcije in pod-
sekcije z različnimi elementi in atributi, ki so povezani z ustreznim imenskim 
prostorom XML (angl. XML namespace).  
2.6.1.1 Sekcija presence 
Element presence opisuje entiteto prisotnosti kot celoto. Obvezno mora 
vsebovati atribut entity, ki predstavlja unikaten naslov entitete prisotnosti. 
Prav tako je zahtevana prisotnost deklaracije imenskega prostora, na katerem 
je dokument XML osnovan (atribut xmlns). Imenski prostor dokumenta PIDF, 
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skladnega z določili iz [RFC3863], mora vsebovati niz 
urn:ietf:params:xml:ns:pidf. Vsaka razširitev osnovne vsebine v formatu PIDF 
vsebuje dodatne navedbe imenskih prostorov z ustrezno pripono, ki sledi 
oznaki xmlns.  
Element presence lahko vsebuje poljubno število pod-elementov (tuple), kar 
pomeni, da je lahko tudi prazen. 
2.6.1.2 Pod-sekcije tuple 
Pod-sekcije predstavljajo način razčlenjevanja informacij o prisotnosti. 
Informacije so lahko segmentirane zaradi različnih razlogov: lahko izvirajo iz 
različnih naprav oz. iz različnih aplikacij na isti napravi ali pa so bile 
ustvarjene ob različnih časih. Pod-sekcije so učinkovit način segmentiranja 
informacij in so bolj zaželene kot pošiljanje večjega števila sporočil. 
Vsaka pod-sekcija (tuple) mora vsebovati atribut id, ki se primarno uporablja 
za ločevanje od drugih pod-sekcij iste entitete prisotnosti. Hkrati se uporablja 
tudi za povezovanje informacij o prisotnosti s predhodnimi informacijami 
posameznih naprav ali storitev. Gre za poljuben niz in razen opisanega 
ločevanja posameznih pod-sekcij nima nobene druge vloge. 
Znotraj vsake pod-sekcije se nahaja več elementov, od katerih je obvezen le 
status, možna pa je še uporaba elementov contact, note (možnih več znotraj iste 
pod-sekcije) in timestamp kot tudi dodatnih razširitev iz drugih imenskih 
prostorov.  
Element status nadalje lahko vsebuje element basic, ki z nizom open sporoča, 
da lahko naprava ali programski odjemalec sprejema sporočila oz. z nizom 
closed, da jih ne.  
Element contact predstavlja kontaktni naslov naprave oz. odejmalca. Element 
ni obvezen, saj lahko vir prisotnosti želi skriti svoj naslov ali pa pod-sekcija 
(tuple) ni povezana s komunikacijo. Znotraj elementa contact se lahko nahaja 
tudi atribut priority, katerega vrednost označuje relativno prioriteto 
kontaktnega naslova v primerjavi z ostalimi. Zaloga vrednosti atributa so vsa 
decimalna števila med 0 in 1 z maksimalno ločljivostjo treh decimalnih mest 
(npr. 0, 0.2, 0.304, 1.00). Če atribut ni prisoten, mora aplikacija kontaknemu 
naslovu pripisati najnižjo prioriteto; v primeru, da je izven obsega zaloge 
vrednosti, se ga obravnava, kot da ga ne bi bilo. 
Element note je namenjen tekstovnemu opisu pod-sekcije ali sekcije in je 
dostopen uporabniku. Nastopa lahko kot pod-element pod-sekcije (tuple) ali 
sekcije (presence). Element ne sme biti uporabljen kot nadomestilo za 
informacijo znotraj elementa status.  
Element timestamp vsebuje znakovni niz, ki označuje datum in čas zadnje 
spremembe pod-sekcije. S stališča varnosti je priporočljivo, da vsaka pod-
sekcija vsebuje svoj timestamp oz. časovni žig, razen v primeru, če točen čas 
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spremembe pod-sekcije ni dosegljiv. Vir prisotnosti ne sme generirati več 
elementov presence, ki bi vsebovali iste časovne žige. 
2.6.1.3 Rokovanje z neznanimi elementi 
Odjemalec na prejemni strani zavrne vsak element, katerega imena ne 
prepozna (to pomeni, da je element iz neznanega imenskega prostora ali pa je 
neznano njegovo lokalno ime znotraj znanega imenskega prostora). V takšnem 
primeru mora aplikacija zavreči tudi vse potencialne pod-elemente, četudi 
imajo ime, ki je morebiti odjemalcu znano. Omeniti je potrebno še atribut 
mustUnderstand, ki zavzema vrednosti 0 ali 1. Atribut se navadno uporablja v 
razširitvah formata PIDF, kjer imamo gnezdene elemente, pri katerih je 
pravilno razumevanje celotne skupine odvisno od razumevanja posameznege 
pod-elementa. Primer je naslednji zapis: 
<gp:location-info> 
  <gml:location>...</gml:location> 
  <aw:accuracy mustUnderstand="1">100</aw:accuracy> 
</gp:location-info>  
Slika 4: Rokovanje z neznanimi elementi [Peternel07] 
V primeru, da odejmalec ne pozna elementa aw:accuracy, mora iz svoje 
obravnave izpustiti celotno skupino elementov, ki spadajo pod gp:location-info, 
kljub temu, da mogoče razume pomen elementa gml:location. V primeru, da 
vrednost mustUnderstand ni določena, se odejmalec obnaša tako, kot da bi bila 
enaka 0. 
2.6.2 Podatkovni model 
Za opis stanja objektov iz realnega sveta  z uporabo formata PIDF moramo 
upoštevati razširjeno obrazložitev specifikacije osnovnega formata PIDF, 
imenovano podatkovni model PIDF (angl. PIDF Data Model) [RFC4479]. 
Slednja predstavlja opis podatkovnega modela, kjer so podrobneje razdelani 
koncepti vključevanja posamezne storitve, naprave in osebe v sistem storitve 
prisotnosti. 
 
 
Slika 5: Podatkovni model storitve prisotnosti [Peternel07] 
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Model definira tri podatkovne sklope, s katerimi je opisana posamezna entiteta 
prisotnosti. To so oseba (angl. person), storitev (angl. service) in naprava (angl. 
device). Entiteta prisotnosti je identificirana z unikatnim naslovom (angl. 
presentity URI). Naslov je predstavljen kot znakovni niz, ki je namenjen 
naslavljanju s strani opazovalcev (npr. v okviru sporočila SIP SUBSCRIBE).    
Omenjeni podatkovni sklopi omogočajo strukturiran zapis informacije o 
prisotnosti, ki se navezuje na posamezno entiteto prisotnosti. O vsakem 
podatku, ki ga priredimo entiteti, se moramo vprašati, ali z njim opisujemo 
storitev, napravo ali osebo (uporabnika). Povezava torej ni definirana s samim 
izvorom informacije, temveč z njenim pomenom. Za boljšo predstavo vzemimo 
primer, ko storitev koledar (npr. v okviru strežnika Microsoft Exchange) javlja, 
da je oseba na sestanku. Kljub temu, da o tem poroča storitev, je to podatek, ki 
opisuje stanje osebe, zato takšen podatek znotraj našega modela priredimo 
osebi. Vsaka entiteta prisotnosti je lahko predstavljena z eno osebo ter večimi 
storitvami (elektronska pošta, storitev hipnega sporočanja itd.) in napravami 
(mobilni telefon, tablični računalnik, prenosni računalnik itd.). Povezave med 
storitvami in napravami so tipa več na več.  
Zaradi skladnosti s predhodnimi standardi [RFC 3863] se informacije o storitvi 
nahajajo v pod-sekciji tuple. Na ta način lahko tudi odejmalci, ki podpirajo 
samo osnovni format PIDF zapisa informacije o prisotnosti, nemoteno delujejo, 
pri čemer elementa person in device preprosto ne upoštevajo. Primer 
razširjenega zapisa je sledeč: 
<?xml version="1.0" encoding="UTF-8"?> 
<presence xmlns="urn:ietf:params:xml:ns:pidf" 
xmlns:dm="urn:ietf:params:xml:ns:pidf:data-model"  
  entity="pres:klemenp@ltfe.org"> 
 <person id="p1"> 
...   
 </person> 
 <tuple id="t1"> 
  ... 
 </tuple> 
 <device = id="pc10"> 
  ...  
 </device>  
</presence>  
Slika 6: Zapis informacije o prisotnosti z uporabo podatkovnega 
modela [Peternel07] 
Element person je lahko prisoten enkrat v okviru posamezne entitete 
prisotnosti. Znotraj elementa je obvezna prisotnosti identifikatorja (id). 
Element vsebuje poljubno število statusnih in karakterističnih elementov, 
katerim lahko poljubno sledi tudi opisni element note. Karakteristični elementi 
ponujajo informacije, ki se običajno ne spreminjajo (ali pa vsaj ne pogosto), kot 
so višina, teža, rojstni datum, statusni elementi pa so nosilci informacije, ki se 
spreminja dinamično – aktivnost, razpoloženje itd.  
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V primeru, da oseba nima svojega elementa note, ta prevzame opis (v primeru, 
da obstaja) iz elementa note, ki je neposredni pod-element korenskega 
elementa presence. 
Element device lahko nastopa poljubnokrat. Dodan mu je še pod-element 
deviceID, ki vsebuje naslov naprave (URN) ali pa kakšen drug unikaten 
identifikator (npr. naslov MAC, IMEI, ali oznako ESN). V primeru opisa 
naprave so karakteristični podatki lahko parametri, kot so velikost zaslona, 
število barv, kapaciteta baterije, operacijski sistem itd., statusni elementi pa 
lahko opisujejo stanje baterije, geografsko lokacijo naprave, njeno orientacijo 
itd. 
Naslednja slika (Slika 7) prikazuje razmerje med osnovnim formatom PIDF 
(minimalen format, ki ga morajo podpirati posamezni odjemalci za vključitev v 
sistem storitve prisotnosti) in celotnim podatkovnim modelom, ki omogoča 
strukturiran zapis posameznih parametrov glede na to, ali se nanašajo na 
osebo, storitev oz. napravo. 
 13 
 
Slika 7: Povezava med podatkovnim modelom in formatom PIDF 
[Peternel07] 
2.6.3 Razširitve formata PIDF 
Znotraj osnovnega formata PIDF oz. razširjenega podatkovnoge modela lahko 
dodajamo nove elemente in atribute, pri čemer se poslužujemo posameznih 
razširitev. Najbolj znane so sledeče: 
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 razširitev podatkovnega formata za objavo informacije o prisotnosti 
(angl. RPID - Rich Presence Information Data format) [RFC4480]; 
 kontaktne informacije v podatkovnem formatu za objavo informacije o 
prisotnosti (angl. CIPID - Contact Information in Presence Information 
Data format) [RFC4482]; 
 TIMED Presence [RFC4481]; 
 geografska lokacija/zasebnost (angl. GEOPRIV - Geographic 
Location/Privacy) [RFC5491]; 
 razširitev za objavo zmožnosti uporabniškega agenta (angl. User Agent 
Capability Extension) [RFC5196]. 
Vsaka razširitev ima svoj imenski prostor, razvijalec storitev pa lahko dodaja 
tudi lastne razširitve znotraj novega imenskega prostora.  
2.6.3.1 RPID 
Razširitev RPID omogoča posameznemu viru prisotnosti, da trenutno stanje 
oglašuje prek večjega števila različnih elementov. Elementi, ki jih prinaša, se 
nanašajo na celoten podatkovni model (storitev, osebo in napravo). Možni so 
naslednji: 
 activities - vsebuje enega ali več elementov, ki označujejo trenutno 
aktivnost entitete prisotnosti (online, busy, in a meeting, having 
lunch, traveling, on vacation...); 
 class - omogoča viru prisotnosti razvrščanje sorodnih elementov v isti 
razred; 
 device-id - identifikator naprave (URN); 
 mood - določa razpoloženje entitete prisotnosti (happy, afraid, 
confused, impressed, offended...); 
 place-is - določa lastnosti kraja, kjer se entiteta prisotnosti nahaja 
(noisy environment, dark, quiet, too bright, uncomfortable, 
inappropriate); 
 place-type - določa tip kraja, kjer se entiteta prisotnosti nahaja (hotel, 
library, restaurant, public, street, cafe, classroom, hospital, prison...); 
 privacy - določa tip vsebine, ki jo entiteta prisotnosti lahko sprejme z 
največjo stopnjo diskretnosti (audio, video, text); 
 service-class - označuje tip storitve (electronic service, postal service, 
delivery service...); 
 sphere - element določa stanje in vlogo (identiteto), ki jo trenutno 
entiteta prisotnosti igra. Možne vrednosti so home, work ali 
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unknown. Na ta način npr. preprečimo, da bi sodelavci iz službe 
videli informacije, ki so namenjene samo domačim; 
 status-icon - vsebuje kazalec (npr. URL) do ikone, ki predstavlja 
osebo ali storitev; 
 time-offset - element izraža časovni odklon v minutah od  časa UTC; 
 relationship - označuje odnos med kontaktnim naslovom znotraj pod-
sekcije in entiteto prisotnosti;  
 user-input - element izraža trenutno uporabniško stanje storitve 
oziroma naprave (active ali idle). 
2.6.3.2 CIPID 
CIPID je razširitev osnovnega formata PIDF, ki omogoča pošiljanje dodatnih 
informacij o entiteti prisotnosti, kot so reference do vizitke, domače strani, 
zemljevida, glasbene datoteke, ikone itd. V okviru podatkovnega modela je to 
tipično razširitev elementa person. Dodatni elementi, ki jih uvaja razširitev 
CIPID so: 
 card - vsebuje URI, ki kaže na poslovno vizitko (LDIF ali vCard 
format); 
 display-name - vsebuje ime za prikaz, ki predstavlja entiteto 
prisotnosti;  
 homepage - vsebuje URI, ki kaže na domačo stran entitete 
prisotnosti;  
 icon - vsebuje URI, ki kaže na sliko entitete prisotnosti;  
 map - vsebuje URI, ki kaže na zemljevid, kjer se nahaja entiteta 
prisotnosti; 
 sound - vsebuje URI, ki kaže na zvočni zapis, ki predstavlja entiteto 
prisotnosti. 
2.6.3.3 TIMED Presence 
Iz opisa nekaterih razširitev (RPID in CIPID) je razvidno, da te omogočajo opis 
trenutnega stanja entitete prisotnosti, ne morejo pa posredovati časovno 
opredeljenega opisa stanja iz preteklosti ali prihodnosti. Kot primer lahko 
omenimo informacijo o tem, da bo entiteta prisotnosti začela s sestankom čez 
deset minut. Tega z dosedaj znanima razširitvama ne moremo sporočiti, zato je 
bil dodatno definirana razširitev TIMED Presence, ki omogoča objavljanje 
informacij o prihodnjih in preteklih stanjih oz. dogodkih. V ta namen je 
predstavljen nov element timed-status, ki vsebuje informacijo o času začetka 
posameznega dogodka. Element je lahko dodan pod-sekciji tuple znotraj 
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formata PIDF ali pa podsekcijama person oz. device znotraj podatkovnega 
modela prisotnosti. V okviru omenjenega elementa se lahko nahajata dva 
atributa – from (označuje začetni čas) in pa opcijski until (označuje končni čas). 
2.6.3.4 GEOPRIV 
GEOPRIV razširitev omogoča oglaševanje geografske lokacije entitete 
prisotnosti. Razširitev uporabljajo predvsem lokacijsko orientirani odjemalci. 
Temu so tudi namenjeni posamezni elementi, ki numerično opisujejo lokacijo s 
pomočjo geografskih koordinat. Vir informacije je lahko poljubna naprava 
(GPS, GSM, WLAN (triangulacija)...).  
2.6.3.5 Razširitev za objavo zmožnosti uporabniškega agenta 
Vsak opazovalec, ki dobiva informacije o stanju prisotnosti posameznega vira 
prisotnosti, lahko poleg tega dobi tudi informacije o podprtih funkcionalnostih 
odjemalca na drugi strani. Tako lahko v primeru, če želi opazovalec vzpostaviti 
komunikacijo z virom prisotnosti, to stori na najbolj optimalen način. 
Posledično opazovalec npr. ne bo pošiljal kratkih sporočil viru prisotnosti, ki 
takšne komunikacije ne podpira, temveč bo uporabil drugo komunikacijsko pot 
(npr. govorno komunikacijo). Za objavo tovrstnih informacij se uporablja 
dodatna razširitev osnovnega formata PIDF – razširitev za objavo zmožnosti 
uporabniškega agenta. Novi elementi tako npr. sporočajo, ali je vir prisotnosti 
mobilna ali stacionarna naprava, uporablja zvočno ali video komunikacijo, 
katere metode SIP podpira itd.    
2.7   Naloge strežnika prisotnosti 
Že v prejšnjem poglavju, ki govori o ključnih konceptih in gradnikih storitve 
prisotnosti, smo navedli, katere so dodatne naloge strežnika prisotnosti. V 
nadaljevanju bomo slednje podrobneje razdelali. 
2.7.1 Avtorizacija, filtriranje in naročanje na informacije o 
prisotnosti 
Informacija o prisotnosti je zasebnega tipa, zato mora imeti vir prisotnosti 
popolno kontrolo nad tem, kdo jo lahko prejme. To velja tudi v primeru, ko se 
med dvema entitetama (vir prisotnosti in opazovalec prisotnosti) nahaja 
aplikacijski strežnik. V praksi to pomeni, da slednji lahko prijavo na 
prejemanje informacij o prisotnosti potrdi ali zavrne; to stori glede na aktualna 
avtorizacijska pravila, ki jih prejme s strani vira prisotnosti. Strežnik 
avtorizacijsko logiko lahko izvaja ne glede na to, ali je vir prisotnosti vključen 
(angl. online) ali izključen (angl. offline). Pravila so običajno zapisana v 
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standardnem formatu XML in shranjena na strežniku XDMS. Vir prisotnosti 
lahko preko njih nastavlja, kdo lahko prejema informacije z njegove strani, 
hkrati pa ima tudi možnost določanja tipov informacij, ki jih lahko posamezen 
uporabnik prejema.  
Kadar želi vir prisotnosti ugotoviti, kdo se je prijavil na prejemanje njegovih 
podatkov o prisotnosti, se lahko naroči na prejemanje informacij o opazovalcih 
(angl. Watcher Information - WI). Gre za seznam trenutnih prijavljenih 
opazovalcev z vključenim statusom njihove prijave, ki ga vzdržuje strežnik 
prisotnosti. Obstajajo trije različni statusi prijave: aktivna (angl. active), 
neodločeno (angl. pending) in neaktivna (angl. terminated). Ko strežnik dobi 
prijavo, za katero ni posebnih avtorizacijskih pravil, nastavi njeno stanje na 
neodločeno, kar pomeni, da bo prijavitelj v najboljšem primeru dobival omejeno 
količino informacij o prisotnosti. Vir prisotnosti je obveščen o opazovalcu s 
stanjem neodločeno, zato zanj naknadno določi avtorizacijska pravila.  
Seveda pa imajo tudi opazovalci možnost določanja, kakšne vrste podatkov 
želijo prejemati z nastavljanjem t.i. filtrov. Ta funkcionalnost je dobrodošla 
predvsem pri mobilnih klientih, kjer je mesečna količina zakupljenih podatkov 
običajno omejena. S pomočjo filtrov lahko enostavno izključijo prejemanje 
podatkov iz določenih imenskih prostorov (razširitve) s strani izbranih entitet 
prisotnosti. Opazovalec nastavi filter v okviru svoje zahteve za prejemanje 
informacij o prisotnosti (znotraj sporočila SIP SUBSCRIBE), nato pa ga 
strežnik prisotnosti shrani za čas veljavnosti zahteve. 
2.7.2 Združevanje informacij o prisotnosti 
Informacije o entiteti prisotnosti lahko prihajajo iz različnih naprav in storitev 
v majhnih časovnih intervalih. Včasih to lahko privede tudi do konfliktov, saj 
se posamezne informacije med seboj celo izključujejo. Da bi bilo takšnih 
situacij čim manj, običajno strežnik prisotnosti preko vgrajenih pravil in 
algoritmov poskrbi za ustrezno združevanje informacij. Tovrstno izvajanje 
imenujemo tudi kompozicija. 
Glede na to, kje in kako zajemajo podatke o prisotnosti, lahko ločimo naslednje 
tipe naprav oz. storitev. 
 Ponudniki trenutne informacije o prisotnosti – gre za naprave, ki so vir 
informacije o trenutnem stanju prisotnosti. Uporabnik ima običajno 
možnost nastavljanja vrednosti posameznih elementov znotraj 
dokumenta o prisotnosti. Navadno so takšne naprave vredne zaupanja, 
kar pa ni pravilo, saj uporabnik velikokrat ne osvežuje svojega stanja v 
realnem času. 
 Ponudniki prihodnje informacije o prisotnosti – naprave in storitve, ki so 
vir informacije o prisotnosti v prihodnosti. Njihovo delovanje je osnovano 
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na koledarju, zanesljivost informacije pa je odvisna predvsem od tega, 
kako redno uporabnik osvežuje vsebino svojega koledarja. 
 Ponudniki informacije na podlagi meritev. Tovrstne naprava in storitve 
opazujejo obnašanje uporabnika (njegov stik z napravo). Glavni 
potencialni vir napake je ta, da lahko napravo oz. storitev uporablja tudi 
kdo drug in ne samo njen lastnik. 
 Ponudniki informacije na podlagi senzorskih meritev. Takšni ponudniki 
so aktualni predvsem v zadnjih letih, saj so senzorji postali enostavno 
dostopni in predstavljajo del nekaterih naprav, ki jih vsakodnevno 
uporabljamo (npr. pametni mobilni telefon). 
Kompozicija združuje informacije o prisotnosti s strani množice različnih 
naprav in storitev v enoten dokument, ki ga nato prejme končni opazovalec. 
Kompozicija je potrebna vsakič, ko o eni sami entiteti prisotnosti informacije 
prihajajo s strani večih virov. Njena naloga je izločanje informacij o prisotnosti, 
ki so stare (zastarele), si nasprotujoče in odvečne in združevanje teh v celovit, 
uporaben povzetek. Potrebno je poudariti, da kompozicija ne služi 
zmanjševanju velikosti sporočil obveščanja ali zaščiti informacij pred 
nepoklicanimi vpogledi. Za tovrtne namene se uporabljajo drugi mehanizmi, 
kot so delno obveščanje, filtriranje, avtorizacija itd.  
Kompozicija navadno poteka v naslednjih korakih: 
 izločanje starih in odvečnih (podvojenih) informacij, 
 izpeljava dodatnih informacij o prisotnosti, 
 razreševanje konfliktov, 
 združevanje sorodnih elementov. 
2.7.2.1 Izločanje starih in odvečnih (podvojenih) informacij 
Izločene so informacije, ki so starejše od v naprej določenega časa. Hkrati se 
npr. lahko odstranijo tudi pod-sekcije tuple, ki imajo vrednost elementa status 
enak closed, če obstajajo druge pod-sekcije (storitve) z vrednostjo open. 
2.7.2.2 Izpeljava dodatnih informacij o prisotnosti 
Na podlagi prejetih informacij se v postopku kompozicije generirajo dodatne 
informacije, ki končnemu prejemniku omogočajo lažjo in boljšo interpretacijo 
prejetega dokumenta z informacijo o prisotnosti. Tovrstno izvajanje je 
aktualno, ko odjemalec, ki je ponudnik informacije, ne podpira določenih 
razširitev, ali pa na podlagi obstoječih informacij v postopku kompozicije 
sklepamo o vrednostih drugih elementov.  
Dodatne informacije se lahko dodajajo dinamično ali statično. Dinamične so 
tiste informacije, ki se dodajajo samo, če so izpolnjeni določeni pogoji (pogoj je 
lahko npr. vrednost nekega elementa ali pa pravi čas – npr. noč). Statične 
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informacije se dodajajo vedno na podlagi predefiniranih pravil – npr. za 
določeno napravo se lahko vedno doda podatek o lokaciji.  
2.7.2.3 Razreševanje konfliktov 
Del postopka kompozicije je tudi razreševanje konfliktov, ki nastanejo zaradi 
nasprotujočih si informacij. Postopek razreševanja konfliktov je sestavljen iz 
dveh delov: 
 prepoznavanje konflikov in 
 reševanje konfliktov. 
Pri razreševanju konfliktov se uporablja več različnih metod razreševanja. 
Izločimo lahko npr. starejšo izmed dveh konfliktnih informacij ali pa tisto, ki ji 
glede na izvor manj zaupamo. Poudariti je potrebno tudi, da je včasih bolje 
pustiti konflikt nerazrešen in dovoliti opazovalcu informacije o prisotnosti, da 
se odloči sam.  
Ker je prepoznavanje konfliktov predpogoj za uspešno razreševanje, je 
potrebno imeti na voljo učinkovite algoritme, ki se ukvarjajo samo s tem 
problemom. 
2.7.2.4 Združevanje sorodnih elementov 
Naloga kompozicije je tudi združevanje sorodnih elementov. Ta korak se izvaja 
v zadnjem delu celotnega postopka kompozicije, saj je pred tem potrebno 
poskrbeti za odpravo možnih konfliktov. 
2.7.3 Delno obveščanje o prisotnosti 
Težava, ki se pojavi v povezavi z osnovnim formatom PIDF, je ta, da zahteva 
pošiljanje celotne vsebine ob vsaki spremembi, pa četudi gre samo za delček iz 
celotnega dokumenta XML. To lahko povzroča neprijetnosti pri napravah, ki 
uporabljajo povezavo z majhno razpoložljivo pasovno širino oz. imajo omejen 
dostop do povezave. V ta namen je bil uveden princip delnega obveščanja (angl. 
partial presence), ki prinaša razširitev formata PIDF z uporaba dveh novih 
korenskih elementov. To sta pidf-full ter pidf-diff. Prvi naznanja prenos 
celotnega dokumenta PIDF ob vsaki spremembi, tako kot velja za osnovni 
format PIDF - edina razlika je v uvedbi dodatnega obveznega atributa version. 
Drugi element omogoča pošiljanje samo dela dokument PIDF (tistega, ki se je 
spremenil). Tako kot  pidf-full tudi  pidf-diff uvaja obvezen dodatni številski 
atribut version. Le-ta služi kot mehanizem za preverjanje pravilnosti prenosa 
posameznih dokumentov (ali njihovih delov). Vsak dokument ima vrednost 
atributa za eno večjega od predhodnika. Na ta način lahko hitro ugotovimo, ali 
je vrstni red prihajajočih popravkov pravilen in ali je mogoče prišlo do izgube 
posameznih popravkov nekje na komunikacijski poti.  
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Znotraj korenskega elementa pidf-diff se pri pošiljanju popravkov uporabljajo 
trije pod-elementi: 
 add - dodajanje nove vsebine, 
 remove - brisanje obstoječe vsebine, 
 replace - popravek obstoječe vsebine. 
2.8 Nadgradnja storitve prisotnosti 
Strežnik prisotnosti ima osrednjo vlogo v okviru arhitekture storitve 
prisotnosti. Govorimo o centralni entiteti, kamor se stekajo informacije s strani 
različnih virov prisotnosti in ki na podlagi v naprej definiranih pravil 
posreduje te informacije proti posameznim opazovalcem. Seveda bi bilo mogoče 
implementirati takšen sistem tudi v arhitekturi točka – točka (angl. peer to 
peer – P2P), vendar bi pri tem morale biti vse funkcionalnosti izvedene pri 
posameznih odjemalcih. Če predpostavimo, da so si lahko naprave med seboj 
zelo različne (omenimo samo, da imamo znotraj naprav različne programske 
platforme, performančno pa so lahko naprave zelo podhranjene), naloge, ki jih 
opravlja strežnik prisotnosti pa bodo s časoma postale vedno bolj kompleksne, 
lahko hitro ocenimo, da bi bila implementacija in kasnejša nadgradnja 
distribuiranega sistema zelo zahtevna, če ne nemogoča. Posledično si želimo, 
da strežnik prisotnosti ostane v naši arhitekturi v vlogi centralne točke nanj 
pa lahko povežemo vsako napravo oz. odjemalca (vir in opazovalec prisotnosti), 
ki ima zagotovljeno povezljivost s spletom (to je potreben in zadosten pogoj). 
V nadaljevanju bomo predstavili možnosti nadgradnje strežnika prisotnosti (in 
s tem storitve prisotnosti) z namenom zagotavljanja inteligentne podpore 
(komunikacijskim) storitvam. Pri tem bomo razvili koncept strežnika 
prisotnosti v smeri kontekstualnega vozlišča. Posledično moramo najprej 
podrobneje definirati têrmin konteksta, kot ga bomo uporabljali v 
nadaljevanju.    
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3. Kontekst 
3.1 Definicija konteksta 
Slovar slovenskega knjižnega jezika [SSKJ] izraz kontekst razlaga kot 
besedilo, v katero spada obravnavani del teksta, sobesedilo. Kontekst je v tem 
primeru pojasnilo (sobesedilo), ki nam omogoča boljše razumevanje osnovnega 
teksta. Interpretacija posledično ni prepuščena (zgolj) subjektivni presoji, 
temveč se zanaša na dodatna dejstva. 
Slovar angleškega jezika [OXFORD] podaja nekoliko drugačno (pa vendarle 
sorodno) definicijo konteksta, ki pravi, da kontekst predstavlja okoliščine, v 
okviru katerih lahko dogodek, izjavo ali idejo v popolnosti razumemo.  
Ko iščemo tehnološko definicijo konteksta, ne moramo mimo Dey-a 
[DeyAbo00], ki definira kontekst kot katerokoli informacijo, ki jo lahko 
uporabimo, da označimo situacijo v kateri se nahaja entiteta. Slednja je lahko 
oseba, prostor ali objekt, ki je ocenjen kot relevanten za potek interakcije med 
uporabnikom in aplikacijo. Pri tem je entiteta lahko tudi uporabnik ali 
aplikacija sama.  
V središču dogajanja si predstavljamo uporabnika in njegovo interakcijo z 
aplikacijo. Vprašanje, ki si ga pri tem zastavljamo, je, katere so tiste entitete, 
ki lahko vplivajo na omenjeno interakcijo. Seveda je to najprej uporabnik sam 
(njegovo počutje, lokacija, starost itd.), dodatno so tukaj tudi drugi 
posamezniki in objekti okrog njega, pa okolica (temperatura, vlaga, hrup itd.) 
ter velikokrat tudi aplikacija ali/in naprava. V splošnem opisujemo zelo širok 
nabor različnh dejavnikov, ki pa ga vseeno lahko izostrimo. V nadaljevanju 
bomo obravnavali tri glavne entitete, ki so po našem mnenju še posebej 
relevantne za potek interakcije med uporabnikom in aplikacijo. Poleg tega ne 
bomo govorili več samo o aplikacijah, temveč tudi o storitvah (te so danes še 
posebej aktualne, saj gre pri večini rešitev v resnici za kombinacijo aplikacije 
in storitve v oblaku).  
Smatramo, da so naslednje tri entitete še posebej pomembne, ko poizkušamo 
razumeti posamezno interakcijo. To so: 
 uporabnik, 
 aplikacija (oz. storitev), ki jo uporabnik uporablja in 
 naprava, na kateri se aplikacija nahaja, oz. preko katere dostopa do 
storitve. 
 
Predstavimo novo tehnološko definicijo konteksta, ki jo bomo kasneje še 
nekoliko dopolnili:  
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Kontekst predstavljajo okoliščine, v katerih se nahaja uporabnik, aplikacija oz. 
storitev, ki jo slednji uporablja, ter naprava, prek katere dostopa do aplikacije 
oz. storitve. Omenjene okoliščine so relevantne za potek njegove interakcije z 
aplikacijo oz. storitvijo. 
 
V naši definiciji smo katerokoli informacijo (Dey) označili z okoliščinami. Sedaj 
nas seveda zanima, kakšne so lahko te okoliščine – kateri so tipi informacij, ki 
pričajo o okoliščinah, v katerih se nahaja entiteta. Potencialen nabor je velik in 
raznovrsten, saj obsega vse, kar posameznik ali različni senzorji okrog njega 
zaznajo. Omenimo nekaj različnih: 
 lokacija uporabnika, 
 identiteta uporabnika 
 aktivnost uporabnika, 
 srčni utrip uporabnika, 
 čas, 
 jakost zvoka okolice 
 jakost svetlobe okolice, 
 hitrost uporabnika, 
 orientacija naprave, 
 velikost naprave, 
 jezik aplikacije, 
 pospešek uporabnika, 
 temperatura okolice itn. 
 
Navkljub raznovrstnosti pa so določeni tipi informacij bolj pomembni kot 
drugi. To ugotavlja tudi Dey, ki v okviru svoje definicije konteksta nadalje 
definira štiri tipe informacij. To so: lokacija, identiteta, aktivnost in čas - štirje 
tipi informacij, ki nam podajo celovito sliko o okoliščinah, ki ključno vplivajo 
na potek uporabnikove interakcije z aplikacijo. Dey za naštete tipe pravi, da so 
to t.i. primarni tipi konteksta. Če upoštevamo našo omejitev, kjer vlogo entiete 
prevzame uporabnik, naprava ali aplikacija (storitev), si lahko npr. 
predstavljamo posameznika, ki je v nekem času (npr. ponedeljek zjutraj) na 
določeni lokaciji (npr. hodnik poslovne stavbe), ima svojo identiteto (npr. 
sip:janez.novak@operater.si) in opravlja eno ali več aktivnosti (npr. hoja s 
hitrostjo 4 km/h in brskanje po spletu preko pametnega mobilnega telefona). 
Govorimo torej o različnih vidikih (aspektih), ki podajajo kriterij za presojanje 
okoliščin v katerih se nahaja entiteta (uporabnik). Za popolnejšo sliko bomo 
Dey-evi definiciji dodali še dodaten vidik t.i. ambienta oz. okolice naše entitete 
(npr. temačno in zelo glasno).  
Na podlagi novih spoznanj lahko sedaj postavimo razširjeno definicijo 
konteksta: 
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Kontekst predstavljajo okoliščine v katerih se nahaja uporabnik, aplikacija oz. 
storitev, ki jo uporablja ter naprava preko katere uporabnik dostopa do 
aplikacije oz. storitve in so relevantne za potek njegove interakcije z aplikacijo 
oz. storitvijo. Okoliščine so predstavljene z vidika identitete, lokacije, aktivnosti 
in ambienta posamezne entitete ter časa zaznave. 
 
Formulirajmo sedaj kontekst še z uporabo matematičnega jezika: 
 
𝐶𝑒 = ⋃ 𝑐𝑎,𝑒
∀𝑎
 
𝑎 =  {𝑖, 𝑙, 𝑎𝑐, 𝑡, 𝑎𝑚}  
 
Z oznako 𝑐𝑎,𝑒 označujemo vrednost konteksta, ob upoštevanju vidika 𝑎, pri 
čemer slednji opisuje okoliščine, ki vplivajo na entiteto 𝑒. Celoten kontekst 𝐶𝑒 
uporabnika je definiran z unijo vplivov posameznih pod-kontekstov. Slednji so 
lahko numerično ovrednoteni ali pa podani opisno (npr. kot vozlišče iz 
ontologije). Pri tem vidik črpa iz zaloge vrednosti množice, ki je določena z 
identiteto (𝑖), lokacijo (𝑙), aktivnostjo (𝑎𝑐)  in ambientom (𝑎𝑚) entitete ter 
časom (𝑡). 
Sedaj lahko definiramo kontekst kot unijo kontekstov vseh posameznih entitet, 
ki vplivajo na interakcijo med uporabnikom in aplikacijo oz. storitvijo: 
 
𝐶 = ⋃ 𝑐𝑒
∀𝑒
 
𝑒 =  {𝑢, 𝑎, 𝑠, 𝑑} 
 
Pri tem smo entitete omejili na uporabnika (𝑢), aplikacijo (𝑎) oz. storitev (𝑠) in 
napravo (𝑑). 
3.2 Sistem, ki se zaveda konteksta 
Dey pravi, da se sistem zaveda konteksta, če ga uporablja zato, da zagotavlja 
relevantne informacije in storitve končnemu uporabniku; pri tem je relevantnost 
določena z nalogo, ki jo uporabnik trenutno opravlja. V definiciji konteksta smo 
uporabljali izraz aktivnost, tokrat pa govorimo o nalogi. Izraza imata seveda 
različne pomene; naloga ima tako običajno točno določen cilj, aktivnost pa je 
lahko sama sebi zadostna.  
Naštejmo sedaj možne primere uporabe konteksta znotraj sistemov: 
1. prikaz konteksta – zajete informacije so predstavljene uporabniku - npr. 
prikaz lokacije na zemljevidu; 
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2. kontekst kot podpora konfiguraciji – avtomatska izbira najbližjega vira 
– npr. tiskanje preko najbližljega tiskalnika, ali pa prikaz vsebine na 
najbližjem zaslonu itd; 
3. kontekst kot prožitelj različnih akcij – sistem na podlagi konteksta 
sproži različne akcije – npr. utišanje televizijskega aparata, ko zazvoni 
telefon, ali pa preusmeritev dohodnega klica, ko je uporabnik na 
sestanku; 
4. kontekst kot pomoč pri mediaciji – prilagoditev zahtevanih podatkov ali 
storitev tako, da najbolj ustrezajo trenutnemu kontekstu – npr. 
podajanje vremenske napovedi glede na lokacijo uporabnika; 
5. kontekst kot podpora pri upravljanju s parametri okolice -  prilagajanje 
parametrov okolice (npr. osvetljenost, ogrevanje, vlažnost) glede na 
kontekst – npr. avtomatski zagon ogrevanja prostora, ko se uporabnik 
vozi domov; 
6. kontekst kot podpora pri predstavitvi – prilagajanje uporabniškega 
vmesnika glede na kontekst – npr. avtomatska osvetlitev tipkovnice na 
prenosnem računalniku v primeru temačne okolice. 
Kot je razvidno iz primerov 2–6, kontekst nudi podporo različnim akcijam 
znotraj sistema. Pri tem kontekst ni omejen samo na interakcije, temveč je 
pomemben člen subjetivne presoje rezultatov posameznih akcij. Kontekst je 
posledično ključen pri definiranju uporabniške izkušnje [JumVai10].  
Prvi primer (1) iz seznama je manj zanimiv, saj gre zgolj za prikaz informacij o 
kontekstu, nas pa bodo v nadaljevanju doktorske disertacije zanimale 
predvsem podporne funkcije, ki jih sistem lahko nudi na osnovi le-teh.     
Na podlagi zgronjih ugotovitev lahko sedaj postavimo lastno definicijo sistema, 
ki se zaveda konteksta: 
 
Sistem, ki se zaveda konteksta, je tisti, ki kontekst uporablja, da bi nadgradil 
svoje znanje in s tem izboljšal upoorabniško izkušnjo storitev oz. aplikacij, ki 
jih ponuja. 
 
Ključna je uporabniška izkušnja, katere cilj je maksimizirati zadovoljstvo 
uporabnika med uporabo storitve ali aplikacije. To je tudi glaven razlog in 
motiv, zakaj želimo vpeljati koncept konteksta v storitev prisotnosti. Naš cilj 
je, da predstavimo model strežnika prisotnosti, ki se bo zavedal konteksta in 
omogočal proženje različnih akcij na podlagi le-tega (scenarij 3 – kontekst kot 
prožitelj različnih akcij). Vse to počnemo z namenom izboljšanja končne 
uporabniške iskušnje pri rokovanju s komunikacijskimi storitvami in 
aplikacijami. 
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3.3 Upravljanje s kontekstom 
Sistem mora iz surovih podatkov, ki jih zajema s strani posameznih senzorjev, 
izluščiti ustrezen pomen. To lahko predstavlja večdimenzionalen problem, 
sploh če si predstavljamo številčnost in raznovrstnost senzorjev za zajem 
podatkov. Vzemimo npr. preprost sistem, ki zazna, da uporabnik spi (stanje 
uporabnik spi). Pri tem je takšno stanje določeno na podlagi odčitkov 
posameznih senzorjev, iz katerih je možno razbrati naslednja pod-stanja: 
temno, tiho, notri, nočni čas, horizontalno, mirovanje.  
3.3.1 Kontekstualni sklad 
Vsako pod-stanje izhaja iz meritve posameznega senzorja – v našem primeru 
imamo senzorje svetilnosti (temno), glasnosti (tiho), lokacije (notri), orientacije 
(horizontalno), gibanja (mirovanje) in časa (nočni čas). Sistem mora s strani 
senzorjev pridobiti podatke, jih pravilno interpetirati, nato pa na podlagi 
različnih pod-stanj sklepati o stanju uporabnika (uporabnik spi). Naštevamo 
zaporedje procesov, ki jih mora sistem, ki se zaveda konteksta, obvladovati. 
Spodnja slika (Slika 8) prikazuje takšno verigo, ki ji bomo v nadaljevanju rekli 
kontekstualni sklad [Chalmers11]. 
 
Slika 8: Kontekstualni sklad 
Posamezen senzor, ki predstavlja strojno opremo, je s sistemom povezan na 
podprt4 način. Slednji prek ustreznih rutin gonilnika naprave vzpostavi 
                                                 
4 Povezovanje senzorjev s sistemom ni tematika doktorske disertacije. Predvidevamo le, da to lahko storimo in s tem 
preko pripadajočega gonilnika vzpostavimo komunikacijo med sistemom in senzorjem. 
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komunikacijo s senzorjem in pridobi dostop do surovih podatkov. Gonilnik 
naprave si moramo v tem primeru predstavljati v širšem smislu besede. Lahko 
gre za dejanski gonilnik, ki na nivoju operacijskega sistema pošilja in prejema 
posamezne programske signale, lahko pa je to modul, ki s senzorjem 
komunicira prek obstoječih komunikacijskih protokolov (npr. HTTP). V 
vsakem primeru je glavna naloga gonilnika, da proti višjim nivojem v sistemu 
zakrije specifike posameznik naprav (senzorjev) in omogoča učinkovito 
komunikacijo.  
Ko sistem pridobi podatke s strani senzorja, jih najprej pošlje skozi modul za 
osnovno procesiranje. Podatki so tam filtrirani, prilagojeni glede na specifike 
posameznega senzorja in normalizirani. To je hkrati tudi oblika podatkov, ki je 
primerna za shranjevanje v podatkovno bazo. Osnovnemu procesiranju sledi 
izračun vektorja značilk (angl. feature vector). Vsak vektor vsebuje vse 
potrebne značilke, ki v naslednji fazi algoritmu za klasifikacijo omogočijo 
umestitev v ustrezen razred. Če se vrnemo na prejšnji primer, bi naš vektor 
značilk izgledal takole: [temno, tiho, notri, nočni čas, horizontalno, mirovanje]. 
Rezultat klasifikacije bi bilo ugotovljeno stanje uporabnik spi. Vektor značilk 
je torej vhodni parameter v algoritem za klasifikacijo. Posamezne značilke 
lahko sestojijo iz numeričnih vrednosti (naravna ali realna števila), boolean 
vrednosti (true/false) ali opisnih vrednosti (primer, ki smo ga navedli). Na tem 
mestu lahko uvedemo izraz primitivni tip konteksta, ki označuje elemente 
vektorja značilk, ki izhajajo iz neposrednih senzorskih meritev.   Pri tem se 
moramo zavedati, da sistem s strani senzorjev običajno dobi numerične 
vrednosti – do opisnih tako pridemo med postopkom izračuna vektorja značilk 
(npr. vrednost 10db, ki jo vrne senzor za merjenje glasnosti okolice, lahko 
povežemo z opisno vrednostjo tiho). Teoretično gledano gre tudi v tem primeru 
za postopek klasifikacije, ko posamezno vrednost (10db) po izbranem algoritmu 
povežemo z ustreznim razredom (npr. tiho). Pri tem je algoritem v večini 
primerov zelo preprost in preverja, kateremu intervalu pripada posamezna 
numerična vrednost, kot to počnejo naslednje vrstice programske kode (Slika 
9):  
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/* 
 * Klasifikacija posameznih vrednosti glasnosti okolice 
 */ 
 String getVolumeDesc(float volume) { 
  String volumeDesc; 
  if (volume <= 30) // Razred 'tiho'  
   volumeDesc = TIHO; 
  else if (30 < volume <= 70) // Razred 'zmerno' 
   volumeDesc = ZMERNO; 
  else if (70 < volume <= 95) // Razred 'glasno' 
   volumeDesc = GLASNO; 
  else if (volume > 95) // Razred 'hrupno' 
   volumeDesc = HRUPNO;  
   
  return volumeDesc; 
 } 
 
Slika 9: Primer preprostega klasifikatorja 
Po uspešno izračunanemu vektorju značilk bo sistem uporabil bolj kompleksne 
algoritme za klasifikacijo, ki vračajo bolj ali manj natančen klasifikator. Več o 
tem bomo povedali v nadaljevanju, sedaj predpostavimo, da je rezultat te faze 
izračunan kontekst uporabnika, ki je uporabnik spi in da se nov izračun 
razlikuje od prejšnjega (kar je pravilno). Gre za predstavitev konteksta, s 
kakršno lahko operirajo posamezne aplikacije; v nadaljevanju bomo takšno 
predstavitev imenovali kompleksni tip konteksta. Takšno predstavitev sistem 
interpretira kot  nov dogodek, ki ga mora v čim krajšem času posredovati vsem 
zainteresiranim aplikacijam, hkrati pa tudi kot novo stanje, ki ga doda v 
verigo prejšnjih. Na koncu mora sistem zunanjim odjemalcem (aplikacijam) 
omogočiti, da preko ustreznih odprtih programskih vmesnikov na kontroliran 
in varen način dostopajo do konteksta. Naloga vmesniškega sloja je predvsem 
ta, da zagotavlja avtentikacijo in avtorizacijo dostopa s strani zunanjih 
aplikacij. Hkrati mora vmesnik zagotavljati takojšnje vračanje rezultatov 
poizvedbe ali pa to stori samo ob prvi spremembi glede na trenutno stanje. 
3.3.2 Dogodkovno gnan sistem 
Dogodkovno gnan sistem (angl. event-driven system) spremlja pojavnost novih 
dogodkov in o tem obvešča posamezne aplikacije. Takšen sistem je običajno 
programsko realiziran z uporabo t.i. listener vmesnika. Gre za koncept 
programskega vmesnika (angl. listener), ki določa metode (npr. onReceive()) 
prek katerih lahko prejemamo obvestila o posameznih dogodkih (angl. event). 
V okviru implementacije vmesnika realiziramo omenjeno metodo, znotraj 
katere je določena obravnava posameznih dogodkov. Tako lahko npr. sistem ob 
dogodku uporabnik spi pošlje obvestilo vsem aplikacijam, ki jih takšen dogodek 
zanima in so to predhodno sporočile. Tehnološko je obveščanje običajno 
umeščeno v odziv na zadnjo veljavno prejeto zahtevo HTTP s strani aplikacije 
(predpostavimo, da gre v našem primeru za implementacijo odprtega 
????
aplikacijskega vmesnika, ki je izvedena z uporabo protokola HTTP). Gre za 
asinhron t.i. long-polling mehanizem, ki omogoča, da strežnik postreže z 
odzivom šele takrat, ko dejansko pride do spremembe stanja (oz. po izteku 
časovnika, če se slednje zgodi prej). Primer takšne implementacije prikazuje 
spodnja programska koda (Slika 10). Znotraj metode onReceive lahko 
filtriramo dogodek uporabnik spi (ContextEvent.USER_SLEEPING) in ob 
uspešnem vstopu v zanko pošljemo odziv vsem aplikacijam, ki čakajo nanj 
(metoda sendAsyncResponse). 
/* 
 * Obravnava kontekstualnih dogodkov 
 */ 
 public void onReceive(ContextEvent contextEvent, Presentity presentity) { 
  // Obravnava dogodka 'uporabnik spi' 
  if (contextEvent.getValue.equals(ContextEvent.USER_SLEEPING)) {   
sendAsyncResponse(contextEvent) 
  }  
 } 
 
Slika 10: Obravnava kontekstualnih dogodkov 
Spodnja slika (Slika 11) prikazuje koncept delovanja takšnega odprtega 
vmesnika, ki omogoča učinkovito posredovanje dogodkov v smeri proti 
aplikacijam: 
 
Slika 11: Dogodkovno gnan sistem 
Pri tem še enkrat poudarimo, da generator dogodkov spletni strežnik obvešča 
samo o novih dogodkih (ne posreduje dveh identičnih dogodkov enega za 
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drugim). V primeru pretečenega časovnika lahko spletni strežnik aplikaciji 
posreduje obvestilo o preteku ali pa vrne zadnji dogodek, ki ga je sistem 
zabeležil. 
Dogodkovno gnan sistem običajno posreduje informacijo o kontekstu 
aplikacijam, ki jo izkoriščajo za proženje akcij (kontekst kot prožitelj različnih 
akcij), nudenje podpore pri upravljanju s parametri okolice (kontekst kot 
podpora pri upravljanju s parametri okolice) in pri izvedbi predstavitve 
(kontekst kot podpora pri predstavitvi). 
3.3.3 Sistem za obravnavo stanj konteksta 
Sistem za obravnavo stanj omogoča kontinuirano spremljanje konteksta. Ne 
gre več samo za posamezne ločene dogodke, temveč za celoten zgodovinski 
potek in dinamiko. Ob vsakem novem dogodku se v pripadajočo podatkovno 
bazo (skladišče) shrani novo stanje, ki je označeno s časovnim žigom njegovega 
nastanka. Zunanje aplikacije imajo preko ustreznega odprtega aplikacijskega 
vmesnika dostop do celotne ali omejene sekvence stanj. Takšen vmesnik ima 
običajno na voljo nekatere opcijske parametre, kot so:  
 from (začetni čas) – vmesnik vrača samo podatke, ki so novejši od 
podanega časa, 
 to (kočni čas) – vmesnik vrača samo podatke, ki so starejši od podanega 
časa, 
 order (razvrščanje glede na čas) – oznaka za tip razvrščanje – npr. 
naraščajoče (asc) ali padajoče (desc), 
  count (število zadetkov) – zgornje število zadetkov, ki jih vmesnik vrne. 
Primer takšne aplikacije je npr. grafični prikazovalnik opravljene poti 
uporabnika (prikaz sosledja posameznih lokacij (stanj) uporabnika na 
zemljevidu) v zadnji uri. 
????
 
Slika 12: Sistem za obravnavo stanj konteksta 
Aplikacije lahko dodatno na podlagi primerjave novega s prejšnjimi stanji 
pridobijo zavedanje o spremembah stanj (∆) in o hitrosti spreminjanja za nazaj. 
Na podlagi tega je možno predvideti tudi nekatere spremembe, ki se bodo 
zgodile v prihodnosti – predvidena sprememba lokacije npr. lahko rezultira v 
avtomatskem prikazu novega zemljevida, ko je to potrebno. Dodatno je 
natančnost in velikost slednjega odvisna od hitrosti uporabnika (hitrost 
spreminjanja stanja lokacije). Tako zemljevid obsega manjše področje (več 
detajlov), če uporabnik kolesari oz. večje področje (manj detajlov), če se vozi z 
avtomobilom (spomnimo se na uporabo konteksta v vlogi mediatorja - kontekst 
kot pomoč pri mediaciji).     
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4. Storitev prisotnosti 2.0 
Storitev prisotnosti je danes v praksi omejena na funkcionalno omejen krog 
uporabniških aplikacij in storitev, ki jo običajno koristijo izključno v namene 
prikazovanja trenutnega stanja prisotnosti uporabnika znotraj obstoječih 
komunikacijskih odjemalcev. Iste aplikacije so pogosto tudi viri prisotnosti. 
Informacijo o prisotnosti znotraj odjemalca največkrat predstavlja zgolj manjši 
nabor opisnih stanj (npr. dostopen, odsoten, zaseden itd.). Interpretacija 
takšne informacije je pri tem prepuščena subjektivni presoji končnega 
uporabnika in predvsem njegovemu poznavanju osebe, na katero se 
informacija nanaša. V praksi se pogosto izkaže, da je na podlagi takšne 
informacije (npr. uporabnik je zaseden) nemogoče zanesljivo sklepati o 
dejanski situaciji. Pojavljajo se vprašanja, kot je denimo ali je uporabnik res 
zaseden, ali pa je to samo staro stanje, ki ni bilo posodobljeno. In pa, če je 
uporabnik zaseden, ali se bo mogoče vseeno oglasil, če ga pokličem na telefon? 
Hkrati takšna oblika podajanje informacije ni najbolj primerna, kadar je na 
sprejemni strani stroj oz. storitev ali aplikacija, storitev prisotnosti pa pri tem 
prevzame vlogo podporne storitve. Posamezna stanja bi bilo tako potrebno na 
podlagi ustreznega modela matematično ovrednotiti, pri tem pa upoštevati 
trenutni kontekst. v katerem se nahaja uporabnik. 
V času, ko nas obkrožajo številne naprave, ki so na tak ali drugačen način 
povezane v javno medmrežje, se pojavljajo nove možnosti pridobivanja 
različnih podatkov o uporabniku [PZK08]. Slednji podajajo veliko bolj natančno 
sliko o stanju uporabnika in omogočajo zaznavo konteksta, v katerem se 
nahaja. Storitve, ki takšne podatke uporabljajo (angl. Context Aware Services - 
CAS), so posledično lahko bolj intuitivne in prijaznejše za uporabo. Za 
natančno določanje konteksta uporabnika je potrebno definirati širok nabor 
virov različnih podatkov, ki je lahko poljubno velik in zajema tako rekoč vse 
dimenzije obnašanja, komunikacij in socialnih interakcij posameznikov znotraj 
izbrane skupnosti [APIKP11]. Pri tem je potrebno paziti, kako upravljamo s 
podatki in po kakšnih kriterijih jih posredujemo končnemu uporabniku ali 
storitvi. V poslovnih okoljih npr. je to še posebej pomembno, saj moramo 
zagotavljati ustrezno zasebnost, hkrati pa uporabnik dobi samo tiste 
informacije, ki mu koristijo pri njegovem delu in ga sistem ne zasipa z 
odvečnimi (angl. information overload). V literaturi se tako največkrat omenja 
holistični pristop združevanja posameznih podatkovnih fragmentov 
[AdrBos11].   
 
Ko v trenutno uveljavljen koncept storitve prisotnosti vpeljemo takšno 
razmišljanje, se pojavijo nove možnosti razširitveStrežnik prisotnosti 
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posledično prevzame vlogo kontekstualnega vozlišča. Pri tem ima znotraj 
trenutne arhitekture vsaj dve ključni prednosti, zaradi katerih je 
najprimernejši za prevzem takšne vloge. 
1. Zasnova komunikacijskih vmesnikov že sedaj omogoča pridobivanje 
podatkov s strani množice različnih  komunikacijskih naprav (npr. po 
protokolu SIP SIMPLE). Hkrati se strežnik lahko povezuje z zunanjimi 
viri prisotnosti, pri čemer običajno koristi protokol HTTP. 
2. V okviru trenutno uveljavljenih razširitev formata PIDF je že možno 
predstaviti omejeno množico kontekstualnih podatkov s strani različnih 
virov prisotnosti (aktivnost, počutje, status, geo lokacija, odnosi…). 
Dodatno so na voljo tudi nekateri rezultati poizkusov razširitve formata 
PIDF v smeri podpore širšemu kontekstu [Brok05]. Vseeno bo potrebno 
uporabiti bolj generičen pristop pri definiranju formata, saj je 
raznolikost različnih tipov podatkov prevelika. To dokazuje že velik 
nabor podatkov, ki jih je možno zajeti samo s strani pametnega 
mobilnega telefona [AGSPMP15], kot enega izmed možnih (zunanjih) 
virov prisotnosti.  
 
Koncepta storitve prisotnosti in konteksta si glede na njuno definicijo oz. 
osnovni namen uporabe nista neposredno sorodna. Namen storitve prisotnosti 
je tako oceniti pripravljenost na komunikacijo, namen konteksta pa predstaviti 
situacijo, v kateri se entiteta nahaja. Osnovno razmišljanje, ki mu bomo sledili, 
je preprosto: če poznamo situacijo, v kateri se posameznik v nekem trenutku 
nahaja, lahko ustrezno ovrednotimo tudi njegovo pripravljenost na 
komunikacijo v istem trenutku. Na podlagi konteksta je tako potrebno 
numerično določiti ustrezen (verjetnostni) faktor, ki označuje trenutno voljo po 
komunikaciji [HPBD08]. Pri tem je ključnega pomena ustrezno modeliranje 
celotnega sistema in definiranje novega, generičnega formata, ki omogoča 
zapis informacije o prisotnosti s strani poljubnega vira [CMP00]. Podobne 
sheme se danes uporabljajo na področju t.i. medmrežja stvari (angl. Internet of 
Things - IoT), pri tem pa se znotraj storitve prisotnosti dodatno pojavijo 
nekatere zahteve, ki se dotikajo predvsem varnosti in zasebnosti.        
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5. Razširitev formata PIDF 
Preden definiramo nov podatkovni format, ki bo zagotavljal prenos poljubnega 
primitivnega tipa konteksta, predstavimo osnovne zahteve oz. pričakovanja. 
 
1. Združljivost z omrežjem IMS. Koncept omrežja IMS je bil 
predstavljen s strani organizacij 3GPP in 3GPP2, ki sta pripravili 
arhitekturo, zasnovano na protokolu SIP. Trenutno je to edina globalno 
standardizirana arhitekura SIP, ki odgovarja na potrebe (mobilnih) 
operaterjev. V ospredje so postavljeni varnost, mobilnost, nadzor nad 
kakovostjo storitve (angl. Quality of Service - QoS) in zaračunavanje. 
Format PIDF (skupaj z nekaterimi razširitvami) je že sprejet s strani 
organizacije 3GPP. Uporablja se za prenos informacije o prisotnosti med 
dvema terminaloma in med posameznimi omrežnimi elementi. Vse nove 
razširitve morajo biti posledično takšne, da omogočajo nadaljnje 
delovanje znotraj omrežja IMS. 
2. Združljivost z obstoječimi mehanizmi storitve prisotnosti. Nova 
razširitev mora podpirati izvedbo vseh obstoječih mehanizmov storitve 
prisotnosti, ki smo jih opisali v predhodnih poglavjih.   
3. Združljivost z obstoječim formatom storitve prisotnosti. Nova 
razširitev mora biti združljiva z obstoječim formatom storitve 
prisotnosti, ki smo ga opisali v predhodnih poglavjih, in njegovimi 
razširitvami.      
4. Generičnost razširitve. Trenutne razširitve formata PIDF so omejene 
na zaključen nabor elementov in atributov. Vsako razširitev je možno 
dodatno razširiti (z novimi elementi in atributi), vendar s tem vsakič 
posegamo v format, ki se posledično ves čas spreminja. Ključna zahteva 
je torej, da razširitev omogoča zapis poljubnega podatka o kontekstu 
uporabnika, kar pomeni, da lahko kadarkoli v sistem prisotnosti 
priključimo novo napravo oz. storitev.  
5.1 OMA storitveni vmesniki naslednje generacije 
Organizacija OMA je v letu 2009 začela z razvojem specifikacije, ki opisuje 
storitvene vmesnike naslednje generacije (angl. The Next Generation Service 
Interfaces - NGSI). Leta 2012 je bila predstavljena prva uradno potrjena 
različica specifikacije (oznaka 1.0). V organizaciji OMA želijo tako vzpodbuditi 
uporabo različnih podpornih storitev (nad katerimi bedi OMA) med spletnimi 
razvijalci in njihovo vključitev v nove spletne storitve. Za osnovo so pri tem 
vzeli takrat aktualno specifikacijo vmesnikov Parlay X (3GPP Rel. 8 
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Parlay/Parlay X APIs) [ParlayX], hkrati pa definirali nekatere dodatne 
vmesnike. Pri tem so upoštevali evolucijo današnjih komunikacijskih omrežij, 
v katera se med drugim intenzivno vključujejo tudi različne socialne platforme 
in platforme za spletno trgovanje. Cilj specifikacije NGSI je predstaviti širok 
nabor različnih vmesnikov, ki bodo omogočili razvoj in uporabo storitev 
naslednje generacije na različnih področjih iz vsakodnevnega življenja, posla in 
družbe. Specifikacija NGSI tako predstavlja fleksibilne vmesnike za enostaven 
dostop do operaterjeve jedrne platforme. Takšni vmesniki bodo v prihodnosti 
najverjetneje odigrali ključno vlogo pri evoluciji operaterskega omrežja v smeri 
proti storitveni platformi.       
Vmesniki NGSI v grobem obravnavajo naslednje teme: 
 osebne komunikacijske storitve (upravljanje z naprednimi 
multimedijskimi komunikacijami); 
 podatki in vsebine (upravljanje, deljenje in dostava) ter 
 kontekst in personalizacija. 
 
Del, ki se nanaša na kontekst, je podrobneje razdelan v okviru gradnika NGSI 
Context Management (v nadaljevanju NGSI CM) [OMA12], ki podaja opis dveh 
sklopov vmesnikov. To sta: 
 vmesniki za odkrivanje posameznih entitet konteksta – NGSI-9 (angl. 
Context Entity Discovery Interface) in 
 vmesniki za delo s kontekstualnimi informacijami – NGSI-10 (angl. 
Context Information Interface). 
S specifikacijo in posledično implementacijo standardnega vmesnika, ki 
omogoča dostop do kontekstualnih informacij, so slednje dostopne zunanjim 
razvijalcem aplikacij. Operaterji tako že danes posedujejo številne informacije 
o kontekstu, količina le-teh pa se bo s postopno uvedbo rešitev medmrežja 
stvari (angl. Internet of Things – IoT) in komunikacije stroj - stroj (angl. 
Machine to Machine - M2M) po pričakovanjih še povečala. Pomembno je torej 
dejstvo, da so vmesniki za obravnavo konteksta zasnovani generično – t.j. tako, 
da omogočajo prenos poljubne informacije o kontekstu. V specifikaciji NGSI je 
posledično definiran podatkovni model za zapis informacije o kontekstu, ki 
vsebuje minimalne omejitve o obliki zapisa in povezovanja z drugimi 
entitetami konteksta.         
Sistemi za obravnavo konteksta običajno sprejemejo informacije o kontekstu, 
ki prihajajo s strani velikega števila virov in opisujejo entitete konteksta. 
Slednje si lahko predstavljamo kot virtualne prezentacije različnih fizičnih 
objektov ali dogodkov iz realnega sveta. Vsaka entiteta je znotraj modela NGSI 
predstavljena s svojim identifikatorjem in tipom, kateremu pripada. Entiteti 
lahko priredimo enega ali več atributov (struktura ContextAttribute), ki 
podajajo informacijo o kontekstu entitete. Atribut je določen z imenom in 
tipom. Vsak atribut ima tudi vrednost. Opcijsko je lahko entiteta povezana z 
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domeno, ki ji pripada. Govorimo o znakovnem nizu, ki vse atribute ene entitete 
združuje v enotnem opisu (npr. atributa z imeni telesna_temperatura in 
krvni_pritisk kahko pripadata skupni domeni zdravstveno_stanje). Vsak 
atribut je lahko dodatno obrazložen s t.i. metapodatki (struktura Meta-Data). 
Atribut ima lahko več metapodatkov, ki so (podobno kot atribut) označeni z 
imenom in tipom ter vsebujejo določeno vrednost. Podobno je lahko tudi 
posamezni domeni dodan niz metapodatkov, ki jo bolj natančno opisujejo. 
Tipični metapodatki so npr.: časovni žig, ki označuje, kdaj je informacija 
nastala, čas veljavnosti informacije in pa opis vira, ki je informacijo ustvaril. 
Spodnja slika (Slika 13) prikazuje grafično predstavitev kontekstualnega 
modela po specifikaciji OMA NGSI CM. 
 
Slika 13: OMA NGSI kontekstualni podatkovni model [OMA12] 
Opisani podatkovni model se uporablja za prenos podatkov o kontekstu 
entitete med strežnikom (kontekstualnim upraviteljem) in odjemalci. Poleg 
samega modela specifikacija NGSI CM opisuje posamezne vmesnike, ki 
omogočajo iskanje po kontekstu entitete, vpogled vanj in upravljanje z njim. 
Na voljo so sinhroni vmesniki za vpogled  kot tudi asinhroni (prijava na 
spremembe). 
Opisani podatkovni model bo v nadaljevanju služil kot osnova za razvoj 
lastnega formata. Slednji mora seveda upoštevati omejitve, ki smo jih navedli 
v začetku tega poglavja, med katerimi je tudi izražena potreba po generičnosti 
novega formata. Podatkovni model specifikacije NGSI CM zagotavlja ustrezno 
generičnost in nam kot tak lahko služi za izhodišče pri zasnovi lastne 
podatkovne sheme. 
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5.2 Razširitev formata PIDF za prenos informacije o 
kontekstu  
V nadaljevanju bomo definirali razširitev formata PIDF (Rich Context 
Information Data Format (RCIDF)), ki omogoča zapis informacije o kontekstu. 
Osnovo pri razvoju razširitve formata predstavlja podatkovni model storitve 
prisotnosti, dodatno pa bomo uporabili nekatere koncepte, ki smo jih opisali v 
okviru predstavitve vmesnikov OMA NGSI CM. Razširitev bomo definirali po 
pravilih, ki so določena v okviru opisa formata PIDF. Ta določajo, da je vsaka 
razširitev zasnovana na osnovi novega imenskega prostora XML, ki ga 
vključimo znotraj osnovnega formata PIDF. Prav tako nova razširitev ne sme 
spreminjati obstoječe strukture ali semantike osnovnega formata PIDF. 
Dovoljeno je, da vsak razvijalec skupaj z razširitvijo predstavi lastna imena 
elementov in atributov, ki jim doda ustrezno predpono (s tem je zagotovljena 
unikatnost) – npr.: <predpona:ime-elementa …> … </predpona:ime-elementa>.  
Predpona izhaja iz oznake imenskega prostora, ki je določena z naslovom URI, 
ta pa je globalno unikaten in absoluten. Pri tem URI služi samo kot 
identifikator – nikjer ni določeno, da mora za njim dejansko obstajati kakšna 
vsebina. Primer takšnega naslova URI je npr: 
urn:ltfe:presence:extensions:pidf:rcidf – to je tudi znakovni niz, ki ga bomo v 
nadaljevanju uporabili za označevanje elementov in atributov lastne razširitve 
RCIDF.  
Podatkovni model storitve prisotnosti vključuje pod-sekcije, ki označujejo 
storitve (tuple), naprave (device) in osebe (person). Slednje se  skladajo z  našo 
definicijo konteksta, ki pravi, da kontekst predstavlja okoliščine, v katerih se 
nahaja uporabnik, aplikacija oz. storitev ter naprava, prek katere uporabnik 
dostopa do aplikacije oz. storitve. Nadalje naša definicija določa, da morajo biti 
omenjene okoliščine relevantne za potek uporabnikove interakcije z aplikacijo 
oz. storitvijo, hkrati pa so okoliščine predstavljene z vidika identitete, lokacije, 
aktivnosti in ambienta posamezne entitete ter časa zaznave.  
Potrebujemo model, ki bo omogočal predstavitev posamezne okoliščine. Pri tem 
bomo predstavili nove atribute s katerimi bomo razširili obstoječ format PIDF 
(tuple) in podatkovni model storitve prisotnosti (person in device).  
Na tem mestu v dveh ključnih točkah še enkrat povzemimo cilje, ki jih 
zasledujemo pri razvoju razširitvenega formata. 
 
1. Format mora omogočati prenos informacije o kontekstu med poljubnimi 
napravami in senzorji v sistemu (generičnost). 
2. Zagotovljena mora biti združljivost z obstoječim formatom in mehanizmi 
storitve prisotnosti. Pri tem bo osnovni format PIDF ostal nedotaknjen, 
kar bo omogočalo združljivost za nazaj, saj bodo ustrezno delovali tudi 
odjemalci, ki podpirajo zgolj ta osnovni format. 
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Generičnost bomo zagotovili z uvedbo splošnega elementa context. Omenjeni 
element razvijalcu nudi ogrodje za predstavitev poljubne okoliščine. Elementu 
context pripadajo atributi:  
 context-type (primarni tip konteksta),  
 context-subtype (pod-tip konteksta), 
 context-name (ime konteksta) in  
 context-value (vrednost konteksta).  
Nadalje lahko opcijsko vsak element context vsebuje tudi pod-element context-
metadata, ki podaja dodatne informacije o nadrejenem elementu context 
(dodatno opisuje okoliščino). Naslednja slika (Slika 14) prikazuje grafično 
predstavitev sheme razširitve RCIDF. 
 
Slika 14: Grafika sheme dokumenta RCIDF 
5.2.1 Element context  
Element context 
Ime pod-
elementa 
Tip pod-elementa Opcijsko Opis 
context-type xsd:string (enum)   ne 
tip primarnega 
konteksta 
context-subtype xsd:string   ne podtip konteksta 
context-name xsd:string ne ime konteksta  
context-value xsd:anyType ne vrednost konteksta 
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context-metadata context-metadata da 
metapodatki 
konteksta 
Tabela 1: Podatkovna struktura elementa context 
Element context omogoča zapis poljubne informacije o kontekstu in sestoji iz 
štirih obveznih (context-type, context-subtype, context-name in context-value) 
in enega opcijskega (context-metadata) pod-elementa.  
Pod-element context-type označuje tip konteksta, kateremu pripada podana 
informacija. Na voljo so štirje tipi (enumerator), ki sovpadajo z našo definicijo 
konteksta:  
 activity (aktivnost), 
 location (lokacija),  
 ambient (ambient) in 
 identity (identiteta).  
 
Dodatno je možno uporabiti tudi splošni tip (other) v primeru, da informacijo o 
kontekstu ne pripada nobenemu izmed naštetih tipov konteksta. 
Pod-element context-subtype omogoča zapis pod-tipa informacije o kontekstu. 
Primer takšnega zapisa je acceleration.  
Pod-elementa context-name in context-value podajata informacijo o kontekstu v 
obliki dvojčka ključ (v obliki znakovnega niza) – vrednost (poljuben primitivni 
ali kompleksni podatkovni tip). Vrednost pod-elementa context-name je tako 
lahko npr. acceleration-x, pripadajoča vrednost pod-elementa context-value pa 
bi bila 0.163. Pod-element context-value nosi lahko vrednost, ki je poljubnega 
podatkovnega tipa. Možno je uporabiti enega izmed obstoječih primitivnih 
tipov, ki so definirani v okviru specifikacij za definiranje sheme XML (angl. 
XML Schema Definition - XSD), uvesti pa je možno tudi lasten kompleksen 
podatkovni tip.   
Pod-element context-metadata je opcijski in omogoča zapis nekaterih dodatnih 
podatkov, ki bolj podrobno opredelijo posamezno okoliščino oz. meritev.  
5.2.2 Pod-element context-metadata 
Element context-metadata 
Ime pod-
elementa 
Tip pod-elementa Opcijsko Opis 
created xsd:dateTime da 
čas nastanka 
informacije o kontekstu 
expires xsd:dateTime da 
čas veljavnosti 
informacije o kontekstu 
source xsd:anyUri da 
vir informacije o 
prisotnosti 
unit xsd:string da 
enota v kateri je podana 
numerična informacija o 
kontekstu 
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confidence xsd:string (enum) da 
zanesljivost informacije 
o kontekstu 
Tabela 2: Podatkovna struktura pod-elementa context-metadata 
Pod-element context-metadata sestoji iz petih opcijskih pod-elementov. Vsak 
izmed njih ima nalogo, da vsebinsko podpre osnovno informacijo o kontekstu, 
ki je zapisana znotraj pripadajočega korenskega elementa context.  
Pod-element created (npr. 2014-10-16T20:05:30Z) podaja informacijo o času 
zajema posamezne okoliščine, expires (npr. 2014-10-16T20:07:00Z) pa o roku 
veljavnosti. Vrednosti obeh sta podani v formatu ISO 8601. Pod-element source 
opisuje izvor informacije v formatu URI. Izvor je lahko senzor, mobilni telefon, 
ali pa katera druga naprava. Običajno želimo takšen izvor označiti z unikatno 
oznako, kot je npr. urn:dev:mac:0024befffe804ff1. Pod-element unit označuje 
enoto, v kateri je podana meritev (v primeru, da element context-value podaja 
numerično vrednost pospeška, bi bila vsebina pod-elementa unit običajno 
𝑚
𝑠2⁄ ). Zadnji pod-element nosi ime confidence in predstavlja enumerator, ki 
označuje zanesljivost vira informacije. Gre za okvirne opisne vrednosti, ki 
omogočajo preprosto umestitev vira v pet razredov glede na njegovo 
zanesljivost (natančnost merjenja). Na voljo so vrednosti poor, fair, avarege, 
good in excellent. 
Novo razvita shema XML razširitve RCIDF je na voljo v dodatku k doktorski 
disertaciji (Dodatek A). S tem smo definirali nov format, ki omogoča zapis 
poljubne informacije o kontekstu uporabnika ter odpira pot do razvoja 
razširjenega koncepta storitve prisotnosti, ki vključuje kontekst uporabnika. 
Temu se bomo posvetili v naslednjih poglavjih. 
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6. Strežnik prisotnosti kot inteligentni agent 
Kot smo že ugotovili, strežnik prisotnosti predstavlja jedro sistema prisotnosti. 
Poleg vseh nalog, ki smo jih do sedaj našteli in opisali, bo kontekstualni 
strežnik prisotnosti izvajal tudi različne algoritme za klasifikacijo in 
posledično pretvorbo primitivnih tipov v kompleksne tipe konteksta. 
Spomnimo se primera, ko smo iz vektorja značilk [temno, tiho, notri, nočni čas, 
horizontalno, mirovanje] izpeljali stanje uporabnika, ki je: uporabnik spi. 
Strežnik prisotnosti prevzema vlogo inteligentnega vozlišča, ki s tem namenom 
obvladuje ustrezne koncepte, poznane predvsem iz sveta umetne inteligence 
(angl. Artificial Intelligence - AI) [ThrNor11]5.  
6.1 Strežnik prisotnosti v vlogi inteligentnega agenta 
Na področju umetne inteligence osnovno komponento predstavlja t.i. 
inteligentni agent (angl. Intelligent Agent - IA) [RusNor10]. Gre za avtonomno 
entiteto, ki svet opazuje prek povezanih senzorjev in na podlagi svojih opažanj 
vpliva na svojo okolico preko t.i. aktuatorjev. Vpliv na okolico je lahko izveden 
mehansko (npr. zagon motorja, premik hidravlične roke ipd.) ali pa 
programsko (npr. sprememba pozicije figure na računalniški šahovnici, 
avtomatska diagnoza na podlagi meritve življenjskih znakov, prodaja 
vrednostnega papirja ipd.).  
 
Slika 15: Splošna struktura inteligentnega agenta in njegova vpetost v 
okolje 
Zgornja slika (Slika 15) prikazuje splošno strukturo inteligentnega agenta in 
njegovo vpetost v zunanje okolje. Simbolno sta si obliki, ki prikazujeta agenta 
                                                 
5 Glavni vir zapisa vsebine poglavij 6 in 7 predstavljajo zapiski, ki so nastali med udeležbo online 
izobraževanja na temo umetne intelligence. 
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in okolje, popolnoma različni. Agent je strukturiana entiteta z natančno 
definiranim delovanjem, okolje pa je po drugi strani velikokrat nepredvidljivo z 
velikim ali celo neomejenim številom stanj. Agent izvaja t.i. program: funkcijo 
ki omogoča izvedbo akcije na podlagi zaznav. Program se izvaja na ustrezni 
strojni opremi, ki jo bomo imenovali arhitektura. Arhitekturo lahko 
predstavlja osebni računalnik ali pa specializirana strojna oprema. Posamezen 
agent je tako določen s programom in arhitekturo.  
Preden se lotimo načrtovanja programa, moramo imeti dobro predstavo o 
naslednjih temah [WooJen95]. 
 Kaj bo agent zaznaval? 
 Katere so možne akcije? 
 Kaj so cilji oz. rezultati, ki jih mora agent dosegati? 
 V kakšnem okolju bo agent deloval? 
Spodnja tebela prikazuje primer inteligentnega agenta  v vlogi šahista in 
samovozečega avtomobila. Dodatno smo odgovorili na zastavljena vprašanja 
tudi za naš primer kontekstualnega strežnika. 
Inteligentni 
agent 
Zaznava Akcije Cilji Okolje 
igralec šaha 
postavitev 
figur 
prestavi figuro matiraj nasprotnika šahovnica 
samovozeči 
avtomobil 
lokacija, 
hitrost, smer, 
slika 
spreminjaj 
hitrost in smer 
avtomobila 
pripeljati na cilj cesta 
kontekstualni 
strežnik 
prisotnosti 
lokacija, 
aktivnost, 
ambient, čas, 
identiteta 
podaj oceno 
prisotnosti 
uporabnika 
upravljanje s 
komunikacijskimi 
kanali 
okolje v 
katerem se 
nahaja 
uporabnik 
Tabela 3: Okvirno delovanje inteligentnega agenta 
Če na hitro primerjamo okolja, v katerih nastopajo posamezni agenti iz zgornje 
tabele, opazimo, da so slednja z vsakim primerom bolj nedoločena. Šahovnico 
predstavlja omejeno število polj (64), okolje pa je v celoti vidno – agent ima 
jasno predstavo o okolju, v katerem deluje. Po drugi strani se agent 
samovozečega avtomobila nahaja v okolju, ki je vidno samo delno, omejeno 
zgolj z mejami, ki jih postavlja cestišče. Podobno je agent kontekstualnega 
strežnika del popolnoma naključnega okolja, ki ni nikoli vidno v celoti.  
 
To je samo ena izmed možnih primerjav posameznih okolij, v katerih delujejo 
inteligentni klienti. Dodatno lahko posamezno okolje opišemo s sledečimi 
kriteriji.  
 Okolje je lahko vidno delno ali v celoti (angl. fully/partially observable). 
Kadar je okolje popolnoma vidno, lahko agent v kateremkoli času na 
podlagi zaznav napravi optimalno izbiro oz. zaključek. V primeru delne 
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vidnosti agent za svoje odločitve potrebuje spomin. Samovozeči 
avtomobil tako med svojim delovanje ves čas uporablja lasten spomin, 
saj se mora zavedati tudi parametrov okolja, ki jih trenutno ne vidi, 
vendar so pomembni pri sprejemanju odločitev. Po drugi strani pa lahko 
v primeru šahovnice agent v vsakem trenutku v popolnosti vidi celotno 
okolje, ki je na voljo.  
  Okolje je lahko natančno določeno (deterministično) ali naključno 
(stohastično). Primer determinističnega okolja je šahovnica, ki je 
definirana z mrežo 64 kvadratov. Samovozeči avtomobil npr. po drugi 
strani lahko deluje v okolju, ki je naključno in se spreminja 
(predstavljajmo si avtomobil, ki se vozi po puščavi [DARPA]). 
 Dodatno je lahko okolje diskretno (npr. v šahu ima figura lahko končno 
mnogo stanj - 64) ali pa zvezno (neskončno možnih stanj). 
 Okolje lahko označimo tudi kot benigno ali kontradelujoče. Benigno 
okolje s svojimi cilji ne vpliva na agenta (primer samovozečega 
avtomobila), kontradelujoče okolje pa reagira na akcije, ki jih naredi 
agent (v primeru šaha okolje reagira na odločitve agenta).  
Spodnja tabela prikazuje klasifikacijo naših treh okolij glede na podane 
kriterije. Kot lahko hitro opazimo, sta si okolji, v katerih delujeta samovozeči 
avtomobil in storitev prisotnosti, glede na kriterije, identični. Obe okolji sta 
delno vidni, naključni, zvezni in s svojimi cilji ne vplivata na agenta.   
Inteligenti agent Delno vidno Naključno Zvezno Benigno 
šahovnica ne ne ne ne 
samovozeči 
avtomobil 
da da da da 
kontekstualni 
strežnik 
prisotnosti 
da da da da 
Tabela 4: Klasifikacija različnih okolij umetne inteligence 
Ko govorimo o inteligentnih klientih, ki nastopajo v različnih okoljih, se 
ukvarjamo s področjem umetne inteligence. Pri tem se zelo hitro dotaknemo 
algoritmov, ki omogočajo upravljanje z negotovostjo. Umetna inteligenca 
namreč v splošnem odgovarja na vprašanje: »Kaj storiti, ko ne veš kaj storiti?« 
Pri tem so lahko razlogi za negotovost različni:  
 kontradelujoče okolje, 
 naključno (stohastično) okolje, 
 omejitve senzorjev, 
 neangažiranost inteligentnega agenta (agent je preveč »len«, da bi 
ugotovil dejansko stanje) in 
 ignoranca inteligentnega agenta (nezanimanje za dogajanje okrog sebe). 
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Glede na podane razloge, vidimo, da se bo tudi naš inteligentni agent moral 
soočati z negotovostjo (deluje namreč v naključnem okolju z omejenim naborom 
in kakovostjo posameznih senzorjev). Tako kot razvijalci drugih agentov, ki 
delujejo v podobnih okoljih, tudi mi ne bomo mogli brez poznavanja modelov za 
upravljanje z negotovostjo. Enega izmed takšnih modelov (ki bo kasneje 
ključen za razvoj našega algoritma klasifikacije primitivnih tipov konteksta) 
bomo predstavili v nadaljevanju.   
6.2 Bayes-ova mreža 
Predstavljajmo si sistem, ki sestoji iz množice naključnih spremenljivk. Pri 
tem so nekatere vidne (jih opazujemo), druge pa ne. Vsaka spremenljivka 
lahko v določenem trenutku zaseda eno izmed stanj iz (širokega) nabora. 
Vsako stanje je nadalje določeno s kombinacijo drugih naključnih spremenljivk 
(slednje so med seboj povezane prek verjetnostnih povezav). Eno izmed takšnih 
stanj je npr., da je uporabnik nedosegljiv (kar naj pomeni, da ga v danem 
trenutku ne moremo priklicati na njegov mobilni telefon). O čem vse lahko 
sklepamo, če vemo, da je uporabnik nedosegljiv (v resnici tega v realnem 
scenariju ne bomo vedeli): 
 uporabnik je trenutno v sejni sobi, 
 uporabnik ima zapis o trenutni aktivnosti v svojem koledarju, 
 uporabnik je fizično aktiven, 
 uporabnik je na lokaciji, kjer je prisotna visoka raven hrupa, 
 uporabnik je pod velikim stresom, 
 trenutno je noč itd. 
Definirali smo vzročno-posledično zvezo, ki jo lahko predstavimo tudi nekoliko 
drugače, kot zgolj opisno. Spodnja slika (Slika 16) prikazuje strukturiran 
verjetnostni model, ki povzema naš problem in mu bomo v nadaljevanju rekli 
Bayes-ova mreža (po angleškem matematiku Thomas-u Bayes-u, 1701 - 1761). 
 
Slika 16: Bayes-ova mreža 
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Bayes-ova mreža sestoji iz posameznih vozlišč (naključnih spremenljivk), ki so 
med seboj povezana s puščicami – slednje predstavljajo verjetnostne povezave. 
Vozlišču, ki je na končni strani puščice rečemo otrok, tistemu, ki pa je na 
začetni strani, pa bomo rekli starš. Iz Bayes-ove mreže izhaja, da ima starš 
vpliv na otroka - npr. če je uporabnik nedosegljiv (nedosegljiv), potem obstaja 
določena verjetnost, da je njegova lokacija lokacija sejna soba, ali pa da je npr. 
pod visokim stresom. 
Bayes-ova mreža je usmerjen graf, za katerega velja, da s povezavami med 
vozlišči nakazuje odvisnost med naključnimi spremenljivkami. Pri tem 
spremenljivka lahko zavzame določeno vrednost (npr. »true«), čemur bomo 
rekli dogodek. Verjetnost dogodka je izražena z vrednostmi iz intervala [0,1]. 
Za trenutni primer predpostavimo, da imamo znotraj našega sistema samo 
binarne spremenljivke (vsaka spremenljivka zaseda t.i. boolean vrednost iz 
zaloge vrednosti true, false). Takšen sistem z 𝑚 spremenljivkami ima v teoriji 
2𝑚 verjetnostnih stanj. Naredimo sedaj matematični poizkus ob upoštevanju 
naslednjih (izmišljenih) podatkov znotraj naše Bayes-ove mreže: 
 verjetnost dogodka, da je uporabnik nedosegljiv je 𝑃(𝑁) = 0.15, 
 verjetnost dogodka, da je uporabnik v sejni sobi, če je nedosegljiv, je 
𝑃(𝐿𝑆𝑆|𝑁) = 0.30, 
 verjetnost dogodka, da je uporabnik v sejni sobi, če je dosegljiv, je 
𝑃(𝐿𝑆𝑆|¬𝑁) = 0.05. 
Način zapisa, kot je 𝑃(𝐿𝑆𝑆|𝑁) označuje t.i. pogojno verjetnost in predstavlja 
verjetnost dogodka LSS pri pogoju N. Iz podanih verjetnosti lahko ugotovimo 
verjetnost dogodka, da je uporabnik trenutno dosegljiv: 
𝑃(¬𝑁) = 1 − 𝑃(𝑁) = 0.85 
Sedaj pa nekoliko obrnimo naš problem. Zanima nas namreč, kakšna je 
verjetnost dogodka, da je uporabnik nedosegljiv, če je trenutno v sejni sobi 
(predpostavimo, da smo ta podatek pridobili preko enega izmed senzorjev, ali 
pa nam je to nekdo sporočil). Želimo torej sklepati o spremenljivki, ki ni 
opazovana (nedosegljiv) iz opazovane spremenljivke (lokacija sejna soba).  
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Slika 17: Splošno Bayes-ovo pravilo (osnovna povezava) 
Uporabimo Bayes-ovo pravilo, ki pravi: 
𝑃(𝐴|𝐵) =  
𝑃(𝐵|𝐴)𝑃(𝐴)
𝑃(𝐵)
 
Pri tem za 𝑃(𝐵) velja: 
𝑃(𝐵) = ∑ 𝑃(𝐵|𝐴 = 𝑎)𝑃(𝐴 = 𝑎)
𝑎
 
Zanima nas verjetnost, da spremenljivka A zaseže določeno vrednost pri pogoju 
B, pri čemer spremenljivki B lahko rečemo tudi dokaz. Pogojna verjetnost 
𝑃(𝐴|𝐵) je posteriori verjetnost (angl. posterior), verjetnost 𝑃(𝐴) pa je apriori 
verjetnost (angl. prior). Verjetnosti 𝑃(𝐵|𝐴) bomo rekli verjetje (angl. likelihood) 
[VICOS]. Bayes-ovo pravilo prinaša pretvorbo iz vzročnega (vzročnost je 
definirana s smerom puščice) v diagnostično sklepanje. Klasifikator, ki 
uporablja Bayes-ovo mrežo, v praksi razporeja vektorje dokazov v posamezne 
razrede, glede na posteriori verjetnost, ki je sorazmerna z produktom apriori 
verjetnosti in verjetja. Pri tem je učenje klasifikatorja omejeno na izbiro 
vrednosti spremenljivke 𝐴, tako da maksimiziramo verjetje 𝑃(𝐵|𝐴).   
Uporabimo sedaj Bayes-ovo pravilo na našem (izmišljenem) primeru. 
𝑃(𝑁|𝐿𝑆𝑆) =
𝑃(𝐿𝑆𝑆|𝑁)𝑃(𝑁)
𝑃(𝐿𝑆𝑆|𝑁)𝑃(𝑁) + 𝑃(𝐿𝑆𝑆|¬𝑁)𝑃(¬𝑁)
=  
0.30 ∙ 0.15
0.30 ∙ 0.15 + 0.05 ∙ 0.85
= 0.51 
Glede na izračun obstaja 51 odstotna verjetnost, da je uporabnik nedosegljiv, 
če je njegova lokacija sejna soba.   
Dobili smo pomembno orodje, ki nam omogoča sklepanje o stanju uporabnika 
na podlagi ustreznih dokazov, t.j. dostopnih podatkov in/ali senzorskih 
meritev. Sedaj predvidimo, da imamo spremenljivko, iz katere izhaja več 
dokazov (divergentna povezava). Takšen primer imamo tudi v predstavljeni 
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Bayes-ovi mreži, kjer sta od spremenljivke nedosegljiv odvisni spremenljivki 
lokacija sejna soba in koledar zaseden (poleg ostalih).  
 
Slika 18: Bayeso-ovo pravilo z eno neopazovano in dvema 
opazovanima spremenljivkama (divergentna povezava) 
Dodatno predpostavimo naslednje podatke: 
 verjetnost, da je uporabnik zaseden glede na koledar, če je nedosegljiv, 
je 𝑃(𝐾𝑍|𝑁) = 0.20, 
 verjetnost, da je uporabnik zaseden glede na koledar, če je dosegljiv, je 
𝑃(𝐾𝑍|¬𝑆) = 0.03. 
Sedaj nas zanima 𝑃(𝑁|𝐿𝑆𝑆, 𝐾𝑍) – kakšna je verjetnost, da je uporabnik 
nedosegljiv, če je trenutno v sejni sobi in ima v koledarju označeno, da je 
zaseden. Zopet uporabimo Bayes-ovo pravilo: 
𝑃(𝐴|𝐵, 𝐶) =  
𝑃(𝐵, 𝐶|𝐴)𝑃(𝐴)
𝑃(𝐵, 𝐶)
 
Pri tem velja neodvisnost spremenljivk B in C 
𝑃(𝐵, 𝐶) = 𝑃(𝐵)𝑃(𝐶) 
in pogojna neodvisnost spremenljivk B in C 
𝑃(𝐵, 𝐶|𝐴) = 𝑃(𝐵|𝐴)𝑃(𝐶|𝐴). 
Naredimo sedaj nov izračun z uporabo podatkov: 
𝑃(𝑆|𝐿𝑆𝑆, 𝐾𝑍) =  
𝑃(𝐿𝑆𝑆, 𝐾𝑍|𝑁)𝑃(𝑁)
𝑃(𝐿𝑆𝑆, 𝐾𝑍|𝑁)𝑃(𝑁) + 𝑃(𝐿𝑆𝑆, 𝐾𝑍|¬𝑁)𝑃(¬𝑁)
=  
0.30 ∙ 0.20 ∙ 0.15
0.30 ∙ 0.20 ∙ 0.15 + 0.05 ∙ 0.03 ∙ 0.85
= 0.88 
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Ob primerjavi rezultata s tistim iz prejšnjega primera lahko opazujemo, kako 
se verjetnost dogodka, da je uporabnik trenutno nedosegljiv ob prisotnosti (in 
pozitivni vrednosti) dveh dokazov ustrezno poveča.  
Kako pa je z medsebojno (ne)odvisnostjo posameznih spremenljivk v primeru 
divergentne povezave? Velja namreč, da se pri divergentni vezavi spremenljivk 
vpliv sprememb prenaša med vsemi otroki spremenljivke A, razen v primeru, 
ko je slednja znana. Pravilo si lahko razložimo intuitivno: če vemo, da je 
uporabnik trenutno v sejni sobi, hkrati pa ne vemo nič o tem, ali je nedosegljiv, 
se poveča verjetnost, da uporabnikov koledar vsebuje zapis o trenutni 
zasedenosti (vpliv se prenaša med spremenljivkama LSS in KZ). Pravilo o 
(ne)odvisnosti lahko strnemo znotraj enotne definicije odnosa med 
spremenljivkami, ki ji pravimo tudi d-ločenost (angl. d-separation). Pri tem 
velja naslednje splošno pravilo: v primeru, ko sta spremenljivki d-ločeni, 
spremembe gotovosti prve ne bodo vplivale na gotovost druge. Definicija d-
ločenosti pravi, da mora na vseh povezavah med dvema spremenljivkama 
obstajati spremenljivka (V), ki je v primeru zaporedne ali divergentne 
povezave znana in neznana v primeru konvergentne povezave. 
 
Slika 19: (Ne)odvisnost posameznih spremenljivk 
V splošnem velja, da ima sistem z 𝑚 binarnimi spremenljivkami v teoriji 2𝑚 
verjetnostnih stanj. Poglejmo si primer, ko je 𝑚 = 3. Skupno verjetnostno 
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porazdelitev spremenljivk A, B, C, ki so med seboj odvisne, običajno 
predstavimo s tabelo, tokrat pa jo kar izpišemo: 
      1: 𝑃(𝐴, 𝐵, 𝐶) 
2: 𝑃(𝐴, 𝐵, ¬𝐶) 
3: 𝑃(𝐴, ¬𝐵, 𝐶) 
4: 𝑃(𝐴, ¬𝐵, ¬𝐶) 
5: 𝑃(¬𝐴, 𝐵, 𝐶) 
6: 𝑃(¬𝐴, 𝐵, ¬𝐶) 
7: 𝑃(¬𝐴, ¬𝐵, 𝐶) 
8: 𝑃(¬𝐴, ¬𝐵¬𝐶))  
 Sedaj postavimo naš primer v preprosto Bayes-ovo mrežo: 
 
Slika 20: Preprosta Bayes-ova mreža 
Izpišimo vse verjetnosti, ki izhajajo iz mreže. Pri tem sledimo puščicam za 
izpis pogojnih verjetnosti:   
1: 𝑃(𝐴) 
2: 𝑃(𝐵|𝐴) 
3: 𝑃(𝐵|¬𝐴) 
4: 𝑃(𝐶|𝐴) 
5: 𝑃(𝐶|¬𝐴) 
Vidimo, da je skupna porazdelitev znotraj Bayes-ove domene padla iz 8 na 5 
verjetnostnih stanj, kar je posledica mrežne ureditve, ki preko strukture 
usmerjenega grafa natančno določa odvisnosti med spremenljivkami. To je 
hkrati tudi glavna prednost Bayes-ove mreže, ki se v praksi še močneje 
izkazuje s povečevanjem števila spremenljivk 𝑚! 
V primeru Bayes-ova mreže, ki smo jo uporabljali v prejšnjih primerih, velja, 
da vse spremenljivke izhajajo iz enega vozlišča (starševsko vozlišče). Pri tem 
smo v primeru divergentne vezave spremenljivk (naivno) predpostavili njihovo 
neodvisnost, ko je starševska spremenljivka znana. Klasifikatorju, za katerega 
veljajo omenjene lastnosti, rečemo tudi naivni Bayes-ov klasifikator. Slednjega 
bomo kasneje uporabljali pri razvoju lastnega algoritma za klasifikacijo.  
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6.3 Učenje iz primerov 
Inteligentni agent se uči, če izboljšuje učinkovitost svojih prihodnjih akcij na 
način, da opazuje svet okrog sebe. Na področju umetne inteligence si pod 
izrazom učenje običajno predstavljamo postopek, med katerim inteligenti 
agent iz zbirke vhodnih-izhodnih podatkov pridobi (se nauči) funkcijo, ki mu v 
prihodnosti pomaga pri izračunu izhodnih podatkov ob novih vhodnih 
podatkih. 
Glede na odziv (angl. feedback), ki je na voljo za učenje, lahko slednjega 
razdelimo na tri glavne tipe: 
 Nenadzorovano učenje (angl. unsupervised learning) – agent prepozna 
vzorce v vhodnih podatkih, kljub temu, da pri tem ne dobi nobenega 
eksplicitnega odziva. Tipičen primer nenadzorovanega učenja je t.i. 
rojenje (angl. clustering), ko vhodne podatke razdelimo v posamezne 
skupine na podlagi zaznanih vzorcev. 
 Okrepljeno učenje (angl. reinforcement learning) – agent se uči prek 
številnih nagrad ali kazni. Dve točki za zmago na koncu šahovske igre 
agentu tako predstavlja nagrado, ki mu pove, da je naredil nekaj prav. 
Sam mora nato ugotoviti, kje na svoji poti je izvedel najbolj učinkovite 
akcije, ki so ga pripeljale do končne zmage. 
 Nadzorovano učenje (angl. supervised learning) – agent se uči iz 
podatkov - cilj je, da določi funkcijo, ki povezuje vhodne in izhodne 
podatke. Pri tem moramo imeti na razpolago t.i. učno množico (angl. 
training set). Gre za pretekle označene podatke, ki služijo učenju.  
 
Inteligentni agent našega kontekstualnega strežnika prisotnosti se bo 
posluževal nadzorovanega učenja. Pri tem predpostavimo, da imamo na voljo 
množico vhodnih podatkov, ki jih organiziramo tako, da imamo v vsaki 
izpeljani pod-množici po enega izmed predstavnikov posameznega tipa 
podatkov. Takšni pod-množici rečemo vektor značilk. 
𝑥1 … 𝑥𝑛 
Vsak vektor značilk ima pripadajočo oznako (angl. label), ki predstavlja 
osnovno predvidevanje (npr. o tem, ali je oseba dosegljiva): 
𝑥1 … 𝑥𝑛 → 𝑦 
S tem smo naše podatke iz vektorja značilk označili in pripravili za sprejem v 
algoritem učenja. Seveda nam za učenje ne zadošča samo en označen vektor, 
temveč potrebujemo celo zbirko takšnih vektorjev. 
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[
𝑥11 ⋯ 𝑥1𝑛
⋮ ⋱ ⋮
𝑥𝑚1 ⋯ 𝑥𝑚𝑛
] → [
𝑦1
⋮
𝑦𝑚
] 
Takšni zbirki bomo rekli učna množica (angl. training set).  Matriko vektorjev 
značilk označimo z 𝑋𝑚, matriko label pa z 𝑌𝑚. Sedaj lahko zapišemo funcijo, ki 
povezuje obe matriki: 
𝑓(𝑋𝑚) = 𝑌𝑚 
 
Nadzorovano učenje na podlagi učne množice definira funkcijo, ki jo lahko 
klasifikator kasneje uporablja na podatkih, ki šele prihajajo. Pri tem moramo 
paziti, da izbrani model, po katerem smo napravili izračun, ni pretirano 
prilagojen podatkom (angl. overfitting). Slednje je lahko težava vseh 
algoritmov strojnega učenja, zato je pomembno, da znamo poiskati konsenz 
med striktno prilagojenostjo podatkom in gladkostjo algoritma. Predstavimo 
sedaj maksimalno verjetje (angl. maksimum likelihood) z naslednjim 
statističnim izrazom: 
𝑝(𝑥) =
𝑐𝑜𝑢𝑛𝑡(𝑥)
𝑁
 
Pri tem 𝑐𝑜𝑢𝑛𝑡(𝑥) predstavlja seštevek specifičnih dogodkov (npr. »KOLEDAR 
ZASEDEN«), 𝑁 pa pomeni število vseh možnih dogodkov glede na učno 
množico. Predstavljajmo si lahko, da uporabnik ni bil nikoli zaseden glede na 
koledar (glede na podatke iz dostopne učne množice - 𝑐𝑜𝑢𝑛𝑡(𝑥) = 0). Govorimo 
o modelu, ki je pretirano prilagojen podatkom. Prvotni izraz za izračun 
maksimalnega verjetja moramo posledično definirati nekoliko drugače: 
𝑝(𝑥) =
𝑐𝑜𝑢𝑛𝑡(𝑥) + 𝑘
𝑁 + 𝑘 ∙ |𝑥|
 
Uvedli smo dodaten parameter 𝑘 (v literaturi je velikokrat uporabljena tudi 
grška črka 𝛼) oziroma v naš izračun maksimalnih verjetnosti vpeljali t.i. 
Laplace-ovo glajenje (angl. Laplace smoothing) [PSW03]. |𝑥| je število 
vrednosti, ki jih spremenljivka 𝑥 lahko zaseže (število razredov). Bistveno je 
torej, da ob računanju maksimalne verjetnosti ne dovoljujemo ničelnega 
rezultata. V domeni posameznega algoritma je tako posledično tudi naloga, da 
določi ustrezno velikost parametra  𝑘. Pri tem se največkrat uporablja metoda 
navzkrižnega preverjanja (angl. cross validation), v okviru katere iterativno  
določimo 𝑘 na način, da treniramo in validiramo model pri različnih vrednostih 
𝑘. Da lahko izvedemo validacijo, moramo učno množico, ki nam je na voljo, 
razdeliti na tri dele.  
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Slika 21: Razdelitev učne množice 
Del za učenje uporabimo med treniranjem modela, na delu za navzkrižno 
preverjanje validiramo velikost parametra 𝑘, da se izognemo pretirani 
prilagojenosti podatkom. Na koncu preostane še testiranje modela na testni 
pod-množici, kjer preverimo, kako dobro se obnaša maš model na povsem novih 
dokazih. Razmerje, po katerem razdelimo osnovno učno množico, je običajno 8 
(učenje) : 1 (navzkrižno preverjanje) : 1 (testiranje). To je splošen model, po 
katerem danes deluje večina algoritmov za strojno učenje [RusNor10].    
6.4 Izgradnja lastnega modela 
Bistvo nadzorovanega učenja je izračun učinkovitega modela iz predhodno 
označenih podatkov (učne množice). Pri tem lahko uporabimo množico 
različnih algoritmov za klasifikacijo, ki so danes na voljo. Dejstvo je, da ima 
vsak izmed algoritmov svoje prednosti in slabosti, zato je nemogoče podati 
enoznačen odgovor na vprašanje, kateri je boljši. Izbira algoritma je tako 
velikokrat odvisna predvsem od učne množice, ki nam je na voljo.  
Doktorsko disertacijo bi lahko zapeljali v smeri testiranja obstoječih 
algoritmov in medsebojne primerjave rezultatov klasifikacije. Takšna smer bi 
bila verjetno tudi najbolj pričakovana, vendar smo skozi študij in pripravo 
ekperimenta spoznali, da bomo imeli večje težave na nekaterih drugih 
področjih (ne na sami izbiri osnovnega algoritma), če bomo želeli doseči dovolj 
natančno klasifikacijo. Hitro se je namreč pokazalo, da je označevanje 
podatkov za naš primer lahko s stališča končnega uporabnika prezahteven 
proces in bomo na ta način zelo težko prišli do zadosti bogate učne množice. 
Klasičen koncept nadzorovanega učenja, ki smo ga predstavljali do sedaj in 
temelji predvsem na obsežnih učnih množicah, v takšnem primeru lahko 
odpove, oziroma daje slabe rezultate. Razvoj algoritma bo tako v nadaljevanju 
usmerjen predvsem v optimizacijo postopka učenja klasifikatorja v primeru 
majhnih učnih množic.  
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7.      Priprava in izvedba eksperimenta 
Velik poudarek našega raziskovalnega dela je bil usmerjen v izvedbo 
zahtevnega eksperimenta. Celotno eksperimentalno delo smo že v začetku 
razdelili v ločene faze, ki so si sledile v časovnem sosledju: 
1. priprava izhodišč, 
2. razvoj platforme in orodij za zajem in shranjevanje podatkov, 
3. izvedba eksperimenta. 
V nadaljevanju bomo opisali izvajanje posamezne faze in dosežene rezultate. 
7.1 Priprava izhodišč 
Ena izmed osnovnih zahtev, ki smo si jo zadali med pripravo na eksperiment, 
je bila, da moramo v čimvečji meri upoštevati realnost okolja, v katerem se 
običajno nahaja uporabnik. S tem smo že v samem začetku izključili možnost, 
da bi eksperiment potekal v kontroliranem laboratorijskem okolju, s tem pa 
posledično otežili pripravo orodij za zajem in shranjevanje podatkov. 
Odgovoriti smo morali tudi na vprašanje o končni aplikativnosti rešitve – kako 
bo rešitev delovala v realnosti, kot si jo v tem trenutko lahko predstavljamo. V 
središču arhitekture je tako kontekstualni strežnik prisotnosti, ki nudi 
informacijo prisotnosti v podporo drugim aplikacijam ali storitvam. Tipičen 
odjemalec je lahko lokalno poslovno komunikacijsko vozlišče. V nadaljevanju 
bomo za takšno vozlišče oz. sistem uporabljali kratico PBX (angl. Private 
Branch Exchange - PBX), ki ponazarja telefonsko vozlišče znotraj privatne 
organizacije in služi lokalni komunikaciji, hkrati pa se v druga (javna) omrežja 
povezuje preko zunanjih povezav. Trendi razvoja na tem področju gredo v 
smeri sistemov, ki delujejo izključno z uporabo internetnega protokola (angl. 
Internet Protocol - IP). 
Ustavimo se še ob pojmu lokalnosti vozlišča. Lokalnost si predstavljamo 
predvsem v smislu lokalizacije komunikacij, ko imamo definirano lastno 
notranje oštevilčenje, dodatne storitve in obračunsko tarifo. Lokalnost pri tem 
ne pomeni, da se sama storitev (nujno) nahaja na lokalnem strežniku znotraj 
organizacije. Seveda je to možno, toda trendi kažejo ravno v nasprotno smer, 
ko se tovrstne storitve selijo v t.i. oblak. Pri tem se lokalna komutacijska 
logika običajno izvaja v okviru virutalizirane instance strežnika, ali pa kot del 
enotnega strežnika, ki omogoča vertikalno delitev na posamezne poslovne 
(centreks) skupine.   
Današnji komunikacijski sistemi gredo med drugim tudi v smeri t.i. klicne 
konvergence, pri čemer nam omogočajo dostop do uporabnika preko enotne 
številke (uporabnik se lahko javi na npr. službenem namiznem telefonu ali pa 
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na svojem mobilnem terminalu). Seveda velja tudi obratno, saj se uporabnik 
pri odhodnem klicu lahko vedno predstavlja z isto identiteto (neglede na 
uporabljen terminal). Dodatno uporabnik seveda pričakuje, da bo lahko 
dostopal do istih storitev, neodvisno od uporabljene naprave, pri čemer 
govorimo o t.i. storitveni konvergenci. Sodobna komunikacijska omrežja 
tovrstne zahteve rešujejo v okviru generičnega koncepta omrežij naslednjih 
generacij (angl. Next Generation Network - NGN), katerega neposredno 
instanco predstavlja tudi omrežje IMS.        
Predstavljajmo si sedaj primer takšnega sistema, ki nudi storitev poslovnim 
uporabnikom poljubne organizacije. Pri tem imamo lahko znotraj organizacije 
bolj ali manj veliko število uporabnikov, katerim storitev dobavlja bolj ali manj 
veliko število dohodnih klicev. Z načrtno uporabo izraza bolj ali manj želimo 
poudariti, da so poslovni sistemi lahko različni po velikosti, hkrati pa imamo 
znotraj sistema tudi različne uporabnike, med katerimi so nekateri bolj 
obremenjeni z vsakodnevno medsebojno komunikacijo, drugi pa manj.  
Storitev prisotnosti (kot podporna storitev) v takšnih sistemih danes nima 
pomebnejše vloge, čeprav ima velik potencial. Sistem bi lahko ob vsakem 
dohodnem pozivu preko strežnika prisotnosti pridobil informacijo o tem, ali je 
klicani uporabnik trenutno dosegljiv. V primeru, da je ocena dosegljivosti 
negativna (majhna verjetnost), lahko sistem klicočega o tem opozori, slednji pa 
se nato odloči, ali želi nadaljevati s klicem ali pa bo poizkusil kasneje. Pri tem 
je potrebno posebej poudariti, da si dosegljivosti ne smemo interpretirati z 
vidika tehnike – da sistem deluje po pričakovanjih. Dosegljivost uporabnika je 
v našem primeru omejena predvsem na trenutno razpoloženje uporabnika in 
njegovo posledično pripravljenost na komunikacijo z okolico. 
Predstavimo sedaj poenostavljeno arhitekturo kontekstualnega strežnika 
prisotnosti, ki deluje v okolju opisanega sistema (Slika 22).  
 
Slika 22: Arhitektura kontekstualnega strežnika prisotnosti  
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Kontekstualni strežnik prisotnosti s strani različnih virov prisotnosti pridobiva 
podatke, pri čemer predvidevamo, da so slednji predstavljeni v formatu 
RCIDF, ki smo ga predhodno definirali in predstavlja razširitev obstoječemu 
podatkovnemu modelu storitve prisotnosti. Podatki se shranjujejo znotraj 
podatkovne baze, kjer so na voljo za uporabo s strani algoritma za učenje 
klasifikatorja in kasnejšo klasifikacijo. Za klasifikacijo imamo na voljo 5 
razredov z vrednostmi: 
 1 – popolnoma nedosegljiv, 
 2 – nedosegljiv, 
 3 – dosegljiv, le če je nujno potrebno, 
 4 – dosegljiv, 
 5 – zelo dosegljiv. 
Strežnik komunikacijskemu vozlišču pošlje informacijo o izbranemu razredu in 
verjetnosti s katero je bil razred izbran.  
7.2 Platforma za zajem in shranjevanje podatkov 
Za zajem podatkov s strani uporabnika je potrebno pripraviti ustrezna 
odjemalska orodja. V okviru eksperimenta smo se odločili za zajem naslednjih 
tipov konteksta. 
Naprava Tip konteksta Pod-tip konteksta Ime konteksta 
pametni telefon lokacija Wifi število naprav Wifi 
pametni telefon lokacija Wifi povezan na omrežje Wifi 
pametni telefon ambient BT število naprav BT 
pametni telefon ambient audio glasnost okolice 
pametni telefon ambient audio izbrani profil 
pametni telefon aktivnost koledar zasedenost 
zapestnica aktivnost fizična aktivnost število korakov 
zapestnica aktivnost EDA število odzivov EDA 
zapestnica aktivnost EDA vsota ampl. Odzivov EDA 
zapestnica aktivnost EDA vsota trajanj odzivov EDA 
osebni računalnik aktivnost uporaba računalnika število vseh pritiskov tipk 
osebni računalnik aktivnost uporaba računalnika 
število pritiskov tipke 
bckspc 
osebni računalnik aktivnost uporaba računalnika 
Število klikov z uporabo 
miške 
Tabela 5: Opis konteksta 
Iz tabele je razvidno, da smo podatke zajemali s različnih naprav: pametni 
telefon (Android) [BauLuk12], osebni računalnik (Windows) in posebne 
zapestnice (Q senzor). Posamezne podatke smo razdelili glede na primarni tip 
konteksta, pod-tip in ime (kot smo definirali v okviru podatkovnega formata 
RCIDF).  
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V namene nadzorovanega učenja smo del podatkov, ki prihajajo na strežnik s 
strani različnih virov, ustrezno označili, pri čemer smo imeli pomoč 
uporabnika. Aplikacija za pametni telefon posledično poleg zajema podatkov 
omogoča tudi proženje vprašalnika, prek katerega uporabnik sporoči svoje 
trenutno stanje.  
V nadaljevanju bomo predstavili platformo in orodja za zajem ter shranjevanje 
podatkov, ki so bili razviti v okviru raziskovalnega dela.  
7.2.1 Mobilna aplikacija  
Mobilna aplikacija se izvaja na terminalih z operacijskim sistemom Android 
(različica 2.3 ali novejša). Aplikacija sestoji iz treh funkcionalnih sklopov: 
 zajem podatkov, 
 izvedba vprašalnika in  
 podpora komunikaciji z zapestnico. 
 
Slika 23: Mobilna aplikacija – a) zajem podatkov, b) izvedba 
vprašalnika 
7.2.1.1 Zajem podatkov 
Sklop za zajem podatkov je izveden modularno z uporabo platforme Fünf 
[AGSMP15]. Slednja omogoča enostaven dostop do različnih senzorjev in 
podatkov znotraj pametnega telefona z operacijskim sistemom Android prek 
t.i. sond. Platforma je odprtokodna in modularna, kar omogoča enostavno 
spremembo delovanja obstoječih sond oz. dodajanje novih. V okviru razvoja 
aplikacije smo izboljšali delovanje manjšega števila sond ter dodali tudi dve 
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svoji. Prva omogoča dostop do koledarja, pri drugi pa smo implementirali 
vprašalnik.  
Zajem podatkov se izvaja v ozadju (kot servis, ki se zažene ob vsakem štartu 
aplikacije). Podatki se lahko v realnem času pošiljajo na strežnik, kjer se 
shranjujejo v centralno podatkovno bazo (možnost Upload data) ali pa se 
shranjujejo lokalno (v tem primeru ni potrebna prisotnost aktivne podatkovne 
povezave, poraba energije pa je manjša). Druga možnost je privzeta in je bila 
uporabljena v okviru eksperimenta. V primeru, ko se podatki shranjujejo 
lokalno, se zapisujejo razdrobljeno v posamezne datoteke SQL. Na ta način 
dosežemo, da morebitna okvara datoteke ne vpliva na celotno množico 
podatkov, temveč samo na posamezen del. Zaradi zagotavljanja zasebnosti so 
vsi podatki znotraj datotek kriptirani. 
Velik poudarek pri načrtovanju aplikacije je bil posvečen tudi optimizaciji 
porabe energije, ki je znotraj mobilnega terminala močno omejena (baterijsko 
napajanje). Izbira posameznih sond je bila tako delno tudi posledica tovrstnega 
razmisleka. Tako npr. nimamo eksplicitne zaznave lokacije prek globalnega 
sistema za pozicioniranje (angl. Global Positioning System - GPS), temveč je 
lokacija določena implicitno glede na prisotnost brezžičnih omrežij v okolici. 
Zaradi istega razloga smo merjenje fizične aktivnosti zaupali zapestnici.   
7.2.1.2   Izvedba vprašalnika 
Vprašalnik je ključen del aplikacije oz. celotnega sistema, saj nam rezultati 
vprašalnika omogočajo kasnejšo treniranje algoritma za klasifikacijo. 
Vprašalnik je prožen naključno znotraj časovnega intervala 80 minut od 
zadnjega proženja, pri čemer pa mora biti čas med dvema proženjema 
vprašalnika daljši od 20 minut. Takšna metoda samoporočanja je pogosta v 
raziskavah na področju psihologije [EckBol95, CsiLar92, WheRei91] in gre za 
enega izmed načinov vzorčenja uporabnikove izkušnje (angl. experince 
sampling), kjer je bistvena pogojenost z zunanjim signalom (angl. signal-
contingent), ob katerem se proži vprašalnik oz. pozove uporabnika k izpolnitvi 
slednjega. Za poziv uporabniku uporabljamo sistemsko  funkcionalnost dostave 
obvestil (angl. notifications), ki se zgodi ob poteku internega časovnika. 
Negativna stran takšne metode je, da zahteva uporabnikovo pozornost in čas, 
zato je pomembno, da je vprašalnik kratek, razumljiv in ga je možno enostavno 
izpolniti (čas izpolnjevanja < 15s). Da bi dosegli zadane cilje, smo se zgledovali 
po nekaterih drugih vprašalnikih, med katerimi izstopa t.i. NASA Task Load 
Index (TLX) [HarSta88]. Hkrati smo v tem delu raziskav sodelovali tudi s 
kolegi s Finske (tehnična univerza v Tamperah), ki imajo na tem področju 
bogate izkušnje [Jum11]. Kot rezultat smo dobili vprašalnik s tremi vprašanji, 
ki se nanašajo neposredno na trenutno pripravljenost uporabnika na 
komunikacijo. Vprašanja so našteta spodaj. 
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1. Družinski član ali prijatelj vas v tem trenutku pokliče. Ali bi želeli 
sprejeti klic? 
2. Sodelavec ali poslovni partner vas v tem trenutku pokliče. Ali bi želeli 
sprejeti klic? 
3. Nepoznana oseba vas v tem trenutku pokliče. Ali bi želeli sprejeti klic? 
Za podajanje odgovora je pri vsakem vprašanju na voljo identična 5-stopenjska 
Likert-ova [Likert32] lestvica z možnostmi od 1 – absolutno ne do 5 – zelo 
močno. Vprašalnik je implementiran kot dodatna sonda Fünf, kar pomeni, da 
se rezultati shranijo v lokalno podatkovno bazo (ali pošljejo na strežnik, če je 
možnost potrjena), kot to velja za druge sonde. Posamezni odgovori 
predstavljajo vrednosti petih razredov, ki jih uporabljamo za klasifikacijo.  
7.2.1.3   Podpora komunikaciji z zapestnico 
Aplikacija podpira povezljivost z zapestnico Q Sensor 2.0 [QSensor]. Slednja 
omogoča zaznavo uporabnikove fizične aktivnosti in elektrodermalne 
aktivnosti (angl. Electrodermal Activity - EDA). 
 
Slika 24: Q sensor 2.0 [PPTK12] 
Zapestnica ima podporo za brezžično povezavo prek tehnologije modri zob 
(angl. Bluetooth - BT), kar nam omogoča, da lahko komunicira neposredno z 
mobilno aplikacijo. Slednja lahko v realnem času sprejema podatke s strani 
zapestnice ter prikazuje signal EDA v realnem času. 
Med izvedbo eksperimenta smo povezavo BT po potrebi uporabljali predvsem v 
namene preverjanja delovanja zapestnice (varčevanje z energijo). 
7.2.2 Aplikacija za osebni računalnik 
Aplikacija za osebni računalnik (operacijski sistem Windows XP ali novejši) je 
bila razvita za potrebe pričujočega eksperimenta v programskem jeziku 
Python [Python]. Aplikacija se izvaja v ozadju, nadzor nad njo pa je možen iz 
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upravljalske vrstice (angl. taskbar), od koder jo lahko zapremo ali pa začasno 
ustavimo delovanje.  
 
Slika 25: Upravljanje aplikacije za osebni računalnik  
Aplikacija zaznava naslednje parametre:  
 število pritisnjenih tipk na tipkovnici računalnika v zadnjih dveh 
minutah, 
 število pritiskov tipke backspace v zadnjih dveh minutah in 
 število klikov prek miške v zadnjih dveh minutah. 
Aplikacija ne podpira lokalnega shranjevanja podatkov, temveč vse podatke 
periodično (na dve minuti) pošilja na strežnik, kjer se shanjujejo v podatkovno 
bazo. 
7.2.3 Zapestnica Q 
Elektrodermalna aktivnost je eden izmed najbolj relevantnih parametrov za 
prepoznavo situacij, ko je uporabnik pod stresom [BPS11, SKCBCG10]. Poleg 
zaznave prevodnosti kože podobne rezultate daje tudi zaznava spremembe 
srčnega utripa (angl. Heart Rate Variability - HRV) [JonGui09, CALT11]. Na 
raziskovalnem področju prepoznave stresa je bilo narejenih veliko različnih 
študij. Eno najbolj znanih sta objavili Healey & Picard [HeaPic05], ki sta 
predstavili metode za zbiranje in analizo različnih fizioložkih podatkov med 
vožnjo avtomobila z namenom zaznave voznikove ravni stresa. Zbrali sta 
podatke iz 50 ali več minutnih voženj 24 voznikov in dosegli povprečno 97 % 
natančnost pri razpoznavi stresa. Pri tem sta dokazali, da imata EDA in HRV 
največjo korelacijo z dejanskim nivojem stresa pri uporabniku.  
Namen doktorske disertacije ni dokazovati ali zavračati tovrstnih študij. Prav 
tako se zavedamo, da je obravnava stresa zelo široko področje, ki zahteva 
najmanj dodatna znanja s področij medicine in psihologije. Hkrati moramo 
seveda upoštevati, da je pripravljenost uporabnika na komunikacijo odvisna 
tudi od njegove trenutne izpostavljenosti stresu, zato smo se odločili, da v 
raziskavo dodatno vključimo senzor elektrodermalne aktivnosti. K temu nas 
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opogumljajo tudi trendi, ki kažejo v pospešen razvoj tovrstnih naprav (pametne 
zapestnice, ure). Slednje so vedno bolj pogosto usmerjene v merjenje različnih 
fizioloških parametrov. Za nas EDA predstavlja dodaten vir podatkov, ki jih 
bomo vključili v našo podatkovno množico.   
Zapestnica si vse podatke shranjuje lokalno in omogoča kasnejši izvoz 
posameznih vrednosti, ki so ločene z vejico (angl. Comma Separated Values - 
CSV). Zapestnico smo pred vsako izvedbo eksperimenta priključili na osebni 
računalnik in jo časovno uskladili s trenutnim časom. Nastavljena je bila 
frekvenca merjenja 8 Hz.    
7.2.4 Strežnik 
V okviru našega eksperimenta smo razvili spletno storitev, ki implementira 
odprte vmesnike, prek katerih je mogoče shranjevati podatke s strani 
posameznih odjemalcev. Dodatno spletna aplikacija omogoča dostop do 
odjemalcev, ki so na voljo ter ponuja možnost preprostega pregleda nad 
zbranimi podatki za posameznega uporabnika (zadnji vnos in arhiv vseh 
vnosov).  
 
Slika 26: Grafičen pregled po arhivu vseh podatkov 
Strežniška logika je pisana v programskem jeziku Java [Java] in se izvaja na 
odprtokodnem strežniku Apache Tomcat [Tomcat]. Glavna podatkovna baza je 
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MySQL [MySQL] in služi hranjenju podatkov, ki jih zajema množica različnih 
senzorjev.  
 
Slika 27: Shema podatkovne baze  
Uporabnik je v glavni podatkovni bazi predstavljen z unikatnim nizom 
alfanumeričnih znakov imenovanih presentity. Svoj presentity uporabnik dobi 
ob registraciji in ga lahko uporablja za vrsto različnih senzorjev. V podatkovni 
bazi so posamezni presentity zbrani v stolpcu pres_id znotraj tabele 
presentities. 
Spletni vmesnik omogoča dostop do glavne podatkovne baze in skrbi za 
registracijo senzorjev ter sprejemanje in shranjevanje prejetih podatkov. 
Vmesnik podpira format PIDF z razširitvijo RCIDF, ki smo jo definirali tekom 
raziskovalnega dela.  
Senzor je naprava, aplikacija ali storitev, ki zajema podatke o uporabniku in 
jih po morebitni lastni pred-obdelavi shranjuje v glavno podatkovno bazo. V 
podatkovni bazi je posamezen senzor predstavljen kot podatkovni vir v tabeli 
datasources s svojim lastnim identifikatorjem source_id ter shemo XML 
(datasources).  
Podatki so shranjeni v tabeli datapoints, kjer source_id označuje senzor, 
timestamp čas prispetja podatka in datapoint sam XML, ki vsebuje zajete 
podatke. 
7.2.4.1 Postopek registracije 
Ko se uporabnik odloči za uporabo nekega senzorja, mora senzorju predložiti 
svoj presentity. Senzor lahko nato začne z zajemanjem uporabnikovih 
podatkov. Preden jih bo lahko shranil v skupno podatkovno bazo, se mora 
registrirati prek skupnega vmesnika. To naredi s pošiljanjem zahtevka HTTP 
POST na vir /registersource s  parametroma presid, ki vsebuje uporabnikov 
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presentity, ter datasource, ki vsebuje opis senzorja v formatu XML. Vmesnik 
nato generira unikaten alfanumerični niz sourceid, ki se bo uporabljal za 
identifikacijo uporabnika v povezavi s senzorjem, ter source_id in datasource 
opisa shrani v tabelo datasources. Dodatno shrani tudi kombinacijo pres_id in 
source_id v tabelo datasource_presentities_mappings. Vmesnik nato senzorju 
vrne sourceid, ki ga mora slednji shraniti lokalno in se bo uporabljal za 
pošiljanje podatkov. 
 
Slika 1: Registracija senzorja 
7.2.4.2 Postopek pošiljanja podatkov 
Ko senzor zajame nove podatke o uporabniku ter jih želi shraniti v glavno 
podatkovno bazo, pošlje zahtevek HTTP POST na vir /postdata s parametroma 
sourceid, ki vsebuje source_id uporabnika, katerega podatke želi shraniti, ter 
datapoint, ki vsebuje zajete podatke v formatu XML. Slednja ustreza shemi, 
definirani v okviru parametra datasource ob registraciji senzorja. Vmesnik 
preveri prispeli XML proti pripadajoči shemi in ga v primeru pozitivnega 
rezultata preverbe shrani v tabelo datapoints ter senzorju vrne potrditev oz. 
obvestilo o napaki, če je do nje prišlo. 
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Slika 28: Pošiljanje podatkov s strani senzorja 
7.3 Izvedba eksperimenta 
Ciljno publiko pri izvedbi eksperimenta so predstavljali uporabniki, ki dnevno 
pri svojem delu rokujejo z osebnim računalnikom ter so v splošnem vešči 
uporabe naprav s področja informacijsko-komunikacijskih tehnologij. Hkrati so 
to uporabniki operacijskih sistemov Windows (namizni) in Android (mobilni).  
Vsak uporabnik je pred začetkom eksperimenta dobil ustna in pisna (Dodatek 
B) navodila o poteku eksperimenta ter dodatna pojasnila glede zajema 
podatkov in varovanja zasebnosti. Udeležence v eksperimentu smo poizkušali 
motivirati v smeri redne celodnevne nošnje zapestnice in čimbolj pogostega 
odgovarjanja na prožen vprašalnik. Posamezen eksperiment je trajal vsaj pet 
zaporednih dni. Začetek eksperimenta je bil (kadar je bilo le možno) postavljen 
na ponedeljek – cilj je bil zajeti maksimalno število delovnih dni v tednu.  
Eksperiment smo izvedli z osmimi uporabniki, pri čemer je en uporabnik med 
eksperimentom odstopil, podatki enega pa so bili preveč pomanjkljivi za 
obdelavo. Na koncu smo skupaj zbrali za približno 450 ur uporabnih podatkov 
oz. več kot 15 milijonov podatkovnih vnosov (Tabela 6). 
Posamezen eksperiment se je zaključil, ko so bili vsi zbrani podatki uspešno 
izvoženi iz posameznih naprav za zajem (pametni telefon in zapestnica) ter 
varno shranjeni za kasnejšo analizo. Izvedba celotnega eksperimenta je trajala 
dva meseca in pol.  
Vir podatkov Prispevek k številu podatkovnih vnosov 
Aplikacija PC 230.000 
Pametni telefon 68.000 
Zapestnica Q 14.800.000 
Vsi skupaj 15.098.000 
Tabela 6: Število podatkovnih vnosov 
 63 
8. Združevanje in priprava podatkov 
Zajemu podatkov s strani različnih aplikacij (senzorjev) je sledil potopek 
združevanje in priprava podatkov v obliko, ki je primerna za uporabo znotraj 
algoritma za klasifikacijo. 
 
Slika 29: Združevanje in priprava podatkov 
Postopek sestoji iz štirih zaporednih korakov: 
1. uvoz podatkov, 
2. izračun značilk, 
3. izgradnja vektorjev značilk in 
4. izvoz v format WEKA ARFF. 
Rezultat vsake faze predstavlja vhod v naslednjo. Vse faze smo implementirali 
z uporabo programskega jezika Java, v okviru samostojne aplikacije.  
8.1.1  Uvoz podatkov 
Posamezni senzorji nudijo različne možnosti dostopa podatkov. Mobilna 
aplikacija shranjuje podatke lokalno, pri tem pa jih razdrobi med posamezne 
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datoteke .db, ki so kriptirane. Ob uvozu je potrebno opraviti dekripcijo 
podatkov in združevanje vseh datotek v enotno .db datoteko. Do slednje lahko 
dostopamo prek Java gonilnika za dostop do podatkovnih baz (angl. Java 
Database Connectivity - JDBC). V konkretnem primeru potrebujemo gonilnik 
JDBC za dostop do podatkovne baze SQLite [SQLite]. 
Zapestnica omogoča izvoz podatkov v formatu CSV, ki je enostavno obvladljiv, 
saj je potrebna le iteracija po posameznih vrsticah, kjer so podatki ločeni z 
znakom vejice – ',' (za dostop do podatka uporabimo ustrezen regularni izraz).  
Do podatkovne baze na strežniku dostopamo z uporabo konilnika JDBC 
MySQL. 
Vse podatke v fazi izvoza deserializiramo in shranimo s pripadajočim časovnim 
žigom v bralno-pisalni pomnilnik (angl. Random Access Memory - RAM), kjer 
so kasneje na voljo za hitro obdelavo.   
8.1.2 Izračun značilk 
8.1.2.1 Čas 
Intuitivna razlaga: 
Dostopnost uporabnika je odvisna od časa v dnevu. 
Opis: 
Značilka podaja čas v dnevu, ko so okoliščine veljavne. Čas je podan v urah v 
dnevu. 
Zaloga vrednosti: 
Množica naravnih števil z nič in zalogo vrednosti [0, 23]: 𝐹1 =
{0, 1, 2, 3, 4, 5, 6, 7, 8, 9, 10, 11, 12, 13, 14, 15, 16, 17, 18, 19, 20, 21, 22, 23}. 
8.1.2.2 Število naprav Wifi 
Intuitivna razlaga: 
Število omrežij Wifi v okolici prinaša del informacije o trenutni lokaciji 
uporabnika. Slednja je lahko pomembna za uporabnikovo dostopnost.   
Opis: 
Značilka predstavlja število naprav Wifi, ki jih pametni telefon trenutno vidi. 
Poseben izračun ni potreben, saj je ta podatek neposredno dostopen.  
Zaloga vrednosti: 
Množica vseh naravnih števil z nič: 𝐹2 = {𝑥; 𝑥 ∈ 𝑁𝑜}. 
8.1.2.3 Povezan v Wifi 
Intuitivna razlaga: 
Povezanost uporabnika v omrežje Wifi podaja informacijo o tem, ali je 
uporabnik na znani lokaciji (v službi, doma...). 
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Opis: 
Značilka podaja informacijo o tem, ali je pametni telefon trenutno povezan v 
omrežje Wifi. Poseben izračun ni potreben, saj je ta podatek neposredno 
dostopen.  
Zaloga vrednosti: 
Množica znakov z zalogo vrednosti 'y' in 'n': 𝐹3 = {′𝑦
′, ′𝑛′} . 
8.1.2.4 Število naprav BT 
Intuitivna razlaga: 
Število naprav Bluetooth podaja informacijo o okolici v kateri se uporabnik 
nahaja (večje število zaznanih naprav pomeni večje število posameznikov v 
okolici). 
Opis: 
Značilka predstavlja število naprav Bluetooth, ki jih pametni telefon trenutno 
vidi. Poseben izračun ni potreben, saj je ta podatek neposredno dostopen. 
Zaloga vrednosti: 
Množica vseh naravnih števil z nič: F4 = {x; x ∈ No}. 
8.1.2.5 Glasnost okolice 
Intuitivna razlaga: 
Glasnost okolice uporabnika je lahko pomemben dejavnik pri določanju 
njegove trenutne dostopnosti. 
Opis: 
Značilka podaja izračunano 𝐿2 normo vzorcev iz audio signala okolice (meritev 
se izvede preko mikrofona pametnega telefona). Poseben izračun ni potreben, 
saj je ta podatek neposredno dostopen.   
Zaloga vrednosti: 
Množica pozitivnih realnih števil z 0: 𝐹5 = {𝑥; 𝑥 ∈ 𝑅 ⋀ 𝑥 ≥ 0}. 
8.1.2.6 Izbrani profil 
Intuitivna razlaga: 
Uporabnik z izbiro profila naznanja svojo dostopnost (izklopljeno zvonjenje 
tako npr. običajno označuje trenutno nedostopnost). 
Opis: 
Značilka opisuje trenutno izbrani audio profil na pametnem telefonu. Poseben 
izračun ni potreben, saj je ta podatek neposredno dostopen. 
Zaloga vrednosti: 
Množica znakovnih nizov z zalogo vrednosti »silent«, »vibration«, »normal«: 
𝐹6 = {"silent", "vibration", "𝑛𝑜𝑟𝑚𝑎𝑙"}. 
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8.1.2.7 Zasedenost glede na koledar 
Intuitivna razlaga: 
Zasedenost uporabnika glede na koledar povečuje verjetnost, da uporabnik 
trenutno ni dostopen in obratno. 
Opis: 
Značilka izraža trenutno zasedenost uporabnika glede na koledar. Na voljo so 
podatki o vseh dogodkih, ki trenutno potekajo ali se bodo začeli v bližnji 
prihodnosti. Pri izračunu značilke je potrebno pregledati dane dogodke in na 
podlagi začetnega ter končnega časa, ki sta na voljo, določiti trenutno 
uporabnikovo zasedenost. 
Zaloga vrednosti: 
Množica znakov z zalog vrednosti 'y' in 'n': 𝐹7 = {′𝑦
′, ′𝑛′} . 
8.1.2.8 Število korakov 
Intuitivna razlaga: 
Povečana fizična aktivnost (npr. tek) uporabnika lahko pomeni njegovo 
trenutno nedostopnost.  
Opis: 
Značilka podaja število korakov, ki jih je uporabnik napravil v zadnjem 
časovnem intervalu (5 min). Število korakov izračunamo na podlagi podatkov o 
pospešku na posamezni osi kartezičnega koordinatnega sistema (x, y, z). Za 
izračun smo uporabili algoritem, ki se uporablja v okviru odprtokodnega 
projekta Pedometer [Bag10]. 
Zaloga vrednosti: 
Množica vseh naravnih števil z nič: 𝐹8 = {𝑥; 𝑥 ∈ 𝑁𝑜}. 
8.1.2.9 Število, vsota amplitud in trajanj odzivov EDA 
Intuitivna razlaga: 
Dostopnost uporabnika se spreminja z nivojem stresa. Parametri EDA 
omogočajo vpogled v trenutno raven stresa uporabnika.  
Opis: 
Elektrodermalna aktivnost se nanaša na spremembe električnih lastnosti 
kože, ki so med drugim tudi posledica delovanja možganov. Nekatere raziskave 
kažejo [DSF00], da pri večini posameznikov, ki so pod vplivom močnih čustev, 
ali pa so kognitivno ali fizično aktivni, možgani stimulirajo povečano delovanje 
žlez znojnic. EDA se običajno meri kot prevodnost kože (𝜇𝑆), ki se lahko hitro 
spreminja (merilnik opravljajo običajno do 64 meritev na sekundo). Pri tem si 
kožo lahko predstavljamo kot serijo vzporedno vezanih električnih upornikov. 
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Signal EDA lahko razdelimo na dva dela – počasi spreminjajoči tonični del, na 
vrhu katerega se pojavljajo posamezne konice (fazični del signala). Toničnemu 
delu pravimo tudi nivo prevodnosti kože (angl. Skin Conuctance Level - SCL), 
spremembe pa se dogajo na minutni časovni skali. Fazični del signala je tisti, 
ki se pojavi kot odziv na posamezne diskretne dogodke, kot so npr. neprijeten 
vonj, nenaden hrup, strah, pričakovanje itd. Odgovor na takšen dogodek je 
običajno nenadno povečanje prevodnosti kože, čemur pravimo tudi odziv 
prevodnosti kože (angl. Skin Conductance Response - SCR). Med dogodkom in 
posledičnim pojavom SCR je nekaj sekundni zamik (1-6 s), nato sledi 
eksponentno povečanje prevodnosti kože in postopno upadanje nazaj proti 
ravni, ki jo določa SCL. Pri izbiri značilk smo se zgledovali po nekaterih 
raziskavah, ki se ponašajo z dobrimi rezultati [DSF00, SASLT10], in EDA 
signal razdelili na posamezne časovne intervale (5 min), ter za vsak interval 
določili število odzivov SCR, vsoto vseh amplitud valov SCR (𝜇𝑆) in trajanj (𝑠). 
Trajanje posameznega odziva SCR smo merili od njegovega pojava do vrha, ko 
doseže najvišjo amplitudo.  
 
Slika 30: Analiza signala EDA 
Zgornja slika (Slika 30) prikazuje primer analize signala EDA, ki je bila 
izvedena z uporabo naše programske kode. Pri tem smo izvedli naslednje 
korake [BenKae10]: 
 Normalizacija signala EDA. 
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 Glajenje signala EDA z uporabo Gaussove konvolucijske matrike (rdeč 
graf). 
 Izračun naklonske krivulje na izglajenem signalu. 
 Glajenje naklonske krivulje z uporabo Gaussove konvolucijske matrike 
(zelen graf). 
 Detekcija odzivov SCR – določimo lokalne maksimume na podlagi 
naklonske krivulje, ko se naklon prelomi iz pozitivnega (naraščanje) v 
negativnega (padanje) prek lokalne ničle (moder graf). Beležimo si 
število lokalnih maksimumov in spremembo amplitude ter število 
vzorcev od dna odziva SCR do maksimuma. Na podlagi števila vzorcev 
in frekvence vzorčenja lahko določimo trajanje odziva SCR. 
 
Zaloga vrednosti: 
Število odzivov EDA predstavlja množica vseh naravnih števil z nič: 𝐹9 =
{𝑥; 𝑥 ∈ 𝑁𝑜}. 
Vsota amplitud in trajanj odzivov EDA predstavlja množica vseh pozitivnih 
realnih števil z nič: 𝐹10,11 = {𝑥; 𝑥 ∈ 𝑅 ⋀ 𝑥 ≥ 0}. 
8.1.2.10 Število vseh pritiskov tipk 
Intuitivna razlaga: 
Dostopnost uporabnika je odvisna od njegove trenutne aktivnosti za osebnim 
računalnikom. 
Opis: 
Značilka predstavlja število vseh pritiskov tipk na računalniški tipkovnici. 
Poseben izračun ni potreben, saj je ta podatek neposredno dostopen. 
Zaloga vrednosti: 
Množica vseh naravnih števil z nič: 𝐹12 = {𝑥; 𝑥 ∈ 𝑁𝑜}. 
8.1.2.11 Število vseh pritiskov tipke »Backspace« 
Intuitivna razlaga: 
Dostopnost uporabnika je odvisna od njegove trenutne aktivnosti za osebnim 
računalnikom. Veliko pritiskov na tipko »Backspace« priča o povečani mentalni 
aktivnosti. 
Opis: 
Značilka predstavlja število vseh pritiskov tipke »Backspace« na računalniški 
tipkovnici. Poseben izračun ni potreben, saj je ta podatek neposredno dostopen. 
Zaloga vrednosti: 
Množica vseh naravnih števil z nič: 𝐹13 = {𝑥; 𝑥 ∈ 𝑁𝑜}. 
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8.1.2.12 Število klikov 
Intuitivna razlaga: 
Dostopnost uporabnika je odvisna od njegove trenutne aktivnosti za osebnim 
računalnikom. 
Opis: 
Značilka predstavlja število vseh klikov z računalniško miško. Poseben izračun 
ni potreben, saj je ta podatek neposredno dostopen. 
Zaloga vrednosti: 
Množica vseh naravnih števil z nič: 𝐹14 = {𝑥; 𝑥 ∈ 𝑁𝑜}. 
8.1.3 Izgradnja vektorjev značilk 
Vektor značilk je v našem primeru 14-dimenzionalni vektor, ki ga sestavljajo 
posamezne pripadajoče značike.  
𝐹 = [𝐹1, 𝐹2, 𝐹3, 𝐹4, 𝐹5, 𝐹6, 𝐹7, 𝐹8, 𝐹9, 𝐹10, 𝐹11, 𝐹12, 𝐹13, 𝐹14] 
8.1.4 Izvoz v format WEKA ARFF 
WEKA [WEKA] je zbirka algoritmov za strojno učenje na podlagi dostopnih 
podatkov. WEKA omogoča neposredno uporabo iz pripadajočega grafičnega 
okolja ali pa jo je možno kot zunanjo knjižnico vključiti v lastno programsko 
kodo Java. Knjižnica WEKA vsebuje orodja za pred-obdelavo podatkov, 
klasifikacijo, regresijo (angl. regression), rojenje in vizualizacijo. V raziskavah 
se WEKA velikokrat uporablja za primerjavo med različnim algoritmi ali pa za 
razvoj novih shem strojnega učenja. 
WEKA omogoča neposredno priključitev na posamezne zunanje podatkovne 
vire (npr. relacijska podatkovna baza) v praksi pa največkrat podatke podamo 
v internem WEKA formatu za zapis atributov (značilk) in njihovih relacij 
(angl. Attribute-Relation File Format - ARFF). 
Datoteka ARFF vsebuje glavo, kjer so posamezni atributi opisani – definiran je 
tip atributa in njegova zaloga vrednosti (v primeru, da gre za nominalen tip). 
Glavi sledi podatkovni del, v okviru katerega je vsak vektor značilk zapisan v 
svoji vrstici. Posamezne značilke so med seboj ločene z vejico (','). Manjkajoči 
atributi so označeni z vprašajem ('?'). Zadnji atribut v vrstici predstavlja 
razred, v katerega je vektor značilk umeščen (v primeru da gre za učno ali 
testno množico). V našem primeru smo pripadajoči razred določili na podlagi 
rezultatov vprašalnika, ki ga je uporabnik izpolnjeval med trajanjem 
eksperimenta.  
Dodatek C prikazuje primer datoteke ARFF za uporabnika U6. Oznake se 
nanašajo na vprašanje o dosegljivosti v povezavi s klicem s strani neznane 
osebe (U). 
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9. Algoritem za klasifikacijo 
Programska knjižnica WEKA ima na voljo veliko število algoritmov za 
nadzorovano učenje [WClassifiers]. Med njimi je tudi algoritem, ki uporablja 
naivni Bayes-ov verjetnostni model. Slednji ima naslednje pozitivne lastnosti:  
 je preprost za implementacijo,  
 ima kratek čas učenja, 
 nima omejitve dimenzije verjetnostnega prostora (poljubno velik vektor 
značilk) in 
 dobro prenaša morebitne manjkajoče podatke.  
 
Naivni Bayes-ov model je zasnovan na predpostavki neodvisnosti opazovanih 
spremenljivk (značilk), v primeru, ko je neopazovana spremenljivka znana. To 
lahko predstavlja težavo, če je omenjena poenostavitev prevelika in so 
spremenljivke v resnici odvisne med seboj. V tem primeru takšen model deluje 
slabo. Kadar pa neodvisnost spremenljivk drži, pridobimo z uporabo naivnega  
Bayes-ovega modela določene poenostavitve, saj ni potrebno definirati celotne 
kovariančne matrike modela, temveč nas zanima samo varianca posameznih 
spremenljivk. Posledično potrebujemo relativno majhen nabor označenih 
podatkov. 
Osnovno operacijo naivnega Bayes-ovega modela predstavlja izračun 
maksimalnih verjetnosti, pri čemer pa je potrebno paziti, da ne pride do 
pretirane prilagojenosti podatkom (Poglavje 6.3). Trajanje postopka izračuna 
maksimalnih verjetnosti narašča linearno glede na velikost učne množice – od 
tod tudi izhaja kratek čas učenja.   
Predpostavimo, da so naše značilke med seboj neodvisne – pojav posameznega 
dogodka ne vpliva na verjetnost pojava drugega. Posledično lahko uporabimo 
naivni Bayesov model za nadzorovano učenje in dobimo enostavno Bayes-ovo 
mrežo (Slika 31) z eno starševsko spremenljivko (»DOSEGLJIVOST«). 
Delovanje takšne mreže smo že opisali, kot tudi pomen posameznih značilk, ki 
izhajajo iz starševske spremenljivke. 
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Slika 31: Struktura uporabljenega naivnega Bayes-ovega modela 
Z uporabo vprašalnika smo zbrali podatke, ki tvorijo označeno učno množico. 
Spodnji graf prikazuje velikost učnih množic po posameznem udeležencu 
eksperimenta (U1 – U6). 
 
Slika 32: Velikost učnih množic 
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Vidimo, da so velikosti učnih množic, ki so na voljo, zelo majhne, kar 
posledično vpliva tudi na natančnost klasifikatorja. Slednjo bomo definirali kot 
število pravilno razvrščenih dogodkov (𝑁𝑐) v razmerju s številom vseh 
dogodkov (𝑁𝐴). 
𝑛𝑎𝑡𝑎𝑛č𝑛𝑜𝑠𝑡 =
𝑁𝑐
𝑁𝐴
 
Spodnja slika (Slika 33) prikazuje natančnost naivnega Bayes-ovega 
klasifikatorja (v odstotkih) ob učenju z uporabo označenih učnih množic. Moč 
klasifikatorja smo preverili na osemnajstih učnih množicah (vsak udeleženec 
eksperimenta je v okviru vprašalnika odgovarjal na tri vprašanja). 
 
Slika 33: Natančnost Bayes klasifikatorja določena z navzkrižnim 
preverjanjem (k = 10, α = 1)   
Natančnost klasifikatorja smo ocenili z uporabo navzkrižnega preverjanja 
veljavnosti, kjer smo podatke naključno razdelili na 𝑘 enako velikih delov. Pri 
tem vzamemo 𝑘 − 1 število delov za oblikovanje učne množice, testno množico 
pa predstavlja prostali, neizbrani del. Celoten postopek ponovimo 𝑘-krat, 
dokler ni vsak izmed 𝑘 delov enkrat uporabljen kot testna množica. Rezultat je 
povprečje 𝑘 rezultatov (povprečje natančnosti vsake iteracije). V našem 
primeru je bil izbrani 𝑘 = 10. Za Laplaceovo glajenje maksimalnih verjetij smo 
uporabili korekcijski parameter α = 1 [JuaNey02] (Poglavje 6.3). 
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Iz rezultatov klasifikacije je razvidno, da je natančnost klasifikatorja slaba 
(povprečna natančnost čez vse učne množice je 47 %). V največji meri je to 
posledica majhnih učnih množic, ki slabo generalizirajo.  
Naleteli smo na realen problem, ko težko pridemo do večje učne množice, saj 
označevanje posameznih dogodkov (v našem primeru to pomeni odgovarjanje 
na vprašalnik) pomeni tudi visoko stopnjo aktivacije uporabnika. Če bi želeli 
povečati učno množico, bi morali podaljšati čas eksperimenta in/ali povečati 
frekventnost proženja vprašalnika. Ko si takšno storitev predstavljamo v 
praksi, nam hitro postane jasno, da je to nesprejemljivo - uporabnik bi se 
naveličal, še preden bi imeli dovolj podatkov za uspešno učenje klasifikatorja.  
Seveda pa to niso vsi podatki, ki so nam na voljo. Poleg označenih vektorjev 
značilk lahko iz zbranih podatkov izluščimo večje število neoznačenih (zajem 
podatkov je potekal tekom celotnega časa izvedbe ekperimenta). Razviti 
moramo torej metodo, ki bo med učenjem klasifikatorja kombinirala obe 
podatkovni množici [BluMit98].  
Predpostavimo, da ob vsaki spremembi mikro lokacije uporabnika dobimo nov 
podatek o številu videnih omrežij Wifi (podatek je pridobljen s strani 
uporabnikovega mobilnega telefona). V resnici realizirana programska sonda 
za zaznavo omrežij Wifi deluje na takšen način, saj ves čas zaznava dostopovne 
točke Wifi okrog sebe in dostavi podatek o omrežjih v primeru, ko se število 
omrežij ali imena le-teh spremenijo v primerjavi z zadnjo meritivijo. Ob vsaki 
takšni spremembi lahko zberemo tudi preostale podatke in s tem dobimo novo 
množico neoznačenih vektorjev značilk. Množica bo seveda večja pri 
posameznikih, ki so najbolj mobilni in manjša pri tistih, ki so večinoma 
stacionirani na svojem delovnem mestu. Intuitivno razmišljanje takšno 
odločitev lahko označi kot ustrezno, saj se dosegljivost uporabnika tudi v 
realnem življenju pogosto spreminja z njegovo lokacijo (je v pisarni, v sejni 
sobi, na cesti, doma, pri poslovnem partnerju, v trgovini, kinu itd.) Naslednja 
slika (Slika 34) prikazuje velikosti množic neoznačenih vektorjev značilk, ki 
smo jih pridobili po opisanem postopku. Vidimo lahko, da so posamezne 
množice večje, kot so naše učne množice, ki smo jih pridobili s pomočjo 
vprašalnika.     
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Slika 34: Velikost množic neoznačenih vektorjev značilk 
Problema majhnih učnih množic se bomo sedaj lotili z nadgradnjo koncepta 
nadzorovanega učenja in uporabili t.i. pol-nadzorovano učenje (angl. semi-
supervised learning). Pri tem izkoriščamo tehniko pričakovanja in 
maksimizacije (angl. Expectation-Maximization - EM), ki se pogosto uporablja 
na področju nenadzorovanega učenja oz. rojenja [NMM06]. Gre za iterativno 
tehniko, s pomočjo katere lahko sestavimo naslednji algoritem:  
 
1. začnemo z nadzorovanim učenjem nad majhno učno množico, ki nam je 
na voljo, z uporabo naivnega Bayes-ovega modela;  
2. pridobljeni klasifikator v drugem koraku uporabimo za klasifikacijo 
neoznačenih podatkov in pri tem predpostavimo (pričakujemo), da so 
oznake pravilne;  
3. v tretjem koraku združimo prvotno označene podatke z novo označenimi 
in nad pridobljeno učno množico ponovno izvedemo nadzorovano učenje; 
4. drugi in tretji korak ponavljamo toliko časa, da konvergiramo do 
stabilnega klasifikatorja; 
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Algorithm: semi-supervised learning 
Input: Collections 𝑋𝑙 of labeled data and 𝑋𝑢 of unlabeled data 
Output: Trained NB classifier 
   Calculate initial NB classifier from 𝑋𝑙  
   set convergence to false 
      repeat 
     E-step: Use current classifier to classify unlabeled data 
       Join collections 𝑋𝑙 and 𝑋𝑢 into 𝑋𝑙𝑢   
     M-step: Calculate new NB classifier from 𝑋𝑙𝑢  
             Calculate convergence based on log likelihood  
      until convergence is true 
 
Slika 35: Algoritem polnadzorovanega učenja z uporabo naivnega 
Bayes-ovega modela 
EM predstavlja iterativno metodo, kjer se izmenjujeta koraka E (angl. E-step) 
in M (angl. M-step). Korak E izračuna pričakovane manjkajoče oznake (nad 
neoznačenimi podatki) z upoštevanjem parametrov modela, ki je nastal med 
zadnjo iteracijo. Korak M znotraj iste iteracije na novo izračuna parametre 
modela (maksimalna verjetja), pri tem pa se obanaša, kot da so vse oznake na 
podatkih iz koraka E pravilne. Na koncu izvajanja vsake iteracije izračunamo 
logaritemsko funkcijo verjetja celotne množice. Sedaj prepišimo algoritem iz 
opisne kode v programski jezik Java [SSPython]: 
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public void trainSemiNB(String labeledSetARFF, String unlabeledSetARFF,  
int maxIterations, double eps) { 
// Izračunaj klasifikator NB z uporabo učne množice, ki je na voljo: 
 NaiveBayes naiveBayes = buildNBClassifier(getInstances(labeledSetARFF)); 
   
 double lastLogLikelihood = 0; 
   
 // Sledi iteracija skozi koraka E in M: 
 for (int i = 0; i < maxIterations; i++) { 
  //Korak E: klasifikacija neoznačenih podatkov: 
Instances labeled = classifyUnlabeledDataUsingNB(naiveBayes,   
getInstances(unlabeledSetARFF)); 
    
  //Korak M: Združi množici Xl in Xu ter izračunaj nov klasifikator NB 
Instances joinedInstances = joinInstances(getInstances(labeledSetARFF), 
labeled); 
  naiveBayes = buildNBClassifier(joinedInstances);  
    
// Izračunaj log likelihood in primerjaj z s prejšnjim rezultatom  
  double currentLogLikelihood = logLikelihood(joinedInstances); 
    if (Math.abs(Math.abs(currentLogLikelihood) - 
Math.abs(lastLogLikelihood)) < eps) 
   break; // Razlika je manjša od eps - naredimo izhod iz zanke 
  else 
   lastLogLikelihood = currentLogLikelihood; 
 } 
} 
 
Slika 36: Implementacija algoritma v programskem jeziku Java 
Vrednosti, ki jih vrača metoda logLikelihood (funkcija verjetja) znotraj 
zanke z večanjem števila iteracij konvergirajo. Konvergenco zaznamo s 
primerjavo zadnjega rezultata metode logLikelihood s prejšnjim. Ko je 
rezultat manjši od podane vrednosti eps (eps = 0.01), izstopimo iz zanke. 
Maksimalno število iteracij je omejeno z varovalko maxIterations. Spodnja 
slika (Slika 37) prikazuje natančnost klasifikatorja (v odstotkih), ki smo ga 
naučili z uporabo opisanega algoritma. 
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Slika 37: Rezultati navzkrižnega preverjanja natančnosti 
klasifikatorja (k = 10, α = 1)  
Iz rezultatov je razviden visok odstotek pravilno klasificiranih vektorjev 
značilk za posamezne udeležence eksperimenta in primere, ko je klicoči 
sodelavec ali poslovni partner (CB), neznana oseba (U) ali družinski član oz. 
prijatelj (FF). Povprečna izračunana natančnost v vseh primerih je 94 %. 
Algoritem sedaj daje dobre rezultate navkljub majhni začetni učni množici. 
Poglejmo si delovanje klasifikatorja nekoliko bolj natančno (Tabela 7: Matrike 
pravilnih in napačnih razvrstitev) s pomočjo matrike pravilnih in napačnih 
razvrstitev (angl. confusion matrix).  
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   CB      U      FF   
U1 C1 C2 C3 C4 C5  C1 C2 C3 C4 C5  C1 C2 C3 C4 C5 
T1 9 0 0 0 24 T1 0 0 0 0 13 T1 279 0 0 0 21 
T2 0 0 0 0 4 T2 0 0 0 0 3 T2 2 0 0 0 0 
T3 0 0 0 0 3 T3 0 0 0 0 2 T3 3 0 0 0 2 
T4 0 0 0 0 3 T4 0 0 0 0 6 T4 1 0 0 0 2 
T5 1 0 0 0 602 T5 1 0 0 0 621 T5 18 0 0 0 318 
% 27 0 0 0 100 % 0 0 0 0 100 % 93 0 0 0 95 
                  
   CB      U      FF   
U2 C1 C2 C3 C4 C5  C1 C2 C3 C4 C5  C1 C2 C3 C4 C5 
T1 67 1 2 0 0 T1 0 0 0 0 0 T1 21 6 1 0 0 
T2 3 145 4 0 0 T2 0 0 0 1 0 T2 0 268 2 0 0 
T3 2 7 115 1 0 T3 0 0 14 5 2 T3 0 7 46 0 0 
T4 0 1 4 0 0 T4 0 0 0 272 1 T4 0 1 0 0 0 
T5 0 0 0 0 0 T5 0 0 0 5 52 T5 0 0 0 0 0 
% 96 95 92 0 100 % 100 0 67 100 91 % 75 99 87 0 100 
                  
   CB      U      FF   
U3 C1 C2 C3 C4 C5  C1 C2 C3 C4 C5  C1 C2 C3 C4 C5 
T1 409 7 10 2 0 T1 536 16 5 3 0 T1 421 9 6 0 4 
T2 3 506 8 9 0 T2 8 626 25 0 0 T2 1 377 9 2 1 
T3 8 19 531 10 0 T3 6 27 869 5 0 T3 10 14 432 2 10 
T4 2 22 14 687 0 T4 0 2 0 119 0 T4 5 7 10 146 7 
T5 0 0 0 0 0 T5 0 0 0 0 0 T5 0 3 10 5 756 
% 96 96 93 95 100 % 96 95 96 98 100 % 96 97 92 83 98 
                  
   CB      U      FF   
U4 C1 C2 C3 C4 C5  C1 C2 C3 C4 C5  C1 C2 C3 C4 C5 
T1 59 0 1 0 1 T1 60 1 0 0 0 T1 60 0 0 1 0 
T2 0 0 0 0 0 T2 0 252 10 3 1 T2 0 0 1 0 0 
T3 0 0 186 11 2 T3 0 12 178 6 1 T3 1 0 116 7 4 
T4 0 0 15 254 4 T4 0 7 4 47 0 T4 0 0 9 214 10 
T5 0 0 7 5 39 T5 0 0 0 1 1 T5 0 0 4 14 143 
% 97 100 93 93 76 % 98 95 90 81 50 % 98 0 91 92 89 
                  
   CB      U      FF   
U5 C1 C2 C3 C4 C5  C1 C2 C3 C4 C5  C1 C2 C3 C4 C5 
T1 43 7 0 1 0 T1 155 6 2 0 0 T1 0 3 1 1 0 
T2 0 350 7 4 0 T2 3 409 8 2 0 T2 0 277 6 11 0 
T3 0 12 261 8 0 T3 0 15 351 1 0 T3 0 9 261 11 0 
T4 1 5 3 250 2 T4 0 0 4 0 0 T4 0 1 5 295 2 
T5 0 0 0 1 1 T5 0 0 0 0 0 T5 0 0 1 7 65 
% 84 97 93 96 50 % 95 97 96 0 100 % 0 94 93 97 89 
                  
   CB      U      FF   
U6 C1 C2 C3 C4 C5  C1 C2 C3 C4 C5  C1 C2 C3 C4 C5 
T1 0 3 2 1 0 T1 551 1 0 0 0 T1 1 0 0 1 1 
T2 2 154 7 6 1 T2 7 62 0 0 0 T2 0 88 1 0 0 
T3 0 4 381 5 0 T3 5 1 0 2 0 T3 0 0 149 3 0 
T4 0 3 2 53 1 T4 8 1 0 10 0 T4 1 6 4 350 2 
T5 0 1 3 2 19 T5 1 0 0 1 0 T5 0 1 5 5 32 
% 0 91 98 90 76 % 100 90 0 53 0 % 33 99 98 96 74 
Tabela 7: Matrike pravilnih in napačnih razvrstitev 
Iz posamezne matrike lahko razberemo razmerja med številoma dejanskih 
oznak in umestitev v razrede (rezultat klasifikacije). Vrstice znotraj matrike 
(T1 – T5) podajajo število oznak za razred, stolpci pa rezultat klasifikacije. V 
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idealnem svetu bi bile samo diagonalne vrednosti večje od 0. Vsaka vrednost, 
ki je izven diagonale, namreč pomeni napako pri klasifikaciji. Spodnja vrstica 
vsake matrike (obarvana z zeleno) podaja natančnost klasifikatorja za 
posamezen razred. Iz rezultatov je razvidno, da imamo težavo predvsem 
takrat, ko je znotraj učne množice na voljo majhno število oznak za posamezen 
razred glede na velikost učne množice ali pa celo nimamo nobene (npr. v 
primerih U1). V primeru, ko oznak dejansko ni, je maksimalno verjetje enako 
nič, kar pomeni, da je tudi posteriorna verjetnost nič. To je običajno težava 
majhnih učnih množic (in posledica zanašanja na izgradnjo modela, ki temelji 
na izračunu maksimalnih verjetij), kjer nekateri dogodki enostavno niso 
zaznani. Takšen problem se velikokrat rešuje tako, da vključimo začetno 
inicializacijo števila dogodkov razreda.  
Dodatno lahko opazimo tudi, da so pogosto napačno razvrščeni dogodki, ki 
imajo nizko frekventnost pojavljanja – majhno število oznak (zopet glejmo 
primere U1). Razlog za to je najverjetneje v kombinaciji izračunanih nizkih 
maksimalnih verjetij in pa podatkovne redundance (visoka korelacija med 
posameznimi vektorji značilk). V tem primeru smo plačali davek relativno 
majhne učne množice.       
Nasprotno pa lahko ugotovimo, da klasifikator dosega visoko natančnost, ko so 
znotraj učne množice prisotne oznake posameznih razredov v dovolj velikem 
številu (primer U3 in U4, U5). Takrat morebitna redundantnost podatkov ne 
pride do takšnega izraza, model na osnovi izračuna maksimalnih verjetij pa je 
učinkovit.            
Za konec si kot zanimivost poglejmo distribucijo posameznih oznak 
razporejenih po času (primer je za udeleženca U3). Za vizualizacijo smo vzeli 
učno množico, ki je nastala kot rezultat izvedbe našega algoritma (𝑋𝑙𝑢).      
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Slika 38: Distribucija posameznih oznak razporejenih po času v 
primeru FF 
 
 
Slika 39: Distribucija posameznih oznak razporejenih po času v 
primeru CB 
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Slika 40: Distribucija posameznih oznak razporejenih po času v 
primeru U 
Če podatke posplošimo, lahko iz posameznih histogramov na prvi pogled 
intuitivno izluščimo nekatera zanimiva opažanja:  
 Največja verjetnost, da bo uporabnik nedosegljiv, je med osmo uro 
dopoldan in drugo uro popoldan (največji delež oznak 1 in 2). To si 
lahko razložimo z dejstvom, da je uporabnik takrat na delovnem 
mestu (najbolj delaven del dneva). 
 Največja verjetnost, da bo uporabnik dosegljiv, je v poznih 
popoldanskih in v večernih urah (največji delež oznak 3, 4, in 5). 
 Dosegljivost uporabnika je odvisna od tega, kdo ga kliče. Vidimo, da 
uporabnik nerad odgovarja na neznane telefonske številke (U), raje 
na klice s strani sodelavcev in poslovnih partnerjev (CB), najraje pa 
na klice domačih in prijateljev (FF). 
 Potencialni komunikacijski sistem, ki bi bil povezan s kontekstualnim 
strežnikom prisotnosti, bi dohodne klice v času delovnega časa 
uporabnika U3 pogosto tretiral kot nezaželjene (sploh v primeru klica 
s strani neznane osebe).   
 
Z našimi sklepanji bi lahko šli seveda še naprej in poizkušali napraviti 
zaključke o introvertiranosti ali ekstravertiranosti posameznika, 
izpostavljenosti stresu ipd. Na takšen način bi lahko razmišljali o vsakem 
udeležencu  eksperimenta posebej.  
S tem želimo predvsem nakazati širok potencial uporabe zbranih podatkov. 
Delček tega smo želeli pokazati tudi v okviru znanstvenega članka [PPTK12], 
ki je nastal tekom našega študija in izpostavlja potenicalno širšo uporabnost 
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kontekstualnega strežnika prisotnosti na področjih, ki niso vezana strogo na 
komunikacije (v okviru omenjenega članka smo se dotaknili področja 
zagotavljanja kakovosti življenja posameznika). Zadnji primer nakazuje 
nekatere možnosti nadaljnjih raziskav, pri čemer doktorska disertacija 
predstavlja temelj, na katerem lahko gradimo. 
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10. Sklep 
V okviru disertacije smo se osredotočili na zasnovo storitve prisotnosti, ki 
temelji na zaznavi konteksta uporabnika. Za prenos informacije o kontekstu 
smo definirali novo razširitev obstoječega formata PIDF - RCIDF, ki omogoča 
strukturiran zapis posameznih primarnih tipov konteksta. Format ohranja 
generičnost in je združljiv z uveljavljeno arhitekturo storitve prisotnosti, kot jo 
definirajo organizacije IETF, 3GPP in OMA. Znotraj omenjene arhitekture 
centralno entiteto predstavlja strežnik prisotnosti, kateremu smo dodatno 
dodelili vlogo kontenkstualnega vozlišča. Pri tem v namene zaznave konteksta 
uporabnika izkoriščamo tehnološke zmožnosti posameznih naprav, ki 
omogočajo izvedbo in dostop do različnih meritev.  
Med izvajanjem raziskovalnega dela smo zasnovali in izvedli zahteven 
eksperiment, ki je med drugim vseboval tudi razvoj platforme in orodij za 
zajem in shranjevanje podatkov o uporabniku. V okviru izvedbe eksperimenta 
v realnem okolju posameznega udeleženca smo zbrali za približno 450 ur 
uporabnih podatkov, oz. več kot 15 milijonov podatkovnih vnosov.  
Znotraj celotne množice zbranih podatkov je bilo tudi več takšnih, ki so bili 
označeni s strani posameznih udeležencev eksperimenta. Slednji so odgovarjali 
na vprašalnik, ki je bil prožen v okviru aplikacije na pametnem telefonu. 
Ključne ugotovitve, do katerih smo prišli po zaključku eksperimenta, so: 
 zbiranje označenih podatkov je drago (zahteva veliko uporabnikove 
angažiranosti); 
 zbiranje neoznačenih podatkov je poceni in 
 glavni izziv pri implementaciji takšnega sistema predstavlja 
uporabniška izkušnja. 
Rezultat našega eksperimenta je velika količina zbranih neoznačenih podatkov 
v primerjavi z majhno količino takšnih, ki so bili označeni s strani uporabnika 
in jih potrebujemo za izvedbo nadzorovanega učenja. 
Posamezne označene podatke (vektorje značilk) smo prestavili v obliko Bayes-
ove mreže, ki predstavlja preprost, vendar učinkovit verjetnostni model. 
Slednji prekouporabe Bayes-ovega izreka omogoča izvedbo diagnostičnega 
sklepanja (iz podatkov, ki so nam na voljo, sklepamo o vrednosti neopazovane 
spremenljivke). Kot takšen je model uporaben tudi za realizacijo klasifikatorja, 
ki smo ga uporabili za umestitev posameznih vektorjev značilk v razrede 
dostopnosti uporabnika. Pri tem ugotavljamo, da je potrebno v primeru, ko 
imamo majhno število označenih vektorjev značilk, hkrati pa nam je na voljo 
večje število neoznačenih, uporabiti algoritem, ki zajema značilnosti 
nadzorovanega in nenadzorovanega učenja.  
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Takšen algoritem sestoji iz treh ključnih korakov, kjer izračunu naivnega 
Bayes-ovega klasifikatorja nad označenimi podatki sledi izvedbena zanka, 
znotraj katere se izmenjujeta koraka klasifikacije neoznačenih vektorjev 
značilk in ponovnega izračuna modela. Rezultat algoritma je stabilen 
klasifikator, ki je v povprečju izvedel svojo nalogo s 94 % natančnostjo. Glavna 
spoznanja v tem delu disertacije so bila: 
 nadzorovano učenje nad majhnimi učnimi množicami daje v primeru 
uporabe modela, ki bazira na izračunu maksimelnih verjetij, slabe 
rezultate; 
 želimo si učne podatkovne množice z minimalno redundanco; 
 Bayes-ov klasifikator v kombinaciji z mehanizmi nenadzorovanega 
učenja omogoča dovolj visoko natančnost, hkrati pa je performančno 
učinkovit (čas učenja je linearno odvisen od velikosti učne množice).    
Dokazali smo, da je na podlagi pridobljenih informacij o kontekstu uporabnika 
možno natančno oceniti trenutno uporabnikovo dostopnost oz. njegovo 
pripravljenost na komunikacijo.  
Disertacija odpira možnosti nadaljnjega študija, saj se sistemi prisotnosti v 
preteklosti niso razvijali v skladu z novimi tehnološkimi in družbenimi trendi:   
 razširitev predstavljenega koncepta na druga področja življenja – eno 
izmed možnih poti smo predstavili v okviru znanstvenega prispevka, 
ki je nastal kot rezultat našega študija [PPTK12]; 
 izbira in validacija optimalnega nabora senzorjev; 
 nadaljnji razvoj algoritmov odločanja. 
Disertacija predstavlja temeljni okvir za nadaljnji razvoj koncepta storitve 
prisotnosti, ki deluje na podlagi zaznave konteksta uporabnika. Pri tem 
pričakujemo, da bo pomemben del novih raziskav predstavljala formalizacija 
posameznih rezultatov v okviru uradnih objav, z namenom postopnega 
vključevanja novih konceptov tudi v praksi.   
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Dodatek A (RCIDF)  
Shema RCIDF XML: 
 
<?xml version="1.0" encoding="utf-8" ?> 
<xs:schema xmlns:RCIDF="urn:ltfe:presence:extensions:pidf:RCIDF" 
           xmlns:dm="urn:ietf:params:xml:ns:pidf:data-model" 
           attributeFormDefault="unqualified" 
           elementFormDefault="qualified" 
           targetNamespace="urn:ltfe:presence:extensions:pidf:RCIDF" 
           xmlns:xs="http://www.w3.org/2001/XMLSchema"> 
    <xs:element name="context"> 
        <xs:annotation> 
            <xs:documentation> 
Opisuje okoliščino v kateri se nahaja uporabnik,  aplikacija oz. storitev ter naprava 
preko katere uporabnik dostopa do aplikacije oz. storitve.  
            </xs:documentation> 
        </xs:annotation> 
        <xs:complexType> 
            <xs:sequence> 
                <xs:element name="context-type"> 
                    <xs:annotation> 
                        <xs:documentation> 
                            Primarni tip konteksta - enumerator (npr. activity). 
                        </xs:documentation> 
                    </xs:annotation> 
                    <xs:simpleType> 
                        <xs:restriction base="xs:string"> 
                            <xs:enumeration value="activity" /> 
                            <xs:enumeration value="location" /> 
                            <xs:enumeration value="ambient" /> 
                            <xs:enumeration value="identity" /> 
                            <xs:enumeration value="other" /> 
                        </xs:restriction> 
                    </xs:simpleType> 
                </xs:element> 
                <xs:element name="context-subtype" 
                            type="xs:string"> 
                    <xs:annotation> 
                        <xs:documentation> 
                            Pod-tip konteksta (npr. acceleration). 
                        </xs:documentation> 
                    </xs:annotation> 
                </xs:element> 
                <xs:element name="context-name" 
                            type="xs:string"> 
                    <xs:annotation> 
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                        <xs:documentation> 
                            Ime konteksta (npr. acceleration-x). 
                        </xs:documentation> 
                    </xs:annotation> 
                </xs:element> 
                <xs:element name="context-value" 
                            type="xs:anyType"> 
                    <xs:annotation> 
                        <xs:documentation> 
                            Vrednost konteksta (npr. 0.163). 
                        </xs:documentation> 
                    </xs:annotation> 
                </xs:element> 
                <xs:element name="context-metadata" 
                            minOccurs="0"> 
                    <xs:annotation> 
                        <xs:documentation> 
                            Meta podatki. 
                        </xs:documentation> 
                    </xs:annotation> 
                    <xs:complexType> 
                        <xs:sequence> 
                            <xs:element name="created" 
                                        type="xs:dateTime" 
                                        minOccurs="0"> 
                                <xs:annotation> 
                                    <xs:documentation> 
           Čas zaznave okoliščine v ISO 8601 formatu    (npr. 2014-10-
16T20:05:30Z). 
                                    </xs:documentation> 
                                </xs:annotation> 
                            </xs:element> 
                            <xs:element name="expires" 
                                        type="xs:dateTime" 
                                        minOccurs="0"> 
                                <xs:annotation> 
                                    <xs:documentation> 
Čas veljavnosti zaznane okoliščine v ISO   8601 formatu (npr. 2014-10-
16T20:07:00Z). 
                                    </xs:documentation> 
                                </xs:annotation> 
                            </xs:element> 
                            <xs:element name="source" 
                                        type="xs:anyURI" 
                                        minOccurs="0"> 
                                <xs:annotation> 
                                    <xs:documentation> 
           Izvor   podatkov (npr. urn:dev:mac:0024befffe804ff1) 
                                    </xs:documentation> 
                                </xs:annotation> 
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                            </xs:element> 
                            <xs:element name="unit" 
                                        type="xs:string" 
                                        minOccurs="0"> 
                                <xs:annotation> 
                                    <xs:documentation> 
                                        Enota v kateri je podana meritev (npr. m/s^2) 
                                    </xs:documentation> 
                                </xs:annotation> 
                            </xs:element> 
                            <xs:element name="confidence" 
                                        minOccurs="0"> 
                                <xs:annotation> 
                                    <xs:documentation> 
            Zanesljivost informacije - enumerator (npr. fair) 
                                    </xs:documentation> 
                                </xs:annotation> 
                                <xs:simpleType> 
                                    <xs:restriction base="xs:string"> 
                                        <xs:enumeration value="poor" /> 
                                        <xs:enumeration value="fair" /> 
                                        <xs:enumeration value="average" /> 
                                        <xs:enumeration value="good" /> 
                                        <xs:enumeration value="excellent" /> 
                                    </xs:restriction> 
                                </xs:simpleType> 
                            </xs:element> 
                        </xs:sequence> 
                    </xs:complexType> 
                </xs:element> 
            </xs:sequence> 
        </xs:complexType> 
    </xs:element> 
</xs:schema> 
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Dodatek B (Vprašalnik) 
Kratka navodila k eksperimentu 
 
Namen in pogoji 
 
Hvala, ker ste se odločili za sodelovanje v tem eksperimentu! Rezultati bodo 
uporabljeni zgolj v namene raziskovalnega dela v okviru Laboratorija za 
telekomunikacije, Fakultete za Elektrotehniko, Univerze v Ljubljani. Podatkov 
ne bomo na kakršenkoli način predajali tretjim osebam, pridržujemo pa si 
pravico po objavi znanstvenih prispevkov, katerih rezultati bodo izhajali iz 
zajetih podatkov.  
 
Podatke bomo shranjevali maksimalno 5 let od izvedbe eksperimenta. 
Udeležbo v eksperimentu lahko kadarkoli prekinete. 
 
Podatki 
 
Naš eksperiment temelji na zajemu podatkov s strani posameznih virov in 
subjektivni oceni trenutnega stanja stresa ter pripravljenosti na komunikacijo. 
Za zajem podatkov uporabljamo različne naprave in aplikacije: 
 Mobilna aplikacija (Android 4.3+) 
 Aplikacija na osebnem računalniku (Windows XP+) 
 Zapestnica za zajem prevodnosti kože in merjenje aktivnosti 
 
Dostop do aplikacij je možen na strani:  
 http://presence-bot.ltfe.org/PresenceControlPanel/login.jsp => Sources.  
Ob prvi namestitvi in nastavitvi bo z vami eden izmed naših raziskovalcev. 
 
V okviru eksperimenta zajemamo naslednje podatke: 
- Lokacija, WIFI točke v bližini, Bluetooth točke v bližini, glasnost okolice, 
stanje zaslona, nastavljen profil, dogodki v koledarju (mobilna 
aplikacija). 
- Številko pritisnjenih tipk na tipkovnici in miški v časovni enoti 
(aplikacija na osebnem računalniku). 
- Prevodnost kože, temperatura kože, fizična aktivnost (zapestnica). 
 
Vsi opisni podatki so pred shranjevanjem v podatkovno bazo kriptirani (npr. 
imena dogodkov v koledarju, ime lokacije) in anonimizirani. Mobilna aplikacija 
ne uporablja nobenih storitev, ki bi bile za uporabnika plačljive. 
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Zapestnica 
 
Prosimo, če zapestnico nosite vsak dan eksperimenta med 9. uro zjutraj in 8. 
uro zvečer. Vedno na isti roki in v isti poziciji. Zapestnica začne samodejno 
meriti, ob tem pa utripa zelena lučka. Baterija znotraj zapestnice lahko zdrži 
do 24 ur aktivne uporabe. Predlagamo, da zapestnico vsak večer priključite na 
napajalnik.  
 
Vprašalnik 
 
Mobilna aplikacija poleg meritev skrbi tudi za proženje vprašalnika. Slednji se 
proži ob naključnih časih, pri tem pa je čas med dvema proženjema minimalno 
20 in maksimalno 80 minut. Čas proženja je omejen na čas med 9. uro zjutraj 
in 8. uro zvečer. V primeru, da vprašalnika ne izpolnete takoj ob času proženja, 
lahko to storite tudi kasneje. Proženje vprašalnika vklopite z izbiro opcije 
»Random triggering«. 
 
Hvala za sodelovanje. 
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Dodatek C (ARFF)  
Primer datoteke ARFF (U6 - U): 
 
@relation Presence_Unknown 
@attribute 'time' { 0, 1, 2, 3, 4, 5, 6, 7, 8, 9, 10, 11, 12, 13, 14, 15, 16, 17, 18, 19, 
20, 21, 22, 23 } 
@attribute 'onMeeting' { 'y', 'n'} 
@attribute 'numOfBTs' numeric 
@attribute 'numOfWifis' numeric 
@attribute 'isWifiConnected' { 'y', 'n'} 
@attribute 'numOfKeys' numeric 
@attribute 'numOfBKey' numeric 
@attribute 'numOfClicks' numeric 
@attribute 'audioVolume' numeric 
@attribute 'ringerState' { 'silent', 'vibration', 'normal'} 
@attribute 'numOfSteps' numeric 
@attribute 'numOfEdaWaves' numeric 
@attribute 'edaWavesMagnitudeSum' numeric 
@attribute 'edaWavesDurationSum' numeric 
@attribute 'class' {1, 2, 3, 4, 5} 
@data 
7,?,0,2,y,?,?,?,167230.11,normal,64,12,0.268,7.375,2 
8,?,0,2,y,?,?,?,340074.66,normal,66,10,0.277,6.125,4 
9,?,0,2,y,0,0,19,91288.54,normal,52,10,0.352,5.75,4 
10,?,0,2,y,0,0,0,227110.67,normal,9,0,0.0,0.0,1 
10,?,0,2,y,0,0,0,665679.3,normal,36,15,0.274,9.375,4 
11,?,0,2,y,0,0,0,241496.94,normal,46,91,2.435,51.0,4 
12,?,0,2,y,0,0,0,121498.05,normal,3,12,0.449,15.875,4 
13,?,0,2,y,0,0,0,206433.69,normal,3,1,0.009,0.625,1 
15,?,0,2,y,0,0,18,17365.36,vibration,68,2,0.042,1.25,4 
15,?,0,2,y,0,0,0,19868.605,vibration,60,5,0.118,2.5,4 
17,?,0,2,y,0,0,0,108589.74,vibration,8,2,0.044,2.75,4 
18,?,0,2,y,0,0,0,187132.73,vibration,?,?,?,?,4 
18,?,0,2,y,0,0,0,67374.836,vibration,?,?,?,?,4 
8,?,0,2,y,?,?,?,17323.67,vibration,74,1,0.03,0.75,4 
9,?,0,2,y,?,?,?,45870.31,vibration,17,1,0.01,0.625,5 
9,?,0,2,y,?,?,?,65816.51,vibration,119,5,0.101,3.5,4 
9,?,0,2,y,0,0,0,179192.19,vibration,27,16,0.533,12.75,3 
11,?,0,2,y,0,0,0,1754694.8,normal,102,24,0.782,16.75,5 
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12,?,0,2,y,0,0,0,3112.0554,normal,14,2,0.034,0.875,1 
12,?,0,2,y,0,0,0,148406.52,normal,15,0,0.0,0.0,2 
15,?,0,2,y,0,0,4,11383.7,vibration,0,2,0.022,1.625,3 
16,?,0,2,y,0,0,0,375391.1,vibration,61,0,0.0,0.0,4 
17,?,0,2,y,?,?,?,170996.55,vibration,?,?,?,?,4 
18,?,0,2,y,42,0,18,176361.73,vibration,?,?,?,?,4 
8,?,0,3,y,?,?,?,37075.254,normal,11,0,0.0,0.0,2 
8,?,0,2,y,0,0,0,183515.08,normal,3,0,0.0,0.0,3 
9,?,0,4,y,0,0,0,181351.03,normal,1,0,0.0,0.0,3 
11,?,4,12,n,0,0,0,193374.92,normal,3,0,0.0,0.0,4 
11,?,0,2,n,0,0,0,135526.4,normal,29,1,0.009,0.625,3 
12,?,0,2,y,0,0,0,157447.36,normal,4,0,0.0,0.0,3 
13,?,0,4,y,0,0,0,339723.62,normal,1,0,0.0,0.0,1 
14,?,0,3,y,662,25,16,5322.0483,vibration,64,37,0.809,26.25,4 
16,?,4,4,n,0,0,28,141616.27,normal,46,19,0.526,14.875,1 
16,?,1,18,n,0,0,28,1221166.4,normal,119,6,0.241,4.5,1 
17,?,3,2,n,0,0,0,180893.89,normal,24,1,0.019,0.75,2 
18,?,0,3,y,0,0,0,135533.03,normal,?,?,?,?,4 
9,?,0,1,n,0,0,0,268248.8,normal,102,5,0.13,2.875,1 
13,?,0,1,n,0,0,0,37206.83,normal,56,6,0.165,4.625,1 
18,?,0,3,y,0,0,0,97265.53,normal,16,0,0.0,0.0,2 
8,?,0,4,y,0,0,0,23599.43,normal,62,5,0.159,5.25,1 
9,?,0,5,y,0,0,28,33387.188,normal,99,0,0.0,0.0,1 
10,?,0,0,n,251,26,85,270998.53,normal,43,0,0.0,0.0,1 
12,?,0,4,y,0,0,0,128948.086,normal,23,0,0.0,0.0,1 
13,?,0,4,y,0,0,0,5575.4736,normal,8,0,0.0,0.0,1 
14,?,0,3,y,0,0,0,5625.12,normal,94,2,0.037,1.375,1 
15,?,0,3,y,0,0,29,24652.027,normal,?,?,?,?,1 
18,?,0,1,n,0,0,0,944154.25,normal,30,0,0.0,0.0,1 
8,?,0,5,y,?,?,?,26652.578,normal,17,6,0.121,4.625,2 
9,?,0,3,y,20,0,46,60442.52,normal,58,3,0.077,3.125,1 
9,?,0,2,y,0,0,0,181159.8,normal,8,0,0.0,0.0,1 
9,?,0,4,y,0,0,0,432000.75,normal,34,1,0.022,0.875,2 
10,?,0,4,y,0,0,0,102656.36,normal,12,3,0.06,1.375,1 
12,?,0,2,n,0,0,0,139263.53,normal,16,2,0.025,1.75,1 
16,?,0,3,y,0,0,0,5803.6553,normal,131,19,0.352,11.0,2 
18,?,0,1,n,0,0,0,87510.84,normal,?,?,?,?,2 
18,?,0,1,n,0,0,0,158810.22,normal,?,?,?,?,3 
10,?,0,4,y,0,0,5,118962.67,normal,0,0,0.0,0.0,2 
10,?,0,1,n,0,0,0,608255.3,normal,27,3,0.032,1.125,1 
10,?,0,1,n,0,0,0,222196.19,normal,37,6,0.268,3.5,1 
12,?,0,6,n,0,0,0,284786.12,normal,44,7,0.124,4.0,1 
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12,?,0,1,n,0,0,0,750973.06,normal,58,20,0.829,15.125,1 
15,?,0,1,n,0,0,0,386663.03,normal,?,?,?,?,3 
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Dodatek D (Arhitektura)  
V okviru dodatka k doktorski disertaciji bomo predstavili zasnovo notranje 
arhitekture strežnika prisotnosti, ki bo vključevala posamezne komponente, 
potrebne za izvedbo funkcionalnosti kontekstualnega strežnika prisotnosti, kot 
smo ga predstavljali v  okviru doktorske disertacije. Strežnik bo programsko 
realiziran v okviru Java strežnika JBoss, različice 7.1.2.Final [JBoss]. ki 
omogoča integracijo z odprtokodno rešitvijo Mobicents [Mobicents]. Slednja v 
strežnik JBoss prinaša funkcionalnost vmesnika SIP prek realizacije 
specifikacije SIP Servlets 1.1 [JSR289].  
JBoss 7.1.2.Final je polno realiziran Java strežnik s podporo vsem poslovnim 
funkcionalnostim (angl. Enterprise Edition – EE), ki jih predvideva 
specifikacija različice 6. Java EE nadgrajuje standardno Javo (angl. Standard 
Edition - SE) z dodatnimi knjižnicami, ki omogočajo razvoj modularne, 
distribuirane, večslojne programske opreme. Projekt JBoss se izvaja pod 
okriljem podjetja Red Hat, ki skrbi za razvoj odprtokodnih rešitev. JBoss 
7.1.2.Final ne predstavlja zadnje različice aplikacijskega strežnika, gre pa za 
trenuno najnovejšo stabilno različico, ki še omogoča integracijo z Mobicents 
SIP Servlets (tovrstna integracija z JBoss različico 8 trenutno zaradi nove, 
spremenjene arhitekture spletnega zbiralnika (še) ni možna).  
Specifikacija JEE prinaša številne mehanizme (v obliki knjižnic - modulov), ki 
ponujajo podporo predvsem poslovnim aplikacijam. Na voljo so nam tako 
moduli, ki omogočajo povezljivost proti zunanjim odjemalcem, permanentno 
shranjevanje podatkov z uporabo objektnih mehanizmov, implementacijo 
modularnosti in visoke razpoložljivosti ter zagotavljanja transakcijske 
celovitosti in varnosti.       
Spodnja slika (Slika 41) prikazuje arhitekturno zasnovo strežnika prisotnosti. 
Posamezni ključni moduli so oštevilčeni (1-10) in jih bomo podrobneje opisali v 
nadaljevanju. Arhitektura je izvedena v okviru strežnika JBoss z dodatkom 
Mobicents SIP Servlet in odjemalskega aplikacijskega vmesnika XCAP 
(Mobicents XCAP Client API). Strežnik je zasnovan tako, da zagotavlja 
skalabilnost in visoko razpoložljivost.    
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Slika 41: Notranja arhitektura strežnika prisotnosti 
Arhitektura strežnika prisotnosti predvideva implementacijo dveh vhodnih 
vmesnikov – SIP (1) in HTTP (2). Slednji služi priključevanju zunanjih virov 
prisotnosti, ki nimajo na voljo lastnega sklada SIP. Vmesnika skrbita za 
prenos treh tipov sporočil: SUBSCRIBE, NOTIFY in PUBLISH. Informacija o 
prisotnosti je zapisana in v okviru posameznega vmesnika prenesena znotraj 
formata PIDF s pripadajočimi razširitvami (Poglavje 2.6.3), vključno z lastno 
definirano razširitvijo RCIDF (Poglavje 5.2). Vsako sporočilo, znotraj katerega 
se prenaša informacija o prisotnosti, je na sprejemu ustrezno validirano (3). V 
okviru validacije strežnik preveri veljavnost formata sporočila. Po prejemu in 
začetni validaciji je sporočilo predano v čakalno vrsto (4), kjer čaka na modul 
za izvedbo poslovne logike (5), da ga ustrezno obdela. Čakalna vrsta deluje po 
principu prvi notri, prvi ven (angl. First In First Out - FIFO), kar pomeni, da 
zagotavlja vrstni red obdelave sporočil v vrstnem redu, kot jih sistem 
pridobiva. Poslovna logika izvaja osnovne funkcionalnosti strežnika prisotnosti 
(Poglavje 2.5), hkrati pa vsako prejeto informacijo posreduje kontekstualnemu 
jedru (6). Kontekstualno jedro vsak podatek o kontekstu uporabnika, ki je 
posredovan v okviru razširitve RCIDF, shrani v podatkovno bazo (8), pri tem 
pa uporabljamo Java API za zagotavljanje persistence podatkov (angl. Java 
Persistence API - JPA). Gre za mehanizem, ki povezuje relacijski svet z 
objektnim in obratno (angl. Object-relational mapping - ORM). Vsaka tabela 
oz. vrstica znotraj tabele iz relacijske baze je tako predstavljena s posameznim 
objektom Java, ki nam omogoča dostop do vrednosti posameznega stolpca. 
Celotna tabela je predstavljena s seznamom objektov istega tipa. Vse operacije 
nad podatkovno bazo so implementirane znotraj ločenega modula za dostop do 
podatkov (7). Kontekstualno jedro ima tako nalogo, da prek omenjenega 
modula shranjuje podatke, hkrati pa preračunava vrednost konteksta. Pri tem 
uporablja zunanjo knjižnico WEKA. Poslovna logika posamezne prijave na 
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prejemanje informacije o prisotnosti, pravila filtiranja in avtorizacije shranjuje 
znotraj spominske strukture. Takšnim podatkom bomo v nadaljevanju rekli 
operativni podatki, saj morajo biti dostopni ves čas, da lahko zagotavljamo 
učinkovito delovanje strežnika. Z namenom hitrega dostopa do operativnih 
podatkov slednje shranjujemo v okviru razpoložljivega lokalnega spominskega 
pomnilnika. Operativni podatki seveda niso persistentni, zato tvegamo njihovo 
izgubo v primeru nenadne odpovedi strežnika. Z namenom zagotavljanje 
visoke razpoložljivosti tudi v takšnem primeru (odpovedi individualnega 
strežnika) v arhitekturo vpeljujemo koncept zapisa operativnih podatkov 
znotraj spominske podatkovne mreže (10). Slednja omogoča, da se operativni 
podatki replicirajo med posamezne strežnike, kar pomeni, da lahko tudi v 
morebitni odpovedi enega, njegov nalogo (z njegovimi operativnimi podatki) 
prevzame drugi. V namene implementacije opisanega mehanizma uporabljamo 
rešitev Infinispan [Infinispan], ki je del osnovne namestitve strežnika JBoss.  
Vmesnik SIP 
Glavne metode vmesnika SIP (1) 
Metoda SIP Metoda 
protected void doSubscribe(SipServletRequest req) SUBSCRIBE 
protected void doPublish(SipServletRequest req) PUBLISH 
public void onNotify(String sipFromAddress String 
sipToAddress, String data) 
NOTIFY 
Tabela 8: Metode vmesnika SIP 
Metodi doSubscribe in doPublish razširjujeta obstoječi metodi razreda 
SipServlet [jsr289-SS] in predstavljata vstopni točki za sprejem sporočil 
tipov SUBSCRIBE in PUBLISH s strani odjemalca SIP. Pošiljanje sporočila 
NOTIFY je realizirano z vključitvijo metode onNotify, ki predstavlja 
implementacijo t.i. metode listener in skrbi za pošiljanje zahtev NOTIFY 
zainteresiranim odjemalcem SIP. 
Vmesnik HTTP 
Glavne metode vmesnika HTTP (2) 
Metoda HTTP Metoda 
public void subscribe(AsynchronousResponse 
response, String event, String sipFromAddress 
String sipResource) 
POST 
(http://hostname/subscribe) 
public Response publish(String sipFromAddress, 
String data) 
POST 
(http://hostname/publish) 
public void onNotify(String sipFromAddress, 
String sipToAddress, String data) 
Asinhron odziv na HTTP 
POST 
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(http://hostname/subscribe) 
Tabela 9: Metode vmesnika HTTP 
Vmesnik HTTP omogoča zunanjim virom naročanje na informacije o 
prisotnosti ter njihovo pošiljanje in prejemanje. Vmesnik za naročanje je 
izveden kot asinhron vmesnik HTTP, kjer je odziv na osnovno zahtevo 
SUBSCRIBE dostavljen ob posameznem dogodku (t.j. največkrat PUBLISH). 
Takšen koncept smo opisali v enem izmed prejšnjih poglavij (Poglavje 3.3.2). 
Metoda onNotify tudi v tem primeru predstavlja t.i. metodo listener, ki 
omogoča pošiljanje asinhronih odzivov takrat, ko ima poslovna logika na voljo 
novo informacijo o prisotnosti. Vmesniki HTTP so realizirani z uporabo modula 
RESTEasy [RESTEasy], ki je del osnovne namestitve strežnika JBoss in 
omogoča delo z zahtevami HTTP po konceptu predstavitvenega prenosa stanj 
(angl. Representational State Transfer - REST). Modul RESTEasy prinaša 
visokonivojsko obravnano posameznih zahtev HTTP, pri čemer jih povezuje z 
neposrednimi klici metod znotraj programske kode (v našem primeru sta to 
metodi subscribe in publish). Prisotnost posameznih parametrov znotraj 
zahteve POST se preveri v okviru omenjenih metod. V primeru, da odjemalec 
katerega izmed parametrov ne posreduje,  strežnik vrne odziv HTTP s kodo 
400 – Bad Request.  
Validacija podatkov 
Modul za validacijo in oblikovanje podatkov (3) skrbi za preverbo ustreznosti 
formata posredovanih podatkov ob sprejemanju in pošiljanju. Vsi podatki so 
podani znotraj dokumenta XML (združljivost s SIP SIMPLE). Modul 
predstavlja razčlenjevalnik XML, ki ob vsakem prejetem podatku preveri 
veljavnost dokumenta XML v odnosu s shemami, ki so na voljo.    
Metoda Opis 
public boolean validateData(Object 
genericRequest) 
Validacija podatkov 
(validacija sheme XML) 
private boolean sendDataToQueue(Object 
genericRequest) 
Pošiljanje podatkov v 
čakalno vrsto 
private boolean sendDataToClients(Object 
genericRequest) 
Pošiljanje podatkov 
odjemalcem 
Tabela 10: Metode modula za validacijo podatkov 
V primeru ustrezne validacije je dohodna zahteva posredovana v čakalno vrsto 
(metoda sendDataToQueue) ali pa se v nasprotnem primeru sproži pošiljanje 
ustreznega sporočila proti odjemalcem (metoda sendDataToClient). Metoda 
validateData sprejema objekt tipa Object, katerega predvideni razredni 
dediči so SubscribeRequest, PublishRequest in NotifyRequest. Vse 
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naštete razrede je možno serializirati, kar nam omogoča pošiljanje prek 
čakalne vrste. 
Sporočilna vrsta 
Sporočilna vrsta (4) je realizirana z uporabo modula HornetQ [HornetQ], ki je 
del osnovne namestitve strežnika JBoss.  
Poslovna logika 
Poslovna logika (5) predstavlja središče arhitekture strežnika prisotnosti. S 
strani čakalne vrste pridobiva regularne zahteve, ki so pripravljene na 
obdelavo.  
Metoda Opis 
public void onGenericRequest(Object 
genericRequest) 
Sprejem podatkov s 
strani čakalne vrste 
private void prepareNotifications() 
Priprava sporočil 
obveščanja 
private void sendNotification(NotifyRequest 
notifyRequest) 
Pošiljanje obvestila 
Tabela 11: Metode poslovne logike 
Zahteve v poslovno logiko prihajajo s strani čakalne vrste in so dostavljene v 
okviru metode onGenericRequest. Metoda v primeru zahteve SUBSCRIBE 
vpiše ustrezne operativne podatke, ki so kasneje na voljo za hiter dostop. 
Metoda prepareNotifications je jedrna metoda, ki pripravi informacijo o 
prisotnosti tako, da je primerna za pošiljanje (oz. validacijo). Pri tem mora 
upoštevati nastavljene filtre zasebnosti in obsega podatkov. Podatki o 
nastavljenih filtrih so shranjeni na strežniku XDMS in dostopni prek 
odjemalca XCAP (9). Metoda vsakemu odjemalcu pošlje obvestilo prek interne 
metode sendNotification, ki posreduje obvestilo javni metodi 
validateData. Slednjo smo opisali v okviru modula za validacijo podatkov.   
Kontekstualno jedro 
Kontekstualno jedro (6) shranjuje informacijo o kontekstu, trenira klasifikator 
in klasificira podatke z uporabo algoritma, ki smo ga predstavili v okviru 
doktorske disertacije. Pri tem uporablja zunanjo knjižnico WEKA. 
Metoda Opis 
public float calculateAvailability(PublishRequest 
publishRequest) 
Izračun trenutne 
dosegljivosti 
Tabela 12: Metode poslovne logike 
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V primeru sporočila PUBLISH (event=presence) in prisotnosti razširitve 
RCIDF poslovna logika sporočilo posreduje kontekstualnemu jedru (javna 
metoda calculateAvailability), ki sprejme nov podatek o kontekstu 
uporabnika in posodobi verjetnostni model (če je to potrebno). Kontekstualno 
jedro vrača realno število v intervalu [0, 1] – t.j. verjetnost, da je uporabnik 
trenutno dosegljiv oz. −1 v primeru, da izračun trenutno ni možen (npr. zaradi 
pomanjkanja relevantnih podatkov).  
Dostop do podatkovne baze 
Modul za dostop do podatkovne baze (7) vsebuje metode za nadzorovano 
izvedbo poizvedb in vstavljanja novih podatkov. Modul do podatkovne baze 
dostopa prek mehanizma JPA, ki je z osnovno namestitvijo del strežnika 
JBoss.  
Metoda Opis 
public boolean addDataEntry(PublishRequest 
publishRequest) 
Vpiši nov podatek 
public List<Context> 
getDataEntriesByUserAddress(String sipAddress) 
Vrni podatke o 
kontekstu uporabnika 
public List<Context> 
getDataEntriesByUserAddressAndContextType(String 
sipAddress, String contextType) 
Vrni podatke o 
kontekstu uporabnika 
za posamezen tip 
konteksta 
public List<Context> 
getDataEntriesByUserAddressAndContextSubtype(String 
sipAddress, String contextSubtype) 
Vrni podatke o 
kontekstu uporabnika 
za posamezen pod-tip 
konteksta 
Tabela 13: Metode za dostop do podatkovne baze 
Podatkovna baza 
Vsi podatki o kontekstu uporabnika se nahajo znotraj tabele context, ki vsebuje 
naslednje stolpce (Tabela 14): 
Podatkovni Tip Ime Stolpca Opomba 
Privzeto 
null 
celo število context_id primarni ključ Ne 
celo število context_time Unix epoch čas Da 
znakovni niz (max 100 znakov) context_user indeks Da 
znakovni niz (max 20 znakov) context_type indeks Da 
znakovni niz (max 20 znakov) context_subtype indeks Da 
znakovni niz (max 20 znakov) context_name  Da 
znakovni niz (max 255 znakov) context_value  Da 
znakovni niz (max 50 znakov) context_source  Da 
znakovni niz (max 10 znakov) context_unit  Da 
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znakovni niz (max 10 znakov) context_confidence  Da 
Tabela 14: Struktura podatkovne tabele context 
Posamezna vrstica znotraj tabele je predstavljena prek razreda Context, ki 
predstavlja persistenčno entiteto JPA. Posledično modul za dostop do 
podatkovne baze znotraj poizvedovalnih metod vrača seznam objektov tipa 
Context, kar predstavlja podatkovni set, ki ustreza dani poizvedbi (Tabela 13). 
V okviru prototipne implementacije smo uporabili podatkovno bazo MySQL 
[MySQL], ki smo jo povezali s programsko logiko prek dodanega podatkovnega 
vira (angl. Data Source - DS) v okviru strežnika JBoss.   
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