In this paper we address the issue of providing a structured coalgebra presentation of transition systems with algebraic structure on states determined by an equational specification Γ. More precisely, we aim at representing such systems as coalgebras for an endofunctor on the category of Γ-algebras. The systems we consider are specified by using a quite general format of SOS rules, the algebraic format, which in general does not guarantee that bisimilarity is a congruence.
Introduction
Structural Operational Semantics (SOS) [26] is a very popular and powerful style of language specification, where each language construct is defined separately by a few clauses. Most of the developments in the area of process algebras are based on SOS specifications, but often also functional and higher order calculi and languages take advantage of them. Special formats have been defined (see e.g. [8, 13, 2] ), which automatically guarantee important properties, like that bisimulation is a congruence for the calculus under definition, or that a reduction system can be automatically derived from the SOS rules.
Possible limitations of the ordinary SOS approach are that little model theory has been actually developed, and that format restrictions exclude some of the most interesting calculi, like the π-calculus 2 [22] . Both limitations stem from the proof-theoretic point of view of the SOS approach to operational semantics (abstract semantics being usually defined in a successive step), which exploits structural axioms only at a limited extent and is mainly interested in the initial model. The natural initial model associated to an SOS specification is a labeled transition system, which can be easily seen as a coalgebra for an endofunctor in the category Set. However, this representation forgets about the term structure of the states, which are seen just as forming a set. As a consequence, the property that bisimilarity be a congruence, which is essential for making compositional the abstract semantics based on bisimilarity, is not reflected clearly in the algebraic structure.
In [28] , the problem is approached by defining so-called bialgebras, i.e., algebra-coalgebra pairs which represent transition systems with structured states and transitions. A specification in GSOS format [2] is used to derive a certain natural transformation called distributed law, which ensures the compatibility between the algebraic and the coalgebraic structure. This compatibility also makes sure that bisimilarity is a congruence. Although the semantical framework of bialgebras allows to deal with algebras for an equational specification Γ = Σ, E , the approach in [28] (like the GSOS approach) is restricted to algebras for a signature Σ.
An alternative but equivalent integration of algebras and coalgebras is presented in [6] . Here the endofunctor determining the coalgebraic structure is lifted from Set to the category of Γ-algebras. Morphisms between coalgebras in this category are both Γ-homomorphisms and coalgebra morphisms, and thus the unique morphism to the final coalgebra, which always exists, induces a (coarsest) congruence on any coalgebra.
In our view, the development of [6] fits quite naturally an approach that we can call of structured models, which is based on internal constructions. The idea is that basic models are built using sets and functions, and morphisms between basic models are defined in terms of functions and of axioms represented as diagrams in Set. By replacing Set with an environment category C we can have automatically models enriched with the structure specified by C.
The structured model approach has been quite successful for structured transition systems [7] , where the basic versions are defined as sets of states, sets of transitions and pairs of functions (i.e. source and target) between them 3 . In fact, just by varying the environment category, structured transition systems exactly describe such diverse models of computation as concurrent grammars, Petri nets, concurrent term rewriting, logic programming, term graph rewriting, and graph rewriting. More interestingly, the free functor (which exists under mild conditions on C) mapping the category of structured transition systems on C to the category of internal categories in C actually corresponds to defining the operational semantics of these models of computation. Another related example is described in [23] , where the notion of bisimilarity of [16] based on spans of open maps, initially defined for ordinary transition systems, is automatically lifted to certain history dependent transition systems which model name generation and name passing as necessary for the π-calculus.
In general, internal constructions can be defined using sketches [17] or using extensions of algebraic theories which allow for partial algebras like categories (see e.g. [18] ), where internal constructions are represented as tensor composition of theories [12] . For instance, the theory of double categories, which are internal categories in Cat, can be defined as the tensor product of the theory of categories with itself [20] .
Following the structured model approach, in this paper we want to study under which conditions transition systems can be represented as structured coalgebras on an environment category of algebras. We formalize general (positive) SOS rules as finite implications (Horn clauses) specifying a family of transition relations l −→ l∈L where L is a set of labels. This automatically defines a notion of generated transition system as the initial object in the category of systems satisfying the rules. In order to regard SOS rules as operations on transitions, further investigations are based on the (still rather general) algebraic format [10] where the premise of a rule consists entirely of transitions on variables, and which generalizes rules in deSimone format [8] by allowing complex terms in the source of the conclusion of a rule
A rule in algebraic format is in deSimone format if s = op(x 1 , . . . , x n ) for some operation op ∈ Σ. Here terms t and s are considered as subject to a set of axioms E. The algebraic format includes several of the rules which have been actually proposed in the literature and which cannot be handled by "well behaved" formats. For instance it is able to express the rules of the π-calculus by axiomatizing substitution. Also an axiom of the form
which is typical of the CHAM approach [1] , fits in the algebraic format, but does not fit in any of the ordinary formats since it applies to a complex term.
Our result for the algebraic format is that, for representing a transition system S, −→ satisfying the rules as a coalgebra in the category of Γ-algebras, the following condition is necessary and sufficient. There exists a transition op A (a 1 , . . . , a n ) l −→ b out of a composed state if and only if there is a (possibly derived) rule in deSimone format with source op(x 1 , . . . , x n ) and there are transitions out of a 1 , . . . , a n such that applying the rule to the basic transitions we obtain the transition op A (a 1 , . . . , a n ) l −→ b. That means, a specification with rules in algebraic format which is not equivalent to a specification with rules in deSimone format 4 excludes the structured coalgebra interpretation of the generated transition system. Thus one could say that what was considered a methodological convenience, i.e. that in the SOS approach each language construct is defined separately by a few clauses, is in fact mandatory to guarantee a satisfactory algebraic structure.
The second part of the paper considers a rather different class of systems, but eventually, as a kind of side effect, solves the lifting problem for the whole class of transition systems in algebraic format. Open systems are nowadays very important in distributed and network computing. One of their fundamental properties is the ability of adapting to additions of new components without requiring repeated compilations and initializations. Thus for two open systems to be equivalent, not only experiments based on communications with the external world should be considered, but also experiments consisting of the additions of new components. In our setting, this corresponds to allow an extra clause in the definition of bisimulation where arbitrary contexts are applied. The resulting notion of equivalence has been considered in [24] and called dynamic bisimilarity. Of course, when ordinary bisimilarity is a congruence, dynamic bisimilarity coincides with it. In any case it can be characterized as the coarsest bisimulation which is a congruence. Dynamic bisimilarity is a rather stable notion, and can be defined in several equivalent ways. For CCS with unobservable τ transitions it does not coincide with observational congruence (which is not a bisimulation), but it is finer, and it can be axiomatized just by deleting one of Milner's τ laws.
Our result about open systems is that they always fit our structured coalgebra characterization. More precisely, given any SOS specification in algebraic format, we can define its context closure, i.e. another specification including also the possible context transitions, namely all transitions resulting in the addition of some context and labeled by it. We prove that dynamic bisimilarity for any specification coincides with ordinary bisimilarity for its context closure. In addition, any context closure can be seen as a structured coalgebra. Thus open systems, for which dynamic bisimilarity is the natural notion, always have a satisfactory algebraic structure. Ordinary systems for which ordinary bisimilarity is not a congruence, can gain this property (and a satisfactory algebraic structure) by also considering dynamic bisimilarity. This is done at the expense of a finer notion of observational congruence, which anyway is the coarsest possible, if it must be a bisimulation.
Structured Transition Systems and Bisimulation
In this section we first introduce the notions of bisimulation, observational congruence and dynamic bisimulation. Next we present structured transition systems commenting on some of their strengths and weaknesses.
Transition systems are often equipped with some additional structure on states. We consider here systems where the algebraic structure of states is determined by an equational one-sorted algebraic specification Γ = Σ, E , where Σ is a signature and E is a set of equations. We denote by Alg(Γ) the category of total Γ-algebras and -homomorphisms. We introduce now the standard notion of bisimulation for transition systems. Intuitively, two states of a transition system are bisimilar if not only there are sequences of transitions starting from them having the same labels, but also the states reached after such transitions are bisimilar. Observational equivalence is the maximal set of pairs of bisimilar states, and it can be shown easily that it is a well-defined equivalence relation. The relation ∼ = ∪{R | R ⊆ Ψ(R)} is called observational equivalence, or more briefly, bisimilarity.
An equivalence ρ is called congruence with respect to an operator f , if it is respected by the operator, i.e., (x, y) ∈ ρ implies (f (x), f(y)) ∈ ρ. The equivalences which are congruences with respect to all the operators defined on states of a system are very important: they can be used to provide a compositional abstract semantics.
Given a specification Γ = Σ, E , we denote by T Σ the term algebra over Σ and by T Γ = T Σ / E the so-called quotient term algebra, i.e., the quotient of T Σ with respect to the least congruence generated by E. Moreover, if X is a set of variables, T Σ (X) denotes the term algebra over X having as carrier the set of all Σ-terms with variables in X. T Γ (X) is the corresponding quotient with respect to E. Now, it is well-known that both T Σ and T Γ are initial objects in their respective categories of Σ-and Γ-algebras. The initial homomorphism from T Σ into a Σ-algebra A is the inductive evaluation of ground terms to elements of A and shall be denoted by eval : T Σ → A. The term algebra T Σ (X) is free over X in the category of Σ-algebras. If ass : X → A is an assignment for X into (the carrier of) a Σ-algebra A, its free extension is denoted by ass : 
In many cases, observational equivalence is not a congruence, and we will see a couple of relevant examples of this fact later on, one for Petri nets and one for the π-calculus. This leads us naturally to the definition of observational congruence, which is simply the coarsest congruence included in the observational equivalence.
Definition 2.4 [observational congruence] Let s, t ∈ S be two states of a given transition system over Γ. We say that s ≈ t if and only if for any context C over Γ, C[s] ∼ C[t].
Relation ≈ is called observational congruence.
Dynamic bisimulation has been introduced in [24] . The basic idea of dynamic bisimulation is to allow at every step of bisimulation not only the execution of an action, but also the embedding of the two agents under measurement within the same, but otherwise arbitrary, context. As stressed in the Introduction, this notion of bisimulation is very natural for open systems, which have to be compared also with respect to their behavior in response to dynamic reconfigurations like the addition of new components. The following definition is made parametric with respect to the set of allowed contexts.
Definition 2.5 [dynamic bisimulation]
Let hts = S, −→ be a transition system over Γ and L, C be a set of contexts over Γ, and let R be a binary relation over S.
Then Φ C d , a function from relations to relations, is defined as follows:
It is called dynamic bisimulation if C is the set of all contexts over Γ.
The relation
It is shown in [24] that dynamic observational equivalence is the coarsest bisimulation which is a congruence. Therefore it coincides with observational congruence if (and only if) ≈ is a bisimulation. For example, ∼ d and ≈ are different for CCS with weak bisimulation [21] , which is the main case study in [24] , because for this process algebra ≈ is not a bisimulation; instead they coincide for structured transition systems, as shown below, as well as for the running example of this paper.
Structured transition systems are systems where both the states and the transition relation are equipped with an algebraic structure, therefore they can be seen as heterogeneous transition systems over Γ and L where both L and the transition relation are Γ-algebras. A general theory of such systems has been proposed in [7] , and has been used to provide a computational semantics for many formalisms, including, among others, P/T Petri nets in the sense of [19] , term rewriting systems, term graph rewriting [4] , graph rewriting [5, 14] , and Horn Clause Logic [3] . Definition 2.6 [structured transition systems] Let Γ be an algebraic specification and L be a Γ-algebra of labels. A structured transition system (over Γ and L) is a pair sts = A, −→ sts where A is a Γ-algebra of states and
The category of structured transition systems over Γ and L, with morphisms defined as in Definition 2.1, is denoted STS
The main goal of [6] was to provide an equivalent presentation of the category of (structured) transition systems in a coalgebraic framework. The natural idea of representing a structured transition system over Γ as a coalgebra for an endofunctor on Alg(Γ) defined via a power algebra construction does not work properly, essentially because in such systems, in general, bisimilarity is not a congruence with respect to the operators of Γ. In fact, recalling that bisimilarity is exactly the relation induced on the carrier of a coalgebra by the homomorphism to the terminal coalgebra, if such homomorphism is required to be an arrow of Alg(Γ), then it must be a Γ-homomorphism as well, i.e., bisimilarity must be consistent with the operators of Γ. The solution proposed in [6] was to weaken the homomorphism requirement, by introducing the notion of lax coalgebra. The following example is borrowed from the full version of [6] . [19] it is discussed in depth in which sense commutative monoids are the algebraic structure that characterizes place/transition Petri nets. Now, let CM be the algebraic specification of commutative monoids, let 6 L = {t} ⊕ , and
Example 2.7 [bisimilarity is not a congruence in net transition systems] In
where X is the unit of monoid X. System N is a faithful representation of a Petri net with two places, a and b, and a single transition t which consumes one token from a and one from b and produces no tokens. The label L is used for the idle transitions, which do not change state. Now, it is easy to see that the states (markings) a and b are bisimilar (a ∼ b) since they both produce only infinite sequences of L as observations.
we could observe the transition t. This shows that observational equivalence on M is not a congruence, because it is not compatible with the monoidal operation.
On the other hand, it can be proved that for structured transition systems observational congruence is a bisimulation, and therefore it coincides with dynamic observational equivalence. 
Fact 2.8 (observational congruence is a bisimulation in structured t.s.'s)
Actually, structured transition systems are adequate for modeling only 6 By A ⊕ we denote the free commutative monoid generated by a set A.
rule-based systems (like Petri nets) where the algebraic structure is orthogonal to the transition structure. This is not the case, for example, for process algebras, and this is the reason why we introduced in Definition 2.1 systems where only states are structured. Consider for example the following fragment of the π-calculus [22] with early binding, which will be our running example (this presentation will be made more precise in the next section). 
Then the agents (P, Q, . . .) are built as follows:
Agents are defined up to α-conversion. Moreover, we assume that +, 0 is a semi-lattice and that |, 0 is a commutative monoid (see the algebraic specification in Example 3.5).
The operational semantics of agents is specified by SOS rules as follows.
[out]x y.Px
Due to the commutativity of + and | the symmetric variants of the last three rules are not needed. Now, the process algebra just introduced cannot be represented as a structured transition system because otherwise the transition relation would automatically be closed under the operations defined on states. This would mean, for example, to add rules like The point is that in the structured transition systems framework all operations are interpreted as structural ones, while operations like inaction 0, prefix l. , and nondeterministic choice + have, in a process algebra, a purely behavioral meaning. Furthermore, the way these behavioral operations generate transitions of the system is specified usually by SOS rules.
In order to extend the results of [6] about the coalgebraic representation of transition systems to more general systems, including process algebras like the above, but still emphasizing the role of the algebraic structure on states, we need to "decouple" the structure of the transition relation from that of states. This is the reason why we introduced heterogeneous transition systems in Definition 2.1, which do not have any relevant structure on the transition relation:
These
SOS Rules and Transition Specifications
Given an algebraic specification Γ and a set of labels L, a collection of SOS rules can be regarded as a specification of the subcategory of HTS Γ L including all transition systems for which the transition relation is closed under the given rules. In the following, SOS rules are formally defined as finite implications of sequents over a binary transition predicate l −→ which is defined for each label l ∈ L. Such rules may be interpreted as Horn clauses (with equality) specifying a heterogeneous transition system regarded as a relational structure. Modulo this translations, the above notion of satisfaction of rules by transition systems coincides with the satisfaction of Horn clauses with equality by a corresponding relational structure. As a consequence, this notion of satisfaction is well-defined and each calculus for Horn clause logic with equality which is sound and complete delivers a sound and complete calculus for SOS rules. 
Fact 3.3 The category HTS T S has an initial object T Γ , −→ whose set of states is the initial Γ-algebra T Γ .
The next example shows that structured transition systems can be characterized, in quite an obvious way, by a suitable transition specification.
Example 3.4 [specifying structured transition systems] The category of structured transition systems can be obtained as a subcategory of that of heterogeneous transition systems in the following way. Let Γ be a specification and L be a Γ-algebra of labels. Furthermore, let X be a countable set of variables, and let R consist of all rules
for each operation op of arity n in Γ, and for any choice of labels l 1 , . . . , l n ∈ |L|. This ensures that in a system which is a model for R the transition relation is closed under the operations of the algebra. As a consequence, the category STS Γ L is isomorphic to the category HTS T S where T S = Γ, |L|, X, R . Let us now come back to our running example. The fragment of the π-calculus of Example 2.9 can be characterized as the initial model of the following specification. axioms for all P, Q, R : Agent, x, y, z, v ∈ N 0 + P = P , P + Q = Q + P , 7 A simpler and more elegant presentation could have been given by using a many-sorted algebraic specification including, besides Agent, also sorts Name and Prefix, and postulating a fixed interpretation for those sorts (in the style, for example, of Hidden Algebras [11] ). We preferred to stick to the one-sorted case, to keep definitions simpler.
x(y).P = x(z).P [z/y] if z ∈ free-names(P ) (x(y).P )[z/v] = x(y).P [z/v], if y ∈ {z, v} and x = v (x(y).P )[z/x] = z(y).P [z/x], if y ∈ {x, z}
Furthermore, let L Π be the set of labels (observable actions) consisting of output actionsxy for each x, y ∈ N input actions xy for each x, y ∈ N invisible action τ Now the transition specification Pi is given by the four-tuple Pi = Π, L Π , X, R Π , where R Π consists of all instances of the rules listed in Example 2.9.
It is worth stressing that observational equivalence is not a congruence in the models of the transition specification Pi. 
v(z).0 + v(z).ūy.0

Clearly, P ∼ Q. Now consider the context C = x(v).• over Π. Then it is easy to check that C[P ] = x(v).P ∼ x(v).Q = C[Q]. In fact, we have x(v)
.
Heterogeneous Transition Systems as Structured Coalgebras
It is well-known that labeled transition systems can be represented as coalgebras for a suitable functor [27] . Let us first introduce the standard definition of coalgebras for a functor.
Definition 4.1 (coalgebras) Let B : C → C be an endofunctor on a category C. A coalgebra for B or B-coalgebra is a pair A, a where A is an object of C and a : A → BA is an arrow. A B-homomorphism f : A, a → A , a is an arrow
The category of B-coalgebras and B-homomorphisms will be denoted B-Coalg. The underlying functor U : B-Coalg → C maps an object A, a to A and an arrow f to itself.
Let P L : Set → Set be the functor defined as
where L is a fixed set of labels and P denotes the powerset functor. Then, a coalgebra S, σ for this functor represents a labeled transition system S, −→ where s l −→ s if l, s ∈ σ(s). Vice versa, each labeled transition system S, −→ can be mapped to a coalgebra S, σ :
These translations establish a one-to-one correspondence between P L -coalgebras and labeled transition systems over L.
A problem with this presentation is that, due to cardinality problems, the functor P L does not admit a final coalgebra [27] . One possible solution (often adopted in the literature) consists of replacing the powerset functor P by the finite powerset functor P f thus defining the functor P
Coalgebras for this endofunctor are in one-to-one correspondence with finitely branching transition systems, i.e., where for every state s the set of outgoing transitions s l −→ t from s is finite. However, in many cases, and in particular for the π-calculus, we encounter transition systems with infinite branching, as shown in the following example.
Example 4.2 [infinite branching] Consider the agent x(y)
.0 which may receive a name z ∈ N on channel x making a transition x(y).0 xz −→ 0. Since the set N of potential names z to be received is countably infinite, there is a countably infinite set of such outgoing transitions. Hence, π-calculus transition systems are transition systems with countable degree.
Since our goal is to represent π-calculus transition systems as coalgebras, we define a functor on Set whose coalgebras represent systems with countable degree Still, this functor shall admit final and cofree coalgebras.
A (labeled, heterogeneous, or structured) transition systems S, −→ has countable degree (of branching) if for each state s ∈ S the set { s , l | s Proof. According to [27, 15] it is enough to show that functor P c L is bounded. This is the case since the cardinality of the subsets assigned by P c L is limited by ω (cf. [27] , Example 6.8).
✷ Moreover, it is easy to show that the the functor P c L preserves weak pullbacks which is the main assumption for most of the useful machinery of coalgebras in Set. Thus, the functor P c L has many of the nice properties of the functor P f L based on finite powersets. Hence, we shall stick to this functor throughout the rest of the paper, and since the there is no room for confusion we will skip the exponent c simply denoting P c L by P L . In the following we enrich P L -coalgebras with an algebraic structure to structured coalgebras, i.e., coalgebras for an endofunctor on a category of algebras. This functor shall lift the endofunctor P L on Set to the category of Γ-algebras, that is, it will act on the carrier sets like P L but, in addition, it has to define the operations. In heterogeneous transition systems only the states have algebraic structure, but as mentioned before, the SOS rules of a transition specification can be considered as (specification of an) algebraic structure on transitions. However, in contrast to the algebra of states, the operations on transitions are in general partial and non-deterministic, that is, they are defined on sets of transitions rather than on single transitions.
The choice operation + of the specification Π, for example, interpreted on transitions, takes as arguments two sets S P and S Q of transitions P l −→ P and Q k −→ Q out of agents P and Q, respectively, and delivers as result a set
of outgoing transitions of P +Q. The first subset corresponding to the choice of P is directly derived from the rule [ch] in the transition specification. The second subset follows by commutativity of + which allows to derive the symmetric rule.
This intuition is formalized, for example, in [27, 28] where GSOS rules [2] are used in order to define algebraic structure on coalgebras. In a proof-theoretic setting, a similar idea is implemented in [25] using transition systems where every transition carries (in addition to source, target, and label) a proof term representing its derivation by rules which act as operations on such proofs.
Next, we introduce several formats of SOS rules which make simpler the interpretation of rules as operations on transitions. In particular, we consider rules in algebraic format [10] where the premise of a rule consists entirely of transitions on variables, and which generalize rules in deSimone format [8] by allowing complex terms in the source of the conclusion of a rule. 
A rule in algebraic format is in deSimone format if s = op(x 1 , . . . , x n ) for some operation op ∈ Σ.
Below, only complete rules are used for defining the algebraic structure on transitions. This requirement makes sure that all variables which appear in the conclusion of the rule are "bound" by their occurrence in the premise.
Each transition specification T S = Γ, L, X, R with rules in algebraic format can be transformed into a specification C(T S) = Γ, L∪{ * }, X, R } with complete rules only. To this aim we add a special label * for idle transitions, and for each operation op : n ∈ Σ we introduce a rule (y 1 , . . . , y n ) thus inductively closing a system under idle transitions. Each rule in R
by adding to the premise an idle transition x j → x j (where x j is a fresh variable) for each component that does not appear in the premise of the original rule, and substituting in t all occurrences of x j by x j . Notice that, for a system A, −→ whose set of states A is term-generated, this substitution does not change the meaning of the term t. In fact, it is easily shown by induction on the term structure that * -labeled transitions are idle, i.e., ass(x j ) * −→ hts ass(x j ) implies that ass(x j ) = ass(x j ) for any assignment ass : X → A.
The semantical idea behind this transformation is stated in the following proposition. 
Proposition 4.6 (completion) Given a set of labels L and an algebraic specification Γ = Σ, E , let T S be a transition specification over L and Γ and C(T S) its completion. Assume a heterogeneous transition system hts =
Next, we transform the rules of Example 2.9 into complete rules.
[out]
The resulting specification is denoted by C(Pi).
From a transition specification with complete rules in algebraic format we derive a lifting of the endofunctor P L on Set to an endofunctor on Alg(Γ). 
The careful reader might expect an additional condition like ass(x i ) = S i . However, such a condition is not well-defined since S i is not an element of the algebra A. Moreover, since the rules are complete, there is a sequent x i l −→ i y i for each i ∈ {1, . . . , n}, and all the x i and y j are distinct. Thus ass is defined for all variables y i occurring in t, and the evaluation of the term in the algebra A is independent of the assignments to the variables x i .
Notice that only rules in deSimone format actually contribute to the algebraic structure on transitions. They define the operations of the signature while rules in algebraic format, in general, apply to complex terms whose interpretation is determined by the operations.
The "correctness" of this lifting is confirmed by the fact that, applying it to the specification of structured transition systems in Example 3.4, it yields exactly the lifting defined in [6] . For an operation op : n ∈ Σ, the specification T S of structured transition systems leads to the following pointwise extension of op to sets of label-successor pairs which is typical for the power algebra construction in [6] .
The following example shows, among other things, why we use the theory T h(R) instead of just R. All rules in Example 4.7 are complete rules in deSimone format. Still, the above definition restricted to the rules of R would not reflect the intended meaning of the operations. The reason is the presence of structural equations in the transition specification. Consider for example the definition of choice + below which is only derived from the rule for * -transitions of agents P + Q and the rule [ch] in Example 4.7.
This definition of + is clearly not commutative (as required by the specification Π) since, beside idle transitions, it always prefers its first argument. Thus the resulting algebra would not satisfy the equations. A similar observation holds for the composition |. This problem is avoided in Definition 4.8 by considering for the lifting not only the rules of R but also all derived rules, that is, the theory T h(R) of R. In particular, for obtaining a commutative choice on transitions, the rule
using the commutativity of + on agents, see also Example 2.9) has to be taken into account as well.
The "correct" definition leads to the following lifting of P L .
We shall see below that even this is not enough for representing the initial Pi-transition system as a P 
The statement follows by observing that ( * ) is equivalent to (x 1 , . . . , x n ) and transitions out of a 1 , . . . , a n such that by applying the rule to the basic transitions we obtain the transition op  A (a 1 , . . . , a n ) l −→ hts b. That means, only such transition systems where all transitions can be proved to exist can be represented as coalgebras. In the theory of algebraic specification such a condition corresponds to the notion of (term-) generated algebra, i.e., an algebra where the initial homomorphism is surjective. In Horn clause logic (or Logic Programming), this is nothing else but the well-known closed world assumption.
10 As a consequence we have the necessary condition that the transition specification T S is equivalent to the set of all deSimone rules in the theory T h(T S), that is, more complex rules have to be derivable from more basic ones. The following example shows that this condition is not sufficient since the transition system generated by the π-calculus specification (which is entirely given in deSimone format) is not representable as a structured coalgebra. Notice that the above example is directly related to Example 3.6 showing that early strong bisimulation is not a congruence. Of course, this is not a coincidence. In fact, it follows from a general result in [28] that whenever there is a lifting P
T S L
of functor P L to Alg(Γ) such that a system is representable as a P T S L -coalgebra, then its coarsest bisimulation is a congruence. Therefore, already Example 3.6 is sufficient to show that the generated Pi-transition system cannot be represented as a coalgebra for any lifting of functor P L to Alg(Π).
How to make Bisimulation a Congruence?
The discussion in the previous section shows that a transition system where observational equivalence ∼ is not a congruence cannot be represented as a structured coalgebra. Hence, the idea is to modify the system in such a way that observational equivalence in the new system coincides with the coarsest bisimulation which is a congruence in the original system. In [24] such an equivalence has been characterized operationally as dynamic bisimulation (cf. Definition 2.5). The difference with the ordinary notion of bisimulation is that in each state the two processes which are tested can be put in any context. This "contextualization at runtime" shall now be incorporated into the transition system. Instead of defining the modification directly on the transitions, in the definition below we add appropriate rules to the specification. Definition 5.1 [closure under context transitions] Given a transition specification T S = Γ, L, X, R with complete rules in algebraic format, let hts T S be the corresponding initial transition system, and U be a universal set of contexts for hts. The closure of T S under context transitions is the specification
which is derived as follows. The specification Γ * is an extension of Γ by unary operation symbols op C for all contexts C ∈ U and corresponding equations
The set of rules R * is obtained by closing R w.r.t. entailment as well as the following deduction rule.
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[r] The following proposition gives the semantical justification of the closure construction and states that the original problem, the coalgebraic presentation of the heterogeneous transition system generated by the rules, is solved. 
Moreover, T Γ * , σ hts T S * forms a P T S * L -coalgebra which is initial in P T S * L -Coalg.
Proof Sketch Example 5.2 above motivates why the generated transition system can be represented as a coalgebra. Then, by initiality of T Γ * in Alg(Γ * ), the coalgebra structure σ hts T S * is the unique homomorphism into P T S * L (T Γ * ) which is therefore the only coalgebra structure on T Γ * in this category. Now, it easy to show using the techniques of [28] that P T S * L -Coalg has an initial coalgebra whose carrier is the initial algebra T Γ * . This implies that hts T S * is this initial coalgebra. ✷ Example 5.4 [counter example revisited] Applying the context closure of Definition 5.1, also the counterexample of Example 3.6 does not apply anymore. In fact, the two agents P =ūy.0|v(z).0 and Q =ūy.v(z).0+v(z).ūy.0 are not bisimilar in the first place. This is due to the additional •[u/v]; τ -labeled transition out of P which cannot be matched by a transition of Q.
Conclusion
In this paper we have studied the relationship between SOS specifications with structural axioms, transition systems with algebraic structure, and coalgebras in categories of algebras. In particular we have characterized those transition systems for which a coalgebraic presentation is possible and the classes of SOS specifications generating such "well-behaved" systems (cf. Proposition 4.10). It turns out that the conditions which guarantee a coalgebraic presentation are very similar to the ones which ensure that bisimilarity is a congruence. Essentially they require that the behavior of the system is compositional in the sense that all transitions from complex states can be derived using the rules from transitions out of component states. In the case without structural axioms, such condition means that each rule in the specification has a basic operation as the source of its conclusion; indeed this is the common point of many SOS formats (see e.g. [8, 13, 2] ). With structural axioms, the situation is more complicated since basic operations can be equivalent to complex terms, and complex states may be decomposed into component states in many different ways (cf. Example 4.11).
We have also proposed a general procedure (cf. Definition 5.1) which, when applied to a (not necessarily well-behaved) SOS specification, extends the set of rules in such a way that the resulting specification is well-behaved, that is, its generated transition system can be represented as a coalgebra in a category of algebras (see Proposition 5.3). The idea is to add transitions which may place a process into a context, simulating in this way the definition of dynamic bisimulation ( [24] , see also Definition 2.5). Intuitively, this means to consider processes as open systems which may be reconfigured at runtime.
