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1 - Introducció 
 
 
L’escaneig i l’obtenció de models virtuals a partir del patrimoni cultural és un aspecte 
interessant de l’àrea de la informàtica gràfica. Molt sovint, com a resultat obtenim 
models tridimensionals amb un grau de detall sorprenent, però alhora difícils de tractar 
posteriorment. 
 
El projecte es basa en un cas molt concret: la Portalada del Monestir de Santa Maria de 
Ripoll. La portalada, de gairebé dotze metres d’amplada i set d’alçada, s’adossa sobre la 
paret d’entrada de l’església. Té un metre de profunditat i conté escultures, figures i 
relleus. 
 
 
 
 
Figura 1 Pòrtic de Santa Maria de Ripoll 
 
 
 
La portalada va ser escanejada en un projecte amb el MNAC (Museu Nacional d’Art de 
Catalunya), del qual existeix un article publicat [Callieri11]. Desprès de tot el procés es 
van obtenir 3.200 malles de triangles d’alta resolució de mida entre 30.000 i 90.000 
triangles cadascuna amb un longitud d’aresta mitja de 1.5 mil·límetres. Aquestes es van 
emmagatzemar en fitxers PLY binaris amb color per vèrtex. 
 
En realitat, cadascuna d’aquestes malles correspon a un fragment massa petit de la 
portalada, però l’objectiu no és el d’editar les malles d’alta resolució directament. La 
idea és unir les malles d’alta resolució en grups d’aproximadament 10 malles cadascun, 
que continguin entre 500.000 i 1.000.000 de triangles. Posteriorment, simplificar els 
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models obtinguts per tenir com a resultat aproximadament 320 malles de triangles de 
baixa resolució que continguin un 10% del nombre de cares original. 
 
El següent pas és proporcionar un editor on l’usuari podrà deformar aquestes malles de 
baixa resolució. Les eines d’edició estan basades en el concepte d’estirar parts del 
model per aconseguir deformacions suaus.  
 
Finalment, amb la malla editada de baixa resolució, es modificarà la malla d’alta 
resolució per recuperar el detall de la zona conservant la deformació. 
 
L’objectiu és obtenir una malla d’alta resolució amb les deformacions realitzades per 
l’usuari. 
 
Pel procés de simplificació s’ha fet servir com a eina el QSlim Simplification Software. 
Per crear la interfície de l’editor s’ha fet servir Qt, ja que és una llibreria general per 
crear interfícies gràfiques. I com a referència per a l’edició s’ha utilitzat Pointshop3D, 
un software per a l’edició interactiva de superfícies representades per núvols de punts. 
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2 - Conceptes previs 
 
 
2.1 - Introducció al modelatge geomètric 
 
 
Gran part d’aquest projecte es basa en el tractament de models geomètrics obtinguts a 
partir d’escanejar una superfície, per tant, és convenient explicar els conceptes més 
importants que ha de tenir el lector per comprendre la totalitat del treball realitzat. 
 
Per especificar els conceptes necessaris podem centrar l’explicació en els models de 
malles de triangles, ja que són els utilitzats al projecte. També cal saber d’on venen 
aquests models i per aquest motiu introduirem els escàners de triangulació. Finalment, 
el tema principal del projecte és el tractament, és a dir la simplificació i l’edició 
d’aquests models de malles de polígons.    
 
 
2.1.1 - Models de malles de triangles 
 
 
Una malla de triangles 3D es una col·lecció de triangles i vèrtexs que aproximen una 
superfície en 3D. 
 
Encara que el camp de l’aplicació de la generació automàtica de malles triangulars ha 
estat tradicionalment l’obtenció de models digitals d’elevacions de terreny, la seva 
aplicació és molt més àmplia. Qualsevol variable espacial relacionada amb una certa 
topologia és susceptible de ser modelitzada com a superfície tridimensional, on cada 
punt és el valor de la variable a estudiar. 
 
Hi ha moltes possibles representacions per a l’emmagatzematge de  les malles de 
triangles. Una de les més bàsiques, i la que es fa servir en aquest projecte, es basa en 
tenir dues taules: una per representar els vèrtexs, i l’altra per representar els triangles, o 
cares, de la malla. 
 
 
 
Figura 2 Representació d’una malla de triangles 
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La taula dels vèrtexs té tantes posicions com nombre de vèrtexs conté la malla de 
triangles. A cadascuna de les posicions es guarda la informació corresponent a un 
vèrtex, normalment la seva posició en coordenades X, Y, Z, a més d’altres dades com 
per exemple el color, les components del vector normal al vèrtex, o les cares adjacents 
al vèrtex. 
 
La taula de cares té tantes posicions com nombre de polígons hi ha a la malla, en cas 
que sigui una malla de triangles, s’emmagatzemaran triangles, però aquesta 
representació és extensible a qualsevol tipus de malla poligonal. A cada posició es 
guarda la informació corresponent a una cara, és a dir, la posició a la taula de vèrtexs 
dels vèrtexs que la composen. Les referències als vèrtexs de la cara es guarden per ordre 
i en sentit antihorari, així indirectament amb aquesta taula es pot obtenir informació de 
les arestes que composen la malla. En el cas de les malles de triangles, per exemple, a 
cada posició de la taula de cares es guardaran les tres posicions de la taula de vèrtexs 
que contenen els vèrtexs que composen aquesta cara en concret.   
 
 
2.1.2 - Obtenció de models amb escàner 
 
 
El propòsit d’un escàner 3D és, generalment, el de crear un núvol de punts a partir de 
mostres geomètriques en la superfície de l’objecte. Aleshores aquests punts es poden 
utilitzar  per extrapolar la forma de l’objecte, un procés anomenat reedificació o 
reconstrucció. Si la informació del color es reuneix a cadascun dels punts, aleshores els 
colors de la superfície de l’objecte es poden determinar també. 
 
 Els escàners 3D són diferents de les càmeres. Igual que aquestes, tenen un camp de 
visió en forma de con, però poden reunir informació sobre superfícies sense 
il·luminació. Mentre una càmera reuneix informació de color sobre les superfícies dins 
del seu camp de visió, els escàners 3D reuneixen informació sobre superfícies. El retrat 
produït per un escàner 3D descriu la distància a una superfície en cada un dels punts del 
retrat. Per a la majoria de les situacions, un sol escaneig no produirà un model complet 
de l’objecte. Generalment es requereixen múltiples escanejos, fins i tot centenars, des de 
moltes direccions diferents per a obtenir informació de tots els costats de l’objecte. 
Aquests escanejats han de ser introduïts a un sistema comú de referència, un procés que 
generalment s’anomena alineació, i llavors són units per crear un model complet. 
Aquest procés sencer, des del mapatge de la distància fins a la obtenció del model 
sencer, es coneix generalment com el pipeline de l’escaneig del model 3D. 
 
Hi ha molts tipus d’escàners 3D que s’utilitzen en un o altre cas en funció de les 
necessitats concretes, és a dir resolució desitjada de model final, grandària de l’objecte, 
temps d’escaneig, etc. En el cas concret d’aquest projecte, els models a tractar van ser 
obtinguts amb un escàner làser 3D de triangulació. Aquest és un escàner actiu que fa 
servir la llum del làser per examinar l’entorn i fa servir una càmera per buscar la 
ubicació del punt làser. Depenent de com de lluny el làser contacti amb la superfície, el 
punt del làser apareix a llocs diferents al sensor de la càmera. Aquesta tècnica 
s’anomena de triangulació perquè el punt del làser, la càmera i l’emissor del làser 
formen un triangle.  La longitud d’un costat del triangle, la distància entre la càmera i 
l’emissor del làser es coneix. L’angle del vèrtex de l’emissor de làser es coneix també. 
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L’angle del vèrtex de la càmera pot ser determinat mirant la ubicació del punt del làser a 
la càmera. Aquests tres punts d’informació determinen completament la forma i la mida 
del triangle i donen la ubicació del tercer vèrtex del triangle. En la majoria dels casos 
una ratlla de làser, en comptes d’un sol punt del làser, s’escombra a través de l’objecte 
per accelerar el procés d’adquisició. 
 
 
 
 
Figura 3 Escàner làser 3D de triangulació 
 
 
2.1.3 - Edició 
 
 
Aquest és un camp molt ampli del modelatge geomètric per al qual hi han centenars de 
funcionalitats especificades a molts programes d’edició de malles 3D. L’aspecte bàsic 
es el de deformar la malla a partir de la modificació de les posicions dels vèrtexs que la 
composen.  
 
El gran problema d’editar una malla és sovint el d’aconseguir una deformació 
continuada i suau, ja que si es mouen un conjunt de vèrtexs sense tenir en compte la 
resta s’aconseguirà un model resultant ple d’angles bruscos on hauria d’haver una 
superfície corba. 
 
 
Un altre aspecte a tenir en compte és la 
facilitat per a l’usuari a l’hora de modificar 
la malla. És a dir, no es pot pretendre que 
l’usuari hagi de modificar les posicions 
dels vèrtexs punt per punt, se li ha d’oferir 
una eina amb la qual pugui seleccionar un 
conjunt de vèrtexs i fer modificacions 
ràpides i intuïtives que afectin a la resta del 
model, o almenys a la part especificada per 
l’usuari.  
 
Figura 4 Edició d’una malla 
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2.1.4 - Simplificació  
 
 
Els requisits de velocitat i emmagatzematge de la geometria per a la posterior 
representació obliguen de vegades a efectuar una simplificació dels models. La 
utilització del models de baixa resolució en aplicacions a temps real implica l’obtenció 
de models simplificats a partir de l’original. 
 
Hi han moltes tècniques per a simplificar una malla de triangles l’objectiu de les quals 
és obtenir una superfície que mantingui la topologia i el genus de l’original, és a dir no 
obri forats nous al model, reduint el nombre de cares que la composen.  
 
 
 
 
Figura 5 Procés de simplificació d’una malla 3D 
 
 
En general els algoritmes s’orienten per treballar amb elements triangulars. L’objectiu 
és reduir el nombre de triangles que formen la malla, minimitzant els errors de 
simplificació per preservar l’aparença original. El concepte important és que no 
s’apreciï gran diferència des d’un punt de vista visual. Els algorismes de simplificació 
de malles triangulars es poden classificar en les següents classes: 
 
 
• Eliminació de vèrtexs 
 
Aquests mètodes normalment fan servir una selecció iterativa de vèrtexs a 
esborrar. Una vegada un vèrtex és esborrat, totes les cares que comparteixen 
aquest vèrtex són eliminades i el forat resultant s’omple amb triangles. Aquest 
tipus d’algorismes es limiten a malles manifold degut als seus esquemes de 
creació de nous triangles. 
 
 
• Agrupament de vèrtexs 
 
Aquests mètodes es basen en una caixa d’inclusió dividida en cel·les. Tots els 
vèrtexs continguts a una mateixa cel·la són unificats en un únic vèrtex, i els dos 
índexs de les cares són modificats per reflectir els canvis. Aquests mètodes 
tendeixen a ser molt ràpids, però la qualitat de la malla resultant tendeix a ser 
relativament baixa. 
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• Contracció d’arestes 
 
Aquests mètodes fan ús d’una selecció iterativa d’arestes a esborrar. A cada pas 
una aresta, o parell de vèrtexs, és seleccionada per a ser esborrada. Un dels 
vèrtexs d’aquesta aresta s’esborra també i totes les cares afectades es recalculen 
per a contenir l’altre vèrtex. Les cares degenerades són eliminades de la malla 
també. 
 
 
• Operacions morfològiques 
 
Aquests mètodes apliquen operacions morfològiques sobre cossos volumètrics. 
Són mètodes molt ràpids i ofereixen bons resultats. 
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2.2 -  Interfícies d’usuari 
 
 
Existeix la necessitat que l’usuari es comuniqui amb els ordinadors amb l’objectiu de 
notificar-li l’acció que desitja realitzar (sempre que sigui una acció vàlida donada 
l’aplicació). En canvi, l’ordinador ofereix en cada moment informació referent al seu 
estat, quines accions està realitzant o mostra els resultats de la nostra interacció. 
 
El mecanisme utilitzat per establir un canal de comunicació entre l’usuari i l’ordinador 
és la interfície d’usuari (UI). Aquesta interfície s’encarrega de traduir les accions de 
l’usuari en un llenguatge que l’ordinador pugui interpretar i viceversa. Per aconseguir 
una bona comunicació necessitem disposar de dispositius físics que permetin introduir, 
visualitzar i/o obtenir dades. 
 
Un cop es disposa d’una interfície d’usuari i d’un conjunt de perifèrics d’entrada i 
sortida de dades necessitem una tècnica d’interacció que tradueixi les interaccions 
realitzades per l’usuari amb els perifèrics sobre la interfície d’usuari en una acció de 
l’aplicació. Un cop l’aplicació rep l’acció, mostra tota la informació de sortida en els 
dispositius convenients.  
 
Finalment, un element imprescindible en qualsevol interfície d’usuari és la usabilitat 
(facilitat d’ús, eficiència i comoditat de l’usuari). Per molt perfecte que sigui la 
interfície d’usuari, si no és usable no servirà de res.  
 
 
2.2.1 -  Classificació de les interfícies d’usuari 
 
 
Tots els conceptes descrits anteriorment els podem aplicar tant a interfícies d’usuari 2D 
com a interfícies d’usuari 3D. La diferència més important entre les UI 2D i 3D, és que 
les UI 3D requereixen interacció 3D. Entenem per interacció 3D, la interacció realitzada 
per l’usuari directament sobre un espai tridimensional.  
 
Al llarg del temps, les UI han evolucionat en funció de la tecnologia disposada, des 
d’una interacció casi nul·la per part de l’usuari, fins als entorns gràfics 2D i 3D més 
sofisticats. Actualment les UI més utilitzades es basen principalment en interacció 2D, 
tot i l’increment d’investigació en les interfícies amb interacció 3D. 
 
Els tipus d’interfícies d’usuari es poden classificar seguint diferents conceptes: 
 
• Segons la forma d’interactuar de l’usuari 
 
Mirant com l’usuari pot interactuar amb una interfície ens trobem amb varis 
tipus de interfícies: 
 
- Interfícies alfanumèriques (intèrprets de comandes) que només presenten 
text. 
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- Interfícies gràfiques d’usuari (GUI, graphics user interfaces), que permeten 
comunicar-se amb l’ordinador de forma ràpida i intuïtiva representant 
gràficament els elements de control. 
 
- Interfícies tàctils, que representen gràficament un panell de control en una 
pantalla sensible que permet interaccionar amb el dit de forma similar a si 
s’accionés un control físic.  
 
 
• Segons la seva construcció 
 
- Interfícies hardware: es tracta d’un conjunt de controls o dispositius que 
permeten que l’usuari intercanviï dades amb la màquina, ja sigui introduint-
los (polsadors, tecles, botons,...) o llegint-los (pantalles, dials, marcadors,...). 
 
- Interfícies software: són programes, o part d’ells, que permeten expressar els 
desitjos de l’usuari a l’ordinador, o bé visualitzar la seva resposta.   
 
 
2.2.2 - Exemples d’Interfícies d’Usuari 
 
 
A l’hora de construir una interfície podem començar de zero i dissenyar un per un tots 
els elements de la nostra interfície, no tan sols en l’aspecte gràfic, sinó en la seva 
funcionalitat. S’han de dissenyar tots els widgets que formin part de la interfície. A part 
de la part gràfica, s’ha d’especificar el seu comportament, és a dir, quines accions es 
realitzen quan s’interactua amb ells, o el que és el mateix, especificar el codi a executar 
quan pitgem un botó. 
 
A més del disseny de tots els elements, s’han de proporcionar eines per tal de construir 
la interfície i mecanismes de comunicació entre la interfície i l’aplicació. A continuació 
es mostren exemples d’interfícies construïdes: 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura 6 Interfície d’usuari 3D   Figura 7 Interfície hardware 
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Figura 8 Interfície d’usuari creada amb Qt 
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2.3 -  Introducció a Qt 
 
 
Qt és un conjunt d’eines en C++ per al desenvolupament d’interfícies gràfiques d’usuari 
(GUIs). A més, Qt ofereix suport per l’ús de bases de dades, fitxers, sistemes de fitxers, 
sockets i d’altres, independentment de la plataforma. Qt suporta Windows, Linux, Mac 
OS i d’altres. 
 
Encara que Qt està escrit en C++, existeixen bindings a altres llenguatges com C, 
Python o C#. Qt està totalment orientat a objectes i es pot considerar “event driven”. Qt 
estén C++ afegint el concepte de signals, slots i utilitzant el moc (Meta Object 
Compiler). 
 
 
 
Figura 9 Finestra Qt 
 
 
Qt està desenvolupat al voltant del “Qt object model”. Aquesta arquitectura fa Qt potent 
i de fàcil ús. La seva base, la classe QObject i l’eina moc. La majoria de classes de Qt 
hereten directa o indirectament de QObject. Els avantatges d’aquesta herència són, 
principalment: 
 
• Facilitat en la gestió de memòria 
 
• Ús de signals i slots 
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2.3.1 - Gestió de memòria 
 
 
L’organització dels objectes pertanyents a la GUI en Qt és jeràrquica. Cada vegada que 
creem un nou objecte (que derivi de QObject), podem indicar-li quin és el seu objecte 
pare. La facilitat en la gestió de memòria consisteix en una eliminació de recursos de 
forma jeràrquica, quan un objecte és eliminat, tots els seus fills són eliminats. És a dir, 
una classe derivada de QObject pot crear instàncies d’altres objectes derivats de 
QObject sense preocupar-se per la seva destrucció. 
 
 
2.3.2 -  Signals i Slots 
 
 
Els signals i els slots s’utilitzen per establir comunicació entre objectes (encara que no 
siguin visibles entre ells). Aquest mecanisme és un dels principals avantatges de 
Qt. 
 
Els signals són emesos per objectes quan el seu estat intern ha variat i pot ser rellevant 
per altres objectes de l’aplicació. Només la classe que defineix un signal i les seves 
subclasses tenen la capacitat d’emetre’l. 
 
Un slot s’invoca quan el signal al què està connectat és emès. Els slots són, bàsicament, 
funcions en C++ que poden ser invocades de forma normal amb la funcionalitat especial 
de connectar-les amb signals. Els drets d’accés del slot determinen les connexions 
possibles. 
 
Per al funcionament dels signals i slots és necessari el “meta object compiler” (moc). El 
moc parseja la declaració de les classes en C++ i genera codi en C++ que inicialitza el 
“meta object” (moc_nom_de_la_clase.cpp). El “meta object” conté els noms de tots els 
signals i slots, a més dels punters a tots ells. 
 
 
 
 
 
 
Figura 10 Etapes de compilació en Qt 
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2.3.3 -  Classe QApplication 
 
 
La classe QApplication gestiona el flux de control i les principals configuracions de 
l’aplicació gràfica d’usuari (GUI). 
 
Les funcionalitats que proporciona QApplication i que són les més importants per 
aquest projecte: 
 
• Qualsevol GUI que utilitzi Qt, necessàriament té un objecte QApplication, però 
només un (amb independència del nombre de finestres que tingui la GUI). 
 
• La classe QApplication s’encarrega de gestionar el control de flux de la GUI i 
les configuracions bàsiques. 
 
• Conté el bucle principal d’events, tots els events procedents del sistema de 
finestres i d’altres emissors són processats i enviats al seu destinatari. 
 
• S’encarrega d’inicialitzar i de finalitzar l’aplicació. 
 
• En tot moment sap quines finestres són visibles i ens permet obtenir quins 
widgets té l’aplicació. 
 
• En tot moment és accessible mitjançant un punter global. 
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2.4 -  Introducció a OpenGL 
 
 
OpenGL és una API (Interfície de Programació d’Aplicacions) software per hardware 
gràfic, objectiu principal del qual és la visualització d’objectes en dos i tres dimensions 
(renderitzant els objectes sobre el FrameBuffer). Aquests objectes estan definits per 
seqüències de vèrtexs (objectes geomètrics) o píxels (imatges). OpenGL realitza 
diferents transformacions sobre la definició inicial dels objectes, obtenint una imatge 
(conjunt de píxels), el resultat a visualitzar. 
 
 
2.4.1 - Primitives i comandes 
 
 
La geometria que utilitza OpenGL per a definir objectes es basa en 3 primitives: punts, 
segments i polígons. El comportament d’aquestes primitives està definit per un conjunt 
d’estats (OpenGL és bàsicament una màquina d’estats). Per especificar les primitives o 
per configurar els diferents estats, s’utilitzen els mètodes que ofereix la API d’OpenGL. 
 
Les primitives són definides a partir d’un o d’un conjunt de vèrtexs. Un vèrtex pot 
definir un punt, el final d’un segment o la cantonada d’un polígon (un punt on s’ajunten 
dues arestes). Cada vèrtex té associat un conjunt d’informació, per exemple: 
coordenades (x,y,z), color, normal o coordenades de textura. La informació de cada 
vèrtex es tracta de forma independent a la informació de la resta de vèrtexs i sempre de 
la mateixa manera. 
 
Les comandes es processen a mesura que s’invoquen, encara que pot passar un temps 
indeterminat fins que la comanda finalitzi. OpenGL garanteix que al finalitzar la 
comanda totes les anteriors hauran finalitzat. A més, sempre que s’invoca una petició 
per conèixer l’estat d’OpenGL, el seu resultat és consistent amb totes les invocades 
prèviament. 
 
 
2.4.2 -  Control Gràfic d’OpenGL 
 
 
OpenGL ofereix operacions bàsiques per a la manipulació de gràfics en dues i tres 
dimensions. Permet definir transformacions geomètriques, coeficients d’il·luminació, 
mètodes d’antialiasing, etc. En canvi, no permet descriure objectes geomètrics 
complexes, aquests s’han de definir a partir de primitives. Aquestes operacions indiquen 
com s’ha de generar el resultat, no quin ha de ser el resultat. OpenGL és, bàsicament, 
procedural, no descriptiu. 
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2.4.3 -  Model d’execució 
 
 
El model que interpreta les comandes d’OpenGL és un model client/servidor. 
L’aplicació (client) invoca comandes, que són processades i interpretades per OpenGL 
(servidor). No és necessari que el servidor estigui situat en el mateix ordinador que el 
client, ja que pot gestionar diferents contextos d’OpenGL on cada un representa un estat 
diferent. Un client pot connectar-se a qualsevol d’aquests contextos.  
 
El sistema de finestres és l’encarregat de gestionar tots els recursos del FrameBuffer, i 
és ell qui controla les comandes d’OpenGL que afecten el FrameBuffer. El sistema de 
finestres: 
 
• Determina quines porcions del FrameBuffer són accessibles per OpenGL en 
un espai de temps determinat. 
 
• Indica a OpenGL com estan estructurades aquestes porcions.  
 
OpenGL no ofereix mètodes per configurar el FrameBuffer o inicialitzar-se. La 
configuració del FrameBuffer és realitzada directament pel sistema de finestres i la 
inicialització d’OpenGL és realitzada pel mateix sistema quan es construeix una finestra 
OpenGL. 
 
 
2.4.4 -  Operacions bàsiques d’OpenGL 
 
 
La següent figura il·lustra com OpenGL processa les comandes. Tal i com s’observa en 
la figura 11, les comandes són processades d’esquerra a dreta en el pipeline.  
Algunes d’elles descriuen objectes geomètrics per a ser pintats, d’altres controlen el 
tractament dels objectes durant les etapes del pipeline. 
 
 
 
 
Figura 11 Pipeline OpenGL 
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Descripció dels mòduls 
 
 
• Display List. En lloc d’invocar una comanda rere una altra, podem 
emmagatzemar llistes de comandes per tal d’executar-les més endavant. La 
utilització de display lists redueix l’overhead d’invocar moltes comandes 
seguides, ja que totes s’executaran emmagatzemades utilitzant una única 
comanda. 
 
• Evaluador. Aproxima corbes i geometria a partir de polinomis de forma 
eficient. 
 
• Operacions per vèrtex i ensamblatge de primitives. OpenGL processa 
primitives geomètriques, punts, segments i polígons, on totes estan definides 
mitjançant vèrtexs. Els vèrtexs són transformats i les primitives són retallades en 
funció del viewport com a preprocés de la rasterització. 
 
• Rasterització. Transforma la geometria en un conjunt de píxels. 
 
• Operacions per fragment. Últimes modificacions sobre els píxels rasteritzats 
abans d’emmagatzemar-los en el FrameBuffer. Alguna de les operacions 
realitzades són: 
 
- Test z-buffer: en funció del valor de la z dels píxels emmagatzemats en el 
FrameBuffer, es determina si el píxel actual s’ha mantenir o subtituir. 
 
- Blending: el píxel emmagatzemat en el FrameBuffer és la composició del 
píxel actual i del píxel del FrameBuffer. 
 
 
La comanda inicial pot tenir com a dades, píxels, en lloc de vèrtexs. La informació en 
forma de píxels acostuma a ser una imatge, utilitzada per la texturació de polígons. 
Aquestes comandes són tractades en l’etapa “Operacions de píxel”. La informació en 
forma de píxels és: 
 
• Emmagatzemada en forma de memòria de textura per utilitzar-la durant 
l’etapa de rasterització. 
 
• Rasteritzada directament sobre el FrameBuffer com si la imatge s’hagués 
generat a partir de geometria. 
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3 - Objectius del Projecte 
 
 
Donat el model 3D gegant (d’uns 180 milions de triangles) de la Portalada del Monestir 
de Ripoll, es vol crear un sistema d’edició per aquest model concret. El model està 
extret d’un projecte anterior i està format per 3.200 malles de triangles de mida entre 
30.000 i 100.000 triangles cadascuna. Els models de les malles són arxius PLY binaris 
amb posició, normal i color per vèrtex, i cares representades per índexs a les posicions 
dels vèrtexs.  
 
Així, l’edició d’aquest model gegant passa per la premissa que s’editaran parts 
concretes, no tot el model a la vegada. Per aquest motiu es divideix el procés de 
realització del projecte en tres parts: 
 
 
• Tractament de les malles d’alta resolució 
 
Realitzar un pre-procés de les malles d’alta resolució per passar-les a malles de 
baixa resolució que continguin una part significativa del model total.  
Aquest procés es basa en: 
 
- Unir varies malles veïnes d’alta resolució fins a obtenir malles d’alta 
resolució de entre 500.000 i 1.000.000 de triangles. 
 
- Aplicar un algorisme de simplificació a cada malla per separat per 
aconseguir tenir un 10% dels triangles originals. D’aquesta manera obtenir 
aproximadament 320 malles de baixa resolució de entre 50.000 i 100.000 
triangles cadascuna. 
 
 
• Edició de les malles de baixa resolució 
 
- Crear una interfície on l’usuari pugui carregar, editar i guardar una malla de 
baixa resolució. 
 
- Proporcionar eines per a l’edició basades en la tècnica de "estirar" el model. 
L’usuari ha de definir al model zones fixes que es mantinguin i zones guia 
que pugui estirar. Així, mitjançant aquestes zones, aconseguir deformar el 
model de forma suau. 
 
 
• Recuperació del detall 
 
El resultat final ha de ser la malla deformada en alta resolució. Per aconseguir 
això s’han de tenir en compte dos passos: 
 
- Guardar el detall d’una malla unida d’alta resolució (composada per varies, 
aproximadament deu, malles d’alta resolució) respecte a la seva corresponent 
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malla simplificada de baixa resolució (original, és a dir prèviament a la 
deformació).  
 
- Una vegada s’ha editat la malla desitjada en baixa resolució, aplicar el 
procés de recuperació de detall per obtenir la malla deformada amb els 
detalls d’alta resolució, així com el nombre de vèrtexs original abans de 
simplificar. 
 
 
L’objectiu del projecte es proporcionar a l’usuari les aproximadament 320 malles en alta 
i baixa resolució, un sistema d’edició per a les malles en baixa resolució i eines per la 
recuperació del detall.  
 
Com a resultat final l’usuari ha de poder deformar qualsevol de les 320 malles en baixa 
resolució donades i recuperar el detall per obtenir una malla deformada en alta 
resolució. 
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4 - Anàlisi de Requeriments 
 
 
4.1 -  Requeriments de software 
 
 
• L’usuari ha de poder editar la malla de forma intuïtiva a alt nivell, és a dir sense 
preocupar-se pels punts que la formen. 
 
• La recuperació de detall ha de ser automàtica per a l’usuari una vegada s’hagi 
guardat el detall de la malla original. 
 
• El procés d’unió ha de ser prou genèric per, donat qualsevol conjunt de malles 
de triangles en el format especificat, retornar una única malla de triangles neta, 
és a dir sense vèrtexs repetits, en el mateix format.  
 
• Donar eines per a la conversió dels formats PLY a SMF i viceversa. El format 
SMF és l’utilitzat pel QSlim Simplification Sofware (software utilitzat per a la 
simplificació). 
 
 
4.2 - Requeriments no funcionals 
 
 
• Per facilitar el possible manteniment i extensió, s’ha de disposar d’una bona 
documentació i d’un codi llegible. 
 
• Disseny de la interfície de forma que sigui intuïtiva per a l’usuari, ja que la 
majoria de les funcions (conversió de formats, unió de malles i recuperació de 
detall) es realitzen de forma automàtica. 
 
• Qualsevol dels processos automàtics del sistema (unió de malles, conversió de 
formats i recuperació de detall) han de ser prou eficients con per realitzar-se en 
un període de temps raonable tenint en compte la grandària dels fitxers a tractar. 
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5 - Desenvolupament Tècnic 
 
 
5.1 -  Introducció 
 
 
Totes les eines desenvolupades per a la unió, simplificació, edició i recuperació de 
detall dels models formen part de la interfície gràfica com a eines de l’editor 
RipollEditor. 
  
L’estàndard utilitzat a l’hora de mostrar la interfície gràfica és OpenGL. S’utilitza 
OpenGL ja que és un estàndard dels més utilitzats per a visualització. Per tant, és 
necessari OpenGL per la visualització de l’editor. 
 
Abans d’entrar en detall a les parts més rellevants de la implementació, veiem com s’ha 
estructurat l’editor, i comentem breument la finalitat de cadascuna de les classes. La 
següent figura mostra el diagrama de classes en UML (s’han eliminat els mètodes i els 
atributs de cada classe per facilitar la comprensió). 
 
 
Figura 12 Diagrama de classes simplificat 
 
 
En el diagrama, QMainWindow, QGLWidget i QMenuBar són classes pròpies de Qt. 
 
La classe QMainWindow proporciona un marc per a la construcció de la interfície 
d’usuari d’una aplicació.  
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La classe QGLWidget proporciona la funcionalitat per a la visualització de gràfics 
OpenGL integrats en una aplicació de Qt. 
La classe QMenuBar ofereix una barra de menú horitzontal. Una barra de menú es 
composa d’una llista desplegable d’elements. Automàticament ajusta la seva pròpia 
geometria a la part superior del widget pare, i la canvia apropiadament quan la mida 
d’aquest canvia. 
 
La classe mainWidget és l’encarregada de captar els events generats per l’usuari i fer 
les crides a funcions pròpies de les classes opPlys i ripollEditor. 
 
La classe ripollEditor és l’encarregada de les funcions relacionades amb la 
visualització. S’encarrega de mantenir la interfície actualitzada en temps real, a més de 
les eines per a la visualització dels models (zoom, rotacions, etc.). 
 
La classe opPlys és una classe intermèdia que bàsicament s’encarrega de transmetre les 
operacions a aplicar sobre els objectes que representen models PLY, és a dir sobre la 
classe plyObj. La seva principal funció és la de gestionar la correcta unió entre arxius 
PLY en el cas d’unir tots els arxius d’alta resolució alhora. 
 
La classe plyObj és la classe principal, no pel funcionament de la interfície d’usuari, 
sinó per a la gestió dels models PLY. Representa un objecte PLY, és a dir un model, i 
s’encarrega de totes les funcions relacionades amb la unió, simplificació, edició i 
recuperació de detall de les malles. Conté les estructures de dades necessàries per a 
l’emmagatzematge dels fitxers PLY, a més de funcions de lectura i escriptura pròpies, 
que utilitzen les funcions de la classe rply. 
 
La classe rply és una llibreria existent en C que proporciona funcions per a la lectura i 
escriptura de fitxers PLY.  
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5.2 -  Visualitzador i interfície: RipollEditor 
 
 
El visualitzador RipollEditor és el resultat final que engloba totes les eines necessàries 
per a la unió, simplificació, edició i recuperació de detall de les malles. Tot i que 
aquestes eines són part de la interfície gràfica que forma el visualitzador, cadascuna per 
separat serà explicada en un apartat diferent. En aquest apartat ens centrarem en 
l’explicació de la visualització dels models. 
 
 
 
 
Figura 13 Detall del menú de la interfície RipollEditor 
 
 
La classe principal per a la gestió de la visualització és la ripollEditor, i l’encarregada de 
captar els events generats per l’usuari és la classe mainWidget. 
 
Les classes encarregades d’implementar les operacions que donen suport a les eines són 
opPlys i plyObj. En elles consten les funcions necessàries per al tractament de malles.  
 
 
5.2.1 - Estructures de dades 
 
 
Com que els objectes que es pintaran són gestionats per la classe plyObj, en la classe 
ripollEditor només cal una estructura de dades que emmagatzemi els paràmetres 
necessaris per la visualització (paràmetres de càmera): 
 
struct dadesFrustum  
{ 
 vect obs; 
 vect vrp; 
 vect upVector; 
 float fov; 
 float ar; 
 double znear; 
 double zfar; 
}; 
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Conté els paràmetres que defineixen la càmera: 
 
• OBS: Posició de l’observador, és a dir la posició de la càmera a l’escena. 
 
• VRP (View Reference Point): Posició del punt al que mira la càmera a l’escena, 
és a dir, l’objecte al que estem mirant. 
 
• Vector UP: Vector perpendicular a la direcció de visió i que indica la vertical de 
la càmera. 
 
• FOV (Field Of View): Angle d’obertura de la càmera. 
 
• AR (Aspect Ratio): Relació d’aspecte del viewport. 
 
• ZNear: Pla de retallat proper a la càmera. 
 
• ZFar: Pla de retallat llunyà a la càmera. 
 
 
Aquestes dades s’actualitzaràn en la interacció relacionada amb la càmera, com per 
exemple a les rotacions o al zoom. 
 
 
5.2.2 - Comunicació amb l’aplicació 
 
 
La comunicació entre l’usuari i l’aplicació es gestiona a la classe mainWidget. És 
l’encarregada de tractar els events generats per l’usuari i fer les crides a les funcions 
corresponents. Aquests es poden dividir en tres tipus: 
 
• Event de ratolí 
 
•  Event de teclat 
 
•  Event de menú 
 
 
Event de ratolí 
 
L’event de ratolí permetrà emular qualsevol acció que puguem realitzar amb un ratolí. 
Aquest event és el QMouseEvent, que es descriu pel següent constructor : 
 
 
QMouseEvent::QMouseEvent (Type tipus, const QPoint & posicio, 
Qt::MouseButton boto, Qt::MouseButtons botons, 
Qt::KeyboardModifiers modificadors) 
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Amb aquest event es pot indicar: 
 
• Tipus: Quina acció s’estava realitzant amb el ratolí: prement un botó, deixant-lo 
anar, movent-lo o fent doble click. 
 
- QEvent::MouseButtonPress 
 
- QEvent::MouseButtonRelease 
 
- QEvent::MouseButtonDblClick 
 
- QEvent::MouseMove 
 
• Posició: En quina posició estava situat el cursor en el moment del event 
(coordenada (x, y) relativa al widget). 
 
• Botó: Quin botó del ratolí es volia emular (botó central, dret o esquerre). També 
podem indicar que no s’estava utilitzant cap botó. 
 
- Qt::NoButton, Qt::LeftButton, Qt::RightButton o Qt::MidButton. 
 
• Botons: És l’estat de tots els botons en el moment de l’event. 
 
• Modificadors: Si alguna tecla especial estava activada en el moment de l’event, 
com poden ser el shift o el control. 
 
- Qt::ShiftButton, Qt::ControlButton, Qt::AltButton, ... 
 
 
Event de teclat 
 
L’event de teclat permet emular qualsevol acció que es pugui realitzar amb un teclat. 
Aquest event és el QKeyEvent: 
 
QKeyEvent::QKeyEvent (Type tipus, int key, Qt::KeyboardModifiers 
modificadors, const QString & text = QString(), bool autorep = 
false, ushort count = 1) 
 
Amb l’event es pot indicar: 
 
• Tipus: Quina acció estàvem realitzant amb el teclat, com prémer una tecla o 
deixar-la anar. 
 
- QEvent::KeyPress o QEvent::KeyRelease. 
 
• Key: Quina era la tecla que generava l’event, per exemple la tecla “a” 
(Qt::Key_A). 
 
• Text: Quin era el codi en ascii de la tecla utilitzada. 
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• Autorep: Al igual que en el QMouseEvent, si teníem alguna tecla especial 
activada. 
 
• Count: Nombre de tecles que formen part de l’event. 
 
 
Event de menú 
 
L’event de menú llença un signal quan un dels elements del menú es clickat per l’usuari. 
Això ens permet associar cada element del menú amb la funció que ens interessa perquè 
realitzi l’acció corresponent. 
QMenuBar::triggered (QAction * accio) [signal] 
 
En el nostre cas, els events de menú seran els que gestionaran les eines que conté 
l’aplicació: obrir/guardar fitxers, unió de malles, conversió de formats, 
guardat/recuperació de detall i edició. 
 
 
5.2.3 - Visualització de malles 
 
 
La visualització de malles pinta els triangles emmagatzemats a les estructures de dades 
proporcionades a la classe plyObj. 
 
Per realitzar el pintat dels triangles d’un model es faran servir les funcions d’OpenGL 
per al dibuix de polígons triangulars a partir de l’especificació dels vèrtexs que els 
formen i del color d’aquests vèrtexs. 
 
El següent codi d’exemple dibuixa dos triangles, com es mostra a la figura: 
 
 
glBegin(GL_TRIANGLES); 
 
 glVertex3f(0.0f, 0.0f, 0.0f); // V0 
 glVertex3f(1.0f, 1.0f, 0.0f); // V1 
        glVertex3f(2.0f, 0.0f, 0.0f); // V2 
  glVertex3f(-1.0f, 0.0f, 0.0f); // V3 
 glVertex3f(-3.0f, 2.0f, 0.0f); // V4 
 glVertex3f(-2.0f, 0.0f, 0.0f); // V5 
 
glEnd(); 
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Figura 14 Sentit de pintat dels vèrtexs d’un triangle 
 
 
És molt important l’ordre en què s’especifiquen els vèrtexs. En el primer triangle (el de 
la dreta), se segueix la política de "sentit horari", i en el segon, "sentit antihorari". Quan 
un polígon qualsevol, té sentit horari (els vèrtexs avancen en el mateix sentit que les 
agulles del rellotge), es diu que és positiu, en cas contrari, es diu que és negatiu. 
OpenGL considera que, per defecte, els polígons que tenen sentit negatiu tenen un 
"encarament frontal". Això vol dir que el triangle de l’esquerra mostra la seva cara 
frontal, i el de la dreta la seva cara posterior. És summament important mantenir una 
consistència en el sentit dels triangles en construir objectes sòlids. 
 
En OpenGL, per defecte, es mostren les cares frontals i posteriors dels polígons. És 
habitual voler que únicament es renderitzin les cares frontals i no les del darrere ja que 
normalment els objectes a pintar són malles tancades. En el nostre cas això no és així i 
interessa que es pintin les cares frontals i posteriors dels triangles. 
 
Per definir el color de cada triangle, OpenGL té un mètode per omplir de color els 
polígons, la funció glShadeModel(GLenum mode). Podem decidir pintar una cara d’un 
únic color (mode GL_FLAT) o que interpoli el color depenent del color de cada vèrtex 
(mode GL_SMOOTH). En el nostre cas, com que els models tenen color per vèrtex usarem 
el mode GL_SMOOTH per a obtenir el suavitzat de color necessari. 
 
Al següent codi d’exemple, es mostra un triangle pintat amb interpolació de colors: 
 
glShadeModel(GL_SMOOTH); 
 
glBegin(GL_TRIANGLES);  
 
  glColor3f(1.0f, 0.0f, 0.0f);  //activar color vermell 
       glVertex3f(-1.0f, 0.0f, 0.0f); 
       glColor3f(0.0f,1.0f, 0.0f);  //activar color verd  
  glVertex3f(1.0f,0.0f, 0.0f); 
       glColor3f(0.0f, 0.0f, 1.0f);  //activar color blau 
  glVertex3f(0.0f, 1.0f, 0.0f); 
 
glEnd(); 
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Figura 15 Exemple de GL_SMOOTH 
 
 
La funció de pintat de l’aplicació recorre les llistes de cares i vèrtexs per obtenir les 
posicions dels vèrtexs que pertènyen a cada cara i realitzar el pintat fent servir les 
funcions descrites anteriorment. Com que les malles a visualitzar són de baixa resolució 
(entre 50.000 i 100.000 triangles) això serà suficient per a la seva visualització en temps 
real. 
 
 
 
 
 
Figura 16 Visualització d’un model 
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5.3 -  Lectura/Escriptura fitxers PLY 
 
 
Cada model format per una malla de triangles el guardarem en un fitxer PLY binari amb 
posició, normal i color per vèrtex. El motiu de fer servir aquest format és en part perquè 
els models originals en alta resolució venen donats en aquest format, i així els models 
units o modificats estaran en el mateix. Però també en part perquè aquest és un format 
ajustable que guarda nomès les dades especificades, ocupant així el mínim espai 
d’emmagatzematge possible. 
 
De la lectura i escriptura dels fitxers PLY s’encarrega la classe plyObj, fent servir la 
llibreria proporcionada per la classe rply. 
 
 
5.3.1 - Format fitxer PLY 
 
 
El format d’arxiu PLY és un format conegut com “Polygon File Format” o “Stanford 
Triangle Format”. El Projecte Digital Michelangelo de la Universitat de Stanford va 
utilitzar el format PLY per un escanejat 3D d’alta resolució de l’escultura del David de 
Miguel Àngel. 
 
Aquest format va ser dissenyat principalment per emmagatzemar dades tridimensionals 
resultants de fer escanejats 3D. Suporta una descripció relativament simple d’un objecte 
representat per una llista de polígons. Certa varietat de propietats poden ser 
emmagatzemades, incloent: color i transparència (alpha), normals de la superfície, 
coordenades de textura i valors de confiança de les dades. El format permet tenir 
diferents propietats de la part davantera i del darrere d’un polígon. Hi ha dues versions 
d’aquest format, una en ASCII i l’altra en binari. 
 
Els arxius s’organitzen amb una capçalera, que especifica els elements de la malla i el 
seu tipus, seguit de la llista dels elements en sí. En general les llistes són de vèrtexs i 
cares, encara que també es poden especificar altres entitats com ara les vores del model. 
 
L’encapçalament dels arxius ASCII i binari és un text ASCII. Només les dades 
quantitatives que segueixen a la capçalera són diferent entre les dues versions. 
 
La capçalera sempre comença amb un "nombre màgic", una línia que conté: 
 
ply 
 
La qual identifica l’arxiu com a PLY. La segona línia indica quina variació del format 
és. Ha de ser una de les tres: 
 
format ascii 1.0 
format binary_little_endian 1.0 
format binary_big_endian 1.0 
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Es poden posar línies de comentari a la capçalera, però han de començar per la paraula 
clau “comment”. 
 
La paraula clau "element"  descriu com s’emmagatzema un element de dades en 
particular i quants d’ells hi han. Per exemple, un fitxer amb 12 vèrtexs formats per les 
components de posició x,y,z es descriuria: 
 
 element vertex 12 
 property float x 
 property float y 
 property float z 
 
Altres línies de propietats (paraula clau “property”) podríen indicar el color, o altres 
components de les dades que pertanyin a cada vèrtex. En referència al tipus de dades hi 
han dues variants, depenent de la font de l’arxiu PLY. El tipus pot ser especificat per un 
char, uchar, short, ushort, int, uint, float, double; o bé per un int8, uint8, int16, uint16, 
int32, uint32, float32, float64. Per exemple, un objecte amb 10 cares poligonals: 
 
element face 10 
property list uchar int vertex_index 
 
La paraula clau “list” indica que les dades són una llista de valors, el primer dels quals 
és el nombre d’entrades a la llista (representada con un uchar en aquest cas) i cada 
entrada de la llista és representada en aquest cas com un int. 
 
Al final de la capçalera, sempre ha d’estar la línia: 
 
end_header 
 
A la versió ASCII del format, els vèrtexs i les cares són descrits cadascun en una línia 
amb els números separats per espais en blanc. A la versió binària, totes les dades són 
emmagatzemades juntes en el format “endian” especificat a la capçalera i amb els tipus 
de dades especificats als camps de “property”. 
 
Per la representació usual dels polígons com a  “property list...”, el primer número de 
cada línia és el nombre de vèrtexs del polígon i la resta de números són els índexs als 
vèrtexs de la llista de vèrtexs anterior. 
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Donat que tenim posició, normal i color per vèrtex en el nostre cas, les capçaleres dels 
fitxers PLY que llegim són així: 
 
ply 
format binary_little_endian 1.0 
element vertex 10000 
property float x 
property float y 
property float z 
property float nx 
property float ny 
property float nz 
property uchar red 
property uchar green 
property uchar blue 
property uchar alpha 
element face 18000 
property list uchar int vertex_indices 
end_header 
 
On l’únic que varia d’un fitxer a un altre és el nombre de vèrtexs i de cares. 
 
 
5.3.2 - Estructures de dades 
 
 
Les estructures de dades necessàries per la lectura/escriptura de fitxers PLY estàn a la 
classe plyObj. 
 
Bàsicament són llistes de vèrtexs i de cares que emmagatzemen les dades contingudes al 
fitxer, encara que hi ha certes estructures amb valors auxiliars necessaris per algunes 
funcions relacionades amb la unió de models. 
 
Les estructures de dades necessàries són: 
 
• Representació d’un vèrtex: Cada vèrtex conté les propietats posició (x,y,z), 
components de la normal (nx, ny, nz), i propietats de color (r, g, b, alpha). 
 
struct vertex { 
       float x; 
       float y; 
       float z; 
       float nx; 
       float ny; 
       float nz; 
       uchar red; 
       uchar green; 
       uchar blue; 
       uchar alpha; 
}; 
 
 
 
                              Sistema d’edició per al model geomètric de la portalada de Ripoll 
 32 
• Representació d’una cara: Cada cara conté els tres índexs a la taula de 
vèrtexs corresponents als tres punts que la formen. 
 
struct face { 
 int vtx[3];        
}; 
 
• Representació d’una cara amb valors auxiliars. Cada cara conté, a més dels 
tres índexos als vèrtexs, un valor extra per vèrtex necessari en el procès 
d’unió de models. 
 
struct faceExt { 
       int vtx[3]; 
       int updt[3]; 
}; 
 
Així doncs, cada model és representat per una llista de ‘vertex’ i una llista de ‘face’ o de 
‘faceExt’. El cas de ‘faceExt’ només és utilitzat per representar alguns dels models en el 
procés d’unió de malles (veure apartat 5.4.1). 
 
 
5.3.3 - Lectura/Escriptura 
 
 
Les funcions de lectura/escriptura de fitxers en format PLY estàn a la classe plyObj i 
fan servir les funcions implementades a la llibreria RPly (veure AnnexA), composta per 
la classe rply. 
 
Aquestes són les funcions necessàries: 
 
• void plyObj::setVertex(double d) 
 
Funció que guarda una de les components d’un vèrtex a les estructures de 
dades definides. 
 
• void plyObj::setFace(double d) 
 
Funció que guarda una de les components d’una cara a les estructures de 
dades definides. 
 
• int plyObj::read_vertex_cb(p_ply_argument argument) 
 
Funció que crida a setVertex passant-li com a valor la posició x, y o z 
obtinguda amb les funcions de la llibreria. 
 
• int plyObj::read_face_cb(p_ply_argument argument) 
 
Funció que crida a setFace passant-li com a valor l’índex a un vèrtex 
obtingut amb les funcions de la llibreria. 
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• void plyObj::loadFromPLY(char* absolutemodelpath) 
 
Funció que obre el fitxer, llegeix la capçalera, crea un callback a les funcions 
read_vertex_cb i read_face_cb en funció a si està llegint un vèrtex o una 
cara, llegeix l’arxiu i el tanca quan ha acabat la lectura. 
 
• int plyObj::writeToPLY(char* absolutemodelpath) 
 
Funció que crea un fitxer en format PLY, defineix els elements i les 
propietats necessàries que formen part de la capçalera, escriu la capçalera, 
escriu la llista de vèrtexs i de cares al fitxer, i tanca l’arxiu.  
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5.4 -  Eina d’unió 
 
 
L’eina d’unió és la que, donats com a entrada un nombre de models en format PLY, 
obté un model resultant format pels vèrtexs i les cares dels models d’entrada sense 
repetició de vèrtexs. 
 
Aquesta eina es fa servir per unir les malles d’alta resolució donades per obtenir com a 
resultat una altra malla d’alta resolució que representi un porció més gran del model 
total de la Portalada. 
 
 
 
 
Figura 17 Unió de dues malles 
 
Assumint que en el procés d’unió hi ha dues malles adjacents (és a dir que comparteixen 
només els vèrtexs de la frontera), una la considerem la malla “base” i l’altra la 
considerem la malla “secundària” la qual voldrem unir a la malla “base”. A la malla 
“secundària” és on es fan les cerques entre els seus vèrtexs per trobar les Border Edges, 
BE (arestes vora del model). Per tant s’agafa sempre com a malla “base” la malla més 
gran, mentre que la malla “secundària” serà la més petita.   
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Hi ha dues formes en què l’usuari pot unir malles: 
 
• Unint totes les malles alhora: aquesta funció automàticament uneix les 
malles d’alta resolució per grups (veure apartat 5.4.2). La distinció de malles 
per grups es fa a la classe opPlys. 
 
• Unint dues malles seleccionades: aquesta funció és la que uneix dues 
malles seleccionades per l’usuari. La mateixa funció s’usarà  des del procés 
d’unió total de malles. 
 
 
 
 
Figura 18 Detall de les BE entre dues malles adjacents 
 
 
5.4.1 - Estructures de dades 
 
 
Les estructures de dades necessàries per a la unió de malles estan a les classes opPlys i 
plyObj. 
 
A la classe opPlys hi ha una vector de noms on s’emmagatzemen els paths dels fitxers 
PLY de les malles d’alta resolució a unir. 
 
A la classe plyObj són necessàries les següents estructures: 
 
• Llistes de vèrtexs i de cares per a la representació de les diferents malles. Les 
estructures de dades que fan servir aquestes llistes estan comentades a l’apartat 
5.3.2 de lectura/escriptura de fitxers PLY. 
 
Les llistes de vèrtexs fan servir la mateixa estructura ‘vertex’ per totes les 
malles, però les llistes de cares fan servir l’estructura ‘face’ o ‘faceExt’ en 
funció de quina malla és la representada. 
 
                              Sistema d’edició per al model geomètric de la portalada de Ripoll 
 36 
La representació de la malla “base” fa servir l’estructura ‘face’ per representar la 
seva llista de cares, i la malla “secundària” fa servir l’estructura ‘faceExt’ per 
representar la seva llista de cares. El motiu d’això es que és a la malla 
“secundària” on es fan les cerques de BE, i per tant cal un paràmetre auxiliar 
associat a cada vèrtex que forma una cara. Aquest paràmetre indica si el vèrtex 
ha estat tractat o no quan es decideix quins índexs a vèrtexs de la malla 
“secundària” es substitueixen pels índexs a vèrtexs de la malla “base”, tenint en 
compte les BE compartides per les dues malles. 
 
• Llista auxiliar d’arestes d’un model. 
 
• Llista de BE, on s’emmagatzemen les BE de la malla “secundària”. 
 
 
5.4.2 - Unió de malles 
 
 
Les funcions que implementen el procès de la unió de malles estan a les classes opPlys i 
plyObj. 
 
Depenent de quina opció trii l’usuari a la interfície, la unió es fa conjunta o per parelles: 
 
 
a) Unió de totes les malles alhora 
 
Seleccionant “Unir -> Tots els fitxers” es crida la funció joinAllPlys, la qual té en 
compte el nombre de fitxers a unir. 
 
Una dada que sabem dels models donats d’alta resolució és que dos models són 
adjacents si tenen una part del nom en comú. Per exemple, els arxius 
C_OTTAVA_061802_00.ply i C_OTTAVA_061802_10_00.ply contenen dues malles 
adjacents que estan a la secció 061802. 
 
També sabem que els fitxers estan ordenats, és a dir, tots els fitxers que formen una 
secció són consecutius. 
 
Així, la funció joinAllPlys va agrupant les malles en funció del seu nom. Quan llegeix 
un nou model, si aquest comparteix el nom amb els models del grup que està tractant, 
l’uneix a aquest grup cridant a la funció d’unió de dues malles, implementada a la classe 
plyObj. La malla formada pels fitxers llegits fins al moment és la “base” i el nou model 
a unir és la “secundària”. En cas que el nou model no formi part del grup que està 
tractant, deixa el grup anterior i crea un de nou amb el model actual i el següent. 
 
 
b) Unió de dues malles seleccionades 
 
Seleccionant “Unir -> Seleccio de fitxers” es crida directament a la funció d’unió de 
dues malles implementada a la classe plyObj. 
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Per raons d’eficiència explicades anteriorment, es considera com a malla “base” la més 
gran de les dues, i com a “secundària” la més petita. Per fer això, s’utilitza la següent 
funció de la classe plyObj, la qual retorna el nombre de cares del fitxer donat. 
 
int plyObj::nombreCares(char* file) 
 
 
Funció d’unió 
 
A la classe plyObj està implementada la funció joinPlys que uneix les dues malles 
emmagatzemades als fitxers d’entrada Ply1 i Ply2. Aquesta funció sempre és cridada 
amb els fitxers ordenats per mida, és a dir, la malla del fitxer Ply1 és la més gran i la 
malla del fitxer Ply2 és la més petita. També se li passa el booleà ‘sel’ que indica si les 
dues malles a unir són seleccionades o pertanyen al procés d’unir-les totes alhora. 
 
 
 
Figura 19 Procés d’unió de dues malles adjacents 
 
 
Bàsicament els passos que segueix aquesta funció són: 
 
• Crea el path del fitxer de sortida a partir dels paths dels fitxers d’entrada, tenint 
en compte si s’estan unint dues malles seleccionades o són part del procés d’unir 
totes alhora. 
 
• Carrega les dades dels fitxers d’entrada a les taules de vèrtexs i cares. 
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• Busca les BE de la malla que considerem com a “secundària” (la més petita de 
les dues, emmagatzemada al fitxer d’entrada Ply2) i les guarda a la llista auxiliar 
de BE. 
 
Aquest procés es força costós, ja que una BE és aquella que apareix només una 
vegada a la taula de cares del model. És a dir, que per cada parella de vèrtexs de 
cada cara del model, hem de recórrer totes les parelles de vèrtexs un altre cop 
per assegurar-nos que no està repetida. Així doncs el cost seria: 
    
O (numCares*3)2 
 
On el nombre de cares oscil·la entre 25.000 i 100.000, en el cas de malles 
originals. I més en el cas d’unir dues malles seleccionades, resultats de prèvies 
unions (en aquests casos la unió pot trigar entre 20 min. i 1 hora). 
 
Per aquest motiu en aquest pas s’ha considerat necessària una optimització per 
reduir els candidats de cerca: guardar una llista auxiliar d’arestes. D’aquesta 
manera, quan considerem una nova aresta, primer mirem si és a la llista d’arestes 
auxiliar: 
 
- Si hi és, vol dir que no és BE. L’esborrem de la llista auxiliar, ja que una 
aresta només es compartida per dues cares i per tant, només estarà 
repetida una vegada. 
 
- Si no hi és, l’afegim a la llista auxiliar. 
 
Amb aquest mètode, ens assegurem de que al final del recorregut de la llista de 
cares del model a la llista auxiliar només ens quedaran les arestes que no 
estiguin repetides al model, és a dir, les BE. Així que la llista auxiliar passa a ser 
la llista de BE i el cost de la cerca es redueix considerablement. D’aquesta 
manera el temps d’unió s’ha vist reduït en els casos més extrems (una hora) a 
pocs minuts. 
 
• Una vegada tenim les BE de la malla “secundària”, es busquen les BE 
compartides amb la malla “base”. Són aquelles que els seus punts estan a la 
malla “secundària” i a la “base”. Així que per cada parell de punts que formen 
una BE, busquem si estan a la llista de vèrtexs de la malla “base”. 
 
Aquest procés va marcant les arestes de la malla “secundària” en funció de si 
estan o no a la malla “base”. Per aquest motiu és necessari el camp ‘updt’ a 
l’estructura ‘faceExt’. 
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• Finalment crea un nou model i el guarda al fitxer de sortida. El model està 
format per: 
 
- El vèrtexs i les cares de la malla “base” 
 
- Els vèrtexs no repetits de la malla “secundària”. És a dir, aquells que no 
són comuns amb la malla “base”. Els que són comuns s’eliminen. 
 
- Les cares de la malla “secundària”. Els índexs als vèrtexs s’han 
modificat tenint en compte els vèrtexs eliminats (l’índex d’un vèrtex 
eliminat passa a ser l’índex al vèrtex corresponent a la malla “base”). 
 
 
 
 
 
 
 
Figura 20 Unió de varies malles 
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5.5 -  Eina de simplificació 
 
 
La finalitat del procés de simplificació és el de passar de tenir malles d’alta resolució 
(entre 500.000 i 1.000.000 de cares) que difícilment poden ser editades en temps real, a 
tenir malles de baixa resolució tractables amb un 10% de les cares que formaven la 
malla d’alta resolució original.  
 
Per a la realització d’aquest procés s’ha fet servir el QSlim Simplification Software. 
Escollit bàsicament per ser un software de simplificació de malles triangulars gratuït, 
d’una qualitat similar als altres i molt ràpid. 
 
L’únic problema és que l’eina QSlim té un format d’entrada/sortida de dades propi: el 
format SMF (Simple Model Format). Així que per poder fer-lo servir amb les nostres 
malles, s’han implementat eines de conversió de formats. Aquestes eines són cridades 
per l’usuari des del menú “Conversor” de l’aplicació, i les funcions corresponents estan 
implementades a la classe plyObj. 
 
 
5.5.1 - QSlim 
 
 
Paquet de software basat en algorismes de simplificació per col·lapse d’arestes basats en 
QEM (Quadric Error Metrics). Produeix aproximacions d’alta qualitat de superfícies 
representades per malles triangulars amb molta rapidesa. A la figura següent es mostra 
la relació temps de simplificació/complexitat de la malla del software. 
 
 
 
 
 
Figura 21 Temps de simplificació QSlim 
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La versió escollida és la qslim2.0, que es pot descarregar de la pàgina web de l’autor i 
no produeix errors d’execució (la darrera versió qslim2.1 va ser descartada per aquest 
motiu). 
 
El paquet conté dues components, la llibreria MixKit i la col·lecció d’eines de 
modelatge de superfícies SlimKit. L’eina de simplificació QSlim és la primera aplicació 
de la col·lecció SlimKit. 
 
Es pot fer servir el QSlim tant per línia de comandes com a través d’un programa 
interactiu anomenat ‘qvis’, que permet visualitzar el model a simplificar. En el nostre 
cas, farem servir la línia de comandes, ja que permet tenir en compte més paràmetres 
auxiliars que l’aplicació ‘qvis’. Entre ells, el fet de considerar un grup d’arestes com a 
immutables, factor que ens permetrà la conservació de les BE durant la simplificació. 
 
Molts més detalls sobre l’algorisme, així com articles relacionats, es poden trobar a la 
web de l’autor [QSlim].  
 
 
5.5.2- Estructures de dades 
 
 
Les estructures de dades necessàries per a la conversió de formats es troben a la classe 
plyObj i estan descrites als apartats anteriors (5.3.2, 5.4.1).  
 
Per a la funció de conversió de format PLY a SMF, són necessàries una llista de vèrtexs 
i una de cares per a la lectura del fitxer PLY. També són necessàries dues llistes 
auxiliars, una llista de BE i una d’arestes del model, per al càlcul de les arestes vàlides 
per a la simplificació (descrit a l’apartat 5.5.3). 
 
Per a la funció de conversió de format SMF a PLY, són necessàries una llista de vèrtexs 
i una de cares per a l’emmagatzematge del model al fitxer de sortida PLY. 
 
 
5.5.3 - Format dades d’entrada/sortida   
 
 
El format utilitzat per l’eina QSlim és un format propi: el SMF. Aquest format va ser 
dissenyat per l’autor del software QSlim per a la descripció de models geomètrics 3D. 
Així doncs, només descriu un objecte, ni paràmetres de visualització, jerarquies 
d’escena, o altres. En el nostre cas, no necessitem més. 
 
Un fitxer SMF és un fitxer de text que consisteix en una sèrie de línies. Cada línia és 
interpretada independentment i en seqüència. Una línia pot presentar una d’aquestes tres 
formes: 
 
• Un espai en blanc: aquestes línies són completament ignorades. 
 
• Una línia de comentari, començada amb el caràcter #: aquestes línies també són 
completament ignorades. 
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• Una línia de comandes, que presenta la forma <op> <arg>*: el primer token 
d’aquestes línies és interpretat com el nom de la comanda. Els següents són 
considerats arguments de la comanda. Estan separats entre ells per espais en 
blanc. 
 
Hi han molts tipus de comandes disponibles per especificar diferents configuracions de 
fitxer SMF. Per tant,  necessitem dos funcions de conversió que tindran en compte 
formats diferents de SMF: un format serà el resultat de convertir una malla PLY en alta 
resolució a format SMF, i l’altre serà el fitxer de sortida resultat d’aplicar l’eina QSlim 
sobre un fitxer d’entrada. 
 
 
Conversió PLY a SMF  
 
Una condició important a considerar és que quan simplifiquem un model d’alta 
resolució, volem conservar les BE originals en el de baixa resolució, ja que els models 
de baixa resolució també han de ser adjacents entre ells. És a dir, que les BE del model 
d’alta resolució no han de ser candidates a la simplificació. 
 
QSlim pot tenir en compte una llista d’arestes vàlides per a simplificar si aquesta 
s’especifica en el fitxer d’entrada. Així que un aspecte a tenir en compte al implementar 
el conversor de formats PLY a SMF, és el de considerar les BE del model PLY d’alta 
resolució. 
 
El format SMF escollit és el següent: 
 
#Nombre de vèrtexs 
#Nombre de cares 
v pos_x pos_y pos_z 
... 
v pos_x pos_y_pos_z 
f vert_1 vert_2 vert_3 
 ... 
 f vert_1 vert_2 vert_3 
 e punt_1 punt_2 
 ... 
 e punt_1 punt_2 
 c red green blue 
 ... 
 c red green blue 
 n nx ny nz 
 ... 
 n nx ny nz 
 
On hi ha com a comentaris el nombre de vèrtexs i de cares del model. Seguits d’una 
llista de vèrtexs, una llista de cares, una llista d’arestes aptes per a la simplificació, una 
llista de colors per vèrtex, i una llista de normals per vèrtex. 
 
La funció que realitza la conversió és PlyToSmf, a la qual li passem com a entrada el 
nom del fitxer a convertir de format.  
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Figura 22 Procés de selecció d’arestes vàlides per la simplificació 
 
 
Bàsicament els passos que realitza aquesta funció són: 
 
• Crea el path del fitxer de sortida a partir dels path del fitxer d’entrada. 
 
• Carrega les dades del fitxer d’entrada PLY a les taules de vèrtexs i cares. 
 
• Escriu els vèrtexs i les cares del fitxer d’entrada al fitxer de sortida SMF. 
 
• Busca les arestes de la malla d’entrada que podem considerar per la 
simplificació. Només considerem les arestes de les cares que no tenen cap vèrtex 
a la frontera. D’aquesta manera ens assegurem que els triangles de la frontera 
seguiran intactes desprès d’aplicar la simplificació, ja que QSlim simplifica per 
contracció d’arestes. 
 
Per fer això, primer cal buscar les BE de la malla. Ho fem de la mateixa manera 
que a la funció d’unió de malles, explicada a l’apartat 5.4.2. Si una cara no té 
cap vèrtex que formi part d’una BE, aleshores les seves tres arestes són 
considerades per a la simplificació i escrites al fitxer de sortida. 
 
• Escriu el color i la normal per vèrtex al fitxer de sortida. 
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Conversió SMF a PLY  
 
El format del fitxer SFM a tenir el compte és el resultant d’aplicar la simplificació amb 
el QSlim: 
 
begin 
v pos_x pos_y pos_z 
... 
v pos_x pos_y_pos_z 
f vert_1 vert_2 vert_3 
 ... 
 f vert_1 vert_2 vert_3 
 n nx ny nz 
 ... 
 n nx ny nz 
 c red green blue 
 ... 
 c red green blue 
 end 
 
On la primera i l’ultima línia seran ignorades per la funció de conversió. I com a dades a 
considerar hi ha una llista de vèrtexs, una llista de cares, una llista de normals per 
vèrtex, i una llista de colors per vèrtex. 
 
La funció que realitza la conversió és SmfToPly, a la qual li passem com a entrada el 
nom del fitxer a convertir de format.  
 
Bàsicament els passos que realitza aquesta funció són: 
 
• Crea el path del fitxer de sortida a partir del path del fitxer d’entrada. 
 
• Carrega les dades del fitxer d’entrada SMF a les taules de vèrtexs i cares. 
 
• Guarda les dades al fitxer de sortida PLY. 
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Figura 23 Detall d’una malla en alta resolució 
 
 
 
 
Figura 24 Detall de la malla anterior desprès del procés de simplificació  
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5.6 -  Eina d’edició  
 
 
La finalitat de l’eina d’edició és que l’usuari pugui deformar una malla simplificada de 
baixa resolució mitjançant la interfície. 
 
Les funcions per a l’edició estan a la classe plyObj i estan basades en el sistema 
Pointshop3D. 
 
 
Pointshop3D 
 
Pointshop3D és un sistema per a l’edició interactiva de la forma i l’aparença d’una 
geometria definida per punts (models de punts 3D). 
 
Per mitjà de la generalització dels editors de píxels 2D convencionals, suporta una gran 
varietat de tècniques d’interacció diferents per alterar la forma i l’aspecte dels models 
de punts 3D. 
 
El sistema llegeix, edita i escriu models de punts sense un tessel·lat intermedi. 
Recentment, s'ha millorat el sistema per poder realitzar operacions booleanes i free-
form deformations (deformacions lliures) per a al modelatge de la geometria.  
 
 
 
 
Figura 25 Interfície del sistema Pointshop3D 
 
L’eina que ens interessa de totes les que ofereix el sistema és la de free-form 
deformations, ja que permet deformar un model de punts sense modificar el nombre de 
punts que formen el model. 
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5.6.1 - Estructures de dades 
 
 
Tal i com passa amb la visualització, l’eina d’edició no necessita estructures de dades 
pròpies, ja que utilitza les llistes de vèrtexs i cares de la classe plyObj per la 
lectura/escriptura dels models. 
 
Caldran llistes auxiliars per guardar els vèrtexs seleccionats a cada zona de l’edició. 
 
 
5.6.2 - Edició de malles 
 
 
L’eina d’edició està basada en l’algorisme de deformació del sistema Pointshop3D. En 
el nostre cas, enlloc de deformar models de punts, deformem els vèrtexs que formen el 
model. 
 
Per a les deformacions, el sistema Pointshop3D no té en compte paràmetres addicionals 
associats als vèrtexs. És a dir, només té en compte les posicions dels punts a deformar. 
En el nostre cas, només tindrem en compte la posició dels vèrtexs que formen la malla a 
deformar. El color per vèrtex del model de sortida es mantindrà igual que en el model 
original, i calcularem de nou les normals per vèrtex.  
 
El sistema per a la deformació es basa en el concepte de “estirar” el model. És a dir, 
mitjançant la selecció, l’usuari defineix tres zones al model: 
 
 
• Zona fixa: Conjunt de vèrtexs que es mantindran iguals durant la deformació. 
Aquesta zona es fa servir com a punt d’ancoratge del model. 
 
• Zona guia: Conjunt de vèrtexs que es mouran per produir la deformació. 
Aquests vèrtexs són els que l’usuari ha de moure per afectar a la resta del model. 
Tot i que les posicions dels vèrtexs varien, no ho fan les posicions relatives entre 
ells, és a dir, es mouen com a conjunt. Així doncs, la forma de la part del model 
seleccionada com a guia es mantindrà igual desprès de la deformació. 
 
• Zona lliure: Conjunt de vèrtexs del model que no formen part de la zona fixa ni 
de la zona guia, és a dir aquells que l’usuari no ha seleccionat. 
Aquests són els que es deformen de forma automàtica quan l’usuari mou la zona 
guia, creant així una deformació suau entre els vèrtexs moguts per l’usuari i els 
fixes. 
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Figura 26 Definició de zones per la deformació 
 
 
A la figura 26, la zona fixa es la blava, la zona guia es la vermella i la zona blanca és la 
lliure. La zones blava i vermella es mantenen iguals desprès de realitzar la deformació, i 
la zona blanca és la que canvia. 
 
La deformació dels vèrtexs de la zona lliure es fan tenint en compte la distància de 
cadascun dels seus vèrtexs a la zona guia. Així, com més a prop estigui un vèrtex de la 
zona guia, més forta serà la deformació. Per la realització de la deformació s’aplica una 
funció contínua de blending definida en funció a la distància.   
 
Es pot trobar més informació sobre el mètode de deformacions al sistema Pointshop3D 
a [Pauly 2003]. 
 
 
 
 
Figura 27 Deformacions d’un pla 
 
 
A la figura 27, s’ha deformat un pla definint zones fixes (blaves) i guies (vermelles) fent 
servir tres funcions de blending diferents.  
 
Idealment, la zona lliure ha de contenir un nombre prou gran de vèrtexs com per poder 
produir una deformació suau mitjançant la modificació de les posicions dels vèrtexs de 
forma proporcional a la distància a la zona guia. 
 
Ja que el nombre de vèrtexs no es modifica durant la deformació, si la zona lliure té un 
nombre de vèrtexs massa petit, la distància final entre els vèrtexs deformats serà molt 
gran.  
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Aquest fet ocasiona que la malla resultat de la deformació tingui triangles molt llargs en 
certes zones (les que han estat zones lliure) i triangles petits en altres zones (les que han 
estat fixes i guia). El resultat d’això seria una malla amb zones visiblement amb menys 
resolució que d’altres. 
 
El sistema Pointshop3D afegeix una funcionalitat per corregir aquest problema afegint 
nous punts a la zona deformada per mantenir una densitat de punts homogènia al model. 
En el nostre cas, aquesta solució no es pot fer servir ja que el nombre de vèrtexs abans i 
desprès de la deformació ha de ser el mateix per la posterior recuperació de detall de la 
malla deformada (descrita a l’apartat 5.7.3). 
 
Tenint en compte l’explicat fins ara, l’eina d’edició del visualitzador realitza les 
funcions següents: 
 
 
• Permet a l’usuari seleccionar les zones necessàries per realitzar la deformació 
(fixa i guia). 
 
• Considera els vèrtexs no seleccionats a cap d’aquestes zones com a components 
de la zona lliure. 
 
• Permet a l’usuari moure la zona guia, mantenint la zona fixa i deformant els 
vèrtexs de la zona lliure 
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5.7 -  Eina de detall  
 
 
La finalitat del procés de recuperació de detall és la d’obtenir una malla resultant 
deformada per l’usuari però amb el detall de la malla d’alta resolució original. 
 
Per tal de realitzar aquest procés cal, prèviament a la deformació, guardar el detall de la 
malla d’alta resolució en relació a la seva malla de baixa resolució corresponent 
(producte d’aplicar la simplificació sobre la malla d’alta resolució). Aquestes dades de 
detall les guardarem a un fitxer auxiliar de detall. Hi haurà un fitxer de detall per cada 
parell de malles alta-baixa resolució d’un model. 
 
El detall de la malla d’alta resolució respecte a la de baixa resolució que guardem es 
basa en les coordenades baricèntriques de cada vèrtex d’alta resolució projectat sobre un 
dels triangles de baixa resolució. 
 
Assumint que cada vèrtex d’alta resolució es projecta sobre un sol triangle de baixa 
resolució (en certes ocasions hi han conflictes, però més endavant detallarem què fer en 
aquests casos), per cada vèrtex guardem: 
 
• Índex del triangle de baixa resolució on es projecta 
 
• Distància del punt al triangle 
 
• Coordenades baricèntriques de la projecció del punt al triangle 
 
 
 
 
 
Figura 28 Projecció d’un vèrtex d’alta resolució  
sobre un triangle de baixa resolució 
 
 
A l’hora de recuperar el detall d’una malla de baixa resolució deformada per l’usuari, es 
fan servir les dades del fitxer de detall corresponent, a més d’algunes dades del model 
d’alta resolució. 
 
Les funcions que implementen el guardat i la recuperació de detall es troben a la classe 
plyObj. 
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5.7.1 - Estructures de dades 
 
 
Les estructures de dades necessàries per al guardat i la recuperació de detall es troben a 
la classe plyObj. 
 
• Llistes de vèrtexs i de cares per emmagatzemar les dades dels fitxers d’entrada 
PLY d’alta i baixa resolució. Les estructures de dades que fan servir aquestes 
llistes estan descrites a l’apartat de lectura/escriptura de fitxers PLY (5.3.2). 
 
• Per al procés de guardat de detall cal una llista de dades que conté dades 
rellevants per a cada triangle de la malla de baixa resolució. 
 
struct dades { 
 punt centre; 
 float radi; 
 float a; 
 float b; 
 float c; 
 float d; 
 float are; 
}; 
 
struct punt { 
   float x; 
   float y; 
   float z; 
};  
 
On ‘centre’ i ‘radi’ són el centre i el radi de l’esfera que conté el triangle. Els 
paràmetres ‘a’, ‘b’, ‘c’ i ‘d’ són les components a, b, c i d de l’equació del pla 
del triangle definida per ax+by+cz+d = 0. I ‘are’ és el valor de l’àrea del triangle. 
 
 
 
 
 
Figura 29 Dades rellevants d’un triangle de baixa resolució 
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• Per al procés de guardat de detall cal una llista auxiliar d’índexs a triangles de 
baixa resolució (llista d’enters). I també una llista amb les coordenades 
baricèntriques d’un punt d’alta resolució concret per a certs triangles de baixa 
resolució. 
 
struct cBar { 
int index; 
 float dist; 
 float alphaMax; 
 float alpha0; 
 float alpha1; 
 float alpha2; 
}; 
 
On ‘index’ és l’índex del triangle al qual pertanyen les dades; ‘dist’ es la 
distància entre el punt i el triangle; (‘alpha0’, ’alpha1’, ’alpha2’) són les 
coordenades baricèntriques del punt  projectat al pla del triangle; ‘alphaMax’ és 
la màxima de les coordenades baricèntriques. 
 
• Per al procés de guardat de detall, cal una llista per guardar el detall obtingut per 
a cada vèrtex de la malla d’alta resolució. 
 
struct detall { 
 int index; 
 float dist; 
 float alpha0; 
 float alpha1; 
 float alpha2; 
}; 
 
On ‘index’ és l’índex del triangle al qual pertanyen les dades; ‘dist’ es la 
distància entre el punt i el triangle; (‘alpha0’, ’alpha1’, ’alpha2’) són les 
coordenades baricèntriques del punt  projectat al pla del triangle. 
 
• Per al procés de recuperació de detall, a més d’algunes de les llistes esmentades 
anteriorment, cal una llista de normals per a emmagatzemar la normal per cara 
de la nova malla d’alta resolució. 
 
 
5.7.2 - Guardar detall de malles 
 
 
A la classe plyObj està implementada la funció de guardat de detall d’una malla d’alta 
resolució (resultat de la unió de varies malles d’alta resolució originals) respecte a la 
seva malla corresponent de baixa resolució (resultat d’aplicar el procés de simplificació 
a la malla d’alta resolució). Aquesta funció, saveDetail, rep com a entrada el nom del 
fitxer. 
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Els passos que segueix aquesta funció són: 
 
• Crea els paths dels fitxers d’entrada i del de sortida a partir del path del fitxer 
d’entrada. 
 
Només cal indicar el nom del fitxer d’entrada que conté el model d’alta o de 
baixa resolució, ja que els dos tenen el mateix nom. El fitxer de detall tindrà el 
mateix nom que els dels models d’alta i baixa resolució, ja que és únic per cada 
parell. 
 
• Carrega les dades dels fitxers amb els models d’alta i baixa resolució a les taules 
de vèrtexs i cares. 
 
• Per a cada triangle de la malla de baixa resolució, calcula les dades necessàries 
per als càlculs posteriors: centroide, radi de l’esfera contenidora, components (a, 
b, c, d) de l’equació del pla del triangle, i àrea del triangle.  
 
• Projecta cada vèrtex de la malla d’alta resolució a la malla de baixa resolució, 
calcula les coordenades baricèntriques del punt projectat i guarda les dades 
següents:  
 
- Índex del triangle on es projecta 
  
- Distància del vèrtex al triangle 
  
- Coordenades baricèntriques del vèrtex projectat al triangle (α0, α1, α2). 
 
Seria molt costós realitzar els càlculs necessaris (projecció i càlcul de 
coordenades baricèntriques) de cada vèrtex d’alta resolució a cada triangle de la 
malla de baixa resolució.  
 
O(numVertsMallaAltaRes *numCaresMallaBaixaRes) 
 
Per aquest motiu, per cada vèrtex d’alta resolució es consideren com a triangles 
de baixa resolució candidats per projectar només aquells en els que el vèrtex es 
troba dins de l’esfera contenidora del triangle més un increment. 
 
 
 
Figura 30 Triangles candidats per vèrtex d’alta resolució 
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Inicialment, aquest increment era un valor fix prou gran con per assegurar el 
trobar almenys un triangle candidat per cada vèrtex d’alta resolució. El problema 
és que com més gran sigui aquest increment, més triangles candidats hi haurà per 
vèrtex d’alta resolució, el que ocasiona errors posteriors de recuperació de detall. 
 
En la millora aplicada, aquest increment es calcula en funció del radi de l’esfera 
contenidora del triangle. Inicialment és negatiu, així que l’esfera que es 
considera per mirar si el triangle és candidat inicialment és més petita que 
l’esfera que el conté (gairebé la meitat de l’esfera contenidora). 
 
Aquesta consideració pot ocasionar que no es trobin triangles candidats per a 
algun vèrtex d’alta resolució. Si es dóna aquest cas, l’increment s’augmenta per 
a aquell vèrtex en concret i es repeteix la cerca de triangles candidats. D’aquesta 
manera, assegurem que les esferes que es consideren són les més petites 
possibles fins que es troba almenys un triangle candidat.  
 
Aquesta millora augmenta la fidelitat a l’hora de recuperar el detall, però 
incrementa el cost de la cerca de triangles candidats per vèrtex d’alta resolució. 
 
Així, el nombre de triangles candidats a fer els càlculs de projecció per vèrtex es 
redueix considerablement.  
 
O(numVertsMallaAltaRes *numTrianglesCandidats) 
 
On numTrianglesCandidats és de l’ordre de desenes enlloc de milers. 
 
Per a cada vèrtex d’alta resolució, es calculen les coordenades baricèntriques de 
la seva projecció al pla de cadascun dels triangles candidats. De tots els triangles 
candidats, el vèrtex només es projectarà a un: aquell que les coordenades 
baricèntriques de la projecció α0, α1 i α2 siguin valors entre 0 i 1. D’aquesta 
norma pot haver-hi dues excepcions: 
 
- No hi ha cap triangle que compleixi que α0, α1 i α2 siguin valors entre 
0 i 1. 
En aquest cas, de la llista de triangles candidats ens quedem aquell que 
més s’acosta als valors desitjats de les alphas. És a dir, per a cada 
triangle candidat mirem quina és la seva alpha mínima, i d’entre tots ells 
ens quedem amb el que té l’alpha mínima més gran. 
 
- Hi ha més d’un triangle que compleixi que α0, α1 i α2 siguin valors 
entre 0 i 1. 
En aquest cas vol dir que el vèrtex d’alta resolució es projecta a més 
d’un triangle de baixa resolució. 
La solució es quedar-se amb la mínima de les màximes. És a dir, per a 
cada triangle on es projecta el vèrtex mirem quina és la seva alpha 
màxima, i d’entre tots ells ens quedem amb el que té l’alpha màxima 
més petita.    
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• Finalment, es guarden les dades de detall de tots els vèrtexs d’alta resolució al 
fitxer de sortida. 
 
La formulació per als càlculs de les dades necessàries per al procés de guardat de detall 
es troben a l’Annex B. 
 
 
5.7.3 - Recuperació detall de malles 
 
 
A la classe plyObj esta implementada la funció de recuperació de detall d’una malla de 
baixa resolució deformada (recoverDetail), a la qual li passem com a entrada el nom del 
fitxer.  
 
Els passos que segueix aquesta funció són: 
 
• Crea els paths dels fitxers d’entrada i del de sortida a partir del path del fitxer 
d’entrada. 
 
Només cal indicar el nom del fitxer d’entrada que conté el model de la malla 
deformada, assumint que té el mateix nom que el seu fitxer de detall 
corresponent. El fitxer PLY de sortida amb la malla deformada en alta resolució 
tindrà el mateix nom. 
 
• Carrega els tres fitxers necessaris per a la recuperació de detall: la malla en alta 
resolució original (prèvia a la deformació), la malla de baixa resolució 
deformada i el fitxer de detall. 
 
• Calcula els nous vèrtexs de la malla deformada d’alta resolució a partir de les 
dades del fitxer de detall i la malla deformada de baixa resolució. 
Per fer-ho, segueix la fórmula següent per a cada vèrtex emmagatzemat al fitxer 
de detall: 
 
 
 
 
- V són les coordenades (x,y,z) del nou vèrtex deformat d’alta resolució. 
 
- Q0, Q1, Q2  són els punts del triangle de baixa resolució on es projecta el 
vèrtex d’alta resolució de la malla original. 
 
- α0, α1, α2  són les coordenades baricèntriques del vèrtex d’alta resolució 
projectat al triangle de baixa resolució. 
 
- d és la distància del vèrtex d’alta resolució al triangle de baixa resolució 
on es projecta. 
 
- vecN és el vector normal al pla del triangle de baixa resolució. 
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Figura 31 Recuperació de vèrtexs d’alta resolució 
 
 
• Afegeix el color per vèrtex obtingut de la malla d’alta resolució original. El 
color per vèrtex es conserva desprès de la deformació. 
 
• Afegeix la llista de cares de la malla deformada d’alta resolució. La llista de 
cares és la mateixa que la de la malla original d’alta resolució.  
Com que només es modifiquen les posicions del vèrtexs, l’ordre de les cares es 
conserva. 
 
• Calcula les normals per vèrtex de la malla deformada d’alta resolució, ja que no 
es conserven les originals degut a que s’han modificat les posicions dels vèrtexs. 
La normal d’un vèrtex és la suma de les normals de les cares que comparteixen 
aquell vèrtex, dividida entre el nombre de cares que el comparteixen.  
 
• Finalment, guarda les dades del nou model deformat en alta resolució al fitxer de 
sortida PLY. 
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Figura 32 Comparativa de resultats del procés de recuperació de detall 
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5.8 -  Dades d’entrada/sortida 
 
 
En general, les dades d’entrada són les malles d’alta i baixa resolució en format PLY o 
SMF, els fitxers de detall i algunes llistes amb els paths dels models (necessàries en el 
cas d’unió de malles). Les dades de sortida són també malles d’alta i baixa resolució en 
format PLY o SMF i els fitxers de detall. 
 
Les dades d’entrada necessàries varien en funció de l’eina que s’utilitza. De fet, algunes 
dades d’entrada per a certes eines són les dades de sortida d’altres. 
 
• Eina d’unió 
 
Per a la unió automàtica de totes les malles d’alta resolució, les dades d’entrada 
són les malles d’alta resolució originals (resultants d’escanejar la Portalada) i 
una llista dels paths dels fitxers a unir. Les dades de sortida són les malles unides 
d’alta resolució. 
 
Per a la unió de dues malles seleccionades, les dades d’entrada són dues malles 
d’alta resolució i una llista amb els paths dels fitxers a unir. Les dades de sortida 
es el fitxer de la malla resultat de la unió. 
 
• Eina de simplificació 
 
Per a la conversió de format de PLY a SMF, l’entrada és una malla d’alta 
resolució en format PLY resultat del procés d’unió. La sortida és un fitxer en 
format SMF que conté les dades de la malla d’entrada necessàries per l’aplicació 
QSlim. 
 
Per a la conversió de format de SMF a PLY, l’entrada és un fitxer SMF resultat 
d’aplicar l’eina de simplificació QSlim a un model d’alta resolució. La sortida és 
un fitxer en format PLY que conté la malla simplificada de baixa resolució. 
 
• Eina d’edició  
 
Les dades d’entrada per a l’eina d’edició són les malles simplificades de baixa 
resolució en format PLY, i les dades de sortida són les malles en format PLY de 
baixa resolució resultat de les modificacions de l’usuari. 
 
• Eina de detall 
 
Per al procés de guardat de detall, les dades d’entrada són les malles d’alta i 
baixa resolució que emmagatzemen el mateix model abans i desprès d’aplicar-li 
el procés de simplificació. La sortida és el fitxer que conté les dades de detall 
corresponent al model donat. 
 
Per al procés de recuperació de detall, les dades d’entrada són la malla de baixa 
resolució deformada per l’usuari, la malla d’alta resolució corresponent al model 
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i el fitxer de detall del model. La sortida és una malla amb el detall d’alta 
resolució amb les deformacions realitzades per l’usuari a la malla de baixa 
resolució. 
 
A continuació es detalla la ubicació de les dades i les llistes d’entrada/sortida. Tots els 
paths donats són relatius a la carpeta que conté l’aplicació. 
 
 
5.8.1 - Models 3D i fitxers de detall 
 
 
Els models de les malles en format PLY i SMF, i els fitxers que emmagatzemen el 
detall comparteixen el mateix nom, però estan ubicats a carpetes diferents. 
 
• Malles d’alta resolució donades (originals del procés d’escanejar la Portalada) 
 
./Resources/altaRes 
 
• Malles d’alta resolució unides per seccions 
 
./Resources/Results 
 
• Malles d’alta resolució en format SMF 
 
./Resources/FitxSmf 
 
• Malles de baixa resolució (simplificades) en format PLY 
 
./Resources/Simplif 
 
• Arxius amb les dades de detall dels models 
 
./Resources/Detalls 
 
• Malles de baixa resolució deformades per l’usuari 
 
./Resources/bResMod 
 
• Malles deformades d’alta resolució resultat de la recuperació de detall 
 
./Resources/ResDets 
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5.8.2 - Llistes d’entrada 
 
 
• Llista amb els paths dels fitxers dels models, per a la unió de totes les malles 
d’alta resolució alhora. 
 
./Resources/altaRes/llistatPLYs.txt 
 
El models d’entrada resultants d’aquest procés d’unió s’emmagatzemen a la 
carpeta ‘altaRes’. 
 
 
• Llista amb els paths dels fitxers dels models, per a la unió de malles 
seleccionades. 
 
./Resources/Results/llistatPLYs.txt 
 
Els models d’entrada i resultants d’aquests procés d’unió s’emmagatzemen a la 
carpeta ‘Results’. 
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6 - Resultats  
 
 
Els resultats aconseguits en aquest projecte han estat els següents: 
 
 
• Conjunt de 316 malles d’alta resolució resultants del procés d’unió de les 3207 
malles d’alta resolució originals. 
 
 
• Conjunt de 316 malles de baixa resolució resultants del procés de simplificació 
de les malles anteriors. 
 
 
• Interfície d’usuari amb les característiques següents: 
 
 
- Lectura/escriptura de models de malles a fitxers PLY binaris.  
 
- Unió de models de malles en format PLY binari.  
 
- Visualització i edició de malles de baixa resolució. 
 
- Conversor de formats PLY-SMF per a la simplificació. 
 
- Eina de guardat de detall d’una malla d’alta resolució. 
 
- Eina de recuperació de detall d’una malla de baixa resolució. 
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7 - Conclusions i Treball Futur  
 
 
Els objectius d’aquest projecte s’han assolit completament. S’ha proporcionat a l’usuari 
un conjunt reduït de malles d’alta i baixa resolució obtingudes a partir del tractament del 
gran conjunt de malles resultants d’escanejar la portalada de Ripoll. De fet, les malles 
simplificades de baixa resolució ja han estat integrades al visualitzador realitzat al 
projecte d’escaneig de la Portalada de Ripoll amb el MNAC. 
 
S’ha desenvolupat una interfície gràfica que permet la lectura/escriptura, visualització i 
edició de les malles de baixa resolució. També proporciona les eines necessàries per al 
procés d’unió de malles, conversió de formats de fitxers per a la simplificació i 
guardat/recuperació de detall de parells de malles alta-baixa resolució d’un mateix 
model. 
 
A més, s’ha cregut convenient realitzar millores als processos automàtics del sistema 
(unió de malles, conversió de formats i recuperació de detall) per augmentar la seva 
eficiència. 
 
Els principals avantatges que s’han obtingut han estat el tractament d’unió d’una gran 
quantitat de models 3D de forma automàtica, una eina d’edició a temps real intuïtiva per 
l’usuari i una eina automàtica de guardat/recuperació de detall dels models d’alta 
resolució. 
 
Com a treball futur es podrien considerar els següents aspectes per a l’ampliació del 
projecte: 
 
• Edició simultània de varies malles simplificades, seleccionant una zona del 
model total de la portalada. 
 
• Integració de l’eina de simplificació QSlim a l’aplicació per a la simplificació 
automàtica dels models. 
 
• Considerar l’aplicació d’algorismes de remallat a les malles resultants de la 
recuperació de detall per aconseguir malles deformades d’alta resolució més 
homogènies.  
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8 - Anàlisi Econòmic 
 
 
Analitzarem el cost econòmic associat al desenvolupament d’aquest projecte. S’ha 
tingut en compte quin seria el cost del personal desglossat en les diferents tasques a 
realitzar. A més s’han tingut en compte les infraestructures necessàries per dur a terme 
el projecte. 
 
 
8.1 - Cost en personal 
 
 
Referent al personal, distingirem dues figures, l’analista i el programador. La feina es 
pot repartir, però en aquest cas se suposa que tots dos tenen la mateixa experiència. 
  
L’estimació del cost per hora de cadascú seria: 
 
 
Figura Sou per hora 
Programador 15 € 
Analista 35 € 
     
Taula 1 Salari del personal 
 
 
En funció de la tasca a realitzar assignarem o el programador o l’analista: 
 
 
Tasca Figura Hores Cost 
Anàlisi Analista 50 1750 € 
Disseny Analista 50 1750 € 
Implementació eines d’unió i simplificació Programador 100  1500 € 
Unió de models originals d’alta resolució Programador 100 1500 € 
Simplificació de models d’alta resolució Programador 50 750 € 
Implementació RipollEditor i eines d’edició Programador 180 2700 € 
Implementació recuperació de detall Programador 70 1050 € 
Proves  Programador 30 450 € 
Documentació Programador 120 1800 € 
Total  750 13250 € 
 
Taula 2 Assignació i cost del personal 
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8.2 - Cost en infraestructura 
 
 
El desenvolupament del projecte s’ha dut a terme en un PC Portàtil amb un cost 
aproximat de 1.100 € (Intel Core 2 Duo T7200 a 2.0 GHz , 1GB de RAM, una targeta 
gràfica 256 MB ATI Mobility Radeon X1400). Referent al software, s’ha desenvolupat 
totalment en entorn Windows, però totes les llibreries i programes utilitzats estan sobre 
llicències GPL o similars. 
 
També cal tenir en compte el cost hipotètic de la oficina i de tot el material utilitzat 
(energia, material d’oficina, etc..). En el cas de l’oficina, considerarem que el projecte 
s’ha dut a terme en 5 mesos (8h/dia). 
 
 
Concepte Cost 
Hardware 1100 € 
Software 200 € 
Lloguer oficina (5 mesos) 1500 € 
Altres (energia, material oficina) 400 € 
Total 3200 € 
 
Taula 3 Cost d’infraestructura 
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8.3 - Costos totals 
 
 
Per calcular els costos totals cal fer la suma dels dos subapartats anteriors: 
 
Cost total = Cost personal + Cost infraestructures 
 
 
Per tant, el cost total del projecte és: 
 
 
Concepte Cost 
Personal 13250 € 
Infraestructura 3200 € 
Cost Total 16450 € 
 
Taula 4 Costos totals 
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8.4 - Planificació 
 
 
La duració total del projecte ha estat de 8 mesos, considerant un horari de treball 4 hores 
al dia, degut a la impossibilitat de dedicar 8 hores al dia com seria d’esperar.  
 
A continuació es mostra la planificació de les diferents tasques: 
 
 
Tasca / Mes 1 2 3 4 5 6 7 8 
A          
D          
IEUS         
UM         
SM          
IRE           
IRD          
PR           
DOC          
 
Taula 5 Planificació 
 
 
Nom Tasca 
A Anàlisi 
D Disseny 
IEUS Implementació eines d’unió i simplificació 
UM Unió de models originals d’alta resolució 
SM Simplificació de models d’alta resolució 
IRE Implementació RipollEditor i eines d’edició 
IRD Implementació recuperació de detall 
PR Proves  
DOC Documentació 
 
Taula 6 Llegenda de tasques 
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10 - Annexos 
 
 
10.1 - ANNEX A. Funcions de la llibreria RPly 
 
 
• Funció que retorna dades d’usuari associades a un callback 
 
int ply_get_argument_user_data(p_ply_argument argument, 
                               void **pdata,  
                               long *idata) 
 
- argument: Identificador de l’argument 
- pdata: Rep una còpia del punter a les dades de l’usuari 
- idata: Rep una còpia de l’enter de dades de l’usuari 
- Retorn: 1 si té èxit, 0 sinó.  
 
 
• Funció que retorna un valor associat a un callback 
 
double ply_get_argument_value(p_ply_argument argument) 
 
- argument: Identificador de l’argument. 
- Retorn: Valor associat al callback. 
 
 
• Funció que retorna informació de la propietat que origina un callback 
 
int ply_get_argument_property(p_ply_argument argument,     
                              p_ply_property *property,  
                              long *length,  
                              long *value_index) 
 
- argument: Identificador de l’argument. 
- property: Rep l’identificador a la propietat. 
- lenght: Rep el nombre de valors d’aquesta propietat. 
- value_index: Rep l’índex del valor de la propietat actual. 
- Retorn: 1 si té èxit, 0 sinó. 
 
 
• Funció que obre un fitxer PLY per lectura 
 
p_ply ply_open(const char *name, p_ply_error_cb error_cb) 
 
- name: Path del fitxer PLY. 
- error_cb: Callback a l’error (en cas que es doni error de lectura). 
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• Funció que llegeix i parseja la capçalera d’un fitxer PLY 
 
int ply_read_header(p_ply ply)  
 
- ply: Identificador del fitxer retornat per la funció ply_open. 
- Retorn: 1 si té èxit, 0 sinó. 
 
 
• Funció que crea callbacks per la lectura de propietats desprès de que es faci la 
lectura de la capçalera 
 
long ply_set_read_cb(p_ply ply,  
                     const char *element_name, 
                     const char *property_name, 
                     p_ply_read_cb read_cb,  
                     void *pdata, l 
                     ong idata) 
 
- ply: Identificador del fitxer retornat per la funció ply_open. 
- element_name: Element on és la propietat. 
- property_name: Propietat amb que s’associa l’element. 
- read_cb: Fució a cridar per a cada valor de la propietat. 
- pdata/idata: Dades d’usuari que es passen al callback.  
- Retorn: 0 si no hi ha element o no hi ha propietats de l’element, sinó retorna el 
nombre d’instàncies de l’element. 
 
 
• Funció que llegeix totes les propietats i elements d’un fitxer PLY cridant als 
callbacks definits a ply_set_read_cb 
 
int ply_read(p_ply ply) 
 
- ply: Identificador del fitxer retornat per la funció ply_open. 
- Retorn: 1 si té èxit, 0 sinó. 
 
 
• Funció que tanca un fitxer PLY i allibera la memòria utilitzada per 
l’identificador 
 
int ply_close(p_ply ply) 
 
- ply: Identificador del fitxer retornat per la funció ply_open. 
- Retorn: 1 si té èxit, 0 sinó. 
 
 
• Funció que crea un fitxer PLY nou 
 
p_ply ply_create(const char *name,  
                 e_ply_storage_mode storage_mode,  
                 p_ply_error_cb error_cb) 
 
- name: Nom del fitxer. 
- storage_mode: Format de dades del fitxer. 
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- error_cb: Callback a l’error (en cas que es doni error de creació). 
- Retorn: Un identificador al fitxer si té èxit, sinó NULL. 
 
 
• Funció que afegeix un nou element al fitxer PLY creat per ply_create 
 
int ply_add_element(p_ply ply,  
                    const char *name,  
                    long ninstances)  
 
- ply: Identificador del fitxer retornat per la funció ply_create. 
- name: Nom del nou element. 
- ninstances: Nombre d’elements al fitxer. 
- Retorn: 1 si té èxit, 0 sinó. 
 
 
• Funció que afegeix una nova propietat al darrer element afegit per 
ply_add_element 
 
int ply_add_property(p_ply ply,  
                     const char *name,  
                     e_ply_type type, 
                     e_ply_type length_type, 
                     e_ply_type value_type) 
 
- ply: Identificador del fitxer retornat per la funció ply_create. 
- name: Nom de la nova propietat. 
- type: Tipus de la propietat. 
- lenght_type: Tipus de la longitud de la llista de propietats. 
- value_type: Tipus dels valors de la llista de propietats. 
- Retorn: 1 si té èxit, 0 sinó. 
 
 
• Funció que  
 
int ply_write_header(p_ply ply) 
 
- ply: Identificador del fitxer retornat per la funció ply_create. 
- Retorn: 1 si té èxit, 0 sinó. 
 
 
• Funció que escriu els valors al fitxer PLY 
 
int ply_write(p_ply ply,  
     double value) 
 
- ply: Identificador del fitxer retornat per la funció ply_create. 
- value: Valor de la dada. 
- Retorn: 1 si té èxit, 0 sinó. 
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10.2 - ANNEX B. Formulació del procés de guardat de detall 
 
 
• Càlcul de l’esfera contenidora d’un triangle 
 
 
 
- A, B, C són els vèrtexs del triangle amb coordenades (Ax,Ay,Az), (Bx,By,Bz), 
(Cx,Cy,Cz) 
- Ce és el centroide del triangle 
- r és el radi de l’esfera contenidora del triangle 
 
 
• Projecció d’un punt al pla d’un triangle 
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- pi és el pla del triangle sobre el que es projecta el punt 
- P és el punt a projectar 
- P’ és la projecció del punt P sobre el pla pi 
- A, B, C són els vèrtexs del triangle 
 
 
• Càlcul de coordenades baricèntriques d’un punt que pertany a un triangle 
 
 
 
- P és un punt que pertany al triangle 
- α0, α1, α2 són les coordenades baricèntriques del punt P al triangle 
- Q0, Q1, Q2 són els vèrtexs del triangle 
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10.3 - ANNEX C. Manual d’usuari 
 
 
La figura següent mostra on es poden trobar les diferents eines al menú de l’aplicació: 
 
Figura 33 Funcionalitats de la interfície 
 
 
• Lectura/escriptura d’arxius 
 
Menú desplegable que té les opcions: 
 
- Carregar un model PLY de baixa resolució 
 
- Guardar el model que s’està visualitzant a un fitxer PLY 
 
- Sortir de l’aplicació 
 
 
• Eines d’unió de malles 
 
Menú desplegable que té les opcions: 
 
- Unir totes les malles d’alta resolució automàticament (la llista dels fitxers de les 
malles és l’arxiu ./Resources/altaRes/llistatPLYs.txt). Les malles resultants de la 
unió es guarden automàticament a la carpeta ./Resources/altaRes 
 
- Unir dues malles concretes (la llista de malles a unir és al fitxer 
./Resources/Results/llistatPLYs.txt). La malla resultant es guarda 
automàticament a la carpeta ./Resources/Results 
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• Conversor de formats per la simplificació 
 
Menú desplegable que té les opcions: 
 
- Convertir un fitxer d’una malla d’alta resolució en format PLY 
(./Resources/Results) a un fitxer vàlid per l’eina de simplificació QSlim en 
fomat SMF que respecti les arestes vora de la malla original. El fitxer resultant 
es guarda automàticament a la carpeta ./Resources/FitxSmf 
 
- Convertir un fitxer d’una malla de baixa resolució resultant de l’eina QSlim en 
format SMF a un fitxer en format PLY. El fitxer resultant es guarda 
automàticament a la carpeta ./Resources/Simplif 
 
 
• Eines de detall 
 
Menú desplegable que té les opcions: 
 
- Guardar el detall d’un parell de malles alta-baixa resolució del mateix model 
guardades a les carpetes ./Resources/Results i ./Resources/Simplif 
respectivament. El fitxer resultant es guarda automàticament a la carpeta 
./Resources/Detalls 
 
- Recuperar el detall d’una malla de baixa resolució fent servir la malla de baixa 
resolució deformada (./Resources/bResMod), la malla d’alta resolució original 
(./Resources/Results) i el fitxer de detall creat abans de la deformació 
(./Resources/Detalls).  El fitxer resultant es guarda automàticament a la carpeta 
./Resources/ResDets 
 
 
• Eines d’edició de malles 
 
Menú desplegable que té les opcions: 
 
- Desseleccionar tots els vèrtexs de les zones fixa i guia  
 
- Desseleccionar tots els vèrtexs de la zona fixa 
 
- Desseleccionar tots els vèrtexs de la zona guia 
                                                                                                                               Annexos 
 79 
 
L’edició de malles consisteix a marcar els vèrtexs del model segons la zona a la que es 
vol que pertanyin: 
 
• Zona fixa: punt d’ancoratge de la deformació. La posició d’aquests vèrtexs no es 
modificarà. 
 
• Zona guia: zona que es mourà per deformar el model. Els vèrtexs de la zona es 
mantindran fixes entre ells i seran els que (depenent de com es moguin) 
deformaran els vèrtexs de la zona lliure. 
 
Els vèrtexs no marcats es consideren com a part de la zona lliure (zona que es deformarà 
seguint el moviment de la zona guia). 
 
 
A més de les funcionalitats del menú, l’aplicació té les següents funcionalitats de teclat i 
ratolí: 
 
• Ratolí (botó esquerre, deixar picat): rotació del model  
• Ratolí (botó dret, deixar picat): pan del model  
• Ratolí (botó central, deixar picat): zoom del model  
• Teclat (R): reset de la càmera (rotació, pan i zoom originals) 
• Teclat (X): tancament de l’aplicació 
• Teclat (D): desselecció de les zones fixa i guia 
• Teclat (G): desselecció de la zona guia 
• Teclat (F): desselecció de la zona fixa 
•  Ratolí (botó esquerre, deixar picat) + Teclat (Ctrl): selecció de la zona fixa 
• Ratolí (botó esquerre, deixar picat) + Teclat (Alt): selecció de la zona guia 
• Ratolí (botó esquerre, deixar picat) + Teclat (Shift): moure la zona guia per 
deformar el model 
                              Sistema d’edició per al model geomètric de la portalada de Ripoll 
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