Abstract
Introduction 6
Construction waste is a grave environmental concern. Construction firms incur substantial costs yearly for 7 managing construction waste, and this trend keeps rising due to escalating construction activities worldwide focus on managing waste after it occurs. These practices lack proactive waste reduction strategies, which 10 would have improved the sustainability and profitability performance of firms. This inability has been the This study carried out experimental research to achieve the stated research objectives. It begins with 26 a review of existing literature about designing out waste and requirements of using SLP in dimensional 27 coordination. Afterwards, we proposed an algorithm for SLP-based floor layout optimisation. Convex 28 programming is chosen for problem formulation that is a subfield of optimisation where final solution is 29 assured to be the optimal solution (Boyd & Vandenberghe, 2004) . The proposed algorithm comprised 30 of two kinds of mathematical expressions. The first is the convex relaxation formulation that establishes 31 the topology of SUs within the floor layout through relative positioning constraints. We employed acyclic 32 graphs to generate a minimal set of relative positioning constraints; hence improved the overall algorithmic 33 performance. The second formulation optimises the geometry of spaces to yield optimal floor layouts. The 34 framework is bounded by aspect ratio constraints to restrict the generation of layouts with extreme variations 35 or the ones with overly long and narrow spaces. Finally, the algorithm is implemented in the BIMWaste tool 36 and evaluated by exploring several building designs. BIMWaste is found useful by designers to quickly get 37 the feedback on design variations and engage in waste reduction through dimensional coordination.
38
Organisation of paper: The paper begins with a literature review on designing out construction 39 waste and the need for coordination through convex programming. Then, the research methodology of this 40 inquiry is described in section 3. After that, the algorithm design for the floorplan optimisation is presented 41 in section 4. The BIM integration challenges experienced during algorithm implementation in Revit SDK 42 are explained in section 5. The results and validation of the algorithm are given in section 6. Discussions and 43 implications for practice are specified in section 7. Finally, the conclusion, limitations, and future research 44 directions are given in section 8. 
Designing out construction waste 2
One-third of construction waste is attributed to decisions undertaken at early design stage and can be to 10mm in the dimensions of design is revealed to cause a rework of more than £3,000 (Thomas, 1967).
17
Floor layouts comprise a major aspect of design and bear relationship to the offcut generation with respect Moreover, the solution shall be integrated with native BIM authoring tools. Otherwise, the wider adoption 27 of digital innovation would be hard to prevail in the industry. 
Space Layout Planning (SLP)
The optimisation of spatial units (SUs) regarding their sizes and placement in the floor layout falls un-2 der the space layout planning (SLP) problems. This topic is studied in the literature by several authors.
3
SLP algorithms fall into two categories, i.e., auto-SLP and semi-auto SLP algorithms. Regardless of their 4 grouping, SLP algorithms aim to facilitate designers in conceptual design process to generate optimal con-5 figurations of sizes and placement for SUs in floor layout. Auto-SLP algorithms do not require initial design 6 of a facility to begin with and produce layouts with minimal user intervention. Shaviv & Gali (1974) carried 7 out an extensive literature survey on this topic. Most auto-SLP algorithms explore all configurations in the 8 floor layout (Galle, 1981) , which is infeasible due to an exploration of the entire search space of arranging 9 and sizing the SUs. Several authors employed methods like greedy searching to partition solution space and 10 reduce computational complexity in these systems (Shaviv & Gali, 1974 
16
To avoid inherent complexities of auto-SLP algorithms, several researchers proposed semi-auto algorithms 17 for locally coordinating the floor layouts. These algorithms optimise SUs manually created by architects. An 
Research methodology

32
In this section, research methodology to achieve the stated research objectives is explained. After a 33 review of existing literature, an objective methodology is adopted for proposing the algorithm for design 34 optimisation using convex programming. When a study employs the objective methodology for discovering 35 realities, it grounds into positivists worldview (Creswell & Poth, 2017; Guba et al., 1994) . Similar types of 36 design exploration problems often demand a systematic approach to capture the underlying domain during 37 such formulations (Gray, 2013) . The study, therefore, used objectivist epistemology as design properties are 38 exploited for judging realities through constraint programming (Crotty, 1998 
Proposed Convex Programming Algorithm
19
The main contribution of this work is the proposed convex programming algorithm for design for dimen- fact where 89% of spaces were found rectangular (square and triangle) whereas the rest were non-orthogonal 26 and curvilinear. The following subsections explain the semantics and functionality of the proposed convex 27 optimisation algorithm for design exploration. To this end, we first described proposed notations used in the respectively. In this way, geometry and position of S i , comprising the floor layout, are modelled. The 10 optimisation algorithm is intended to find the best size and position of S i within the fixed building parcel.
11
For the sake of waste reduction, sizes shall be multiple of either standard module or construction materials. 
Objective Function
15
In the proposed formulation, the objective is to assure that spaces of the floor layout are multiple of the 16 modular size, or at worst, non-modularity is factored out to fewer spaces rather than scattered all over the 17 design. Modular designs tend to reduce material cutting and fitting, and hence produce less waste during 18 the construction process. Based on this intuition, the objective function was initially set as shown in Eq.1.
where O spi and O si denote the amount of offcuts produced by each S i in the original floor layout and the 20 optimised floor layout. The algorithm finds a configuration that minimises offcut waste by making minor 21 adjustments to the layout. To calculate offcuts, the above formulation was required to employ non-linear 22 functions such as ceil and modulus as part of executing expressions shown in Eq. 2 through Eq. 7. These 23 functions made the formulation non-convex, which was undesirable due to computation complexity and 24 higher response time. 
where m l , m w , m h represent the length, width, and height of modular size or construction materials 1 (e.g., brick), t is the mortar joint thickness, w l , w w , w h denotes the length, width, and height of the element 2 e, b is the bond type (i.e. half-running stretcher, one-third running stretcher), n o , n e are materials needed 3 to build odd and even courses, n t is the total materials, O is the offcuts, and n c the total number of vertical 4 courses.
5
To avoid non-convex formulation, the optimisation logic is slightly altered for generating modular layouts trailing spaces into a minimum number of S i to intact symmetry of the layout.
The variables ws pi and hs pi in Eq. 8 denote originally proposed width and height of the i th spatial 13 unit, respectively while ws i and hs i are the optimisation variables. 
Constraints specification 16
In this section, we explain various types of constraints used in the formulation. Floorplanning optimi-17 sation mainly influenced the choices of our constraint specification. The topology and geometry of floor 18 layouts are captured through these constraints. In subsequent sections, we discuss design requirements briefly, followed by constraints formulation and some adjustments to optimise the algorithm. S j , the following constraints, as shown in Eq. 10, are added to the algorithm. 
The combinatorial nature of inequalities in Eq. 11 requires these constraints shall be applied before the 12 non-overlapping constraint shown in Eq. 10. 
Topology constraints
14
We added some non-equalities to preserve topology of the design using relative positioning constraints.
15
Relative positioning constraints capture one of four positions (i.e., left, right, above, and below) for each S 16 in the layout. Eq. 9 can be tailored to achieve such functionality; however, there are other efficient ways 
and that
These relations have several notable characteristics that are used to generate 23 these inequalities. Particularly, these relations are anti-asymmetric and transitive. Anti-symmetry means 
To circumvent the above problem, two acyclic graphs H(for horizontal) and V(for vertical), each com- is generated accordingly (see Eq. 13). These acyclic graphs are also found useful to generate a minimal set of inequalities. The non-zero 1 constraint x i ≥ 0 is only relevant on the leftmost spaces, whereas, the inequalities x i + w i ≤ W only need to 2 be specified for the right-most spaces. Overall, a large number of redundant inequalities are pruned using 3 this approach and just the minimal set of bounding box inequalities, as shown in Eq. 14, needed to be 4 applied.
The general form of generating the minimal set of the bounding box constraints (Eq. 9) and relative 6 positioning constraints (Eq. 11) for the horizontal acyclic graph for the groundfloor layout are illustrated in 
The similar strategy is used for generating relative positioning constraints for the vertical graph as well,
9
for the building design shown in Fig. 2 
Aspect ratio constraint 2
Aspect ratio constraints are specified to impose the upper and lower bounds on sizes of the spatial units.
3
The objective is to keep the design aesthetics intact and prevent the generation of configurations with huge 4
variations. Eq. 17 shows expressions to compute aspect ratio bounds for the layout. These expressions 5 produce limits that are used by the optimisation algorithm to impose some non-linear inequalities of the 6 following form:
where as min and as max are the dimensions of modular sizes that spatial units can take, during the 8 optimisation process. 
Integerality constraint 10
The decision variables like ws, hs, xs, and ys are declared integers to avoid taking configuration involving 11 fractional numbers. This specification has narrowed the search space with only integer solutions. The
12
following integerality constraints helped the algorithm achieve this requirement.
xs integer; ys integer; ws integer; hs integer;
Algorithm Implementation in Gurobi Solver
14
We implemented the algorithm using Gurobi solver, which is capable to handle different types of op- 
21
The optimisation model for the proposed algorithm is created using GRBModel() class, where decision 22 variables are instantiated with GRBVar() object and added to the model by invoking addVar() method.
23
The quadratic expressions of the objective function are constructed by GRBQuadExpr() class object which 24 is attached to model using setObjective() method of the model class. Finally, constraints are specified in to see and assess design changes with respect to waste output. We developed the BIMWaste system as the
51
Revit plugin and extended its functionality for design exploration in this study. BIMWaste is a comprehensive 52 design assistance system which aims to enforce designing out waste through data-driven insights. provided by the SDK was used for obtaining the coordinates of visible components in the design which were 5 used to calculate dimensions of the floor layout. This approach seemed subtle at first; however, the response 6 time of program grew exponentially as larger models were explored during the testing and validation phase.
7
Another method was checked to achieve this feature where building elements were iterated for each floor, 
12
There were still some notable limitations. Firstly, this approach does not consider linked models. In 13 linked models, FilteredElementCollector class return geometry of the source models which has to convert 14 to the geometry in host models. Besides, FilteredElementCollector class returns all elements in the 15 design when view-specific details of the bounding box shall suffice. We can augment the performance of
16
FilteredElementCollector with the ActiveView option to limit the search space to a section or 3D view. 
Coordinates of Spatial Units in Floor Layout
21
Another automation challenge was to get x and y coordinates of spatial units in the floor layout. We 22 used architectural room object instead of the structural space object. Therefore, our approach is limited 23 to work with BIM models where designers annotate rooms as architectural objects. Several options were
24
tried to obtain this information from the design. The first idea was to get coordinates of spatial units using 25 room location points; however, it was found that location points were of no use, whatsoever. Instead, room 26 boundary object provided the way forward. We retrieved room boundaries, iterated over the curves, and 27 determined the lower left endpoints. This approach only considers rooms with rectangular walls and become
28
inaccurate if boundaries are curved.
29
Another approach for fetching coordinates of spaces in the floor layout was also tested. The approach 30 worked as follows. The computation begun with getting all architectural rooms from the floor layout and 31 then getting curves for each room through their boundary segments. And then, the starting and ending 32 points of all the walls of a room were retrieved. De-duplication was performed to ignore the duplicate 33 points. These points were finally sorted in ascending order by coordinates using a custom sort algorithm.
34
The coordinates of the lower left corner were taken by returning points at the top of the list. 
Width and Height of Spatial Units in Floor Layout
36
Another challenge in BIM integration was to seamlessly retrieve the width and height of spatial units 37 in the floor layout. Revit SDK provides built-in functions to get sizes of all objects using built-in length 38 method on the Curve class. However, there were no provisions for calculating the directions of walls which 39 was crucial for computing the width and height of spaces in the layout. As a result, the default functionality 40 was not of much usefulness in this automation.
41
The first task in this activity was to annotate the walls with the directions they are facing. The width 42 of a spatial unit is the length of walls facing the north or south direction, whereas its height is the length of 
Acyclic Graphs for Topology Modelling
1
The last challenge in BIM integration was the formation of adjacency matrices of spatial units to capture 
Likewise, the V graph is to capture whether the spatial units fall on the top or bottom of other spatial 8 units. The code used for labelling spatial units in the previous subsection was handy to generate these 9 matrices. The Revit SDK does not offer built-in routines to extract such information. 
Validation of Proposed Algorithm
11
We validated the proposed algorithm over 10 residential projects of varying floor layouts, comprising waste. Out of which, the proportion of waste generated by offcuts was 14% that weighed to 2.12 tonnes.
1
An initial projection of construction waste produced by these projects was also obtained from the BIMWaste 2 tool to validate the accuracy of its waste estimation subsystem. The BIMWaste uses advanced deep learning 3 models for predicting construction waste of the design. This study does not cover the waste estimation 4 models used in the system. The overall waste prediction accuracy reported by BIMWaste for these projects 5 was 93.47%. The BIMWaste system reads a large number of design features to make these predictions.
6
In most cases, the BIMWaste predictions were pretty close to actual waste generated by these projects. In 7 some cases, these waste projections were slightly less than what was produced during the actual construction 8 process. We investigated these projects and also found several standardisation and dimensional coordination 9 issues. Notably, the dimensions of spaces in these BIM models were not reconciled with the specified 10 construction materials. Afterwards, the floor plans of these BIM models were optimised through the proposed 11 design exploration algorithm. Once these designs were dimensionally correlated, BIMWaste was used again 12 to predict the waste output of these models. The proposed algorithm was able to reduce an average of 13 8.75% of construction waste, produced through material cutting and fitting onsite. This reduction accounts 14 for 587 kg of offcuts waste which is a reasonable improvement by making slight changes to the floor layout.
15
The architects also commended the response time of the system. BIMWaste was able to re-execute waste 16 estimation models instantly with every significant design change to assess whether the waste output of the 17 design has increased or decreased as a result of recent design changes. The system has enabled the early 18 engagement of architects in waste reduction process which was one of the fundamental aspirations of this 19 study.
20
Discussions
21
The proposed algorithm produced the floor layouts with the following characteristics. Firstly, the algo- feedback from algorithm instantly to look at their implications for waste output without much waiting time.
29
They can perform more adjustments to the design or revert changes if the waste output is projected to design guides and checklists for informing designers on waste reduction through design (Osmani, 2012 (Osmani, , 2013 . as the generated waste. For these reasons, the waste generation is at rife in the industry.
12
This study was a step forward for enabling early stakeholders' engagement in waste reduction. To this 13 end, a computational tool is devised for stakeholders to firstly see the implications of their design choices for 14 the waste output of designs. Secondly, they are equipped to take actions based on the predictions provided 15 by the tool to adjust the design such that it will eventually reduce the waste output. programming over other non-convex approaches like simulated annealing was preferred due to guarantee for 42 the final answer to be the best solution. Besides, convex algorithms undertake lesser computation overhead 43 than other counterparts during production deployment.
44
The proposed algorithm is implemented in the BIMWaste system which provides the designers with a 
