







? Saber utilitzar try, throw i catch per a observar, indicar i 
manejar excepcions, respectivament. 
? Comprendre la jerarquia d’excepcions estàndard.
? Ser capaç de crear excepcions personalitzades









float dividend, divisor, resultat;
cout << "PROGRAMA DIVISOR" << endl;
cout << "Introdueix Dividend : " ;
cin >> dividend;
cout << "Introdueix Divisor : " ;
cin >> divisor;
resultado = dividend / divisor;
cout << dividend << "/" << divisor << "=" << resultat;
return (0);
}




? Açò obliga a definir un esquema de programació similar a :
? Portar a terme tasca 1
? Si es produeix error
? Portar a terme procesament d’errors
? Portar a terme tasca 2
? Si es produeix error
? Portar a terme procesament d’errors
? Què problemes podeu trobar en este esquema?
? Entremescleu la lògica del programa amb la del tractament d’errors (disminueix 
legibilitat)
? Pot degradar el rendiment del sistema
? Què podem fer en lloc de crear codi spaguetti?: 
? Abortar el programa
? I si el programa es crític?
? Usar indicadors d’error (Ex Una funció retorna un codi d’error.)





? Una excepció és un esdeveniment que ocorre durant l'execució del 
programa que interromp el flux normal de les sentències
? Moltes classes d'errors poden utilitzar excepcions -- des de seriosos
problemes de hardware, com l'avaria d'un disc dur, als simples errors de 
programació
? Divisió per zero
? Accés a un índix incorrecte d’un tipus de les STL
? Fallada en la reserva de memòria del new
? ...










































? En C++ i en Java:
? El bloc try conté el codi que forma part del funcionament normal del 
programa
? El bloc catch conté el codi que gestiona els diversos errors que es 
puguen produïr
? Només en JAVA: 
? El bloc finally de Java proporciona un mecanisme que permet als seus
mètodes netejar-se a si mateixos sense importar el que succeeix dins del 
bloc try. S'utilitza el bloc finally per a tancar fitxers o alliberar altres
recursos del sistema. El bloc finally es pot executar (1) després de 





1. Executar instruccions try
1. Si hi ha error, interrompre el bloc try i anar a bloc catch corresponent (*)
2. Continuar l’execució després dels blocs catch
? L'excepció és capturada pel bloc-catch l'argument del qual
coincidisca amb el tipus d'objecte llançat per la sentència throw. La 
recerca de coincidència es realitza successivament sobre els blocs
catch en l'ordre que apareixen en el codi fins que apareix la primera 
concordança. 
? Implica que l’ordre de colocació dels blocs catch és determinant. Per 
exemple: si s’inclou un manejador universal, este hauria de ser l’últim.
? En cas de no existir un manejador adequat a una excepció determinada, es





















Què ocorreria si catch 




Excepcions: especificació de suport
? En C++ existeix una opció anomenada especificació d’excepció que
permet assenyalar què tipus d’excepcions pot llançar una funció directa
o indirectament (en funcions invocades des de ella). Este especificador
s’utilitza en forma de sufix en la declaració de la funció i té la següent
sintaxi:
? throw (<llista-de-tipus>) // llista-de-tipus és opcional




Excepcions estàndards en C++
? Totes les excepcions llançades per components de la Llibreria Estàndard
de C++ són excepcions derivades de la superclasse exception, 





exception (const exception&) throw();
exception& operator= (const exception&) throw();
virtual ~exception () throw();
virtual const char* what () const throw();
};
? Esta classe té cinc mètodes públics, cap dels quals pot llançar una
excepció (clàusula throw()).
? A més, la classe exception proporciona una funció membre virtual what(),
que retorna un const char * amb un missatge verbal (dependent del 
compilador que esteu utilitzant) que reflexa el tipus concret d’excepció.
? Este missatge pot ser redefinit en classes derivades per a contindre una 
descripció personalitzada de la excepció. 
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class logic_error : public exception {
public:
explicit logic_error (const string& what_arg);
};
class domain_error : public logic_error {
public:
explicit domain_error (const string& what_arg);
};
…
class runtime_error : public exception {
public:
explicit runtime_error (const string& what_arg);
};
class range_error : public runtime_error {
public:





Excepcions estàndards en C++
? Tipus d’excepcions (II):
? Altres tipus (que tb hereten d’exception): 
? bad_alloc: llançada per l’operador new si hi ha un error de reserva de memòria
? bad_cast: llançada per l’operador dynamic_cast si no pot manejar un tipus 
referenciat
? bad_exception: excepció genèrica llançada quan un tipus d’excepció no està 
permesa en una funció determinada
? El tipus d’excepcions permeses s’especifica amb la clàusula throw().
? bad_typeid: llançat per l’operador typeid a una expresió nul·la
? ios_base::failure: llançat per les funcions en la llibreria iostream
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? Ubicació de les excepcions: 
? std::exception està definida en la capçalera <exception>.
? std::bad_alloc està definida en la capçalera <new>.
? std::bad_cast està definida en la capçalera <typeinfo>.
? La resta d’excepcions estan definides en la capçalera <stdexcept>.
? Totes les excepcions estàndards poden ser llançades implícitament pel
sistema o de manera explícita pel programador
? E.x. throw out_of_range(“límit per davall array”)
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for (int i= 0 ; i < 50; i++) {
ptr[i] = new double[50000000];
cout << “Reserve memoria element " << i << endl;
return (0);
}
? Què ocorre si em quede sense memòria disponible?
? El programa aborta
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for (int i= 0 ; i < 50; i++) {
ptr[i] = new double[50000000];











Excepcions predefinides en C++: reserva memòria
Reservant memoria per element 0
Reservant memoria per element 1
Reservant memoria per element 2
Reservant memoria per element 3













? Què ocorre si el fitxer no existeix?
? Si el fitxer no existeix no ocorreix res. Però podem utilitzar excepcions amb fitxers.
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fic1.exceptions(ios::failbit); //els fitx per defecte no llancen excepcions
try{
fic1.open ("lucas.txt",ios::in); //LLANÇA ios_base::failure
}
catch (ios_base::failure &ex){











Si puc utilitzar un





Excepcions estàndards en C++: altres errors
int main () {
try
{       
/* ERROR ENTRADA/EIXIDA CIN*/
cout << “Posa el primer que se t’ocórrega, distint de sencer: " << endl;
int sencer; cin >> sencer;













cout << "Error general no derivat d’exception" << endl;
}





Excepcions d’Usuari en C++
? Els programadors poden definir el conjunt d’excepcions més acord al programa 
que estan desenvolupant. 
? Cada tipus d’excepció serà una CLASSE que hereta, opcionalment, de la classe 
predefinida exception
? Exemple:





const char* what() const throw(){






























Excepcions d’Usuari en C++
Error a l’obrir el fitxer lucas.txt
adeuPress any key to continue
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? EXERCICI
? Definiu una excepció d’usuario anomenada 
ExcepcionDividirPerZero que siga llançada quan, en el programa de 
la divisió per zero, s’introdueix com valor del divisor 0. 
? Utilitzeu eixa excepció per a modificar el programa de la divisió per zero per
que ara controle correctament esta circumstància
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? SOLUCIÓ:
class ExcepcionDividirPerZero : public exception {
public :
ExcepcionDividirPerZero():exception() {}
const char * what() const throw() {




Excepcions d’Usuari en C++
int main()
{
float dividend, divisor, resultat;
cout << "PROGRAMA DIVISOR" << endl;
try {
cout << "Introdueix Dividend : " ;
cin >> dividend;
cout << "Introdueix Divisor : " ;
cin >> divisor;
if (divisor == 0)
throw ExcepcionDividirPerZero();
resultat = dividend / divisor;














Excepcions d’Usuari en C++
PROGRAMA DIVISOR
Introdueix Dividend : 15
Introdueix Divisor : 0
Va ocòrrer un Error Intentes dividir per zero
Press any key to continue
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Excepcions: elecció de blocs catch
? Quan es captura una excepció i esta pertany a una jerarquia de classes, s’ha
de començar per la classe més derivada, doncs per contra es perd capacitat




class Estiu : public festival{};
class Primavera: public festival{};
void festa(int i) {
if (i==1) throw(Estiu());





Excepcions: elecció de blocs catch
int main(){
try { festa(0); } // estes sentències estan en l’ordre adequat
catch(const Estiu& )  { puts("Festival d’Estiu"); }
catch(const Primavera&){ puts("Festival de Primavera" ); }
catch(const festival& ){ puts("Festival" ); }
try { festa(1); }
catch(const Estiu& )  { puts("Festival d’Estiu"); }
catch(const Primavera&){ puts("Festival de Primavera" ); }
catch(const festival& ){ puts("Festival" ); }
try { fiesta(2); }
catch(const Estiu& )  { puts("Festival d’Estiu"); }
catch(const Primavera&){ puts("Festival de Primavera" ); }
catch(const festival& ){ puts("Festival" ); }
/* Si es captura la classe base primer es perd la possibilidad de comprovar
la sub-classe de l’excepció que ha sigut llançada realment */
try { festa(1); }
catch(const festival& ){ puts("Festival (de quin tipus??!!)"); }
catch(const Estiu& )  { puts("Festival d’Estiu" ); }
catch(const Primavera&){ puts("Festival de Primavera" ); }
try { festa(2); }
catch(const festival& ){ puts("Festival (de quin tipus?!!!)"); }
catch(const Estiu& )  { puts("Festival d’Estiu" ); }






? El mecanisme de maneig d'excepcions exigeix emmagatzemar
informació addicional sobre l'objecte d'excepció i cada sentència catch, 
amb la finalitat de realitzar la concordança en temps d'execució (ja que 
pot existir polimorfisme) entre l'excepció i el seu manejador. A més, tb
és necessari guardar informació sobre l'estructura de cada funció, per a 
poder determinar si una excepció va ser llançada des d'un bloc try. 
? Açò suposa una sobrecàrrega addicional en termes de velocitat i 
grandària de programa, fins i tot quan no es llança mai una excepció. 
? Amb compte! Fins i tot si no s'usen excepcions directament, 
probablement s'estiguen usant implícitament. Per exemple, els
contenidors STL solen llançar les seues pròpies excepcions (e.x. la 
funció at() llança un out_of_range si s'intenta accedir fora dels límits del 
contenidor). També altres funcions de la llibreria estàndard (e.x. 
funcions de la classe string) llancen excepcions. 
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Excepcions: Excepcions usades malament
? Alguns programadors usen (malament) el maneig d’excepcions com una














if (num == 99)
throw Exit(); //exit the loop
















? Separar el maneit d’errors del codi normal: 
? El maneig d’excepcions permet al programador llevar el codi per a manejar errors 
de la llínia principal.
? Permet escriure programes més clars , robustos i tolerants a  fallades.
? Agrupar els tipus d’errors i la diferenciació entre ells
? Inconvenients





? Defineix una classe genèrica Pila que gestione una pila d'objectes arbitraris. 
La pila té una capacitat màxima de 10 elements, però pot crear-se amb
qualsevol capacitat inferior. Volem que la pila controle el possible
desbordament a l'intentar apilar un nou element mitjançant una excepció
d'usuari ExcepcionDesbordament. Definiu en C++ la classe genèrica Pila i 
els mètodes Pila(), Pila() i apilar(). Implementeu un programa main() de 
prova que intente apilar 20 elements i capture l'excepció quan es produïsca

















int nelements; //numElements amb que es crea la pila
T** elementos; //array de punters a elements de tipus T
int cima; //nombre d’elements actualmente en la pila-1















































cout<<"Catch mètode apilar"<<endl;              






















cerr<<"Catch de main: tipus error exception"<<endl;         
} 
catch(...){
cerr<<"Catch de main: tipus error desconegut"<<endl;
}





? Alternativa: no capturar excepció en Apilar
? En este cas és obligatori que el main capture l’excepció si  no volem 
que el programa acabe de manera inesperada
template <class T>











for (int i=0;i<20;i++) pi.apilar(i);
}
catch(exception &e){
cerr<<"Catch de main: tipus error exception"<<endl;         
} 
catch(...){
cerr<<"Catch de main: tipus error desconegut"<<endl;
}





? Com llançaríeu una excepció capturada en un nivell
d’anidament X fins als nivells superiors?
template <class T>


















cerr<<"Catch extern d’apilar"<<endl;  









cerr<<"Catch del main"<<endl;    
} 
return (0);    
};
Quina eixida
produeix este
programa?
