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Tato bakaláøská práce pojednává o tvorbì programu pro automatickou hori-
zontaci pøístroje ve výpoèetním prostøedí Matlab R2014a. Urèení náklonù probíhá
pomocí snímání krabicové libely digitálním mikroskopem a následné detekce kru¾nic
na poøízených digitálních snímcích. Dále je zde popsáno technické øe¹ení srovnávací
desky, která je po zji¹tìní náklonù urovnána.
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ABSTRACT
This bachelor thesis deal with creation of a program for automatic leveling in
the computing enviroment Matlab R2014a. Determination of tilt is done by scanning
spirit level with a digital microscope and subsequent detection of circles on captured
digital images. Here is also described the technical solution of the comparative board,
which is straightened after nding of the leans.
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Úvod
U¾ od pradávna si èlovìk výrobou jednoduchých nástrojù sna¾il ulehèit a ze-
fektivnit svou práci. S pøíchodem prùmyslové revoluce zaèalo docházet k pøechodu
od ruèní práce k tovární velkovýrobì za pomocí strojního zaøízení, které výraznì
zvý¹ilo produkci a zjednodu¹ilo pracovní procesy. Tyto pøístroje v¹ak musely být
ovládány a kontrolovány lidmi. A¾ s pøíchodem poèítaèové techniky mohli vzniknout
tzv. automatizované stroje.þPojmem automatizace myslíme pou¾ití samoèinných
øídících systémù k øízení technologických zaøízení a procesù. Z pohledu industriali-
zace jde o krok následující po mechanizaci. Zatímco mechanizace poskytuje lidem k
práci zaøízení, které jim usnadòuje práci, automatizace sni¾uje potøebu pøítomnosti
èlovìka pøi vykonávání urèité èinnostiß [4]. Automatizace v souèasnosti zastává
významnou roli ve v¹ech lidských èinnostech, stroji øízenými þpoèítaèiß jsme
doslova obklopeni a ¾ivot bez jejich pomoci si nedoká¾eme pøedstavit. Pøíkladem
mù¾e být praèka, automat na jízdenky nebo kávovar. Nejvíce se v¹ak automatizace
projevila ve výrobní oblasti.
Cílem této práce je vytvoøit systém pro automatickou horizontaci pøístroje (dále
jen AHP), to znamená uvedení vertikální osy pøístroje do svislé polohy. Urèení ná-
klonù pøístroje lze provádìt dvìma zpùsoby, a to pomocí:
a) elektronických snímaèù náklonu (napø. inerciální mìøící jednotka) nebo
b) analogového urèení - tzn. odeètením náklonu na libele.
Rozhodl jsem se pro vyu¾ití druhého øe¹ení, tedy odeèítání náklonù z krabicové
libely. Hlavním dùvodem pro tuto volbu je nanèní nákladnost elektronických
snímaèù dosahujících po¾adované pøesnosti a také proto, ¾e jsem v tomto systému
chtìl vyu¾ít dal¹í oblast automatizace a to þpoèítaèové vidìníß (z angl. computer
vision). Cílem poèítaèového vidìní je alespoò èásteèné napodobení lidského vidìní
vyu¾itím technických prostøedkù, v tomto pøípadì pou¾itím digitálního USB mik-
roskopu. Bylo tedy nutné vytvoøit poèítaèový program, který komunikuje s dal¹ími
pøipojenými pøístroji. Pomocí USB mikroskopu poøizujeme snímky krabicové libely,
které jsou následnì programem vyhodnoceny. Na snímku detekujeme dvì kru¾nice.
První z detekovaných kru¾nic je jedna ze soustøedných krou¾kù krabicové libely
oznaèující její støed. Druhá detekovaná kru¾nice charakterizuje bublinu libely.
Následným porovnáním pozic støedù detekovaných kru¾nic a ze znalosti citlivosti
libely1 urèíme velikosti náklonù. Výsledné urovnání probíhá pomocí krokových
motorù, které otáèí stavìcími ¹rouby trojno¾ky.
Tato práce je èlenìna do tøí logických celkù. V prvním z nich si pøedstavíme
hardware (Arduino Uno, digitální mikroskop,krokové motory) a software (Matlab
R2014a, Arduino IDE) potøebný k vytvoøení systému AHP. Poté si alespoò èásteènì
objasníme problematiku poèítaèového vidìní a vysvìtlíme pou¾itou metodu detekce
1Citlivost libely (èasto chápána jako její pøesnost) je denována jako zmìna úhlu potøebného
pro pohyb bubliny v libele o urèitou vzdálenost.
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objektù v digitálním obraze. A nakonec si popí¹eme tvorbu øídícího programu a





MATLAB je velmi výkonné interaktivní programové prostøedí a skriptovací
jazyk ètvrté generace vyvíjený spoleèností MathWorks, která ji dodává s celou øadou
roz¹íøení a knihoven funkcí, v prostøedí MATLABu oznaèovaných jako toolboxy.
Je nutno dodat, ¾e MATLAB není free software a tyto knihovny (napø. Robotics
System Toolbox nebo Robotics System Toolbox) je nutno spolu se základní verzí
programu zakoupit [14]. V této práci byla pou¾ita verze MATLAB R2014a spolu s
nìkolika toolboxy v rámci akademické licence ÈVUT.
Hlavní vlastnosti programu:
 Jazyk vysoké úrovnì pro vìdecké a in¾enýrské výpoèty, vizualizaci a vývoj
aplikací
 Integrované gracké prostøedí pro vizualizaci dat a tvorbu vlastních grafù
 Aplikace pro prokládání køivek, analýzù a zpracování signálù, øízení systémù
 Nástroje pro tvorbu vlastních aplikací s u¾ivatelským rozhraním (GUI)
 Rozhraní pro propojení s programy a jazyky jako C/C++,Java®, Python,
SQL, .NET a Microsoft Excel
 Mo¾nost sdílení programù MATLAB koncovým u¾ivatelùm bez licenèních po-
platkù
1.1 Historie
MATLAB byl pùvodnì volnì dostupný program vyvinutý koncem sedmdesátých
let profesorem Cleverem Molerem, tou dobou pùsobícím na Univerzitì v Novém Me-
xiku. Program vytvoøil pro potøeby svých studentù, aby mohli pou¾ívat výpoèetní
knihovny LINPACK a EISPACK bez nutné znalosti programovacího jazyku For-
tran2. Jazyk se v¹ak brzy stal populárním mezi velkým poètem univerzit, konkrétnì
v oblasti aplikované matematiky. Prùlom probìhl roku 1983, kdy se ing. Jack Little
dostal do kontaktu s programem MATLAB a uvìdomil si jeho skvìlý komerèní po-
tenciál. Spojil se tedy s profesorem Molerem a Steveem Bangertem a zaèali program
pøepisovat do jazyku C. Ji¾ roku 1984 zalo¾ili spoleènost MathWorks, která dodnes
software MATLAB spravuje a roz¹iøuje [7].
2Fortran (neboli FORmula TRANslation) je programovací jazyk vyvinutý spoleèností IBM v




V této podkapitole si uká¾eme a popí¹eme gracké okno programu. Otevøené
okno tohoto programu mù¾e vypadat pøibli¾nì takto (viz obr. 1.1).
Hlavní èásti okna:
 Command Window:
Je okno pro zadávání pøíkazù MATLABu a následné zobrazení výsledkù. Za-
daný pøíkaz se potvrzuje klávesou ENTER, je v¹ak velmi nepraktické zadávat
své pøíkazy pouze do tohoto okna, jeliko¾ pøi vypnutí nebo pádu programu
dojde ke ztrátì na¹eho postupu. Z tohoto dùvodu jsou v prostøedí MATLAB
vyu¾ívány tzv. m-soubory, jsou to textové soubory se zapsanou posloupností
kódù. Soubory lze psát i upravovat v obyèejných textových editorech (napø. v
PSPadu nebo Poznámkovém bloku), s výhodou lze v¹ak vyu¾ít integrovaného
editoru MATLABu, ze kterého mù¾eme kód spustit.
 Current Folder:
V tomto oknì se zobrazují soubory obsa¾ení v pracovní slo¾ce. Tyto soubory
(a» u¾ skripty/funkce MATLABu, obrázky atd.) mù¾eme spou¹tìt pomocí
Command Window nebo v jednotlivých m-souborech. To znamená, ¾e námi
vytvoøené funkce a skripty, které chceme pou¾ívat v rámci jednoho projektu,
musíme mít umístìné ve stejné slo¾ce.
 Workspace:
Zde se zobrazují v¹echny dostupné promìnné pracovního prostøedí, které byly
inicializovány buï jako na obrázku 1.1 z Command Window, nebo v nìkte-
rém z m-souborù. Promìnné se zde dají vytváøet, editovat èi mazat. V tomto
oknì si také mù¾eme zapnout zobrazení velikosti matic, typu ulo¾ených hod-
not, minimální a maximální hodnoty v promìnné a dal¹í parametry popisující
promìnnou, které mohou usnadnit hledání chyb v kódu.
 Pás nástrojù:
Pás nástrojù byl pøidán a¾ od verze programu MARLAB R2012b, obsahuje
reorganizované funkce, aplikace a nastavení, které se døíve nacházely v menu
a panelech nástrojù. Pás nástrojù je organizován do ètyø zálo¾ek HOME,
PLOTS, APPS a SHORTCUTS v rámci ka¾dé z nich dále øazeny do pod-
sekcí [15].
1.3 Toolboxy a pomocné balíèky
Jak ji¾ bylo zmínìno vý¹e, funkce MATLABu jsou tøídìny do jednotlivých
knihoven (toolboxù) podle jejich vyu¾ití. Toolbox si lze pøedstavit jako adresáø
s þm-souboryß obsahující funkce, které roz¹iøují pou¾ití programu v pøíslu¹ných
vìdních a technický oborech.
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1. MATLAB
Obrázek 1.1: Náhled okna MATLAB R2014a
Dal¹í roz¹íøení je mo¾né pomocí instalace podpùrných balíèkù (support package),
které poskytnou MATLABu mo¾nost vyu¾ít hardwarové a softwarové vybavení pro-




 Microsoft Kinect for Windows Support from Image Acquisition Toolbox
V následujících podkapitolách si pár vybraných knihoven pøedstavíme a uvedeme
postup instalace podpùrných balíèkù [18].
Image Processing Toolbox
Tato knihovna poskytuje komplexní sadu standardních algoritmù pro zpracování,
analýzu, vizualizaci a vývoj algoritmù. S touto knihovnou lze provádìt segmentaci,
vylep¹ení obrazu, redukci ¹umu, geometrickou transformaci èi zpracování 3D snímkù
[9].
Image Acquisition Toolbox
Pomocí této knihovny lze k softwaru MATLAB a Simulinku pøipojit prùmyslové
a vìdecké kamery. Také obsahuje aplikaci pro detekci a konguraci pøipojeného
hardwaru. Pro fungování funkcí této knihovny je nezbytné mít souèasnì nainstalo-
vaný i Image Processing Toolbox [8].
Ukázka pøipojení kamery:
 Vyhledání v¹ech pøipojených zaøízení k systému Windows.









 Ka¾dému zaøízení je pøidìleno identikaèní èíslo DeviceID, pomocí kterého










 Získané informace o na¹em zaøízení vlo¾íme do funkce videoinput, která
vytvoøí objekt pro vstup videa.
>> vidObj=videoinput('winvideo',1,'MJPG_1280x720')
Summary of Video Input Object Using 'Integrated Webcam'.
Acquisition Source(s): input1 is available.
Acquisition Parameters: 'input1' is the current selected source.
10 frames per trigger using the selected source.
'MJPG_1280x720' video data to be logged upon START.
Grabbing first of every 1 frame(s).
Log data to 'memory' on trigger.
Trigger Parameters: 1 'immediate' trigger(s) on START.
Status: Waiting for START.
0 frames acquired since starting.
0 frames available for GETDATA.
 Pomocí vytvoøeného video objektu (vidObj) pak MATLAB komunikuje s da-
ným zaøízení. Chceme-li poøídit snímek, pou¾ijeme funkci getsnapshot. V





Pro ná¹ systém AHP budeme potøebovat balíky pro komunikaci s USB webkame-
rami a Arduino UNO deskou3. Mo¾nost pøidání balíèku najdeme v zálo¾ce HOME
v sekci ENVIROMENT tlaèítkem Add-Ons a volbou Get Hardware Support Pac-
kages (viz obr. 1.2) nebo prostým zapsáním pøíkazu supportPackageInstaller
do Command Window [19].
První volbou instalátoru jsou následující ètyøi mo¾nosti:
3 Arduino je vývojová deska s mikroprocesorem, která je vyu¾ívaná k tvorbì autonomních
projektù. Více v kapitole Arduino.
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2. ARDUINO
 Install from Internet: Sta¾ení z internetu a následná instalace podpùrného
balíèku na hostitelském poèítaèi.
 Download from Internet: Sta¾ení podpùrného balíèku bez instalace. Sou-
bory jsou ukládány do výchozí slo¾ky v mém pøípadì C:\MATLAB\
SupportPackages\R2014a\downloads.
 Install from folder: Instalace døíve sta¾ených podpùrných balíèkù.
 Uninstall: Odinstalace vybraných podpùrných balíèkù.
Obrázek 1.2: Spu¹tìní instalátoru podpùrných balíèkù
Potvrzením první volby se nám zobrazí seznam v¹ech podpùrných balíèku do-
stupných od spoleènosti MathWorks (viz obr. 1.3). Pøed instalací je je¹tì nutné se
pøihlásit k u¾ivatelskému úètu MathWorks. Mù¾eme v¹ak vyu¾ít i jiných zdrojù a
pak bychom pro instalaci vyu¾ili volby Instal from folder.
Obrázek 1.3: Výbìr potøebných balíèkù
2 Arduino
Arduino je open-source vývojová platforma z velké èásti zalo¾ená na mikropro-
cesorech ATMega od rmy Atmel. Slou¾í k øízení a kontrole pøipojených elektro-
nických souèástek a senzorù, díky nim¾ lze vytvoøit nesèetné mno¾ství projektù.
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2. ARDUINO
Arduino získává informace od rùzných snímaèù a senzorù (napøíklad snímaè vzdále-
nosti, itenzity svìtla nebo obyèejné tlaèítko) a pomocí tìchto údajù ovládá výstupy
(rozsvítí LED diodu, zastaví motor nebo zobrazí hodnotu na displej) [29]. Vývojo-
vých desek Arduino existuje celá øada a ka¾dá z nich má svá specika pro vyu¾ití
v jednotlivých projektech, a» u¾ se jedná a rozmìry desky, poèet výstupních pinù
nebo velikost pamìti (pøehled jednotlivých desek zde [17]).
Jeliko¾ se jedná o otevøený projekt a schémata jednotlivých desek jsou volnì
pøístupná, objevují se na trhu tzv. Arduino klony (napø. FreeDuino,LABduino)4,
které více èi ménì dosahují kvalit originálu a jejich¾ hlavní pøedností je ni¾¹í cena. Je
v¹ak mnoho klonù, které se pouze nesna¾í napodobit pùvodní desky, ale pøizpùsobit
je, a» u¾ svým tvarem, nebo parametry k specickému úèelu. Pøíkladem mohou být
desky:
 ArduPilot { navr¾ený pro ovládání autonomních létajících zaøízení (letadla,
kvadrokoptéry atd.),
 Rainbowduino { klon Arduina, který je vytvoøen pro ovládání maticových
RGB LED displejù,
 Bluno { jedná se o klon desky Arduino UNO , která je doplnìna o modul
podporující technologii bluetooth 4.0,
 A dal¹í (viz zde [3]).
Pokud nám základní Arduino deska nestaèí, mù¾eme jí doplnit o tzv. Arduino
shield. Shield (èesky þ¹títß) je v podstatì kompletní øe¹ení pro roz¹íøení Arduina
o nìjakou dal¹í nadstavbu. Jedná se o desku, která má stejné rozmístìní pinù
jako základní deska a jednoduchým nasazením na ní získáte roz¹íøení, které daný
shield nabízí a je vìt¹inou jasný u¾ z názvu shieldu (Ethernet shield, Wi shield,
Motor shield, GPS shield a dal¹í)[29]. Pokud v¹ak nechceme investovat do sériovì
vyrábìných shieldù, mù¾eme si vyrobit vlastní, jak bude ukázáno v kapitole
Pøipojení a ovládání krokových motorù .
Ov¹em aby Arduino deska pracovala podle na¹ich pøedstav, musíme nejdøíve
vytvoøit program pro Arduino mikrokontrolér (jednoèipový poèítaè). Arduino je
mo¾né programovat v jazyce C nebo C++. Nejroz¹íøenìj¹ím zpùsobem progra-
mování je v¹ak pou¾ití knihovny C++ Wiring. Díky komplexnosti této knihovny
je nìkdy oznaèovaná jako samostatný programovací jazyk. Kód napsaný v tomto
jazyce je pak následnì pøelo¾en a nahrán do mikroprocesoru z prostøedí Arduino
IDE (Integrated development enviroment obr.2.1) [29].
Tvorba projektù s Arduino deskami je velmi obsáhlá a vydala by na mnoho
knih, touto kapitolou jsem se pouze sna¾il vysvìtlit, co to Arduino je a nastínit jeho
mo¾nosti. Pro ty, kteøí by se chtìli o Arduinu dozvìdìt víc, bych odkázal na tyto
zdroje [29] [1] [2]. Nyní si pøedstavíme dvì zajímavé Arduino desky.




Obrázek 2.1: Vývojové prostøedí Arduino IDE
2.1 LilyPad Arduino
Vývojová deska LilyPad Arduino se u¾ na první pohled (viz obr. 2.2) od ostat-
ních velmi li¹í. Dùvod zmínky o ní není ten, ¾e bychom jí v na¹em systému AHP
pou¾ili (bylo vyu¾ito desky Arduino Uno), nýbr¾ ten, ¾e je to skvìlá ukázka pøizpù-
sobení tvaru a zpracování desky pro své vyu¾ití. Je navr¾ena pro tvorbu takzvaných
wearable zaøízení, tedy k tomu, ¾e si LilyPad Arduino pøi¹ijeme k obleèení vodivou
nití. To mù¾e být u¾iteèné k tomu, ¾e si vyrobíme cyklistickou mikinu s pøi¹itými
blinkry nebo svítící oblek pro psa [29]. Je tedy vidìt, ¾e mo¾nosti projektù jsou
omezeny pouze na¹í pøedstavivostí.
Obrázek 2.2: Vývojová deska LilyPad Arduino
2.2 Arduino Uno
Nyní se blí¾e podíváme na desku Arduino Uno, která je jednou z nejvíce
pou¾ívaných desek. Hlavním dùvodem je dostateèný poèet vstupních a výstupních
pinu pro zapojení dal¹ích periférií, velikost pamìti pro nahrání na¹eho kódu,
obsa¾ení USB konektoru a také pøimìøená cena, která se pohybuje v øádu nìkolika
stokorun. To z desky dìlá vhodného kandidáta pro vìt¹inu základních projektù. V
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systému AHP bude vyu¾ita jako øídící jednotka krokových motorù.
Popis jednotlivých èástí desky (viz obr. 2.3)[29]:
1. Resetovací tlaèítko { vyu¾ijeme ho tehdy, chceme-li pustit kód od zaèátku.
2. USB konektor { slou¾í k pøipojení k PC pro nahrání kódu, vytvoøení seriové
komunikace nebo k napájení.
3. Napájecí konektor { pokud nechceme mít desku pøipojenou pomocí USB.
4. ICSP { hlavice pro externí programování USB-serial pøevodníku.
5. USB-serial pøevodník { stará se o komunikaci mezi hlavním èipem a PC.
6. Indikaèní LED { bliká pokud probíhá komunikace pøes sériovou linku.
7. Hlavní èip desky.
8. Indikaèní LED { svítí pokud je deska pøipojená k napájení.
9. ICSP { hlavice pro externí programování hlavního èipu.
10. Digitální piny { slou¾í k zapojení rùzných el. souèástek a snímaèù.
11. Napájecí výstupy desky.
12. Analogové piny { slou¾í k pøipojení vodièù, na kterých budeme chtít mìøit
napìtí.
Obrázek 2.3: Vývojová deska Arduino Uno - popis souèástí - zdroj [29]
3 USB mikroskop
K poøizování snímkù bylo vyu¾ito ruèního digitálního mikroskopu Celestron II
(viz obr. 3.1). Nejedná se o mikroskop pro vìdecké úèely, pøesto je pro ná¹ projekt
plnì dostaèující. Souèástí balení je i stojánek, který ale nakonec pou¾it nebyl. Bylo
nutné zajistit pevnou polohu mikroskopu i pøi jeho vyndání a opìtovném umístìní.
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Zvìt¹ení 10 x { 150 x
Snímaè 2 Mpx (CMOS)
Rozmìry 108 mm x 32 mm
Osvìtlení 6 LED diody
Tabulka 3.1: Parametry digitálního mikroskopu - zdroj [6]
Obrázek 3.1: Digitální mikroskop Celestron II - zdroj [6]
Parametry mikroskopu jsou uvedeny v tabulce 3.1.
Jediná nevýhoda tohoto mikroskopu je jeho osvìtlení, které je zaji¹tìno pomocí
¹esti LED diod. Problém nastává pøi snímání odrazivých pøedmìtù, jako je sklo,
kov a dal¹ích. Kde dochází k odrazu bodových zdrojù a tím znehodnocení snímkù,
jak je vidìt na obrázku 3.2. Problém by se dal vyøe¹it vlo¾ením difuzoru (napø.
mléèného skla) pøed LED diody a tím èásteènì vytvoøit plo¹ný zdroj. Tento problém
byl prozatím vyøe¹en zakrytím diod a osvìtlování libely bylo zaji¹tìno rozptýleným
svìtlem ze záøivek v laboratoøi.




4.1 Popis a princip krokového motoru
Jedná se o synchronní toèivý stroj, obvykle napájený impulsy stejnosmìrného
proudu. Na rozdíl od klasického DC motoru mù¾eme u krokového motoru nastavit
pozici motoru a tu následnì silou udr¾et, co¾ má v¹ak za následek neustálý odbìr
proudu. Nejèastìji se s malými krokovými motory lze setkat v kanceláøské technice
(PC, tiskárny, faxy, atd.). Výkonnìj¹í krokové motory jsou pou¾ívané v prùmyslu,
pøedev¹ím v tiskaøských, døevoobrábìcích, manipulaèních a CNC strojích [10].
Motor se skládá ze dvou základních prvkù - z statoru (elektromagnet) a rotoru
(permanentní magnet). Statorové vinutí je buzeno tak, aby vytváøelo magnetické
póly opaèné k pólùm rotoru a docházelo tak k jeho otáèení. Princip je naznaèen na
obrázku 4.1, který zobrazuje osm po sobì jdoucích krokù (po øádcích zleva doprava).
V prvním kroku je rotor natoèený k horní cívce, ke které je pøivedeno napìtí. V dru-
hém kroku je vyu¾ito tzv. þpùl-krokováníß, kdy k otoèení rotoru o úhel 45° ve smìru
hodinových ruèièek jsou vybuzeny (pøipojeny k napìtí) zároveò horní i pravá cívka.
Buzením jednotlivých cívek ve správném poøadí tedy dosáhneme otáèení motoru.
Rotor i stator mohou mít hned nìkolik þmini-pólùß, s jejich¾ zvy¹ujícím poètem se
sni¾uje krokový úhel (úhel otoèení rotoru pøi jednom kroku) [25]. Je jasné, ¾e buzení
jednotlivých cívek nemù¾eme provádìt ruènì, proto je k chodu motoru nezbytné jeho
pøipojení k øídící jednotce, která bude za nás þbuditß jednotlivé cívky ve správném
poøadí a v urèitých èasových intervalech, díky èemu¾ lze denovat rychlost otáèení
motoru. Krokové motory se dìlí do dvou základních skupin podle øízení na :
Obrázek 4.1: Princip krokového motoru - zdroj [11]
1. Unipolární - U unipolárního øízení je v¾dy v jednom okam¾iku buzena právì
jedna cívka statorového vinutí. Krokový motor s tímto buzením má men¹í
odbìr, ale také men¹í kroutící moment.[25]
2. Bipolární - U bipolárního øízení krokového motoru je v¾dy buzeno nejménì
jedno ze statorových vinutí. Krokový motor pøi tomto buzení poskytuje vet¹í




4.2 Pou¾itý krokový motor
Pro otáèení stavìcích ¹roubù jsou pou¾ity dva krokové motory s oznaèením
M35SP-7 (viz obr.4.2), které byly odebrány z vyøazených skenerù. Souèástí motorù
byl i pøevodový systém, který na nich byl ponechán. Úhlový krok tìchto motorù je
7.5◦, a tedy pro otoèení motoru o 360◦ je nutné uèinit 48 krokù. Pùvodnì jsou tyto
motory konstruovány jako unipolární s pìti pøívodními kabely. Pro zvý¹ení kroutí-
cího momentu motoru byla v¹ak spoleèná zem cívek odebrána, díky èemu¾ se øízení
motoru stalo bipolární.




5 Co to je poèítaèové vidìní?
Poèítaèové vidìní (nìkdy oznaèované jako strojové vidìní nebo zjednodu¹enì
analýza obrazu) je oblast výpoèetní techniky a vývoje softwaru zabývající se získá-
váním informací z obrazu, a» u¾ se jedná o jeden snímek, sekvenci snímkù (video),èi
stereo-snímky. Software se nejen¾e sna¾í napodobit lidské vidìní, ale i následné
zpracování obrazu mozkem a reakci na zji¹tìné podmìty [22]. V dne¹ní dobì se v¹ak
u¾ nemù¾eme bavit jen o napodobení, ale spí¹e o pøevý¹ení nad lidským vidìním.
Nemusíme toti¾ snímat pouze ve viditelném spektru, jak je tomu u lidského zraku,
ale mù¾eme snadno vyu¾ít napøíklad termálních dru¾icových snímkù pro lokalizaci
lo¾isek po¾áru nebo rentgenových, ultrazvukových èi tomograckých snímkù, z
kterých mù¾eme získat data o velikosti orgánù, toku krve nebo detekci nádorù.
Pøíklady dìlení úloh poèítaèového vidìní [28] :
 Rozpoznání:
Klasickým problémem v oblasti poèítaèového vidìní je zjistit, zda obrazová
data obsahují konkrétní objekt, vlastnost nebo èinnost. Které pak následnì
identikujeme a poznatky dále zpracujeme. Problém rozpoznání mù¾eme dále
dìlit do dal¹ích podskupin:
◦ Poznání objektu:
V softwaru je pøedem specikovaná vlastnost objektu nebo objektù øaze-
ných do tøíd (napø. kolo, míè atd.) a po zpracování obrazu dojde k jeho
zaøazení k pøíslu¹né tøídì prvkù.
◦ Identikace:
Identikací rozumíme rozpoznání konkrétního objektu. Pøíkladem mohou
být aplikace na rozpoznání oblièeje, otiskù prstù nebo pøeètení èárového
kódu.
◦ Detekce:
Pøi detekci jsou v obrazových datech hledány prvky, které splòují pøedem
dané podmínky. Podmínkami mohou být tvar hledaného objektu, barva
èi velikost.
 Analýza pohybu:
Jak je ji¾ z názvu jasné, tato oblast poèítaèového vidìní se zabývá detekcí
objektù a zkoumáním jejich smìru pohybu, rychlosti atd.
 Rekonstrukce scény:
Pøi snímání objektu dochází k zachycení prostorového objektu na rovinu
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snímku. Rekonstrukce scény se zabývá opaèným postupem, kdy s vyu¾itím
více snímkù doká¾eme vytvoøit 3D model snímaného objektu.
 Restaurace obrazu:
Cílem restaurace obrazových dat je odstranìní ne¾ádoucích jevù, jako jsou ¹um
senzoru nebo rozmazání. Sna¾íme se o potlaèení poru¹ení obrazu na základì
znalosti charakteru poruchy nebo jejího odhadu.
V tomto textu se dále budeme zajímat pouze o detekci prvku v obraze, co¾
bude klíèové pro vytvoøení na¹eho systému AHP. Jak ji¾ bylo zmínìno v úvodu,
urèení náklonù bude probíhat tak, ¾e na poøízeném digitálním snímku budeme de-
tekovat obraz bubliny a støed libely, který je na libele charakterizován jako støed
soustøedného krou¾ku. Pokud chceme prvky v obraze detekovat, musíme nejprve
urèit podmínky, které je dostateènì popisují. Obrázek 5.1 zobrazuje vzorový snímek
libely a také stejný snímek se zvýraznìnými detekovanými prvky. Pokud tedy bude
osa zábìru digitálního mikroskopu kolmá k rovinì libely, detekovanými tvary budou
kru¾nice o urèitém polomìru. Kdyby nebyla tato podmínka splnìna, kru¾nice by se
díky perspektivnímu zkreslení zobrazily na snímku jako elipsy.
(a) (b)
Obrázek 5.1: Vzorový snímek krab. libely: a) originální snímek, b) detekované
kru¾nice.





Vznik digitálního obrazu spoèívá v pøevodu analogového signálu mìøeného na
snímacím èipu na signál digitální. Snímací èipy jsou souèástky obsahující velké mno¾-
ství polovodièových svìtlocitlivých elementù. Ka¾dý z tìchto elementù doká¾e vy-
hodnotit pouze intenzitu dopadajícího svìtla (resp. úroveò jasu), nikoliv barvu. Pro
získání informace o barvì je nutné pøed senzor umístit barevný ltr, který svìtlo
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o stejné barvì propustí a zvýrazní a ostatní barvy ltruje. K vyjádøení barvy jed-
noho pixelu5 potøebujeme tedy nejménì tøi snímaèe s pøedsazenými barevnými ltry,
nejèastìji èerveným, zeleným a modrým (viz Model RGB). Èasto je v¹ak vyu¾ito
tzv. þBayerovy maskyß (obr.6.1), kdy pro výpoèet barvy jednoho pixelu je vyu¾ito
ètyø sousedních elementù, pøièem¾ zelená barva je v masce zastoupena dvakrát z
dùvodu citlivosti lidského oka na tuto barvu [21] [30].
Obrázek 6.1: Bayerova maska
Digitální obraz je obvykle reprezentován maticí hodnot, které mù¾eme ma-
tematicky popsat pomocí spojité skalární funkce f dvou nebo tøí promìnných
oznaèované jako obrazová funkce. V obecném pøípadì je pevný monochromatický
obraz popsán obrazovou funkcí dvou promìnných f(x, y), kde x, y jsou souøad-
nice daného pixelu a hodnota obrazové funkce pøedstavuje úroveò jasu. Pokud
bychom pracovali s barevným (multispektrálním) obrazem, pøipadne ka¾dé dvojici
souøadnic x, y vektor hodnot, napø. jasù pro jednotlivé barevné slo¾ky. V pøípadì
popsání obrazové sekvence (videa) je nutné pou¾ít obrazovou funkci tøí promìnných
f(x, y, t), pøièem¾ promìnná t popisuje zmìnu èasu. Souøadnice pixelù jsou vzta¾eny
buï klasicky ke kartézské soustavì souøadnic, nebo pou¾ívají vlastní souøadnicový
systém oznaèovaný jako image coordinate system, v kterém je poèátek umístìn
do levého horního rohu digitálního obrazu, osa x smìruje vlevo a osa y dolù (viz
obr. 6.2). Tohoto systému je vyu¾ito i v prostøedí MATLAB, s tím rozdílem, ¾e
indexování zaèíná od 1 a ne od 0. Dal¹ími dùle¾itými pojmy digitalizace obrazu
jsou vzorkování a kvantování[21].
Obrázek 6.2: Souøadnicový systém obrazu
5




Vzorkováním rozumíme zaznamenávání hodnot spojité obrazové funkce f(x, y)
v pøedem daných intervalech, díky èemu¾ vytvoøíme matici obrazu s M × N pi-
xely. Za prvé je nutné zvolit vzorkovací møí¾ku, co¾ je plo¹né uspoøádání bodù pøi
vzorkování(viz obr. 6.3). Nejèastìji se setkáme s klasickou pravidelnou ètvercovou
møí¾kou, pou¾ívají se v¹ak i møí¾ky obdélníkové nebo hexagonální. A za druhé je
potøeba zvolit interval vzorkování neboli vzdálenost mezi nejbli¾¹ími vzorkovacími
body. Vzorkovací vzdálenost by mìla být volena minimálnì dvakrát men¹í, ne¾ je
velikost nejmen¹ích detailù v obraze [21][26].
Obrázek 6.3: Vzorkovací møí¾ka - ètvercová (vlevo) a hexagonální (vpravo) - zdroj
[21]
Kvantování
Kvantování je proces digitalizace, kdy spojitá hodnota obrazové funkce f(x, y) je
diskretizována do k stejných intervalù, také oznaèovaných jako kvantovací úrovnì.
Pokud je tedy pro ulo¾ení jasové informace pixelu pou¾ito b bitù, je poèet kvan-
tovacích úrovní k = 2b. Obvykle se pou¾ívá 8-bitového kódování (256 jasových
úrovní), tedy pro ulo¾ení barevného je nutné ka¾dý pixel reprezentovat 24 bity.
Poèet kvantovacích úrovní je nutné zvolit dostateènì velký, aby nezanikly detaily
obrazu a nevznikly fale¹né obrysy. V nìkterých pøípadech v¹ak staèí vyu¾ít pouze
dvou úrovní, které nám denují popøedí a pozadí obrazu. Takovýto obraz oznaèu-
jeme jako binární a vyu¾ívá se napøíklad pøi skenování starých map. Na obrázku 6.4
je znázornìna zmìna obrazu pøi rùzných poètech kvantovacích úrovní [21][26].
6.1 Barevné modely
Dùle¾itým parametrem obrazu je jeho barva6, informaci o v¹ech barevných slo¾-
kách si nese ulo¾enou ka¾dý pixel. Barvy lze vytváøet rùznými zpùsoby a právì jejich






Barva popisuje schopnost pøedmìtù odrá¾et svìtlo rùzných vlnových délek [30].
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Obrázek 6.4: Testovací obrázek Lenna - hodnota N oznaèuje poèet úrovní - zdroj
(http://www.optique-ingenieur.org)
RGB
V tomto modelu vzniká vytvoøení libovolné barvy slo¾ením tøí základních barev -
èervené (R,red), zelené (G,green) a modré (B,blue). Ka¾dou slo¾ku lze tedy vyjádøit
celoèíselnou hodnotou od 0 − 255 (pøi pou¾ití 8-bitového kódování). Hodnota 0
znamená, ¾e slo¾ka není v barvì zastoupena a maximální hodnota 255 znaèí, ¾e
intenzita slo¾ky nabývá nejvìt¹í intenzity. Jedná se o tzv. aditivní míchání, kdy se
jednotlivé intenzity slo¾ek sèítají. Pokud tedy slouèíme barvy o intezitách (0, 0, 0),
získáme èernou barvu, naopak pøi plné intenzitì (255, 255, 255) získáme bílou barvu
(viz obr. 6.5). Tento model se nejèastìji pou¾ívá v zobrazovacích zaøízeních, jako
jsou LCD monitory, projektory a dal¹í.[30]
Obrázek 6.5: Barevný model RGB
HSV
Barvy v tomto modelu nevznikají skládáním základních barev, nýbr¾ volbou tøí
základních parametrù - barevného tónu (H, hue), sytosti (S,saturation) a jasové hod-
noty (V,value). Barevný tón oznaèuje pøevládající spektrální barvu, sytost pøímìs
ostatních barev a jas pøímìs bílého svìtla [30]. Barevný prostor tohoto modelu je
èasto reprezentován ¹estibokým jehlanem (viz obr. 6.6).
©edá ¹kála - Gray scale
V nìkterých pøípadech je informace o barvì zbyteèná a staèí ukládat pouze infor-
maci o intenzitì jasu daného pixelu. Takovýto obraz se oznaèuje jako ¹edotónový,
jeho¾ jednotlivé pixely mohou nabývat hodnot od 0 − 255 (pøi pou¾ití 8-bitového
kódování). RGB obraz je vlastnì slo¾en ze tøí ¹edotónových obrazù, kdy ka¾dý z
nich obsahuje informaci o jasu dané základní barvy.
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Obrázek 6.6: Barevný model HSV - zdroj [30]
Pøevod barevného obrazu RGB do ¹edotónového obrazu je mo¾ný pomocí násle-
dující rovnice:
I = 0.299R + 0.587G+ 0.114B (6.1)
I oznaèuje intenzitu jasu novì vypoèteného obrazu v odstínech ¹edi. Je vidìt,
¾e se na nové hodnotì podílejí jednotlivé základní barvy rùznou mìrou. Tento fakt
vychází z toho, ¾e je oko je rùznì citlivé na jednotlivé barevné slo¾ky (nejcitlivìj¹í
je na zeleno¾lutou)[30][22].
7 Segmentace obrazu
Jedním z nejdùle¾itìj¹ích a zároveò nejtì¾¹ích krokù pøi zpracování obrazu je seg-
mentace obrazu. Jedná se o rozdìlení obrazu na èásti, které zobrazují námi hledané
prvky (oblasti nebo hrany) a jsou pro nás dùle¾ité pro dal¹í zpracování. Zbývající
èásti obrazu jsou pova¾ovány za pozadí obrazu, které ji¾ nepøiná¹í dal¹í informaci
[27]. V následujících podkapitolách si pøedstavíme dvì z mnoha metod segmentace
a demonstraci funkcí MATLABu pro jejich vyu¾ití.
7.1 Prahování
Prahování je jednou z nejstar¹ích a nejjednodu¹¹ích metod segmentace obrazu.
Hlavní my¹lenkou této metody je, ¾e hledané objekty a pozadí obrazu mají odli¹nou
intenzitu. Problém tedy spoèívá v nalezení takové hodnoty (prahu) obrazové funkce,
pro kterou bude platit, ¾e pixely s intenzitou men¹í, ne¾ je zvolený práh, jsou urèeny
jako pozadí a ostatní jsou pova¾ovány za pixely hledaných objektù (viz rovnice 7.1).
f(i, j) = 1 je-li g(i, j) ≥ T, (7.1)
0 jinak.
Hodnota T oznaèuje tzv. globální práh, jeliko¾ je jeho hodnota stejná pro celý
snímek, co¾ mù¾e být nevýhodné u nestejnomìrnì osvìtlených snímkù [27]. Obraz
lze prahovat nejen na základì intenzity jedné slo¾ky, ale i více, díky èemu¾ mù¾eme
vybírat prvky z obrazu na základì jejich barvy. V rovnici 7.3 je naznaèeno prahování
na základì barvy pøi pou¾ití barevného model HSV. Obrazové funkce h, s a v oznaèují
hodnoty základních parametrù pro daný pixel o souøadnicích i a j. Následnou volbou
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dolního a horního prahu mù¾eme pøesnì denovat barvu hledaných prvkù v obraze
a tím je oddìlit od pozadí.
f(i, j) = 1 je-li Thmin ≤ h(i, j) ≤ Thmax (7.2)
∧ Tsmin ≤ s(i, j) ≤ Tsmax
∧ Tvmin ≤ v(i, j) ≤ Tvmax
0 jinak.
Takovéto prahování lze uskuteènit v programu MATLAB pomocí okenní apli-
kace colorThresholder. V této aplikaci si zvolíme barevný model, na kterém
budeme chtít prahování aplikovat a nastavíme dolní a horní prahy pro jednotlivé
parametry popisující barevný model. Na obrázku 7.1 je vidìt, ¾e by se tato me-
toda dala pou¾ít k nalezení støedu libely, pokud by se soustøedná kru¾nice barevnì
li¹ila od pozadí obrazu jako zde. Segmentovaný binární obraz by se následnì zpraco-
val funkcí regionprops, která mìøí vlastnosti oblastí obrazu a tím bychom získali
støed libely. Problém v¹ak nastává pøi detekci bubliny, která s pozadím obrazu témìø
splývá a není tedy mo¾né nalézt jednoznaèný práh, proto je metoda k jejímu nale-
zení nevhodná. Metod prahování je v¹ak daleko více, jejich popis nalezneme v tìchto
èláncích, kterými jsem se nechal inspirovat i pøi psaní této kapitoly [27][21].
(a) (b)
Obrázek 7.1: Vzorový snímek krab. libely: a) originální snímek , b) segmentovaná
soustøedná kru¾nice.
7.2 Detekce hran
Mnohem vhodnìj¹í je tedy v tomto pøípadì vyu¾ít segmentaci na základì detekce
hran. þVýsledky neurofyziologického a psychofyzického výzkumu ukazují, ¾e pro vní-
mání èlovìka jsou dùle¾itá místa v obraze, kde se náhle mìní hodnota jasuß [21].
Tedy pixely, které tato místa reprezentují, jsou pova¾ovány za hrany. Jednou z cest
nalezení hran v digitálním obraze jsou metody zalo¾ené na první derivaci obrazové
funkce, nìkdy té¾ oznaèované jako gradientní metody. Princip tìchto metod spoèívá
v tom, ¾e v místech, kde se nachází hrana, dochází k nejvìt¹í zmìnì intenzity, za-
tímco v homogenních oblastech je zmìna, a tedy i první derivace je rovna nule.
Gradient ∇f(i, j) je vektor vyjadøující smìr nejvìt¹ího rùstu obrazové funkce, a je
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tedy kolmý k smìru hrany. Velikost gradientu |∇f(i, j)| a úhlu natoèení ψ vùèi ose
x lze vypoèítat z parciálních derivací obrazové funkce podle x a y pomocí vzorcù




















Problém v¹ak spoèívá v tom, ¾e pùvodnì spojitá obrazová funkce je diskretizo-
vána v prùbìhu digitalizace obrazu (vzorkování, kvantování) a výpoèet derivací pro
diskrétní funkci je nároèný. Proto je tedy potøeba parciální derivace aproximovat
vhodným výpoètem diferencí [21]. K tomu se èasto vyu¾ívají tzv. hranové detektory.
Pøedtím, ne¾ si pøedstavíme hranové detektory, je nutné objasnit princip konvoluce.
Konvoluce
Konvoluce je matematický proces úpravy signálù. V pøípadì digitálního obrazu
se konvoluce vyu¾ívá napøíklad k vyhlazení obrazu, zaostøení obrazu nebo detekci
hran. Pro výpoèet konvoluce potøebujeme vstupní obraz, v kterém budeme pro-
hledávat malé okolí ka¾dého pixelu a na základì toho pøepoèítávat jeho pùvodní
hodnotu. Pøíspìvek jednotlivých pixelù okolí je vá¾en hodnotami tzv. konvoluèní
masky. Princip konvoluce obrazu je pøehlednì ukázán na obrázku 7.2 [16].
Obrázek 7.2: Princip konvoluce - zdroj [16]
Hranové detektory
Hranové detektory se u¾ívají k nalezení hran v digitálním obraze. Jedná se v pod-
statì o vhodnì zvolené hodnoty v konvoluèní maskách, které pak následnì zvýrazní
pixely, které odpovídají hranì. Hranový detektor se mù¾e skládat i z více konvo-
luèních masek, pøièem¾ ka¾dá vyhledává hrany v jiném smìru. Pøíkladem mù¾e
být Prewittùv hranový detektor, který k aproximaci derivací pou¾ívá dvì konvolu-
èní masky o velikosti 3 × 3 , jednu pro odhad horizontálních zmìn Gx a druhou
pro vertikální zmìny Gy. Denujeme-li I jako zdrojový obraz v ¹edé ¹kále, pak
tyto aproximace derivací získáme takto (7.5) následným dosazením do rovnic (7.3) a
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(7.4) získáme následující vztahy (7.6) a (7.7)[21]. Výstupní obraz detekovaných hran
je pak následnì nutné segmentovat prahováním pro vyznaèení pouze významných
hran.
Gx =
−1 0 1−1 0 1
−1 0 1
 , Gy =














Hranových detektorù zalo¾ených na první derivaci existuje celá øada, vzájemnì





Matlab - hranová detekce
Pro vyhledání hran v obraze je v programu MATLAB pøipravena funkce edge,
v které jsou naprogramovány vý¹e zmínìné hranové detektory zalo¾ené na první
derivaci, ale i jiné metody jako napøíklad metody hledající prùchod nulou druhé
derivace popsané zde [21] [27]. Nejlep¹ích výsledkù v¹ak bylo dosa¾eno pøi pou¾ití
Prewittova detektoru. Povinnými vstupními parametry této funkce jsou typ hra-
nového detektoru a obraz v odstínech ¹edi, je tedy nutné pùvodní barevný obraz
nejprve do tohoto modelu pøevést. K tomu lze vyu¾ít funkce rgb2gray(), která k
pøevodu z barevného modelu RGB do odstínù ¹edi pou¾ívá tuto rovnici (6.1). Ne-
povinnými parametry mù¾eme zvolit prahovou hodnotu nebo urèit smìr hledaných
hran. Po zapsání pøíkazu hrany=edge(Img,'prewitt') se do matice hrany ulo¾í
binární obraz detekovaných hran (viz obr. 7.3 ).
(a) (b)
Obrázek 7.3: Vzorový snímek krab. libely: a) originální snímek , b) detekované
hrany prewittovým operátorem.
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8 Detekce - Houghova transformace
Poté, co jsme pomocí Prewittova hranového detektoru urèili pixely, které po-
va¾ujeme za hrany a jsou v binárním obraze reprezentovány hodnotou 1, je nutné
detekovat hrany reprezentující námi hledané kru¾nice. Jedna z metod øe¹ící tento
problém se nazývá Houghova transformace (HT). Autorem HT je Paul Van Cam-
pen Hough, který tuto metodu navrhl v roce 1959 pro detekci pøímek v obraze pøi
zkoumání drah elementárních èástic na snímcích z bublinkové komory. Princip HT
spoèívá v tom, ¾e body binárního obrazu (po hranové detekci) jsou transformovány
do parametrického prostoru, kde hlasují o pøíslu¹nosti k dané pøímce, která se v
tomto prostoru zobrazuje jako bod. Tuto metodu pozdìji zdokonalili O. Duda a
Peter E. Hart, kteøí vytvoøili zev¹eobecnìnou Houghovu transformaci, díky ní¾ lze
detekovat i ostatní parametricky popsané prvky jako kru¾nice, elipsy atd. [24].
8.1 Detekce pøímek
Jak je popsáno vý¹e, hledaný prvek obrazu je nutné popsat parametrickou rov-
nicí. Jednou z mo¾ností parametrizace rovnice pøímky je tzv. smìrnicový tvar pøímky
popsaný rovnicí
y = kx+ q, (8.1)
kde k oznaèuje smìrnici pøímky (tangenta úhlu sevøeného danou pøímkou a kladným
smìrem osy x) a q je posun pøímky po ose y. Tento tvar rovnice byl vyu¾it i pøi
pùvodním odvození metody. Problém v¹ak nastává pøi výskytu vertikálních pøímek,
kdy smìrnice pøímky nabývá nekoneèné hodnoty. Tento problém vyøe¹ili Duda a
Hart pou¾itím tzv. normálového tvaru pøímky
r = x cosϕ+ y cosϕ, (8.2)
pøièem¾ r oznaèuje vzdálenost bodu (x, y) od poèátku souøadného systému a ϕ je
úhel mezi normálou pøímky a osou x. Denujeme-li bod A(x1, y1), kterým prochází
pøímka, výsledná rovnice bude vypadat takto r = x1 cosϕ + y1 cosϕ (viz obr. 8.1)
[26][24][22].
Obrázek 8.1: Parametrický prostor - kartézský souø. prostor (vlevo), parametrický
prostor (vpravo) - zdroj [26]
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V parametrickém prostoru se ka¾dá pøímka procházející bodem A zobrazí jako
jediný bod. Svazek v¹ech pøímek procházejících bodem A bude reprezentován v
parametrickém prostoru jako spojitá køivka (sinusoida) [26]. Budeme-li tedy znát
alespoò dva body pøímky, které promítneme do parametrického prostoru, mù¾eme
neznámé r a ϕ urèit jako prùseèík tìchto køivek. Pro detekci pøímek v obraze je
tedy nutné vytvoøit tzv. akumulaèní matici H, která nám bude pøedstavovat dvou-
rozmìrný parametrický prostor. Poté bude pro v¹echny pixely vstupního binárního
obrazu, které charakterizují hrany, vypoètena hodnota parametru r pomocí rovnice
(8.4). Za parametr ϕ jsou následnì dosazovány hodnoty od 0 do pi s urèitým kro-
kem. Prùchodem jednotlivých pixelù se inkrementují hodnoty parametrù (r, ϕ) v
akumulátoru. Body le¾ící na jedné pøímce, inkrementují hodnoty právì na pozicích
(r, ϕ), odpovídající parametrickému popisu pøímky a pro následnou detekci pøímek
v digitálním staèí nalézt maxima v akumulaèní matici (viz obr.8.2) [26][22].
Obrázek 8.2: Ukázka akumulaèní matice - zdroj [26]
8.2 Detekce kru¾nic
Stejnì jako u detekce linií si musíme nejprve vyjádøit parametrickou rovnici kru-
¾nice. Jednoznaèné urèení kru¾nice je pomocí tøí parametrù r - polomìru a (a, b),
co¾ jsou souøadnice støedu kru¾nice. Ka¾dý bod kru¾nice o polomìru r a støedu v
bodì (a, b) lze tedy dle parametrického vyjádøení popsat rovnicemi
x = a+ r cosϕ, (8.3)
y = b+ r sinϕ.
Budeme-li tedy detekovat v binárním obraze kru¾nice o známém polomìru r mù¾eme
polohu støedu inkrementovat do dvourozmìrné akumulaèní matice s parametry a a
b, které vypoèteme následovnì:
a = x− r cosϕ, (8.4)
b = y − r sinϕ.
Parametr ϕ oznaèuje interval hodnot od 0 do 2pi. Kolem ka¾dého bodu binárního
obrazu bude v akumulaèní matici zakreslena kru¾nice o polomìru r. Budeme-li znát
pøesný polomìr detekované kru¾nice, v¹echny takto zakreslené kru¾nice se protnou v
jediném bodì, který charakterizuje støed pùvodní kru¾nice (viz obr 8.3). Následným
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nalezením maxim v této matici detekujeme støedy kru¾nic o polomìru r. Problém
v¹ak nastane, neznáme-li pøesný polomìr detekované kru¾nice. V tom pøípadì bude
nutné pou¾ít tøírozmìrný parametrický prostor s parametry a, b a r. Dùle¾itá je volba
intervalu prohledávaných polomìrù r, zvolíme-li velké rozmezí polomìrù, výpoèetní
èas plnìní akumulátoru a hledání maxim v nìm prudce vzroste. Kdybychom naopak
zvolili malé rozmezí mù¾e se stát, ¾e kru¾nice nebudou detekovány, jeliko¾ jejich
správný polomìr nebude spadat do zvoleného interval[22][23].
Obrázek 8.3: Ukázka hledání støedu detekované kru¾nice - zdroj
(https://www.researchgate.net/figure/277586131_fig2_
Fig-4-Hough-circle-transform-example)
8.3 Detekce kru¾nic - MATLAB
Pro detekci kru¾nic v programu MATLAB byly po¾ity tyto dvì funkce
circle hough a circle houghpeaks, které nejsou souèástí knihovny Image Pro-
cesing Toolbox a byly sta¾eny na ociálních stránkách MathWorks [20].
Funkce circle hough
Tato funkce slo¾í k vytvoøení 3D akumulaèní matice popsané vý¹e. Vstupními
parametry funkce jsou binární obraz hran, rozmezí prohledávaných polomìrù
a volba metody inkrementace. Pokud zvolíme volbu 'Normalise', jsou hodnoty
inkrementací v jednotlivých úrovních polomìru normovány, jeliko¾ kru¾nice s
vìt¹ím polomìrem mají více bodù, které je zastupují a byly by tak zvýhodnìny pøi
hledání maxim. Volba 'Same' ponechá pùvodní inkrementace. Pøíklad zápisu funkce:
H = circle hough(Img edges,rmin:rmax,'same');
Funkce circle houghpeaks
Poté, co jsme vytvoøili akumulaèní matici, musíme následnì nalézt její maxima a
tím detekovat pøípadné kru¾nice. A právì k tomuto úèelu slou¾í tato funkce, její¾
výsledkem jsou detekované polomìry a souøadnice støedù kru¾nic. Vstupem je tedy
akumulaèní matice vypoètená funkcí circle hough a nastavení tìchto tøí parame-
trù:
 Npeaks - je to poèet hledaných maxim.
 Nhoodxy - minimální prostorové oddìlení mezi vrcholy.
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 Nhoodr - oddìlení polomìru mezi vrcholy.
Pøíklad zápisu funkce:
vrcholy = circle houghpeaks(H,rmin:rmax, 'nhoodxy', 15, ...




V pøedchozím textu jsme si pøedstavili potøebný hardware, software a metody
pro detekci prvkù v digitálním obraze. Díky tomu jsme získali v¹echny potøebné
informace, pro vytvoøení systému AHP. V poslední èásti této práce slouèíme v¹echny
tyto poznatky a objasníme tvorbu samourovnávací desky a její øídící program v
podobì okenní aplikace.
9 Pøipojení a ovládání krokových motorù
Jak ji¾ bylo øeèeno krokové motory nemohou být pou¾ity bez øídící jednotky,
která ovládá spínání jednotlivých cívek statoru ve správném poøadí a po urèitých
èasových intervalech. Nyní si uká¾eme potøebné zapojení elektronických souèástek
a krokových motorù k vývojové desce Arduino Uno a tím z ní vytvoøíme øídící
jednotku pro dva krokové motory. Pøíklad zapojení jednoho krokového motoru k
desce Arduino pomocí nepájivého pole je vyobrazen na obrázku 9.1, který byl nalezen
i s návodem na této webové stránce [5]. Druhý krokový motor byl zapojen stejným
zpùsobem, jenom pro vstup do desky Arduino bylo vyu¾ito jiné ètveøice volných
digitálních pinù. Pozorný ètenáø si v¹imne, ¾e je k nepájivému poli pøipojena i 9V
baterie. Je to z toho dùvodu, ¾e Arduino desky pracují s napìtím o velikosti 5V a
to k chodu krokových motoru nestaèí, je tedy nutné pøipojit dal¹í zdroj energie. Ve
nálním projektu je zdroj dodáván pomocí trafa, poskytujícího napìtí 20V.
Obrázek 9.1: Ukázka zapojení motoru k Arduino desce
Potøebné elektronické souèástky:
 deska Arduino UNO,
 2 × krokový motor (viz kapitola Pou¾itý krokový motor),
 2 × H-mùstek (L293D),
 zdroj napìtí,
 deska plo¹ného spoje.
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K chodu motorù je potøebné nejen správné zapojení v¹ech èástí, ale také nahrání
kódu do Arduino desky. Deska je pak následnì pøipojena k poèítaèi USB kabelem,
pøes který probíhá sériová komunikace. Zde je ukázán nahraný kód a jeho jednotlivé




4 const int stepsPerRevolution = 48;
5 // %Pocet otocek potrebnych pro otoceni o 360 stupnu :
6 // %nas motor ma krok chodu o velikosti 7.5 stupnu--> 360/7.5= 48
7 // %Vytvoreni tridy Stepper (zadani poctu kroku na otocku a ...
vystupni PINy).
8 Stepper myStepper1(stepsPerRevolution, 10,11,12,13);
9 Stepper myStepper2(stepsPerRevolution, 2,3,4,5);
10 // %Deklarace funkce a jednotlivych promennych.
11 void pohyb motoru(int prvni, int druhy);
12 int poc otocek1; //
13 int poc otocek2; //
14 int pom;
15
16 //%Prikazy v teto funkci se provedou pouze pri zapnuti desky.
17 void setup() {








25 //%Prikazy v teto funkci se budou provadet v nekonecne smycce.
26 void loop() {






33 pohyb motoru(poc otocek1,poc otocek2);
34
35 // % Po ukonceni otaceni motoru je zpet poslano pismeno ”O”






42 //% Definice funkce
43 //% Funkce byla vytvorena proto, aby byly motory spousteny soucasne.











53 if (prvni<0) {p1=-1;}
54 if (druhy<0) {p2=-1;}
55






Jako podstavec této desky je pou¾ita trojno¾ka geodetického cílového terèe MOM
Budapest K202, která je pøeklopena vzhùru nohama. Nad trojno¾ku je pøi¹roubo-
vána hliníková deska, pomocí ní¾ je vytvoøena rovina, na které je umístìna snímaná
krabicová libela. Na hliníkové desce je je¹tì pøipevnìn kovový prvek s upevòovacím
¹roubem pro pøichycení pøístroje (viz obr. 10.1).
Obrázek 10.1: Ukázka srovnávací desky
Ve spodní èásti hliníkové desky jsou pøipevnìny dva krokové motory a jejich
øídící jednotka (Arduino Uno). Krokové motory byly pøipojeny k stavìcím ¹roubùm
i s pøevodovým mechanismem, jeho¾ ozubení zapadalo do ozubení stavìcích ¹roubù
(viz obr. 10.2). K urovnávání se vyu¾ívá pouze dvou stavìcích ¹roubù, a to kvùli
tomu, aby nedocházelo k zdvihu, ale pouze k urovnání pøístroje. Jeliko¾ je trojno¾ka
umístìna vzhùru nohama, nelze ji¾ aplikovat tzv. þpravidlo levého palceß, tedy ¾e
pohyb bubliny pøi urovnání bude stejný, jako smìr pohybu palce levé ruky. V tomto
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pøípadì se bude jednat o þpravidlo pravého palceß. Je v¹ak velmi dùle¾ité, abychom
rukou neotáèeli stavìcími ¹rouby, respektive krokovými motory zapojenými k øídící
jednotce. Pøi otáèení by se mohl naindukovat náboj, který by øídící jednotku znièil.
Obrázek 10.2: Upevnìní krokových motorù k stavìcím ¹roubùm
10.1 Pou¾itá krabicová libela
K urèování náklonù byla vyu¾ita krabicová libela s kovovým tìlem, vyrobená
rmou KINEX Measuring (viz obr. 10.3). Výrobce udává citlivost libely v rozmezí
5'-60'/2 mm, bohu¾el v¹ak nejsou blí¾e specikovány oblasti pro jednotlivé hodnoty
citlivostí [12].
Obrázek 10.3: Pou¾itá krabicová libela - zdroj [12]
Pro získání tìchto informací byl pou¾it tento postup. Libela byla spoleènì
se srovnávací deskou zhorizontována a následnì naklánìna v pøíèném smìru.
Naklánìní probíhalo postupnì v¾dy po stejném poètu krokù (konkrétnì první
motor o 50 krokù a druhý motor o -50 krokù). Po ka¾dé realizaci náklonu byla
urèena vzdálenost od støedu libely. Postup byl opakován, dokud nebyl jeden ze
stavìcích ¹roubù, vytoèen do své krajní polohy. Data získaná tímto testem byla
vynesena do grafu (viz obr. 10.4). Na grafu je vidìt, ¾e závislost posunu bubliny na
poètu krokù má lineární charakter, co¾ znaèí, ¾e citlivost libely v této promìøované
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oblasti by mìla být konstantní.
Z tìchto dat pak byla stanovena hodnota citlivosti libely 8'. Skuteènost, ¾e cit-
livost libely byla stanovena pouze pøibli¾nì, v¹ak nebude mít na vliv na koneè-
nou pøesnost urovnání, proto¾e citlivost libely potøebujeme znát pouze z dùvodu,
abychom mohli urèit poèet krokù motoru pro realizaci náklonu. To znamená, ¾e pøi
pou¾ití pouze pøibli¾né citlivosti se nemusí urovnání podaøit hned pøi první realizaci
náklonù, ale dojde k postupnému iterování.
Obrázek 10.4: Závislost vzdálenosti bubliny od støedu libely na poètu krokù mo-
toru
10.2 Upevnìní mikroskopu
Abychom mohli detekovat kru¾nice na digitálním snímku, je nutné, aby osa di-
gitálního mikroskopu byla kolmá k ose krabicové libely. K tomu byl vytvoøen stojan
z pevné plastikové lahve, který tuto podmínku splòuje. Digitální kamera je zasu-
nuta do hrdla láhve, které zaji¹»uje dostateènou oporu a zároveò chrání libelu pøed
zneèi¹tìním z okolí a umo¾òuje její osvìtlení pøirozeným svìtlem z venku (viz obr.
10.5).
10.3 Orientace mikroskopu
Pro správné detekování náklonù a následné urovnání je nezbytné, aby byla
krabicová libela snímána ze správného smìru. A to z takového, ¾e pøi podélném
naklánìní desky bude støed detekované bubliny mìnit pouze y-ovou souøadnici v
digitálním obraze a naopak pøi pøíèném naklánìní x-ovou souøadnici.
Nalezení tohoto smìru probìhlo tak, ¾e byla deska pøibli¾nì urovnána a následnì
byl do Arduina nahrán kód, který naklánìl desku pouze v pøíèném smìru z jedné
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Obrázek 10.5: Upevnìní mikroskopu v láhvi
krajní polohy do druhé. V programu MATLAB bylo pak spu¹tìno okno, které zobra-
zovalo jednotlivé snímky libely poøízené mikroskopem. Snímky byly doplnìny je¹tì
o dvì horizontální pøímky, které vymezovaly pozici, ve které by se mìla nacházet
bublina libely (viz obr. 10.6). Pokud pøi celém prùbìhu pøíèného náklonu bublina
þnevybìhneß mimo vykreslené pøímky, znamená to, ¾e jsme nalezli správný smìr.
Je jasné, ¾e smìry, které splòují tuto podmínku jsou dva, vzájemnì posunuté o
180◦. Musíme tedy vybrat ten, který zobrazuje snímek stejnì, jako pøi pohledu od
stavìcích ¹roubù. Nalezený smìr byl následnì oznaèen na hrdlo láhve a digitální
mikroskop.
Obrázek 10.6: Kontrola správného natoèení mikroskopu
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10.4 Urèení zdvihu stavìcích ¹roubù
Poté co byly v¹echny èásti srovnávací desky zkompletovány, bylo nutné urèit
vztah mezi poètem otáèek krokových motorù a jimi zpùsobeným náklonem. Náklony
desky byly rozdìleny do dvou slo¾ek (podélný a pøíèný). Budeme-li pohybovat
obìma stavìcími ¹rouby ve stejném smìru a o stejný poèet otáèek, realizovaný
náklon bude pouze v podélném smìru. Naopak pøi pohybu ¹roubù v opaèných
smìrech budeme naklánìt desku v pøíèném smìru.
Vztah mezi poètem otáèek a náklonem byl urèen tak, ¾e byla k desce pøipojena
totální stanice Leica TCA 2003 a náklony realizované urèitým poètem krokù byly
odeèítány pomocí integrovaného elektronického náklonomìru. Nejprve v¹ak musela
být totální stanice natoèena do správného smìru, tedy aby podélné náklony desky
detekovala totální stanice pouze jako podélné a naopak. K tomuto nastavení byl
vyu¾it stejný postup, jako pøi nastavení orientace mikroskopu. Srovnávací deska
byla souèasnì s totální zhorizontována a následnì byly odeèítány náklony pro
jednotlivé poèty krokù (viz tabulka 10.1).





1. motor 2. motor 1. motor 2. motor
10 10 0,005 -10 10 0,006
20 20 0,010 -20 20 0,016
50 50 0,024 -50 50 0,042
100 100 0,048 -100 100 0,083
200 200 0,099 -200 200 0,170
300 300 0,153 -300 300 0,259
400 400 0,201 -400 400 0,335
500 500 0,260 -500 500 0,443
-10 -10 -0,006 10 -10 -0,006
-20 -20 -0,010 20 -20 -0,014
-50 -50 -0,023 50 -50 -0,041
-100 -100 -0,045 100 -100 -0,088
-200 -200 -0,097 200 -200 -0,176
-300 -300 -0,140 300 -300 -0,256
-400 -400 -0,195 400 -400 -0,325
-500 -500 -0,253 500 -500 -0,457
Tabulka 10.1: Hodnoty detekovaných náklonù
Poté byly z tìchto hodnot urèeny parametry, které urèují stejný poèet krokù
obou motorù pro náklon 1 mgon v podélném respektive pøíèném smìru. K tomu byl
vyu¾it tento vzorec:





Prostým aritmetickým prùmìrem pak byla urèena hodnota 2,022 krokù/mgon pro
podélný náklon a 1,253 krokù/mgon pro pøíèný náklon. Znamená to tedy, ¾e pokud
budeme chtít naklonit desku v podélném smìru o 1mgon, musíme obìma krokovými
motory otoèit o 2,022 kroku a analogicky v pøíèném smìru. Krokovými motory v¹ak
lze otoèit pouze o celoèíselný poèet krokù, proto výslednou hodnotu musíme v¾dy
zaokrouhlit. Smìr náklonu je pak urèen smìrem otáèení krokových motorù.
10.5 Urèení náklonù
Detekcí kru¾nic na snímaném obraze získáme souøadnice jejich støedù. Pokud se
souøadnice neshodují, znamená to, ¾e snímaná libela není urovnána. Vypoèítáme
tedy souøadnicové rozdíly dx pro pøíèný smìr a dy a pro podélný smìr. Následnì je
nutné urèit skuteènou velikost pixelu vpx, toho docílíme tak, ¾e vydìlíme prùmìr
soustøedného krou¾ku zmìøeného na libele a prùmìr odeètený na obraze. Následným
vynásobením souøadnicového rozdílu, velikosti pixelu a citlivosti libely C urèíme
výsledné hodnoty náklonù. Následující rovnice popisují tento postup.
dx = xlib − xbub




ϕ = dx · vpx · C
λ = dy · vpx · C
11 Øídící program
Pro kontrolu celého programu byla vytvoøena okenní aplikace ve vývojovém
prostøedí GUIDE, které poskytuje nástroje pro navr¾ení vlastního u¾ivatelského
rozhraní (zkratkou v anglickém jazyce þGUIß). Vytvoøené GUI obsahuje inter-
aktivní tlaèítka, roletová menu, boxy pro vkládání hodnot, popisy a dal¹í prvky.
Díky tomu mù¾e i u¾ivatel neznalý programování v MATLABu ovládat v¹echny
vytvoøené funkce. Pøi zalo¾ení u¾ivatelského rozhraní aplikace GUIDE automaticky
vygeneruje dva soubory, v tomto pøípadì leveling.m a leveling.g . Soubor
leveling.g obsahuje informace o umístìní jednotlivých grackých prvkù programu
(tlaèítka, texty, roletová menu atd.). Do druhého souboru leveling.m pak zapisujeme
kód, který denuje chování programu pøi interakci s prvky u¾ivatelského rozhraní
[13].
Po spu¹tìní tohoto programu a následném úspì¹ném urovnání se hodnoty vstup-
ních parametrù (název kamery, prùmìr libely, typ hranového detektoru atd.) ulo¾í
do textového souboru þsettings.txtß. Pøi následném spu¹tìní aplikace se tyto para-
metry automaticky vyplní podle pøedchozího nastavení a mù¾eme rovnou pøistoupit
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k urovnání. Okno je pro pøehlednost dìleno do jednotlivých oddílù, které zlep¹ují
orientaci v hlavním oknì (viz obr. 11.1).
Obrázek 11.1: Gracké rozhraní programu
Obrazové okno
Toto okno slou¾í k zobrazení ¾ivého pøenosu z pøipojené kamery, mìøení prùmìrù
detekovaných kru¾nic a také zobrazení jejich detekce, co¾ je dùle¾ité pro vizuální
kontrolu správné detekce u¾ivatelem. Pro manipulaci s obrazovými daty v tomto
oknì jsou pou¾ita tøi funkèní tlaèítka. Zoom In a Zoom Out pro pøiblí¾ení a oddálení
obrazu a tlaèítko Pan, které umo¾òuje posun okna po pøiblí¾eném obraze.
Nastavení kamery a COM portu
Stiskem tlaèítka Parametry obsa¾eném v této èásti se zobrazí menu, v kterém se
jsou uvedena ve¹kerá dostupná zaøízení vèetnì podporovaných obrazových formátù.
Jejich potvrzením pak danou kameru pøipojíme. Zvolené parametry se následnì
zobrazí v popiscích pod tímto tlaèítkem. Pro spu¹tìní ¾ivého náhledu pøipojené
kamery vyu¾ijeme tlaèítka Spus».
Pøi spu¹tìní této okenní aplikace vyhledá MATLAB v¹echny dostupné komuni-
kaèní porty a jejich názvy vlo¾í do roletového menu. V nìm si pak zvolíme sériový
port charakterizující komunikaci mezi poèítaèem a deskou Arduino Uno. Pokud by
v roletovém menu bylo více dostupných COM portù, mù¾eme ve správci zaøízení
najít ten správný. Po zvolení pøíslu¹ného portu spustíme komunikaci tlaèítkem Pøi-
pojit. Pøi úspì¹ném pøipojení se popis tlaèítka zmìní na Odpojit. Pøed ukonèením




Prvky v tomto oddílu jsou ve výchozím nastavení needitovatelné. Pro jejich
zpøístupnìní je nutné stisknout tlaèítko nastavení, které se nachází vpravo od oddílu
a je reprezentováno obrázkem ozubeného kola. Pøi jeho stisknutí se v obrazovém
oknì zobrazí snímek libely, poøízený pøipojenou kamerou.
Na tomto snímku je nutné následnì zmìøit prùmìr hledaných kru¾nic, díky
èemu¾ upravíme interval prohledávaných polomìrù pøi detekci kru¾nic s HT. K
urèení tìchto prùmìrù se vyu¾ívají tlaèítka Zmìø, které po stisknutí vytvoøí v
obraze linii s popiskem její délky. Koncové body této linie se dají v obraze posouvat
pomocí my¹i. Potvrzením tlaèítka se hodnota délky linie (reprezentující prùmìr
kru¾nice) ulo¾í.
Dále je nezbytné vyplnit citlivost libely, prùmìr soustøedného krou¾ku libely a
pøesnost urovnání. Jednotky, v kterých se hodnoty zadávají, jsou uvedeny v po-
piscích. Pøesnost urovnání je mezní hodnota náklonu, tedy kdy¾ detekovaný pøíèný
i podélný náklon budou men¹í ne¾ tato hodnota, systém urovnávání ukonèí. Kdy-
bychom tedy vlo¾ili hodnotu 0, urovnávání by probíhalo, dokud by souøadnice støedù
kru¾nic nebyly toto¾né.
Nastavení detektoru hran
Pro zpøístupnìní tohoto oddílu musíme stejnì jako u nastavení parametrù libely
nejdøíve kliknout na tlaèítko nastavení. Díky tomu se v obrazovém oknì zobrazí bi-
nární obraz (po hranové detekci s parametry pøedchozího nastavení) snímku poøíze-
ného kamerou. Následnou volbou hranového detektoru a prahové hodnoty mù¾eme
ovlivnit výsledný binární obraz detekovaných hran, který pak dále zpracováváme
pomocí HT. Nejlep¹ích výsledkù pøi detekci hran bylo dosa¾eno pøi pou¾ití Prewit-
tova hranového detektoru s prahovou hodnotou 0.02. Pokud prahovou hodnotu v
tomto oddíle nevyplníme, jednotlivé hranové detektory si ji zvolí automaticky.
Výsledky
V této èásti hlavního okna se zobrazují prùbì¾né výsledky urovnávání (souøadnice
støedù kru¾nic, vypoètené náklony) a po koneèném urovnání i celková doba trvání.
12 Pou¾ití programu
Pøed spu¹tìním aplikace v programu MATLAB, je nutné pøipojit k PC
digitální mikroskop a desku Arduino Uno pomocí USB kabelù. Následnì pøipo-
jíme napìtí ke krokovým motorùm, kdybychom tak neuèinili, program by tuto
skuteènost nezjistil a sériová komunikace s deskou by probíhala i tak, proto¾e je na-
pájena USB kabelem. Ve výsledku by tedy nedocházelo k otáèení krokových motorù.
Poté mù¾e být na¹e aplikace spu¹tìna. Pokud aplikaci spou¹tíme poprvé,
musíme nastavit v¹echny vstupní parametry, jinak se zobrazí hodnoty z pøedchozího
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spu¹tìní. Následnì musíme vybrat komunikaèní port øídící jednotky a spustit
komunikaci. Nyní je ji¾ program pøipraven k urovnávání desky, které se zahájí
tlaèítkem Zaèni urovnávat.
13 Testování programu
Pro získání pøedstavy o pøesnosti urovnání srovnávací desky do vodorovné po-
lohy byla v programu nastavena pøesnost urovnání 0 gon, to znamená, ¾e urovnávání
probíhalo do té doby ,dokud souøadnice støedù kru¾nic nebyly toto¾né. Poté co byla
deska takto urovnána, byly odeèteny zbytkové náklony pomocí totální stanice Leica
TCA 2003. Výrobce této totální stanice bohu¾el neuvádí pøesnost elektronického ná-
klonomìru. Pøesto se dá pøedpokládat, ¾e bude nìkolikanásobnì lep¹í, ne¾-li pøesnost
krabicové libely. Z toho dùvodu jsou tedy tyto hodnoty pova¾ovány za bezchybné.
Zji¹tìné hodnoty zbytkových náklonù jsou uvedeny v tabulce 13.1 i s hodnotami
pùvodních náklonù a celkové doby urovnání.
Pùvodní náklony Zbytkové náklony délka urovnání
[s]podélný [gon] pøíèný [gon] podélný [gon] pøíèný [gon]
-0,045 0,371 0,004 0,009 47
0,317 0,045 0,001 0,003 59
0,250 0,455 0,012 0,000 41
-0,236 0,421 0,012 0,002 61
0,063 -0,499 0,014 0,007 33
-0,236 0,020 0,001 0,007 34
0,374 -0,002 -0,002 -0,004 53
0,292 -0,507 0,002 -0,004 85
-0,150 -0,236 0,000 0,005 33
0,235 0,431 0,013 0,002 29
Tabulka 13.1: Testování pøesnosti urovnání
Prùmìrná chyba urovnání tedy vychází 0,005 gon, co¾ je velice uspokojivý výsle-
dek pøi urovnávání s pomocí krabicové libely. Dal¹ím dùle¾itým parametrem je doba
trvání urovnávání. Prùmìrná doba horizontace srovnávací desky byla pøi tomto tes-
tování 47,5 s. Hlavním dùvodem takto vysoké hodnoty je to, ¾e byla nastavená velká
pøesnost urovnávání. Pøi nastavení pøesnosti urovnání 0.050 gon, se délka urovnávání




Cílem této bakaláøské práce byl vývoj zaøízení pro automatickou horizontaci.
Tento úkol se skládal z nìkolika èástí. Nejdøíve bylo nutné navrhnout podobu a
vytvoøit srovnávací desku, která reprezentuje horizontovanou rovinu. Základem této
desky je upravená trojno¾ka z geodetického cílového terèe a k ní jsou pøipevnìny dva
bipolární krokové motory, jejich¾ úkolem je otáèení stavìcích ¹roubù. K øízení tìchto
motorù je vyu¾ito vývojové desky Arduino Uno, která komunikuje s poèítaèem pøes
sériový port.
Urèení náklonù je uskuteènìno snímáním krabicové libely digitálním USB mikro-
skopem a na poøízených snímcích jsou detekovány kru¾nice, které pøedstavují bub-
linu a soustøedný krou¾ek libely. Pro detekci kru¾nic v digitálním obraze je pou¾ita
Houghova transformace. Náklony desky jsou poté urèeny jako souèin souøadnicového
rozdílu, velikosti pixelu a citlivosti libely.
Pro øízení celého systému byla v programu MATLAB vytvoøena okenní aplikace,
která komunikuje a øídí pøipojená zaøízení. V této aplikaci musí u¾ivatel vyplnit
po¾adované vstupní parametry a stiskem jednoho tlaèítka spustí proces urovnávání,
které prùmìrnì trvá 30 vteøin.
V této práci jsme se pøevá¾nì zamìøili na celkovou technickou realizaci srov-
návací desky a jejího øídícího programu, které dohromady tvoøí systém AHP. Tes-
tování tohoto systému probìhlo z èasových dùvodù pouze v omezené míøe. Pøesto
pøi urèování zbytkových náklonù pomocí totální stanice bylo zji¹tìno, ¾e prùmìrný
zbytkový náklon vychází 0,005 gon. Kdybychom chtìli náklony získávat elektronic-
kým náklonomìrem, cena snímaèe o pøibli¾nì stejné pøesnosti by mohla dosáhnout
i nìkolik desítek tisíc korun. Celkovì bych tedy výsledné zaøízení a program hod-
notil velice pozitivnì, i kdy¾ je samozøejmì je¹tì spousta mo¾ností jak ho vylep¹it.
Hlavním prvkem pro zlep¹ení by nejspí¹e byla doba urovnávání, která by se dala
vhodnou optimalizací kódu a urèitého pøedzpracování obrazu zrychlit. Systém bych
tedy pøirovnal k ¾áku prvního roèníku prùmyslové ¹koly, který ji¾ doká¾e preciznì
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