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Dříve než začnu s výkladem o tvorbě grafického intra, je nutné pochopit co intro vlastně je.
Proto se vám pokusím v následujících řádcích objasnit pojmy: intro, scéna, OpenGL. V podkapitole
Můj záměr se zmíním o tom, pro jaké intro jsem se rozhodl. V dalších kapitolách této práce vás pak
seznámím s možnou tvorbou intro aplikace, zodpovím na otázku: „Jakým způsobem docílit chtěnou
velikost“, rozvedu způsob vytváření textur pomoci Perlinova šumu, ke kterému přidám příklady mého
použití a nakonec osvětlím metody vytváření dynamických scén. Zde se pozastavím se u simulací a
fyziky použité v mém intru. 
1.1 Vznik intro aplikace
Pojem intro vznikl z anglického slova introduce – představit. Grafické intro vždy vznikalo za účelem
prezentovat  schopnosti  programátora.  Mělo  by  sloužit  jako  vizitka  toho,  co  programátor  dokáže
vytvořit. Mnoho takovýchto vývojářů se dostalo k velmi zajímavému zaměstnání a pracují například
u herních společností, spolupracují na vývoji nových grafických akcelerátorů, stali se profesionálními
hudebníky, nebo založili vlastní prosperující IT firmy. O jejich znalosti a know-how je velký zájem.
Toto byl také jeden z důvodů, proč jsem se chtěl tvorbou intra zabývat.
První  intra  vznikaly  s  generací  dětí,  které  vyrostly  s  prvními  domácími  počítači  v
osmdesátých letech 20. století, odkdy se mimo jiné datuje i vznik počítačového pirátství. Crackeři (ti
kteří  odstraňovali  ochrany  proti  kopírování  z  počítačových  her)  začali  přidávat  před  hru  svoje
grafické prezentace takzvané „cracktro“, aby jejich těžká práce s prolamováním ochrany neztratila
svého  autora.  Prolomení  nebylo  nijak  jednoduché  a  stejně  tak  vytvoření  zajímavého  grafického
podpisu. A tak se občas stalo, že „cracktro“ vypadalo lépe než hra samotná. Proto některé piráty
přestalo bavit zbavovat hry ochran a soustředili se výhradně na ony krátké prográmky, které se k nim
přilepovaly. Tito lidé se postupem času od pirátské scény zcela oddělili, vytvořili si nové skupiny a
začali tvořit pouze intra a dema, většinou na počítačích C64, později na Amize, které vděčíme za zrod
demoscény  v  dnešní  podobě.  Intro  se  postupem  času  stává  jedním  z  nejzajímavějších  druhů
digitálního umění.
Dnes se k nám intra a dema většinou nedostávají spolu s crackovým softwarem, ale jsou
volně šířena přes  internet, jako samostatná díla, prezentující umění tvůrců.
V dnešní době se více než na technickou stránku, hledí na stránku uměleckou, ale přesto to
nejsou  sto  megabytové  filmy,  ale  malé,  často  jen  několika  kilobytové  spustitelné  programy,
obsahující  nekonvenční  efekty,  hudbu a příběhy.  Bez použití  nákladného vybavení  video-studií  a
vývojářských  firem,  dokáží  jejich  tvůrci  společně  stvořit  unikátní  audiovizuální  díla,  ve  kterých
divákovi předvádějí své schopnosti. 
Informace v tomto textu jsou převzatý ze stránek scene.cz[8].
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1.2 OpenGL
OpenGL je multiplatformní knihovna pro tvorbu grafických programů. Instaluje se spolu s operačním
systémem Windows,  proto  lze  intro aplikace používající  OpenGL kopírovat  bez nutnosti  přibalit
nějakou knihovnu.  OpenGL umožňuje hardwarovou podporu grafických efektů.  Je to programové
rozhraní mezi grafickou kartou a aplikací. Pomoci OpenGL se dá lehce integrovat 2D a 3D grafika do
programů. Knihovna je vytvořena tak, aby byla nezávislá na jazyce, ve kterém je použita. Je jen na
programátorovi zda se mu lépe pracuje v jazyce Java, C, Delphi, Pascal, C# nebo C++. Aplikace s
použitím  OpenGL  jde  použít  takřka  ve  všech  jazycích  stejným způsobem.  Jen  se  mění  způsob
vytvoření okna, do kterého bude OpenGL kreslit. Mým zadáním plynulo použití operačního systému
Windows a tedy nejjednodušší a velikostně nejvýhodnější bylo použít Win API.
OpenGL  se  chová  jako  stavový  automat,  který  má  pouze  registry  se  zapamatovanou
informací jakým způsobem se má zobrazovat. Např. Nastavíme nějakou texturu. Od této chvíle do
doby než nastavíme jinou, se pro otexturovaní těles bere v potaz právě  tato textura. Takto je to se
všemi  vlastnostmi  v  OpenGL (světla,  barva,  povolení  stencilbufferu,…).  Mnoho  začátečníků
zapomíná,  že  stejně  to  platí  také  pro  transformační  matice.  Zvláště  pak  v  případech,  kdy  se
zpřeházejí. Skládání transformací se provádí násobením transformačních matic. Násobení matic není
komutativní, proto je důležité dbát na seřazení transformačních operací. 
Vykreslení scény se provádí procedurálně voláním funkcí OpenGL. Pro zobrazení se vyberou
data  z  framebufferu,  kde  jsou  uloženy  informace  o  jednotlivých  pixelech (barva,  průhlednost,
hloubka).  OpenGL nezaručuje identické zobrazení na dvou různých grafických adaptérech. Pouze
definuje jaké  operace má grafická  karta  vykonat.  Jak je ve  skutečnosti  vykoná,  záleží  pouze na
hardwarové  reprezentaci (např.  rozdílný  algoritmus  interpolace  antialiasingu,…).  OpenGL  řeší
spoustu věcí v prostoru za vás, ale spoustu jich také neřeší. Mezi věci, které řeší  a stojí za zmínění,
patří například:
1. Vytváření primitiv: bodů, čar a ploch v prostoru
2. Vyplňování ploch
3. Rasterizace (převod 3D do 2D)
4. Hloubková kontrola (těleso se vykreslují od nejvzdálenějšího)
5. Osvětlovací model (Vypočteny pomoci normál a pozic světel nevrhá stíny)
6. Materiály těles (nastaveni odlesku, barvy, …)
7. Mapování textur na tělesech
8. Použití Mipmap textur
Naopak věci, které by měly, dle mého názoru, být také součásti takovéto multimediální knihovny,
 jsou například:
1. Perspektivní zobrazení(vynahrazeno funkci z glut)
2. Pohyb kamery (vynahrazeno funkcí z glut)
3. Vytváření stínů (musí řešit  programátor)
4. Nanesení výškové, normálové a odleskové textury pomoci jednoho příkazu
5. Možná by zde mohlo být také ozvučení scény ale to už by možná dělalo OpenGL moc složité
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Nejpoužívanější funkce OpenGL [7]
• glEnable() a glDisable()
povoluje a zakazuje funkcionality OpenGL např. Globální povolení světel GL_LIGHTING,
průhlednost GL_BLEND, povoleni mlhy GL_FOG, … 
• glBegin() a glEnd()
Začátek  a  konec  zadávání  vertexů  (souřadnice  v  prostoru)  pro  bod  (GL_POINT),
přimknu (GL_LINE)  nebo plochu (GL_TRIANGLE,  GL_QUADS,  GL_POLYGON, …) a
jejich podskupin jako je například řada trojúhelníku GL_TRIANGLE_STRIP, postupná čára
GL_LINE_STRIP a mnoho dalších.
• glPushMatrix() a glPopMatrix()
Push zálohuje matici transformaci a pop ji nahraje ze zásobníku zpět k použití.
• glLoadIdentity()
Nahraje do právě používané matice jednotkovou matici. Něco jako restart matice.
• glFlush()
Zaručí vykreslí scény právě v tuto chvíli.
• glBindTexture()
Říká jaká textura se má použít pro texturování
Funkce pro násobení aktuální transformační matice.
• glTranslatef()
Specifikuje posun o vektor zadaný v parametru 
• glRotatef() 
Specifikuje  transformaci  rotace.  Otočí  později  specifikované  tělesa  o  uhel(zadaný  v
parametru  funkce)  okolo  vektoru(zadaný  v  parametru  funkce)  směřujícího  ze  středu
souřadnicového systému 
• glScalef()
Změny měřítka, kdy je těleso nezávisle zvětšeno/zmenšeno ve třech směrech odpovídajících
jednotlivým souřadným osám. 
Následuje série  funkcí, u kterých postfixem v nazvu funkce udáváme co budou  přijímat:
Pro jakou dimenzi budeme funkci volat (2→2D, 3→3D), zároveň taky určuje počet parametrů.
Následuje písmeno určující datové typy parametrů (f → float, d → double, i → integer).
Pokud je na konci funkce písmeno 'v' chystáme se předat funkci jen ukazatel na pole dat (v → data v
poli, bez v → počet parametrů dle dimenze)
• glVertex3fv()
Tento příkaz reprezentuje souřadnice bodu pro dříve určenou operaci.
• glColor3f()
Udává,  jakou  barvou  se  bude  vykreslovat.  Nesmí  být  zapnuté  osvětlení  jinak  se  barvy
neberou v potaz.
• glNormal3f()
Touto funkci je zadán vektor kolmý k povrchu pro výpočet intenzity osvětlení.
• glTexCoord2f()
Přiřazuje k bodu texturovací souřadnici.(místo na textuře)
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1.3 Můj záměr
Vybral  jsem si  téma  intro  scéna,  protože  se  domnívám,  že  mi  pomůže  prohloubit  mé  znalosti
programovacích technik.  V této práci  jsem se pokusil  o  své první  intro.  Úmyslem bylo vytvořit
nějakou  pohybující  se  scénu.  Po  prozkoumání  možností  mě  nadchla  myšlenka  japonských
mechanizmů,  které  si  předávají  kinetickou energii.  Nechtěl  sem začít  dělat  hned nějak extrémně
složitou scénu a tak sem se rozhodl pro pád domina.
Scénu jsem obohatil o pád kuličky po schodech a následné rozpohybování domina. V práci jsem se
zaměřil na realističnost pádu jak kuličky po schodech tak následné padání domina. 
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2 Minimalizace aplikace
Ze zadání plyne povinnost minimalizace velikosti spustitelné aplikace na velikost 64kB, proto mým
prvním krokem při tvorbě takovéhoto softwaru bylo seznámit se s možnostmi minimalizace. Abych
mohl  porovnávat  možnosti,  nechal  jsem si  vygenerovat  vývojovým prostředím DevC++ vzorový
příklad použití OpenGL, které pouze vytvoří okno a zobrazí v něm scénu (Ilustrace 2.1) s jedním
točícím se trojúhelníkem, za použitím knihovny OpenGL.
Po prvním přeložení takovéhoto základu jsem již potřeboval 28kB. To je téměř  polovina celkové
velikosti, které mělo intro mít. To se mi samozřejmě nelíbilo a proto následovaly úpravy, jež popisuji
v následujících kapitolách.
2.1 Techniky použité pro minimalizaci kódu
Zmenšení  výsledného  binárního  kódu  jsem svěřil  do  rukou  překladače.  Pokud  se  dodrží  zásady
správného programování, tak zbytek optimalizace kódu pro velikost zařídí překladač se správnými
přepínači, které lze nalézt v [1]. Jednou ze zásad pro psaní malého kódu je psát vše co nejobecněji
aby funkci šlo znovu použít i pro podobnou operaci někdy později. Další pravidlo říká, že pokud jde
na něco použít cyklus tak se použije a nebude se pod sebou něco stejného vícekrát vypisovat. Pokud
jsou podobné bloky kódu tak je máme zobecnit a vložit do jedné funkce. Při zadávání desetinného
čísla (konstanty) je vhodné vložit za číslo postfix f, který říká překladači, aby toto číslo ukládal do
float proměnné, která je velikostně menší než double do kterého se konstanta vloží implicitně.
Další  možností  minimalizace  aplikace  je  použití  samorozbalovacího  archivu (viz  Kapitola
níže). Dalším, v mém případě  neschůdným způsobem je nepoužívání standardních knihoven, díky
kterým se spouští jako první věc programu funkce main() s předáním argumentů při spuštění a mnohé
další  funkcionality (trunc, …), se kterými jako programátor počítám, a je velmi nemile,  pokud je
nelze použít. Člověk poté musí hledat a implementovat jejich náhrady.
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2.2 Překlad a linkování souboru
Pro nastavení vlastnosti a chování překladače a linkeru se používají takzvané přepínače (flags). Pro
tvorbu intra je nejzajímavějším přepínačem -Os, který stejně jako ostatní optimalizace (O1, O2, atd.)
zapíná  sadu  jiných  přepínačů.  Přepínač  -Os  zapne  optimalizaci  kódu  zaměřenou  na  velikost
výsledného souboru. V podstatě zapne všechny optimalizace -O2, které nemají za následek zvětšení
výsledného kódu. Optimalizace zapíná také i některé vlastni optimalizace[1].
Dalším přepínačem, který mám při překladu zapnutý je -s. Přepínač -s upravuje způsob linkování.
Zajišťuje, aby se nevytvářely statické proměnné na haldě  a nepřikládaly se ke spustitelné aplikaci
knihovny, které se nepoužívají. Posledním přepínačem, který používám je -std=c99. Tento přepínač
oznamuje kompilátoru, že program je psaný podle normy C99.
Existují i další optimalizace ale ty již jsou hardwarově závislé. Kdybych  je použil tak by bylo intro
nepřenositelné na jiné počítačové sestavy což je z podstaty intra základní vlastnost, co by  mělo intro
splňovat.
Optimalizace,  které  jsem použil,  pomáhají  zmenšit  výsledný spustitelný program,  ale  mají  jednu
hodně velkou nevýhodu při vývoji a to znatelné zpomalení překladu programu. Je vhodné si vytvořit
dva soubory pro překlad (Makefile). Jeden pro rychlý překlad na ladění programu a druhý pro překlad
na s ohledem na velikost.
2.3 Samorozbalovací archiv
Při pročítání stránek od jiných autorů intro-aplikací jsem se dozvěděl, že pro konečnou minimalizaci
aplikace používají speciální samorozbalovací archiv. Výsledný soubor se při spuštění nejdříve rozbalí
do paměti  RAM a teprve poté se interpretuje jeho obsah. Testoval  jsem 2 nejvíce doporučované
programy: exepacker a UPX. Pokud sem nastavil oba na maximální kompresi, tak mi 7 ze 7 mých
verzí  intra zkomprimovalo  se  stejným kompresním poměrem.  Usoudil  jsem, že  používají  nejspíš
stejný nebo velmi podobný algoritmus zmenšování. Po zabalení byla výsledná velikost téměř o 50%
menší a na délce spouštění programu to nebylo poznat. Rozhodl jsem se používat pro mě uživatelsky
příjemnější UPX ve verzi 304w.
UPX304w
Je  to  open-source  a  multiplatformní  software.  Používá  se  bez  GUI (grafického  uživatelského
prostředí). Ovládá se pouze přes příkazovou řádku, kdy se zadá parametrem při spuštění, jak velkého
kompresního poměru se má docílit (stupnice od 1 do 9, kde devítka je nejvíc komprimovaný). Tento
způsob použití se mi líbí z důvodu, že lze napsat skript, který spustí překlad následovaný voláním upx
pro okamžité sbalení po překladu programu (programátor má okamžitě  přehled kolik bude zabírat
aplikace  po  kompresi).  UPX  používá  kompresní  algoritmus  UCL.  UCL bylo  navrženo  tak,  aby
dekomprese  mohla  být  implementována  jen  v  několika  stovkách  řádek  kódu.  UCL  nepotřebuje




Každá grafická aplikace potřebuje textury. 
Textura je popis detailní struktury povrchu objektu, nezávislý na
jeho geometrii. Jeden vzorek textury nazýváme texel. Proces nanášení
textur na geometricky definovaný povrch objektu nazýváme texturování.
Z hlediska vizuálního vnímání textura pomáhá vzájemně odlišovat
a rozpoznávat jednotlivé objekty. Z hlediska zobrazování počítačových
3D modelu objektu umožňují textury dosáhnou řádově vyššího stupně
realističnosti výsledného obrazu. (Základy počítačové grafiky: Ing. Přemysl Kršek, Ph.D.)[2]
Textury můžeme chápat jako rastrové obrazce, které se mapují na povrchy těles. Dodávají tělesům
informaci o barvě povrchu. Pokud se nepoužijí textury, mohou tělesa mít jen jednobarevný povrch,
který nedodá na realističnosti scény.
Textury se dělí:
1. Podle počtu dimenzí, ve kterých jsou uložené data:
• 1D: Data jsou uložena v jedné dimenzi (texturování přímky,  vytvoření efektu třesoucí se
ruky při kreslení čáry)
• 2D: Nejpoužívanější (texturování ploch, některé detaily na modelu není třeba modelovat
stačí znázornit texturou)
• 3D: Zaznamenání  vnitřní  struktury materiálu (mramor  a jeho žíly,  dřevo s  letokruhy,
hlína s šutry uvnitř, kus masa vevnitř se šlachami, …) 
• 4D: Časově proměnné textury ( mraky které s časem mění svoji vnitřní strukturu, voda s
prouděním vln v ní)
2. Způsobem jak je uložena informace o jednom texelu.
• RGB Tři čísla které udávají poměr složek barev červené zelené a modré (red, green a
blue).
• RGBA Totéž  co RGB jen je přidanou informace o průhlednosti (alfa kanál).
• RED, GREEN, BLUE Pouze jeden kanál barvy
• … 
3. Typem dat, kterými jsou popsány složky barev (float, double, unsigned byte, …).
4. Zpusob získání dat pro texturu:
• Staticky Data jsou uložena v souboru odkud se načtou a uloží do datové struktury.
• Dynamicky Data se generují až za běhu programu pomoci funkcí.
5. Způsob použití textury
• Bump mapping upravuje normálové koordinátory nemění tvar.
• Displacement mapping udává posun vrcholu od normální polohy.
• Enviromental mapping upravuje odlesky materiálu
• …
Pro účely intro aplikace se nehodí jen Statické. Proč? To vám vysvětlím v následující podkapitole.  
8
3.1 Proč dynamické textury
Dynamické textury se vytváří až za běhu programu, proto nezabírají tolik místa jako textury, které
mají statické data uložena v nějakém souboru (bmp, png, tif, …). Aby se intro svou velikostí vešlo do
64kB,  tak  nemůže  obsahovat  soubory  se  statickými  texturami.  Je  takřka  nutností  je  generovat
dynamicky. Kdyby podlaha v intru byla dělaná statickými texturami, byla by to jediná věc, co by
program mohl obsahovat a to bez načítání a zobrazení textury (Ilustrace 3.1, Tabulka 3.1).
Proto jsem si začal hledat možnosti dynamického generování textur. A našel jsem tyto způsoby:
1. Textura části fraktálu Vypadá složitě, ale je generován opakovaným použitím 
jednoduchých pravidel (složité generování útvarů, které chci).
2. Náhodná procházka Někdy nazývaná chůze opilce. Prochází se po texelech, kdy upravíme
obsah texelu, na kterém stojíme, a náhodným směrem se vykročí na 
další.
3. Funkcionální Vykresleni geometrických tvarů kruh, čtverec, přímka, …Nevypadá 
realisticky hodně strojové, nutnost dodat náhodnost
4. Šumové textury Vytvoření pseudonáhodného generátoru šumu. A následná skládání a 
úprava šumu 
9













Stejně  jako na světě  nenajdete 2 kamínky identické tak byste  neměli  najít ve  virtuální  scéně  dvě
místa, které vypadají totožně. Aby nenastávalo opakování stejné textury tak se přidává k normální
textuře zašumění nejlépe s různou velikostí. Generování Perlinova šumu jsem převzal ze stránky[4]. 
Pseudonáhodný generátor čísel
Pro  generování  2D  textur  s  šumem  potřebuji  pseudonáhodný  generátor  generující  z  dvou
semínek (Seeds).  Použil  jsem  tedy  klasického  pseudonáhodného  generátoru  s  přidáním  posunu
prvního semínka  o  541.  násobek druhého semínka[4].  Potřebuji  znát  nějaký algoritmus,  kterému
pokud předám dvě  čísla, tak mi na ně vrátí náhodnou hodnotu, ale pro stejná 2 čísla vždy stejnou
hodnotu.
Vyhlazení šumu
Pro vyhlazení šumu používám 2 funkce:
1. double SmoothedNoise(int x, int y)
Zeptá se na náhodnou hodnotu pro souřadnice x, y vynásobí ji 0.25(viz matice). Poté se zeptá
na  hodnoty  vertikálně  a  horizontálně  vedle  tohoto  bodu,  sečte  je,  a  vynásobí  0.125(viz
matice).  Nakonec získá hodnoty vertikálně vedle tohoto bodu, vynásobí 0.0625. Výsledná
hodnota zahlazeného šumu pro pole x, y se vypočte jako sečtení předchozích tří hodnot. To
zařídí, aby těsně vedle sebe neležely dvě hodnoty příliš rozdílné třeba maximum a minimum.
Hodnoty v matici jsou váhy hodnot pro danou pozici.
2. GLfloat BSSouradnice(GLfloat P0,GLfloat P1,GLfloat P2,GLfloat P3,GLfloat t)
Proloží hodnoty P0 až P3 Cat-Mull Rom křivkou a pomocí proměnné t určí, kterou hodnotu
na křivce mezi bodem P1 a P2 má vrátit. Bližší vysvětlení Cat-Mull Rom najdete v kapitole o
pohybu kamery který je taktéž dělán Cat-Mull Rom křivkou.
Abych vyhladil jeden bod, zavolám 5x 2. funkci. Nejlépe to asi půjde pochopit z Ilustrace 3.3.
Nejprve 4x po řádcích (zelené elipsy Ilustrace 3.3). Za použití času t1, také na stejném obrázku. T1 je
desetinná část čísla X. Teprve poté se udělá poslední funkce BSSouradnice, které se jako parametr






Vyhlazení  v  podstatě  slouží  jako  přiblížení  šumu  s  dopočítáním  barvy  pixelu,  které  leží  mezi
generovanými  hodnotami.  Na  Ilustrace 3.4 vidíte úplně  vlevo  nejvíc  přiblížený šum,  pote trochu
méně  přiblížený  a  třetí  je  ještě  méně.  Obrázek  vpravo  ukazuje  zajímavou  vlastnost  přehnaného
přiblížení, kdy se frekvence šumu dostala do záporných hodnot. 
Skládání šumu
S jednoduchým šumem jen  vyhlazeným žádných  extra  zajímavých  textur  nelze  docílit.  Je  třeba
poskládat víc šumů s různou amplitudou a frekvencí (Ilustrace 3.6). Persistence uváděná na Ilustrace
3.6 udává, jakým poměrem se bude zmenšovat amplituda následujícího šumu. Vygenerované textury
s různými koeficienty lze vidět na Ilustrace 3.5.
Na Ilustrace 3.6 můžete vidět, jak vypadá skládání šumu. Nejprve jsou frekvence šumu vykresleny
zvlášť a teprve poté je zobrazena výsledná funkce šumu.  V posledním příkladu jde vidět,  jak lze
zašumět prvotní signál natolik ostatními, že takřka zaniká. Je tudíž už jedno zda jsme předtím šumy
vyhlazovali a prokládali křivkou. Takovým stavům už by se mělo vyhýbat,  protože nemají význam.
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3.3 Použité textury v intru
První texturu, kterou jsem pro intro generoval, byla pro nanesení na kouli. Potřeboval jsem nějakou
texturu, která by se dala nanést na kulový povrch a nejlépe aby připomínala dřevo. Textura musela
mít  levou a pravou stranu vytvořenou tak ať  se dá spojit. Vytvořil  jsem tedy texturu, která  byla
symetrická  podle  středové  osy.  Již  jsem  měl  zprovozněné  generování  šumových  textur,  proto
následovalo obarvení šumu barvou. V programu InkScape jsem si vytvořil  barevný přechod, který
obsahoval barvy jež připomínaly barvy dřeva (Ilustrace 3.7).
Namapoval jsem tento přechod na hodnoty šumu 0-255. Abych docílil vjemu letokruhu v dřevě tak
jsem nebral ohled na vyhlazování šumu v ypsilonové ose. Pro vytvoření návaznosti na okrajích jsem
generoval souřadnice šumu pro x-ovou osu v rozsahu -polovina velikosti textury až polovina velikosti
textury.  Tento  rozsah  jsem dal  do  absolutní  hodnoty.  Výsledek  je  symetričnost  okolo  středové
osy (Ilustrace 3.8 vlevo lze pozorovat symetrii).
Další  textura,  co  pro  scénu  musím  generovat,  je  povrch  pro  kostky  domina.  Opět  jsem použil
přechodu, tentokrát zlaté barvy, aby vytvořila vjem zlatého důlku Ilustrace 3.9 s odleskem.
Pro vytvoření  kolečka  na textuře se  musí  nejprve inicializovat  pole  s informací  o jedné čtvrtině
kruhu (kolik pixelu na ose Y bude potřeba obarvit pro hodnotu X, kterou reprezentuje ukazatel do
pole). To provádím funkcí flek_init(). Data nemám uložená staticky, protože by to bylo paměťově
náročnější  a  muselo  by  existovat  pro  více  rozlišení.  Pokusil  jsem se  implementovat  algoritmus
vyplňování kruhové plochy, jež jsem se učil v předmětu IZG[2]. 
Program je celý tvořen univerzálně, aby šlo kdykoliv změnit velikost textur (kvalitu obrazu).
Podklad sem nenechal čistě černý, ale také jsem ho nechal generovat Perlin šumem. Šum sem nechal
generovat s malou amplitudou a posunul hodnoty blíž k nule, aby textura byla tmavší. Navíc jsem
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protáhl osu Y, pro vznik natažených šedých obrazců. Souřadnice, kde budou generované tečky jsou
vypočteny v cyklech, aby kód zabíral co nejméně místa. Textury pro kostky domina můžete vidět na
Ilustrace 3.10.
Textura  pro  schod  je  jen  správně  nastavený  generátor  Perlin  šumu.  Pro  každý  schod  se
generuje zvlášť textura, aby při pohledu na schody nebyl pozorovatel otráven tím, že vypadají úplně
stejně. Pro stěny schodiště není generovaná nová textura, použije se ta stejná co pro schod, u kterého
je,  jen má danou texturu roztaženou pomocí  texturovacích souřadnic.  Na stropě  je opět  ta stejná
textura. Toto použití však nevypadá nijak pěkně, proto při vytváření pohledů kamery jsem se pohledu
na strop schodiště vyhýbal. 
Při tvorbě textury pro stěny je využito chování jazyka C pro přetypování integeru na unsigned
byte,  kdy integerové  číslo  je větší  než maximální  hodnota  unsigned byte.  Pravidelné obrazce  na
textuře připomínají vzor pro tapetu (Ilustrace 3.11). Abych podpořil dojem, že je tato textura stěnou v
pokoji přidal jsem ji k zemi hnědý pruh znázorňující konturovací dřevěné lišty a u vrchní strany jsem
ji nechal vyblednout (zesvětlit). 
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Ilustrace 3.10: Textury pro domino
Posledním typem textur co jsem v intru implementoval je podlaha. Tato textura jako jediná ve scéně
obsahuje i alpha kanál (průhlednost). Pro vymodelování podlahy jsem vytvořil 3 textury. Jednu pro
zelené čtverce (Ilustrace 3.12 vpravo), druhou pro bílo-modré (Ilustrace 3.12 vlevo) a poslední je




Těžkým rozhodnutím pro mě bylo, zda budu programovat nějakou fyziku nebo radši vše definovat
křivkami a pak po těchto křivkách jen posunovat tělesa. Úspornější na místo mi přišlo použít křivek,
ale vzápětí sem našel i velké nevýhody. Konkrétně na pádu kuličky. Bylo velmi složité definovat, kde
a  jak  husto  mají  byt  body  na  křivce.  Hustota  bodu  totiž  udávala,  jak  rychle  se  bude  předmět
pohybovat. Po nějakém čase testování jsem to vzdal a začal se věnovat fyzice těles. V této kapitole
objasním, jak je to s fyzikou pádu koule, pádu domina a pohybem kamery. Poslední trik, který vám
vysvětlím v této kapitole je způsob, jak funguje odlesk na podlaze.
4.1 Pád koule
Prvně  bych  se  chtěl  trochu pozastavit  u  funkce,  která  popisuje  způsob  vytvoření  koule.  Většina
programátorů OpenGL se s ní nesetká, protože je jednoduší použít předem vytvořenou funkci. Ta je
obsažena v doplňku ke grafické knihovně OpenGL a lze ji nalézt pod názvem glut (OpenGL Utility
Toolkit). Glut není implicitně nainstalovaná na operačním systému Windows a tudíž nebylo možné ji
v  intru  použit.  Při  vytváření  modelu  koule  jsem měl  dilema,  zda  vytvořit  kouli  jako  pravidelný
mnohostěn (Icosphere vlevo  Ilustrace  4.1)  nebo tvořit  kouli  pruhy poledníku  a  rovnoběžek  (UV
Sphere vpravo Ilustrace 4.1).
Na Ilustrace 4.1 je porovnání těchto dvou metod za použití 80 trojúhelníků pro vykreslení. Při tomto
pohledu, mě  upoutala možnost  použít  méně  trojúhelníku s větší  podobností  na kouli.  Začal  jsem
popisovat algoritmus na polohy vrcholů trojúhelníků tak se funkce hodně zvětšovala. Upustil jsem od
této myšlenky,  protože implementace by byla na velikost větší než UV Spehe. Navíc zde vznikal
problém s koordinátory pro texturu a texturou samotnou, která by měla plynulé přechody na všech
hranách trojúhelníků. Jediným řešením textury by bylo použití 3D textur. Ty se mi však nepodařilo
pod OS Windows zprovoznit.
Kouli  tedy  tvořím dvěma druhy  trojúhelníků.  Pro  vrchní  a  spodní  část  koule (připomíná
jehlan)  vytvářím  GL_TRIANGLE_FAN (Ilustrace  4.3).  Zde  je  nejprve  zadán  společný  bod  pro
všechny trojúhelníky a poté následují dva body, kterými je definován první trojúhelník. Každý další
bod  definuje  další  trojúhelník  se  stejnou  stěnou  s  předchozím  trojúhelníkem.  Pro  zbytek
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Ilustrace 4.1: Výběr způsobu vytvoření koule
koule (připomíná  sud)  používám GL_TRINAGLESTRIP (Ilustrace  4.3),  ve  kterém se  spojují  do
trojúhelníků poslední 3 zadané souřadnice a to platí pro třetí a každý další zadaný bod.
Teď už přejdu k samotnému pádu koule. Pád je řízen vektorem pohybu a vektorem rotace.
Vektor je poté ovlivňován gravitací (Ilustrace 4.4) a útlumem pohybu ve všech osách. Celý pád je
poté simulován Eulerovou metodou, která spočívá v přičítání vektoru pohybu k aktuální poloze a poté
vypočtení  nového  vektoru.  Následující  vektor  se  počítá  v  každém kroku  Eulerové  metody  jako
odečtení gravitace od rychlosti v ose ypsilon a poměrové zmenšení všech rychlostí i rychlosti rotace.
Přesnost  dráhy  letu  koule  udává  proměnná  deltaTime (přírůstek  globální  proměnné  Time),  která
zároveň  vyjadřuje, jakou rychlostí se bude koule pohybovat (jakou konstantou se vynásobí vektor
pohybu a rotace u výpočtu polohy koule). Pokud se rovná 1 je čas „přirozený“ a koule vypadá, že
padá reálně.  Pokud nabývá  hodnoty 0, scéna se  nehýbe (zamrzne a nemění  se čas).  Čím větší  je
deltaTime, tím rychleji padá koule a dráha letu koule je nepřesnější. A zároveň to platí i naopak, čím
je menší tím je výpočet dráhy přesnější, ale pád probíhá pomaleji.
Při  každém vykreslení  scény  se  zmenší  rychlost  v  ose  Y  o  sílu  gravitace  vynásobenou
deltaTime.  Zároveň  se  poměrově  zmenší  síla  táhnoucí  kouli  do  stran (rychlost  na  ose  x)  a
dopředu (rychlost na ose z).
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Odraz probíhá následujícím způsobem: 
1. Zkontroluje se zda došlo k přesahu s nějakou hraniční plochou(stěny schodiště, schod tedy
pouze jeho horní plocha, podlaha nebo první kostka domina).
2. Kouli posunem na místo dotyku s plochou (aby nenastalo 2x ošetřování stejného dotyku to by
způsobilo místo odrazu zastavení v daném směru).
3. Převrátí se hodnota rychlosti v ose, která kolmo směřuje k hraniční ploše. A zmenší se o
konstantu pružnosti.
Matematický zajímavý je způsob výpočtu dotyku kuličky a domina. Protože se poloha kuličky pod
schody hodně ovlivňuje velikosti kroku Eulerovy metody a v průběhu tento krok navíc ještě měním v
takzvaném „Matrix módu“, kdy kamera obletí okolo zamrznutého tělesa. Tento dost hodně  složitý
výpočet jsem vyřešil kulantním způsobem. Určil jsem podmínky, které musí nastat pro začátek pádu
domina: V jaké vzdálenosti od schodu bych chtěl, aby kulička narazila do domina a jakou by měla
mít výšku. Spustil jsem simulaci a ve chvíli, kdy kulička splňovala podmínky, jsem si nechal zobrazit
souřadnice středu koule  a  aktuální  intro  čas (hodnota  proměnné  Time).  Na  tyto  souřadnice  jsem
posunul první (kořenovou) kostku domina. Samozřejmě posunutou o poloměr koule a šířku kostky
domina. Poté jsem nastavil čas, kdy má dojit k začátku pádu domina. Tímto způsobem jsem se úplně
vyhnul výpočtu umistění. 
4.2 Pád domina
Celý model z domina je tvořen binárním stromem struktur. Tyto struktury popisují velikost, umístění
a  natočení  domina.  Aby  binární  strom  fungoval,  obsahuje  struktura  také  2  ukazatele  na
potomky (další struktury). Velikost ve struktuře udává informaci o  proměnné V, která je znázorněná
na  Ilustrace 4.5. Umístění jsou 3 souřadnice v prostoru, které udávají vzdálenost bodu A (Ilustrace
4.5) aktuální kostky a bodu A kořenové kostky (kostka, která nemá předka). Rotace v ose y udává
kterým směrem je kostka natočena a zároveň kterým směrem bude padat. Rotace v ose x vyjadřuje
jak moc je kostka nakloněná k zemi (jak moc už je spadlá).
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Pád domina řídí jedna rekurzivní funkce, které se předá parametrem ukazatel na strukturu. Od této
struktury se začíná počítat natočení struktur vůči zemi (natočení okolo osy x udává, v jaké fázi pádu
se kostka nachází). V intru se této funkci předává první (kořenová) strukturu. Tato funkce zkontroluje
jaký je aktuální úhel struktury vůči zemi. Mohou nastat tyto tři případy:
1. Kostka domina se ještě nedotkla žádného potomka
2. Již se dotýká potomka a pád je řízen jim
3. Úhel je blízký klidové poloze (lehu), tak se kostka již nehýbe.
Ve  stavu  jedna  je  kostka  do  doby,  než  její  úhel  natočení  překročí  hodnotu  dotykového  úhlu.
Dotykový úhel se spočte pomoci Pythagorovy věty z trojúhelníku B (Ilustrace 4.6), kde uhel  α  je v
tomto  případě 90°. Pokud  svírá  kostka  menší  úhel  se  zemí  než  je  úhel  dotyku  s  potomkovou
strukturou tak se aktuální úhel pootočí dle rovnice:
 Rotace ° =rychlost rychlost∗Rotace
20
kde rychlost je druhým parametrem funkce pro výpočet pádu domina. Tato rovnice způsobí postupné
zrychlování pádu domina.
Pokud je ovšem rotace natolik velká, aby se tato kostka dotkla následující, výše zmíněnou
rovnici  použije potomek a  kostka přechází do stavu dva.  Výpočet  místa dotyku je však poněkud
složitější viz Ilustrace 4.6
Při výpočtu jsem vycházel z trojúhelníku B, kde používám Sinovou větu. Sinová věta říká, že v





sin   
Ve  vzorci  známe  výšku  kostky (uloženo ve  struktuře),  úhel  α lze  snadno  vypočíst  z úhlu
natočení potomka  η pouhým přičtením 90 stupňů.  Snažíme se zjistit úhel  β,  protože pak už bude
jednoduché dopočíst  úhel  δ pouhým odečtením  α  a  β  od  180°.  Úhel,  který si  musíme uložit  do
struktury pro následné vykreslení, vypočteme odečtením δ od 90°, které svírá prvotně kostka se zemí.
Jediný zádrhel v tomto výpočtu je vzdálenost kostek, která se při pádu mění. Čím svírá kostka
se zemí ostřejší úhel tím je vzdálenost kostek menší (zvětšenina C  Ilustrace 4.6), protože se zvedá
zadní hrana kostky (kostka se točí  okolo přední hrany). Způsob výpočtu vzdálenosti je znázorněn
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zvětšeninou na  Ilustrace 4.6, kde je vidět pravoúhlý trojúhelník se známou jednou odvěsnou (šířka
podstavy)  a  jedním  úhlem  η (natočení  potomka).  Přepona  se  vypočte  goniometrickou  funkcí
kosinus (cos(η)=šířka podstavy/korekce).  Po tomto výpočtu se musí od vzdálenosti kostek odečíst
právě vypočtená korekce. Nyní již známe vše pro použití Sinové věty.
Takto opět padá kostka do doby, než se dostane do stavu 3. Aby tato metoda nepočítala i velmi
malé posunutí úhlu, implementoval jsem v aplikaci mezní úhel. Po překročení mezního úhlu se kostka




Rozdíl klidové polohy předposlední kostky a ostatních je natolik malý, že nejde klasickým pohledem
rozpoznat a tak jsem ho zanedbal. Pokud kostka nemá potomka, tak její klidový úhel je 90°.
4.3 Pohyb kamery
Není tvořen fyzikou nýbrž Catmull-Rom interpolační křivkou.  Cele intro je rozděleno do záběrů.
Každý záběr je tvořen čtyřmi řídícími body Catmull-Rom interpolační kubiky pro posun na osách x,
y, z a rotaci kolem osy x a y. Rotace okolo osy z jsou nepřirozené, většinou je spodní hrana záběru
vodorovně. Pravě proto není rotace kolem osy z zahrnuta do struktury záběru.
Aktuální  souřadnice kamery se počítají pro každou kubiku zvlášť.  Maticový zápis výpočtu
vypadá takto:
T=[ t3 ,t 2 , t ,1] Qt =12⋅T⋅[
−1 3 −3 1
2 −5 4 −1
−1 0 1 0






Jako zdroj informací, jakým způsobem se počítá bod na křivce, jsem použil stránku [3]. Po spuštění
intra se postupně z pole vybírají jednotlivé záběry a vypočítává se poloha kamery. Jako čas se funkci
pro výpočet  bodu na křivce předává pořadové číslo  snímku v záběru podělené počtem snímků  v
záběru (čas se takto lineárně interpoluje na rozsah 0.0f až 1.0f).
Aktuální snímek je proměnná nesoucí informaci o tom, kolikátý snímek vykreslilo OpenGL.
Nastavuje se na hodnotu 1 při překročení počtu snímků  v záběru. Nenuluje se, aby přechod mezi
snímky byl plynulý (kdyby se nuloval, byl by jeden záběr 2x a scéna by se při každém přechodu mezi
snímky na chvíli zastavila). Zároveň se při tomto nastavení na 1 také posune v poli záběrů na další
záběr. Každý záběr, kromě posledních pěti, se zobrazí právě jednou. Posledních 5 záběrů se na závěr
intra cyklicky opakují do doby než je intro ukončeno klávesou ESC.
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Aby délka zobrazení jednoho snímku kamery byla na výkonnějších počítačových sestavách
stejně  dlouhá,  jako  na  méně  výkonných  používá  se  po  vykreslení  snímku  zpožďovací  smyčka.
Smyčka čeká, než uplyne 20ms od začátku vykreslování snímku a teprve poté začne vypočítávat a
vykreslovat další snímek. Čas 20ms je zvolen proto, ať je obnovovací frekvence obrazu 50Hz.
Při záběrech kamery je využito zpomalování a zrychlování času, které je tvořeno změnou
globální proměnnou deltaTime. DeltaTime udává, o jakou hodnotu se každým vykreslením snímku
zvýší proměnná Time. Aby tento mechanizmus fungoval, musí všechny pohybující se věci ve scéně s
hodnotou Time nebo deltaTime pracovat. 
Time je použito pro určení času dotyku kuličky a domina. Jakmile Time dovrší času, kdy
dojde k dotyku kuličky a první  kostky,  tak se od této chvíle  v každém snímku volá  funkce pro
výpočet polohy (natočení kostek) domina.
4.4 Zrcadlový efekt
Ve scéně je to jedna z pěknějších věcí. Dělá intro mnohem působivějším a přitom to není nic tak
složitého, tedy alespoň ne, pokud se použije tak, jak ho mám použité já. Roztahuji totiž odlesk přes
celou jednu plochu, která není nikde omezena. Zrcadlení se děje převrácením scény okolo osy Y,
kterého  se  dá  lehce  dosáhnout  použitím  transformace  zvětšení  se  zápornou  hodnotou  v
ose Y (glScale(1,-1,1)).  Pro zrychlení  vykreslení  scény,  jsem použil  vykreslení  textur  jen z  jedné
strany ploch, pokud tedy chci nanést nějakou texturu na povrch plochy musí být body uspořádány
proti směru hodinových ručiček jinak půjde vidět textura jen z opačné strany. Při převracení okolo
osy  Y,  se  mi  samozřejmě  otočil  i  směr  vykreslování  bodů.  Bylo  proto  nutné  funkcí
glCullFace(GL_FRONT) změnit  stranu,  která  se  považuje  za  přední.  A  po  vykreslení  odrazu
samozřejmě zase vrátit zpět pro další vykreslení scény (funkce glCullFace(GL_BACK)). Abych dodal
na  skutečnosti  zrcadlení,  přidal  jsem podlaze textury  s  poloprůhledností,  která  zrcadlenou stranu
scény utlumí dle alfa kanálu textury.
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5 Implementační podrobnosti
5.1 Tvorba modelu domina
Model domina je tvořen binárním stromem. To proto, aby každá struktura znázorňující jednu kostku
domina, znala své maximálně dva potomky, kterým bude muset zaslat informaci o pádu na ně. Stačí
binární strom, protože každá kostka může rozpohybovat maximálně dvě další. Model poskládaný z
domina se vytváří posloupností volání funkcí, které alokují místo pro strukturu, inicializují ji a zařadí
ji  do  binárního  stromu.  Všem  funkcím  se  předává  v  parametru,  která  struktura  kostky  je  pro
následující  sekvenci  kostek  rodičovskou (Ilustrace  5.1 a  Ilustrace  5.2 znázorňuje  rodičovskou
strukturu  červenou  barvou).  Pokud  funkce  má  jen  jedno  zakončení (není  to  žádné  dělení,  tudíž
všechny kostky  mají  jen jednoho potomka)  vrací  jako  návratovou  hodnotu  ukazatel  na  poslední
kostku. Pokud ve funkci nastává dělení (existuje zde alespoň jedna kostka, která má víc potomků), tak
jako návratová hodnota z funkce se vrací ukazatel na strukturu, která pokračuje rovným směrem.
Pokud žádná nepokračuje rovně, tak se vrací struktura, které směřuje vpravo. Druhý směr se vrací
upravením ukazatele na strukturu, který byl funkci předán jako předek.
Funkce upravující model domina:
1. DominoPrimka
Vytvoří lineárně za sebou řazené struktury ve směru, jak je otočen předek. Této funkci je v
parametru zadáno kolik kostek se má lineárně za sebou vytvořit a ukazatel na strukturu, která
bude rodičovskou pro tuto posloupnost kostek.
2. DominoZatacka
Připojí za rodičovskou strukturu, která je opět předána parametrem funkce, sekvenci struktur
domina vytvářející zatáčku. Typ zatáčky je definován číslem, které funkce zjistí ze svého
parametru. Typ může nabývat těchto hodnot:
• 1...Vytvoří  zpětnou  zatáčku.  Zatáčku  ve  tvaru  U(zatáčí  o  180°).  Otáčí  se  ve  směru
doprava(po  směru  hodinových  ručiček).  Tuto  zatáčku  tvořím  čtyřmi  kostky  vždy
pootočené o 45°. A posunuté vpřed a doprava, aby dotyk byl ve stejném místě jako když
by byla kostka klasicky postavena lineárně před ní(Ilustrace 5.1). 
• 2...Stejně  jako 1 vytváří  zpětnou zatáčku o 180° tentokrát  točenou doleva(protisměru
hodinových ručiček) druhý obrázek na Ilustrace 5.1.
• 3...Zatáčka vpravo o 90°(po směru hodinových ručiček). Opět posunutí kostky vpravo a
dopředu stejným způsobem jak u 1 jen se tentokráte nestaví 4 kostky ale pouze 2. Je to v
podstatě poloviční zatáčka jak 1(Ilustrace 5.1). .
• 4...Totéž co 3 jen s tím rozdílem, že zatáčka je vedena doleva(protisměru hodinových
ručiček) poslední obrázek z Ilustrace 5.1. 
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3. DominoOdbocka
Připojí k předkovi nějaký druh odbočení. Tato funkce odbočení chápe jako jakýkoliv druh
vytvoření z jednoho konce dva(existuje právě jedna taková kostka, která má dva potomky).
Jednotlivé druhy odbočení se opět volí číselnou konstantou.
• 1...Vytvoří  pravoúhlé  odbočení  vpravo  a  zároveň  druhý  konec  pokračuje  dál  rovně.
Zatáčení  je  děláno  funkcí  DominoZatacka  s  typem  zatáčky  3.  Aby  se  nepřekrývaly
kostky musel jsem rovný směr ještě poupravit a to tím způsobem, že jsem nejdříve kostku
hned za  předkem posunul  o  její  velikost  vlevo  a  kostku  po této kostce o tu  stejnou
velikost  vpravo aby rovný směr  pokračoval  v tom stejném směru(Ilustrace  5.1 první
obrázek). 
• 2...Totéž co 1 jen pravoúhlé odbočení není vpravo ale je vlevo. Je zrcadlově otočené vůči
odbočení druhu 1(viz Ilustrace 5.2 2. obrázek).
• 3...Připojí k modelu odbočku typu T. Jeden konec po tomto rozdvojení pokračuje vpravo
a  druhý  vlevo(dvakrát  zavolá  DominoZatacka  jednou  s  typem  3  poté  pro  druhého
potomka  rodičovské  struktury  s  typem  zatáčky  4  )  je  znázorněno  na  Ilustrace  5.2
předposledním obrázkem
• 4...Rozdvojení typu Y. Jen se jeden potomek posune o víc než svoji velikost  vlevo a
druhý potomek o tu samou velikost vpravo(Ilustrace 5.2 poslední obrázek).
Posloupnost volání těchto funkcí je proveden pouze jednou za začátku kdy se inicializují potomci ke
globální proměnné, která ukazuje na první postavenou kostku(kořenová kostka → nemá předka). Poté
se k modelu domina přistupuje pouze přes tuto strukturu. Vykreslovací funkci se zasílá ukazatel na
kostku od které se má začít vykreslovat. Je to takto uděláno z důvodu, kdyby byl moc velký model,
tak ať se dá některé části, které již nepůjdou v záběru vidět, nevykreslovat(nakonec jsem nevytvořil
natolik velký model, aby tato funkčnost byla potřeba použít). 
Ne  každý  si  toho  možná  všimne,  ale  model  z  domina,  který  jsem použil  pro  intro  scénu,  má
znázorňovat českou vlajku. Při startu se domino rozdělí na dva proudy jeden dělá brzdící zatáčky, aby
koncové kostky dopadaly současně. A druhý proud po kterém letí kamera vede k druhé straně vlajky
aby vyplnil modrý klín na vlajce.
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5.2 Tvorba textu
Každý, kdo už něco programoval, si jistě řekne: „Co může být těžkého na textovém výpisu?“, jenže v
okně s OpenGL to není úplně elementární přijít na to, jak se dá něco vypsat. Skoro celou dobu tvorby
intro  aplikace  jsem měl  mylnou  představu,  že  se  nedá  lehce  načíst  font  z  klasického  umístění
operačního systému. Myslel jsem, že je třeba si vyrobit bitmapovou šablonu písmen přes, kterou se
kresli do 2D. Teprve ke konci vývoje jsem našel návod[9],  jak lehkým způsobem načíst  šablony
písmen z existujících fontu a jak je poté používat standardními funkcemi OpenGL. 
OpenGL funkci glGenLists() inicializuje 96 listů (list je posloupnost volání OpenGL funkci
uložených přímo v paměti grafické karty připravené k okamžitému použití) pro jednotlivé znaky z
fontu.  Pak si  vytvoříme  proměnnou fontu s definicí,  jaký font  a s  jakou velikostí  si  chci  nechat
vygenerovat(funkce  CreateFont  ()).  Následuje  přiřazení  kontext  zařízení  proměnné  fontu  a  poté
naplnění inicializovaných listů přímo definicí, jak vykreslit písmeno (wglUseFontBitmap()). 
Tohle je potřeba udělat v inicializaci  OpenGL (v místě,  kde se tato inicializace vykoná jen
jednou). Pak už vám pro vypsáni textu stačí  jen vytvořit  pole charu (v C++ je to string), nastavit
odkud se mají listy číslovat (glListBase()) a zavolat správně listy (to za vás udělá funkce glCallLists,
které řeknete kolik znaků má kreslit, jak jsou uložená data v listech a pole s indexy listů, které se mají
vykreslit). Aby šel vidět text, který chcete vypsat, je nutné vykreslovat kousek před místo odkud se
díváte  na scénu (glTranslate).  Pro určení  polohy písma  v 2D se používá  funkce  glRasterPos2f().
Pokud jsme se posunuli o 1 dopředu před kameru (glTranslatef(0.0f,0.0f,-1.0f)),  pak rozmezí pro
funkci glRasterPos2f() je 0.5 až -0.5. Barva textu se mění stejně jako všude jinde v OpenGL funkcí
Color(). Jediná nevýhoda takovéhoto textu je, že se s ním dá kreslit jen do 2D a nedá se s ním rotovat,
zato je dost snadné používání.
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Ilustrace 5.3: Ukázka textu v OpenGL
5.3 Pohyb ve scéně
Při vytváření intro scény jsem si musel implementovat také pohyb kamery, abych měl přehled nad
tím, co jsem kam ve scéně umístil. Pohyb je obdobný jak ve 3D hrách, ovládá se klávesy A, S, W, D
a  pohybem  myši  pro  natočení.  Vytvoření  rotací  kamery  pomocí  tahu  myší,  byl  ten  jednodušší
problém, proto s jeho popisem začnu.
Přestal jsem zobrazovat kurzor myši. Ve smyčce zpráv jsem začal odchytávat také tahy myši. Tah
myši je předáván jako rozdíl aktuální polohy vůči  předchozí. Zkontroloval jsem, zda je kurzor na
středu obrazovky. Pokud není na středu, myš se pohnula, je třeba upravit úhel natočení kamery a
posunout opět kurzor na střed (kurzor se nesmí dostat mimo okno). Pokud došla zpráva o pohybu
kurzoru, ale ten se nachází uprostřed obrazovky, znamená to, že se jedná o navracení kurzoru zpět na
střed obrazovky a tento pohyb se nemá brát v potaz. Vlastní výpočet hodnoty: 
yuhel+=(xPos-width/2.0f)/width*90;  
xuhel+=(yPos-height/2.0f)/height*90;
Globální proměnné xuhel a yuhel udávají, o jak velký úhel se má natočit kamera, před vykreslením
scény. Proměnné xPos a yPos jsou změny polohy vůči středu obrazovky. Číslo 90 na konci vzorečku
udává rychlost natáčení ve scéně. Pokud přejedete myší přes celou velikost okna tak se vám kamera
natočí o 90°.
Pro pohyb pomocí kláves A, S, W, D jsem musel opět vytvořit odchytávání zpráv systému. Tyto
klávesy udávají, kterým směrem se má posunout scéna. Klávesy W a S provádějí vůči sobě právě
opačnou operaci. Stejně tak klávesy A a D. Vytvořil jsem funkci pro přepočet polohy kamery u




Struktura cam udává polohu kamery. Xuhel a yuhel se mění při pohybu myši. Proměnná rychlost
udává, o jakou vzdálenost se pohneme daným směrem ve scéně. Obdobné je to i s klávesou S. Jen
jsou převrácené znaménka (v ose x se přičítá a v osách y a z se odčítá).
Při stisku klávesy A a D se nemění posunutí na ose y, protože vektor ukazující směr nahoru je
neměnný. Pro výpočet posunutí pootočíme kameru do směru vpravo nebe vlevo a aplikujeme stejný
výpočet jako pro pohyb vpřed jen bez změny polohy v ose y. Při stisku klávesy A, pro výpočet
posunu, přičteme k úhlu v proměnné yuhel hodnotu 90°. Pro klávesu D hodnotu 90° odečteme. Pro





5.4 Hledání pravé textury
Má představivost  s  koeficienty pro tvorbu Perlin šumu nesahala dostatečně  proto jsem si  vyrobil
pomocnou aplikaci. Lze nalézt také v příloze ve složce nastav_koeficientu. Na scénu jsem si umístil
světlo  jednu čtvercovou texturu a  pak nanesenou na  model  schodu.  Aplikace má implementační
omezení na 1000 textur. Ovládání pomocného programu:
• a,s,w,d pohyb ve scéně
• myš natočení scény
• F6 generování textury a její namapování na schod a čtverec
• f / F zvětšení/zmenšení frekvence šumu
• m / M zvětšení/zmenšení amplitudy šumu
• t / T zvětšení/zmenšení poměru stejnosti při sčítání šumových funkcí
• p / P zvětšení/zmenšení počtu sčítaných funkcí
• h / H Posunutí výsledného Perlin šumu nahoru/dolů
• v Slouží pro výpis aktuálního nastavení do souboru
Ukázka z této pomocné aplikace lze zhlédnout na Ilustrace 3.10.
5.5 Způsob vytváření kamerových záběrů
Nevím, jestli všechny hned napadne, jakým způsobem volit souřadnice odkud a kam se má
kamera při jednotlivých záběrech dívat. Já jsem si s tím moc velkou hlavu nedělal. Měl jsem sice
trochu  problém,  že  jsem  nedokázal  vypisovat  nic  na  standardní  výstup,  ale  ten  jsem  obešel
vypisováním textu do oznamovací zprávy (MessageBox()). Vytvořil jsem pole znaku (string) a do něj
jsem si  vypisoval  funkcí  sprintf()  formátovaný  text  i  s  obsahem  proměnných.  Poté  jsem začal
odchytávat ve smyčce zpráv klávesu F1. Pokud byla tato klávesa stisknuta, vypsal jsem oznamovací
zprávu, která obsahovala aktuální souřadnice a  natočení kamery. Tento obsah jsem poté přidal do
inicializace záběru (tímto jsem si nastavoval umístění, odkud se chci dívat na scénu). Pokud měl mít
záběr plynulý přechod s dalším záběrem, překopíroval jsem poslední tři jeho souřadnice na místa
prvních tří souřadnic následujícího záběru. Způsob vypisování souřadnic do oznamovacích zpráv mi
znatelně urychlil proces umísťování a časování kamer. 
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6 Závěr
Vytvořením scény jedné místností s dominem a přidáním kamer pohybujících se dynamickou scénou,
jsem vyhověl  zadání:  „Vytvořit  intro  aplikaci.“  Pro  mě  až  nečekaně  úspěšně  jsem  splnil  také
požadavek na výslednou velikost 64kB. Moje aplikace zabírá po zkomprimování pouhých 16 896
bajtů.  Je zde značná velikostní  rezerva, která je ponechána pro syntetizér  a hudbu, jež s největší
pravděpodobností musí být zadána statickými daty, aby zněla trochu přirozeně.
Touto bakalářskou prací jsem snad pomohl všem čtenářům k hlubšímu pochopení, jakým způsobem
tvořit intro aplikace. Pevně věřím, že pokud někdo začne tvořit své první intro přečtením této práce
tak mu to ušetří spoustu času a starostí se získáváním zdrojů informací.
Vývoj tohoto intra by mohl pokračovat předáním kinetické energie dalšímu tělesu nebo vytvořením
mohutnějšího modelu z domina. Myslím si, že má velké možnosti na pokračování a pokud by se
někdo  zabýval  pokračováním  v  mé  práci  nebo  obdobnému  úkolu,  rád  uvítám,  pokud  mě  bude
kontaktovat  na  E-mail  sykala@seznam.cz.  Vřele  také  doporučuji  internetové  stránky  věnované
OpenGL[9], které mi ukázaly způsob tvorby 3D aplikací. Velkou výhodou těchto stránek je možnost
stáhnout daný tutoriál v různých programovacích jazycích.
V závěru bych chtěl říct, že mi tato práce dodala mnoho zkušeností s psaním velikostně omezeného
kódu. Během programování jsem si osvojil techniky používání OpenGL. Vytvořil vhodný nadhled na
způsob řešení zobrazení těles v prostoru. Také jsem si prohloubil znalosti práce na větším projektu. 
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Příloha 1. CD obsahuje Složky: 64KB_INTRO (spustitelná zapakovaná verze intra)
SourceFile (zdrojové soubory)
OldVersion (fáze vývoje intra)
UPX_Software (zabalený software UPX304w)
Text (Dokumentace a složka s ilustracemi)
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