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RESUMEN 
La realización del presente trabajo de investigación titulado “Prototipo de un 
Sistema de Atención al Paciente Basado en Algoritmos Genéticos para la Microred 
de Salud José Antonio Encinas, Región Puno - 2015”, se efectuó porque en la 
Microred de Salud José Antonio Encinas las labores administrativas se 
desarrollaban de manera manual, lenta e ineficiente, lo cual genera retrasos en la 
atención de los pacientes. En tal sentido  el trabajo de investigación fue  con la 
finalidad de Optimizar el tiempo de atención a los pacientes en el área de 
admisión, mediante el desarrollo e implementación del prototipo de un sistema de 
información usando la técnica de Algoritmos Genéticos, para la atención al 
paciente en el área de admisión. 
Para el desarrollo del Sistema se utilizó la metodología de desarrollo de software 
Ágil  Programación Extrema XP, lo que ha permitido documentar y construir un 
Sistema de Información fácil y en constante comunicación con los operadores del 
sistema. Para la validación del Sistema se aplicó una encuesta a los Trabajadores 
de la Microred de Salud José Antonio Encinas y a 39 pacientes; para lo cual se 
utilizó la prueba estadística de comparación de medias para datos apareados, 
encontrándose que existe diferencia (𝑝 ≤ 0.05) en el tiempo de atención de los 
pacientes en el área de admisión.  
La implementación del prototipo ha mejorado en la gestión Administrativa para la 
atención al paciente mediante el proceso automatizado, rápido hacia los pacientes 
y también se ha demostrado según el estándar ISO - 9126, que el Sistema cumple 
con los requisitos en cuanto se refiere a la calidad del producto de software. 
Palabras claves: Algoritmo Genético, Desarrollo, Paciente, Prototipo. 
  
ABSTRACT 
The realization of the entitled present work of research "a System's of Attention to 
the Based Patient on Genetic Algorithms Prototype gives birth to the José Antonio 
Encinas Health, Microred, Region punish - 2015," effected one because in the José 
Antonio Encinas Health Microred the administrative labours were developed of 
manual, slow and inefficient way, which he generates delays in the patients' 
attention. In such sense   the research work went   With the purpose of optimizing 
the attention time the patients in that area of admittance, by the development and 
implementation from an information using the Genetic Algorithm technique 
system's prototype area of admittance stops the attention the patient in that.  
For the System's development the lively software development methodology was 
used   Programming Carries to Extremes XP, what an easy Information System has 
allowed to document and build and in constant communication with the system 
operators. For the System's validation he was applied a poll to the Workers of The 
José Antonio Encinas Health Microred And to 39 patients; for which one used the 
statistical test of comparison of stockings for copulated data finding that exists, 
differentiates In the time of attention of the patients in that area of admittance.  
The prototype implementation has improved in the Administrative management for 
the attention the patient by the automated, fast process towards the patients and 
also he has proved one as the standard ISO - 9126, that the System fulfils with the 
requirements in so much refers to software product quality.  
Words keys: Genetic Algorithm, Development, Patient, Prototype. 
  
INTRODUCCIÓN 
La Microred de Salud “José Antonio Encinas” pertenece a la Red de Salud 
Puno, es la Institución encargada de la atención al paciente a los habitantes de 
su jurisdicción, y para ello se registra a todos los pacientes para la pre-apertura 
de su historia clínica, realiza consultas, entre otros, todas estas actividades en 
el proceso de la atención al paciente en el área de admisión, se realizaban de 
forma manual lo cual no brindaba la posibilidad de realizar una búsqueda 
avanzada, modificar, actualizar y/o eliminar en tiempo real, generando carga 
laboral para los trabajadores. El servicio de consulta de datos también lo 
realizaban manualmente, buscándolo en más de 23700 registros que están 
ingresados manualmente en 5 cuadernos, lo cual no brindaba una atención de 
manera eficiente y oportuna a los pacientes para la demanda de información. 
En este documento se muestra el aporte profesional mediante el Desarrollo e 
implementación del Prototipo de un Sistema de Información para la Atención al 
Paciente en el área de admisión, el cual permite  a los trabajadores, realizar  
las funciones de registro de pacientes y registro de pagos para la pre-apertura 
de sus historia clínica de forma automatizada y rápida, optimizándose en gran 
parte la atención a los pacientes en el área de admisión; para este propósito se 
utilizó la metodología de desarrollo de software ágil Programación Extrema XP, 
así como también el uso del Lenguaje de Modelado Unificado UML, que 
proporciona una vista detallada para el desarrollo del sistema.  
 
 
  
La organización del trabajo de investigación fue la siguiente: 
 En el primer Capítulo: se describe la problemática, la justificación, los 
objetivos e hipótesis de la investigación.  
 En el segundo Capítulo: se da a conocer  los antecedentes de la 
investigación, la base teórica y la definición de términos básicos. 
 En el tercer Capítulo: se da a conocer el método de recopilación, de 
tratamiento de datos; como también la  metodología de  desarrollo de  
software y el material experimental para  el desarrollo del presente 
trabajo de investigación. 
 Por último, en el cuarto Capítulo: se da a conocer los resultados 
obtenidos de la recopilación y tratamiento de datos, luego se describe 
las conclusiones y recomendaciones. 
 
1 
CAPÍTULO I  
PLAN DE INVESTIGACIÓN 
1.1. PLANTEAMIENTO DEL PROBLEMA 
La Red de Salud Puno está constituida por siete Microredes de Salud y un 
de ellas es la Microred de Salud “José Antonio Encinas”, es la Institución 
encargada de la atención al paciente, a los habitantes de su jurisdicción, y una 
de sus actividades es el registro y búsqueda de pacientes para la pre-apertura 
de su historia clínica, el cual requiere de herramientas para que el flujo de la 
información sea rápida y confiable. 
La falta de un Sistema de Información para el proceso de atención al 
paciente en el área de admisión para la pre-apertura de historias clínicas en 
esta institución, ha generado una serie de desconformidades  al personal que 
labora y a los pacientes; debido al tiempo empleado  para la obtención de 
información de los mismos, y si efectuó el pago correspondiente a cada año. 
Actualmente para la pre-apertura de una historia clínica el personal debe 
realizar la búsqueda en cinco cuadernos que han sido registrados 
manualmente desde el año 1986, son más de 23700 registros que tienen que 
ser buscados manualmente estos registros se almacenan por orden de llegada 
y se crea un numero único correlativo que es la historia clínica. 
Esto conlleva al trabajo engorroso, y a veces se presenta la duplicidad de 
datos en los cuadernos, haciéndose tediosa  ver toda  la información contenida. 
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 La falta de un sistema de información y la actualización en tiempo real de 
los datos de los pacientes y de los pagos efectuados se realizan con lentitud, 
debido a que no cuentan con un Sistema Cliente - Servidor capaz de centralizar 
toda la información en una base de datos y tener que acceder de forma 
inmediata a los datos de los pacientes, pagos realizados para la pre-apertura 
de historias clínicas, entre otros. 
1.2. FORMULACIÓN DEL PROBLEMA 
¿El Prototipo de un Sistema de Atención al Paciente basado en 
Algoritmos Genéticos para la Microred de Salud José Antonio Encinas, 
Región Puno 2015, optimizara el tiempo de atención a los pacientes en el 
área de admisión? 
1.3. JUSTIFICACIÓN DE LA INVESTIGACIÓN  
En la actualidad con el avance de la ciencia y tecnología se cuenta con 
herramientas de hardware y software, metodologías, información fácil de 
obtener en muy poco tiempo, para ayudarnos a construir sistemas livianos, 
sencillos y específicos. 
La aplicación de Algoritmos Genéticos (AG) ha recibido recientemente 
gran atención de los investigadores en el área de Inteligencia Artificial. En la 
literatura actual se reconoce que los algoritmos genéticos pueden proporcionar 
herramientas muy poderosas en el campo de la optimización. Se ha 
comprobado que los AG pueden encontrar soluciones aproximadas a 
  3 
 
problemas de gran complejidad mediante un proceso de evolución simulada, se 
dice evolución simulada debido a que estos algoritmos utilizan una técnica de 
búsqueda basada en mecanismos de selección y genética natural. 
El brindar un servicio, es optimizar en  las tareas que se  llevan a cabo 
manualmente, reemplazándolas con un Sistema  Informático que muestre y 
visualice información en un menor  tiempo, y dar soluciones  a los problemas 
antes mencionados, ayudando a superar las dificultades que ocasionan la falta 
de un  sistema  para la atención al paciente automatizado, utilizando para este 
caso, las potencialidades  que nos ofrece los Algoritmos Genéticos. 
Con el  desarrollo de este Prototipo, se logró reducir el tiempo al mínimo  
en la búsqueda de pacientes, si los mismos adeudan el pago que realizan por 
año, además los operadores tienen la posibilidad de acceder a una interfaz 
sencilla de usar y muy amigable, con varias ventanas para brindar información 
sobre el Seguro Integral de Salud (SIS), los requisitos para el aseguramiento, la 
información relevante del SIS como la misión, la visión y los valores 
institucionales, el flujograma de atención al paciente entre otros. 
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1.4. OBJETIVOS DE LA INVESTIGACIÓN 
1.4.1 OBJETIVO GENERAL 
Desarrollar e implementar el Prototipo de un Sistema de Atención al 
Paciente basado en Algoritmos Genéticos para la Microred de Salud José 
Antonio Encinas, Región Puno - 2015. 
1.4.2 OBJETIVOS ESPECÍFICOS  
 Analizar y modelar el Prototipo a desarrollar, utilizando la 
metodología de desarrollo de software ágil XP, los diagramas UML 
para el desarrollo de  la aplicación. 
 Diseñar el interfaz para el Prototipo, y permitir el registro, 
autentificación de los operadores del prototipo de un sistema de 
información a desarrollar. 
 Brindar la seguridad del Sistema en el control de la información del 
Prototipo de un Sistema de Atención al Paciente basado en 
Algoritmos Genéticos para la Microred de Salud José Antonio 
Encinas, Región Puno. 
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1.5. HIPÓTESIS DE LA INVESTIGACIÓN 
1.5.1. HIPÓTESIS GENERAL 
El desarrollo e implementación del Prototipo de un Sistema de atención 
al paciente basado en Algoritmos Genéticos para la Microred de Salud José 
Antonio Encinas Región Puno 2015, mejora la atención a los pacientes, en el 
área de admisión. 
1.5.2. HIPÓTESIS ESPECÍFICA    
 El análisis y diseño permite el desarrollo del Prototipo de un 
Sistema de Atención al Paciente basado en Algoritmos Genéticos 
para la Microred de Salud José Antonio Encinas de la Región 
Puno 2015. 
 
 El diseño de la interfaz para el Prototipo del sistema de 
información, permite a los operadores registrarse y acceder al 
Sistema. 
 
 La seguridad del prototipo en el control de la información y del 
pago anual que efectúan a la Microred de Salud José Antonio 
Encinas, garantiza la confiabilidad  de los datos almacenados. 
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CAPÍTULO II  
MARCO TEÓRICO 
2.1. ANTECEDENTES DE LA INVESTIGACIÓN  
- HIDALGO MB, FERNANDEZ M. (2013). Prototipo de Sistema 
Informático destinado a la Gestión de un Seguro Público de Salud. 
(Tesis de Grado) Universidad Nacional del Nordeste, Argentina, 
Facultad de Ciencias Exactas y Naturales y Agrimensura, 
Departamento de Informática. [consulta 22 septiembre 2014]. 
Disponible en < 
http://42jaiio.sadio.org.ar/proceedings/simposios/Trabajos/CAIS/17.
pdf > 
Cuyo Objetivo General fue: Optimizar recursos y mejorar el 
almacenamiento de la información, se exhibe un proyecto de 
informatización centrado en la problemática de un Seguro Público 
de Salud de una provincia y se abordaron las etapas iniciales de 
desarrollo del mismo. El trabajo se compone de secciones: la 
primera introduce el tema TIC en salud, en la segunda se expone 
la metodología de desarrollo adoptada. Se presenta, a 
continuación, los resultados preliminares expuestos mediante el 
modelado del sistema que esboza sus principales funcionalidades. 
Finalmente se sintetizan, etapas a seguir para concretar el 
proyecto y las conclusiones. 
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- MOSQUERA TARAZONA J. (2007). Análisis, Diseño e 
Implementación de un sistema de Información Integral de Gestión 
Hospitalaria para un establecimiento de Salud Publico. (Tesis de 
Grado), Pontificia Universidad Católica del Perú, Facultad de 
Ciencias e Ingeniería. [consulta 15 Septiembre 2014]. Disponible 
en < 
http://tesis.pucp.edu.pe/repositorio/bitstream/handle/123456789/33
6/MOSQUERA_JAVIER_AN%C3%81LISIS_DISE%C3%91O_E_I
MPLEMENTACI%C3%93N_DE_UN_SISTEMA_DE_INFORMACI
%C3%93N_INTEGRAL_DE_GESTI%C3%93N_HOSPITALARIA_P
ARA_UN_ESTABLECIMIENTO_DE_SALUD_P%C3%9ABLICO.pd
f > 
Cuyo Objetivo General fue: Relazar el diseño e implementación de 
un sistema integral de gestión hospitalaria que permita la 
administración de la información para centros de Salud públicos, el 
mantenimiento de la información consistente, relacionada y 
centralizada para lograr la sinergia en los procesos. 
- CAUNA HUANCA G. (2014). Sistema de Información para el pago 
del Impuesto al Patrimonio Vehicular para la Municipalidad 
Provincial de Puno – 2014. (Tesis de Grado) Universidad Nacional 
del Altiplano Puno, Facultad de Ingeniería Estadística e 
Informática, Escuela Profesional de Ingeniería Estadística e 
Informática. Cuyo objetivo principal fue desarrollar e implementar 
un sistema de información para el pago del impuesto al patrimonio 
vehicular y concluyo que la implementación del mismo permitió la 
atención rápida y oportuna a las solicitudes de los pacientes. 
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2.2. BASE TEÓRICA  
2.2.1. ALGORITMOS GENETICOS 
Los algoritmos genéticos son algoritmos de búsqueda basados en mecanismos 
de selección y genética natural que siguen un proceso de evolución, similar al 
que se lleva a cabo en la naturaleza. Evolución que es simulada por medio de 
ciertas operaciones propias del algoritmo.1 
Los algoritmos genéticos utilizados como técnica de optimización muestran 
buenas características de funcionamiento, específicamente cuando se trata de 
problemas con espacios de solución multimodal dado que a diferencia de los 
métodos tradicionales, es un método que busca en muchos puntos o posibles 
soluciones del espacio de solución simultanea (búsqueda en paralelo), lo cual 
reduce significativamente las probabilidades de que se queden atorados en 
mínimos locales durante el proceso de búsqueda. Adicionalmente, no necesitan 
de información auxiliar para funcionar apropiadamente ya que solo requieren 
conocer la factibilidad o beneficio implícito de cada punto del espacio de 
solución explorado para guiar su búsqueda. Por otro lado, los algoritmos 
explotan recursos de codificación de una forma muy general y como resultado 
rebasan las restricciones de otros métodos (existencia de derivadas, 
continuidad, etc.). Estos algoritmos utilizan reglas de transición probabilísticas 
para guiar su búsqueda hacia regiones del espacio de solución que se espera 
tengan mejores características.1 
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En suma, son estos cuatro aspectos los que hacen de los algoritmos genéticos 
un método de búsqueda y optimización robusto característica principal que los 
distingue de los métodos matemáticos tradicionales. 
1. Los algoritmos genéticos buscan simultáneamente de entre puntos o 
soluciones, no en un solo punto o dirección. 
2. Los algoritmos genéticos utilizan una función objetivo o función de 
evaluación, no evaluadores intrínsecos. 
3. Los algoritmos genéticos no manejan el conjunto de parámetros del 
problema. Realizan una codificación de estos. 
4. Los algoritmos genéticos utilizan reglas de transición probabilísticas no 
determinísticas. 
Los algoritmos genéticos tienen una amplia gama de aplicación como 
consecuencia de dos aspectos fundamentales: 
1. Su implementación computacional es bastante simple y provee un 
poderoso mecanismo de búsqueda. 
2. Son esquemas muy robustos que pueden ser aplicados en un amplio 
rango de problemas de optimización. 
2.2.1.1 ALGORITMO GENETICO SIMPLE 
El algoritmo genético básico utilizado en muchos problemas prácticos se 
compone fundamentalmente de tres operadores: 
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2.2.1.1.1 OPERADOR DE REPRODUCCION 
La reproducción es un proceso inicial donde todos los individuos de la 
población son evaluados por medio de la función objetivo para identificar 
aquellos con valores altos de fitness para hacer copias de estos y quedar en 
espera de la acción del operador de cruce, mientras que el resto de la 
población permanece sin cambios esperando ser sustituida por los futuros 
descendientes de su propia generación.1 
Es evidente que la función de evolución es quien sobrevive en cada 
generación, por ser el valor  fitness el medio por el cual se hace la 
discriminación para la selección de individuos. Esto significa que los individuos 
con un fitness alto tienen mayor probabilidad de contribuir con al menos un 
descendiente para la siguiente generación. 
En suma, se puede decir que el operador de reproducción con todo lo que 
implica, no es más que una versión artificial de la selección natural o Teoría 
Darwiniana de “La supervivencia del mejor”. 
En la naturaleza por ejemplo, una especie con un fitness alto seria aquella 
mejor adaptada al medio ambiente y con características que le permitan sortear 
todas las adversidades que se le presenten. Es decir, con probabilidades altas 
de sobrevivir en un medio hostil hasta su etapa de reproducción. 
2.2.1.1.2 OPERADOR DE CRUCE 
Una vez terminado el proceso de reproducción, inicia el operador de cruce. Es 
a través de este operador que los individuos con mejor fitness elegidos de la 
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población intercambian información para crear nuevos individuos o 
descendientes que se espera sean mejores y que forman parte de la población 
de la siguiente generación, sustituyendo a los individuos de la población que 
quedaron fuera durante la reproducción.1 
En este trabajo se analizaran únicamente dos técnicas diferentes que se han 
utilizado para implementar el operador de cruce. La primera es conocida como 
cruce de un solo punto (single point crossover), que consiste primeramente en 
elegir aleatoriamente dos individuos del grupo (cromosomas padres) y un 
número entero k entre 1 y el número de bits que forman la cadena o individuo 
menos uno (para el caso de codificación binaria). Posteriormente se realiza un 
intercambio de información entre individuos basado en el índice K. por ejemplo, 
para los individuos A y B, si k=4 y la longitud de la cadena es cinco. 
  Individuo   A= 0110*1 
  Individuo   B= 1100*0 
Los individuos intercambian la información de la cadena que se ubica delante 
del índice k, con esto se crean dos nuevos individuos o descendientes para la 
siguiente generación. 
  Individuo   A’= 01100 
  Individuo   B’= 11001 
2.2.1.1.3 OPERADOR DE MUTACIÓN 
El operador de mutación participa con un rol secundario en algoritmos 
genéticos. La utilidad de este operador se manifiesta cuando la aplicación de 
los dos operadores anteriores conduce a la perdida de información 
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potencialmente útil. Este operador actúa sobre todos los individuos de la 
población, cambiando la información de los elementos de la cadena de bits 
siguiendo reglas de transición probabilística. 
Por ejemplo, considere el primer individuo en la población, 
  Individuo =  101100 
Se analiza el primer elemento de la cadena y si una probabilidad de cambio 
resulta positiva para este elemento, este se modifica. Esto se repite para todos 
los elementos de la cadena. Si para todos los elementos restantes la 
probabilidad resulta negativa, el individuo sometido al operador de mutación 
ahora será: 
  Individuo 1’ =  001100 
Se dice que este operador juega un rol secundario ya que al igual que sucede 
en la naturaleza, la mutación se da muy pocas veces, es decir con una 
probabilidad muy baja.  
Se dice que para obtener buenos resultados en la aplicación de algoritmos 
genéticos se debe llevar a cabo una mutación por cada cien elementos (bits) 
sometidos al operador. Esto es con una probabilidad de 0.01. 
2.2.1.1.4 CICLO DEL ALGORITMO GENÉTICO SIMPLE. 
A continuación se muestra el diagrama de flujo del algoritmo genético simple. 
                         Ciclo de un algoritmo genetico simple 
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 Fuente: Elaborada por el autor 
2.2.1.2 PARAMETROS BASICOS DEL ALGORITMO GENETICO 
En algoritmos genéticos se manejan algunos parámetros, conocidos como 
parámetro de control, los cuales determinan la eficacia de su proceso de 
convergencia y la calidad de la solución al problema planteado. Estos 
parámetros son:1 
1. Tamaño de la población. 
2. Numero de generaciones. 
3. Probabilidad de cruce y mutación. 
4. Tipo de cruce. 
5. Intervalo de aproximación 
6. Numero de Descendientes. 
2.2.1.2.1 TAMAÑO DE LA POBLACION 
Antes de iniciar con el proceso iterativo de los algoritmos genéticos y una vez 
que se tiene la función de evaluación y codificado el problema en forma de 
cromosoma, se debe especificar el tamaño de la población a utilizar, que es la 
  14 
 
que determina la cantidad de individuos y en consecuencia, la variedad del 
espacio de solución del algoritmo genético. 
La selección del tamaño de la población esta frecuentemente ligada con el 
intervalo de aproximación o longitud del cromosoma, de tal forma que, entre 
mayor sea la longitud del cromosoma, mayor tendrá que ser el tamaño de la 
población. Lo anterior dado que si se tiene un cromosoma de longitud n 
codificado en forma de una cadena de 1’s y 0’s se tendrá un espacio de 
solución de tamaño 2𝑛, de donde se tiene que si se aumenta la longitud del 
cromosoma 1 unidad, se tendrá un espacio de solución de tamaño 2𝑛+1, lo cual 
significa que tendremos un espacio mayor de búsqueda, por lo que al elegir un 
tamaño de población relativamente pequeño, en cierta forma se desaprovecha 
el potencial de búsqueda en paralelo, una de las características relevantes de 
los algoritmos genéticos. 
De cualquier manera, el número de individuos en una población puede variar 
en un amplio margen dependiendo de la complejidad del problema a resolver, 
solo debe tomarse en cuenta que entre mayor sea el tamaño de la población, 
mayor será el tiempo de ejecución del algoritmo. 
2.2.1.2.2 NUMERO DE GENERACIONES 
Como se mencionó en el punto anterior, la continuidad del ciclo iterativo de un 
algoritmo genético depende de haber encontrado la solución óptima o 
simplemente de satisfacer el número de generaciones determinadas 
inicialmente (iteraciones). Como se sabe, el algoritmo genético realiza una 
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búsqueda de la mejor solución entre generación y generación esperando que la 
calidad de los individuos mejore en el transcurso de las generaciones. Puede 
suceder que el proceso de convergencia sea muy lento, en otras palabras, que 
el mejoramiento de los individuos a través de las generaciones sea mínimo, por 
tanto, si elegimos un numero de generaciones reducido seguramente no se 
permitirá al algoritmo encontrar la solución óptima. Por otro lado, si elegimos un 
número grande de generaciones, hay más posibilidades de que se alcance la 
solución óptima pero el tiempo de ejecución también se incrementara. Si 
aunado a esto, el tamaño de la población también es grande, el tiempo de 
ejecución crecerá aún más. Utilizar un criterio de convergencia puede ayudar a 
solucionar en parte este problema. Sin embargo, el número de generaciones 
necesarias para alcanzar la solución es función de la complejidad del problema 
y la aplicación de los operadores básicos del algoritmo genético (cruce y 
mutación). 
2.2.1.2.3 PROBABILIDAD DE CRUCE Y MUTACIÓN 
La Magnitud de la probabilidad con que se apliquen los operadores de cruce y 
mutación impactan considerablemente la convergencia de los algoritmos 
genéticos, ya que son estos operadores la base de dichos algoritmos. Como se 
mencionó antes, el operador de cruce es el que promueve el intercambio de 
información entre individuos, por lo que si se maneja una baja probabilidad en 
este operador, el intercambio de información será mínimo y como 
consecuencia el proceso de convergencia será lento. 
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Por otra parte, si el operador de mutación, el cual modifica la estructura de los 
cromosomas, utiliza una probabilidad alta de mutación se corre el riesgo de 
perder material genético potencialmente útil, aunque en ocasiones utilizar una 
alta probabilidad de mutación puede ser de utilidad como se verá en la sección 
de resultados. 
2.2.1.2.4 TIPO DE CRUCE 
El tipo de cruce empleado impacta directamente la calidad y el número de 
generaciones requeridas para alcanzar una solución. Esto como consecuencia 
que existe entre uno y otro tipo de cruce, en otras palabras, la forma en que se 
lleva a cabo el intercambio de información entre individuos. 
Aunque el intercambio de información entre individuos se lleve a cabo 
prácticamente de manera aleatoria, el tipo de cruce elegido para determinado 
problema influye definitivamente en el proceso de convergencia. Mientras que 
para algunos casos el cruce uniforme puede que sea el mejor, para otros el de 
un solo punto puede que lo sea y no se descarta la posibilidad de que en 
algunos otros casos funcionen los dos tipos de cruce. No obstante esto 
únicamente se puede determinar a través de pruebas y experiencias sobre el 
problema que estemos trabajando. 
Algo que sí está claro es que en general conviene utilizar una longitud de 
cromosoma pequeño para tratar de minimizar las posibles pérdidas de bloques 
de información útil durante el cruce, sobre todo cuando se utiliza cruce de un 
solo punto. 
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2.2.1.2.3 INTERVALO DE APROXIMACION 
Este parámetro se refiere al número de bits utilizados para codificar el conjunto 
de parámetros del problema. De aquí que por ejemplo para codificación binaria 
la exactitud de la solución es función del intervalo de aproximación empleado. 
Este parámetro tiene una implicación directa en la carga computacional por la 
cantidad de memoria requerida por el algoritmo. 
2.2.1.2.4 NUMERO DE DESCENDIENTES POR CRUCE. 
El número de descendientes por cruce determina la variedad del espacio de 
solución entre generaciones y en cierta forma también el camino a seguir en la 
búsqueda de la solución óptima; ya que por ejemplo, si se tienen dos 
descendientes por cruce, el camino que tome la convergencia estará definido 
en gran parte por los mejores individuos de las primeras generaciones. 
Mientras que cuando se tiene un solo descendiente por cruce, existe mayor 
diversidad de individuos para la siguiente generación. Esto se cumple tanto 
para cruce uniforme como para cruce de un solo punto. 
2.2.1.3 TÉCNICAS PARA MEJORAR EL DESEMPEÑO DE LOS ALGORITMOS 
GENÉTICOS. 
Con el afán de mejorar el desempeño de los algoritmos genéticos, en lo que se 
refiere a la calidad de las soluciones encontradas y reducir los tiempos de 
ejecución, adicionalmente a lo ya visto hasta este momento, se aplican algunas 
técnicas especiales, tales como el elitismo y los factores de penalización entre 
otras. Dichas técnicas por lo general están muy relacionadas con el fitness de 
los individuos en la población.1 
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2.2.1.3.1 ELITISMO 
El proceso de reproducción consiste en seleccionar de la población inicial los 
mejores individuos (con alto fitness), que posteriormente serán sometidos a los 
operadores de cruce y mutación, donde muy probablemente serán modificadas 
las estructuras de los cromosomas padres por la acción de los operadores. 
Con el fin de evitar la pérdida del mejor individuo de cada generación, se hace 
una copia de este, que pasara intacta a la próxima generación, es decir, no 
participara en el proceso de cruce ni mutación. A esto se le llama elitismo. 
Para cada problema particular se tendrá que definir el número de copias elite 
por generación; esto es, cuántos de los diferentes mejores individuos pasaran 
intactos a la siguiente generación. 
2.2.1.3.2 FACTORES DE PENALIZACIÓN. 
En lo que respecta a los factores de penalización, es una técnica más directa 
que actúa modificando el valor fitness de todos los individuos de cada 
generación a través de una modificación directa en la función de evaluación, 
con el único objetivo de hacer una mejor discriminación de los individuos 
durante el proceso de reproducción y así apresurar la evolución de los 
individuos generación tras generación.1 
                                            
1 Olachea Aguayo. Aplicación de la técnica de Algoritmos Genéticos al problema de Despacho 
Económico. [Internet]. Universidad Autónoma de Nuevo León; c2003 [Fecha de Actualización 
2003 Nov; Fecha Consulta 2014 Oct 5].Disponible de 
http://cdigital.dgb.uanl.mx/te/1020149435.pdf 
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Por ejemplo, una manera sencilla de aplicar factores de penalización estaría 
dada por una variable (Cte) en la función de evaluación: 
𝐹(%𝑒𝑟𝑟) = (1 − %𝑒𝑟𝑟 + 𝐶𝑡𝑒)                                                      (0.1) 
Se podría condicionar el valor de la variable Cte para que cuando el porcentaje 
de error sea mayor de  0.5, ésta  tome el valor de 0.3, de tal forma que el 
fitness para el individuo evaluado se reduzca y en el momento de la 
reproducción sea descartado fácilmente como posible cromosoma padre. Por 
otro lado, cuando el porciento de error sea menor de 0.5 pero mayor de 0.2 
porciento, que la variable Cte tome el valor de 0.1, de tal forma que su valor 
fitness se vea afectado solo un poco y sea más eficaz la selección de los 
individuos durante la reproducción. Así se que únicamente los mejores 
individuos de cada generación sean seleccionados durante el proceso de 
reproducción. 
2.2.1.3.3 FACTORES DE PRIORIDAD 
Esta técnica, al igual que las dos anteriores, modifica el valor fitness de los 
individuos, solo que lo hace de manera diferente. Esta técnica se aplica en 
funciones de evaluación un poco más elaboradas, es decir, compuestas de 
más de un elemento o subsunción de costo. Su finalidad es la de modificar la 
función de evaluación de forma tal que  uno de los elementos de la función 
tenga prioridad o mayor peso que el o los otros elementos que componen la 
función y así, el valor fitness del individuo evaluado, este definido en mayor 
parte por el elemento prioritario. 
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 Por ejemplo, para una función de evaluación del tipo: 
              𝐹(𝑒𝑟𝑟1, 𝑒𝑟𝑟2) = (1 − %𝑒𝑟𝑟1) + (1 − %𝑒𝑟𝑟2) ∗ (𝑓𝑝)                               (0.2) 
Si la variable 𝑓𝑝 se define con un valor mayor que uno, es obvio que el valor 
que tome la función estará denominado por el valor que tenga (1-%err2), 
mientras que el elemento (1-%err1) afectara en menor medida el resultado final 
de la función.1 
2.2.1.3.3 CICLO DE UN ALGORITMO GENETICO CON ELITISMO, FACTORES DE 
PRIORIDAD Y FACTORES DE PENALIZACION. 
A continuación se muestra un diagrama de flujo para un algoritmo genético que 
incluye elitismo y una función de evaluación con factores de prioridad y 
penalización.   
Ciclo de un algoritmo genético con elitismo 
 
       Fuente: Elaborada por el autor 
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2.2.2. SISTEMA DE INFORMACIÓN 
Es un conjunto de elementos que interactúan entre sí con un fin común; 
que permite que la información esté disponible para satisfacer las necesidades 
en una organización, un Sistema de Información no siempre requiere contar 
con el recurso computacional, aunque la disposición del mismo facilita el 
manejo e interpretación de la información por los usuarios. 
Los elementos que interactúan entre sí son: el equipo computacional 
(cuando esté disponible), el recurso humano, los datos o información fuente, 
programas ejecutados por las computadoras, las telecomunicaciones y los 
procedimientos de políticas y reglas de operación. Un Sistema de Información 
realiza cuatro actividades básicas2: 
 Entrada de información: proceso en el cual el sistema toma los datos 
que requiere. 
 Almacenamiento de información: puede hacerse por computadora o 
archivos físicos para conservar la información. 
 Procesamiento de la información: permite la transformación de los 
datos fuente en información que puede ser utilizada para la toma de 
decisiones 
 Salida de información: es la capacidad del sistema para producir  la 
información procesada o  sacar  los datos de entrada al exterior. 
                                            
2http://highered.mcgraw-hill.com/sites/dl/free/9701026586/70189/CapituloMuestra.pdf [consulta 
26 Noviembre 2014] 
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Los usuarios de los sistemas de información tienen diferente grado de 
participación dentro de un sistema y son el elemento principal que lo integra, 
así se puede definir usuarios primarios quienes alimentan el sistema, usuarios 
indirectos que se benefician de los  resultados pero que no interactúan con el 
sistema,  usuarios gerenciales y directivos quienes tienen responsabilidad 
administrativa y de toma de decisiones con base a la información que produce 
el sistema3. 
2.2.1.1. TIPOS DE SISTEMAS DE INFORMACIÓN  
i. SISTEMAS DE INFORMACIÓN TRANSACCIONALES 
Los Sistemas de Información Transaccionales fueron los primeros 
en ser incorporados al procesamiento de un volumen considerable 
de datos en forma computacional. En el contexto de 
transaccionales se debe de establecer que una transacción es un 
intercambio entre el usuario que opera el equipo y el sistema de 
procesamiento de datos. Es decir, esto implica la captura y 
validación de los datos ingresados por el usuario, así como la 
búsqueda y actualización de archivos.  
Por lo cual podemos establecer que los Sistemas de Información 
Transaccional están orientados a satisfacer las necesidades del 
                                            
3 Sistemas de Información en la Organización [en línea], [consulta 26 Noviembre 2014]. 
Disponible en: <http://highered.mcgraw-hill.com/sites/dl/free/ 9701026586 /70189/ 
CapituloMuestra.pdf> 
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nivel operativo de la Empresa. Realizando operaciones repetitivas y 
sencillas que conllevan a informatizar los procesos que poseen 
tareas rutinarias y tediosas, con el fin de minimizar los errores y 
disminuir la cantidad de mano de obra. 
ii. SISTEMAS DE INFORMACIÓN ADMINISTRATIVOS 
Los Sistemas de Información Administrativos están orientados al 
apoyo de los niveles directivos en su proceso de toma de 
decisiones y resolución de alguna problemática4. Los directivos 
recurren a los datos almacenados de las operaciones 
transaccionales para poder evaluar las opciones que se pueden 
presentar para tomar una decisión, a través de una presentación de 
información más procesada y analizada.  
iii. SISTEMA DE APOYO A LA TOMA DE DECISIONES                Los 
Sistemas de Apoyo a la Toma de Decisiones son aquellos que 
tienen por misión ser una herramienta para el apoyo de la función 
ejecutiva.  
Estos tipos de Sistemas ponen un énfasis en el Apoyo a la Toma 
de  Decisiones en todas sus fases, aunque hay que establecer que 
en definitiva la responsabilidad de tomar la decisión es exclusiva 
del responsable. Y la finalidad de estos sistemas es aumentar la 
                                            
4Kendal y Kendal. Análisis y Diseño de Sistemas.6ta ed. México: Pearson  Educación; 2005.  
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eficacia y disminuir el esfuerzo humano en el proceso de toma de 
decisiones. 
Estos sistemas se orientan a ensamblar la información y el juicio 
humano para alcanzar mejores resultados decisorios. 
iv. SISTEMAS EXPERTOS E INTELIGENCIA ARTIFICIAL 
La Inteligencia Artificial (AI, Artificial Intelligence) se puede 
considerar como el campo general para los Sistemas Expertos. La 
motivación principal de la AI ha sido desarrollar máquinas que 
tengan un comportamiento inteligente. Dos de las líneas de 
investigación de la AI son la comprensión del lenguaje natural y el 
análisis de la capacidad para razonar un problema hasta su 
conclusión lógica. Los sistemas expertos utilizan las técnicas de 
razonamiento de la AI para solucionar los problemas que les 
plantean los usuarios de negocios (y de otras áreas). 
Los Sistemas Expertos conforman una clase muy especial de 
Sistema de Información que se ha puesto a disposición de usuarios 
de negocios. Un Sistema Experto (también conocido como sistema 
basado en el conocimiento) captura y utiliza el conocimiento de un 
experto para solucionar un problema específico en una 
organización. 
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2.2.3. BASE DE  DATOS 
Una base de datos es una colección de datos estructurados según un 
modelo que refleja las relaciones y restricciones existentes en el mundo real.  
Los datos, son compartidos por diferentes usuarios y aplicaciones, y 
deben  mantenerse independientes de estas. Asimismo, los tratamientos que 
sufran  estos datos tendrán que conservar la integridad y seguridad5. 
2.2.5.1. SISTEMA DE GESTIÓN DE BASE DE DATOS 
   Los Sistemas Gestores de Base de Datos son un tipo de Software muy 
específico, dedicado a servir  de interfaz entre las bases de datos y las 
aplicaciones que la utilizan, consiguiendo que el acceso a los datos  se realice 
de una forma  más eficiente, más fácil de implementar y sobre todo más 
segura. 
2.2.5.2. MODELO ENTIDAD -  RELACIÓN 
  El Modelo de Entidad - Relación es un modelo de datos basado en una 
percepción del mundo real que consiste en un conjunto de objetos básicos 
llamados entidades y relaciones entre estos objetos, implementándose en 
forma gráfica a través del Diagrama Entidad - Relación. Para la elaboración del 
modelo se debe tener en cuenta lo siguiente: 
                                            
5 Sabana Mendoza, M. Modelamiento e Implementación de Base de Datos. 1ra ed. Lima – 
Perú: Megabyte; 2006. 
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i. CLAVE PRIMARIA 
Se denomina Clave Principal o Primaria al atributo o conjunto 
mínimo de atributos (uno o más campos) que permiten identificar en 
forma única cada instancia de la entidad, es decir, a cada registro de 
la tabla. Las Claves Principales se utilizan cuando se necesita hacer 
referencia a registros específicos de una tabla desde otra tabla. En 
un principio se puede identificar más de un atributo que cumpla las 
condiciones para ser clave, los mismos se denominan Claves 
Candidatas. 
Si la Clave Primaria se determina mediante un solo atributo de la 
entidad, entonces se dice que la misma es una Clave simple. En 
caso de estar conformada por más de un atributo, la misma se 
conoce como Clave compuesta. 
La Clave Foránea (también llamada externa o secundaria) es un 
atributo que es clave primaria en otra entidad con la cual se 
relaciona. 
ii. TIPOS DE RELACIONES 
 Relación Uno a Uno: Cuando un registro de una tabla sólo puede 
estar relacionado con un único registro de la otra tabla y 
viceversa. En este caso la clave foránea se ubica en alguna de las 
2 tablas. 
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 Relación Uno a Muchos: Cuando un registro de una tabla (tabla 
secundaria) sólo puede estar relacionado con un único registro de 
la otra tabla (tabla principal) y un registro de la tabla principal 
puede tener más de un registro relacionado en la tabla 
secundaria. En este caso la clave foránea se ubica en la tabla 
secundaria. 
 Relación Muchos a Muchos: Cuando un registro de una tabla 
puede estar relacionado con más de un registro de la otra tabla y 
viceversa. En este caso las dos tablas no pueden estar 
relacionadas directamente, se tiene que añadir una tabla entre las 
dos (Tabla débil o de vinculación) que incluya los pares de valores 
relacionados entre sí. 
El nombre de tabla débil deviene que con sus atributos propios no 
se puede encontrar la clave, por estar asociada a otra entidad. La 
clave de esta tabla se conforma por la unión de los campos claves 
de las tablas que relaciona. 
2.2.5.3. NORMALIZACIÓN 
  Uno de los factores más importantes en la creación de sistemas de 
información dinámicas es el diseño de las Bases de Datos (BD). La 
Normalización es una técnica que se utiliza para crear relaciones lógicas 
apropiadas entre tablas de una base de datos. Ayuda a prevenir errores lógicos 
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en la manipulación de datos. La Normalización facilita también agregar nuevas 
columnas sin romper el esquema actual ni las relaciones6. 
  La estructura de datos normalizados son  más fáciles de mantener7. 
Existen varios niveles de normalización de las cuales las más principales son:  
i. PRIMERA FORMA NORMAL 
La regla de la Primera Forma Normal establece que las columnas 
repetidas deben eliminarse y colocarse en tablas separadas. 
Poner la base de datos en la Primera Forma Normal resuelve el 
problema de los encabezados de columna múltiples. La 
Normalización ayuda a clarificar la base de datos y a organizarla en 
partes más pequeñas y más fáciles de entender.  
ii. SEGUNDA FORMA NORMAL 
La regla de la Segunda Forma Normal establece que todas las 
dependencias parciales se deben eliminar y separar dentro de sus 
propias tablas. Una dependencia parcial es un término que describe 
a aquellos datos que no dependen de la llave primaria de la tabla 
para identificarlos. 
                                            
6 Lan Gilfilland. La Biblia Mysql: Anaya Multimedia; 2003. 
7 Kendal y Kendal. Análisis y Diseño de Sistemas. 6ta ed. México: Pearson  Educación; 2005. 
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Una vez alcanzado el nivel de la Segunda Forma Normal, se 
controlan la mayoría de los problemas de lógica. Podemos insertar 
un registro sin un exceso de datos en la mayoría de las tablas. 
iii. TERCERA FORMA NORMAL 
Una tabla está normalizada en esta forma si todas las columnas que 
no son llave son funcionalmente dependientes por completo de la 
llave primaria y no hay dependencias transitivas (aquella en la cual 
existen columnas que no son llave que dependen de otras columnas 
que tampoco son llave). Cuando las tablas están en la Tercera 
Forma Normal se previenen errores de lógica cuando se insertan o 
borran registros. Cada columna en una tabla está identificada de 
manera única por la llave primaria, y no debe haber datos repetidos. 
Esto provee un esquema limpio y elegante, que es fácil de trabajar y 
expandir. 
Estas tres formas proveen suficiente nivel de normalización para 
cumplir con las necesidades de la mayoría de las bases de datos. 
Normalizar demasiado puede conducir a tener una base de datos 
ineficiente y hacer a su esquema demasiado complejo para trabajar. 
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Un balance apropiado de sentido común y práctico puede ayudarnos 
a decidir cuándo normalizar8. 
2.2.4. TECNOLOGÍA CLIENTE SERVIDOR 
La arquitectura informática de Cliente / Servidor tiene como principio 
fundamental la agrupación de todo tipo de aplicaciones en dos grupos 
fundamentales, que sería básicamente dividir aquellas aplicaciones en las que 
se ofrecen distintos servicios específicos y funcionalidades acordes, mientras 
que por otro lado están aquellos programas que hacen uso de los servicios 
mencionados9. 
Desde el punto de vista funcional, se puede definir la computación como 
una arquitectura distribuida que permite a los usuarios finales obtener acceso a 
la información en forma transparente aún en entornos multiplataforma. 
En el caso de las aplicaciones consideradas dentro del grupo de 
Clientes, las funcionalidades están basadas en la utilización de un servicio que 
es provisto justamente por las del otro grupo, teniendo en este conjunto todo el 
Software que si bien hace uso de las partes físicas del equipo (Componentes 
de Hardware) no tiene la capacidad de generar procesos por sí mismo. 
                                            
8<www.mysql-hispano.org> [consulta 12 Febrero 2014] 
9 Definición de Cliente / Servidor [en línea], [consulta 6 Agosto 2014]. Disponible en: 
<http://www.mastermagazine.info/termino/4294.php#ixzz2ec3kESVV> 
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Es por ello que para que funcionen necesita contar con un Servidor 
como sustento, siendo éste el que le brinda el acceso y la base a su 
funcionamiento. 
2.2.5. PROGRAMACIÓN ORIENTADA A OBJETOS 
Las técnicas Orientadas a Objetos proporcionan un nuevo enfoque para 
construir sistemas de software complejos a partir de unidades de software 
modularizado y reutilizable. Este nuevo enfoque debe ser capaz de manipular 
tanto sistemas grandes como pequeños y debe crear sistemas fiables que sean 
flexibles, mantenibles y capaces de evolucionar para cumplir las necesidades 
de cambio. Para ello, la Programación Orientada a Objetos se basa en los 
siguientes elementos (propiedades): 
i. ABSTRACCIÓN 
La Abstracción es uno de los medios más importantes mediante el 
cual nos enfrentamos con la complejidad inherente al software. La 
abstracción es la propiedad que permite representar las 
características esenciales de un objeto sin preocuparse de las 
características restantes (no esenciales). La abstracción se centra en 
la vista externa de un objeto, de modo que sirva para separar el 
comportamiento esencial de un objeto de su implementación. 
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ii. ENCAPSULAMIENTO 
Es la propiedad que permite asegurar que el contenido de la 
información de un objeto esta oculta del mundo exterior: el objeto A no 
conoce lo que hace el objeto B, y viceversa. De esta manera 
combinamos los datos y los métodos que manejan dichos datos en un 
único objeto. 
iii. MODULARIDAD 
Es la propiedad que permite dividir una aplicación en partes más 
pequeñas (llamadas módulos), cada una de las cuales debe ser tan 
independiente como sea posible de la aplicación en sí y de las 
restantes partes. 
iv. JERARQUÍA 
Es una propiedad que permite una ordenación de las abstracciones. 
Las dos jerarquías más importantes de un sistema complejo son: 
- Estructura de clases (jerarquía “en-un”) generalización / 
especialización. 
- Estructura de objetos (jerarquía “parte de”) agregación. 
v. POLIMORFISMO 
Es la propiedad que indica, literalmente, la posibilidad de que una 
entidad tome muchas formas. En términos prácticos, el polimorfismo 
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permite referirse a objetos de clases diferentes mediante el mismo 
elemento de programa y realizar la misma operación de diferentes 
formas, según sea el objeto que se referencia en ese momento. 
2.2.6. MYSQL 
  Es un sistema administrativo relacional de bases de datos (RDBMS por 
sus siglas en inglés Relational Database Management System). Este tipo de 
bases de datos puede ejecutar desde acciones tan básicas, como insertar y 
borrar registros, actualizar información ó hacer consultas simples, hasta realizar 
tareas tan complejas. 
  MySQL es un servidor multi-usuarios muy rápido y robusto de ejecución 
de instrucciones en paralelo, es decir, que múltiples usuarios distribuidos a lo 
largo de una red local o Internet podrá ejecutar distintas tareas sobre las bases 
de datos localizadas en un mismo servidor10. 
  Utiliza el lenguaje SQL (Structured Query Language)  o Lenguaje de  
Consulta Estructurado. Es el lenguaje que permite la comunicación con el 
Sistema Gestor de Base de Datos. Es una herramienta para organizar, 
gestionar y recuperar datos almacenados en una base de datos11. 
                                            
10Sistema Administrativo Relacional de Bases de Datos [en Línea], [consulta 15 Noviembre 2014] 
Disponible en:  <http://www.sinemed.com/recursos/docs/MySQL.pdf> 
11Sabana Mendoza M. Modelamiento e Implementación de Base de Datos. 1ra ed.Lima - Perú: 
MegaByte; 2006. 
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2.2.7. INGENIERÍA DE SOFTWARE 
  La Ingeniería de Software es una disciplina de la ingeniería que 
comprende todos los aspectos de la producción de software desde las etapas 
iniciales de la especificación del sistema, hasta el mantenimiento de este 
después de que se utiliza12.  
  En la sociedad moderna el papel de la ingeniería es producir sistemas y 
productos que mejoren los aspectos materiales de la vida humana, para que 
así la vida sea más fácil, segura y placentera [R. Fairley & M. Willshire] 
2.2.8. UML 
 Lenguaje Unificado de Modelado (LUM o UML, por sus siglas en inglés, 
Unified Modeling Language) es el lenguaje de modelado de sistemas de 
software más conocido y utilizado en la actualidad; está respaldado por el OMG 
(Object Management Group). Es un lenguaje gráfico para visualizar, 
especificar, construir y documentar un sistema. UML ofrece un estándar para 
describir un "plano" del sistema (modelo), incluyendo aspectos conceptuales 
tales como procesos de negocio, funciones del sistema, y aspectos concretos 
como expresiones de lenguajes de programación, esquemas de bases de 
datos y compuestos reciclados. 
                                            
12Lan Sommerville. Ingeniería de software. 7ta. ed. España, Madrid: Pearson  Educación 2005. 
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2.2.9. MODELADO DE SOFTWARE CON UML 
  Un modelo es una representación de la realidad en la que se toma en 
cuenta solo los detalles relevantes con la finalidad de obtener soluciones de un 
problema.13 
  Un modelo proporciona los planos de un sistema. Los modelos pueden 
estar formados por planos detallados, así como por planos más generales que  
presentan  una visión global del sistema  en estudio. Un buen modelo permite  
cumplir los siguientes objetivos: 
 Visualizar como es o como queremos que sea un sistema. 
 Especificar la estructura y el comportamiento del sistema. 
 Proporcionar plantillas que sirvan como guías en  la construcción del 
sistema. 
 Documentar  las decisiones tomadas respecto al sistema. 
i. DIAGRAMAS DE UML 
Un diagrama es la representación  gráfica de un conjunto de 
elementos  y la relación  entre ellos. Los diagramas  se 
especifican para ver un sistema desde distintos puntos de vista, 
                                            
13Sergio Matsukawa M. Análisis y Diseño Orientado a Objetos. 1ra ed. Lima - Perú: Macro; 
2002. 
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por tanto, un diagrama es una proyección de un sistema  y 
representa una vista resumida de los elementos que lo constituye. 
a. CASO DE USO 
Un caso de uso es una sucesión de acciones realizadas por el 
sistema. Esta sucesión de acciones debe producir un 
resultado observable y valioso para un actor en particular. 
- REPRESENTACIÓN Y NOMENCLATURA DE LOS 
CASOS DE USO 
Un caso de uso se representa mediante una elipse en cuyo 
interior se especifica el nombre del caso de uso. 
 
Figura N° 01: Caso de Uso 
Como un caso de uso es una acción que el sistema debe 
realizar sobre un objeto se utiliza la notación de verbo 
objeto, por ejemplo: registrar paciente, comprar producto. 
- ACTOR 
Un actor representa a alguien o algo externo al sistema y 
que interactúa con él. Define también un rol que  un usuario 
desempeña con respecto al sistema. 
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Figura N° 02: Actor 
- RELACIONES EN LOS CASOS DE USO 
En un diagrama de casos de uso se pueden presentar una 
relación entre un actor y un caso de uso, entre dos actores, 
y entre dos casos de uso. Estas relaciones pueden ser las 
siguientes: 
 Relación de asociación entre un actor y un caso de uso. 
 Relación de generalización entre dos casos de uso y 
entre dos actores. 
 Relación de inclusión entre dos casos de uso. 
 Relación de extensión entre dos casos de uso. 
- RELACIÓN DE ASOCIACIÓN 
Representa la comunicación entre el actor y el caso de uso. 
Se representa gráficamente mediante una flecha donde la 
dirección de ella indica quien inicia la comunicación 
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Figura N°  01: Relación de Asociación 
- RELACIÓN DE GENERALIZACIÓN 
Esta relación se presenta entre dos objetos del mismo tipo. 
Los dos objetos tienen características comunes, pero uno 
de ellos tiene características adicionales. 
La generalización es una relación de herencia en la cual 
uno de los objetos es el padre, y el objeto con las 
características adicionales es el hijo. El hijo hereda las 
características del padre, y puede redefinirse algunas 
características heredadas, o definir una característica 
nueva que no está presente en el padre.  
 
 
Figura N° 02: Relación de Generalización 
- RELACIÓN DE INCLUSIÓN 
Esta relación se representa cuando varios casos de uso 
tienen una parte cuya funcionalidad es común. Es esta 
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situación, se puede crear un caso de uso que  defina la 
funcionalidad común, y crear una relación de inclusión 
entre este caso de uso, y cualquier caso de uso que 
<<utiliza>> dicha funcionalidad. 
 
Figura N°  03: Relación de Inclusión 
- RELACIÓN DE EXTENSIÓN 
Esta relación se presenta cuando la funcionalidad definida 
en un caso de uso es <<invocada>> por otro caso de uso, 
pero solo bajo ciertas condiciones. Se emplea para modelar 
un caso de uso en el que una parte de la funcionalidad es 
opcional; de este modo, se puede separar la parte de la 
funcionalidad que siempre se llevará  a cabo de la parte de 
la funcionalidad que es opcional. 
 
Figura N°  04: Relación de Extensión 
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2.2.10. METODOLOGÍA DE DESARROLLO DE SOFTWARE 
  Para asegurar el éxito durante el desarrollo de software no es suficiente 
contar con notaciones de modelado y herramientas, hace falta un elemento 
importante: la metodología de desarrollo, la cual nos provee de una dirección a 
seguir para la correcta aplicación de los demás elementos (Amaro Calderón, S. 
D. y Valverde Rebaza. J. C. 2007)14. 
  La metodología es un conjunto de procedimientos, técnicas, 
herramientas y un soporte documental que ayuda a los desarrolladores a 
realizar nuevo software. 
  Una metodología puede seguir uno o varios modelos de ciclo de vida, 
es decir, el ciclo de vida indica qué es lo que hay que obtener a lo largo del 
desarrollo del proyecto pero no cómo hacerlo. La metodología indica cómo hay 
que obtener los distintos productos parciales y finales (Pekka, 2003)15. 
i. METODOLOGÍAS TRADICIONALES Y ÁGILES 
a. METODOLOGÍAS TRADICIONALES  
Las Metodologías Tradicionales son denominadas, a veces, de forma 
peyorativa, como metodologías pesadas. 
                                            
14 Amaro Calderón, S. D. y Valverde Rebaza. J. C. Metodologías Agiles.[en línea], [consulta 15 
Enero 2014]. 
15Metodologías de Desarrollo de Software [en línea], [consulta 5 Septiembre 2014]. Disponible 
en : <http://alarcos.inf-cr.uclm.es/doc/ISOFTWAREI/Tema04.pdf> 
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Centran su atención en llevar una documentación exhaustiva de todo el 
proyecto y en cumplir con un plan de proyecto, definido todo esto, en la 
fase inicial del desarrollo del proyecto. 
Otra de las características importantes dentro de este enfoque, son los 
altos costes al implementar un cambio y la falta de flexibilidad en 
proyectos donde el entorno es volátil. 
Las Metodologías Tradicionales (formales) se focalizan en la 
documentación, planificación y procesos (plantillas, técnicas de 
administración, revisiones, etc.) 
b. METODOLOGÍAS ÁGILES 
Este enfoque nace como respuesta a los problemas que puedan 
ocasionar las metodologías tradicionales y se basa en dos aspectos 
fundamentales, retrasar las decisiones y la planificación adaptativa. 
Basan su fundamento en la adaptabilidad de los procesos de 
desarrollo. 
Las metodologías ágiles de desarrollo están especialmente indicadas 
en proyectos con requisitos poco definidos o cambiantes16. 
                                            
16Amaro Calderón, S. D. y Valverde Rebaza. J. C. Metodologías Agiles. [en línea], [consulta 15 
Septiembre 2014]. 
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ii. PROGRAMACIÓN EXTREMA (XP) 
La Programación Extrema (XP), es una metodología ágil centrada en 
potenciar las relaciones interpersonales como clave para el éxito en 
desarrollo de software, promoviendo el trabajo en equipo, 
preocupándose por el aprendizaje de los desarrolladores, y propiciando 
un buen clima de trabajo. XP se basa en realimentación continua entre 
el cliente y el equipo de desarrollo, comunicación fluida entre todos los 
participantes, simplicidad en las soluciones implementadas y coraje 
para enfrentar los cambios. XP se define como especialmente 
adecuada para proyectos con requisitos imprecisos y muy cambiantes, 
y donde existe un alto riesgo técnico (Beck, 2000). 
 
Figura N°  05: Evolución de los ciclos de desarrollo. 
Los principios y prácticas son de sentido común pero llevadas al 
extremo, de ahí proviene su nombre. A continuación presentaremos las 
características esenciales de XP organizadas en los tres apartados 
siguientes: historias de usuario, roles, proceso y prácticas. 
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a. Las Historias de Usuario 
Son la técnica utilizada para especificar los requisitos del software. Se 
trata de tarjetas de papel en las cuales el cliente describe brevemente 
las características que el sistema debe poseer, sean requisitos 
funcionales o no funcionales. El tratamiento de las historias de usuario 
es muy dinámico y flexible. Cada historia de usuario es lo 
suficientemente comprensible y delimitada para que los programadores 
puedan implementarla en unas semanas. Las historias de usuario son 
descompuestas en tareas de programación y asignadas a los 
programadores para ser implementadas durante una iteración. 
b. Roles XP. Los roles de acuerdo con la propuesta original de Beck 
son: 
b.1.Programador. El programador escribe las pruebas unitarias y 
produce el código del sistema. 
b.2  Cliente. Escribe las historias de usuario y las pruebas funcionales 
para validar su implementación. Además, asigna la prioridad a las 
historias de usuario y decide cuáles se implementan en cada iteración 
centrándose en aportar mayor valor al negocio. 
b.3  Encargado de pruebas (Tester). Ayuda al cliente a escribir las 
pruebas funcionales. Ejecuta las pruebas regularmente, difunde los 
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resultados en el equipo y es responsable de las herramientas de soporte 
para pruebas. 
b.4 Encargado de seguimiento (Tracker). Proporciona realimentación 
al equipo. Verifica el grado de acierto entre las estimaciones realizadas y 
el tiempo real dedicado, para mejorar futuras estimaciones. Realiza el 
seguimiento del progreso de cada iteración. 
b.5  Entrenador (Coach). Es responsable del proceso global. Debe 
proveer guías al equipo de forma que se apliquen las prácticas XP y se 
siga el proceso correctamente. 
b.6 Consultor. Es un miembro externo del equipo con un conocimiento 
específico en algún tema necesario para el proyecto, en el que puedan 
surgir problemas. 
b.7  Gestor (Big boss). Es el vínculo entre clientes y programadores, 
ayuda a que el equipo trabaje efectivamente creando las condiciones 
adecuadas. Su labor esencial es de coordinación. 
c. Proceso XP 
El ciclo de desarrollo consiste (a grandes rasgos) en los siguientes 
pasos: 
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1. El cliente define el valor de negocio a implementar. 
2. El programador estima el esfuerzo necesario para su 
implementación. 
3. El cliente selecciona qué construir, de acuerdo con sus 
prioridades y las restricciones de tiempo. 
4. El programador construye ese valor de negocio. 
5. Vuelve al paso 1. 
En todas las iteraciones de este ciclo tanto el cliente como el 
programador aprenden. No se debe presionar al programador a realizar 
más trabajo que el estimado, ya que se perderá calidad en el software 
o no se cumplirán los plazos. De la misma forma el cliente tiene la 
obligación de manejar el ámbito de entrega del producto, para 
asegurarse que el sistema tenga el mayor valor de negocio posible con 
cada iteración. 
El ciclo de vida ideal de XP consiste de seis fases: Exploración, 
Planificación de la Entrega (Release), Iteraciones, Producción, 
Mantenimiento y Muerte del Proyecto. 
d. Prácticas XP 
La principal suposición que se realiza en XP es la posibilidad de 
disminuir la mítica curva exponencial del costo del cambio a lo largo del 
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proyecto, lo suficiente para que el diseño evolutivo funcione. Esto se 
consigue gracias a las tecnologías disponibles para ayudar en el 
desarrollo de software y a la aplicación disciplinada de las siguientes 
prácticas: 
d.1  El Juego de la Planificación. Hay una comunicación frecuente el 
cliente y los programadores. El equipo técnico realiza una estimación del 
esfuerzo requerido para la implementación de las historias de usuario y 
los clientes deciden sobre el ámbito y tiempo de las entregas y de cada 
iteración. 
d.2 Entregas Pequeñas. Producir rápidamente versiones del sistema 
que sean operativas, aunque no cuenten con toda la funcionalidad del 
sistema. Esta versión ya constituye un resultado de valor para el 
negocio. Una entrega no debería tardar más de 3 meses. 
d.3  Metáfora. El sistema es definido mediante una metáfora o un 
conjunto de metáforas compartidas por el cliente y el equipo de 
desarrollo. Una metáfora es una historia compartida que describe cómo 
debería funcionar el sistema (conjunto de nombres que actúen como 
vocabulario para hablar sobre el dominio del problema, ayudando a la 
nomenclatura de clases y métodos del sistema). 
d.4 Diseño Simple. Se debe diseñar la solución más simple que pueda 
funcionar y ser implementada en un momento determinado del proyecto.  
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d.5  Pruebas. La producción de código está dirigida por las pruebas 
unitarias. Éstas son establecidas por el cliente antes de escribirse el 
código y son ejecutadas constantemente ante cada modificación del 
sistema. 
d.6 Refactorización (Refactoring). Es una actividad constante de 
reestructuración del código con el objetivo de remover duplicación de 
código, mejorar su legibilidad, simplificarlo y hacerlo más flexible para 
facilitar los posteriores cambios. Se mejora la estructura interna del 
código sin alterar su comportamiento externo. 
d.7 Programación en Parejas. Toda la producción de código debe 
realizarse con trabajo en parejas de programadores. Esto conlleva 
ventajas implícitas (menor tasa de errores, mejor diseño, mayor 
satisfacción de los programadores, etc.) 
d.8 Propiedad Colectiva del Código. Cualquier programador puede 
cambiar cualquier parte del código en cualquier momento. 
d.9  Integración Continua. Cada pieza de código es integrada en el 
sistema una vez que esté lista. Así, el sistema puede llegar a ser 
integrado y construido varias veces en un mismo día. 
d.10  40 Horas por Semana. Se debe trabajar un máximo de 40 horas 
por semana. No se trabajan horas extras en dos semanas seguidas. Si 
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esto ocurre, probablemente está ocurriendo un problema que debe 
corregirse. El trabajo extra desmotiva al equipo. 
d.11  Cliente In-Situ. El cliente tiene que estar presente y disponible 
todo el tiempo para el equipo. Éste es uno de los principales factores de 
éxito del proyecto XP. El cliente conduce constantemente el trabajo 
hacia lo que aportará mayor valor de negocio y los programadores 
pueden resolver de manera inmediata cualquier duda asociada. La 
comunicación oral es más efectiva que la escrita. 
d.12 Estándares de Programación.  XP enfatiza que la comunicación 
de los programadores es a través del código, con lo cual es 
indispensable que se sigan ciertos estándares de programación para 
mantener el código legible. 
El mayor beneficio de las prácticas se consigue con su aplicación 
conjunta y equilibrada puesto que se apoyan unas en otras. Esto se 
ilustra en la Figura Nº 08, donde una línea entre dos prácticas significa 
que las dos prácticas se refuerzan entre sí. La mayoría de las prácticas 
propuestas por XP no son novedosas sino que en alguna forma ya 
habían sido propuestas en Ingeniería del Software e incluso demostrado 
su valor en la práctica. El mérito de XP es integrarlas de una forma 
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efectiva y complementarlas con otras ideas desde la perspectiva del 
negocio, los valores humanos y el trabajo en equipo17. 
 
Figura N°  06: Las prácticas se refuerzan entre sí. 
2.2.11. CALIDAD DEL SOFTWARE 
  Es el grado en el que el producto software incorpora un conjunto de 
características, definidas por la industria, de tal manera que se garantiza su 
eficiencia de uso, respecto a los requerimientos de los clientes. 
  Es decir, Calidad de software es el grado en el que un cliente percibe 
que el software cumple con sus expectativas. 
                                            
17 Canós. J. H., Letelier P. y Penadés C. Metodologías Ágiles en el Desarrollo de Software 
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2.2.12. ESTÁNDARES ISO-9126 
 ISO- 9126 es un Estándar Internacional para la evaluación del software 
y tiene como objetivo la definición de un modelo de calidad y su uso como 
marco para la evaluación de software. Los modelos de calidad concordantes 
con este estándar pertenecen a la categoría de modelos mixtos, ya que el 
estándar propone una jerarquía de factores de calidad clasificados como 
características, sub características y atributos según su grado de abstracción, 
entre los que se propone un conjunto de factores de partida compuestos de 6 
características y 27 sub características, las cuales se describen a continuación: 
a) Funcionalidad.- La capacidad del producto software para 
proporcionar funciones declaradas e implícitas cuando se usa bajo 
condiciones especificadas: 
- Adecuación.  
- Exactitud. 
- Interoperabilidad. 
- Seguridad de acceso. 
- Cumplimiento funcional. 
b) Fiabilidad.- La capacidad del producto software para mantener un 
nivel especificado de prestaciones cuando se usa bajo condiciones 
especificadas: 
- Madurez. 
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- Tolerancia a fallos. 
- Capacidad de recuperación.  
- Cumplimiento de la fiabilidad. 
c) Usabilidad.- La capacidad del producto software para ser 
entendido, aprendido, usado y ser atractivo para el usuario, cuando 
se usa bajo condiciones especificadas: 
- Capacidad para ser entendido. 
- Capacidad para ser aprendido. 
- Capacidad para ser operado. 
- Capacidad de atracción. 
- Cumplimiento de la usabilidad. 
d) Eficiencia.- La capacidad del producto software para proporcionar 
prestaciones apropiadas, relativas a la cantidad de recursos 
usados, bajo condiciones determinadas: 
- Comportamiento temporal. 
- Utilización de recursos. 
- Cumplimiento de la eficiencia. 
e) Mantenibilidad.- La capacidad del producto software para ser 
modificado. Las modificaciones podrían incluir correcciones, 
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mejoras o adaptación del software a cambios en el entorno, y 
requisitos y especificaciones funcionales: 
- Capacidad para ser analizado. 
- Capacidad para ser cambiado. 
- Estabilidad. 
- Capacidad para ser probado. 
- Cumplimiento de la mantenibilidad. 
f) Portabilidad.- La capacidad del producto del software para ser 
transferido de un entorno a otro, puede incluir la siguientes 
especificaciones funcionales: 
- Adaptabilidad. 
- Instalabilidad. 
- Coexistencia. 
- Capacidad para reemplazar. 
- Cumplimiento de la portabilidad. 
i. MÉTRICAS DE SOFTWARE 
Una Métrica de Software es un atributo del entorno de Desarrollo del 
Software, derivada de la medida de los atributos de ciertos 
componentes del software. Un atributo es una cualidad, una propiedad 
o una característica de un objeto. En el entorno de Desarrollo del 
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Software, el tamaño, el coste y el esfuerzo son algunos de los atributos 
del proyecto software (Kan, 2002)18. 
ii. MÉTRICAS ORIENTADAS A LA FUNCIÓN 
Son medidas indirectas del software y del proceso por el cual se 
desarrolla. En lugar de calcularlas las Líneas de Código (LDC), las 
Métricas Orientadas a la Función se centran en la funcionalidad o 
utilidad del programa. 
Las Métricas Orientadas a la Función fueron en principio propuestas 
por Albercht quien sugirió un acercamiento a la medida de la 
productividad denominado método del Punto de Función19. Los Puntos 
de Función que obtienen utilizando una función empírica basando en 
medidas cuantitativas del dominio de información del software y 
valoraciones subjetivos de la complejidad del software. 
Los puntos de función se calculan rellenando la Tabla Nº 01: 
Tabla N°  01: Cuenta Total de los Puntos de Función 
                                            
18Ingeniería del Software [en línea], [consulta 14 Octubre 2014]. 
19 PRESSMAN S. R. Ingeniería de Software un Enfoque Práctico. 5ta ed. España, Madrid: Hall 
Hispanoamericana; 2002. 
  54 
 
  
Fuente: PRESSMAN, Roger S. “Ingeniería del Software: Un enfoque práctico”. 
Se determinan 5 características del ámbito de la información y los 
cálculos aparecen en la posición apropiada de la Tabla Nº 01. Los 
valores del ámbito de información están definidos de la siguiente 
manera. 
1. Nº de Entrada del Usuario: se cuenta cada entrada del usuario 
que proporcione al software diferentes datos orientados a la 
aplicación. Las entradas deben ser distinguidas de las peticiones 
que se contabilizan por separado. 
2. Nº de Salida del Usuario: se cuenta cada salida que proporciona el 
usuario información orientada a la aplicación. En este contexto las 
salidas se refieren a informes, pantalla, mensajes de error. Los 
elementos de datos individuales dentro de un informe se 
encuentran por separado. 
3. Nº de Peticiones del Usuario: una petición está definida como una 
entrada interactiva que resulta de la generación de algún tipo de 
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respuesta en forma de salida interactiva. Se cuenta cada petición 
por separado. 
4. Nº de Archivos: se cuenta cada archivo maestro lógico, o sea una 
agrupación lógica de datos que puede ser una parte en una gran 
base de datos o un archivo independiente. 
5. Nº de Interfaces Externas: se cuentan todas las interfaces legibles 
por la máquina por ejemplo: archivos de datos, en cinta o discos 
que son utilizados para transmitir información a otro sistema. 
Cuando han sido recogidos los datos anteriores se asocian el valor de 
complejidad a cada cuenta. Las organizaciones que utilizan métodos 
de puntos de función desarrollan criterios para determinar si una 
entrada es denominada simple, media o compleja. No obstante la 
determinación de la complejidad es algo subjetivo. 
Para calcular los puntos de función se utiliza la siguiente relación. 
PF = CUENTA_TOTAL * [0.65 + 0.01 * SUM(Fi)] 
Dónde: 
- CUENTA_TOTAL es la suma de todas las entradas de PF 
obtenidas de la Tabla Nº 01. 
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- Fi donde i puede ser de uno hasta 14, los valores de ajuste de 
complejidad basados en las respuestas a las cuestiones 
señaladas de la Tabla Nº 03. 
Evaluar cada factor en escala 0 a 5. 
Tabla N°  02: Evaluación de los Factores de Complejidad. 
 
Fuente: PRESSMAN, Roger S. “Ingeniería del Software: Un enfoque práctico”. 
 
Tabla N°  03: Valores de Ajuste de la Complejidad del Sistema. 
Fi FACTORES DE CALIDAD VALOR 
1. 
¿Requiere el sistema copias de seguridad y de recuperación 
fiables? 
 
2. ¿Se requiere de comunicación de datos?  
3. ¿Existen funciones de procesamiento distribuido?  
4. ¿Es crítico el rendimiento?  
5. 
¿Se ejecutará el sistema en un entorno operativo existente y 
fuertemente utilizado? 
 
6. ¿Requiere el sistema entrada de datos interactiva?  
7. 
¿Requiere la entrada de datos interactiva que las transacciones 
de entrada se lleven a cabo sobre múltiples pantallas u 
operaciones? 
 
8. ¿Se actualizan los archivos maestros de forma interactiva?  
9. ¿Son complejos las entradas, salidas, archivos o las peticiones?  
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10. ¿Es complejo el procesamiento interno?  
11. ¿Se ha diseñado el código para ser reutilizable?  
12. ¿Están incluidas en el diseño la conversión y la instalación?  
13. 
¿Se ha diseñado el sistema para soportar múltiples instalaciones 
en diferentes organizaciones? 
 
14. 
¿Se ha diseñado la aplicación para facilitar los cambios y para 
ser fácilmente utilizada por el usuario? 
 
Total   
     
    Fuente: PRESSMAN, Roger S. “Ingeniería del Software: Un enfoque práctico”. 
Los valores constantes de la ecuación anterior y los factores de 
peso aplicados en las encuestas de los ámbitos de información han 
sido determinados empíricamente (Albrecht, 1970).20 
2.3. DEFINICIÓN DE TÉRMINOS BÁSICOS  
 ACCESO AL SISTEMA DE INFORMACIÓN 
El acceso a la información se refiere al conjunto de técnicas para 
buscar, categorizar, modificar y acceder a la información que se 
encuentra en un sistema e involucra a muchos otros temas, como los 
derechos de autor, el Código abierto, la privacidad y la seguridad. 
 ADMINISTRADOR 
Es la persona o equipo de personas profesionales responsables del 
control y manejo del sistema de base de datos, generalmente tienen 
experiencia en DBMS, diseño de bases de datos, sistemas operativos, 
comunicación de datos, hardware y  programación. 
                                            
20Métricas, Estimación y Planificación en Proyectos de Software [en línea], [consulta 14 Octubre 2014]. 
Disponible en:  <http://www.willydev.net/descargas/WillyDEV_PlaneaSoftware.Pdf> 
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 ADMINISTRADOR DE BASE DE DATOS 
Un administrador de bases de datos (o DBA) tiene la responsabilidad 
de mantener y operar las bases de datos que conforman el sistema de 
información de una compañía. 
 ARCHIVO 
Unidad significativa de información que puede ser manipulada por el 
sistema operativo de una computadora. Un archivo tiene una 
identificación única formada por un nombre y una extensión, en el que 
el nombre suele ser de libre elección del usuario y la extensión suele 
identificar el contenido o el tipo de fichero. 
 ATRIBUTO 
Los Atributos son características o propiedades asociadas a la entidad 
que toman valor en una instancia particular. 
 AUTENTIFICACIÓN DE USUARIO 
La autentificación es el proceso de intento de verificar la identidad 
digital del remitente de una comunicación como una petición para 
conectarse.  
 AUTOMATIZACIÓN 
La automatización de tareas, en Informática, el conjunto de métodos 
que sirven para realizar tareas repetitivas en un ordenador. 
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 BASE DE DATOS RELACIONAL 
Una base de datos relacional, es aquella base de datos cuya 
información se almacena en tablas (relaciones) y que guardan 
independencia lógica y física, controlan la redundancia de información 
y contemplan establecer integridad. 
 CAMPO 
Es un conjunto de datos del mismo tipo, que es representado por una 
columna. 
 DATO 
Los datos son números, letras o símbolos que describen objetos, 
condiciones o situaciones. Son el conjunto básico de hechos 
referentes a una persona, cosa o transacción de interés para distintos 
objetivos, entre los cuales se encuentra la toma de decisiones.  
 ENTIDAD 
La entidad es cualquier objeto, real o abstracto, que existe en un 
contexto determinado o puede llegar a existir y del cual deseamos 
guardar información. 
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 FORMATO 
Es el conjunto de las características técnicas y de presentación de un 
texto, objeto o documento en distintos ámbitos, tanto reales como 
virtuales. Se le llama formato a la colección de aspectos de forma y 
apariencia que se emplean para distinguir a una entidad de otra, en 
escenarios analógicos y digitales, en publicaciones gráficas y en 
archivos web y en todo tipo de ámbitos. 
 HARDWARE 
Todo lo físico que podemos ver en una computadora, es considerado 
como hardware. 
 INFORMACIÓN 
Es un conjunto de datos que tienen un sentido semántico y que nos 
permite deducir la incertidumbre y que aumenta el conocimiento de 
algo. 
 INFORMÁTICA 
Ciencia del tratamiento automático de la información mediante un 
computador (llamado también ordenador o computadora). 
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 INTERFAZ DE SISTEMA 
Son las especificaciones funcionales del sistema, los cuales son 
representados mediante pantallas y/o menús, que permitirán al usuario 
interactuar con el sistema. 
 INTRANET 
Un Intranet es un Internet interno diseñado para ser utilizado en el 
interior de una empresa, u organización. Las Intranets utilizan 
tecnologías de Internet para enlazar los recursos informativos de una 
organización, desde documentos de texto a documentos multimedia, 
desde bases de datos a sistemas de gestión de documentos. Lo que 
distingue a un Intranet de la Internet del libre acceso, es el hecho de 
que el Intranet es privado. 
 LENGUAJE DE PROGRAMACIÓN 
Es aquel elemento dentro de la Informática que nos permite crear 
programas mediante un conjunto de instrucciones, operadores y reglas 
de sintaxis; que pone a disposición del programador para que este 
pueda comunicarse con los dispositivos hardware y software 
existentes. 
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 LLAVE FORANEA 
Llamada también campo externo, son usadas para implementar 
relaciones del tipo uno a muchos o muchos a muchos y admite la 
repetición del dato. 
 LLAVE PRIMARIA 
Es una columna o conjunto de columnas, cuyos valores identifican 
únicamente a cada fila en la tabla. Es el que garantiza la unidad del 
dato en una entidad. 
 MICRORED DE SALUD 
Es una institución destinada a la atención sanitaria de la población. El 
tipo de actividad asistencial y la calificación del personal pueden variar 
según el centro de salud y la región. Lo habitual es que el 
establecimiento de salud cuente con la labor de médicos clínicos, 
pediatras, enfermeros y personal administrativo. También es posible 
que actúen otro tipo de profesionales, como trabajadores sociales y 
psicólogos, lo que permite ampliar la cantidad de servicios. 
 MODULO 
Es la representación de un programa, subprograma o rutina, 
dependiendo del lenguaje que se vaya a utilizar. 
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 PACIENTE 
Es aquella persona natural o jurídica con derechos y obligaciones, es 
quien tiene el derecho de ser atendido, informado de su enfermedad y 
posibles tratamientos para su cura, recibir una asistencia médica 
eficaz y un trato digno por parte de los médicos y auxiliares. 
 PROGRAMACIÓN 
Se designa al conjunto de procedimientos y técnicas por medio de las 
cuales se establece de manera sistemática una serie de actividades, 
previsiones y disposiciones, para formular o elaborar planes, 
programas o proyectos. La programación es un instrumento operativo 
que ordena y vincula cronológica, espacial y técnicamente las 
actividades y recursos necesarios para alcanzar en un tiempo dado 
determinadas metas y objetivos. Implica el para que, como y cuando. 
 PROTOTIPO 
Un prototipo en software es un modelo del comportamiento del sistema 
que puede ser usado para entenderlo completamente o ciertos 
aspectos de él y así clarificar los requerimientos. Un prototipo es una 
representación de un sistema, aunque no es un sistema completo, 
posee las características del sistema final o parte de ellas. 
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 REPORTE 
Son informes que organizan y exhiben la información contenida en una 
base de datos. Su función es aplicar un formato determinado a los 
datos para mostrarlos por medio de un diseño atractivo y que sea fácil 
de interpretar por los usuarios. 
 SERVIDOR 
Es cualquier recurso de cómputo dedicado a responder los 
requerimientos del cliente. 
 SEGURO INTEGRAL DE SALUD (SIS) 
El SIS como Organismo Público ejecutor, del Ministerio de Salud y 
subvencionado por el estado, tiene como finalidad proteger la salud de 
los peruanos que no cuentan con un seguro de salud, priorizando en 
aquellas poblaciones vulnerables que se encuentran en situaciones de 
pobreza y pobreza extrema. 
 SISTEMA 
Conjunto de componentes interrelacionados e interactuantes para 
llevar a cabo una misión conjunta. Admite ciertos elementos de 
entrada y produce ciertos elementos de salida en un proceso 
organizado. 
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 SOFTWARE 
Conjunto de instrucciones y datos codificados para ser leídas e 
interpretadas por una computadora. Estas instrucciones y datos fueron 
concebidos para el procesamiento electrónico de datos. 
 TABLA 
Es una colección de registros pertenecientes a una misma entidad, 
contiene datos organizados e información completa sobre alguna 
entidad específica. 
 TECNOLOGIA CLIENTE SERVIDOR 
Es un modelo para construir sistemas de información que se sustenta 
en la idea de repartir el tratamiento de la información y los datos por 
todo el sistema  informático, permitiendo mejorar el rendimiento del 
sistema global de información. 
 USUARIO 
Son aquellas personas que previamente han sido identificadas  en el 
sistema o servicio, utilizando un nombre de usuario y una contraseña; 
por lo general a un usuario se le asocia una única cuenta de usuario, 
en cambio, una persona puede llegar a tener múltiples cuentas en un 
mismo sistema o servicio dependiendo de los privilegios con los que 
cuente. 
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CAPÍTULO III  
MATERIALES Y MÉTODOS 
3.1. METODOLOGÍA Y PROCEDIMIENTO  
3.1.1. METODOLOGÍA  
a. POBLACIÓN 
La población estuvo constituida por un total de 441 pacientes que 
realizaron la pre-apertura de su historia clínica en la Microred de 
Salud José Antonio Encinas, comprendidas a la Red de salud Puno; y 
además se consideró al personal administrativo (total = 2) que labora 
en la Microred de Salud José Antonio Encinas. 
b. MUESTRA 
La técnica de muestreo que se utilizó para el presente trabajo de 
investigación fue el Muestreo Aleatorio Simple (MAS), para poder 
determinar el tamaño de muestra para el caso de los pacientes se 
utilizó los estimadores   p = q = 0,5;  lo que conduce al máximo valor 
exigible de la muestra. 
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i. CÁLCULO DEL TAMAÑO DE MUESTRA 
𝐧𝟎 =
𝐙𝟐𝛂
𝟐⁄
(𝐩)(𝐪)
𝐄𝟐
;         𝐧 =
𝐧𝟎
𝟏 +
𝐧𝟎
𝐍
;         𝐟 =
𝐧𝟎
𝐍
 
Dónde: 
𝐧𝟎           : Primera aproximación del tamaño de la muestra, 
𝐧             : Tamaño de la muestra definitivo, 
𝐟              :   Fracción de muestreo, 
N            : Tamaño de la población (441), 
P            : Proporción de éxito  (0.5), 
Q            : Proporción de fracaso  (0.5), 
𝐙𝟐𝛂
𝟐⁄
       : Desviación estándar (para un nivel de confianza de 
95% es 1.96), 
E             : Error absoluto aceptado (0.15),  
Calculando la primera aproximación de la muestra: 
n0 =
Z2α
2⁄
(p)(q)
E2
=
1.962(0.5)(0.5)
(0.15)2
= 43.68 
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Comprobando si el factor de corrección es mayor del 5% 
f =
n0
N
=
42.68
441
= 0.097 > 0.05 
Por lo tanto el tamaño de muestra definitivo será: 
𝑛 =
𝑛0
1 +
𝑛0
𝑁
=
42.68
1 +
42.68
441
= 38.92 
Realizando el redondeo al entero inmediato se obtuvo n = 39 
pacientes, el cual fue el tamaño de muestra para el trabajo de 
investigación. El marco muestral se obtuvo de la lista de pacientes 
que realizaron la pre-apertura de su historia clínica y efectuaron el 
pago correspondiente al presente año y la obtención de la unidad 
de muestreo se realizó aleatoriamente a los pacientes que se 
apersonaron a la Microred de Salud José Antonio Encinas para 
solicitar la pre-apertura de historia clínica para posteriormente ser 
atendidos por un especialista. 
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c. OPERACIONALIZACIÓN DE VARIABLES  
Tabla N°  04: Operacionalización de variables 
Variable 
Independiente 
Dimensión  Indicadores Escala o Medición 
Prototipo del 
Sistema de 
Información 
Diagramas 
UML 
Diseño del 
interface del 
Prototipo 
- Muy bueno. 
- Bueno. 
- Regular. 
Amigabilidad del 
interface del 
prototipo 
- Amigable. 
- Poco Amigable. 
- No es 
Amigable. 
Accesibilidad al 
prototipo 
- Fácil. 
- Medianamente 
fácil. 
- Difícil. 
Servicio que 
ofrece el 
prototipo 
- Eficiente. 
- Medianamente 
eficiente 
- Deficiente. 
Confiablidad de 
los reportes 
- Confiable. 
- Poco confiable. 
- No es confiable 
 
Variable 
Dependiente 
Dimensión Indicadores Escala o Medición  
Mejora la 
atención a los 
pacientes.  
Reduce el 
tiempo para 
la atención 
a los 
pacientes 
Tiempo en la 
atención  
- Más de 5 min. 
- 4 minutos. 
- 3 minutos. 
- Menos de 2 
min. 
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3.1.2. MÉTODO DE RECOPILACIÓN DE DATOS  
 La recopilación de los datos para el presente trabajo de investigación 
se realizó a través de una encuesta (Ver Anexo Nº 01) a los 
trabajadores sobre el uso y funcionamiento del Prototipo del Sistema 
de Información para la atención al paciente en el área de admisión. 
Además se realizó otra encuesta (Ver Anexo Nº 02) a los pacientes 
sobre el tiempo que demora la atención en el área de admisión antes y 
después de haberse implementado el Sistema. 
 
 Para la validación del sistema, la recopilación de los datos y respuestas 
se utilizó  la Tabla Nº 01 (Cuenta Total de los Puntos de Función) y la 
Tabla Nº 06 (Evaluación de los Factores de Complejidad en Puntos de 
Función), los cuales corresponden a las Métricas de Software 
Orientadas a la Función. 
 
 Para la evaluación de la calidad del producto de software, las 
respuestas fueron recopiladas en la ficha de evaluación de la calidad 
del producto de software estándar  ISO – 9126, los cuales se 
encuentran en los Anexos Nº 04. 
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3.1.3. MÉTODOS DE TRATAMIENTOS DE DATOS  
PRUEBA DE LA DIFERENCIA  ENTRE DOS MEDIAS CON  
OBSERVACIONES APAREADAS 
Sean (𝑋1; 𝑌1), (𝑋2; 𝑌2), … ,(𝑋𝑛; 𝑌𝑛) una muestra aleatoria de n datos 
aparejados, donde las muestras 𝑋1, … , 𝑋𝑛 ,e 𝑌1, … , 𝑌𝑛, correlacionadas, 
son seleccionadas respectivamente de dos poblaciones normales 
𝑋~𝑁(𝜇1, 𝑆1
2) y 𝑌~𝑁(𝜇2, 𝑆2
2). 
Podemos concebir estas n diferencias: 
𝐷1 = 𝑋1 − 𝑌1,  𝐷2 = 𝑋2 − 𝑌2, … ,  𝐷𝑛 = 𝑋𝑛 − 𝑌𝑛 
Como una muestra aleatoria seleccionada de una población de 
diferencias 𝐷 = 𝑋 − 𝑌 cuya distribución es normal 𝑁(𝜇𝐷, 𝑆𝐷
2), con media 
𝜇𝐷 = 𝜇1 − 𝜇2 y varianza 𝑆𝐷
2 = 𝑆1
2 + 𝑆2
2 −  2 𝑐𝑜𝑣(𝑋, 𝑌). 
Si 𝑆𝐷
2 es conocida, la estadística ?̅?, media de las diferencias tiene 
distribución normal 𝑁(𝜇𝐷, 𝑆𝐷
2/𝑛). Consecuentemente la estadística 
𝑍~𝑁(0; 1), esta estadística Z se utiliza en la prueba de dos medias 
correlacionadas cuando la varianza  𝑆𝐷
2 es conocida.21 
La base de las pruebas para la comparación de medias apareadas 
consiste en analizar las diferencias entre las observaciones de un mismo 
individuo. Suponiendo que la variable aleatoria que define la diferencia 
entre dos observaciones registradas en un mismo individuo (modelo 
                                            
21 Cordova  M. Estadística Descriptiva e Inferencial. 473 – 474 p. 
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antes-después) fuera una variable aleatoria que se distribuyera 
normalmente, y queremos contrastar la hipótesis de que se produjo un 
efecto entre ambas observaciones (cambio). 
 
i. PLANTEAMIENTO DE HIPÓTESIS  
𝐇𝐎 ∶  𝛍𝐱 ≥ 𝛍𝐲 (Con el método tradicional que realizan la atención al 
paciente en el área de admisión de la Microred de Salud José Antonio 
Encinas, no reduce el tiempo en la atención a los pacientes). 
𝐇𝐚 ∶  𝛍𝒙 < 𝛍𝒚 (Con la implementación del prototipo para la atención al 
paciente en la Microred de Salud José Antonio Encinas de Puno – 
2015, si reduce el tiempo en la atención a los pacientes). 
ii. Nivel de significancia 
Se usará un nivel de significancia del 5%, es decir α = 0.05 y un valor 
tabular Zt, en este caso se tendrá: 𝑍𝑡 = −1.645 
iii. Prueba estadística 
𝒁𝒄 =
n
S
D
D
__
~𝑵(𝟎; 𝟏) 
Dónde: 
n
D
D
n
i
i
 1     𝑫𝒊 = 𝒙𝒊 − 𝒚𝒊 ;   𝒊 = 𝟏, 𝟐, … , 𝒏 
 
1
2
12





n
DD
S
n
i
i
D  
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𝒁𝒄          : 
Z calculada. 
?̅?    : Promedio muestral de la diferencia de los resultados 
después y antes. 
n    : 
Tamaño de muestra del grupo en estudio. 
𝑺𝑫    : Desviación estándar de la diferencia (después y 
antes). 
y    : Tiempo de atención antes de la implementación del 
sistema. 
x    : Tiempo de atención después de la implementación del 
sistema. 
iv. Regla de decisión 
Si 𝑍𝑐  <  𝑍𝑡   , entonces se rechaza la 𝐻𝑂 y se acepta la 𝐻𝑎. 
v. Conclusión 
Dependiendo del resultado de la regla de decisión, se dará una 
interpretación acerca de los datos analizados. 
3.1.4. DESARROLLO DEL SISTEMA  
a. METODOLOGÍA DE DESARROLLO 
Para el desarrollo del prototipo de un sistema de información para la 
atención al paciente  en el presente trabajo de investigación, está 
basado de acuerdo a los procedimientos establecidos por la 
metodología de desarrollo ágil XP o Programación Extrema, ya que 
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es la que más se adapta para el desarrollo del Software y es bastante 
utilizado en sistemas pequeños. 
b. PROGRAMACIÓN EXTREMA (XP) 
i. LAS HISTORIAS DEL USUARIO 
Para esta etapa el personal que labora describió brevemente las 
características que el sistema debe poseer; las funcionalidades que 
debe cumplir como mínimo el sistema. El objetivo de esta etapa es 
proporcionar los requerimientos del sistema y también se llevó a 
cabo el modelado utilizando para ello la herramienta de Star UML 
Platform 5.0.2.1570. 
ii. ROLES XP 
- El cliente 
- El programador 
- Tutor/Entrenador (coach) 
- Encargado de seguimiento (Tracker) 
- Encargado de pruebas (Tester) 
- Consultor 
- Gestor (Big Boss) 
iii. CICLO DE DESARROLLO XP 
Para el ciclo de desarrollo del sistema se tuvo en cuenta los 
siguientes pasos: 
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1. El cliente fue quien redactó las historias que deben 
implementarse en cada módulo y también estableció las 
prioridades para cada caso. 
2. El programador estimó el esfuerzo necesario para su 
implementación de la primera propuesta del usuario. 
3. El programador desarrolló las historias de prioridad o de mayor 
riesgo. La codificación del sistema se realizó con el uso de 
lenguajes de programación como: Microsoft Visual Estudio 2008 
C#  y  MySQL. 
4. Se realizó diversas pruebas a cada módulo implementado para 
asegurar su correcto funcionamiento. Una vez terminado el ciclo 
de desarrollo en el proceso anterior, se retornó al primer proceso 
y así sucesivamente con las demás historias hasta  concluirse 
con la implementación del sistema 
iv. FASES DEL DESARROLLO XP 
- Exploración: En esta fase se plantearon las historias de usuario 
de mayor interés para el cliente, se realizaron los diagramas de 
UML con la finalidad de elaborar la primera entrega del producto. 
- Planificación de la entrega:  En esta fase se estableció la 
prioridad de cada historia de usuario, ayudando a la estimación 
de esfuerzo y a la planificación adecuada junto con el cliente y 
en base al primer prototipo de un cronograma adecuado de 
entrega del producto. 
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- Iteraciones: En esta fase se consideró el número de iteraciones 
necesarias sobre el sistema antes de ser entregado, mediante 
un plan de entrega definido. 
- Producción: Esta fase fue la más importante, ya que en esta 
fase se realizó la codificación, las pruebas, la revisión del 
rendimiento del sistema y la toma de decisiones en cuanto a la 
inclusión de nuevas características sobre la iteración actual. 
- Mantenimiento: En esta fase del desarrollo, se mantuvo el 
sistema en funcionamiento al mismo tiempo que se producían 
nuevas iteraciones de forma paralela, mediante tareas de 
soporte al cliente. 
- Muerte del proyecto: Esta fase es cuando el cliente ya no tenía 
más historias para ser incluidas en el sistema y el producto ha 
sido concluido en su totalidad y se ha logrado satisfacer sus 
necesidades de rendimiento y confiabilidad. 
v. PRACTICAS XP 
- La planificación: En esta práctica, primero se planificó cual era 
la prioridad fundamental que se requería para el desarrollo del 
sistema; entonces el cliente y el programador decidieron que 
historias eran más importantes y que debieron ser 
implementadas en primera instancia y además se estimó el 
tiempo de construcción de cada historia. 
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- Entregas pequeñas: Se procuró que las entregas deben ser lo 
más pequeñas posibles, conteniendo siempre los requerimientos 
del negocio más importantes para el cliente. De esta manera el 
cliente va obteniendo funcionalidades del sistema en forma 
gradual hasta finalizar el proyecto. En cada entrega los 
programadores obtienen retroalimentación del cliente 
determinando si lo implementado es lo que en realidad necesita. 
- Metáfora: La metáfora proporcionó al equipo una imagen del 
sistema, la cual ellos utilizaron para describir la estructura en 
forma simple y sencilla. Las ventajas de su aplicación es que 
hizo más fácil la comprensión del sistema y ayudó a mantener 
un diseño simple. 
- Diseño simple: El diseño se fue creando en forma progresiva, 
sin prever las necesidades del futuro. Al tener un diseño simple 
capaz de mantener las características actuales del sistema, este 
pudo adaptarse mejor a un entorno cambiante cuando surgió 
nuevos requerimientos o cambiaron los ya establecidos. 
- Pruebas: En esta práctica, las pruebas del código implementado 
se llevó a prueba al mismo tiempo de programarse un cierto 
bloque de código. 
- Refabricación: En esta práctica, el código perteneciente a un 
determinado módulo fue modificado siempre y cuando el nuevo 
código era más simple y flexible que la anterior. 
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- Programación por parejas: En esta práctica, no fue posible 
realizar una programación en pareja ya que el código del 
sistema fue implementado en su mayor dimensión solamente por 
el investigador del presente trabajo. 
- Propiedad colectiva del código: En esta práctica, el 
investigador pudo modificar en cualquier momento del desarrollo 
de sistema, una parte o todo el código de un determinado 
módulo o historia. 
- Integración continua: La integración de código se realizó en 
forma continua. La ventaja de la integración continua fue obtener 
retroalimentación lo más rápido posible. Además de ser más 
sencilla que las integraciones que se realizan luego de varias 
semanas de programación. 
- Semana de cuarenta horas: En esta práctica, la programación 
del código fuente se realizó en plazo de cuatro meses; de los 
cuales solo como máximo 8 horas diarias y 5 días a la semana. 
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3.2. MATERIAL EXPERIMENTAL  
       Los materiales y herramientas utilizados para el desarrollo del trabajo de 
investigación fueron los siguientes: 
3.2.1. SOFTWARE 
El funcionamiento del Prototipo del Sistema de Información para la 
atención al paciente se realizó bajo los Sistemas Operativos de Microsoft 
Windows XP, Windows 7, Windows 8 y Windows 10.  
Herramientas para el desarrollo del sistema 
 Microsoft Visual Studio 2008 
 Microsoft Visual C# 
   mysql-connector-odbc-3.51.28 
 Appserv-2.5.10. 
 MySQL. 
 Star UML-The Open Source UML/MDA Platform 5.0.2.1570 
3.2.2. HARDWARE 
 En cuanto al Hardware se utilizó  una computadora Intel Core Duo o 
Superior. 
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CAPÍTULO IV  
RESULTADOS Y DISCUSIÓN 
4.1. RESULTADOS Y DISCUSIÓN 
4.1.1. ANÁLISIS 
a. ÁMBITO DEL PROBLEMA 
El Prototipo de un Sistema de Atención al paciente basado en 
Algoritmos Genéticos para la Microred de salud José Antonio Encinas 
Región Puno, 2015, se desarrolló principalmente para mejorar la 
atención a los pacientes,  mediante la automatización de los registros 
de los nuevos pacientes y pagos anuales; al mismo tiempo mejorar la 
gestión administrativa en la Microred de salud José Antonio Encinas 
Región Puno, mediante la búsqueda de datos de los pacientes que 
aperturaron su historia clínica. La creciente demanda por parte de los 
pacientes en estos últimos años ha originado al personal 
administrativo mayor carga laboral, la cual requiere  de nuevas 
tecnologías para agilizar la apertura de la historia clínica en el área 
de admisión. 
Lo expuesto anteriormente fueron las evidencias para la 
implementación de un Prototipo de Sistema de Información para 
brindar una atención más eficiente y  oportuna.      
  81 
 
b. ESPECIFICACIÓN DE REQUERIMIENTOS DEL SISTEMA 
- Realizar el control de acceso de los usuarios al Prototipo del 
sistema de Atención al paciente  a través de una PC. 
- Realizar el registro de pacientes y pagos anuales.  
- Realizar el mantenimiento y las actualizaciones de las deudas de 
cada año. 
c. IDENTIFICACIÓN Y DESCRIPCIÓN DE HISTORIAS DE USUARIOS 
Y MÓDULOS DEL SISTEMA 
Para poder especificar los requerimientos se hizo uso de  las 
Historias de Usuarios, como también el uso de los Diagramas de 
caso de Uso que constituyen una técnica en el desarrollo de  
proyectos XP. La utilización de tarjetas permitió describir las 
características que debe poseer el sistema y de las cuales establecer 
las de mayor prioridad para ser programada e implementada en una 
iteración. Es conveniente especificar al menos una historia por cada 
característica importante. 
Para la redacción de las Historias de usuario, se consideró la 
siguiente plantilla. 
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Tabla N°  05: Plantilla para  Historia de Usuario 
HISTORIA DE USUARIO 
Número: Nombre: 
Usuario: 
Modificación de Historia Número: Iteración Asignada: 
Prioridad en Negocio: 
(Alta/Media/Baja) 
Riesgo en Desarrollo: 
(Alta/Media/Baja) 
Descripción: 
Observaciones: 
  Fuente: PRIOLO, Sebastián. “XP” 
A continuación se presentan las Historias de Usuarios para el 
presente trabajo de investigación: 
a) AUTENTIFICACIÓN DEL OPERADOR 
- Nuevo Usuario 
- Acceso al Sistema 
b) NUEVO USUARIO 
- Nuevo paciente 
- Editar  
 paciente 
c) CALCULADORA 
d) PAGO ANUAL 
- Nuevo Pago 
- Actualizar pago 
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d. APLICACIÓN DE LA TÉCNICA DE ALGORITMOS GENÉTICOS EN EL 
PROTOTIPO (SIPAP). 
Para poder aplicar algoritmos genéticos a u nuestro prototipo, se 
debe crear una población inicial seleccionando datos aleatorios total 
170 y realizar las operaciones de cruce con un nivel de error de 0.7, 
luego en el tamaño del torneo seleccionamos 55 operadores de  
reproducción y por último la operación de mutación con el nivel de 
error de 0.2, para así generar los nuevos individuos que serán aptos 
para la siguiente generación total 500.  En nuestro caso accedemos a 
la clase Paciente y la clase PacienteDAL mediante el botón Buscar 
del formulario paciente como se muestra en el anexo N° 7 Código 
Fuente del SIPAP. 
 
e. ELABORACIÓN DE DIAGRAMAS DE CASO DE USO 
d.1. ACCIONES  GENERALES  EL SISTEMA 
 
Diagrama N° 1: Acciones Generales del  Sistema 
  84 
 
El  Diagrama Nº 01 muestra los diferentes tipos de usuarios y el rol 
que tienen dentro del sistema, de manera que se controla el trabajo 
de cada usuario, dando determinados privilegios a los mismos 
según el tipo de usuario. 
 Analista  (usuarios de nivel 1): Lo poseen los usuarios 
encargados de introducir y buscar la información de los 
pacientes, y el pago correspondiente al año Generalmente este 
rol lo ocupa el personal de la Oficina. 
 Administrador (usuarios de nivel 2): Posee todos los privilegios 
dentro del sistema, generalmente son personas capaces de 
manejar toda su información; pueden registrar pacientes, 
modificar/eliminar dichos datos, ingresar y modificar/eliminar 
pago anual. Generalmente este rol lo ocupa el personal de la 
oficina de mayor rango y el administrador del sistema. 
d.2. ACCIONES  DEL ADMINISTRADOR EN  EL SISTEMA 
 
Diagrama N° 02: Acciones del administrador en el Sistema 
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En el Diagrama Nº02 se muestra los privilegios que posee el 
administrador dentro el sistema, las cuales se mencionan a 
continuación: 
 Administrar usuarios: Tiene la capacidad de poder registrar a 
los trabajadores para el uso del sistema y realizar una 
adecuada administración  de los usuarios registrados. 
 Registrar nuevo paciente: Tiene la capacidad de ingresar al 
sistema nuevos  pacientes. 
 Modificar / Eliminar: Tiene la capacidad de modificar o eliminar 
datos del sistema. 
 Registrar pago anual: Tiene la capacidad de registrar el pago 
que se realiza cada año. 
d.3. ACCIONES DEL ANALISTA EN EL SISTEMA 
 
Diagrama N° 03: Roles del analista en el sistema 
El tipo de usuario de nivel uno o el analista tiene la posibilidad de 
registrar a pacientes, registrar pago anual entre otros, pero mas no 
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posee los privilegios para modificar y/o alterar alguna de estas 
opciones.    
f. ELABORACIÓN DE ESCENARIOS  
e.1. Acceso al Sistema 
 Para el acceso al sistema el usuario debe  estar previamente 
registrado en el sistema y digitar su cuenta de usuario, 
contraseña. 
 El sistema muestra la ventana de bienvenida y posterior a ello 
la ventana principal del sistema que contiene la barra de 
menú con las diferentes acciones. 
e.2. Registro de Pacientes 
 El paciente solicita inscripción en el sistema para la pre-
apertura de su historia clínica  y proporciona datos al 
trabajador. 
 El trabajador habilita nuevo registro de paciente. 
 El trabajador ingresa los datos relevantes del paciente y 
guarda información. 
 El sistema verifica si algunos de los campos del paciente  
fueron ingresados de manera incorrecta, de ocurrir el caso, 
muestra mensajes de advertencia; de no ser así, informa 
del registro. 
e.3. Registro de Pagos 
 El paciente solicita el historial de Pagos del presente año.  
  87 
 
 El paciente efectúa el pago del respectivo año, y si ya lo 
pago el sistema lo mostrara. 
g. ELABORACIÓN DE DIAGRAMAS DE INTERACCIÓN  
f.1. Registro de nuevo usuario del sistema 
En el Diagrama Nº 04, se muestra la secuencia de interacción entre 
los objetos y los mensajes para realizar el proceso de registro de un 
nuevo usuario en el sistema. 
El usuario solicita  al personal de mayor rango o al administrador del 
sistema el código de autorización. El nuevo usuario ingresa el código 
de autorización, y el sistema evalúa si es el correcto, de ser así, se 
muestra un formulario en cual debe de ser llenado para su posterior 
validación. El nuevo usuario registra al trabajador  y envía un 
mensaje de confirmación. 
 
Diagrama N° 04: Diagrama de secuencia para el registro de 
nuevo usuario 
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f.2. Registro de nuevo paciente 
En el Diagrama Nº 05 se muestra la secuencia de interacciones 
realizadas para poder registrar a un nuevo paciente en el “SIPAP”, 
para ello el Paciente proporciona datos al trabajador. El sistema 
proporciona un formulario para su registro, una vez llenado el 
formulario con los datos relevantes del paciente el sistema verifica si 
son correctos los datos y posteriormente almacena en la base de 
datos. 
 
Diagrama N° 05: Diagrama de secuencia para el registro de un 
nuevo paciente 
f.3. REALIZAR PAGO ANUAL 
Para realizar el pago anual correspondiente a cada año comunica la 
intención al trabajador y este pregunta por el número de historia 
clínica para buscar si pago, como se muestra en el Diagrama Nº 06. 
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Diagrama N° 06: Diagrama de secuencia para el pago anual 
4.1.2. DISEÑO  
a. ELABORACIÓN DE DIAGRAMAS DE CLASE 
En el Diagrama Nº 08 se muestra el diagrama de clases del sistema, 
y que proporciona una vista estática del sistema desarrollado. 
 
Diagrama N° 07: Diagrama de clases del sistema 
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b. ELABORACIÓN DE DIAGRAMAS DE COMPONENTES 
                 b.1. Sistema de Información Cliente – Servidor  
            
 
Diagrama N° 08: Componentes del Sistema de Información. 
c. ELABORACIÓN DE DIAGRAMAS DE ACTIVIDADES 
                c.1. Módulo Registro de Pacientes  
Con este módulo se aprecia  parte del diseño y la construcción de 
las interfaces de entrada/salida, así mismo las pantallas de 
interacción entre usuarios y maquinas.  Para el funcionamiento de 
este módulo se requiere los datos del paciente, para su posterior 
registro en la base de datos. El Diagrama Nº 10, muestra la lógica 
del módulo para el registro de un nuevo paciente mediante el 
diagrama de actividades. 
  91 
 
 
Diagrama N° 09: Diagrama de Actividades para el registro de pacientes 
c.2. Módulo para el pago anual  
En objetivo del presente modulo es hacer efectivo el pago correspondiente a 
cada año. 
 
Diagrama N° 10: Diagrama de Actividad para realizar el pago 
correspondiente al año. 
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d. DISEÑO, DESCRIPCIÓN DE INTERFAZ Y DE COMPONENTES 
d.1. Interfaz de entrada 
La interfaz de entrada fue diseñada y codificada en el lenguaje de 
programación Microsoft Visual Studio 2008 C# y MySQL. Estas 
herramientas de desarrollo de software permitieron el diseño de los 
formularios de manera interactiva y visual, el cual garantizó la calidad 
en la implementación del sistema.  
d.2. Interfaz de salida 
Las salidas generadas por el sistema también se efectúan a través 
de formularios, desarrollados en Microsoft Visual Studio 2008 C# y 
MYSQL. 
d.3. Ventana principal del sistema 
La figura Nº 09, muestra la ventana principal del “SIPAP”, donde se 
aprecia las diferentes funcionalidades que posee. 
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Figura N° 09: Ventana principal del Prototipo “SIPAP” 
d.4. Ventana de acceso al sistema “SIPAP” 
El ingreso al sistema es para el personal autorizado y que 
previamente este registrado, posterior a ello llenar los campos 
solicitados, de esta forma  se tendrá acceso a las funcionalidades 
del sistema, así como los privilegios que ocupe dentro de la 
aplicación. 
 
Figura N° 10: Ventana de acceso al Sistema 
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6.5. Ventana de registro de pacientes 
La  ventana para el registro de nuevo paciente está habilitada para 
el administrador (usuarios de  segundo nivel) y el analista (usuarios 
de primer nivel). 
El sistema debe de almacenar  toda la información relevante del 
paciente. 
 
Figura N° 11: Ventana de registro de nuevo Paciente 
d.6. Ventana de pago anual 
Esta opción solo lo puede realizar el administrador (usuarios de 
segundo nivel) y los analistas (usuarios de primer nivel). 
Primero buscamos los datos del paciente y luego debemos 
seleccionar al mismo y registrar el pago.  
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Figura N° 12: Ventana para el pago anual 
e. BASE DE DATOS 
En todo sistema de información, la base de  datos juega un papel 
muy importante, debido a que en ella se aglomera todo los datos 
ingresados en los diferentes formularios. 
Para la implementación de la Base de Datos del “Prototipo”, se hizo 
uso del Software MySQL. El “Prototipo” está constituido por 3 tablas 
que interactúan entre ellas.   
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Diagrama N° 11: Diagrama entidad relación del “SIPAP” 
4.1.3. IMPLEMENTACIÓN  
Para la implementación del Prototipo de un Sistema de información para 
la atención al paciente en el área de admisión “SIPAP”, se utilizó el 
lenguaje de programación: Microsoft Visual Studio 2008 C#.  
4.1.4. PRUEBAS  
a. MÉTRICAS ORIENTADAS A LA FUNCIÓN.  
Son medidas indirectas del software y del proceso por el cual se 
desarrolla. Las métricas orientadas a la función se centran en la 
funcionalidad o utilidad del programa. 
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Los puntos de función que obtienen utilizando una función empírica 
basando en medidas cuantitativas del dominio de información del 
software y valoraciones subjetivos de la complejidad del software. Los 
puntos de función se calcularon de acuerdo a la siguiente tabla. 
Tabla N°  06: Valores del dominio de Información del “Prototipo” 
Parámetro de Medición Cuenta 
Factor de Ponderación 
Cuenta 
PF Simple Media Compleja 
Nº de Entradas del Usuario   4*3 12*4 0*6 60  
Nº de Salidas del Usuario   12*4 2*5 5*7  93 
Nº de Peticiones del Usuario   15*3 5*4 0*6  65 
Nº de Archivos   20*7 *10 8*15  260 
Nº de Interfaces Externas   7*5 1*7 0*10  42 
Cuenta Total          520 
Fuente: Elaborado por el autor. 
Para calcular los puntos de función se utilizó la siguiente relación: 
  PF = CUENTA_TOTAL  * [0,65 + 0.01 * SUMA (Fi)] 
Para encontrar los valores de ajuste de  complejidad del sistema  
“Prototipo (SIPAP)”, se utilizó  la Tabla  Nº  03, en el cual se introdujo los 
valores de ponderación según  la Tabla  Nº 02. 
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Tabla N°  07: Valores de ajuste de la complejidad del “SIPAP” 
Fi FACTORES DE CALIDAD VALOR 
1. 
¿Requiere el sistema copias de seguridad y de recuperación 
fiables? 
5 
2. ¿Se requiere de comunicación de datos? 4 
3. ¿Existen funciones de procesamiento distribuido? 5 
4. ¿Es crítico el rendimiento? 1 
5. 
¿Se ejecutará el sistema en un entorno operativo existente y 
fuertemente utilizado? 
4 
6. ¿Requiere el sistema entrada de datos interactiva? 5 
7. 
¿Requiere la entrada de datos interactiva que las transacciones 
de entrada se lleven a cabo sobre múltiples pantallas u 
operaciones? 
5 
8. ¿Se actualizan los archivos maestros de forma interactiva? 3 
9. ¿Son complejos las entradas, salidas, archivos o las peticiones? 2 
10. ¿Es complejo el procesamiento interno? 2 
11. ¿Se ha diseñado el código para ser reutilizable? 3 
12. ¿Están incluidas en el diseño la conversión y la instalación? 0 
13. 
¿Se ha diseñado el sistema para soportar múltiples instalaciones 
en diferentes organizaciones? 
4 
14. 
¿Se ha diseñado la aplicación para facilitar los cambios y para 
ser fácilmente utilizada por el usuario? 
4 
Total  47 
           Fuente: Elaborado por el autor.  
 
Por  consiguiente: 
  PF=520 * [0.65 + 0.01 * 47] 
  PF=582.4 
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- El tiempo estimado que se tardó en el desarrollo e implementación 
del sistema “Prototipo (SIPAP)”, fue en un promedio de 3 meses y 
distribuidas en 8 horas diarias aproximadamente.  Entonces la 
productividad media del Sistema es de 582.4/3 = 194.13 puntos de 
función al mes (persona/mes) 
- Según la tarifa laboral estimada en nuevo soles es de S/. 1800.00 
persona/mes, el coste por PF fue de 1800/194.13 = 9.27 
- El coste estimado del Sistema “Prototipo (SIPAP)” fue de 582.4 * 
9.27 = S/. 5398.85 y el esfuerzo estimado de una persona/mes. 
El uso de esta Métrica de Puntos de Función, permitió asegurar el 
cumplimiento de la entrega del Software  en el tiempo establecido; 
además permitió estimar el esfuerzo y el costo del Sistema 
implementado   
b. MÉTRICAS DE CALIDAD DEL SOFTWARE 
Para la validación de la Calidad del Producto de Software del “Prototipo 
(SIPAP)”, se utilizó el Estándar ISO – 9126; que ofrece una ficha de 
evaluación en el cual se obtuvieron las respuestas emitidas por los 
usuarios del Sistema. 
La Calidad del Producto de Software del Sistema “SIPAP” se comprobó 
llenando la ficha de evaluación que se encuentra en el Anexo N° 05. El 
resultado final  que se obtuvo de esta evaluación se muestra en la 
Tabla N° 08. 
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Tabla N°  08: Resultado de la Validación de la Calidad del  Producto 
de Software del Sistema 
Clasificación Intervalo Decisión 
A) Inaceptable [ 27 – 54 > - 
B) Mínimamente aceptable [ 54 – 81 > - 
C) Aceptable [ 81 – 95 > - 
D) Cumple los requisitos [ 95 – 122 > 109 
E) Excede los requisitos [ 122 – 135 ] - 
       Fuente: Elaborado por el autor. 
La decisión que se muestra en la tabla N° 08, es el resultado del 
promedio de puntajes que  se obtuvieron de las fichas de evaluación que 
se aplicaron a los tres operadores del sistema “SIPAP” tal como se 
muestra en el Anexo N° 06; dicho valor está en el intervalo de 95 – 122 
que  da a conocer que el sistema cumple con los requisitos propuestos 
para su desarrollo.   
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c. PRUEBA DE HIPÓTESIS ESTADÍSTICO DE COMPARACIÓN DE 
MEDIAS PARA DATOS APAREADOS 
i. Planteamiento de Hipótesis: 
𝐇𝐎 ∶  𝛍𝐱 ≥ 𝛍𝐲 (Con el método tradicional que se atiende a los 
pacientes actualmente para la pre-apertura de su historia clínica en 
el área de admisión de la Microred de Salud José Antonio Encinas no 
lo realizan en un tiempo óptimo y reducido. 
𝐇𝐚 ∶  𝛍𝒙 < 𝛍𝒚 (Con la implementación del Prototipo de un Sistema de 
Atención al Paciente Basado en Algoritmos Genéticos Para la 
Microred de Salud José Antonio Encinas Región si reduce el tiempo 
en la atención a los pacientes). 
ii. Nivel de Significancia: 
Nivel de significancia 𝛼 = 0.05 = 5% y un valor tabular 𝑧𝑡, en este 
caso se tiene: 𝑍𝑡 = 𝑍0.05 = −1.645 
iii. Estadígrafo de Prueba: 
Tabla N°  09: Datos del Tiempo (en minutos) de Demora en la 
Atención Antes (y) y Después (x) de la Implementación del 
Prototipo (SIPAP). 
 
MUESTRA 1 2 3 4 5 6 7 8 9 10 11 
ANTES(Y) 12 10 15 15 15 10 15 15 20 15 10 
DESPUÉS(X) 3 5 5 3 5 5 4 4 5 5 5 
𝒅𝒊 -9 -5 -10 -12 -10 -5 -11 -11 -15 -10 -5 
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MUESTRA 12 13 14 15 16 17 18 19 20 21 22 
ANTES(Y) 10 10 15 12 15 15 15 10 10 15 10 
DESPUÉS(X) 3 5 3 4 3 5 5 3 4 3 3 
𝒅𝒊 -7 -5 -12 -8 -12 -10 -10 -7 -6 -12 -7 
 
MUESTRA 23 24 25 26 27  28 29 30 31 32 33 
ANTES(Y) 13 20 17 15 15  20 10 20 13 8 15 
DESPUÉS(X) 3 4 5 4 3  5 5 4 4 3 3 
𝒅𝒊 -10 -16 -12 -11 -12  -15 -5 -16 -9 -5 -12 
 
 
 
MUESTRA 33 34 35 36 37 38 39 PROMEDIO 
ANTES(Y) 15 15 10 20 17 15 13 13.90 
DESPUÉS(X) 3 4 5 5 5 5 4 4.15 
𝒅𝒊 -12 -11 -5 -15 -12 -10 -9 -9.74 
Fuente: Anexo 02 – Elaborado por el autor.   
?̅? = −9,74           𝑺𝒅 =  10,33        𝑇𝑐 =
−9,74
10.33
√39
=  −5,89   
iv. Decisión:  
Como 𝑍𝑐 < 𝑍𝑡  , entonces se rechaza la 𝐻𝑂 y se acepta la 𝐻𝑎 
Con la implementación del Prototipo de un Sistema de Información 
para la atención al paciente basado en algoritmos genéticos para la 
Microred de Salud José Antonio Encinas Región Puno, se optimiza el 
tiempo de atención a los pacientes en la pre-apertura de historias 
clínicas del área de admisión (𝑝 ≤ 0,05), es decir que con el uso del 
“Sistema” se reduce el tiempo de atención. 
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CONCLUSIONES 
 PRIMERO: Con respecto al Objetivo General podemos concluir que se 
ha logrado implementar el Prototipo de un Sistema de Atención al 
Paciente basado en Algoritmos Genéticos para la Microred de Salud 
José Antonio Encinas, Región  Puno 2015, mejoro la atención y optimizo 
las solicitudes de los pacientes de manera oportuna y rápida a las 
solicitudes de los pacientes; además permitió al personal administrativo 
realizar las actividades de manera automatizada y eficiente. Tal como se 
demostró en el resultado de la prueba estadística de comparación de 
medias para datos apareados. 
 SEGUNDO: Con respecto al primer objetivo específico podemos concluir 
que el análisis, diseño e implementación de la interfaz del menú 
principal, dio como resultado a través de la encuesta que el 100% de los 
trabajadores afirma que el diseño de la interfaz del software “SIPAP” es 
Muy Bueno. 
 TERCERO: Con respecto al segundo objetivo específico podemos 
concluir que mediante el uso del lenguaje de programación se ha 
logrado cumplir el diseño de la interfaz del menú principal y dio como 
resultado a través de la encuesta que el 100% de los trabajadores afirma 
que el diseño de la interfaz del software “SIPAP” es Muy Bueno 
 CUARTO: Con respecto al tercer objetivo específico podemos concluir 
que la seguridad del sistema en el control de la información, dio como 
resultado a través de la encuesta realizada a los trabajadores que el 
100% de ellos afirma que el registro de pagos y la búsqueda de 
pacientes que ofrece el software “SIPAP” son confiables y 
confidenciales; además, según el Estándar ISO – 9126 los operadores 
del sistema consideran que cumple con los requisitos en cuanto a la 
calidad de software se refiere. 
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RECOMENDACIONES Y SUGERENCIAS 
 PRIMERA: A los estudiantes, egresados y docentes de las 
especialidades de sistemas e informática, continuar con este proyecto y 
complementar de forma integral el sistema de información, digitalizando 
Historias Clínicas, para tener acceso a estas mediante internet y además 
que en cada especialidad de la Microred de Salud José Antonio Encinas 
puedan acceder a las Historias Clínicas y continuar con la atención al 
paciente y así eliminar la burocracia en la atención a los pacientes y 
permitir la atención óptima. 
 SEGUNDA: A las demás Microredes de Salud de la región puno y de 
todo el país utilizar el software “SIPAP” para que la atención de los 
pacientes de su jurisdicción sea óptima y la carga laboral de sus 
trabajadores disminuya considerablemente. 
 TERCERO: A los estudiantes y a las Instituciones para el desarrollo de 
pequeñas magnitudes tanto en costo y documentación, se recomienda la 
utilización de metodologías de desarrollo de software agiles tales como 
la Programación Extrema (XP). 
 CUARTO: A la Microred de Salud José Antonio Encinas recomendarle la 
adquisición de un esquipo exclusivamente para el almacenamiento y 
administración de la base de datos. 
 
 
  105 
 
REFERENCIAS BIBLIOGRAFÍCAS 
TEXTOS: 
1. KENDAL Y KENDAL. Análisis y Diseño de Sistemas. 6ta ed. México: 
Pearson Educación; 2005.  
2. KENNETH C., LAUDON y JANE P. Laundon. Administración de los 
Sistemas de Información Organización y Tecnologías. 3ra. ed. México: 
Prentice Hall Hispanoamericana; 1996. 
3. LAN SOMMERVILLE. Ingeniería de software. 7ta. ed. España, Madrid: 
Pearson Educación; 2005. 
4. LAN GILFILLAND. La Biblia MySql. Anaya Multimedia; 2003.  
5. MATSUKAWA M. S. Análisis y Diseño Orientado a Objetos. 1ra ed. Lima 
- Perú: Macro; 2002. 
6. PRESSMAN S. R. Ingeniería de Software un Enfoque Práctico. 5ta ed. 
España, Madrid: Hall Hispanoamericana; 2002. 
7. PRESSMAN S. R. Ingeniería de Software un Enfoque Práctico. (6ta ed.). 
España, Madrid: Hall Hispanoamericana. 
8. SABANA MENDOZA, M. Modelamiento e Implementación de Base de 
Datos. 1ra ed. Lima – Perú: Megabyte; 2006. 
TESIS: 
SANTOS RAMOS J. F. Sistema de administración de la empresa de transporte 
turístico del sur Ilave-2012. [Tesis de Grado]. Universidad Nacional del Altiplano 
Puno, Facultad de Ingeniería Estadística e Informática, Escuela profesional de 
Ingeniería Estadística e Informática; 2013. 
  106 
 
REFERENCIAS DE INTERNET: 
1. Amaro Calderón, S. D. y Valverde Rebaza. J. C. Metodologías Agiles. 
[En línea], [consulta 15 Septiembre 2014]. Disponible en < 
http://www.sisman.utm.edu.ec/libros/FACULTAD%20DE%20CIENCIAS
%20ZOOT%C3%89CNICAS/CARRERA%20DE%20INGENIER%C3%8
DA%20EN%20INFORMATICA%20AGROPECUARIA/07/INGENIERIA%
20DEL%20SOFTWARE%20I/METODOLOGIAS%20AGILES.pdf> 
2. CANÓS J., LETELIER P., y PENADÉS C. Metodologías Ágiles en el 
Desarrollo de Software. [en línea], [consulta 15 Marzo 2014]. Disponible 
en: <http://noqualityinside.com.ar/nqi/nqifiles/XP_Agil.pdf> 
3. Definición de Cliente / Servidor [en línea], [consulta 6 Agosto 2014]. 
Disponible en: <http://www.mastermagazine.info/termino/4294.php# 
ixzz2e c3kESVV> 
4. Ingeniería del Software [en línea], [consulta 14 Octubre 2014]. 
Disponible en: <http://www.sisman.utm.edu.ec/libros/FACULTAD 
%20DE%20CIENCIAS%20ZOOT%C3%89CNICAS/CARRERA%20DE%
20INGENIER%C3%8DA%20EN%20INFORMATICA%20AGROPECUAR
IA/07/INGENIERIA%20DEL%20SOFTWARE%20I/INGENIERIA%20DEL
%20SOFTWARE.pdf> 
5. Introducción a los algoritmos genéticos y sus aplicaciones [en Línea], 
[consulta 16 Agosto 2014] Disponible en: < 
http://www.fing.edu.uy/~sergion/Tesis.pdf > 
  107 
 
6. Metodologías Ágiles en el Desarrollo de Software (2003) [en línea], 
[consulta 4 Agosto 2013]. Disponible en: <http://www.incap.org.gt 
/sisvan/index.php/es/acerca-desan/conceptos/sistema-de-vigilancia>   
7. Metodologías de Desarrollo de Software [en línea], [consulta 5 
Septiembre 2014]. Disponible en: <http://alarcos.inf-cr.uclm.es/doc 
/ISOFTWAREI/Tema04.pdf>  
8. Métricas, Estimación y Planificación en Proyectos de Software [en línea], 
[consulta 14 Octubre 2014]. Disponible en: 
<http://www.willydev.net/descargas/WillyDEV_PlaneaSoftware.Pdf> 
9. OLACHEA AGUAYO. Aplicación de la técnica de Algoritmos Genéticos 
al problema de Despacho Económico. [en línea]. Universidad Autónoma 
de Nuevo León; c2003 [Consulta 15 Oct 2014].Disponible en 
<http://cdigital.dgb.uanl.mx/te/1020149435.pdf> 
10. PhpMyAdmin [en línea], [consulta 6 Agosto 2014]. Disponible en: 
<http://www.slideshare.net/LadyRincon/phpmyadmin> [Consulta 6 
Agosto 2013] 
11. Sistema Administrativo Relacional de Bases de Datos [en Línea], 
[consulta 15 Agosto 2014] Disponible en: <http://www.sinemed.com 
/recursos/docs/MySQL.pdf>  
12. Sistemas de información en la organización [en línea], [consulta 26 
Noviembre 2013]. Disponible en:<http://highered.mcgraw-
hill.com/sites/dl/free/9701026586/70189/CapituloMuestra.pdf> 
 
  108 
 
 
 
 
 
 
ANEXOS 
 
 
 
 
 
 
 
 
  109 
 
ANEXO Nº 01 
 
UNIVERSIDAD ANDINA NESTOR CACERES VELASQUEZ - JULIACA 
FACULTAD DE INGENIERÍA DE SISTEMAS 
CARRERA ACADEMICO PROFESIONAL DE INGENIERÍA DE SISTEMAS 
 
La presente encuesta se realiza con un fin investigativo, por lo que se ruega pueda 
brindar la información de la manera más apropiada, agradecemos enormemente el 
tiempo y la importancia que se presta para poder llevar a cabo la recopilación de la 
información necesaria para desarrollar esta investigación. Se le pide que llene  o 
marque  según corresponda los siguientes datos: 
 
Encuesta aplicada a los operadores del 
sistema sobre la puesta en marcha del 
Prototipo del Sistema de Información para 
la atención al paciente en el área de 
admisión para la Microred de Salud José 
Antonio Encinas Puno 2015. 
 
1. ¿Cómo considera Ud. el diseño 
de la interfaz del “SIPAP”? 
a). Muy bueno. 
b). Bueno. 
c). Regular. 
 
2. ¿Cómo considera Ud. la 
interacción con el sistema del 
“SIPAP”? 
a). Muy Fácil. 
b). Fácil. 
c). Difícil. 
 
3. ¿Cómo considera Ud. Los 
servicios que ofrece el sistema de 
atención al paciente en el área de 
admisión? 
 
a). Eficiente. 
b). Medianamente eficiente. 
c). Deficiente. 
4. ¿El ingreso de los datos y/o 
registros al sistema es? 
a) Muy Fácil. 
b) Fácil. 
c) Complicado 
 
5. ¿Cree Ud. Que el registro de 
pagos anuales son confiables? 
a) Si 
b) No  
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ANEXO Nº 02 
 
UNIVERSIDAD ANDINA NESTOR CACERES VELASQUEZ - JULIACA 
FACULTAD DE INGENIERÍA DE SISTEMAS 
CARRERA ACADEMICO PROFESIONAL DE INGENIERÍA DE SISTEMAS 
 
La presente encuesta se realiza con un fin investigativo, por lo que se ruega pueda 
brindar la información de la manera más apropiada, agradecemos enormemente el 
tiempo y la importancia que se presta para poder llevar a cabo la recopilación de la 
información necesaria para desarrollar esta investigación. Se le pide que llene  o 
marque  según corresponda los siguientes datos: 
 
Encuesta aplicada a los pacientes que 
realizaron la pre-apertura de su historia 
clínica  sobre la atención al paciente en el 
área de admisión sin el SIPAP. 
 
1. ¿Cómo considera el tiempo de 
atención en el área de admisión 
realizado de forma manual en la 
actualidad, para la búsqueda de 
datos? 
 
a) Rápido. 
b) Medianamente Rápido. 
c) Lento. 
 
2. ¿Teniendo en cuenta el tiempo en 
el proceso de registro que 
antiguamente se realizaba 
manualmente y con la actual 
implementación del Prototipo del 
sistema para la atención al paciente 
en el área de admisión, cuál de los 
dos Ud. sugiere que se utilice? 
 
a) El uso del sistema. 
b)  Ambos. 
c) El método tradicional. 
 
 
 
3. ¿Cuál era el tiempo de atención 
que se demoraba en el área de 
admisión para realizar la 
búsqueda de datos antes de la 
implementación del prototipo del 
sistema? 
 
……………………………….. 
 
4. ¿Cuál es el tiempo de atención 
que se demora en el área de 
admisión para realizar la 
búsqueda de datos con la 
implementación del sistema? 
 
………………………………… 
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ANEXO Nº 03 
 
FICHA DE EVALUACIÓN DE LA CALIDAD DEL PRODUCTO DE 
SOFTWARE ESTANDAR  ISO - 9126 
INDICADORES PUNTUACIÓN 
1 2 3 4 5 
1. FUNCIONALIDAD  
Adecuación: la capacidad del producto software 
para proporcionar un conjunto apropiado de 
funciones para tareas específicas y objetivos de los 
usuarios. 
     
Exactitud: la capacidad del producto software para 
proporcionar los resultados o efectos correctos y con 
el grado de precisión acordado. 
     
Interoperabilidad: la capacidad del producto 
software para interactuar con uno o más sistemas 
especificados 
     
Seguridad: referido a la capacidad del producto 
software para proteger la información y los datos 
     
Conformidad: la capacidad del producto software 
para adaptarse a los estándares, convenciones o 
regulaciones en leyes y prescripciones relativos a la 
funcionalidad 
     
2. FIABILIDAD  
Madurez: la capacidad del producto software para 
evitar fallos provocados por errores en el software. 
     
Tolerancia a fallos: la capacidad del producto 
software para mantener un nivel de rendimiento 
determinado en caso de defectos en el software o 
incumplimiento de su interfaz. 
     
Recuperabilidad: la capacidad del producto 
software para restablecer un determinado nivel de 
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rendimiento y recuperar los datos afectados 
directamente en caso de ocurrir un fallo. 
Conformidad: la capacidad del producto software 
para adaptarse a estándares, convenciones y 
regulaciones referidas a la fiabilidad. 
     
3. USABILIDAD  
Comprensibilidad: la capacidad del producto 
software para permitir al usuario que entienda si el 
software es adecuado, y como debe utilizarse para 
determinadas tareas y bajo ciertas condiciones de 
uso. 
     
Facilidad de aprendizaje: la capacidad del producto 
software para permitir al usuario aprender su 
aplicación. 
     
Atracción: la capacidad del producto software para 
atraer al usuario. 
     
Conformidad: la capacidad del producto software 
para adaptarse a estándares, convenciones, guías 
de estilo y regulaciones relacionadas con la 
usabilidad. 
     
Operabilidad: la capacidad del producto software 
para permitir que el usuario lo opere y lo controle. 
     
4. EFICIENCIA  
Comportamiento temporal: la capacidad del 
producto software para proporcionar tiempos de 
respuesta y de procesamiento apropiados cuando 
realiza sus funciones bajo condiciones 
determinadas. 
     
Utilización de recursos: la capacidad del producto 
software para utilizar cantidades y tipos de recursos 
apropiados cuando el software realiza su función 
bajo determinadas condiciones. 
     
Conformidad: la capacidad del producto software 
para adaptarse a estándares o convenciones 
relacionadas con la eficiencia. 
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5. MANTENIBILIDAD  
Analizabilidad: Capacidad del producto software de 
diagnosticar sus deficiencias o causas de fallos, o de 
identificar las partes que deben ser modificadas. 
     
Cambiabilidad: Capacidad del producto software de 
permitir implementar una modificación especificada. 
La implementación incluye los cambios en el diseño, 
el código y la documentación.  
     
Estabilidad: Capacidad del producto software de 
evitar los efectos inesperados de las modificaciones. 
     
Facilidad de prueba: Capacidad del producto 
software de permitir validar las partes modificadas. 
     
Conformidad: Capacidad del producto software de 
cumplir los estándares o convenciones relativas a la 
mantenibilidad. 
     
6. PORTABILIDAD  
Adaptabilidad: la capacidad del producto software 
para ser adaptado para ambientes determinados sin 
realizar acciones o aplicar medios, más que los 
proporcionados para este propósito para el software 
considerado. 
     
Facilidad de instalación: la capacidad del producto 
software para ser instalado en un ambiente 
determinado. 
     
Coexistencia: la capacidad del producto software 
para coexistir con otro software independiente en un 
ambiente común compartiendo recursos. 
     
Reemplazabilidad: la capacidad del producto 
software para ser utilizado en lugar de otro producto 
de software para el mismo propósito en el mismo 
ambiente. 
     
Conformidad: la capacidad del producto software 
para adaptarse a estándares relacionados con la 
portabilidad. 
     
SUB TOTALES      
TOTAL  
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ANEXO Nº 04 
 Indicador Cualitativo Valor 
Deficiente 1 
Malo 2 
Regular 3 
Bueno 4 
Muy bueno 5 
 
Clasificación Intervalo Decisión 
   
A) Inaceptable [ 27 -  54 >  
B) Mínimamente aceptable [ 54 – 81 >  
C) Aceptable [ 81 – 95 >  
D) Cumple los requisitos [ 95 – 122 >  
E) Excede los requisitos [ 122 – 135 ]  
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ANEXO Nº 05 
1. RESULTADOS DEL CUESTIONARIO CLIENTE -  SERVIDOR  
1.1. RESULTADOS DEL  DISEÑO DE LA INTERFAZ DEL “SIPAP” 
Tabla Nª A – 01: Diseño de la Interfaz del “SIPAP” 
Diseño de la interfaz Frecuencia Porcentaje (%) 
Muy bueno 3 100% 
Bueno 0 0% 
Regular 0 0% 
Total 3 100% 
Fuente: Encuesta aplicada  a los usuarios del sistema 
 
Gráfico Nº A – 01: Diseño de la Interfaz del “SIPAP” 
 
Fuente: Elaborada por el desarrollador del trabajo de investigación  
De acuerdo a la encuesta aplicada  al personal que labora en la Microred de 
Salud José Antonio Encinas de Puno, se observa que el 100% de los 
Trabajadores considera que el diseño de la interfaz del software “SIPAP” es 
Muy Bueno. 
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1.2. RESULTADOS SOBRE LA ITERACCION DEL “SIPAP” 
Tabla Nª A – 02: interacción con el Sistema  “SIPAP” 
Interacción con el Sistema Frecuencia Porcentaje (%) 
Muy fácil 2 67% 
Fácil 1 33% 
Difícil 0 0% 
Total 3 100% 
Fuente: Encuesta aplicada  a los usuarios del sistema 
 
Gráfico Nº A – 02: Interacción con el Sistema  “SIPAP” 
 
Fuente: Elaborada por el desarrollador del trabajo de investigación  
De acuerdo a la encuesta aplicada  al personal que labora en la Microred de 
Salud José Antonio Encinas de Puno, se observa que el 67% de los 
Trabajadores considera que interacción con el  software “SIPAP” es Muy Fácil y 
el 33% del  total considera que la iteración con el software es Fácil.   
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1.3. RESULTADOS SOBRE LOS SERVICIOS QUE OFRECE  “SIAPAP” 
Tabla Nª A – 03: Servicios que ofrece el Sistema  “SIPAP” 
Servicio que Ofrece Frecuencia Porcentaje (%) 
Eficiente 2 67% 
Medianamente eficiente 1 33% 
Deficiente 0 0% 
Total 3 100% 
Fuente: Encuesta aplicada  a los usuarios del sistema 
 
Gráfico Nº A – 03: Servicios que ofrece el Sistema  “SIPAP” 
 
Fuente: Elaborada por el desarrollador del trabajo de investigación  
 
De acuerdo a la encuesta aplicada  al personal que labora en la Microred de 
Salud José Antonio Encinas de Puno, se observa que el 67% de los 
Trabajadores considera que el servicio que ofrece  el  software “SIPAP” es 
Eficiente y el 33% del  total considera que el servicio que ofrece es 
Medianamente Eficiente.  
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1.4. RESULTADOS SOBRE EL INGRESO DE DATOS QUE OFRECE  
“SIPAP” 
Tabla Nª A – 04: Ingreso de datos  que ofrece el Sistema  “SIPAP” 
Ingreso de datos Frecuencia Porcentaje (%) 
Muy fácil 2 67% 
Fácil 1 33% 
Complicado 0 0% 
Total 3 100% 
Fuente: Encuesta aplicada  a los usuarios del sistema 
 
Gráfico Nº A – 04: Ingreso de datos al el Sistema  “SIPAP” 
 
Fuente: Elaborada por el desarrollador del trabajo de investigación  
 
De acuerdo a la encuesta aplicada  al personal que labora en la Microred de 
Salud José Antonio Encinas de Puno, se observa que el 67% de los 
Trabajadores considera que el ingreso de datos y/o registro  que ofrece  el  
software “SIPAP” es Muy Fácil  y el 33% del  total considera que el ingreso de 
datos y/o registro que ofrece es fácil. 
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1.5. RESULTADOS SOBRE LA CONFIABILIDAD DEL REGISTRO DEL 
PAGO ANUAL EN EL   “SIPAP” 
Tabla Nª A – 05: Confiabilidad en el registro del pago anual que ofrece el 
Sistema  “SIPAP” 
Pagos Confiables Frecuencia Porcentaje (%) 
Si 3 100% 
No 0 0% 
Total 3 100% 
Fuente: Encuesta aplicada  a los usuarios del sistema 
 
Gráfico Nº A – 05: Confiabilidad en el registro de pago anual que 
ofrece el Sistema  “SIPAP” 
 
Fuente: Elaborada por el desarrollador del trabajo de investigación  
 
De acuerdo a la encuesta aplicada  al personal que labora en la Microred de 
Salud José Antonio Encinas de Puno, se observa que el 100% de los 
Trabajadores considera que el registro de pagos que ofrece  el  software 
“SIPAP” son Confiables 
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1.6. RESULTADOS SOBRE LAS BUSQUEDAS DE DATOS QUE REALIZA 
EL “SIPAP”. 
Tabla Nª A – 03: Reportes que emite el Sistema  “SIPAP” 
Reportes Satisfactorios Frecuencia Porcentaje (%) 
Muy bueno 3 100% 
Bueno 0 0% 
Regular 0 0% 
Total 3 100% 
Fuente: Encuesta aplicada  a los usuarios del sistema 
 
Gráfico Nº A – 05: Búsquedas que realiza el Sistema  “SIPAP” 
 
Fuente: Elaborada por el desarrollador del trabajo de investigación  
 
De acuerdo a la encuesta aplicada  al personal que labora en la Microred de 
Salud José Antonio Encinas de Puno, se observa que el 100% de los 
Trabajadores considera que el los reportes que emite el sistema  “SIPAP” son 
satisfactorios. 
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2. RESULTADOS DEL CUESTIONARIO APLICADO A LOS      
    PACIENTES. 
2.1 RESULTADOS DEL TIEMPO DE ATENCIÓN CON EL USO DEL   
     SISTEMA    “SIPAP” 
Tabla Nª B – 01: Tiempo de atención con el uso del “SIPAP” 
Tiempo de Atención Frecuencia Porcentaje (%) 
Rápido 31 79% 
Medianamente rápido 8 21% 
Lento 0 0% 
Total 31 100% 
Fuente: Encuesta aplicada  a los usuarios del sistema 
 
Gráfico Nº B – 01: Tiempo de atención con el uso del “SIPAP” 
 
Fuente: Elaborada por el desarrollador del trabajo de investigación  
De acuerdo a la encuesta aplicada a los pacientes, se observa que el 79% de 
ellos considera que la atención con el uso  del Sistema “SIPAP” es Rápida y el 
21% opina que es medianamente Rápida. 
2.2 RESULTADOS DEL USO DEL “SIPAP” O DEL MÉTODO TRADICIONAL. 
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Tabla Nª B – 02: Uso del Sistema o el método tradicional 
Proceso de registro  Frecuencia Porcentaje (%) 
El uso del sistema   39 100% 
Ambos   0 0% 
Método tradicional   0 0% 
Total  39 100% 
Fuente: Encuesta aplicada  a los usuarios del sistema 
 
Gráfico Nº B – 02: Uso del Sistema o el método tradicional  
 
Fuente: Elaborada por el desarrollador del trabajo de investigación  
De acuerdo a la encuesta aplicada a los pacientes, se observa que el 100% de 
los pacientes considera el uso  del Sistema “SIPAP” como proceso de atención 
al paciente en el área de admisión.  
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ANEXO N° 06 
RESULTADOS DE LA EVALUACIÓN DE LA CALIDAD DEL 
PRODUCTO DE SOFTWARE DEL SISTEMA “SIPAP” SEGÚN EL 
ESTÁNDAR ISO - 9126 
  PUNTUACIÓN 
INDICADORES Usuario 1 Usuario 2 Usuario 3 
  1 2 3 4 5 1 2 3 4 5 1 2 3 4 5 
1. FUNCIONALIDAD                               
Adecuación:       X         X         X   
Exactitud:         X       X         X   
Interoperabilidad:       X         X         X   
Seguridad:       X         X         X   
Conformidad:       X           X       X   
2. FIABILIDAD                               
Madurez:       X         X         X   
Tolerancia a fallos:       X         X         X   
Recuperabilidad:     X           X       X     
Conformidad:       X       X           X   
3. USABILIDAD:                               
Comprensibilidad:       X         X         X   
Facilidad de 
aprendizaje: 
        X         X       X   
Atracción:         X         X         X 
Conformidad:       X         X         X   
Operabilidad:       X         X         X   
4. EFICIENCIA                               
Comportamiento 
temporal: 
        X       X         X   
Utilización de 
recursos: 
      X       X           X   
Conformidad:       X         X         X   
                
 
 
 
               
  124 
 
 
                
5. 
MANTENIBILIDAD 
                              
Analizabilidad:       X         X         X   
Cambiabilidad:         X         X       X   
Estabilidad:       X         X         X   
Facilidad de 
prueba: 
      X         X         X   
Conformidad:       X         X         X   
6. 
PORTABILIDAD: 
                              
adaptabilidad:       X         X         X   
facilidad de 
instalación: 
    X         X         X     
Coexistencia:       X         X         X   
Remplazabilidad:       X       X           X   
Conformidad:       X         X         X   
SUB TOTALES 0 0 6 80 25 0 0 12 76 20 0 0 6 96 5 
TOTAL 111 108 107 
PROMEDIO FINAL 109 
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ANEXO N° 07  
CÓDIGO FUENTE DEL SIPAP 
CODIGO CLASE BDCOMUN 
/*Universidad Andina Nestor Caceres Velasquez 
      Facultad de Ingieneria de Sistemas 
        C.A.P de Ingieneria de Sistemas 
           Pablo Frang Zapana Apaza 
*/ 
using System; 
using System.Collections.Generic; 
using System.Linq; 
using System.Text; 
using MySql.Data.MySqlClient; 
namespace SIPAPdelaMicroRedJoseAntonioEncinas 
{ 
    class BDComun 
    { 
        public static MySqlConnection ObtnerCOnexion() 
        { 
            MySqlConnection Conn = new 
MySqlConnection("Server=localhost;DataBase=centrosalud;Uid=root;Pwd=root"); 
            Conn.Open(); 
            return Conn; 
        } 
    } 
} 
 
CODIGO CLASE CONEXIÓN 
/*Universidad Andina Nestor Caceres Velasquez 
      Facultad de Ingieneria de Sistemas 
        C.A.P de Ingieneria de Sistemas 
           Pablo Frang Zapana Apaza 
*/ 
using System; 
using System.Collections.Generic; 
using System.ComponentModel; 
using System.Data; 
using System.Drawing; 
using System.Linq; 
using System.Text; 
using System.Windows.Forms; 
using MySql.Data.MySqlClient; 
using MySql.Data; 
namespace SIPAPdelaMicroRedJoseAntonioEncinas 
{ 
    class Conexion 
    { 
        MySqlConnection con = new 
MySqlConnection("Server=localhost;DataBase=centrosalud;Uid=root;Pwd=root"); 
        private MySqlCommandBuilder cmb; 
        public DataSet ds = new DataSet(); 
        public MySqlDataAdapter da; 
        public MySqlCommand comando; 
 
        public void conectar() 
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        { 
            try 
            { 
                con.Open(); 
                MessageBox.Show("ESTADO ACTUAL :     !!! Conectado ¡¡¡\n\nA la 
BD del Centro de Salud 4 deNoviembre"); 
            } 
            catch 
            { 
                MessageBox.Show("ESTADO ACTUAL :     !!! Desconectado 
¡¡¡\n\nOcurrio un Error al Conectar con la BD"); 
            } 
            finally 
            { 
                con.Close(); 
            } 
        } 
        public void consulta(string sql, string tabla) 
        { 
            ds.Tables.Clear(); 
            da = new MySqlDataAdapter(sql, con); 
            cmb = new MySqlCommandBuilder(da); 
            da.Fill(ds, tabla); 
        } 
        public bool insertar(string sql) 
        { 
            con.Open(); 
            comando = new MySqlCommand(sql, con); 
            int i = comando.ExecuteNonQuery(); 
            con.Close(); 
            if (i > 0) 
            { 
                return true; 
            } 
            else 
            { 
                return false; 
            } 
        } 
        public bool eliminar(string tabla, string condicion) 
        { 
            con.Open(); 
            string elimina = "delete from " + tabla + " where " + condicion; 
            comando = new MySqlCommand(elimina, con); 
            int i = comando.ExecuteNonQuery(); 
            con.Close(); 
            if (i > 0) 
            { 
                return true; 
            } 
            else 
            { 
                return false; 
            } 
        } 
        public bool actualizar(string tabla, string campos, string condicion) 
        { 
            con.Open(); 
            string actualizar = "update " + tabla + " set " + campos + " where 
" + condicion; 
            comando = new MySqlCommand(actualizar, con); 
            int i = comando.ExecuteNonQuery(); 
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            con.Close(); 
            if (i > 0) 
            { 
                return true; 
            } 
            else 
            { 
                return false; 
            } 
        } 
    } 
} 
 
CODIGO CLASE PACIENTE 
/*Universidad Andina Nestor Caceres Velasquez 
      Facultad de Ingieneria de Sistemas 
        C.A.P de Ingieneria de Sistemas 
           Pablo Frang Zapana Apaza 
*/ 
using System; 
using System.Collections.Generic; 
using System.Linq; 
using System.Text; 
namespace SIPAPdelaMicroRedJoseAntonioEncinas 
{ 
    public class Paciente 
    { 
        public String Fecha_Insc { get; set; } 
        public Int64 Num_HisCli { get; set; } 
        public String Nombres { get; set; } 
        public String Apellido_Pat { get; set; } 
        public String Apellido_Mat { get; set; } 
        public Int64 Numero_DNI { get; set; } 
        public String Fecha_Nac { get; set; } 
        public String Lugar_Nac { get; set; } 
        public String Nombre_Padre { get; set; } 
        public String Nombre_Madre { get; set; } 
        public String Direccion { get; set; }         
 
        public Paciente() { } 
 
        public Paciente(String pFecha_Insc, Int64 pNum_HisCli, String 
pNombres, String pApellido_Pat, String pApellido_Mat, Int64 pNumero_DNI, 
String pFecha_Nac, String pLugar_Nac, String pNombre_Padre, String 
pNombre_Madre, String pDireccion) 
        {  
            this.Fecha_Insc = pFecha_Insc; 
            this.Num_HisCli = pNum_HisCli; 
            this.Nombres = pNombres; 
            this.Apellido_Pat = pApellido_Pat; 
            this.Apellido_Mat = pApellido_Mat; 
            this.Numero_DNI = pNumero_DNI; 
            this.Fecha_Nac = pFecha_Nac; 
            this.Lugar_Nac = pLugar_Nac; 
            this.Nombre_Padre = pNombre_Padre; 
            this.Nombre_Madre = pNombre_Madre; 
            this.Direccion = pDireccion;            
        } 
    } 
} 
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CODIGO CLASE PACIENTEDAL 
/*Universidad Andina Nestor Caceres Velasquez 
      Facultad de Ingieneria de Sistemas 
        C.A.P de Ingieneria de Sistemas 
           Pablo Frang Zapana Apaza 
*/ 
using System; 
using System.Collections.Generic; 
using System.Linq; 
using System.Text; 
using MySql.Data.MySqlClient; 
using System.Windows.Forms; 
namespace SIPAPdelaMicroRedJoseAntonioEncinas 
{ 
    class PacienteDAL 
    { 
        public static int Agregar(Paciente pPaciente) 
        { 
                int retorno = 0; 
                using (MySqlConnection Conn = BDComun.ObtnerCOnexion()) 
                { 
                    MySqlCommand Comando = new 
MySqlCommand(string.Format("Insert Into paciente (fecha_inscripcion, 
num_historia_clinica, nombres, apellido_paterno, apellido_materno, numero_dni, 
fecha_nacimiento, lugar_nacimiento, nombre_padre, nombre_madre, direccion) 
values ('{0}', '{1}','{2}','{3}','{4}','{5}','{6}','{7}','{8}','{9}','{10}')", 
                        pPaciente.Fecha_Insc, pPaciente.Num_HisCli, 
pPaciente.Nombres, pPaciente.Apellido_Pat, pPaciente.Apellido_Mat, 
pPaciente.Numero_DNI, pPaciente.Fecha_Nac, pPaciente.Lugar_Nac, 
pPaciente.Nombre_Padre, pPaciente.Nombre_Madre, pPaciente.Direccion), Conn); 
                    retorno = Comando.ExecuteNonQuery(); 
                    Conn.Close(); 
                } 
                return retorno;            
        } 
 
        public static int Modificar(Paciente pPaciente) 
        { 
            int retorno = 0; 
            using (MySqlConnection conexion = BDComun.ObtnerCOnexion()) 
            {               
                MySqlCommand comando = new MySqlCommand(string.Format("Update 
paciente set fecha_inscripcion='{0}', num_historia_clinica={1}, nombres='{2}', 
apellido_paterno='{3}', apellido_materno='{4}', numero_dni={5}, 
fecha_nacimiento='{6}', lugar_nacimiento='{7}', nombre_padre='{8}', 
nombre_madre='{9}', direccion='{10}' where num_historia_clinica={11}", 
                pPaciente.Fecha_Insc, pPaciente.Num_HisCli, pPaciente.Nombres, 
pPaciente.Apellido_Pat, pPaciente.Apellido_Mat, pPaciente.Numero_DNI, 
pPaciente.Fecha_Nac, pPaciente.Lugar_Nac, pPaciente.Nombre_Padre, 
pPaciente.Nombre_Madre, pPaciente.Direccion), conexion); 
                retorno = comando.ExecuteNonQuery(); 
                conexion.Close(); 
            } 
            return retorno; 
        } 
        public static List<Paciente> BuscarPaciente(String pApellido_Pat, 
String pApellido_Mat) 
        { 
            List<Paciente> Lista = new List<Paciente>(); 
            using (MySqlConnection conexion = BDComun.ObtnerCOnexion()) 
            { 
                MySqlCommand comando = new MySqlCommand(string.Format( 
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                    "Select fecha_inscripcion, num_historia_clinica, nombres, 
apellido_paterno, apellido_materno, numero_dni, fecha_nacimiento, 
lugar_nacimiento, nombre_padre, nombre_madre, direccion from paciente where 
apellido_paterno = '{0}' and apellido_materno = '{1}' ", 
                    pApellido_Pat, pApellido_Mat), conexion); 
                //like '%{0}%' or apellido_materno like '%{1}%' 
 
                MySqlDataReader reader = comando.ExecuteReader(); 
 
                while (reader.Read()) 
                { 
                    Paciente pPacient = new Paciente(); 
 
                    pPacient.Fecha_Insc = reader.GetString(0); 
                    pPacient.Num_HisCli = reader.GetInt64(1); 
                    pPacient.Nombres = reader.GetString(2); 
                    pPacient.Apellido_Pat = reader.GetString(3); 
                    pPacient.Apellido_Mat = reader.GetString(4); 
                    pPacient.Numero_DNI = reader.GetInt64(5); 
                    pPacient.Fecha_Nac = reader.GetString(6); 
                    pPacient.Lugar_Nac = reader.GetString(7); 
                    pPacient.Nombre_Padre = reader.GetString(8); 
                    pPacient.Nombre_Madre = reader.GetString(9); 
                    pPacient.Direccion = reader.GetString(10); 
                    Lista.Add(pPacient); 
 
                } 
                conexion.Close(); 
                return Lista; 
            } 
        } 
 
        public static Paciente ObtenerPaciente(Int64 pNum_HisCli) 
        { 
            using (MySqlConnection conexion = BDComun.ObtnerCOnexion()) 
            { 
                Paciente pPacient = new Paciente(); 
                MySqlCommand comando = new MySqlCommand(string.Format( 
                    "Select fecha_inscripcion, num_historia_clinica, nombres, 
apellido_paterno, apellido_materno, numero_dni, fecha_nacimiento, 
lugar_nacimiento, nombre_padre, nombre_madre, direccion from paciente where 
num_historia_clinica={0}", pNum_HisCli), conexion); 
 
                MySqlDataReader reader = comando.ExecuteReader(); 
 
                while (reader.Read()) 
                { 
                    pPacient.Fecha_Insc = reader.GetString(0); 
                    pPacient.Num_HisCli = reader.GetInt64(1); 
                    pPacient.Nombres = reader.GetString(2); 
                    pPacient.Apellido_Pat = reader.GetString(3); 
                    pPacient.Apellido_Mat = reader.GetString(4); 
                    pPacient.Numero_DNI = reader.GetInt64(5); 
                    pPacient.Fecha_Nac = reader.GetString(6); 
                    pPacient.Lugar_Nac = reader.GetString(7); 
                    pPacient.Nombre_Padre = reader.GetString(8); 
                    pPacient.Nombre_Madre = reader.GetString(9); 
                    pPacient.Direccion = reader.GetString(10);                    
                } 
                conexion.Close(); 
                return pPacient; 
            } 
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        } 
        public static int Eliminar(Int64 pNum_HisCli) 
        { 
            int retorno = 0; 
            using (MySqlConnection conexion = BDComun.ObtnerCOnexion()) 
            { 
 
                MySqlCommand comando = new MySqlCommand(string.Format("Delete 
from paciente where num_historia_clinica={0}", pNum_HisCli), conexion); 
                retorno = comando.ExecuteNonQuery(); 
                conexion.Close(); 
            } 
            return retorno; 
        } 
    } 
} 
 
CODIGO CLASE PAGO 
/*Universidad Andina Nestor Caceres Velasquez 
      Facultad de Ingieneria de Sistemas 
        C.A.P de Ingieneria de Sistemas 
           Pablo Frang Zapana Apaza 
*/ 
using System; 
using System.Collections.Generic; 
using System.Linq; 
using System.Text; 
 
namespace SIPAPdelaMicroRedJoseAntonioEncinas 
{ 
    class pago 
    { 
        public Int64 NumHCpago { get; set; } 
        public Int64 Montopago { get; set; } 
        public Int64 AñoPago { get; set; } 
        public pago() { } 
 
        public pago(Int64 pNumHCpago, Int64 pMontopago, Int64 pAñoPago) 
        { 
            this.NumHCpago = pNumHCpago; 
            this.Montopago = pMontopago; 
            this.AñoPago = pAñoPago; 
        } 
    } 
} 
 
CODIGO CLASE PAGODAL 
/*Universidad Andina Nestor Caceres Velasquez 
      Facultad de Ingieneria de Sistemas 
        C.A.P de Ingieneria de Sistemas 
           Pablo Frang Zapana Apaza 
*/ 
using System; 
using System.Collections.Generic; 
using System.Linq; 
using System.Text; 
 
namespace SIPAPdelaMicroRedJoseAntonioEncinas 
{ 
    class pago 
    { 
        public Int64 NumHCpago { get; set; } 
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        public Int64 Montopago { get; set; } 
        public Int64 AñoPago { get; set; } 
        public pago() { } 
 
        public pago(Int64 pNumHCpago, Int64 pMontopago, Int64 pAñoPago) 
        { 
            this.NumHCpago = pNumHCpago; 
            this.Montopago = pMontopago; 
            this.AñoPago = pAñoPago; 
        } 
    } 
} 
 
CODIGO DEL FORMULARIO PRINCIPAL 
/*Universidad Andina Nestor Caceres Velasquez 
      Facultad de Ingieneria de Sistemas 
        C.A.P de Ingieneria de Sistemas 
           Pablo Frang Zapana Apaza 
*/ 
using System; 
using System.Collections.Generic; 
using System.ComponentModel; 
using System.Data; 
using System.Drawing; 
using System.Linq; 
using System.Text; 
using System.Windows.Forms; 
namespace SIPAPdelaMicroRedJoseAntonioEncinas 
{ 
    public partial class FormularioPrincipal : Form 
    { 
        public FormularioPrincipal() 
        { 
            InitializeComponent(); 
        } 
        public bool UsuarioLogueado = false; 
        Conexion con = new Conexion(); 
 
        private void FormularioPaciente(object sender, EventArgs e) 
        { 
            this.Hide(); 
            frmAccesoAlSistema login = new frmAccesoAlSistema(); 
            login.ShowDialog(); 
            if (login.logueado == true) 
            { 
                this.Show(); 
                UsuarioLogueado = true; 
            } 
            else 
            { 
                this.Close(); 
            } 
            //encender el Timer y mostrar fecha y hora 
            timerFormPrinc.Enabled = true; 
            lblhora.Text = DateTime.Now.ToLongTimeString(); 
            //conectar con la BD centrosalud 
            con.conectar();             
        }    
        private void noAseguradosToolStripMenuItem_Click(object sender, 
EventArgs e) 
        { 
            FormularioPacientes frmpac = new FormularioPacientes(); 
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            frmpac.ShowDialog(); 
        } 
 
        private void timer1_Tick(object sender, EventArgs e) 
        { 
            lblhora.Text = DateTime.Now.ToLongTimeString(); 
        } 
 
        private void mInimizarToolStripMenuItem_Click(object sender, EventArgs 
e) 
        { 
            WindowState = FormWindowState.Minimized; 
        } 
 
        private void FormularioPrincipal_FormClosing(object sender, 
FormClosingEventArgs e) 
        { 
            DialogResult respuesta; 
            respuesta = MessageBox.Show("¿Desea Salir del Sistema?", "SIPAP 
Centro Salud 4 Noviembre", MessageBoxButtons.YesNo, MessageBoxIcon.Question); 
            if (respuesta == DialogResult.No) 
            { 
                e.Cancel = true; 
            } 
        } 
 
        private void minimizarToolStripMenuItem_Click_1(object sender, 
EventArgs e) 
        { 
            WindowState = FormWindowState.Minimized; 
        } 
 
        private void salirToolStripMenuItem_Click(object sender, EventArgs e) 
        { 
            this.Close(); 
        } 
 
        private void acercaDelProgramaToolStripMenuItem_Click(object sender, 
EventArgs e) 
        { 
            FormularioAcercade formacerca = new FormularioAcercade(); 
            formacerca.Show(); 
        } 
 
        private void quéEsElSISToolStripMenuItem_Click(object sender, 
EventArgs e) 
        { 
            FormularioSIS formSIS = new FormularioSIS(); 
            formSIS.ShowDialog(); 
        } 
 
        private void misionToolStripMenuItem_Click(object sender, EventArgs e) 
        { 
            FormularioMision formMis = new FormularioMision(); 
            formMis.ShowDialog(); 
        } 
 
        private void visionToolStripMenuItem_Click(object sender, EventArgs e) 
        { 
            FormularioVision formVis = new FormularioVision(); 
            formVis.ShowDialog(); 
        } 
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        private void valoresToolStripMenuItem_Click(object sender, EventArgs 
e) 
        { 
            FormularioValores formVal = new FormularioValores(); 
            formVal.ShowDialog(); 
        } 
 
        private void flujoGramaDeAtencionToolStripMenuItem_Click(object 
sender, EventArgs e) 
        { 
            FormularioFluGra formFG = new FormularioFluGra(); 
            formFG.ShowDialog(); 
        } 
 
        private void calculadoraToolStripMenuItem_Click(object sender, 
EventArgs e) 
        { 
            FormularioCalculadora frmCalc = new FormularioCalculadora(); 
            frmCalc.ShowDialog(); 
        } 
 
        private void hIstorialDePagosToolStripMenuItem_Click(object sender, 
EventArgs e) 
        { 
            FormularioRegistPagos frmPago = new FormularioRegistPagos(); 
            frmPago.ShowDialog(); 
        }        
    } 
} 
 
CODIGO DEL FORMULARIO PACIENTE 
/*Universidad Andina Nestor Caceres Velasquez 
      Facultad de Ingieneria de Sistemas 
        C.A.P de Ingieneria de Sistemas 
           Pablo Frang Zapana Apaza 
*/ 
using System; 
using System.Collections.Generic; 
using System.ComponentModel; 
using System.Data; 
using System.Drawing; 
using System.Linq; 
using System.Text; 
using System.Windows.Forms; 
using MySql.Data.MySqlClient; 
 
namespace SIPAPdelaMicroRedJoseAntonioEncinas 
{ 
    public partial class FormularioPacientes : Form 
    { 
        public FormularioPacientes() 
        { 
            InitializeComponent(); 
        } 
        //Accedemos a la clase conexion para conectarnos a la BD 
        Conexion con = new Conexion(); 
        //creamos metodos publicos de ingreso y salida 
        public Paciente PacienteActual { get; set; } 
        public Paciente PacienteSeleccionado { get; set; } 
 
        private void FormularioPacientes_Load(object sender, EventArgs e) 
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        {   
            btnModificarPac.Enabled = false; 
            btnEliminarPac.Enabled = false; 
            //encender timer 
            timerFormPac.Enabled = true; 
            //mostrar fecha y hora 
            lblFechaFormPac.Text = DateTime.Now.ToLongDateString(); 
            lblHoraFormPac.Text = DateTime.Now.ToLongTimeString(); 
            //mostramos los datos en el dgv mediante el metodo mostrardatos 
            mostrardatos(); 
        } 
        //creamos un metodo mostrar datos 
        //basicamente es una consulta SQL para seleccionar 
        //todo los datos de la tabla paciente. y lo agregamos al dgv. 
        public void mostrardatos() 
        { 
            con.consulta("select fecha_inscripcion AS FechInsc, 
num_historia_clinica AS HisCli, nombres AS Nombres,apellido_paterno AS 
ApPaterno, apellido_materno AS ApMaterno, numero_dni AS NumDNI, 
fecha_nacimiento AS FecNacim, lugar_nacimiento AS LugNacim, nombre_padre AS 
NomPadre, nombre_madre AS NomMadre , direccion As Direccion from paciente 
order by num_historia_clinica desc ", "paciente"); 
            dgvPacientes.DataSource=con.ds.Tables["paciente"];              
        } 
        //Boton agregarpaciente:  
        private void btnAgregarPac_Click(object sender, EventArgs e) 
        { 
            //si los campos estan incompletos 
            if (ctFechaIns.Text == "" || ctNumHistCli.Text == "" || 
ctNombre.Text == "" || ctApePaterno.Text == "" || ctApeMaterno.Text == "" || 
ctNumDNI.Text == "" || ctFechaNaci.Text == "" || ctLugarNaci.Text == "" || 
ctNomPadre.Text == "" || ctNomMadre.Text == "" || ctDireccion.Text == "") 
            { 
                MessageBox.Show("Debe llenar todos los Campos", "Advertencia", 
MessageBoxButtons.OK, MessageBoxIcon.Exclamation); 
            } 
            else//si los datos son correctos se inserta a la BD 
            { 
                Paciente Pacient = new Paciente(); 
                Pacient.Fecha_Insc = ctFechaIns.Text; 
                Pacient.Num_HisCli = Convert.ToInt32(ctNumHistCli.Text); 
                Pacient.Nombres = ctNombre.Text; 
                Pacient.Apellido_Pat = ctApePaterno.Text; 
                Pacient.Apellido_Mat = ctApeMaterno.Text; 
                Pacient.Numero_DNI = Convert.ToInt32(ctNumDNI.Text); 
                Pacient.Fecha_Nac = ctFechaNaci.Text; 
                Pacient.Lugar_Nac = ctLugarNaci.Text; 
                Pacient.Nombre_Padre = ctNomPadre.Text; 
                Pacient.Nombre_Madre = ctNomMadre.Text; 
                Pacient.Direccion = ctDireccion.Text; 
 
                int resultado = PacienteDAL.Agregar(Pacient); 
 
                if (resultado > 0) 
                { 
                    MessageBox.Show("Datos Guardados Corerectamente", "Datos 
Guardado", MessageBoxButtons.OK, MessageBoxIcon.Information); 
                    limpiar(); 
                    mostrardatos();                     
                } 
                else 
                { 
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                    MessageBox.Show("No se pudieron Guardar lo datos", "Error 
al Guardar", MessageBoxButtons.OK, MessageBoxIcon.Exclamation); 
                } 
            } 
        }      
        //boton Eliminara un paciente 
        private void btnEliminarPac_Click(object sender, EventArgs e) 
        {             
            //muestra mensaje de advertencia: y depende de la respuesta 
realiza una accion 
            if (MessageBox.Show("Esta seguro que desea eliminar el 
paciente??", "Esta seguro?", MessageBoxButtons.YesNo, MessageBoxIcon.Question) 
== DialogResult.Yes) 
            { 
                if (con.eliminar("paciente", "num_historia_clinica = " + 
ctNumHistCli.Text)) 
                { 
                    MessageBox.Show("Datos eliminados"); 
                    mostrardatos(); 
                    limpiar(); 
                } 
                else 
                { 
                    MessageBox.Show("Error al eliminar"); 
                } 
            } 
            else 
                MessageBox.Show("Se cancelo la eliminacion", "Cancelado"); 
        } 
        //Metodo para limpiar las cajas te texo en el formPaciente 
        void limpiar() 
        { 
            ctFechaIns.Clear(); 
            ctNumHistCli.Clear(); 
            ctNombre.Clear(); 
            ctApePaterno.Clear(); 
            ctApeMaterno.Clear(); 
            ctNumDNI.Clear(); 
            ctFechaNaci.Clear(); 
            ctLugarNaci.Clear(); 
            ctNomPadre.Clear(); 
            ctNomMadre.Clear(); 
            ctDireccion.Clear(); 
        } 
        //boton modificar paciente, cuando se seleccion un paciente: 
        private void btnModificarPac_Click(object sender, EventArgs e) 
        {             
            Paciente pPacient = new Paciente(); 
            pPacient.Fecha_Insc = ctFechaIns.Text; 
            pPacient.Num_HisCli = Convert.ToInt32(ctNumHistCli.Text); 
            pPacient.Nombres = ctNombre.Text; 
            pPacient.Apellido_Pat = ctApePaterno.Text; 
            pPacient.Apellido_Mat = ctApeMaterno.Text; 
            pPacient.Numero_DNI = Convert.ToInt32(ctNumDNI.Text); 
            pPacient.Fecha_Nac = ctFechaNaci.Text; 
            pPacient.Lugar_Nac = ctLugarNaci.Text; 
            pPacient.Nombre_Padre = ctNomPadre.Text; 
            pPacient.Nombre_Madre = ctNomMadre.Text; 
            pPacient.Direccion = ctDireccion.Text; 
            pPacient.Num_HisCli = PacienteActual.Num_HisCli; 
             
            int resultado = PacienteDAL.Modificar(pPacient); 
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            if (resultado > 0) 
            { 
                MessageBox.Show("Paciente Modificado con exito", "Paciente 
Modificado", MessageBoxButtons.OK, MessageBoxIcon.Information); 
                limpiar(); 
                btnEliminarPac.Enabled = false; 
                btnModificarPac.Enabled = false; 
                btnAgregarPac.Enabled = false; 
            } 
 
            else 
            { 
                MessageBox.Show("No se pudo Modificar el Paciente", "Ocurrio 
un error!!", MessageBoxButtons.OK, MessageBoxIcon.Exclamation); 
            }            
        } 
        //metodo para llenar las cajas de texto cuando un paciente  
        //es seleccionado desde el datagridview; 
        private void dgvPacientes_CellContentClick_1(object sender, 
DataGridViewCellEventArgs e) 
        { 
            DataGridViewRow dgv = dgvPacientes.Rows[e.RowIndex]; 
            ctFechaIns.Text = dgv.Cells[0].Value.ToString(); 
            ctNumHistCli.Text = dgv.Cells[1].Value.ToString(); 
            ctNombre.Text = dgv.Cells[2].Value.ToString(); 
            ctApePaterno.Text = dgv.Cells[3].Value.ToString(); 
            ctApeMaterno.Text = dgv.Cells[4].Value.ToString(); 
            ctNumDNI.Text = dgv.Cells[5].Value.ToString(); 
            ctFechaNaci.Text = dgv.Cells[6].Value.ToString();             
            ctLugarNaci.Text = dgv.Cells[7].Value.ToString(); 
            ctNomPadre.Text = dgv.Cells[8].Value.ToString(); 
            ctNomMadre.Text = dgv.Cells[9].Value.ToString(); 
            ctDireccion.Text = dgv.Cells[10].Value.ToString(); 
 
            btnModificarPac.Enabled = true; 
            btnEliminarPac.Enabled = true; 
            btnAgregarPac.Enabled = false;            
        } 
        //boton limpiar, llamamos al metodo limpiar y desactivamos los botones  
        //modificar, eliminar y agregar paciente. 
        private void btnLimpiar_Click(object sender, EventArgs e) 
        {   
            limpiar(); 
            btnModificarPac.Enabled = false; 
            btnEliminarPac.Enabled = false; 
            btnAgregarPac.Enabled = true; 
        } 
        //label para mostrar la fecha 
        private void timerFormPac_Tick(object sender, EventArgs e) 
        { 
            lblHoraFormPac.Text = DateTime.Now.ToLongTimeString(); 
        } 
        //boton: efecto vistoso del tamaño del boton 
        private void btnAgregarPac_MouseHover(object sender, EventArgs e) 
        {             
            btnAgregarPac.Size = new Size(119, 46); 
        } 
        //boton: efecto vistoso del tamaño del boton 
        private void btnAgregarPac_MouseLeave(object sender, EventArgs e) 
        { 
            btnAgregarPac.BackgroundImageLayout = ImageLayout.Stretch; 
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            btnAgregarPac.Size = new Size(114, 43); 
        } 
        //boton: efecto vistoso del tamaño del boton 
        private void btnModificarPac_MouseHover(object sender, EventArgs e) 
        { 
            btnModificarPac.Size = new Size(119, 46); 
        } 
        //boton: efecto vistoso del tamaño del boton 
        private void btnModificarPac_MouseLeave(object sender, EventArgs e) 
        { 
            btnModificarPac.BackgroundImageLayout = ImageLayout.Stretch; 
            btnModificarPac.Size = new Size(114, 43); 
        } 
        //boton: efecto vistoso del tamaño del boton 
        private void btnActualizarPac_MouseHover(object sender, EventArgs e) 
        { 
            btnActualizarPac.Size = new Size(119, 46); 
        } 
        //boton: efecto vistoso del tamaño del boton 
        private void btnActualizarPac_MouseLeave(object sender, EventArgs e) 
        { 
            btnActualizarPac.BackgroundImageLayout = ImageLayout.Stretch; 
            btnActualizarPac.Size = new Size(114, 43); 
        } 
        //boton: efecto vistoso del tamaño del boton 
        private void btnEliminarPac_MouseHover(object sender, EventArgs e) 
        { 
            btnEliminarPac.Size = new Size(119, 46); 
        } 
        //boton: efecto vistoso del tamaño del boton 
        private void btnEliminarPac_MouseLeave(object sender, EventArgs e) 
        { 
            btnEliminarPac.BackgroundImageLayout = ImageLayout.Stretch; 
            btnEliminarPac.Size = new Size(114, 43); 
        } 
        //boton: efecto vistoso del tamaño del boton 
        private void btnBuscarPac_MouseHover(object sender, EventArgs e) 
        { 
            btnBuscarPac.Size = new Size(119, 46); 
        } 
        //boton: efecto vistoso del tamaño del boton 
        private void btnBuscarPac_MouseLeave(object sender, EventArgs e) 
        { 
            btnBuscarPac.BackgroundImageLayout = ImageLayout.Stretch; 
            btnBuscarPac.Size = new Size(114, 43); 
        } 
        //boton: efecto vistoso del tamaño del boton 
        private void btnLimpiar_MouseHover(object sender, EventArgs e) 
        { 
            btnLimpiar.Size = new Size(119, 46); 
        } 
        //boton: efecto vistoso del tamaño del boton 
        private void btnLimpiar_MouseLeave(object sender, EventArgs e) 
        { 
            btnLimpiar.BackgroundImageLayout = ImageLayout.Stretch; 
            btnLimpiar.Size = new Size(114, 43); 
        } 
 
        //boton Buscar. 
        private void btnBuscarPac_Click(object sender, EventArgs e) 
        { 
            //creamos los parametros para el AlgGeneti         
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            int tam_genes = 362;    //tamaño aproximado de registros x año 
            int tam_pob = 170;      //tamaño de la poblacion calculada x 
cuaderno 
            int tam_torneo = 55;     
            int generaciones = 500; 
            double prob_mut = 0.2; 
            double prob_cruz = 0.7; 
            vector<vector<int>> Paciente; 
        } 
        //Creamos la poblacion inicial y accedemos 
        //a los Datos de la clase Paciente 
            void inicializaPoblacion() 
            { 
                for (int i = 0; i < tam_pob; i++) 
                { 
                    vector<int> individuo; 
                    for (int j = 0; i < tam_genes; j++) 
                    { 
                        int num = Random() % 2; 
                        individuo.push_back(num); 
                    } 
                    Paciente.push_back(individuo);                
                } 
            } 
            //Mostramos la Poblacion 
            //Mediante la clase PacienteDAL - metodo MostrarPaciente 
            void MostrarPoblacion() 
            { 
                for (int i = 0; i < tam_pob; i++) 
                { 
                    for (int j = 0; j < tam_genes; j++) 
                        count << PacienteDAL[i][j]<< ""; 
                    count << end1; 
                } 
            } 
            int ObtenerPuntuacion(vector<int> PacienteDAl) 
            { 
                int soma = 0; 
                for (int i = 0; i < tam_genes; i++) 
                    soma += PacienteDAL[i]; 
                return soma; 
            } 
        //Realizamos la Mutacion seleccionando todos los pacientes 
        //mediante la clase PacienteDAL. 
            void mutacion (vector<int> && PacienteDAl) 
            {         
                int gen = Random()%tam_gen; 
                if (PacienteDAL[gen]==0) 
                PacienteDAL[gen]=1; 
                else 
                PacienteDAL[gen]=0; 
            } 
        //Realizamos el cruzamiento 
            void cruzamiento(int indice_p1, int indice_p2, vector<int>&fila) 
            { 
                //escogemos un punto aleatorio en el intervalo [0, tam_genes-
1] 
                int punto = Random()%tam_genes; 
                for (int i = 0; i <= punto; i++) 
                    fila.push_back(Paciente[indice_p1][i]); 
                for (int i = punto; i <= tam_genes; i++) 
                    fila.push_back(Paciente[indice_p2][i]); 
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            } 
        //regresamos un indice menor de la poblacion 
        int OntenerMenor()( 
        { 
            int indice_menor =0; 
            int score_menor=ObtenerPoblacion(Paciente[0]); 
            for (int i = 1; i < tam_pob; i++) 
   { 
                int score = ObtenerPoblacion(Paciente[i]); 
                if(score > score_menor) 
                { 
                    indice_menor=i; 
                    score_menor=score; 
                }     
   } 
            return indice_menor; 
        } 
        //calculamos las probalibilidades de cruzamiento 
        double prob = ((double) Random() / ((double)Random_max+1)); 
        if (prob_cruz) 
        { 
        //escogemos dos pasos 
        int indice_p1= Random()%tam_pob; 
        int indice_p2; 
        //garantizamos q los dos indices sean iguales 
        do 
            { 
            indice_p1 = Random()%tam_pob; 
            } 
        while (indice_p1==indice_p2); 
            vector<int>fila; 
        //aplicamos el cruzamiento de un punto 
        cruzamiento(indice_p1, indice_p2, lifa); 
        //calculmos las probabilidades de mutacion 
        prob =((double) Random()/((double)Random_max+1)); 
        if (prob < prob_mut) 
        mutacion(fila); 
        int score_pai= ObtenerPuntuacion(Paciente[indice_p1]); 
        int score_fila = ObtenerPuntuacion(fila); 
        if (score_fila > score_pai) 
        { 
            for (int k=0; k<tam__genes; k++) 
            Paciente[indice_p1][k]=fila[k];     
        } 
        } 
        count << "Generacion"<<i+1<<end1; 
        count << "Menor:"; 
         
        int indice_menor = ObtenerMenor(); 
        int score_menor = Obtener_Puntuacion(Paciente[indice_menor]); 
        for (int j=0; j<tam_genes; j++) 
            count<< Paciente[indice_menor][j]<<""; 
        count <<"\nPuntuacion: " <<score_menor <<"\n\n";  
 
        //si los campos apPaterno y apMaterno no estan digitados:              
            if (ctApePaterno.Text == "" || ctApeMaterno.Text == "") 
            { 
                MessageBox.Show("Para Buscar:\nDebe ingresar Ambos 
Apellidos"); 
            } 
            else 
            { 
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                dgvPacientes.DataSource = 
PacienteDAL.BuscarPaciente(ctApePaterno.Text, ctApeMaterno.Text); 
            } 
        } 
 
        //llamanos al metodo mostrar Datos 
        private void btnActualizarPac_Click(object sender, EventArgs e) 
        { 
            mostrardatos(); 
        } 
         
    } 
} 
 
CODIGO DEL FORMULARIO PAGOS 
/*Universidad Andina Nestor Caceres Velasquez 
      Facultad de Ingieneria de Sistemas 
        C.A.P de Ingieneria de Sistemas 
           Pablo Frang Zapana Apaza 
*/ 
using System; 
using System.Collections.Generic; 
using System.ComponentModel; 
using System.Data; 
using System.Drawing; 
using System.Linq; 
using System.Text; 
using System.Windows.Forms; 
using MySql.Data.MySqlClient; 
 
namespace SIPAPdelaMicroRedJoseAntonioEncinas 
{ 
    public partial class FormularioPacientes : Form 
    { 
        public FormularioPacientes() 
        { 
            InitializeComponent(); 
        } 
        //Accedemos a la clase conexion para conectarnos a la BD 
        Conexion con = new Conexion(); 
        //creamos metodos publicos de ingreso y salida 
        public Paciente PacienteActual { get; set; } 
        public Paciente PacienteSeleccionado { get; set; } 
 
        private void FormularioPacientes_Load(object sender, EventArgs e) 
        {   
            btnModificarPac.Enabled = false; 
            btnEliminarPac.Enabled = false; 
            //encender timer 
            timerFormPac.Enabled = true; 
            //mostrar fecha y hora 
            lblFechaFormPac.Text = DateTime.Now.ToLongDateString(); 
            lblHoraFormPac.Text = DateTime.Now.ToLongTimeString(); 
            //mostramos los datos en el dgv mediante el metodo mostrardatos 
            mostrardatos(); 
        } 
        //creamos un metodo mostrar datos 
        //basicamente es una consulta SQL para seleccionar 
        //todo los datos de la tabla paciente. y lo agregamos al dgv. 
        public void mostrardatos() 
        { 
  141 
 
            con.consulta("select fecha_inscripcion AS FechInsc, 
num_historia_clinica AS HisCli, nombres AS Nombres,apellido_paterno AS 
ApPaterno, apellido_materno AS ApMaterno, numero_dni AS NumDNI, 
fecha_nacimiento AS FecNacim, lugar_nacimiento AS LugNacim, nombre_padre AS 
NomPadre, nombre_madre AS NomMadre , direccion As Direccion from paciente 
order by num_historia_clinica desc ", "paciente"); 
            dgvPacientes.DataSource=con.ds.Tables["paciente"];              
        } 
        //Boton agregarpaciente:  
        private void btnAgregarPac_Click(object sender, EventArgs e) 
        { 
            //si los campos estan incompletos 
            if (ctFechaIns.Text == "" || ctNumHistCli.Text == "" || 
ctNombre.Text == "" || ctApePaterno.Text == "" || ctApeMaterno.Text == "" || 
ctNumDNI.Text == "" || ctFechaNaci.Text == "" || ctLugarNaci.Text == "" || 
ctNomPadre.Text == "" || ctNomMadre.Text == "" || ctDireccion.Text == "") 
            { 
                MessageBox.Show("Debe llenar todos los Campos", "Advertencia", 
MessageBoxButtons.OK, MessageBoxIcon.Exclamation); 
            } 
            else//si los datos son correctos se inserta a la BD 
            { 
                Paciente Pacient = new Paciente(); 
                Pacient.Fecha_Insc = ctFechaIns.Text; 
                Pacient.Num_HisCli = Convert.ToInt32(ctNumHistCli.Text); 
                Pacient.Nombres = ctNombre.Text; 
                Pacient.Apellido_Pat = ctApePaterno.Text; 
                Pacient.Apellido_Mat = ctApeMaterno.Text; 
                Pacient.Numero_DNI = Convert.ToInt32(ctNumDNI.Text); 
                Pacient.Fecha_Nac = ctFechaNaci.Text; 
                Pacient.Lugar_Nac = ctLugarNaci.Text; 
                Pacient.Nombre_Padre = ctNomPadre.Text; 
                Pacient.Nombre_Madre = ctNomMadre.Text; 
                Pacient.Direccion = ctDireccion.Text; 
 
                int resultado = PacienteDAL.Agregar(Pacient); 
 
                if (resultado > 0) 
                { 
                    MessageBox.Show("Datos Guardados Corerectamente", "Datos 
Guardado", MessageBoxButtons.OK, MessageBoxIcon.Information); 
                    limpiar(); 
                    mostrardatos();                     
                } 
                else 
                { 
                    MessageBox.Show("No se pudieron Guardar lo datos", "Error 
al Guardar", MessageBoxButtons.OK, MessageBoxIcon.Exclamation); 
                } 
            } 
        }      
        //boton Eliminara un paciente 
        private void btnEliminarPac_Click(object sender, EventArgs e) 
        {             
            //muestra mensaje de advertencia: y depende de la respuesta 
realiza una accion 
            if (MessageBox.Show("Esta seguro que desea eliminar el 
paciente??", "Esta seguro?", MessageBoxButtons.YesNo, MessageBoxIcon.Question) 
== DialogResult.Yes) 
            { 
                if (con.eliminar("paciente", "num_historia_clinica = " + 
ctNumHistCli.Text)) 
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                { 
                    MessageBox.Show("Datos eliminados"); 
                    mostrardatos(); 
                    limpiar(); 
                } 
                else 
                { 
                    MessageBox.Show("Error al eliminar"); 
                } 
            } 
            else 
                MessageBox.Show("Se cancelo la eliminacion", "Cancelado"); 
        } 
        //Metodo para limpiar las cajas te texo en el formPaciente 
        void limpiar() 
        { 
            ctFechaIns.Clear(); 
            ctNumHistCli.Clear(); 
            ctNombre.Clear(); 
            ctApePaterno.Clear(); 
            ctApeMaterno.Clear(); 
            ctNumDNI.Clear(); 
            ctFechaNaci.Clear(); 
            ctLugarNaci.Clear(); 
            ctNomPadre.Clear(); 
            ctNomMadre.Clear(); 
            ctDireccion.Clear(); 
        } 
        //boton modificar paciente, cuando se seleccion un paciente: 
        private void btnModificarPac_Click(object sender, EventArgs e) 
        {             
            Paciente pPacient = new Paciente(); 
            pPacient.Fecha_Insc = ctFechaIns.Text; 
            pPacient.Num_HisCli = Convert.ToInt32(ctNumHistCli.Text); 
            pPacient.Nombres = ctNombre.Text; 
            pPacient.Apellido_Pat = ctApePaterno.Text; 
            pPacient.Apellido_Mat = ctApeMaterno.Text; 
            pPacient.Numero_DNI = Convert.ToInt32(ctNumDNI.Text); 
            pPacient.Fecha_Nac = ctFechaNaci.Text; 
            pPacient.Lugar_Nac = ctLugarNaci.Text; 
            pPacient.Nombre_Padre = ctNomPadre.Text; 
            pPacient.Nombre_Madre = ctNomMadre.Text; 
            pPacient.Direccion = ctDireccion.Text; 
            pPacient.Num_HisCli = PacienteActual.Num_HisCli; 
             
            int resultado = PacienteDAL.Modificar(pPacient); 
 
            if (resultado > 0) 
            { 
                MessageBox.Show("Paciente Modificado con exito", "Paciente 
Modificado", MessageBoxButtons.OK, MessageBoxIcon.Information); 
                limpiar(); 
                btnEliminarPac.Enabled = false; 
                btnModificarPac.Enabled = false; 
                btnAgregarPac.Enabled = false; 
            } 
 
            else 
            { 
                MessageBox.Show("No se pudo Modificar el Paciente", "Ocurrio 
un error!!", MessageBoxButtons.OK, MessageBoxIcon.Exclamation); 
            }            
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        } 
        //metodo para llenar las cajas de texto cuando un paciente  
        //es seleccionado desde el datagridview; 
        private void dgvPacientes_CellContentClick_1(object sender, 
DataGridViewCellEventArgs e) 
        { 
            DataGridViewRow dgv = dgvPacientes.Rows[e.RowIndex]; 
            ctFechaIns.Text = dgv.Cells[0].Value.ToString(); 
            ctNumHistCli.Text = dgv.Cells[1].Value.ToString(); 
            ctNombre.Text = dgv.Cells[2].Value.ToString(); 
            ctApePaterno.Text = dgv.Cells[3].Value.ToString(); 
            ctApeMaterno.Text = dgv.Cells[4].Value.ToString(); 
            ctNumDNI.Text = dgv.Cells[5].Value.ToString(); 
            ctFechaNaci.Text = dgv.Cells[6].Value.ToString();             
            ctLugarNaci.Text = dgv.Cells[7].Value.ToString(); 
            ctNomPadre.Text = dgv.Cells[8].Value.ToString(); 
            ctNomMadre.Text = dgv.Cells[9].Value.ToString(); 
            ctDireccion.Text = dgv.Cells[10].Value.ToString(); 
 
            btnModificarPac.Enabled = true; 
            btnEliminarPac.Enabled = true; 
            btnAgregarPac.Enabled = false;            
        } 
        //boton limpiar, llamamos al metodo limpiar y desactivamos los botones  
        //modificar, eliminar y agregar paciente. 
        private void btnLimpiar_Click(object sender, EventArgs e) 
        {   
            limpiar(); 
            btnModificarPac.Enabled = false; 
            btnEliminarPac.Enabled = false; 
            btnAgregarPac.Enabled = true; 
        } 
        //label para mostrar la fecha 
        private void timerFormPac_Tick(object sender, EventArgs e) 
        { 
            lblHoraFormPac.Text = DateTime.Now.ToLongTimeString(); 
        } 
        //boton: efecto vistoso del tamaño del boton 
        private void btnAgregarPac_MouseHover(object sender, EventArgs e) 
        {             
            btnAgregarPac.Size = new Size(119, 46); 
        } 
        //boton: efecto vistoso del tamaño del boton 
        private void btnAgregarPac_MouseLeave(object sender, EventArgs e) 
        { 
            btnAgregarPac.BackgroundImageLayout = ImageLayout.Stretch; 
            btnAgregarPac.Size = new Size(114, 43); 
        } 
        //boton: efecto vistoso del tamaño del boton 
        private void btnModificarPac_MouseHover(object sender, EventArgs e) 
        { 
            btnModificarPac.Size = new Size(119, 46); 
        } 
        //boton: efecto vistoso del tamaño del boton 
        private void btnModificarPac_MouseLeave(object sender, EventArgs e) 
        { 
            btnModificarPac.BackgroundImageLayout = ImageLayout.Stretch; 
            btnModificarPac.Size = new Size(114, 43); 
        } 
        //boton: efecto vistoso del tamaño del boton 
        private void btnActualizarPac_MouseHover(object sender, EventArgs e) 
        { 
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            btnActualizarPac.Size = new Size(119, 46); 
        } 
        //boton: efecto vistoso del tamaño del boton 
        private void btnActualizarPac_MouseLeave(object sender, EventArgs e) 
        { 
            btnActualizarPac.BackgroundImageLayout = ImageLayout.Stretch; 
            btnActualizarPac.Size = new Size(114, 43); 
        } 
        //boton: efecto vistoso del tamaño del boton 
        private void btnEliminarPac_MouseHover(object sender, EventArgs e) 
        { 
            btnEliminarPac.Size = new Size(119, 46); 
        } 
        //boton: efecto vistoso del tamaño del boton 
        private void btnEliminarPac_MouseLeave(object sender, EventArgs e) 
        { 
            btnEliminarPac.BackgroundImageLayout = ImageLayout.Stretch; 
            btnEliminarPac.Size = new Size(114, 43); 
        } 
        //boton: efecto vistoso del tamaño del boton 
        private void btnBuscarPac_MouseHover(object sender, EventArgs e) 
        { 
            btnBuscarPac.Size = new Size(119, 46); 
        } 
        //boton: efecto vistoso del tamaño del boton 
        private void btnBuscarPac_MouseLeave(object sender, EventArgs e) 
        { 
            btnBuscarPac.BackgroundImageLayout = ImageLayout.Stretch; 
            btnBuscarPac.Size = new Size(114, 43); 
        } 
        //boton: efecto vistoso del tamaño del boton 
        private void btnLimpiar_MouseHover(object sender, EventArgs e) 
        { 
            btnLimpiar.Size = new Size(119, 46); 
        } 
        //boton: efecto vistoso del tamaño del boton 
        private void btnLimpiar_MouseLeave(object sender, EventArgs e) 
        { 
            btnLimpiar.BackgroundImageLayout = ImageLayout.Stretch; 
            btnLimpiar.Size = new Size(114, 43); 
        } 
        //boton Buscar: 
        private void btnBuscarPac_Click(object sender, EventArgs e) 
        { 
            //creamos los parametros para el AlgGeneti         
            int tam_genes = 362;   //tamaño aproximado de registros x año 
            int tam_pob = 170;//tamaño de la poblacion calculada x Cuadn 
            int tam_torneo = 55;     
            int generaciones = 500; 
            double prob_mut = 0.2; 
            double prob_cruz = 0.7; 
            vector<vector<int>> Paciente; 
        } 
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CODIGO FORMULARIO CALCULADORA 
 
/*Universidad Andina Nestor Caceres Velasquez 
      Facultad de Ingieneria de Sistemas 
        C.A.P de Ingieneria de Sistemas 
           Pablo Frang Zapana Apaza 
*/ 
using System; 
using System.Collections.Generic; 
using System.ComponentModel; 
using System.Data; 
using System.Drawing; 
using System.Linq; 
using System.Text; 
using System.Windows.Forms; 
 
namespace SIPAPdelaMicroRedJoseAntonioEncinas 
{ 
    public partial class FormularioCalculadora : Form 
    { 
        bool detectaoperacion = true; 
        string operacion; 
        double numero1; 
        double numero2; 
        double resultado; 
        public FormularioCalculadora() 
        { 
            InitializeComponent(); 
        } 
 
        private void Cmd0_Click(object sender, EventArgs e) 
        { 
            if (txtPANTALLA.Text == "0") 
            { 
                return; 
            } 
            else 
            { 
                txtPANTALLA.Text = txtPANTALLA.Text + "0"; 
            } 
        } 
 
        private void Cmd1_Click(object sender, EventArgs e) 
        { 
            if (detectaoperacion) 
            { 
                txtPANTALLA.Text = ""; 
                txtPANTALLA.Text = "1"; 
                detectaoperacion = false; 
            } 
            else 
            { 
                txtPANTALLA.Text = txtPANTALLA.Text + "1"; 
            } 
        } 
 
        private void Cmd2_Click(object sender, EventArgs e) 
        { 
            if (detectaoperacion) 
            { 
                txtPANTALLA.Text = ""; 
                txtPANTALLA.Text = "2"; 
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                detectaoperacion = false; 
            } 
            else 
            { 
                txtPANTALLA.Text = txtPANTALLA.Text + "2"; 
            } 
        } 
 
        private void Cmd3_Click(object sender, EventArgs e) 
        { 
            if (detectaoperacion) 
            { 
                txtPANTALLA.Text = ""; 
                txtPANTALLA.Text = "3"; 
                detectaoperacion = false; 
            } 
            else 
            { 
                txtPANTALLA.Text = txtPANTALLA.Text + "3"; 
            } 
        } 
 
        private void Cmd4_Click(object sender, EventArgs e) 
        { 
            if (detectaoperacion) 
            { 
                txtPANTALLA.Text = ""; 
                txtPANTALLA.Text = "4"; 
                detectaoperacion = false; 
            } 
            else 
            { 
                txtPANTALLA.Text = txtPANTALLA.Text + "4"; 
            } 
        } 
 
        private void Cmd5_Click(object sender, EventArgs e) 
        { 
            if (detectaoperacion) 
            { 
                txtPANTALLA.Text = ""; 
                txtPANTALLA.Text = "5"; 
                detectaoperacion = false; 
            } 
            else 
            { 
                txtPANTALLA.Text = txtPANTALLA.Text + "5"; 
            } 
        } 
 
        private void Cmd6_Click(object sender, EventArgs e) 
        { 
            if (detectaoperacion) 
            { 
                txtPANTALLA.Text = ""; 
                txtPANTALLA.Text = "6"; 
                detectaoperacion = false; 
            } 
            else 
            { 
                txtPANTALLA.Text = txtPANTALLA.Text + "6"; 
            } 
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        } 
 
        private void Cmd7_Click(object sender, EventArgs e) 
        { 
            if (detectaoperacion) 
            { 
                txtPANTALLA.Text = ""; 
                txtPANTALLA.Text = "7"; 
                detectaoperacion = false; 
            } 
            else 
            { 
                txtPANTALLA.Text = txtPANTALLA.Text + "7"; 
            } 
        } 
 
        private void Cmd8_Click(object sender, EventArgs e) 
        { 
            if (detectaoperacion) 
            { 
                txtPANTALLA.Text = ""; 
                txtPANTALLA.Text = "8"; 
                detectaoperacion = false; 
            } 
            else 
            { 
                txtPANTALLA.Text = txtPANTALLA.Text + "8"; 
            } 
        } 
 
        private void Cmd9_Click(object sender, EventArgs e) 
        { 
            if (detectaoperacion) 
            { 
                txtPANTALLA.Text = ""; 
                txtPANTALLA.Text = "9"; 
                detectaoperacion = false; 
            } 
            else 
            { 
                txtPANTALLA.Text = txtPANTALLA.Text + "9"; 
            } 
        } 
 
        private void CmdPunto_Click(object sender, EventArgs e) 
        { 
            if (detectaoperacion) 
            { 
                txtPANTALLA.Text = ""; 
                txtPANTALLA.Text = "."; 
                detectaoperacion = false; 
            } 
            else 
            { 
                txtPANTALLA.Text = txtPANTALLA.Text + "."; 
            } 
        } 
 
        private void CmdMas_Click(object sender, EventArgs e) 
        { 
            operacion = "+"; 
            detectaoperacion = true; 
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            numero1 = double.Parse(txtPANTALLA.Text); 
        } 
 
        private void CmdMenos_Click(object sender, EventArgs e) 
        { 
            operacion = "-"; 
            detectaoperacion = true; 
            numero1 = double.Parse(txtPANTALLA.Text); 
        } 
 
        private void CmdMulti_Click(object sender, EventArgs e) 
        { 
            operacion = "*"; 
            detectaoperacion = true; 
            numero1 = double.Parse(txtPANTALLA.Text); 
        } 
 
        private void CmdDivi_Click(object sender, EventArgs e) 
        { 
            operacion = "/"; 
            detectaoperacion = true; 
            numero1 = double.Parse(txtPANTALLA.Text); 
        } 
 
        private void CmdIgual_Click(object sender, EventArgs e) 
        { 
            if (txtPANTALLA.Text == "") 
            {  
                MessageBox.Show("Los Campos estan Vacios");     
            } 
                else { 
                numero2 = double.Parse(txtPANTALLA.Text); 
            detectaoperacion = true; 
            switch (operacion) 
            { 
                case "+": 
                    resultado = numero1 + numero2; 
                    txtPANTALLA.Text = resultado.ToString(); 
                    break; 
                case "-": 
                    resultado = numero1 - numero2; 
                    txtPANTALLA.Text = resultado.ToString(); 
                    break; 
                case "*": 
                    resultado = numero1 * numero2; 
                    txtPANTALLA.Text = resultado.ToString(); 
                    break; 
                case "/": 
                    resultado = numero1 / numero2; 
                    txtPANTALLA.Text = resultado.ToString(); 
                    break;             
            } 
            } 
        } 
 
        private void CmdSqrt_Click(object sender, EventArgs e) 
        { 
            resultado = double.Parse(txtPANTALLA.Text); 
            double raiz = Math.Sqrt(resultado); 
            txtPANTALLA.Text = raiz.ToString();  
        } 
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        private void CmdC_Click(object sender, EventArgs e) 
        { 
            txtPANTALLA.Clear(); 
            txtPANTALLA.Text = ""; 
        } 
 
        private void CmdCE_Click(object sender, EventArgs e) 
        { 
            txtPANTALLA.Clear(); 
            txtPANTALLA.Text = ""; 
        } 
 
        private void salirToolStripMenuItem_Click(object sender, EventArgs e) 
        { 
            this.Close(); 
        } 
 
        private void asercaDeLaCalculadoraToolStripMenuItem_Click(object 
sender, EventArgs e) 
        { 
            FormularioAceCalc frmaceC = new FormularioAceCalc(); 
            frmaceC.ShowDialog(); 
        }         
    } 
} 
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¿Qué es SIPAP? 
El Sistema de Información para la atención al paciente (SIPAP) es un sistema 
para registrar los pagos correspondientes a cada año, y permite generar los 
formularios necesarios para registrar los datos de los pacientes y realizar 
consultas, digitar la información, obtener listados de control de pagos, entre otras 
utilidades. 
¿Cuál es el objetivo del Manual de Usuarios? 
El propósito de este Manual es facilitar al usuario la operación de las diferentes 
pantallas de captura y consulta de la información que se administra en el Sistema 
de Información para la atención al paciente (SIPAP). 
1.  Requerimiento Básico. 
Para la utilización del “SIPAP” se debe tener instalado  localmente. 
 Mysql. 
 AppServer 2.5.9. 
 Mysql-connector-odbc-3.51.29 
 Microsoft Visual Studio 2008 
o Microsoft Visual C# 
2. Pantalla principal del sistema 
Para el ingreso al sistema se debe dar doble clic al acceso directo creado 
después de la instalación del programa. 
Automáticamente se visualizará la ventana principal y de autenticación  al SIPAP  
(ver Figura 1), y permite que solo puedan acceder los usuarios registrados o para 
su registro.  
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Figura Nº01: Ventana Principal 
2.1. Registrar al personal en el sistema. 
Para que el personal  sea usuario del sistema, debe solicitar su registro al 
personal de mayor rango, los administradores del sistema son los encargados  de 
registrar al personal que labora en la oficina de admisión, para ello deben hacer 
clic en nuevo usuario. 
 
Figura Nº02: Icono para registrar nuevo usuario 
 
Inmediatamente  ingresar la clave de verificación y damos  clic en el botón  
validar o cerrar si deseamos salir de dicha ventana. En la Figura 3 se muestra la 
ventana de verificación con la caja de texto para ingresar la contraseña y los 
botones de cerrar y validación. 
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Figura Nº 03: Ventana de verificación de clave 
 
Luego si la clave es correcta mostrará el formulario para  el llenado de los datos 
del personal  (ver Figura 4). Se debe de tener cuidado en los siguientes campos 
que serán necesarios para el acceso al sistema como también los privilegios que 
tendrá el  personal dentro del mismo: usuario/login,  clave/password (contraseña), 
número de DNI y el tipo de usuario (leer aparto 3) que es el tipo de actividades 
que tendrá el personal en el sistema. 
 
Figura Nº 04: Formulario para registrar nuevo usuario 
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Figura Nº 05: Ingreso de datos  del personal 
 
Si los datos del personal fueron ingresados  correctamente damos clic en el botón 
nuevo y  mostrara una  ventana (ver Figura 6) con la respuesta de la operación. 
 
Figura Nº 06: Personal registrado en el Sistema 
 
2.2. Acceso al sistema. 
El ingreso al sistema es para el personal autorizado y que previamente se ha 
registrado, para ello deberá  llenar correctamente los campos  requeridos (ver 
Figura 7), luego debe pulsar el botón Aceptar, de esta forma  se tendrá acceso a 
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las funcionalidades en el sistema, así como los privilegios que ocupe dentro de la 
aplicación. 
 
Figura Nº07: Campos requeridos para el acceso 
 
Figura Nº 8: Ventana de funcionalidades del sistema 
Si  los datos fueron digitados de forma incorrecta, mostrara la siguiente  ventana   
 
Figura Nº 09: Datos incorrectos  
3. Roles 
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El rol es la clasificación que tienen los usuarios dentro del sistema, de manera 
que así se controla el trabajo de cada usuario, dando determinados privilegios a 
los mismos según el rol. 
a. Analista  (usuarios de nivel 1): Lo poseen los usuarios encargados de 
introducir la información  de los pacientes, los pagos, tener acceso al 
historial de pagos. Generalmente este rol lo ocupa el personal de Admisión. 
b. Administrador (usuarios de nivel 2): Posee todos los privilegios dentro del 
sistema, generalmente son personas capaces de manejar toda su 
información; pueden registrar pacientes, pagos, modificar/eliminar dichos 
datos, actualizar y modificar/eliminar pagos. Generalmente este rol lo 
ocupa el personal de Admisión de mayor rango y el administrador del 
sistema. 
 
4. Agregar Nuevo Paciente. 
a. Nuevo Paciente. 
Paciente es aquella persona con derechos y responsabilidades en un 
establecimiento de salud, Para poder registrar a un nuevo paciente se 
debe posicionarse en la barra de menú, en la opción nuevo paciente,  
luego se mostrara el menú desplegable  la opción paciente  y hacer clic.  
Esta opción solo está habilitado para el administrador (usuarios de  
segundo nivel) y el analista (usuarios de primer nivel). 
El sistema debe de almacenar  toda la información relevante del paciente.  
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Figura Nº 10: registro nuevo Paciente  
 
b. Modificar/Eliminar Paciente. 
 Modificar.- Esta opción solo lo puede realizar el administrador 
(usuarios de segundo nivel),  el cual permite modificar los datos del 
paciente. Para modificar los datos se debe de hacer clic en la barra de 
menú (nuevo paciente),  luego seleccionar editar paciente, dicho 
enlace nos direccionara  a la ventana de búsqueda del paciente  y lo 
realizamos mediante su número DNI, seguido de eso ubicamos al 
paciente en cuestión  y damos clic en el botón modificar y nos 
mostrara una ventana con todos los datos del paciente y modificamos 
el campo deseado y damos clic en el botón modificar, seguido de esa 
operación se mostrara  un ventana con la respuesta de la operación y 
damos clic en el botón cerrar (ver Figura 11). 
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Figura Nº 11 -A: Datos del Paciente a Modificar. 
 
 
Figura Nº 11 -B: Respuesta de Operación. 
 
 Eliminar.- Esta opción solo lo puede realizar el administrador (usuarios 
de segundo nivel), el cual permite eliminar al paciente (borrar todo los 
datos almacenados del paciente); cabe mencionar que debemos de 
estar seguro de esta operación debido a que los datos no se podrán 
recuperar una vez realizada la operación. Para realizar esta acción  
debemos situarnos en la barra de menú (nuevo paciente) y el las 
opciones dar clic en editar y luego paciente. Seguido a eso debemos 
ubicar el paciente a eliminar y lo realizamos mediante los datos 
seleccionados, a continuación damos clic en el botón eliminar y 
mostrara en una ventana todo los datos del paciente y damos clic en 
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eliminar paciente, y mostrara la respuesta de la operación y damos 
clic en  el botón aceptar (ver Figura 12). 
 
 
Figura Nº 12 -A: Datos del Paciente a Eliminar. 
 
 
Figura Nº 12 -B: Respuesta de Operación. 
 
 
 
5. Realizar Pago Anual. 
a. Nuevo Pago. 
Esta opción solo lo puede realizar el administrador (usuarios de segundo 
nivel) y los analistas (usuarios de primer nivel) (ver Figura 13). 
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Figura Nº 13: Registrar el pago Anual 
 
 
6. Salir del Sistema 
Es la opción correcta de poder cerrar el sistema y poder borrar los datos del 
proceso de ingreso al sistema; para ellos solo debemos hacer clic en la 
opción de cerrar en  la barra de menú y esperar 5 segundos  y se cerrara el 
sistema y la venta (ver Figura 14) 
 
 
 
 
 
 
 
Figura Nº 14: Opción salir del sistema de forma correcta 
