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Abstract 
Formal Methods could provide mathematical models for specifying and verifying designs- hardware or 
software. Early on, formal methods had more acceptance in hardware than software. Employing mathematical 
models in software to proof correctness or validate requirements reduces or eliminates errors at the early stages 
of development and also makes testing easier. Formal methods are powerful tools in introducing rigor that 
would enforce correctness in design specification and help build confidence in design. Indeed, formal method 
should be seriously considered in safety-critical systems where there is zero tolerance for failure. Formal 
methods have possibility of gaining magnitude because of the capability to formulate accurate solutions. This 
work proposes to look into the effects of mathematical models on software system designs from the perspective 
of formal methods. Trends, benefits, state of the art and future prospects of formal method are considered. 
Formal methods might require much in terms of implementation, skills and use but there is much benefit in 
terms of removing design ambiguity and inconsistency and at the same time improving correctness and 
accuracy. 
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1. Introduction 
Method, in software engineering, simply means understanding a set of principles for selecting and applying a 
number of techniques and tools in order to analyze and synthesize (construct) an artefact [1]. A tool, in this 
context, is associated with specification and coding languages, model checking, theorem proving and test tools, 
among others.  
------------------------------------------------------------------------  
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Techniques are abstract and concretization, proof, refinement and the like. Formal methods in software 
engineering connote a development that uses formal specification languages in various phases of development, 
domain specification, requirements and also in design. Formal Methods help in understanding a comprehensive 
set of methods, techniques and tools that have a formal background in mathematics. This means each 
specification language has both mathematical syntax and semantics, and a proof system and at the same time 
supporting refinement, model checking, proof and test [2]. Pioneers of computer science like C.A.R. Hoare and 
E.W. Dijkstra had developed the concepts of formal methods many decades ago but advances in the 
development of software tools recently promoted its popular use [3]. Perspectives on Formal Methods 
developed in the 60s and 70s had been in the area of hardware design verification [4]. The need for proof of 
correctness and prevention of persistent system failure gave more attention to the use of formal method in 
software design. It has been effective, also, in some safety-critical systems such as aircraft control, revenue 
reconciliation, expert systems and other related systems where there is zero-tolerance for failure [5].  Evolving 
programming languages and their types can be precisely described by grammar. The importance of formal 
grammatical representations of languages cannot be over-emphasized in the vast field of computer science, 
involving programming languages, compiler design, and natural language processing. The motivation behind 
implementation of formal method is to proof and ascertain correctness. In software or program design, 
correctness is about what can be proved mathematically. This is where formal methods belong [6]. An example 
of model-oriented methods is RAISE (Rigorous Approach to Industrial Software Engineering). RAISE was the 
formal method used at UNU-IIST (United Nations University International Institute for Software Technology) 
[7]. Formal methods are concerned with specification techniques in system design [8]. Special mathematical 
skills are required for experts to employ formal methods in standardizing designs. Quite a few researchers have 
the patience of undergoing the required rigor to acquire the essential knowledge before this could be used. 
Consequently, many system designers take less tedious approaches to specification and error checking even if 
the rigor in formal methods could possibly yield reliable solutions [9]. 
More so, formal methods are useful tools in reverse engineering to document findings about legacy systems and 
to discover and repair problems in the original specification [9]. Another area of software where formal methods 
have thrived is creation of protocols and algorithms. 
Furthermore, formal method instruments such as Finite State Machine, Grammar, Syntax analysis tools, and so 
on, have helped greatly in verifying the structures of a system design which helps in eliminating potential 
problems right from the design and analysis phases. The merits of formal methods are that there is high 
propensity of building a usable and reliable product at first try and consequently reducing time for testing. It 
must also be noted that formal specification and methods are not alternative measure to testing but rather 
complementary. 
As a matter of relevance, formal specifications, at top level of abstraction, are important instruments in software 
and design reuse [10]. Reuse measures, in their various forms are vital to speed, accuracy and productivity 
during software development. In today’s world where speed and quality are essential, re-inventing the wheel 
becomes less fashionable, then reusability assumes a key concept in software design. To a great extent, the 
concept of software reuse has helped developers in meeting up with the market demands [11]. As it is, the trend 
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of development in today’s design owes much to reuse. Reuse research areas such as product line engineering, 
component based development, service oriented systems, aspects and so on, therefore, are receiving much 
research attention. Invariably, with formal method supporting reuse, it has a tendency of gaining long time 
relevance. 
In addition, model checking is one of the strongest formal methods which, in principle, simply generates every 
possible state of a program and checks if the correctness specifications are certified in each state [3]. 
The extent to which formal methods are relevant in system design cannot be over-emphasized and more 
research is ongoing in this direction. 
2. Statement of Problem 
Unlike hardware products, software has experience instability, especially at the early years, because of the 
negligence in crucial approach or rigor that can strengthen the products. As it has been well explored in 
hardware, formal methods could provide mathematical models for specifying and verifying software designs. 
This could serve as proof correctness or requirement validation in order to reduce or eliminate errors which 
could also provide leverage for safety critical systems. Furthermore, there is really a need for constant 
application of formal methods to complement testing.  
3. Objectives 
The main aim of this work is to address the potency of formal methods in improving the stability of software 
products. 
The specific objectives are to: 
i. Conduct extensive study on the applications and benefits of formal methods 
ii. Evaluate the potency of formal methods in software and also in safety critical systems 
4. Methodology 
These studies embody case studies, systematic literature reviews and surveys. Important requirements were 
identified in related papers. The relevant documents obtained were qualitatively analyzed for convergence, and 
relevant details were extracted using inductive approach. This work also explored the concepts of formal 
methods, early achievements and the potency of its application in software in general. 
5. Literature Review 
5.1.  Formal methods early impacts 
Findings revealed that the United Kingdom Ministry of Defence once required the use of formal methods via 
code verification for special types of safety critical software [5]. The outcome of those applications recorded 
notable performance. Formal verification methods maintain huge safety integrity levels and procedures. 
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National Aeronautics and Space Administration (NASA) stated that the body implemented and incorporated 
formal methods as a crucial process in safety critical parts of flight software [12]. 
Formal methods are also gaining ground as verification and specification tools in standardizing software 
solutions based on legal factor. The fact that the developers realized that software failure can cause them to face 
tribunal make them incorporate methods such as formal method to standardize their design which could 
minimize or eliminate possibility of error and keep them away from the law court [9].  
Formal methods should be applied at the requirements phase of development long before the thought of code 
implementation phase. That is, putting the formal method rigor on requirements specification goes a long way in 
preventive measure against error and in reducing time spent testing a system or software design. Results of 
requirement definition directly get better. Moreover, software experts own good reason to practice and use 
formal methods for the promising safety that its technicality provides.  
5.2. Formal methods and varying requirements 
In point of fact, Formal methods are not designed to completely replace testing but rather play a complementary 
role to testing [13]. It is meant to make testing quick and easy because the established mathematical model must 
have proven various aspect of the system. Formal method could help eliminate or reduce many test cases, and 
also improve the quality of specifications [14]. 
Table 1 presents some requirement types and corresponding formal methods that have been applied in 
addressing them. 
Table 1: Some Requirement Types and Applicable Formal Methods [15] 
s/n Requirement Type Applicable Formal Method  
1 Functional Requirements 
 
Deductive Verification 
2 Communication and Protocols 
 
Model Checking 
 
3 Real-Time Requirements 
 
Static Analysis 
 
4 Memory Use 
 
Run-Time Checks 
 
5 Security 
 
Run-Time Checks 
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The future trends of formal method could be multifaceted. Notably, one can mention the integration of formal 
method tools into (Computer-Aided Software Engineering) (CASE) tools, integration of formal methods into 
Software development process, combining test and formal verification, combining automatic methods with 
theorem provers, combining static analysis of programs with automatic methods and with theorem provers, and 
so on. 
6. Effect of Formal Method on Post-Delivery System Behaviour 
A system’s behaviour and its effect after delivery are also important to the user and the designer. Post delivery 
time is the time a system is expected to serve the users/customers based on the specific purposes of the design. 
Many systems begin to fail as soon as they are deployed as a result of undiscovered errors during the 
development phases. The loopholes are exposed as soon as they are in their real environment where the users 
make use of them as naturally as possible. The errors here were consequent upon those that were not discovered 
during their unit or system testing phases of the system development life cycle. This happens because sometimes 
neither the developer (who does the requirement specifications) nor the customer (who narrates the system 
requirement) can visualize all the after effects of the use of the new software. Application of formal methods in 
specification and verification of system design can go a long way reducing the frequency of system failure after 
delivery [9].  This will help to extend the imaginations of both the developers and the users during requirement 
gathering, analysis, design, implementation and testing. This in itself makes formal method a substantial future 
for software development and indeed a way forward towards standardizing software products. 
Formal methods are useful tools in the specification of systems during development and also at reverse 
engineering.  It is essential that a sound understanding of the system and the process is gained by system 
designers before formal methods are applied. Notably, formal method works well in eliminating ambiguity from 
specification and design. Some form of formal training and understanding of mathematical models are required 
for developers to implement formal methods.    
7. Why Formal Methods in Software Design 
Over the years, product failure has been a persistent occurrence in the software industry [16]. This inherent 
failure goes with whooping loss, in terms of cost and time, and directly and negatively affects stakeholders’ 
financial base and the economy at large. This leads to system rejection at various instances. There is, therefore, 
an increasing need for methods or innovations that can assure the success of software projects. For large and 
complex projects, an ad hoc approach has proven inadequate. The lack of formalization in key places makes 
software engineers responsible for many teething problems in the field. Techniques that influences precision and 
cross-checking are paramount and this is essentially the reason for formal methods. 
The need to manufacture standardized but quality software cannot be over-emphasized and formal methods hold 
much promise in this regard. Software development is a vital part of our society today because barely everything 
is either automated or simulated.  People will have to relate with software solutions or applications in their 
everyday life, from paying for food items at a grocery store to making a reservation, and so on. This is why 
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techniques for verifying the correctness of software solution would have a lasting relevance both now and in the 
future.  
8. General goal of formal methods 
Software development life cycle model can be summarized into the following phases: Requirements analysis (to 
break down user needs), Requirement specification (to describe concisely what the software will do), System 
design (to determine how to realize the software), Implementation (to construct the procedures, algorithms and 
programs), Verification (to check if the programs design meet the specification), and Maintenance (post-
delivery upkeep and corrections on the product) [17]. The task of formal methods is to introduce certified 
mathematical rigor into all the phases of software development life cycle. This goes a long way addressing 
critical issues, providing standard means to record various assumptions and decisions, and forming a basis for 
consistency among many related activities. 
8.1. Formal method concepts 
The following are some notable formal method specification methods as well as the illustrations of their 
applicability (see Figure 1). 
 
Figure1: Applications of Formal Specification Methods [18] 
Formal specification involves translation of a non-mathematical description of a system into a formal 
specification language. Majorly, the goals are to overcome imprecision, ambiguity, and prolonged testing. 
Formal Proofs provides convincing arguments to validate some properties of system description. It connotes 
formulating series of steps and simple rules to formalize informal description which helps in removing 
ambiguity and subjectivity. Model Checking is about determining if the generated finite state machine model 
satisfies requirements expressed as formulas in a given logic. Here, all reachable paths in a computational tree 
derived from the state machine model are explored. Abstractions are used to simplify a system and to focus on 
general major features, which prevent undue concentration to design details especially when such details could 
distract or are not yet required [18]. 
8.2. Formal methods notable tools 
Complex computation problems are simplified and are channelled to follow some series of formalized procedure 
that lead to solution phase(s) [2]. A tool like finite state machine for instance helps make complex 
Model Checking Formal Specification  Formal proofs 
Formal Specification Methods 
Abstraction 
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computational process easy to design, read and interpret. It is a mathematical model used to specify a system, a 
design, an algorithm or a solution. This will eventually consist of series of step by step simple procedure that 
will result into a solution to essentially large or complex problem. Regular expression, termed rules about rules, 
defines acceptable strings of letters. Basically, four rules connote the description of a regular expression namely: 
Alphabet rule, concatenation rule, alternative rule and repetition rule. Regular expression passes for a larger 
universe of possible formal systems. Conceptually, regular expression is supposedly not a sequence of steps but 
a description of a desired result. Formal method also presents grammar, which is very useful in programming 
language design because of the capability to create more efficient parse [19]. 
8.3. General benefits of formal specification methods 
The following are the benefits attributed to formal methods and their applications: 
a) Higher level of mathematical rigour promotes system builders’ better knowledge of the system 
b) Bugs that could subtly hide in traditional methods of specification are quickly exposed 
c) Timely identification of defects at the early stage of system cycle  
d) Gives room for formal proofs which can establish fundamental system properties  
e) Provision of repeatable analytical procedure to authenticate theory. 
f) Abstract formal view promotes understanding of what the system is to do without the need to 
bother about how it will be done. 
g) Model checking activities and formal language for computer, software and software design are 
preventive measures toward bug or error management in system design. 
h) Wrong requirement naturally translates to a wrong system. Therefore, it is highly constructive to 
use automated tools to check various aspects of requirement and design.  
i) Model checking helps check if the architectural design and specification meets desired properties 
j) With formal methods, burden at testing phase is minimized 
k) Building formal language at requirement levels help remove assumptions and ambiguity 
9. Results and Conclusion 
Formal methods use mathematical models for analysis and verification at any phase of system development life 
cycle. Formal methods help both developer and client fine-tune and establish their system requirement more 
accurately. Formal methods go a long way in helping to detect errors at the early stages of system development 
especially at requirement level. The success of a design hinges heavily on getting requirement right. It is also 
worth noting that formal method is not a substitute measure to testing but rather complementary; it does not take 
the place of testing (which is an integral part of software engineering) but rather make testing as less costly as 
possible. Formal methods can tremendously improve quality assurance when carefully applied in system design. 
Formal methods gain more audience in security-inclined, reliability-driven and safety-critical applications. 
Moreover, it improves reuse, documentation, test case generation and maintenance. Furthermore, formal method 
has notable success in hardware domain but quite under-explored in software. Software community needs to 
harness the potent benefits in formal methods. Software engineers would have to acquire the knowledge needed 
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to be able to apply the mathematical rigor involved in using formal methods rather than choosing alternative 
verification measures. Tools like model and proof checkers will soon become adaptable and commonplace like 
compiler software. Also, it would represent a smart method for building system with minimized error, reduced 
cost and very high quality. More research in new specification language and new verification techniques are 
required. The place of further training for system developer to make this task easy cannot be overemphasized. 
Formal methods well explored should promote precision, accuracy and testability of software. 
10. Limitations of the study 
The limitation here is that the work does not make comparison in terms of the potency of application of formal 
methods in hardware vis-a-vis software. It also does not specify where this is better and easier to apply between 
the hardware and software industries. 
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