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Résumé: 
Les SGBD COOASYL et les SGBD RELATIONNEL sont les plus 
largement utilisés parmi les SGBD commerci al isés. Ce memoire essaye de 
faire une -comparaison entre un SGBD CODASYL msr1sr · et · un · Sl3BD 
RELATIONNEL (ROB), qui sont implémentés sur le VAX/8600 de Digital. 
Afin d'éclairer le choix ent e deux SGBD, la comparaison se fait 
sur les deux aspects. Premièrement, l'aspect logique qui concerne la 
puissance du modèle de doonées, l'indépendance de données et le deqrè 
1 --
a lgor1 thm ique des programmes. Deux · èmemen t , l'aspect technique qui est 
directement lié à.l'évaluation de la performance. 
Le mémoire établ i t les critères sur lesquels la comparaison 
sera effectuée. A cet effet, il définit une typologie des applications et les 
règles de production de bases de données et de programmes équivalents. Le 
mémoire conclut sur une comparaison des résultats obtenus pour les deux 
SGBD. 
Abstract: 
The CODASYL and the relational da tabase management systems 
are widely used among those commercialized. This dissertation attempts 
to make a comparison between one CODASYL system (DBMS) and one 
relat ional system (ROB), which are implemented on the VAX/8600 of 
Digital. 
ln order to bring a choice between two systems to light, we 
pursue our comparison in two aspects. First, the logical aspect ti--iat is 
concerned about the power of the da a model, the data independence, and 
the algorithmic degree of the programs. Second, the technical aspect 
which is directly linked with the eva luation of the performance. 
This dissertation establishes the criteria with which the 
comparison is carried out. To that effect, i t defines a typology of the 
applications and the rules of production of the databases and of equivalent 
programs. This work concludes with a comparison of the results obtained 
for the two database management systems. · 
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1.1 OBJECTIF DU MEMOIRE 
Les organisations conçoivent et utilisent un système 
d'information pour satisfaire leurs besoins organisationnels. 11 est 
clair que le Système de Gesti on de Base de Données ( SGBD ) joue un 
rôle central au sein du système _.d'information. Il y a ma intenai'1t 
beaucoup de SGBD commercialisés et chacun d'eux offre des 
caractéristiques spécifiques. Les SGBD CODASYL et SGBD RELATIONNEL 
sont parmi les plus largement utilisés dans le monde. un ut i l i sa teur qui 
envisage le choix d'un SGBD voudrait souvent estimer, non seulement 
qualitativement, mais aussi quantitativement le système pai- rapport â 
son propre environnement. Nous croyons qu·une "bonne" méthode pour 
mesurer objectivement le SGBD en fonct i on des applications do? 
l'utilisateur de la base de données est indispensable pour eclairer ce 
choix. 
Une base de données ( BD ), qu'elle soit relationnelle ou non, 
est conçue pour permettre la mise en oeuvre d' une grande variété 
d'applications, tandis que le SGBD fac i lite l'interaction entre 
l'utilisateur et la BD. 
L'objectif de ce mémoire est de comparer un SGBD 
RELATIONNEL et un SGBD CODASYL en fonction de critères qualitatifs et 
quant1tatifs. Cette comparaison sera réal i sée dans des conditions 
semblables: même schéma de la BD, même données de la BD, mêmes 
applications. 
Pour conduire cette expérience nous serons amenés à définir 





1.2. ET AT DE L'ART 
D'une part, il est dHf ici le de comparer directement les C!e•Jx 
types de SGBD en vertu de leur structure et de leur fonction, la 
ph1losophie de leur concep t ion étant aHt'érente. Le SGBD CODASYL esL 
conçu pour supporter la programmation d'application. Quant au SG6D 
RELATIONNEL, il est conçu au départ dans le but de supporter surtout 
une utilisation interactive [HAIN 85]. D'autre part, les deux SGBD ont 
des modèles de données qui se rapportent à différents niveaux de 
représentation des informations de BD. 
Les défenseurs du modèle relationnel voudraient placer la 
comparaison au niveau de l'utilisateur, tandis que les défenseurs du 
modèle réseau préfèrent mener la comparaison au niveau du schéma 
logique et du travail d'un DBA (Data Base Administrator) [BRAC 75]. 
L'état de l'art, en ce qui concerne la comparaison des SGBD, 
peut être divisé en deux catégories: la comparaison qualitative et la 
comparaison quantitative. 
1.2. 1 Comparai son qua 11tat 1ve 
La comparaison qualitative se situe aux niveaux logique, 
externe et interne. En général, celle-ci se limite à une ou deux 
caractéristiques du SGBD. Ce peut être, par exemple, l'indépendance 
logique et physique. Ce genre de comparaison peut se trouver dans 
plusieurs références, notamment dans [DATE 81], [STON 75], (MICH 76], 
[NIJS 74]. 
D'après les comparaisons présentées dans ces articles, la 
conclusion générale est que l'utilisation du SGBD RELATIONNEL est plus 
facile. 11 offre plus d'i ndépendance logique et physique. De plus, la 
programmation d'application en SGBD RELATIONNEL est plus aisée parce 
que celui-ci offre un langage de haut niveau. Quant au SGBD CODASYL, il 
offre d'avantage de l'efficacité. 
a) Dans le [DATE 81], l'auteur essaye de montrer que le modèle 




Nous nous excusons auprès des lecteurs de ce mémoire pour les 
différentes erreurs de dactylographie qu'ils pourraient rencontrer. En vue 
de faciliter la compréhension du lecteur, nous dressons une 1 iste des 
erreurs. Dans celle-ci, nous reprenons chaque fois une partie de la phrase 
où l'erreur se s1tue et soul1gnons le ou les mots erronés tels qu·11s doivent 
être lus. (P: page et L: ligne de la page.) 
P.24 L.4: .. .. il est défini comme un interval le .... 
P.38 (l'item DATE-DEBUT d'EMPRUNT n'est pas une clé d'accès). 
P.48 L.3 .... .Ld.em. que l'application 1 O. 
P.55 L.19 .... en mode interactif dans un environnement.. .. 
P.56 Dans le TAB-4.1 : ITEMS NUMAU TYPE IS S!GNED LONGWORD. 
P.59 Dans le TAB-4.5: ITEMS NH TYPE IS SIGNED LONGWORD, 
P.62 L.12 Note: ... un identifiant doit être defini ,ayf_C la clause .. .. 
P.66 ... et de 5 pour le ERG-4.2. 
P.79 ... TAB-4.17 Volume des fichiers .... 
P.79 ... TAB-4.18 Volume et taux de remplissage ... . 
P.86 L.6 ... après la création de la nouvelle BD. 
P.87 L.6 Au vu des programmes PRG-4 1 et PRG-4.2, .... 
P.90 L.3 ... , le DML a d'ailleurs le même but.. .. 
P.91 L.20 ... pas adéquat de définir (nous avons défini) une clé .... 
P.95 L.8 ... que l'accès par chemin qui a un pointeur direct. 
P. los L.23 ... , la plupart des types d'application que nous avons 
définis .... 
P. 103 L.3 ... , nous devons évaluer chaque SGBD .... 
A2-1 L.22 ... (voir~ loin). 
A2-l O L.1 8 l) EVALUATION DU Vot UME DE LA BD/DBMS. 
ADDENDUM C 1) - SECTION 4.5 
Si l'on observe attent ivement les tableaux de la section 4.5, on 
pourrait se poser la quest ion suivante: 
Pourquoi la BD/RDB occupe beaucoup plus de place disque que 
cel1e de DBMS, b1en que l'on alt chargé les mêmes données ? Plus 
curieux, c'est que le taux de remplissage pour la BD/RDB est plus élevé 
que celui de DBMS. 
Pour ce fait , i l nous manque les informati ons à propos de 13 
représentation interne des données et de la façon ce ca lculer 
stat ist 1que identique ou non à cel le de DBMS. Nous avons discuté avec la 
compagnie Dl GIT AL, et el le nous a conseil lé de faire les mesures après 
les opér'a t ions "BACKUP" et "RESTORE" . 
Nous avons refait les mêmes mesures décrites dans la sectlûn 
4.5. Après ces opérations, nous obtenons les résultats repris dans les 
tableaux suivants. 
type occurrences DBMS RDB 
d'article d'article C bytes) (bytes) 
AUTEUR 501 32946 14529 
OUVRAGE 1001 105439 33033 
OUVAUT 1950 55848 25350 
MCOUV 1950 109391 3900 
EXEMPLAIRE 2100 75897 39900 
EMPRUNTEUR 100 9054 2900 
EMPRUNT 81 2590 1377 
ENPRUNT-ARCH 280 10314 5880 
TAB- 4.19 Volume des fichiers des BD de ta ille réduite 
DBMS RDB 
ARE A volume( pages taux de remp. volume( pages) taux de remo. 
FAUTEUR 200 57% 
FOUV 300 79% 
FEXEt1 200 53% 1134 
FEM PR 200 13% 
TOTAL 900 5a,on 
T AB-4.20 Volume et taux de remplissage des BD 
de taille réduite 
81% 
type occurrences OBMS ROB 
d'article d'article ( bytes) (bytes) 
AUTEUR 3000 251235 92944 
OUVRAGE 10000 761208 350034 
OUVAUT 14650 441715 249029 
MCOUV 14650 856483 322300 
EXEMPLAIRE 25860 1004497 595256 
EMPRUNTEUR 300 26479 9198 
EMPRUî~T 200 7063 4221 
ENPRUNT-ARCH 2000 78516 49922 
TAB-4.21 Volume des fichiers des BD de grande taille 
OBMS ROB 
AREA volume( pages taux de remp. volume( pages ) taux de r ernp. 
FA.UTEUR 900 88% 
FOUV 2100 91% 
FEXEM 1600 89% 
7323 FEMPR 400 32% 
TOTAL 5000 S5,1ro 
T AB-4.22 Volume et taux de remplissage des BD 
de grande taille 
83 % 
l 
Au vu de ces tableaux, nous trouvons que 1 es résultats pour la 
BO/OBMS restent les mêmes. Quant à la BD/ROB, après "BACKUP" et 
"RESTORE", le SGBD a condensé certaines données de gestion, mais pas 
les données effectives (voir les tableaux concernat le volume des 
fichiers de la BD). Nous remarquons que le résultat pour la BD de taille 
réduite est plus intéressant que celui de grande taille. 
Le résultat comparatif reste finalement comme suit: 
la BD/DBMS occupe moins de place disque que celle de ROB. Par 
. conséquent, la conclusion dans la section 5.5 est valable. 
P~t. 18: ~.4c,eA_ ~~ u ~'~ J-ttdtaM.._, r-o_, z. Î0 
f«A, 53,4 % 
f1L- ·?- , .. ~~ clfAAN3 .!A__ ~ ,·~ J~UtA. ~ ?l'r rc, 
f tx.,(__ 8 s,, 1 ¾ 
ADDENDUM (2) - SECTION 6.2 
critère de SGBD 
domaine situation convenable 
STRUCTURE schéma simple et évolutif ROB 
DE schéma complexe et stable DBMS 
DONNEES volume de données faible ROB 
volume de données élevé DBMS 
peu de modifications ROB 
modifications nombreuses DBMS OPERATION 
accès ponctue 1 DBMS 
accès de masse ROB 
OBJET élémentaire ROB 
complexe DBMS 
PERFORMANCE peu importante RDB 
importante DBMS 
prévisible (stable) DBMS 
APPLICATION 
non prévisible (évolutive) RDB 
IAB-6.1 Domaines d'application de chaque SGBD 
·, 
1) Comparaison quant à la simplicité: l'approche 
relationnelle n'a qu'une structure de données essentielle: la relation (ou 
tableau) elle-même. Toutes les informations de_ la BD sont représentées 
sous cette forme unique. Le concept de tableau est aussi fam1 !1er pour 
l'homme que le concept décimal en mathématique qui est plus s1mpie 
que le concept binaire (bien qu'il soit minimal). 
11 est facile de manipuler la relation. On a essentiellement 
besoin d'un seul opérateur pour chacune des fonctions fondamentales de 
manipulation des données: r.:onsultation, ajoute, suppression et mise à 
jour. 
Dans l'approche CODASYL on retrouve tous les opérateurs de 
l'approche relationnelle et de plus, on a le CONNECT pour créer un set et 
Dl SCONNECT ou ERASE pour détruire un set. 
2) Comparaison quant à la théorie de base: une théorie de 
base solide est nécessaire pour que les activi t és du système puissent 
être accordées aux prévisions intuitives des utilisateurs en ayant une 
plus grande extension possible. L'approche relationnelle se base sur 
certains aspects de la théorie mathématique des ensembles. La théorie 
de la normalisation offre un guide rigoureux pour concevoir le schéma 
re lat ionne 1. 
Par contre, il n'y a pas de théorie pour aider les concepteurs à 
établir I e schéma dans l'approche réseau. 
b) Dans [EARN 751, l'auteur est arrivé à des conclusions qui 
sont contraires à celle de [DATE 81 ]: 
1) Les deux modèles sont pratiquement équivalents; 
2) La structure relat1onnelle semble plus simple que la 
structure réseau. Mais: 
3) Le prix à payer pour 2) est une structure réseau plus 
puissante et qui offre plus d'indépendance que la structure 
re 1at1onnelle; e 1 le va probablement devenir un standard industriel. 
c) L'auteur de [Ml CH 75] a établi des comparaisons en traitant 
quelques exemp 1 es algorithmiques, sur _les aspects suivants: 
3 
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1) la représentativité des modèles de données: deux modèles 
sont sensiblement les mêmes; 
2) l'efficacité de codage: un langage han-procédural aboutit à 
une économie du code ressource des programmes; 
3) l'efficacité de la machine: dans certaines situations, le 
système relationnel peut probablement subir une dégradation de 
performance par comparaison avec le système CODASYL. Selon 
l'hypothèse de l'auteur, le $ystème CODASYL a pour lui l'avantage de la 
performance. 
1.2.2 Comparaison quantitative 
La comparaison quantitative se situe au niveau ·technique, 
surtout la comparaison de performance par exemple, entre les SGBD de 
types différents. Ce type de comparaison manque dans la littérature. 
Une raison probable à cela est, à notre avis, liée au problè:ne 
de la portabilité des modèles de mesures sur les SGBD dir'férents. On a 
pu effectivement élaborer non seulement des modèles analytiques, 
mais aussi des méthodes expérimentales pour mesurer 
quantitativement un SGBD RELATIONNEL ou un SGBD CODASYL déterminé , 
[WONG 8 1], [HA WT 79] [BORA 84]. 
Ces modèles ou méthodes sont-t-i l s transposables pour 
d'autres SGBD et en particulier pour des SGBD de types différents en 
considérânt leur structure de données physique et leur mécanisme 
d"lmp lémentation? 
a) Le modèle I PSS [WONG 81], par exemple, permet aux 
concepteurs du système de réaliser leurs objectifs d'évaluation d'un 
système d'information en utilisant une série de transformations: 
- transformation au niveau du système d'information; 
- transformation au niveau des applications; 
- transformation au niveau du SGBD; 
- transformat1on au niveau de la gestion des fichiers; . 
- transformation au niveau du stockage physique. 
Ce modèle est . applicable, d'après l'auteur, aux . SGBD 




b) Les chercheurs du laboratoire d'éléctronique de l'univers i té 
de California ont évalué la performance du SGBD relationnel INGRE 
[HAWT 79]. Cette évaluation se basait sur trois benchmarks: 
l) requête en "data-intens ive"; 
2) requête en "overhead-intensive" ; 
3) requête en "multi-relation". 
' ,, 
Les deux premiers benchmarks se distinguent en termes de 
temps consommé par une requête. Une requête en "overhead-intensive" 
consomme plus de temps CPU par rapport au temps d'accès aux données 
de la BD. 
Nous remarquons que la définition ci-dessus est très intuitive. 
11 est très di ff ici le de garantir que les benchmarks seront indépendants 
des systèmes que l'on va évaluer. Par ailleur, le troisième benchmark 
ne convient pas pour les SGBD CODASYL parce qu'i l n'y a aucun concept 
de "multi-relation". 
L'autre raison probable de la rareté des références est un 
problème de contrôle des conditions de comparaison. 
La comparaison n'est pas une tâche simple. Tout le monde 
s'accorde pour dire qu'il faut bien contrôler les condit ions et 
l'environnement de la comparaison, afin que celle-ci puisse avoir un 
sens. 
Lorsqu·un SGBD d1ffère d'un autre quant à ses modèles de 
données, il faut qu'étant donné un- système d'information, on puisse en 
premier lieu le modéliser en deux modèles différents de manière 
identique. Cela exige de l'utilisateur qu'il trouve un moyen ou un modèle 
qui constitue un référentiel commun qui jouerait le rôle d'un interface 
entre le système d'information et les modèles de données pour réaliser 
la transformation identique. 
Nous verrons que le Modèle d'Accès Général (MAG) [HAIN 86] va 
jouer ce rôle intéressant. 
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1.3. ENVIRONNEMENT EXPERIMENTAL 
1.3.1 Le materiel 
Nous avons travaillé sur un VAX/8600. Il contient lô 
mégabytes de mémoire centrale avec un FPU ( Floating Po int Unit ) et 
un contrôleur de disques HSCSO. 
Les bases de données expérimentales sont étab 1 ies sur le 
disque RA81 qui a une cap3cjté de 456 mégabytes, un taux de t ransfert 
17,4 megabytes/sec, et un temps moyen ae pos1t1onnemen t au bras o~ 
28 msec, et un temps moyen de de lai de rotation de 8.3 msec. 
1.3.2 Le logiciel 
1) VAX/VMS 
Le système d'exploitation est un système à mémoire virtuelle. 
11 supporte le développement et 1' exécution de programmes en time-
sharing , en batch et en temps-rée 1. La version est actuellement 4.6. 
2) VAX-11 DBMS version 2.4 
Le système de gestion de base de données est sous le contôle 
de VAX/VMS. Il est compatible avec CODASYL et implanté sur le VAX de 
Digital. Il répond à la norme ANSI DATA DEFINITION LANGUAGE 
COMMITEE ( 1981 ). 
Le DBMS est composé de plusieurs parties: 
- VAX-11 
compilateur; 
DBMS DOL (DATA DEFINIT ION LANGAGE) 
- le VAX COD (COMMON DATA Dl RECTORY) qui est un dépôt 
central des définitions logiques de structure de données compilées, y 
compris SCHEi"lA (la base de données elle-même); SUBSCHEMA, 
STORAGE-SCHEMA et SECURITY-SCHEMA; 
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- le oses (Data Base Control System) qui joue le rôle 
d'interface entre VAX DBMS et VAX/VMS, et les progr3mmes 
d'application; 
- l'U.W.A qui est une zone de communication entre DBMS et les 
programmes d'app 1 ication; 
- le DBO (Data Base Operator) qui fournit les utilitaires pour 
créer la BD, charger la BD, et consulter les informations logiques dans 
COD. ; ·· 
Le DBMS permet : 
- la définition logique des données et leurs relations; 
- une méthode pour stocker les valeurs de données; 
- diverses vues uti 1 isateurs des données; 
- une utilisation simultanée de la base de données par 
plusieurs utilisateurs; 
- des bases de données multiples. 
3) V AX-11 RDB/VMS version 2.3-0 
Le RDBB/VMS utilise le modèle de données relationnel. Il est 
Implanté auss1 sur le VAX de Dlgl tal. 
Ce SGBD est composé de 
- le VAX COD· 
' 
- la base de données qu1 est un' ensemble de tableaux à deux 
dimensions; 
- le RDO qul est un utilitaire Interactif pour définir et 
manipuler les données dans la BD. 
11 permet 
- l'intégration des définitions de schéma logique, de schéma 
physique, et des co_ntraintes d'intégrité dans un seul schéma. 
7 
-la manipulation des données avec mécanisme d'optimis3tion 
d'accès à la BD; 
-l'utilisation simultanée des données par p·Ius1eurs 
ut i 1 isateurs; 
- la protectlon de données; 
4) VAX-11 COBOL VERSION 2 
Le langage COBOL lui-même est un langage industriel de haut 
n1veau et structuré. Le V AX-11 COBOL offre une extension COBOL DML 
pour que les programmes d'application fonctionnant avec le DBMS 
puissent accéder à la base de données. 
VAX ROB est compatible avec le VAX-11 COBOL. 
Le développement des programmes/COBOL s'effectue sous 
VAX/VMS. 
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1.4 CHOIX D'UNE DEMARCHE 
Cette partie de l'introduction présente les grandes lignes de 
notre démarche de comparaison entre un SGBD CODASYL et un SGBO 
RELATIONNEL. L'objectif de cette démarche est précisément <je 
déterminer les critères de comparaison, de fournir un plan d'expérience 
de mesures et de contrôler les conditions de comparaison. 
1.4.1 Questions initiales 
, 
Pour accomplir l'objectif de comparaison dans la secti on 1.1, 
nous nous posons les questions suivantes: 
- Quels sont les critères de comparaison? 
- Quel les mesures allons-nous effectuer ? 
- Comment réaliser des conditions de comparaison? 
1.4.2 Critères de comparaison 
Ou point de vue des applications qui utilisent et manipulent les 
données dans la BD, la comparaison se rapporte aux deux aspects 
suivants: 
L'aspect logique qui concerne la puissance du modèle des 
données et les primitives offertes par les SGBD. 
L'aspect technique qui est directement lié à l'évaluation de la 
performance avec laquelle se fait la programmation d'application. 
1.4.3 Plan d'expérience 
11 s'agit de ce que nous voulons mesurer selon les critères de 
comparaison. 11 existe en général deux types de mesures: 
1 ) Les mesures qua I i tat ives 
Ce sont des mesures sur l'aspect logique des critères de 
comparaison. Nous décidons 
- · d'évaluer la puissance d'un SGBD pour représenter la 
structure de données; 
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- d'analyser l'impact de modifications des schémas sur les 
programmes d'app 1 ication; 
- d'estimer le degré algorithmique et _la complexité d'un 
programme relatif à l'application donnée; 
2) Les mesures quantitatives 
Les mesures sont prises sur l'aspect technique des critères de 
comparaison. Nous voudrion!3 •. 
, 
- évaluer la performance des SGBD, par exemple, tester des 
temps d'exécution, le nombre d'opérations entrées/sorties de petits 
programmes de types différents; 
- estimer l'efficacité des programmes d'application sur la BD 
pour évaluer les efforts des SGBD ; 
- mesurer le vo 1 urne et 1 e taux de remplissage d'une BD qu1 est 
sous le contrôle d'un SGBD donné. 
1.4.4 Conditions de comparaison 
Pour que la comparaison puisse avoir un sens il faut so 11 ici ter 
les systèmes observés de façon identique. C'est-à-dire qu'il faut bien 
contrôler les conditions expérimentales de la comparaison. 
a) Le but 
Le but de cette démarche dans notre cas est 
- d'obtenir des schémas équivalents, étant donné un même 
schéma conceptuel qui est composé des données abstraites associant 
au profil d'activités reflétant les usages souhaités, 
- de produire les mêmes programmes, étant donné la 
spécif1cat1on d'une application et 
- de charger les mêmes données dans les bases de données 
différentes. 
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Pour atteindre ce but, cette démarche s'est déroulée en 
plusieurs étapes: 
- transformation du schéma conceptuel en schémas logiques 
contenant les mêmes informations que ce schéma conceptuel; 
- élaboration des schémas physiques qui ont les mêmes 
possibilités d'accès à la BD; 
- production des programmes qui ont la même spécification t? t 
la même structure a lgorithm 1que; 
- chargement des mêmes données dans les BD. 
b) Les méthodes choisies: 
La méthode choisie pour élaborer les schémas est basée sur le 
Modèle d'Accès Général (MAG) [HAIN 86]. Ce modèle est capable de 
représenter la sémantique du schéma conceptuel et de décrire avec 
précision l'organisation des données du point de vue des accès 
techniques. Nous transf armerons d'abord le schéma conceptuel en 
schéma d'accès nécessaire du MAG, ensui t e le schéma d'accès 
nécessaire en schéma conf orme au SGBD. 
La méthode utilisée pour 1a construction des programmes 
d'application est basée sur une série de transformations automatiques 
décrite dans [HAIN 86]. A partir de la spècH1cat1on d'une application 
donnée, nous utiliserons le Langage de Désignation de Données CLOA) 
pour dériver directement l'algor·ithme prédicatif . Puis. nous 
établissons, en considérant les primitives des SGBD, les algorithmes 
conformes. Enfin nous arriverons à programmer de façon systématique, 
en respectant certaines rég1es de transformation. 
A l'égard de la génération de données de test, la démarche 






1.5 DEMARCHE ET PLAN DU MEMOIRE 
Le choix d'un SGBD dépend des di fférents besoins des 
utilisateurs et de leurs applications. Un des besoins vitaux des 
utilisateurs est, par exemple, celui de la performance du SGBD. Le 
besoin de la séparation des données et des programmes d'applicatiür, 
qui traitent ces données est aussi fondamental. 11 y en a encore 
d'autres. 11 faudra donc en premier lieu déterminer sur que 1 aspect du 
SGBD se fera la comparaison et comment la réaliser. Le chapitre 2 
déterminera les critères Gle la comparaison et à chaque crit9re, nous 
f ourn1ra un plan d'exper1ence pour expliquer ce que nous voulons 
mesurer. 
Le chapitre 3 i1lustre la démarche à suivre pour construire les 
schémas/MAG et les programmes d'app I icat ion, et fait un rappel de 
l'algorithme prédicatif, de l'algorithme conforme et de l'ADL . 
Après avoir étudié et défini les objectifs de la comparaison, il 
est primordial de connaître ce que l'on veut exactement mesurer et 
comment matérialiser les mesures voulues. Cette définition doit cerner 
ce qui figure dans les critères de la comparaison. Le chapitre 4 est 
consacré à ce problème. 
Dans le chapitre 5, nous essayerons d'analyser et de comparer 
les resultats des mesures pour notre cas. L'utilisateur sera capable de 
juger lui-même, si notre démarche est bien raisonnable, à partir des 
mesures prises. 
Enfin, nous passerons à la fin de notre démarche, à 
l'élaboration de la conclusion de notre expérience. 
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CHAPITRE 2 
CRITERES DE LA COMPARAISON ET 
PLAN D'EXPERIENCE 
Ce chapitre détermine plus précisément les critères en 
fonction de ce que nous voulons mesurer. Pour chaque critère cité, nous 
assignerons les paramètres à mesurer. Dans le cadre de notre 
expérience, nous nous limiterons à l'étude de certaines 
caractéristiques du SGBD. ~es autres ·seront ignorées. 
première partie: L'ASPECT LOGIQUE 
21 CRITERE I : LE MODELE DES DONNEES 
2.1.1 L'analyse des concepts 
En informatique. le modèle de structure des informations 
ENTITE-ASSOCIATION ( E/A ) est le plus largement accepté PùUr 
représenter le réel perçu. 
Une question se pose quand on déf init à partir du modèle E/ A la 
structure de donnèes dans la BD en fonction des applications 
organisationnelles: quel est le modèle acceptable? 
11 y a beaucoup d'aspects à considérer à ce propos. Nous ne nous 
concentrons que sur les aspects de représentat ion d'E/ A et de 
réalisation de certaines contraintes d'intégrité par les différents 
SGBD. 
2.1.2 Le plan d'expérience 
Afin de comparer ultérieurement les qualités des SGBD quant à 
l'expression des concepts, la démarche consis t e à relever les concepts 
fondamentaux à propos du modèle E/ A et d'observer de quelle façon le 
SGBD traduit ces concepts. 
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a) Représentation d'entité et type d'entité 
Un SGBD doit être capable de stocker et consulter les donnees 
qui sont sous forme d'entité. Cette entité où type d'entité est une 
abstraction d'un objet perçu dans la réalité. 
- Nous distinguerons pour chaque SGBD la forme de 
représentation logique et la description physique d'entité. 
b) Représentation o·associatfon et type d'association binaire 
Une association existe entre deux types d'entité non forcément 
distincts. Un type d'association est caractérisé par la connectivité 
avec ses entités. 
- Pour une association et deux types d'entité nous observerons 
comment le SGBD réalisera les différents types de connectivité (c'est-
à-dire leur format logique et leur description physique): 
1-1, 1-N, N,...1 et N-N; 
- Pour une association entre le même type d'entité: récursive, 
nous ferons la même chose que ci-dessus. 
c) Représentation d'association et type d'association ternaire 
Nous nous contenterons d'observer comment 
représentent une association ternaire: 
- avec un attribut ou 
- sans attribut 
d) Représentation des attributs 
les SGBD 
/ 
Les attributs sont des caractérist 1ques ou qua I ités d'une 
entité ou d'une association. 
A l'égard des propr1étés d'un attr1but, nous observerons le 
format logique et la description physique de 
- l'attribut simple et élémentaire; 
- l'attribut sïmp le et décomposable; 
- l'attribut répétitif et élémentaire; 
- l'attribut répétitif et décomposable. 
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e) En ce qui concerne l'identifiant d'un type d'entité, nous 
allons observer: 
- un ident ifiant qui est un attribut; · 
- un identi fiant qui est un groupe d'attributs; 
- plusieurs identifiants dans un type d'entité. 
Dans la mesure où l'approche relationnelle est en grande 
partie basée sur la logiqu~, lors de la transformation du réel perçu 1:n 
modele relationnel, les domaines et les relations sont soumises =3 1.1x 
diverses contraintes qui représentent des propriétés stables de ce réel 
per'ÇU. [HAIN 87]. Ceci nous amène à tenter d'exarniner certains types de 
contraintes prises en charge par le SGBD en observant le mod~le de 
données: 
- identité et unicité; 
22 CRITERE 2: INDEPENDANCE DES DONNEES 
2.2.1 L'analyse des concepts 
L'indépendance des données concerne le problème de la 
séparation des programmes d'application sur la BD et de la structure et 
organisation des données dans la base de données. Elle est un des 
besoins fondamendaux des utilisateurs. La définition formelle se trouve 
dans [DA TE 8 1]. 
Dans notre cas, nous voudrions exprimer par ce terme, que 
l'indépendance des données est une capacité du programme de 
fonctionner correctement après un changement des types de données 
dans la BD. Il est clair qu'elle est aussi une fonction vitale du SGBD. 
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2.2.2 Plan d'expérience 
Normalement, l'indépendance se situe à_ aeux niveaux diHerents· 
a) indépendance logique 
Cette indépendance se situe entre le schéma conceptuel et le 
schéma externe (SUBSCHEMA) par le raisonnement qui suit : Un 
programme d'application travaille __ avec un schéma externe. Si la 
modification du schéma c0nceptuel -n'entraîne aucune modification du 
shéma externe, a lors il y a une indépendance entre eux et par 
conséquent le programme d'app 1 icat ion ne change rien. 
Afin d'envisager les possibilités et les restrictions, nous 
envisageons: 
- d'ajouter un item à une entité; 
- d'ajouter un type d'entité au schéma conceptue I; 
- d'implanter une association nouvelle entre deux entités 
existantes dans le schéma conceptuel; 
- d'examiner les règles de modification des informations du 
schéma de la BD; 
- d'examiner les règles de suppression des inf ormat1ons du 
schéma de la BD. 
Notons qu'en cas de changement ou suppression d'un nom d'item 
ou d'un type d'entité qui est déjà utilisé par les programmes 
d'application, la modification de ces derniers est inévitable. 
b) indépendance physique 
Le cas opposé est où il n'est pas possible de changer 
l'organisation phys1que sans entraîner une modification des 
programmes d'appl1cation .. Cette définition nous amène à essayer 
d'examiner les situations suivantes: 
- Pour un type d'article, par exemple, EMPRUNT (voir schéma- 1 
dans chapitre 3) de chaque BD, changer DATE-DEBUT en une clé d'acc9s 
indexé . afin d'accelérer le processus de traitement pour fournir un 
relevé des "dates-en-retard" pour tous les emprunteurs. 
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2J CRITERE J: DEGRE ALGORITHMIQUE DU PROGRAMME 
2.3. 1 L'analyse des concepts 
11 est intéressant de savoir- avec quel SGBD on travaiiie de 
façon la plus "stable" f:t la plus "aisée". Ce probl~me est lié au m·1L 
(DATA MANIPULATION LANGUAGE) qui est procédural ûU non. 
~Jormalement, "non procedural" implique l'écriture aisée de progïammes 
d'application, tandis que "procédural" implique qu'il faut toujours 
spécifier le processus ,quand un utilisate1Jr prétend é1:r1re le 
programme d'application. Ce dernier cause donc l'augmentat ion aes 
codes sources du programme. En ce sens nous pouvons dire que ce 
critère correspond aussi à mesurer la complexité de la structure de 
programmes semblables. 
En ce qui concerne la procéduralité, elle est liée au mode de 
description des données. 
Un DML est procédural si le programme doit spécifier les 
accès nécessaires pour obtenir les données; 
Un DML est non procédural si le programme peut décrirE- les 
données par ses propriétés logiques. 
En termes de comparaison, si l'on écrit 3 l'aide du DML d'un 
SGBD, un programme d'application qui est non procédural ou moins 
procédural, alors le SGBD est plus puissant. 
2.3.2 Le plan d'expér1ence 
Nous nous engagerons à compter pour un programme 
d'application: 
- le nombre total d'instructions exécutables; 
- le nombre d'instructions Df"'ll; 
- la proport1on des deux paramètres. 11 convient de s'assurer 
s'il est vrai qu'il y a moins d'instructions sources du programme 
lorsque ce programme est non procédural. 
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- le nombre de structure IF ou FOR dans l'algorithme/ ADL 
conf orme. Ce paramètre imp 1 ique la possibi li tè de contrôle exp I ici te et 
de navigation de la manipulation des données d_ans la BD; 
- le nombre de déclarations spécifiques de zones de données 
à la BD dans le programme/COBOL; 
Deuxième partie L'ASPECT TECHNIQUE 
2 4 CRITERE 4 : PEPFOP.M.ANCË DES SGBD 
2.4.1 1'ana1yse des concepts 
Le besoin d'une bonne performance du système vis-à-vis de 
cer,tains goulots d'étranglements potentiels conduit à un besoin de 
mesure et de prédiction de cette performance. Ici, nous ne faisons que 
des mesures sur les programmes d'application de la BD. 
En effet, pour évaluer la performance de SGBD, 11 convient 
d'exploiter les demandes (applications) d'utilisateurs et leurs effets 
sur les activités gérées par le SGBD. Dans cet ordre d'idées, les 
programmes d'application sont vus comme des charges de SGBD et les 
mesures sur ces charges signifient donc la collecte des données 
concernant les activités du SGBD quand il sert les charges. 
Les mesures de performance exigent un choix des charges qui 
vont être réalisées lors de la collecte des données. Ces charges 
artificielles sont appellées "benchmark" de mesures. 
Au niveau d'un programme d'application qui utilise et manipule 
les données dans la BD, l'efficacité, un indice important de la 
performance du programme, dépend de l'organisation de la BD et du 
nombre d'opérations d'E/S. 
D'une part, les E/S dans un SGBD sont souvent une cause de 
goulot d'étranglement. 11 est donc souhaitable d'organiser les records 
dans la BD de sorte que le nombre d'opérations E/S soit minimal. 
18 
D'autre part, un programme d'application, avant qu'il retrouve 
les records désirés dans la BD, doit faire référence 3 d'autres rei:0rc!s 
lors de la recherche de l'index et/ou de la vènficat1on des contraint-:-s 
d'intégrité sur les records. Il est donc souhaitable de mesurer les 
effets des programmes d'application en termes des r·ecords logiques de 
référence. 
2.4.2 La classification des applications 
Il est évident que: les appl(cations peuvent être très variées 
selon les besoins et l'environnement de l'utilisateur. Nous insistons 
donc encore une fois sur le fait que nous ne nous intéressons qu'aux 
problèmes liés aux données dans la BD. Nous aborderons la 
classification des applications dans cet esprit. 
En effet, les différents types d'analyse pour classifier les 
applications sont des critères selon lesquels nous choisirons celles-c i. 
La comparaison des performances des SGBD va dépendre des 
applications que nous allons définir dans cette section. Dans notre 
expérience, nous en avons développé 25. Les spécifications des 
applications et leur typologie sont décrites dans le chapitre 3. 
a) COMPOSANTES METHODOLOGIQUES 
Pour avoir une terminologie homogène, nous allons déf inir 
quelques termes: 
BA~c DE DONNEES 
La base de données est supposée représenter toutes les 
données du système d'information ou, autrement dit, une réalisation .du 
schéma conceptuel que l'on a fourni. 
OB.JET 
Un objet est une description de certaines entités logiques. Par 
exemple, 11 peut être utilisé comme un record dans le système de 
fichiers traditionnels, ou un tuplet d'une relation du SGBD 
RELATIONNEL. 
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Un objet est aussi une unité élémentaire d'information qui est 
demandée par les uti 1 isate1Jrs ou ut i 1 isèe par les programmes 
d'application. Son contenu est donc différent d'une appl1cat1on a l'autre 
Par exemple, pour l'application "Lister tous les numéros d'OUVR.AGE.", 
l'objet est un record d'OUVRAGE. tandis que pour l'application "Fournir 
une liste d'ouvrages qui ont au moins un exemplaire.", l'objet ëst 
constitué d'un record d'OUVRAGE et d'un record d'EXEMPLAIRE . 
. , 
ATTRIBUT ET V4LELIR 0'.-4 T.TRIBUT 
Les attributs sont des propriétés associées aux objets. La 
caractéristique distinguée d'un attribut est ind iquée par la valeur de 
celui-ci. Par exemple, pour le type d'article (ou un fichier) OUVRAGE 
dans le schéma conceptuel de BIBLIOTHEQUE (voir schéma-1 au chapitre 
3), chaque article est un objet et les attributs sont NUMOU, TITRE, 
ANNEE, EDITEUR. Un objet spécifique a par exemple, les valeurs: NUMOU-
12345, TITRE-BASE DE DONNEES, ANNEE-1986 et EDITEUR-PARIS. 
CLE D'ACCES 
Une clé d'accès est un attribut ou groupe d'attributs d'un même 
objet te 1 qu'i 1 existe un mécanisme permettant d'accéder aux objets. 
Une des fonctions d'un SGBD est de retrouver les objets 
désirés dans la base de données en répondant à 1a demande d'un 
programme d'application. Pour ce faire, le programmeur peut indiquer 
la clé d·accés dans le programme. 
b) LES TYPES D'ANALYSE 
§ !: TYPE D'OPERA T/ON 5ll,l? LA BASE DE DONNEF5 
Un programme d'app 1 ication sur la base de données a pour but 
de manipuler des données dans cette base de données. En fonction du 




Les opérations typiques: 
FIND ... ; FETCH ... ; en VAX DBMS et 
FOR .. GET; en RDB/VMS; 
- mise à jour. 
Les opérations typiques: 
MODIFY; ERASE; STORE. 
En VAX DBMS i1,Y en a enGore CONNECT et DISCONNECT. 
, 
§ .:.?- TAI! IF DEI 08../ETA TRA! TE!? 
Chaque programme d'application traite interactivement ou nori 
des objets qui contiennent une ou plusieurs entités. La taille de l'obj et 
est déterminée par le nombre d'entités qui le const i tuent: 
- élémentaire: 
correspondant à une 1Jnité élémentaire d'information. Par 
exemple, prenons un programme d'appl1cat1on qu1 imprime le titre d·un 
ouvrage étant donné un numéro d'ouvrage; · 
- moyennement complexe: 
un objet regroupe des entités de deux ou trois types. Par 
exemple, un ouvrage avec ses exemplaires. 
- complexe: 
un objet qui groupe des entités d'un plus grand nombre de· 
types. Par exemple une application qui fournit toutes les inr"ormations 
concernant un ouvrage donné. 
§J- NOMBRE 0'08./ET5 A TRAITER 
Un programme d'application traite les données dans la BD de 
manière différente selon la conception d'objet: 
- transactionnelle ou ponctuelle; 
Le programme s·exécute une fois en ut i 1 isant les prirni t ives 
d'accès ponctuel qui est défini par la séquence et par la position des 
objets dans la BD. · 
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- de masse ou répétitive; 
Le programme d'application s·exècute en faisant reference 3 
une grande quantité d'objets pour accomplir son Objectif . 
Par exemple, une app 1 icat ion "Etant donné uri nurnéro 
d'ouvrage, fournir ses exemplaires", est dite transactionnelle. tandis 
que l'application "Donner une liste des exemplaires de tous les 
ouvrages" est appelée app 1 icati on de masse. 
§4: MEC4NISME 0(4CCE5 UTILISE 
P.our accéder à la BD, le programme d'application doit employer 
un mécanisme d'accès. ou bien le SGBD s·en occupe, ou bien le 
programmeur le prend en considération. 11 y a trois types de 
mécanismes d'accès: 
- séquentiel; 
Le programme d'application accède aux objets dans l'ordre 
(premier,suivant; ou dernier, précédent) des objets stockés dans la BD 
sans clé d'accès, ainsi qu'aux valeurs des attributs. 
- par clé (index, calcul ) ou par chemin; 
Ceci correspond à un mécanisme d'accès .do~1t l'uti l isatiûn 
conduit à la sélection des objets. En termes de MAG, il s'agit d'une 
condition évaluable par accès. 
- séquent 1 e 1 filtré; 
Il s'agit de la condition de sélection des objets dans une 
séquence par le programme d'app l 1cat ion. Cette condl t ion ne peut êtn~ 
évaluée par simple activation des mécanismes d'accès. Dans ce cas, il 
n'existe aucun mécanisme d'accès qui permette d'obtenir les éléments 
sélectionnés. Le programme doit donc accéder séquentiel lement à tous 
les objets et vérifier explicitement pour chacun d'eux la condition de 
sélection. Les SGBD RELATIONNELS offrent en générale la possibilité 
d'accès par filtre, dans ce cas, c'est le SGBD lui-même qui effectue 
l'accès séquentiel et la vérification de la condi t ion de sélection. 
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c) LA TYPOLOGIE 
En combinant ce que nous avons ècri t dans le point b 1, nous 
obtenons 24 types d'appl_ications sur la BD (voire la figure-2. l ). 
type taille de nombre mecan1sme 
d'opération l'objet d'objets d'accès numèr0 
transact ionne 1 par clé t 1 
, 
·, .. séquentiel Î ELEl'"'IENT Al RE L. ~ de masse seqJ1 ltre 3 
par 1:lè 4 
transactionnel par c 1 ~ c:, 
sequentiel · ~I CONSULTATION n MOY.COMPLEXE de masse seq. r 11 tre 7 
par clé 8 
transactionnel par cle g 
séquentiel 10 
COMPLEXE de masse séq.f i ltré 11 
par clé 12 
transactionnel par clé 13 
séquentiel 14 
ELEMENT Al RE de masse 
séq. fi I trè 15 
par clé 16 
transact 1 onne 1 par clé 17 
séquentiel 18 
MISE A JOUR MOY.COMPLEXE de masse 
seq. r 11 tre 19 
par clé "LU 
transact i onne 1 par clé 21 
séquenti e 1 ')") 
~~ 
COMPLEXE de masse séq. filtré 23 
par clé L4 
FI GURE-2. 1 La typo 1 ogi e des app 1 i cations 
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2.4.3 Le plan d'expérience 
a) En ce qu1 concerne le temps, pour chaque programme des 
app li cati ans nous observerons: 
le temps de réponse ou temps total d'exécution d'un 
programme : il est défini comme un intervale de temps entre le moment 
où le programme commence son exécution et le moment où le 
programme se termine; 
- overhead CPU entraîné: il s'agit du temps CPU consomme par 
le système qui va prendre en compte et satisfaire la requête (un 
programme d' application), avec recherche des index, ou ca 1 cul des 
adresses de données desirées et gestion de fichiers etc. 
b) En termes d'accès à la BD: 
- le nombre d'accès au disque par un programme d'applic:3tion; 
· - le nombre de défauts des pages disque produits par un 
programme d'appl lcation. 
c) Nous voudrions l'examiner en termes de records logiques et 
de records physiques. 
Nous définissons tout d'abord l'efficacité d'une requête en 
termes de records logiques comme suit: 
NOMBRE DE RECORDS OUI SATISFONT UNE REQUETE 
LRE = ---------------------------------------------------






11 est clair que l'efficacité est ici dépendante de l'org3nisation 
physique des données. Un programme d'application foncti0nnant a11<?c 1.!n 
SGBD est dit et'rïcace si la proportion LPE approche l'unite P:ir 
exemple, lorsque 10 records satisfont une requète mais que le système 
doit accéder à 5 index records avant d'accéder aux 1 o r·ecords, alors la 
proportion est de 10/ 15 = 0.67. 
Maintenant nous définissons l'efficacité d'une requête en 
termes de records physique,s : 
NOMBRE TOT AL D'ACCES AU Dl SOUE DE LA REQUETE 
PRE= ---------------------------------------------------




Nous notons dans cette définition qu'un accès au disque 
correspond à une page du disque et qu·une page peut contenir plusieurs 
records logiques. Plus la page contient de records logiques, moins les 
opérations E/S seront produites pour répondre à la requête. 
Par cette définition, un programme P 1 est dit plus efficace 
que l'autre p2, si la valeur du PRE de Pl est plus petite que celle de p2. 
A titre d'exemple de calcul, si l'on ::i besoin de 3 pages pour répondre à 
une requête qui désire 1 S records, alors le PRE est égal 3/ 15 = 0.2. 
La motivation de ces deux dernières définitions est de tester 
les efforts du SGBD pour un programme d'application donné. 
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25 CRITERE 5: VOLUME ET TAUX DE REMPLISSAGE DE L,i; BD 
Le volume et le taux de rempl1ssa·ge de la BD sont f1es 
caractéristiques importantes de performance, bien qu'ils soient moins 
cruciaux grâce aux développements technologiques du hardware. 
Nous mesurerons après la création de la BD: 
- le volume sta½ique de celle-ci; 
- le taux de remplissage de celle-ci. 
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CHAPITRE 3 
ELABORATION DES SCHEMAS ET DES PROGRAMMES 
En ce qui concerne la comparaison entre deux systèmes 
différents, il est crucial de contrôler les conditions expérimentales. 
Les préclsions ont déjà été apportées dans l'introduct ion. Dans ce 
chapitre, nous présenterons. la manière dont nous avons réalisé le 
contrôle des conditions et rappellerons les méthodes dont nous 
disposons pour 1 e réa 1 i ser.'' ·· 
La section 3.1 va être consacrée à la déf inition de 
l'équivalence de bases de données et de programmes d'application. 
La section 3.2 présente la transformat ion du schéma 
conceptuel BIBLIOTHEQUE en schémas/MAG conformes aux SGBD. 
La sect i on 3.3 illustre la démarche de la construct ion des 
programmes d'application et fait un rappel d'algorithme prédicatif, 
d'algorithme conforme au SGBD et de langage A.DL avec lesquels nous 
réaliserons les programmes d'application. 
Enfin, la section 3.4 donne les grandes lignes du programme de 
chargement des données de test. 
3. 1 PROBLEME D'EQUIVALENCE 
En vue de comparer les deux SGBD selon des applications sur 
la BD, il nous faudrait d'abord créer deux bases de données, CODASYL et 
RELATIONNELLE, qui respectent le même schéma conceptuel et 
représentent la même réalité. En plus, étant donné la spécificat ion 
d'une application, nous développerons deux programmes de l'application 
qui fonctionnent avec les SGBD dif férents et sont aussi équivalents. 
Ceci nous conduit à définir la conception d'équivalence: 
3. 1. 1 Equivalence d'états des bases de données 
Nous voudrions dire que deux états des bases de données sont 
équ1va1ents à un moment donné s1 ces deux bases de données 
représentent la même réalité au moment considéré. Dit de manière plus 
concrète: les deux bases de données contiennent les mêmes données. · 
. Nous ne parlons pas de l'équivalence du modèle sémantique des 
données. Pour cela, nous renvoyons le lecteur à la référence [SHEL 81]. 
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Remarquons que dans notre expérience, les états initiaux des 
bases de données sont assurés par la transformation syst~matique cl': 
schéma conceptuel en schéma d'accès necessa1res de M.AG, et en 
schémas conf ormes aux SGBD (voir 3.2.3). Nous avons par ail leurs m1s 
au point deux programmes de char-gement de la BD en utilisan t ·aussi ia 
méthode systèmatique ( voir la section 3.4). 
3. 1.2 Equivalence des programmes d'une app I ication 
Soient 
- deux bases de données CODASYL et RELATIONNEL, 
- deux programmes P 1 et P2 qui sont dérivés de la même 
description D d' une application et qui s'exécutent respectivement sur 
la BD COOASYL et BD RELATIONNEL 
tels que 
avant des exécutions des Pl et P2, les BD soient dans 
les états BD 1 i et BD2i dits "équivalents" et 
après les exécutions des Pl et P2, nous obtenions les 
résultats R 1 et R2 et que les BD soient dans les états BD 1 i+ 1 et 8D2i+ 1. 
Nous définissons que 
Pl = P2 
si et seulement si 
R 1 = R2 et 
BD 1 i + 1 = 802i + 1. 
On verra dans la section 3.3 que l'équivalence des programmes 
d'application peut être garantie par la transformation systèmatique de 
la spécification d'une application en programmes effectifs de 
l'application, si l'on respecte des régies de transformation. 
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3.2 ELABORATION DES SCHEMAS/MAG 
Nous développerons très brièvement cette partie de la 
démarche. Notons que nous ne présenterons pas dans ce paragraphe les 
textes des schémas des SGBD. En effet, pour produire les schémas/i"1AG 
conformes (voir 3.2.3 ), nous devons tenir compte des primitives (vüir 
3.2.3) des 5GBD. Or, la traduction de schéma conf orme/MAG en schéma 
d'un SGBD ne pose pas de problème. Nous les présentons dans l'anne>:e-
1. 
'' 
3.2.1 Brève description du système BIBLIOTHEQUE 
Une bibliothèque gère le stockage, lîndexat ion et l'emprunt 
d'un ensemble de livres. Chaque livre est un exemplaire d'un ouvr2i9e 
auquel peuvent correspondre un nombre quelconque d'exemplaires. Un 
ouvrage est caractérisé par un numero identifiant, un titre, ses auteurs 
éventuels, l'année de parution, l'éditeur et les mots-clés qui le 
décrivent. On désire connaître, si possible, l'origine de chaque auteur. 
Chaque exemplaire est caractérisé par un code identifiant et sa 
localisation ( étage, travée, rayon). D'un emprunteur on connaît le 
numero identifiant , le nom, l'adresse, les exemplaires en cours 
d'emprunt accompagnés de la date d'emprunt, ainsi que tous les 
emprunts clôturés, avec leurs dates de début et de fin. 
Le schéma-1 est le schéma conceptuel correspondant à cette 
description. 
Les caractéristiques des attributs sont les suivantes: 
NUMAU D'AUTEUR : 
NOM D'AUTEUR 
ORIGINE D'AUTEUR : 
NUMOU D'OUVRAGE : 
TITRE D'OUVRAGE : 
ANNEE D'OUVRAGE : 
EDITEUR D'OUVRAGE: 
MOTCLE D'OUVRAGE : 
NUMEX D'EXEMPLAIRE 
ETAGE D'EXEMPLAIRE 
TRA VEE D'EXEMPLAIRE: 




















DATE-DEBUT D'EMPRUNT: DEC1f1AL 6 (an-mois-jour·); 
DATE-DEBUT D'EMPRUNT-ARCH: DECIMAL 6; 
DATE·-FIN D'EMPRUNT-ARCH DECIMAL 6; 
OUVRAGE 
0-* AUTEUR 0-* 











( ETAGE , 
TRAVEE , 
RAYON) 
0-1 ~ 0-* 
0-* / EflPP:Om-AP:CR \._ 0 - * 
" / 
\ DATE-FIN / 








3.2.2 La construction du schéma/MAG 
des accès nécessaires 
Le résultat est représenté dans le schéma-2. 
Nous avons chù i si de représenter le type d' assùc i a t ion av c-1.. 
attributs par le type d'article et les types de chemins associ és. Donc 
EMPRUNT et EMPRUNT-ARCH dans le schéma-1 doivent être trans f ormes 
(voir schéma-2). l'équiv,alence est assurée par la règle de 
. transformation rigoureuse de schéma conceptuel en sch'èma M.A,G (cf r . 
chapitre 7 de [HAIN 86] 
Notons que la détermination des accès nécessaires est 
normalement faite à partir d'un relevé des structures de données 
strictement nécessaires à l'exécution des algorithmes effectifs des 
programmes d'application, selon la nature du système d'information et 
les besoins des applications. Nous ne faisons pas ce relevé et nous 
considérons que les accès nécessaires sont aussi donnés. La garantie 
des mêmes possiblités d'accès aux BD doit être sollicitée à partir d'ic i. 
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NUHOU ~ AUTEUR 1 T..L_t. ' \ 
nrnrff / \ OUVAUT /- 1 ~ I i r ~ ANMEE EDITEU NUHAU ORIGHlE E MOT-CLE NOMAU 
EHP 
EXEMPLAÎRE EXE EMPOI_INTF.I_IP 
/ \ 
NUMEX LOC ISATION 
lt\ 
ETA6E TRAVEE RAYON 
EXEA 
/- ± .\ 
//' . \ j_ 
EMP~ y ~ DATE-DEBUT NUME l ADRESSE 
N0t1EM 
/ 
DATE-DEBUT DA TE-f!N 
SCHEMA 2 Schéma des accès nécessaires de la BD BIBI 10 
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3.2.3 Les principales -primitives et restrictions des SGBD 
par rapport au MAG 
Afin d'élaborer des schémas conformes au SGBD et des 
algorithmes conformes (3.~.2), nous donnons dans ce paragraphe les 
principales primitives et des restrictions offertes par les SGBD par 
rapport au MAG. 
A) VAX-1 l DBMS 
1) Une seule clé d'accès dans un set par type d'article; 
2) Un identifiant d'un article est une clé d'accès de cet artic le; 
3) Tout type de chemin est 1-N et est dote d'un inverse; 
4) L'origine et les cibles d'un type de chemin sont des types 
d'article distincts; 
5) Contrainte d'existence sur les cibles des types de chemins 
1-N uniquement; 
6) 11 n·y a pas d'identifiant dans la BD par type d'article. 
B) V AX-11 RDB/VMS 
l) Pas de type de chemin; 
2) Pas d'item décomposable; 
3) Pas d'item répétitif; 
4) Poss1b111té de valeur NULL pour les Items facultat1fs; 
5) Au moins un ite~ par type d'article; 
6) Au moins un identifiant par type d'article. 
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3.2.4 La construction des schémas conformes 
Cette construction est une transf ormàtion du schéma d'acces 
nécessaires en schémas conf ormes aux SGBD. 
Lors de ce processus, on doit tenir compte des res tr1ct10ns et 
des primitives (crf. 3.2.3) oHertes par les SGBD. 
a) Le schéma confo,rme à DBMS ( vü1r schéma-3) 
- Nous chercherons à éliminer les types de chemins~~-~~ dans 
le schéma-2. Le type de chemin OUVAUT doit être éliminé selon la 
règle de transformation suivante (figure-3.1 ): 
(a,b) de R a !outer r à RAB 
.--------------, (r,a) à llB 
(r,b) à RB ~ ÇD 
-----~ ~ / 
RA R JJ RB 
R= RA.RB 
EJGURE-3.1 Création d'un type d'article 
d6 
RAB ne participe 
qu'à RA et AB 
- L'item MOTCLE d'OUVRAGE est répétitif . Donc nous 
l'éliminerons avec la même règle que ci-dessus (cfr. figure-3.1 ). 
Notons que le DBMS admet un type d'ar ticle qui peut avoir deux 
clés d'accès. Mais il faut les définir dans des SET di f f èrents. 11 est donc 












EXEMPLAIRE....,_ _ _..,. 
---TT 
NUMEX/ i \ 






CONTRAI NIE SUPPLEMENTAI RE 
' î ~~lE 
NOMAU NUMAU 
MCOUV est identifié par MOTCLE et OUVRAGE via OMC; 
REM.A.ROUE- OUVRAGE, AUTEUR, EXEMPLAIRE, EMPRU~ITEUP. sont 
des MEMBER records de SYSTEM SET. 
SCHEMA-3 Schéma de la DB BIBI 101 conforme à DBMS 
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b) Le schéma conforme à ROB ( voir schém3-4 ) 
- Du schéma-2, nous éliminerons tous· les types de crv:mm par 











NUMOU(: OUVAUT) in NUt"lOU(: OUVRAGE) 






EIGURE-3.2 Exemple d'élimination d'un type de chemin 
Remarquons que les deux items d'OUVAUT doivent être les clés 
d0accès dans la figure-3.2 afin d'assurer l'équivalence d'accès. Mais 
tous les deux ne sont pas identifiants. Nous combinons les deux items 
qui jouent ce rôle. 
Remarquons encore que pour définir un identifiant AB en 
combinant deux clés indexées (en ROB une clé d'accès est 
obligatoirement une clé indexée) A et B, il suffit de définir A comme 
clé indexée et AB comme une clé indexée et non dupliquée. A ce 
moment-là, Best automattquement une clé indexée, parce que l'on sait 
qu'une clé indexée est une clé d'accès et aussi une clé triée. 
36 









NIJMOIJ ) ur-, AU 
El GURE-3.3 Représentation d'un identifiant 
avec deux attributs 
- En ce qui concerne l'item répétitif MOTCLE, nous le 
transformons de la même manière que le type de chemin N-N (voir le 
point a)). Nous obtenons un type d'article MCOUV (voir schéma-3). Nous 
éliminons ensuite le type de chemin entre OUVRAGE et MCOUV de la 
même façon que ci-dessus. 
- Nous remplaçons l'item décomposab 1 e LOCAL! SATI ON par ses 
composants. 
Le résultat de cette transformation est présente dans le 
schéma-4. Nous donnons en même temps les contraintes dïntégr1té. 
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' 
1 :UTE~R 1 
T b"J 
' /ti ~ I t "·~! ,!l\E NUHAU Mef1AU \. ' . - l 
NUMOU NUMAU 
EXEMPL~IRE MCOUV EMPRUNTEUR 1 . 
TI ~j y ' t At~iSSE 
NIJMEM NCMEM 
. jMiRU~ j 
Huix î ~-DEBUT NUHE 
NUMEM 
CONTRAI NIES SUPPLEMENTAI RES: 
1. NUMAU(: OUVAUT) in NUMAU(: AUTEUR); 
2. NUMOU(: OUVAUT) in NU110U(: OUVRAGE); 
3. NUMOU(: MCOUV) in NUMOU(:OUVRAGE); 
4. NUMOU(: EXEMPLAIRE) in NUMOU(:OUVRAGE); 
S. NUMEX(: EMPRUNT) in NUMEX(: EXEMPLAIRE); 
6. NUMEM(: EMPRUNT) in NUMEM(: EMPRUNTEUR); 
7. NUMEX(: EMPRUNT-ARCH) in NUMEX(: EXEMPLAIRE); 
8. NUf"!Ef"I(: EMPRUNT-ARCH) in NUl1Et"I( : EMPRUNTEUR); 
9. OUVAUT est identifié par NUMOU et NUf"lAU; 
1 O. MCOUV est identifié par NUMOU et MOTCLE. . 
· SCHEMA-4 Schéma de la BD BIBLIO conforme à BOB 
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3.3 L'ELABORATION DES PROGRAMMES 
Dans cette section, nous allons décrire une partie de 1:J 
transformation de l'application en programmes pouvant fonctionner 
effectivement sur base des différents SGBD avec le même langage 
COBOL. La figure-3.4 illustre cette transformation. 
' 
' 
SPECIFICATION D'UNE APPLICATION 
(via les critères de choix) 
l 
ALGORITHMES PREDICATIF 
( via ADU 
i 
ALGORITHMES CONFORMES 
( via les primitives de chaque SGBD) 
i 
PROGRAMMES DE L'APPLICATION 
( via DML et COBOL) 
EIGURE-3 4 Transformation d'application 
L'objectif de cette section est d'illustrer la démarche utilisé~. 
Nous pouvons considérer que la construction des programmes 
d'application est un processus systématique gràce à l'algorithme 
prédicatif et à l'algorithme conf orme [HAIN 86]. 
A titre d'exemple nous ne nous donnons qu'une application pour 
chaque stade de la transformation. Nous attachons cette application P4 
à un module applé module-1 qui va jouer le rôle de conversion des 
appels de P4 en appels au SGBD réel. 
La description de l'application est la suivante: 
Etant donné le t1tr€, l'année d'édition et le nom d'un auteur d'un 
ouvrage, fournir le numéro d'un exemplaire disponible. 
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3.3.1 L'algorithme prédicatif et ADL/MAG 
Cet algorithme est dérivé directement de la spécification de 
l'application et utilise le Langage de Désignation de Données (ADU. En 
ce qui concerne la désignation des données auxquelles l'application 
accède dans la base de données, l'algorithme utilise une description üui 
précise les propriétés de ces données (par une condition de sélêction ou 
prédicat) et non la manière d'y 2iccéder. Pour le modul e-1 nous 2i-.·ons 
l'3lgorithme prédic3tif suivant: 
input ( XTITRE, XAN, XNOMAU ) ; 
for EX := # 1 EXEMPLAIRE ( ( EXE: 0 EMPRUNT ) and 
( OE: OUVRAGE ( ( : TITRE= XTITRE ) and 
( : ANNEE = XAN ) and 
( OUVAUT: AUTEUR ( : NOMAU = XNOMAU )))) do 
print NUMEX ( : EX ) ; 
endfor; 
ALG-3. J Algorithme prédicatif du module-] 
Nous présenterons toutes les spécifications d'applications de 
notre expérience et les algorithmes prédicatifs correspondants au 
point 3.3.4. 
3.3.2: L'algorithme conf orme au SGBD 
Ce processus suit le précédent. 11 produit des versions 
équivalentes qui sont conformes au SGBD. C'est-à-dire que l'algoritr,me 
opère sur le schéma conforme au SGBD (voir schéma-3 . et scr,érna-4 ). 
A ce stade de transformation de l'algoritrime prédicatif en 
algorithme conforme, il faut tenir compte des principales primitives et 
des restrictions offertes par le SGBD CODASYL et le SGBD RELA.TION~lEL 
(cfr. 3.2.3) par rapport au MAG. Pour le module-1 on a 
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a) Conforme à DBMS : 
input ( XTITRE , XAN , XNOMAU ) ; 
trouve:= false ; 
for A:= AUTEUR ( : NOMAU = XNOMAU ) do 
for O := OUVRAGE ( OUVAUT: A) do 
if (TITRE( : 0) = XTITRE) and (ANNEE( : 0) = XAN )) then 
for EX:= EXEMPLAIRE ( OE : 0) do 
EX-OK := TRUE ; 
for EM := EMPRUNT ( EXE : EX ) do 
E~-OK := FALSE ; 
endfor ; 
if EX-OK then 
trouve := true ; 
print NUMEX ( :EX ) ; 
exit A; 
endif; 
if trouve then exit EX ; endif ; 
endfor ; 
endif; 
if trouve then exit O ; endif ; 
endfor ; 
if trouve then exit A ; endif ; 
endfor ; 
ALg-3 2 Algorithme conforme à DBMS du moduJe-1 
b) Conforme à ROB : 
input ( XTITRE, XAN , XNOMAU) ; 
trouve:= false ; 
for O := OUVRAGE ( ( : TITRE = XTITRE ) and ( : ANNEE = XAN ) and 
( : NUMOU in NUMOU ( : OUVAUT ( :NUMAU 
in NUMAU ( : AUTEUR ( : NOMAU 
= XNOMAU))))) do 
for EX := EXEMPLAIRE ( ( : NUMEX not in NUMEX ( : Et"IPRUNT )) 
and ( : NUMOU = NUMOU ( : 0 ))) do 
trouve := true ; 
PRINT NUMEX ( : EX ) ; 
exit EX ; 
endfor ; 
if TROUVE then exit O endif ; 
endfor; 
ALG-3.3 Algorithme conforme à ROB du moduJe-1 
Si le problème était assez simple et que le SGBD offr3it un 
DML qui est un langage de très haut niveau, ra lgori thme prédicatif 
serait déjà probablement exècutab le. On ne fait donc pas cette · 
transformation. Prenons par exemple l'app 1 icat ion 2 (voir l'algorithme 
prédicatif à 3.3.4): 
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Il est évident que l'algoritrime prédicJ t if de l'3pplic3tion ~ 
n'est pas nécessairement transformé car c'est une req 1Jét~ simple 3'.'~C 
condition évaluable. 
Nous signalons que le SGBD RELATIONNEL assure r op t i rn i sati on 
des accès. Donc, la dérivation des algorithmes conformes à partir dt2s 
algorithmes prédicatifs est souvent immédiate. 
Tous les algorithmes conformes se trouvent dans l'annexe-3. 
3.3.3 La traduction des programmes d'application 
Cette phase a pour objet de produire les programmes/COBOL 
exécutables. Chaque algorithme conforme at t aché à un module doit 
maintenant être rédigé dans le COBOL et le DML de son propre SGBD. 
Nous signalons qu'il y a une différence fondamendale entre 
DML/CODASYL et DML/RELATIONNEL en ce qui concerne la façon de 
manipuler les données de la BD. Le DML/RELATIONNEL est doté d'une 
structure de boucle sur des séquences de données. Ce n·est pas ie cas 
pour Dt"'1L/CODASYL. 11 accède à la BD de façon "one-record-at-a-tirn8", 
c'est-à-dire, accès ponctuel. Sur ce point, nous pouvons déjà sentir que 
la traduction de boucle "for" de l'algorithme conforme en 
programme/COB est plus facile en ROB qu'en DMBS. 
- Programme/DBMS/COB 
Des règles systématiques de traduction de LDA en COBOL-D~1L 
sont proposées dans [HAIN 81]. A titre d'exemp le, nous développons une 
boule d'accès selon la primitive d'accès ponctuel. 
Nous simplifions l'alg-3.2 comme suit: 
for B := BIBLIO do 
input ( XT, XAN, XAU); 
trouve:= false; 
for AU := AUTEUR (: NOM = XAN) do 
trouve-ouvrage; 
if_ trouve then exit AU end if; 
endf or; 
endf or. 
La traduction est: 
PROCEDURE DIVISION. 
BIBLIO-BEGIN. 
START-TRANSACTION (* READY en Dsr~1s *). 
input ( XT, XAN, Xi\U ). 
t'IOVE O TO TROUVE; 
PERFORME TROUVE-AU THRU AU-EXIT. 
cor~w11 T. • · 
STOP RU~l. 
TROUVE-AU. 
FETCH FIRST AUTEUR WITHIN SET-AUTEUR AT END 
GO TO AU-EXIT. 
IF NUl"IERO OF AUTEUR= XAU 
PERFORM TROUVE-OUVRAGE 
IF TROUVE= 1 
GO TO AU-EXIT 
ELSE 
MOYE O TO FIN-SET 




FETCH NEXT AUTEUR WITHIN SET-AUTEUR AT END 
MOYE 1 TO FIN-SET 
GO TO NEXT-AU-EXIT. 
IF NUMERO OF AUTEUR= Y.AU 
P ERFORM TROUVE-OUVRAGE 
IFTROUYE= 1 
MOYE 1 TO FIN-SET 





RDB admet la structure de boucle, la Jointure ae pl1.1sie1.irs 
relations et la condition filtré de sélection ae données. La traduction 




input ( XTITRE, XAN, XAU ); 
for O := OUVRAGE ((:TITRE= XTITRE) and 
(:ANNEE = XAN) and (OUVAUT: AUTEUR 
(: NOMAU = XAU ))) do 
séquence d' lnstruct Jons 
endif; 
endf or; 
peut se traduire: 
&ROB& FOR O IN OUVRAGE CROSS 
OU IN OUV AUT CROSS 
A IN AUTEUR WITH 
O.TITRE = XT AND 
OJfüMAU = A.NUMAU AND 
O.ANNEE = XAN AND 
A.NOMAU = X.A.LI 
séquence d'instructions 
&ROB& END-FOR; 
Les programmes/DBt"lS/COB et /ROB/COB se trouver1t en annexe-
Remarque: 
Dans l'annexe-4, nous ne donnons qu'une partie des nos 
programmes: à savoir, les numéros d'applications 1, 6, 8, 9, 18, 21, 25. 
Pour le reste, le lecteur peut s'adresser au bureau de monsieur J-L 
HAINAUT, à l'Institut d'Informatique de NAMUR . . 
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3.3.4 DESCRIPTION ET ALGORITHME PREDICATIF 
DES APPLICATIONS 
Dans ce paragraphe, nous donnons toutes les descr iptions ét 
tous les algorithmes prédicatifs des applications. En tête de cr1aque 
application, nous trouvons le nom de l'application et sa typologie 
correspondante (cfr. Figurê-2. 1 ). ·- · 
A ) ACCES AUX ARTICLES .., 
1) APPLICATION 1 : Consultation , élémentaire , de masse , séquentiel. 
Description: 
Lister tous les numeros d' OUVRAGE . 
Algorithme-prédicatif: 
for O: = OUVRAGE do 
print NUMAU ( : 0) ; 
endfor ; 
'.2) APPL!CAT!ON2 : Consultation , élémentaire , transactionnel , par clé 
Description : 
Etant donnè un numèro d' OUVRAGE , fournir son titre. 
Algo-préd: 
input ( XNUMOU ) ; 
for O : = OUVRAGE ( : NUMOU = XNUMOU ) do 
print TITRE ( : 0) ; 
endfor ; 
3) APPL!CATION3 : Consultation , élémentaire , de masse, séq. filtré 
Description : 
Donner une liste d'ouvrages qui sont parus dans l'année 1970 . 
Algo-préd : 
input ( 1970 ) ; 




4) APPLICAT!ON4: Consultation, moy. complexe, de masse, séquetiel. 
Description: 
Fournir une liste d'ouvrages qui ont au moins un exemplaire. 
Algo-préd: 
for O: = # 1 OUVRAGE ( OE: EXEMPLAIRE ) do 
print O ; 
endfor; 
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Description: 
Fournir une liste d'ouvrages qui ont au moins un auteur. 
Alao-oréd : 
~ . for O: = # 1 OUVRAGE ( OUVAUT : AUTEUR ) do 
print O; 
endfor ; 
6) APPL!CAT!ON6 : Consultation, moy.complexe, transactionnel, par chemin. 
Description: 
Fournir le(s) ouvrage(s) qui est (sont) écrit(s) par un auteur donné (étant 
donné le numéro d' AUTEUR ) . 
Algo-préd : 
input ( XNUMAU ) ; 
for O: = OUVRAGE ( OUYAUT: AUTEUR ( : NUMAU = XNUMAU ) ) do 
print O ; 
endfor ; 
7) APPI !CAT!ON7 · Idem que l'application6 
Descr1pt1on : 
Idem que l'application6. Mais on donne un nom d'AUTEUR. 
Algo-préd : 
input (XNOMAU) ; 
for O: = OUVRAGE (OUYAUT: AUTEUR (J~OMAU = Xt~OMAU)) do 
print O ; 
endfor ; 
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_8_) ALL!CATION8: Consultation, moy.complexe, transactionnel , séq. filtre et 
par chem in 
Description : 
Idem que 1'application6. Mais on donne une OR IGINE d'AUTEUR (ORIGINE n'est pas 
une clé d'accès). 
Algo-préd : 
input ( XORIGINE) ; 
for O: = OUVRAGE (OUVAUT : AUTEUR( : ORIGINE= XORIGINE)) do 
print O ; ,, 
endfor ; 
9) APPLICATION9: Consultation , complexe, transactionnel , par clé. 
Description : 
Etant donné le titre, l'année d'édition et le nom d'un auteur d'un ouvrage, fourn ir 
le numéro d'un exemplaire disponible. 
l iées. 
Algo-préd : 
input ( XTITRE, XAN, XNOMAU ) ; 
for EX := g 1 EXEMPLAIRE ( ( EXE: 0 Ef1PRUNT ) and 
( OE : OUVRAGE ( ( : TITRE = XTITRE ) 
and ( : ANNEE = XAN ) and 
( OUYAUT: AUTEUR ( : NOMAU = XNOMAIJ 
))))do 
print NUMEX ( : EX) ; 
endfor; 
endFor . 
) 0) APPLICATION 10 ; Consultati on, complexe , de mas<-..,e , séquentiel. 
Descr iption : 
Etant donné un numéro d'un ouvrage, fourn i r toutes les informations qu1 y sont 
Algo-préd: 
input ( XNUMOU ) ; 
for O := OUVRAGE ( : NUMOU = XNUMOU ) do 
print O ; 
for A := AUTEUR ( OUVAUT : 0 ) do 
print A ; 
endfor ; 
for EX:= EXEMPLAIRE ( OE: 0) do 
print E ; 
for EM := EMPRUNT ( EXE : EX ) do 
print EM ; 
for EP := EMPRUNTEUR( EMP : EM ) do 
print EP ; 
endfor. ; 
· endfor ; · 
for EA := EMPRUNTARCH ( EXEA : EX) do 





11) APPLICATION 11: Idem que l'application 10 
Description : 
item que l'application 10 . Mais on donne un numéro d'auteur . C-è-•j que l' 1Jn 
accède à la BD à partir d' AUTEUR . 
Algo-préd: 
La même manière quel' application 10 . 
12 l APPL !CATION 12 
D8scription : 
Idem que application10 . Mais on donne un numéro d'exemplaire ( à parti r 
d'EXEMPLAIRE ) . 
13) APPLICATION 13 
Description: 
Idem que l'application 10 . Mais on donne un numéro d'emprunteur ( à partir 
d'EMPRUNTEUR ) . 
B) MISE A JOUR DE LA BASE DE DONNEES 
14) APPLICATION 14: Mise à jour, élémentaire, transactionnel, par clé. 
Description : 
Etant donné un numéro d'emprunteur, changer la valeur de son adresse. 
Algo-préd : 
input ( XMUMEM , XADR ) ; 
for E := EMPRUNTEUR ( : Nur~IEM = XNUl"IEl"1 ) do 
modify E ( : ADRESSE = XADR ) ; 
endfor ; 
15) APPLICATIO~J 15: lœm que l'application 14 
Descr1pt1on : 
Etant donné un numéro d'un auteur, modifier le nom de l'auteur. 
Algo-préd : 
input ( XNUMAU , XNOMAU ) ; 
for A:= AUTEUR ( : NUMAU = XNUMAU ) do 
modify A ( : NOMAU = XNOMAU ) ; 
endfor ; 
16) APPLICATION 16 : Mise à jour, moy.complexe, transactionnel, par clé 
Description: . 
Etant donné un numèro d'un ouvrage,on change la valeur de ses motclès. 
Algo-préd: 
input ( X NU MOU, XMOTCLE ) ; 
for O :=OUVRAGE(: NUMOU = XNUMOU) do 
modify O (: MOTCLE = XMOTCLE) ; 
endor; 
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17 ) APPLICATION 17 · Mise à jour, moy. complexe, transactionnel, par clé. 
Description : 
· Ajouter un exemplaire à un ouvrage. 
Algo-préd: 
input ( XNUMOU ) ; 
for O := OUVRAGE ( : NUMOU = XNUMOU ) do 
input ( XEXEMP ) ; 
if NUMEX ( : ~EXEMP ) notin NUMEX ( : EXEMPLAlP.E ) then 
create EX:= EXEMPLAIRE ( (: NUMEX = NUMEX( : XEXEr-lP )) and 
(:LOCALISATION= LOCALISATION(:XEXEMP)) and 
( OE : 0 ) ) ; 
endif; 
endfor ; 
18 ) APPLICATION 18: Idem que l'application 17 
Description: 
Supprimer un exemplaire d'un ouvrage. 
Algo-préd : 
input ( XNUMOU ) ; 
for EX:= 1 EXEMPLAIRE ( ( OE: OUVRAGE 
( : NUMOU = XNUMOU)) and 
( EXE: 0 EMPRUNT)) do: 
delete EX; 
endfor; 
19) APPLICATION l g: Idem que application 17 
Description : 
En.registrer un ouvrage avec 3 auteurs et 3 exemplaires ( les auteurs et les 
exemplaires sont contenus dans les listes LIAUT[ i] et LIEXE[ i] ). 
Algo-préd: 
input ( XOUVRAGE ) ; 
if NUMOU(: XOUVRAGE) not in NUMOU ( : OUVRAGE) then 
create O: = OUVRAGE( ( :NUMOU = NUMOU( :XOUVRAGE)) and 
( :TITRE= TITRE( :XOUYRAGE)) and 
( :ANNEE= ANNEE( :XOUVRAGE )) and 
( :EDITEUR= EDITEUR(:XOUYRAGE))) ; 
for i := 1 to 3 do 
input ( LIAUT[i], LIEXE[i]); 
if NUMAU( :LIAUT[ i]) not ,n NUMAU( :AUTEUR) then 
create A:= AUTEUR( ( :NUMAU = NUMAU( :LIAUT[ i] )) and 
endif; 
( :NOMAU = NOMAU ( :LIAUT[ i])) and 
(:ORIGINE= ORIGINE( :LIAUT[ il)) and 
( OUVAUT : 0 ) ) ; 
if NUMEX ( LIEXE[ i] not in NUMEX( :EXEMPLAIRE) then 
create EX := EXEMPLAIRE( ( :NUMEX = NUMEX( :LIEXE[ i])) and 
( ( :LOCALISATION= LOCALISATION( :LIEXE[ i] )) and 
( OE: 0 )) ; 
.. endif ; 
. endfor ; 
endif; 
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20 ) P:.PPI ICATION20· f1ise à jour, complexe, transactionnel, par clé. 
Description : 
Supprimer un ouvrage avec ses auteurs et ses exemplaires . 
Algo-préd : 
input ( XOUVRAGE ) ; 
for O := OUVRAGE((:NUMOU = NUMOU( :XOUVRAGE) and (DE: EXEMPLAIRE)) do 
for A:= AUTEUR ( OUVAUT: 0) do 
delete A ; •• ' 
endfor ; 
for EX := EXEMPLAIRE ( ( OE : 0) and ( EXE: 0 EMPRUNT)) do 




21) APPLIC'ATION21: Mise à jour, complexe , transactionnel, par clé. 
Description: 
Enregistrer la restitution d'un exemplaire emprunté de numéro donné . 
Algo-préd : 
input ( XEXEMP ) ; 
for E := Et1PRUNT ( EXE : EXEf"lPLAIRE ( : NUl"IEX = XEXEMP )) do 
create EA := EMPRUNTARCH ( ( EXEA :EXEMPLAIRE (EXE : E )) 
and ( Ef"lPA : Ef"lPRUNTEUR ( Er''IP : E )) 
and (: DATE-DEBUT =DATE-DEBUT ( :E )) 
and ( : DATE-FIN= DATE-DU-JOUR ) ) ; 
delete E; 
endfor ; 
22) APPLICATION22· Mise à jour, moy. complexe, de masse, par clé (ou 
séquentiel). 
Description: 
Etant donné une liste LISAN ( i) d' années, modifier la valeur des éditeurs d' 
OUVRAGE et ajouter un auteur. 
Algo-préd: 
input ( LISAN( 1 ... N)) , 
for i = 1 to N do 
for O := OUVRAGE ( : ANNEE = LISAN( i) ) do 
input ( XEDITEUR , XAUTEUR ) ; 
modify O ( : EDTEUR = XEDITEUR ) ; 
if NUMAU( :XAUTEUR) not in NUMAU(:AUTEUR) then 
create A:= AUTEUR( (: NUf1AU = NUMAU( :XAUTEUR)) and 
(:NOMP,U = NOM,I\U( :XAUTEUR)) and 
(:ORIGINE= ORIGINE( :XAUTEUR)) and 





23) APPLICATION23· Mise à jour, complexe, de masse, par clé. 
Description: 
Supprimer toutes les informations concernant les emprunteurs dont les 
numéros sont donnés dans la liste LISNUM( i]. 
Algo-préd: 
input ( LISNUMEM( 1 ... N)) ; 
for i = 1 to N do 
for EM :"' EMPP.ljNTEIJP, ( : MUMEM = LISMUM( i) ) do 
for E := EMPRUNT ( Ef1P : EM ) do 
delete E; 
endfor ; 
for EA := EMRUNTARCH ( EMPA: EM ) do 
delete EA ; 
endfor ; 




24) APPLICAIION24· Consultation, complexe, de masse, séquentiel 
Description: 
Lecture de toute la base de données à partir d' OUVRAGE . 
Algo-préd: 
for O : = OUVRAGE do 
print O ; 
for A := AUTEUR ( OUVAUT : 0) do 
print A ; 
endfor ; 
for EX := EXEMPLAIRE ( OE : 0) do 
pr int E ; 
for EM := EMPRUNT ( EXE : EX ) do 
print EM ; 
for EP := EMPRUNTEUR( EMP : EM ) do 
print EP ; 
endfor ; 
endfor ; 
for EA := EMPRUNTARCH ( EXEA: EX ) do 
print EA ; 
endfor ; 
endfor ; · 
endfor ; 
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D) PROGRAMME DE CHARGEMENT 
25) APPLICAT!ON2S: Mise à jour, complex, de masse,· séquentiel. 
Description: 
Charger les données dans la BD BIBLIO selons les quantifications prédéfinies des 
données ( voir le paragraphe 3.4.2) et les répartitions des données ( voir l'annexe-2). 
A logarithme: 
Cfr . annexe-2,.' 
3.4 GENERATION DES DONNEES DE TEST 
Une fois les définitions des bases de données rédigées. il r10us 
faut les créer physiquement et y charger les données. 
Nous ne nous préoccuperons pas ici de la détermination des 
paramètres pour la crèation des BDs. ~lous signalons seulement que 1~ 
critère, dans ce cas, est de rendre la base de données la plus 
performante possible selon les caractéristiques de chaque SGBD. Nous 
trouverons les paramètres de création de bases de données en annexe-2. 
Notre but est d'avoir les mêmes données pour la B0/DBMS et la 
BD/RDB. Ceci est réalisé grâce aux programmes de chargement 
automatique. Ceux qui s'intéressent au fonctionnement du programme 
en trouveront une description détaillée en annexe-2. 
3.4. 1 Les caractèristiques du programme de chargement 
Dans le programme de chargement, 11 n'y a aucun fichier COBOL 
qui contient les données à charger. Toutes les données sont générées 
par les programmes eux-mêmes. Par exemple, pour un nom d'AUTEUR 
d'une longueur de 30 caractères, nous avons dans le programme une 
procédure de permutation qui génère tous les noms d' AUTEUR. Trois 
mérites doivent . être reconnus au chargement automatique. 
Premièrement, il peut refléter adéquatement la réalité: comme la . 
génération de la série de caractères. les chiffres numériques sont 
encore plus faciles à générer. Deuxièmement, nous pouvons contrôler la 
taille de la base de données. En effet, nous avons prédéfini les éléments 
de quantification et les répartitions des données avant de charger ces 
données dans la base de données (les répartitions détaillées des 
- données se trouvent ·én annexe-2). Ceci facîlite les calculs. 
Troisièmement, nous gagnons du temps parce qu'il n'est pas possible de 
créer manuellement une base de données assez volumineuse pour 
l'expérience en temps limité. 
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3.4.2 La définition des éléments de quantification 
Arin que les programmes de chargement chargent les memes 
données, nous prédéfinissons la distribution des données. De plus, afin 
que les mesures et la comparaison ultérieures soient significatives et 
"réalistes", nous avons créé deux bases de données pour un même SGBD 
d'un système d'information BIBLIOTHEQUE. L'une à la taille réduite, 
l'autre à la taille relative,r;nent grande. Nous donnerons les éléments 
quantitatifs des bases de données suivants: 
§ 1: Eléments de quantification pour la BD de ta1 l le rédu1 te 
- Il ya 1000 ouvrages, 500 auteurs, 2.100 exemplaires, et 100 
emprunteurs; 
- 11 y a de O à 5 auteurs par ouvrage, avec une moyenne de 2. 
Nous fixons 5% d'ouvrages sans auteurs; 
- 11 y a de O à 7 exemplaires par ouvrage; 
- 11 y a de o à 5 valeurs de mot-clé par ouvrage; 
- 11 y a 380 exemplaires qui ont emprunté de à 5 fois et 80 
emprunts sont en cours; 
- 11 y a 1.950 occurrences de OUVA.UT et MCOU\/. 
§2: Eléments de quantification pour la BD de grande taille 
- 11 y a 10.000 ouvrages, 3.000 auteurs, 25.860 exemplaires, 
300 emprunteurs. 
- 11 y a de O à 8 auteurs par ouvrage, on fixe 15% d'ouvrages 
sans auteurs. 
- 11 y a de O à 20 exemplaires par ouvrage. 
- 11 y a de o à 8 valeurs de mot-clé par ouvrage. 
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- 11 y a 2.000 exemplaires qui ont été empr1Jntés, ~00 
.. emprunts sont en cours. 
- 11 y a 14.650 occurrences d'OUVAUT et MCûUV. 
3.4.3 La constructiqf) des programmes de chargement 
Nous suivons la même démarche que celle décrite d3ns le 
paragraphe pécédent. C'est-à-dire que nous élaborons d'abord un 
algorithme de niveau 4 qui est attaché à un seul module d'accès. Nous 
le transformons ensuite directement en deux programmes exécutables : 
l'un fonctionne sur DBMS et l'autre sur ROB. 
Lorsque les deux programmes/COBOL sont traduits de façon 
systématique à partir d'un même algorithme et de la même répartition 
de données, nous pouvons nous assurer que les deux bases de données 
DBMS et ROB contiendront les mêmes données. C'est-à-dire que les 
états des deux BDs seront équivalents, après que les programmes de 
chargement aient fonctionné. 
Nous ne donnons pas 1c1 l'algorithme de chargement et les 
programmes correspondants. l ls se trouvent respectivement à l'annexe-
2 et l'annexe-4. 
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CHAPITRE 4 
MESURES ET RESULTATS 
Une fols f1xé le plan d'expérience qul a pour objectif de 
définir les paramètres de mesures, un ensemble de mesures divisé en 
plusieurs sessions peut être commencé. Il a pour but de former les 
tableaux de résultats. Les données sont, soit obtenues à l'aide des 
facilités du système, soît rassemblées directement à part ir 1jes 
manuels, soit calculées en fonction des caracter1st1ques des 
paramètres de mesures. 
Le critère pri ne l pal est de recouvr'i r tous 1 es paramètres a 
mesurer. 
,Avant de commencer cette série de mesures, il faudrait en 
premier lieu en construire le plan de réalisation suivant la nat 1Jre d1J 
type d'application .observée et le critere de la mesure. 
Ceci exige de prendre en considération les trois points 
suivants: 
- le choix d'une méthode de mise en oeuvre de mesures; 
- la précision des conditions expérimentales des mesures. 
Surtout par exemple, pour évaluer la performance du SGBD (voir 4.4). 
Lorsqu'un programme de l'app 11cat1on donnée f onct1onne en mode 
intéractif dans un environnement en temps partagé, le moment, la durée 
de mesures et le nombre d'exécutions du programme sont des 
paramètres qui conditionnent les résultats de l 'expérience; 
- la représentation des résultats de mesures. 
Ce chapitre est composé de cinq paragrapr1es qui présentent 
les cinq sessions de mesures correspondant respect 1vement aux cinq 
critères de comparaison . 
... . :. 
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4.1 REPRESENTATION DE LA STRUCTURE DE DONNEES 
Ce paragraphe a pour obJet d'élaborer, selon le· point 2.2.2, les 
résultats en choisissant des exemples représentatifs. 
Première partie: L'ASPECT LOGIQUE 
4. 1. 1 La représenta\,ion d'un .. type d'entité 
Soit un type d'entité AUTEUR qui a les attributs: 
NUMAU, NOMAU, ORIGINE. 
où NUMAU est un identifiant d'AUTEUR. 
- La représentation graphique C les deux modèles DBMS et ROB 
sont équivalents): 
NUMAU NOMAU ORIGINE 
E I GURE-4. 1 ReprésentaU on graphique d'un type d'entité 
- Représentation logique: 
DBMS ROB 
RECORD NAME I S AUTEUR DEFI NE FIELD NUMAU 
WITHIN FAUTEUR !DATA TYPE IS SIGNED LONGWORD 
ITEMS NUMAU TYPE IS DECIMAL 6 
ITEMS NOMAU TYPE IS CARACTER 30 ! DEFI NE FIELD NOl"lAU 
ITEMS ORIGINE TYPE IS CARACTER 30 ! DATATYPE IS TEXT SIZE IS 30 
SET NAME I S SYST AUTEUR 
OWNER I S SYSTEM 
MEMBER I S AUTEUR 
INSERTION IS AUTOMATIC 
RETENTION IS FIXED 
OROER I S SORT ED BY ASCEND I NG ! 
NUMAU ! 
DUPLI CA TES ARE NOT ALLOWED. ! 
DEFI NE FIELD ORIGINE 
DATATYPE IS TEXT SIZE IS 30 




END AUTEUR RELATION. -
JAB-4.1 Représentation logique d'un type d'entité 
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- Représentation physique 
DBMS 
RECORD NAME I S AUTEUR 
PLACEMENT 15 CLUSTERED 
VI A SYST AUTEUR 
SET ~LA.ME IS SYST AUTEUR 
MODE IS INDEX 
NODE SIZE IS 400 BYTES 
ROB 
DEFI NE INDEX AU-NUr·JAU 
FOR AUTEUR 
DUPLI CA TES ARE NOT ALLOV✓ED 
~füMAU. 
END AU-~!UMAU 1 ~-JDEX. 
TAB-4.2 Représentat1on ohys1aue d'un type d'ent1té 
Remarque 
. ROB ne permet pas la séparation entre description logique et 
description physique de la BD. Les définitions de T AB-4.1 et T AB-4.2 
pour ROB doivent donc se trouver dans un même t exte. 
4.1.2 La représentation d'un type d'association binaire: 
1) Une association entre deux types d'entité différents 
soit X , Y deux types d'entité dotés respectivement <:1es 
identifiants idx, idy. 
- Représentation graphique (voir la figure-4.2): 
- Représentation logique: 
En DBMS : cfr. T AB-4. 1; 
En ROB : cfr. T AB-4. 1 pour la définition de RELATION. 
La définition de contrainte est exprimée comme suit: 
DEFI NE CONSTRAI NT nom-contrainte 
FOR RX IN X 
REOUIRE ANY RY IN Y WITH 
. RX. idx = RY. idy. 
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type 
d'assclatlon DBMS ROB 
.. 
cp cp 1 K 1 1-1 
1 R ldH ldK l y 1 ldH(:y) ln ldH(:H) 
•' 
1 H 1 cp cp ~ R: nom de 1-N R set T ldH 
1 y 1 ldH ldH(:y) ln ldH(:H) 
8 w cp ~ CfJ N-N / HH l7 '\_ /~ YH / ldH tdy sans at1rlb w ldH ldy ldH(:Hy) ln ldH(:H) ldy(:Hy) in ldy(:y) 
N-N 8 ~ cp ~~ HH)7 




î ldH(:Hy) ln ldH(:H) ldy(:Hy) ln ldy(:y) 
El GURE-4.2 Représentation graphi gue d'association 
2) Une association entre un type d'ent itè et lui-même 
- Représentation graphique (voir figure_4.3): 
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exemple DBMS RDB 
PERE 
1 IHOMM:1] HOMME 
FILS 
EST DE NH 1 
NH NPERE 
HOMME 
,, NP ERE( :HOMME) 
NH 11~ NH( :Hûr1r-1E) 
FlGURE-4.3 Représentation graphique d'une association 
récursive 
- Représentation logique: 
DBM5 
RECORD NAME 15 PERE 
WITHIN AREA-1 
RECORD NAME I S HOMME 
WITHIN AREA-1 
ITEf"'l NH TYPE IS DECIMAL 6 
SET NAME 15 EST 
OWNER 15 PERE 
MEMBER I S HOMME 
INSERTION IS AUTOMATIC 
RETENTION IS MANDATRY 
SET NAME IS DE 
OWNER 15 PERE 
MEMBER 15 HOMME 
INSERTION 15 AUTOMATIC 
RETENTION IS MANDATRY 
ROB 
! DEF I NE FIELD NH 
! DATATYPE IS SIGNED LONGWORD 
! 
! DEFI NE FIELD NPEPE 
DATATYPE IS SIGNED LONGWORD 
DEFI NE RELATION H0f"lf'-1E 
NH 
NPERE 
END HOMME RELATION 
DEF 1 ~JE CONSTRAI NT nh-npere 
FOR RH IN HOMME 
REOU IRE ANY RH IN HOt"lME 
WITH RH.NPERE = RH.NH. 
T AB-4.5 Représentation logique d'une association récursive 
- Représentation logique: Cfr T AB-4.2. 
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4.1.3 La représentation d'un type d'a5.sociation ternaire: 
- Représentat 10n graphique: 
Soient 
- x y z trois types d'entité dotés respectivement des identifiants 
idx, idy, idz , ,. 
- .A. un attribut. 
l' ·pe 




/ idx{:xyz) in idx{ s) 1 1 1 
idx idy idz 
idy( :xyz) in idy( :y) 
z 
idz( ;xyz) in idz( :z) 
QXY: ~î5° j ~dx;~yz~inijd'.(,: 11 JTL1A1 
idy(:xyz:) in idy(;y ) 
XYZ 
idz( :xvz) in idz( :z) 
A 
z 
EIGURE-4.4 Représentation d'association ternaire 
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4.1.4 La représentation des attributs: 
- Représentation graphique (voir figure-4.5): 
l··pe 
d'altribul EXEMPLE DBMS 
1 i°UVRA~~ ' 1 , ' élémenlaire 
et 
UMOU ~ 
répéli Uf MOTCLE 
MOTCLE 
simple 
el NUMEX LOCALISATION IDEM 
. r:· ~ '"/1 , écomposable _r '( "--\. 





ET AGE TRAVEE RA YON 
PERSONNE 
NPERS 'TE!\_ NPERS ~ 
. ZONGL O ZONL O ~,,,,,Aff EL "-
ZONGL O ZONLOC 
cfr. figure-4.1 cfr. f igure-4.1 
ROB 
OUVRAGE ~ t . y y 
NUMOU NUMOU MOTCLE 
Y Y Y 







El GURE-4 s Représentation des attributs 
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4.1.5 La représentation d'un identifiaf)t: 
- Representat1on logique (voir T AB-4 6t 
identifiant DBMS 
un attribut ,cf r. T AB-4. l 
N attributs SET NAME I S SYSTENT OWNER I S SYSTEM 
Soit un type MEMBER I S ENT 
d'entité ENT OROER rs SORTED BY 
avec a et b ASCEND I NG a b qui jouent le 
DUPLI CATED ARE NOT ALLOWED rôle 
d'identifiant Note: En DBMS un identifiant doit 
être défini avce clause SORTED. 
En etfet, c'est une clé indexée. 
Plusieurs SET NAME I S SYSENT OWNER I S SYSTEM 
identifiants MEMBER I S ENT 
pour un type 




)EF I NE I NOEX a-b FOR EN 




END a-b INDEX 
DEFINE INDEX INEX-a 
FORENT 
DUPLI CA TES ARE 
NOT ALLOWED 
a 
END INDEX-a INDEX 
5o1t a et b le~ DUPLI CATED ARE NOT ALLOWED 1dent1f1ants DEFlNE INDEX INDEX-b 
de l'ENT SET NAME I S SYSENT 1 FOR EtH 
OWNER I S SYSTEM DUPLICATES ARE 
MEMBER I S ENT tfüT ALLOV/ED 
b 
OROER I S SORT ED BY END INDEX-b lt~DEX. 
ASCENDING b 
DUPLI CATED ARE NOT ALLOWEC 
JAB-4.6 Représentation logique d'un identifiant 
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1 
4.2 POSSIBILITE ET RESTRICTION DE. MODIFICATION 
DES STRUCTURES DES DONNEES 
Dans cette section nous nous reporterons aux manuels pour 
observer les possibilités et les restrictions des changements des 
structures des données par rapport aux programmes d'application. 
Le résultat est r,eprésenté. dans le T AB-4.7: 
type de possibilité et restricti on 
changement DBMS PDB 
ajouter un Oui. L'item ajouté doit suivre les Oui item items existants dans l'ordre 
ajouter un Oui. Le nouveau record doit suivre 
type d'entité les records existants dans l'ordre . Oui 
ajouter une Oui. La définition du set ajouté doit 
association 
entre deux être définie après la définition de Oui 
tvoes entité sets existants 
régles de sup~ On ne peut pas supprimer les On peut supprimer I es 
des inform. définitions de records, items, sets, définitions de relations 
du schéma de AREA, ou clé d'accès du schéma et et des FIELDS. Même les 
-la BD du STORAGE_SCHEMA. vues et les index. 
rég les de mod . - L'ordre d'un set en mode SORTED On peut changer un field 
des inform. ne peut être changé. Les autres qui est défini dans un 
du schéma de sont permis. index ou une vul?; 
la BD - On peut changer 1 e PLACEMHJT on ne pe1Jt ni changer ni 
d'un set dans le STORAGLSHEMA ajouter un V.l.LID IF dans 
1Jn field 
changer un Possible. Mais affecte le progr. 
item en une d'application. Oui 
clé d'accès 
JAB-4.7 Les possipi lités de changement des structures 
des données 
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4.3 COMPTAGE SIMPLE DU DEGRE ALGORITHMIQUE DES 
PROGRAMMES 
Selon les paramètres à mesurer (voir 2.2.3), cette session de 
mesures consiste en un comptage simple des valeurs à partir des 
programmes d'application qui sont déjà codés et de leurs algorithmes 
conformes. 
,A. titre d'exemple,, nous dév_eloppons l'algorithme prédicatif de 
l'application 8 (voir le point 3.3.4) en deux algorithmes conformes et en 
deux programmes exécutables. 
4.3. l Au niveau de l'algorithme conforme 
Nous développons d'abord l'algorithme prédicatif ff1 
algorithmes conformes. 
input ( XORIGINE) ; 
for A:= AUTEUR do 
if ORIGINE( : A ) = XORIGI NE then 
for OU := OUVAUT ( AO : A ) do 
for O := OUVRAGE ( 00: OU ) do 





ALG-4. 1 Algorithme de l'application 8 conforme à DBMS 
input ( XORIGINE) ; 
for O := OUVRAGE ( : NUMOU in NUMOU ( : OUVAUT ( : NUMAU 
in NUMAU ( : AUTEUR ( : ORIGINE = 
XORIGINE)) ) ) ) do 
print O ; 
endfor ; 
ALG-4.2 Algorithme de l'aoolication 8 conforme à RDB 
11 est f ac1 le de se rendre compte qu'il y a 4 structures "1f" et 
"for" CNSIFOR) dans l'ALG-4.1 et qu'il n'y en a qu'une dans l'ALG-4.2. 
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4.3.2 Au niveau du programme exécutable 
Nous allons maintenant développer cet t e application en deux 
programmes exécutables: 
a) En DBMS 
WORKIMG-STORAGE,SECTION. 
01 Flt~-SET PIC9. 
01 TROUVE PIC 9. 
01 1 PIC 9. 
PROCEDURE DIVISION. 
100-BEGIN. 
1 READY FOUY FAUTEUR PROTECTED RETRIEVAL. ( 1 ) 
2 PERFORM TROUVE-AU. 
3 COMMIT. ( 2 ) 
4 STOP RUN 
TROUVE-AU. 
5 FETCH FIRST AUTEUR WITHIN SYSTAUTEUR. ( 3 ) 
. 6 IF ORIGINE OF AUTEUR= "NAMUR" 
PERFORM FET-OUVAUT. 
7 MOYE O TO TROUVE. 




10 FETCH FIRST OUYAUT WITHIN AO. ( 4) 
11 PERFORM FET-OU. 
12 MOYE O TO FIN-SET. 
13 PERFORM NEXT-OUVAUT THRU NEXT-EXIT UNTIL FIN-SET= 1. 
NEXT -OUVAUT. 
14 FETCH NEXT OUVAUT WITHIN AO AT END ( 5 ) 
15 MOYE 1 TO FIN-SET 
16 GO TO NEXT-EXIT. 




19 FETCH OWNER WITHIN 00. ( 6 ) 
20 DISPLAY NUMOU, TITRE, ANNEE, EDITEUR . 
. - . . . 
PRG-4.1 Programme/DBMS/COB de raoolication 8 
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B) En ROB: 
WORKING-STORAGE SECTION. 
01 1 PIC 9. 
01 NUMOU 1 PIC 9. 
01 TITREl PICX(30). 
01 ANNEEl · PICX(4). 




1 &RDB& START-TRANSACTION 
2 PERFORM BIBLIO. 
3 &RDB& COMMIT 
4 &RDB& FINISH 
S STOP RUN. 
BIBLIO. 
( 1 ) 
( 2 ) 
( 3 ) 












0 IN OUVRAGE CROSS OUI~~ OUYAUT WITH 
A.ORGINE = "NAMUR" 
OU.NUMAU = A.NUMAU AND 
O.NUMOU = OU.NUMOU 
GET NUMOU 1 = O.NUMOU; ( S ) 
TITRE! =0.TITRE; 
ANNEE 1 = O.ANNEE; 
EDITEUR 1 = O.EDITEUR 
END-GET 
DISLAY NUMOU 1, TITRE 1, ANNEE 1, EDITEUR 1 
END-FOR. 
PRG-4 2 Programme/ROB/COB de l'application 8 
Dans les programmes cl-dessus, nous marquons un chiffre à 
gauche de chaque instruction exécutable. Donc, le nombre total 
d'instructions exécutables est de 20 pour le PR0-4.1 et de 8 pour le 
PRG-4.2. 
Nous marquons un chiffre dans la paranthèse à droite de chaq1Je 
instruction de DML. 11 est clair que le nombre d'instructions de Dl'"'ll est 
de 6 pour le PRG-4. 1 et de 5 pour le PR0-4.2. 
Quand au nombre de déclarations spécifiques de zone de 
données (NDZDS) dans les programmes, nous le comptons dans le 
"WORKING-STORAGE SECTION" de chaque programme. On en compte 3 
pour le PRG-4. 1 et 5 pour le PRG-4.2. 
Les résultats de cette session de mesures se trouvent dans le 
TAB-4.8. 
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numéro NSIFOR NDZDS t~TIE 
d'appl ic DBMS ROB DBM~ ROB DBl"IS ROB 
1 1 1 2 2 14 10 
2 1 1 4 5 12 13 
3 2 1 2 5 15 11 
4 2 1 2 5 14 11 
5 2 1 1) s . 16 11 .... 
6 1 1 2 5 19 1 1 
7 3 1 ? 5 19 12 
8 4 1 3 5 26 12 
9 9 -, 5 7 51 33 ..) 
10 8 8 8 19 56 19 
11 8 8 8 19 58 19 
12 8 8 8 1q c:;P, 19 
13 8 8 8 19 58 l '::.l 
14 1 1 5 4 13 12 
15 1 1 5 4 14 12 
16 2 1 5 5 23 14 
17 0 2 5 6 24 22 L.. 
18 4 3 6 R 28 31 
19 10 7 18 22 42 38 
20 7 7 10 11 64 42 
21 3 1 3 5 25 19 
22 , 2 9 10 43 34 ..) 
23 3 4 8 8 29 16 
24 8 8 8 18 67 19 
JAB-4 8 Mesure du degré algorithmique 
où: 
t~INSû PRûP 
DBMS ROB DBMS P.DB 
3 4 0.21 t, d 
3 4 0.25 0.31 
4 s 0.27 0.45 
6 5 0.43 0.45 
6 5 0.38 0.45 
6 5 0.32 0.45 
6 6 01? os 
7 6 0.27 0.5 
11 -, 0.23 0.21 I 
15 15 0.27 0.79 
14 15 0.24 0.79 
14 15 0.24 0.ï9 
14 15 0.24 0.79 
4 4 0.31 û.33 
4 5 0.29 0.42 
7 6 0.30 0.43 
6 4 0 ?c; 0.18 
10 19 () ,F- 0.61 
8 g 0.19 0.23 
18 16 0.28 0.33 
9 7 0.36 0.37 
10 9 0.23 0.26 
9 8 0.31 0.5 
15 15 0.22 0.77 
NSIFOR: Nombre de structures de "IF" et "FOR" dans l'algorithme 
conf orme; 
NDZDS: Nombre d~ déclarations spécifiques de zone de données 
dans le programme/COB; · . 
NTIE: Nombre total d'instructions exécutables d'un programml?; 
· NI NSD: Nombre d'instructions de Df1L; 
PROP: = NINSD / NTIE 
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Deuxième partie: L'ASPECT TECHNIQUE 
4.4 MESURE DES PERFORMANCES 
4.4. 1 L'observat1on des performances 
a) Méthode 
Dans notre cas,'' la métnode utilisée pour mesurer les 
performances est essentiellement basée sur 1 es deux procédures 
offertes par la 1 ibrairie (RUN-Tl ME-LI BRARY) de VAX/VMS: 
LIB$1NIT_TIMER : qui initialise le comptage; 
LIB$SHOW_TIMER: qui stoppe le comptaae et aff1che les 
v 
résultats. 
Ces deux procédures (voir les progr ammes à l'annexe-4), 
appelées de manière à encadrer la suite d'instructions (ou plus 
précisément la transaction) pour laquelle nous voulons mesurer les 
événements, permettent de disposer des statistiques suivantes: 
1) Temps réel écoulé ( ELAPSED TIME): correspond au tE-mps 
total défini au point 2.4.3. 
Format: hhhh:mm:ss.cc; 
2) Temps CPU (CPU TIME): correspond à overhead CPU entraîné 
défini au point 2.43; 
Format: idem; 
3) Comptage des opérations d'E/S directes: correspond au 
nombre d'accès au disque; 
Format: nnnn; 
4) Comptage des défauts de pages disque; 
Format: nnnn. 
Remarquons que, dans notre exper1ence, la plupart des 
applications à mesurer sont en mode de traitement · interactif et 
qu· e 11 es fonctionnent en temps partagé. 
La précision des mesures dépend du cr i tère suivant: 
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La performance d'un -programme interactif s'exprime le plus 
souvent en fonction de la moyenne du temps de son exéc1Jtion. 11 est 
clair que quand le processeur est partagé (en effet, le VAX/ 8600 ayant 
un processeur unique est fort partagé), la mesure du temps d'exécution 
du programme est insuffisante. Le mécanisme de tranche de temps et le 
temps utilisé pour l'OS lui-même expliquent les différences übservh·s. 
Nous nous attendons cependant à des temps re lativement stables. 
D'une manière générale, nous déc idons que: 
- pour chaque programme, nous réaliserons les exécutions des 
programmes dans une situation mono-utilisateur. C'est-à-di re que les 
mesures se font le soir ou pendant les weekends dans notre 
environnement univers1ta1re; 
- pour pratiquement toutes les mesures d'un même programme, 
nous réaliserons d'une façon généra le 5 exécutions d'un même 
programme. Nous allons alors calculer la moyenne du temps CPU et du 
temps total écoulé lors de ces 5 exécutions. 
- en ce qui concerne les programmes (vus comme des 
transactions) d'applications de type CONSULTATION ou MISE A JOUR, 
ELEMENTAIRE ou MOYENNEMENT COMPLEX, TRANSACTIONNEL et PAR CLE, 
nous les programmons de la façon suivante: 
• 1 • -
' 
for B:= BI BLIO do 
INIT_TIMER; 








Où i, n: integer; 
n: no'mbre de fois prédéfini pour répéter la transaction . 
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·, \ 
Ceci est fait dans le but d'obtenir les temps signific3tifs de 
l'ordre des secondes. 
pour les autres types d'applicat ions, les programmes 
fonctionnant avec les SGBD différents ne s'exécutent qu·une seule fois 
de la façon suivante: 
for B := BIBLIO do 
be'gin 
INIT_TIMER: 
. b) Résultats 




endf or . 
Les resultats de cette session de mesures se trouvent dans le 
TAB-4.9 et le TAB-4.10 pour les BD de taille réduite et le TAB-4.11 et 
le T AB-4. 12 pour les BD de grande tai 1 le. 
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NOM DE NERE TEî1PS TEî1PS Nû!YIBRE 
PROGRAl"I TOTAL CPU · 
APPLI 1 10 27.75 22.96 
APPLI 2 100 2.39 1.21 
APPLI 3 1 4.07 2.40 
A.PPLI 4 1 5.0 1 .. .. 3.46 1 
APPLI 5 1 5.24 3.46 
.i\PPLI 6 50 3 ·88 J 2.40 
APPLI 7 50 4. 13 2.43 
APPLI 8 10 0 ()~ 7 17 
APPLI 9 1 2.52 1.43 
APPLI l 0 50 3.90 2.71 
APPLI 11 50 R T·~ Fi c:;c:; 
APPLI 12 50 2.80 8.59 
APPLI 13 50 3.15 2.03 
APPLI 14 50 17.64 1.65 
APPLI 15 50 17.90 1.62 
APPLI 16 50 17.45 ?. 11 
.APPLI 17 50 30.57 4.66 
APPLI 18 50 4.47 0.75 
APPLI 19 50 54.87 15. 10 
APPLI 20 10 5.46 0.91 
APPLI 21 10 6.99 1.05 
APPLI 22 5 51 .64 20.53 
APPLI 23 1c:; C:., 77 1 n4 
APPLI 24 1 c:;4 ,f; ,? f;, 
APPLI 25 l 3:56.52 2: 16.20 
NERE: Nombre de répét i tions de la transaction 
pour une exécution du programme 
IAB-4.9 Performance des orogrammes/DBMS 
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NOM DE NERE TEMPS TEf·lPS 
PROGRAM .. TOTAL CPU 
APPLI 1 10 8.79 6.25 
APPLI 2 100 9.26 2.50 
.t\PPLI 3 1 . 3.99 1.70 
APPLI 4 1 , ,7.81 .. 2.28 
APPLI 5 1 7.86 2.4 1 
APPI I fi 50 19.94 11 .85 
APPLI 7 50 29.54 1 1.85 
APPLI 8 10 10.85 4.53 
APPLI 9 1 7.12 1.84 
APPLI 10 50 13.23 4.82 
APPLI 11 50 2:96.72 32.70 
APPLI 12 50 12.23 4.02 
APPLI 13 50 1:60.17 14. 11 
APPLI 14 50 19.07 2.65 
APPI 1 1~ 50 17 fiq 2.54 
APPLI 16 c;o 1:08.65 11 1) 
APPLI 17 50 24.87 4.15 
APPLI 18 50 1: 10.40 34.88 
APPLI 19 50 47.90 9.81 
t.PPI 1 ?O 10 7:02.50 2:50.38 
APPLI 21 10 12.07 2.17 
APPLI 22 5 L17; c;? 7.66 
APPLI 23 l '.:) 23.?0 -, 6"' I. L 
APPLI 24 l F- ·SR ~n Ll(\ 77 
APPLI 25 l 5:43.31 1 :26.46 
NERE: Nombre de répétitions de la transact10n -
pour une exécution du programme 
IAB-4. 1 o Performance des programme/ROB 
pour la BD de taille réduite 
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NOMBRE DEFÀUî] 
E/S DE PÀGE:b 
66 704.2 























762 1 1475.ô 
1 L1S() JF,Ll,~ 
5954 2331 
~ --------------------------------- ----~ 
NOM DE NERE TEf"lPS TEf1PS 
PROGRAM TOTAL CPU 
APPLI 1 1 2: 14.03 31.70 
APPLI 2 100 28.38 3.72 
APPLI 3 1 2: 17.15 32.17 
APPLI 4 1 ,2:26.58 44.45 
APPLI 5 1 2:26.39 4434 
APPI I fi 50 2.90 1.67 
APPLI 7 50 3.52 l.93 
APPLI 8 10 1:08.76 58.02 
APPLI 9 1 8.60 5.69 
APPLI 10 50 4.50 3.45 
AP PLI 1 1 50 q 11 7.37 
APPLI 12 50 3 ') 1 2.00 
APPLI 13 50 5.19 3.30 
APPLI 14 20 8.64 0.93 
APPI I lS 20 11.02 1.33 
APPLI 16 10 21 .37 2.19 
APPLI 17 20 43.06 4.73 
APPLI 18 3 4.58 0.76 
APPLI 19 5 23.33 3.54 
.6.PPI 1 ?O 1 6.69 1.3 1 
APPLI 21 10 1.83 0.40 
APPLI 22 2 14:05.64 1:57.25 
APPLI 23 15 1 · 18 fi4 7 O? 
APPLI 24 1 T·~•()? -Z.7 6:28.06 
APPLI 25 1 3:54:06.77 35:34.77 
NERE: Nombre de répétitions de .la transact ion 
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NOM DE ~~ERE TEr·lPS 1 Ei·JPS 
PROGRA.M . . TOTAL CPU 
APPLI 1 l SR 1R c; c; 11 
APPLI 2 100 15.37 3.50 
l•.PPLI 3 1 7.33 3.80 
,.\PPLI 4 l 1 8:55:65 45.55 
APPLI 5 1 22.61 15.13 
APPI I fi 50 6.55 2.49 
APPLI 7 50 2: 13.40 53.04 
APPLI 8 10 31.66 11.02 
APPLI 9 1 25.32 12.44 
APPLI 10 50 1:46.11 16.18 
APPI 1 11 50 5: 14.16 33.25 
APPLI 12 50 2:00.72 14.29 
APPLI 13 50 02:44.21 16.33 
APPLI 14 20 24.30 03.48 
APPI I lS 20 15.34 2.89 
APPLI 16 10 23.53 406 
.A.PPLI 17 20 47.59 6.12 
APPLI 18 3 16:15.16 2:31.92 
APPLI 19 5 44.53 7.10 
t.PPI 1 ?() 1 1 Q.")7 RF- 5:00.77 
APPLI 21 10 71.02 1.28 
APPLI 22 2 35:58.98 51.11 
APPLI 23 15 12:02.50 21.62 
APPLI 24 1 7: 17:00.73 14:7g_74 
APPLI 25 1 3:22:36.86 23: 14.85 
NERE: Nombre de répétitions de la trasaction 
pour une exécutin du programme 
JAB-4 12 Performance des programmes/ROB 
pour 1 a BD de grande taille 
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N(.J!"l8Pt 1 ûEF r-\lff S 1 




322 949 1 ! 
84 1002i 
.3859 - 1 .120 1 
1 
130 4073 1 
167 688 









1135 1 1397 1 1 
5-0 j~ i 889 _j 
446 1 941 l 1 
-, 
522 1043 -1 
ô7ï 1264 1 
14049 1478 1 1 
--' 
1101_1_ 1 cc:;-, 1 J..) 1 1 
~ 
1717(\ ") 1 ")Q 1 
1 
65 l l 12J 
9240 1247 1 
")C::C,.. 
LJJO 1802 1 
goos7 1626 1 
1Sï565 2341 1 
NOM DE ~~ERE TEMPS TEf1PS 
PROGRAM TOTAL CPU 
APPI 1 4 l 20.62 15. 16 
APPLI 5 1 8.46 5.62 
'APPLI 6 50 23.05 13.96 
APPLI 7 50 J9,26 -- 22.72 
APPLI 8 10 13.05 5.40 
NERE: Nombre de répétitions de la .transaction 








FI GURE-4. J Obis Performance des programmes/ROB 
avec optimisation explicite 
NOM DE NERE TEMPS TEMPS 
PROGRAM TOTAL CPU 
APPI 1 4 1 l :05:52.55 3: 16.45 
APPLl 5 1 56.85 50.31 
APPLI 6 50 7.25 2.91 
APPLI 7 50 2: 14.88 55.70 
.A.PPLI 8 10 28.70 11.48 
NERE: Nombre de répétitions de la transaction 








IAB-4. J 2bis Performance des programmes/ROB 
avec optimisation explicite 
4.4.2 Le calcul de l'efficacité des programmes 














Les paramètres NRS, NRL, et NRP (voir 2.4.3) sont utilisés pour 
mesurer l'efficacité du • programme d'application. Malheureusement, . 
nous ne pouvons pas obtenir directement les valeurs de ces paramètres 
avec l'observation simple. 11 nous faut tenir compte de la stratégie 
d'accès aux données du programme, ut i 1 iser certains paramètres 
intermédiaires et faire quelques calculs. 
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a) LRE (efficacité du programme -en termes de re•:0rtjs 
logiques): 
D'après la nature des applications et de la définition de LRE. 
nous ne choisissons qu'une partie de nos applications pour mesurer ce 
point. Les raisons-en sont les suivantes: 
' D'une part par exe'mple, si dans l'application 1 on tend 3 lister 
tous les numéros d'OUVRAGE, il est évident que NRS et f\lP.L pour les 
deux programmes fonctionnant avec les SGBDs diHèrents sont 
identiques et que leur LRE est égal à une unité. 
D'autre part, nous remarquons dans l'annexe-1 que t~unou 
d'OUVRAGE en DBMS est une clé calculée, tandis que NUMOU d'OUVRAGE 
en ROB est une clé i.ndéxée. Il est clair que selon cette définition 
d'efficacité, un programme qui manipule les données dans la BD en 
utilisant la clé calculée est plus efficace. Par exemple, nous avons 
une application "Etant donné un numéro d'OUVRAGE, fournir son titre··. 
Avec la clé calculée, le programme DBt"lS/COBOL de cette application 
trouvera immédiatement l'endroit où est le record ayant le nurnérn 
donné, tandis que le programme ROB/COBOL doit tout d'abord faire 
référence aux index et trouvera ensuite les données désirées. 
L'analyse ci-dessus exige que nous choissions dans nos 
applications certains types. Nous décidons de prendre les app 1 ications 
3, 6, 8, 9, 15, 17, 21. Les résultats se trouvent dans le T AB-4.13. 
nom de DBMS ROB program. 
app113 0.025 0.025 
app li6 0.36 0.002 
appli8 0.008 0.008 
appli9 0.037 0.002 
appli 15 0.25 0.25 
appli 17 0.5 0.5 
appli21 0.14 0.25 
JAB-4.13 Efficacité du orogramme LRE 
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b) PRE (efficacité du progr3mme en termes de records 
physiques): 
La mesure sur ce point ne peut se faire qu'après qui: 
l'observation du point 4.4. l ait été réalisée. En effet, pour calculer ië 
NAP (nombre total de records physiques accédés), il faut disposer Ju 
nombre d'opérations E/S. Grâce à cet exemple nous avons remarqué qu'il 
faudrait aussi considér~r l'ordre_ dans le temps des sessions de 
mesures, lorsqu'un ensemble de mesures es t commencé. 




OBMS ROB program. program. 
appli l 0.002 0.007 appli 13 0.015 1.40 
appli2 0.0002 2.19 appli 14 6.82 5.86 
app li3 0.8 2 appli l 5 6.56 5.94 
appli4 0.023 0.063 appli 16 3.25 13.14 
appliS 0.022 0.06 appli 17 1.06 0.9 
appli6 0.085 0.78 appli 18 0. 12 0.82 
appli7 0.085 0.8 appli 19 2.70 2.57 1 1 
appli8 0.5 1.95 appli20 0.96 5.07 
appli9 13 70 appli21 5.55 9.4 
appli 10 0.016 0.23 app 1122 1.43 0.89 
appli 11 0.005 0.44 appli23 0.78 7.62 
appli 12 0.016 0.22 appli24 - -
JAB-4 J 4 Efficacité des programmes PRE 
4. 5 MESURE DU VOLUME ET DU TAUX DE REMPLI SS AGE 
Après la création de la BD nous poursuivrons cette session de 
mesures. Les valeurs de volume et du taux de remplissage de la BD 
seront collectées à liaide d'utilitaires de chaque SGBD: 
Dans _le VAX DBMS on dispose de l'instruction: 
$> DBO/ ANALYZE . 
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El le nous donne une vue physique de notre base de données. Les 
sorties de cette instruction montrent comment la base de données 
utilise l'espace disponible. Elle montre aussi' le taux de remplissage 
des pages de stockage. Les autres paramètres sont utiles pour le DBA 
Dans le RDB/VMS on a lïnstruction: 
rdo> ANAL YZE OPTIONS ( PAGES, RELATIONS OU I NDEXS) . 
" ._· · 
Cette instruction nous donne une image de la BD qui a la ferme 
et la signification des sorties à peu près équivalentes à celles des \//:,,.X 
DBMS. 
. Les résultats sont chiffrés au TAB-4.15 et î AB-4. 16 pour les 
BD de taille réduite et TAB-4.17 et TAB-4.18 pour celles de grande 
taille. 
type occurrences osrv15 ROB 
d'article d'article ( bytes) (bytes) 
AUTEUR 501 33234 14529 
OUVRAGE 1001 105484 33033 
OUVAUT 1950 55848 25350 
MCOUV 1950 109377 3900 
EXEMPLAIRE 2100 76517 39900 
EMPRUNTEUR 100 9054 2900 
EMPRUNT 81 2590 1377 
ENPRUNT-ARCH 280 10314 5880 
JAB-4. 15 Volume des fichiers des BD de taille réduite 
DBr'-15 ROB 
AREA volume( pages taux de remp. 1olume( pages) taux ae remp. 
FAUTEUR 200 56% 
FOUV 300 79% 
FEXEf-1 200 53% 2052 
FEMPR 200 13% 
TOTAL 900 50.2% 
TAB-4.16 Volume et taux de remplissage des BD 
de taille réduite 
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68% 
type occurrences DBr·1s ROB 
d'article d'article ( bytesJ r.bytes.l 
AUTEUR 3000 251235 93029 
OUVRAGE 10000 761208 350034 
OUVAUT 14650 441715 . 249029 
MCOUV 14650 856483 322300 
' 
EXEMPLAIRE 25860 1004497 594773 
EMPRUNTEUR 300 26479 9298 
EMPRUNT 200 7063 4221 
ENPRUNT-ARCH 2000 78516 49922 
TAB-4 J s Vol urne des fi chi ers des BD de grande tai 11 e 
DBMS ROB 
AREA volume( pages taux de remp. rvolume( pages) taux de remp. 
FAUTEUR 900 88% 
FOUV 2100 91% 
FEXEM 1600 89% 8028 
FEMPR 400 32% 
TOT,Â.L 5000 77.5% 
IAB-4.16 Volume et taux de remplissage des BD 




ANALYSE ET COMPARAISON DES RESULTATS 
L'objectif de ce chapitre est d'exploiter les résultats obtenus 
au chapitre précédent et d'aider le lecteur dans l'utilisation des 
résultats et, si nécessaire, dans la définition de nouveaux résultats 
permettant de prendre une décision. 
,, 
première partie: L'ASPECT LOGIQUE 
5. 1 PUISSANCE DU MODELE DE DONNEES 
1) A partir . des représentations graphiques et logiques 
étudiées dans la section 4.1, il est évident que le modèle DBMS semble 
plus complexe. En effet, pour modéliser les données il faut disposer 
des concepts de type record, de type set ( 1 iai son entre deux types de 
record) et d'item, tandis qu'en ROB, la forme de representat1on des 
données est très simple. 11 surfit de disposer des concepts de relation 
C tableau) et d'attribut. 
La complexité de la structure de données en SGBD CODASYL 
implique une complexité du DML. Pour un programmeur d'application de 
BD, il faut tenir compte des concepts de clé de la BD, d'occurrence d'un 
type de record, d'occurrence d'un set, d'OWNER records et MEMBER 
records, de courant d'un type de record, de courant d'un type de set etc 
(cfr. VAX-11 COBOL USER GUIDER). Au contraire, en ROB, aucun de ces 
concepts n'est vu par les utilisateurs. 
2) A propos des représentations logiques, nous remarquons 
qu'en DBMS les utilisateurs (du moins ceux qui veulent stocker des 
données dans la BD) sont obligés d'avoir connaissance de la localisation 
de chaque type de record. Ceci est dû à la clause WITHIN qui apparaH 
dans le texte du schéma et l'instruction STORE qui a la forme suivante: 
STORE nom-record WITHIN nom-area. 
- ., 
Il n'y a aucùne description concernant la localisation de 
données dans la représentation logique de ROB. 
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3) Du point de vue de la représentation physique, en RD8, la 
définition de la clé d'accès est, en effet, une option. Le DB.A. P'.:'Jt 
définir selon les besoins, par exemple, la perf.ormance, les clé ct·accès 
pour certaines relations dans le texte du schéma de la BD. l"la1s 
ut i 1 isateurs et programmeurs peuvent complètement ignorer· ces clés 
d'accès prédéfinies quand ils manipulent les données de la BD. Lë ROB 
dispose d'un "optimiser" qui offre la stratégie d'accès optimale selon 
les prédéfinitions des clés d'accès. 
Prenons un exemple contraire dans le DBMS. Supposons qu'on 
ait une app I icat ion transactionne 1 le "Etant donné un numéro d'auteur, 
fournir son origine." et que DBA ait défini une clé indexée sur le numéro 
d'auteur NUMAU. Un programmeur commence à coder cette application 
en COBOL. Mais il ignore complètement le NUMAU qui est une clé d'accès 
et programme de la façon suivante: 
1 NPUT ( XNUMAU ). 
MOVE O TO TROUV-AUT. 
MOVE O TO FIN-SET. 
FIND FIRST AUTEUR WITHIN SYSTAUTEUR. 
1 F NUMAU OF AUTEUR = XNUMAU 
l"lOVE I TO TROUV-AUT 
ELSE 
PERFORM FINO-NEXT-AUT U~ffll 
FIN-SET= 1 OR TROUV-AUT = 1. 
séquence d'instructions. 
FIND-NEXT-AUT. 
FIND NEXT AUTEUR WITHIN SYSTAUTEUR 
AT END MOVE 1 TO FIN-SET. 
1 F NUMAU OF AUTEUR = XNUMAU 
MOVE 1 TO TROUV-AUT. 
Nous pouvons imaginer qu'il y aura une dégradation très forte 
de 1 a performance si AUTEUR contient des mi 11 ions de records. Le SGBD 
doit parcourir en moyenne un demi-million de records pour trouver le 
record désiré. 
La façon correcte de programmer est la suivante: 
INPUT (XNUMAU). 
MO VE XNUMAU TO NUMAU OF AUTEUR. 
FIND FIRST AUTEUR WITHIN SYST AUTEUR USING NUMAU. 
séquence d' i nstruct i ans. 
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4) Nous remarquons que les deux modèles sont capables de 
représenter les concepts fondamentaux · de l'E/ A. DBMS possède la 
capacité de représenter effectivement les associations complexes (par 
exemple, associations de type "many-to-many") sans introduire ae 
redondances de données <voir figure-4. 1 et f igure-4.3 ). Prenons pélr 
exemple un type d'association entre deux types d'entité avec la 
cardinalité N-N. Certains auteurs considèrent que l'introduction J'un 
nouveau type de record est peu naturelle [DELO . 82]. Certains pensent 
qu'une association "many-to-many" doit contenir certaines 
informations à propos de' l'associ·ation elle-même [ROBE 71]. P0·~r 
1'assoc1at1on N-N, supposons un programme d'application q1J1 ,.,a 
modifier un identifiant de X (voir la figure-4.1 ). En OBMS, on trouve le 
record x et on le modifie tout simplement. En ROB. il faut non 
seulement modifier la valeur de l'identifiant de la relation X mais auss •i 
la(es) valeur(s) d'identifiant de la relation XY. 11 s'agit du même 
problème que pour la suppression d'un identifiant de x. 
5) En ce qui concerne la représentation d'un identifiant d'un 
type d'article (voir T AB-4.6), deux choses sont à noter: 
La première est qu·en DBMS, il n·y a pas moyen de définir un 
identifiant qui soit une clé calculée. Nous avons montré au point 4.4.2, 
que l'utilisation d'une clé calculée est plus efficace que l'utilisation de 
la clé indexée. Ceci signfie qu'il faut faire un compromis dans son 
choix, entre, soit la performance des programmes, soit l'intégrité de la 
BD. 
La seconde concerne la puissance du modèle. Lorsqu;un 
identifiant ne peut être défini que comme une clé indexée dans les deux 
SGBD, nous pouvons comparer la puissance du modèle en posant la 
question suivante: 
Supposons qu'on veuille imposer une contrainte d'intégrité sur 
chaque type d'article de la BD, le modèle peut-t-il réaliser cette 
contrainte dans toutes les circonstances ? 
La réponse est positive pour ROB et négative pour DBMS. t~ous 
l'expliquons dans ce qui suit. 
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Regardons le schéma-3. Nous remarquons que le type de record 
OUVAUT du schéma est à l'origine d'un type d'association "many-to-
many" entre type d'article OUVRAGE et AUTEUR En eHet, DBMS ne peut 
pas réaliser l'i dent if icat ion de ce type de record. Normalement il doit 
être identifié par les sets 00 et AO. Lorsqu'i 1 n·a pas d'item. 
l'ut i 1 isateur ne peut pas établir l'un ici té des records OU VAUT. 
Dans 1 es 1 imites de nos moyens, nous pouvons réaliser la 
contrainte en introduisant des données redondantes. Par exemple, 
définissons deux items NUMOU et ·· NUMA.U pour OUV ,A,UT. L' 1Jnicité des 
sets 00 et AO peuvt alors être établi sur ces items. Puis nous 
définissons une clause DUPLICATES ARE NOT ALLûWED sur ces sets. 
OU VAUT peut par conséquent. être ide nt i r ié. 
Notons qu'un auteur a écrit 8 ouvrages au plus. Si l'on définit 
les index sur les sets 00 et AO, il n'est évidemment pas économique du 
point de vue de la place du disque et de la perf ormance. 
En revanche, dans le cas d'R.DB, gràce à l'unirormité d'?<: 
définitions des données, il n·y a pas de problème pour garantir l'unicité 
d·un type de record (relation). A la limite, l'ensemble des items de ia 
relation peut jouer le rôle d'identifiant. 
5.2 INDEPENDANCE DE PROGRAMMES PAR RAPPORT 
AU CHANGEMENT DE LA STRUCTURE DES DONNEES 
Nous allons maintenant comparer l'indépendance de données 
offerte par les SGBD différents en faisant référence au T AB-4.6. 
5.2. 1 En DBMS 
Un utilisateur peut définir sa vue comme un sous-schéma. Ce 
sous-schéma doit être limité à un sous-ensemble du schéma de la BD. 
C'est-à-dire que ce que l'on définit dans le sous-schéma (les types de 
record, les types de set et les items) doit se trouver dans le texte du 
schéma de la BD. Bien que cette restriction soit gênante pour certaines 
applications, par exemple renommer (changer) le nom d'un type de 
record, d'un 1 tem etc., il n·a aucun impact sur les programmes 
d'application dans le cas où l'on ajoute un type de record, un item, un 
set (voir TAB-4.7) dans le schéma. De toute façon, la BD peut s'agrandir 
au cours du temps sans ~f.fecter les programmes d'application. 
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~Jotons que pour atteindre un degré d'indépend3nce de haut 
niveau, le SGBD doit offrir des composants virtuels d'ob Jets afin de 
raire un "mapping" entre le schema et sous-schéma (W.AGH 751. DBMS 
actuel n'offre pas cette facilité . 
Nous avons vu dans les points 4. 1 et 5.1 qu'une partie 
concernant l'indépendance physique a été déjà évoquée et nous avons 
remarqué que le DBMS est plutôt faible sur ce plan. Ceci peut 
s'expliquer par les faits suivants: 
~ 
Le programmeur doit rendre compte du mécanisme de cle 
d'accès (CALC, CHAIN, ou INDEX) de chaque type de record, de l' AREA où 
les records sont stockés, de la méthode de représentation d'association 
entre types de record et des caractéristiques de set. En plus, lorsque 
les définitions de clé d'accès doivent être connues par l'utilisateur, si 
celui-ci les utilise dans ses programmes, la modification des 
définitions de clés d'accès dans le schéma entraîne inévitablement la 
modification des programmes. 
· En effet, du côté du SGBD lui-même, la possibilité de 
changement du mode d'une clé d'accès est très limitée. Par exemple, 
pour définir une clé indexée d'un type de record en DBMS , il faut d'abord 
définir le type de set où le type de record est MEMBER, comme un sêt 
trié (SORTED) dans le schéma. Donc, si l'on veut changer le mode de la 
clé, par exemple, d'une clé indexée en une clé calculée, il est 
impossible de le faire sans recompiler le schéma. Par conséquent, une 
fois que le schéma est recompilé, les programmes d'appl1cat1on 
existants, eux aussi, doivent l'être obligatoirement. 
Le cas contraire est permis, c'est-à-dire la transformation 
d'un item en une clé calculée. C'est une flexibilité offerte par DBMS. 
Mais, signalons que, dans ce cas-ci, cela a un impact sur le programme 
d'application (voir exemple de 5.1 ). 
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5.2.2 En ROB 
Une capacité remarquab 1 e du SGBO RELATIONNEL ROB est de 
définir une vue (VIEW) qui est elle-même une relation. Cette vue n·est 
pas obligatoirement définie dans le texte du schéma de la BD. Elle peut 
être beaucoup plus générale. Par exemple, elle peut être une jùinture de 
deux relations du schéma de la BD. En général un sous-schéma est 
constitué de ces types de record "virtuels" qui peuvent être défin is par 
de vrais types de record dans le scr,éma de la BD. Prenons une 
application de notre système d'informati on B1BLIOTHE0'~1~ "F01Jrn i r 1J;)~ 
l iste des informations des OUVRAGES qui ont au moins un exemplaire·· 
Pour celle-c i , nous pouvons définir une vue comme sui t: 
DEFI NE VIEW EXEMPLAIRE-COMPUTE OF 







Où: L'EXEMPLAIRE-COMPUTE s'appelle le type de record "virtuel" 
et l'EXEMPLAIRE et J'OUVRAGE les vrais types de record. 
Grâce à cette capacité, nous pouvons dynamiquement défin ir 
les associations entre les relations du schéma et facilement aJouter un 
domaine dans une relation ou une relation dans le schéma sans ar'fecter 
les programmes d'application. 
Notons qu' il est difficile de supporter les opérations de mise 
à jour d'une vue sur les records stockés dans la BD [DELO 32]. ROS ne le 
supporte pas non pl us. 
En ce qui concerne l'indépendance physique, ROB offre une 
grande flexibilité pour implanter les relations et les domaines et 
changer le mode d'accès. Lorsque le programmeur d'application de BD ne 
voit pas les chemins d'accès et ne doit pas avoir une conscience de la 
localisation des données, tous les changements de la structure de 
stockage des données sont supportés. 
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11 est à noter qu'RDB ne gère pas la no t ion de version de la BD. 
C'est-à-dire que, bien que l'on modifie les obje ts du schéma conceptuel 
et que l'on doive ensuite recompi 1er le schema de la BD, les 
programmes qui utilisent des objets qui n'ont pas été modifiés peuvent 
fonctionner tout de suite sans être recompilés après la création de la 
novelle BD. 
5.3 EVALUATION DU DEGRE ALGORITHMIQUE 
I 
Le tableau TAB-4.8 donne les résultats des mesures du degre 
algorithmique des programmes. Il ne s'agit que d'une expérience de 
mesure quantitative. 11 faut les interpréter en relevant certains 
facteurs qui affectent la procéduralité des programmes d'application. 
Nous reprenons l'exemple développé dans la section 4.3. Nous 
l'analysons aussi à deux niveau. 
5.3. 1 Au niveau de l'algorithme conf orme: 
Au vu de l'ALG-4. l et l'ALG-4.2_, nous observons que: 
- lors du premier pas de transformation- de l'algorithme 
prédicatif en algorithmes conformes, la st ructure de l'algorithme 
conforme à DBMS devient déjà plus complexe: une structure "FOR" dans 
l'algorithme prédicatif est divisé en quatre structures "FOR" et "IF", 
tandis que l'algorithme conforme à ROB n'en contient qu'une seule. 
Ceci vient des faits suivants: 
- l'origine d'AUTEUR n'est pas une clé d'accès. La condition pour 
obtenir l'objet désiré n'est ni évaluable ni développab le. DBMS n'of fre 
pas de facilité d'accès par filtre. Il faut donc avoir recours au 
connecteur booléen .. 1 F". 
- dans le schéma-3 nous voyons que pour obtenir l'objet désiré 
(ouvrage et auteur) il faut passer le set AO, le type de record OUVAUT 
et l'autre set 00. Nous regardons le schéma-4 dans lequel aucun chemin 
n'apparaît. Ce sont les domaines en commun qui font la liaison entre les 
types d'entité. Mathématiquement, le ROB peut réaliser le "for·· dans les 
algorithmes_ prédicatifs ~ans le développer ni le décomposer. 
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Dans la section 5.1, nous avons implicitement fait rem3rquer 
que le domaine en commun pour le modèle relationnel introduit d9s 
donnees redondantes. Du point de vue la procedura lite, est-ce que ce 
concept de domaine est "naturel"? Que pense l'utilisateur lu1-:-mëme-? 
5.3.2 Au niveau du programme exécut able 
Au vu des programmes ALG-4. 1 et ALG-4.2, nous rem3rquons 
" ... 
que: 
- dans le PRG-4.1, un "for" dans l'algorithme conforme ALG-4. 1 
est divisé en deux instructions de DML FETCH FIRST ... et FETCH NEXT .. .. 
Ceci revient à considérer la logique adaptée par les SGBD pour accéder 
aux données de la BD: 
Le SGBD CODASYL ne permet que l'accès au niveau logique "one-
record-at-a-time" . Donc, pour parcourir un fichier (un type de record) 
de la BD, il faut d'abord positionner le premier record du fichier (FETCH 
FIRST), puis faire une boucle (PERFORM ... UNTIU, afin d'accéder aux 
autres records CFETCH NEXT) jusqu'à la fin du fichier. 
Nous voyons que le résultat de ce genre de logique est 
véritablement d'augmenter le code source du programme et que le 
programmeur doit programmer d'une manière très explicite pour 
manipuler les données de la BD. 
Au vu du PRG-4.2, lorsque le SGBO RELATIONNEL permet la 
logique dite "rnulti-records-at-a-tirne", le pr-ograrnrne est dünc très 
concis. 
- dans la colonne NDZDS du tab-4, nous pou·✓ons nous 
apercevoir que le nombre de déclarations spécifiques de zone de 
données dans les programmes/ROB/COB est plus élevé que dans les 
programmes/DBMS/COB. On peut étudier ce problème sous l'aspect de la 
compatibilité entre DML et COBOL. Nous voudrions dire en plus que si 
un DML n·est pas compatible avec le "hast" langage, il risque 
· d'augmenter le niveau procédural des programmes d'application. Nous 
illustrerons ceci à l;aide des quelques exemples suivants: 
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a) Dans le PRG-4.2, lorsque les objets du DML/RDB ne sont pas 
connus et ne peuvent pas être référencés dans l'environnement COBOL, 
il faut explicitement déclarer les variables ·interméd1a1res pour que 
l'utilisateur puisse obtenir les objets de la BD (voir WORKING-STORAGE 
SECTION et l' lnstruct1on GET dans le PRG-4.2). 
b) Un autre exemple montre que ROB n'a pas exp loi té une bonne 
structure de contrôle dans l'environnement COBOL, si bien que pour 
certaines applications/ROB le niveau "multi-records-at-a-time" doit 
1 . 
descendre au niveau "one!..record-at-a-time". Nous verrons po1Jrq1J0i e:: 
faisant référence au T AB-4.8 à ce méme moment: 
Nous nous sommes aperçu dans le T AB_4.8 qu·en ROB . ie 
nombre total d'instructions exécutables (NTIE) dans l'application 18 1::st 
plus grand que pour la même application en DBMS. 
En réalité, pour retirer un exemplaire (supposons qu'il existe), 
étant donné un numéro d'ouvrage, il faut d'abord vérifier que 
l'exemplaire à retirer est déjà prèté ou non. S'il est prête, alors on ne 
peut pas le retirer, sinon on le retire et on arrête le programme. A la 
sortie, on voudrait aussi savoir s' il y a un exemplaire qui a été 
vraiment supprimé. 
Nous commençons à programmer en COBOL de la façon suivante: 
&RDB& START-TRANSACTION. 
INPUT (XNUMOU). 
MOYE O TO UNE-SUPP-EFFECT. 
PERFORM BIBLIO THRU BIBLIO-EXIT. 
IF UNE-EUPP-EFFECT = 0 




&RDB& FOR EX IN EXEMPLAIRE WITH 
&RDB& EX.NUMOU = XtfüMOU 
&RDB& GET NUMEX 1 = EX.NUMEX END_GET 
MOYE 1 TO DELET -OK 
PERFORM YERIF-DEL-OK (* procédure qu1 a pour but de dOnner 
une valeur O à delet-ok si l'exemplaire 
n'est pas prèté*) 
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IF DELET-OK = 1 
PERFORM DELT-EX (* procedure qui supprime l'exemp laire *°J 
MOYE 1 TO UNE-SUPP-EFFECT 




PRG-5.3 Exemple · de programme de l'application 18 
En effet, les instructions IF et GO TO ne peuvent pas etre 
emboitées dans la boucle "FOR" du DML/RDB. Si on le fait comme dans le 
prg-5.3, la compilation va échouer. on est donc obligé de pr-ograrnmer en 
utilisant l'instruction ST ART-STREAM du DML qui accède à la BD de 
façon "one-record-at-a-time" (cfr. appli 18 en annex-4). 
11 est à noter que l'instruction FOR de DML/RDB ne tr3i te p2s 
certains cas exceptionnels, comme par exemple la fin d'une agr'?g3t ion. 
Cel a peut être très gênant dans I e cas où l'on veut vèri r 1er, p:::, r 
exemple, qu'un auteur existe ou non, étant donné son identifiant. Le 
programme avec l'instruction "FOR" parcourt la relation AUTEUR. S' ii y 
en a un, le programme franchit la boucle et passe à l'instruction 
suivante, sinon il continue à chercher jusqu'à la fin du f ichier AUTEUR. 
Après l'instruction FOR, on ne sait pas si l'objet a été trouvé ou non. 
Pour le savoir, il faut au moins ajouter deux instructions COBOL (voir 
la ligne 2 et la ligne 5 du programme suivant): 
INPUT CXNUMAU). 
2 MOVE O TO AUT-TROUVE. 
3 &ROB& FOR A IN AUTEUR WI TH 
4 &ROB& ANUMAU = XNUMAU 
5 MOVE 1 TO AUT-TROUVE 
6 &ROB& END-FOR 
7 instructions suivantes 
PRG-5 4 Exemole d'un orogr:amme 






rminons ce paragraphe en signalant que, lorsque toutes 
que nous avons faites ont pour objet de manipul1:r les 
BD, le DML a d'a1lleur le mèrne but, l::1 pr0p0rt11}n 
s le tab-4.8 montre d'une part la pu1ss_ance et d'autre 
uralité d'un DML. Cela veut di re que pour ce genre 
leurs programmes/COB doivent avoir lt moins 
OBOL possible, utilisées pour contrôler le processus de 
données de la 
NINSD/NTIE dan 




11 est C lair que le DML/RDB est beaucoup plus in téressant 3 ce 
e I e DML/ DBMS. point de vue qu 
deuxième partie: L'ASPECT TECHNIQUE 
RAISON DE LA PERFORMANCE 5.4 COMPA 
Notre a 
4. 12 pour les B 
nalyse se concentre sur les tableaux TAB-4.11 et T.A.B-
D de grande taille. Quant aux T AB-4.9 et T AB-4. 1 O pour 
réduite, nous ne ferons pas beaucoup de commentaires. 
faire la comparaison des résultats avec ceux des ïAB-
2. 
les BD de taille 
Le lecteur peut 
4. 1 1 et T AB-4. 1 
Pour m ieux comparer les résultats obtenus au point 4.4, nous 
e suivante, laquelle donne en détail les applications qui 
aux types d'applications. 












a cœs séquent. 
r clé pa 
seq.filtré 
numéros des applications 
1,2,3,4,5,6, 7,8,9, 10, 11, 12 , 13,24 
14, 15, 16, 17, 18, 19,20,21,22,23,25 
2,6,7,8,9, 14, 15, 16, 17, 18, 19,20,21 
1,3,4,5, 10, 11, 12, 13,22,23,24,25 
1,2,3, 14, 15, 16, 
4,5,6, 7,8, 17, 18, 19,22 
9, 10, 11, 12, 13,20,21,23,24,25 
1,4,5, 10, 11, 12, 13,24,25 
2,6,7,9, 14, 15, 16, 17, 18, 19,20,21,23 
· 3,8,22 
LISTE-5.1 Les numéros des applications et J eur typologie 
' 
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5.4.1 Temps d'exécution 
En général, le temps total écoulé des programmes d'appl1cat10n 
en DBMS est plus favorable qu'en ROB, bien qu'il y ait des variat ions à 
propos du temps CPU. 
Le fait s'explique par la quatrième colonne des tab-4.11 et 
tab-4.12. Nous voyons qu'en DBMS, les programmes produisent presque 
toujours mo ins d'opérations d'E/S (l'explication en sera donnée plus 
loin) par comparaison 3.v'ec les ·programmes/ PDB qu i et'f ect1Jent l '::' 
mème type d'appl1cat1on. Dans ce sens- là, si l'on cons1<:1ere que !e t emps 
total écoulé (temps de réponse) est un des indices les plus imponants 
de la performance pour des applications de nature interactive. on 
pourrait dire que le temps CPU dans les mesures de performêlncé ë-st 
moins significatif par rapport au temps des opérat ions d'E/S. C'est 
pourquoi on suppose souvent que les E/ S sont une cause majeure des 
goulots d'étranglements dans les SGBD [HAWT 79]. 
En comparant le T AB-4. 1 1 et T AB-4. 12, nous remarquons qu·11 
y a une dégradation très forte pour les programmes/OBIVIS des 
app 1 ications 1, 2, 3 et S. Nous avons cherché les causes de ceci et 
trouvé: 
- qu'il n'est pas adéquat de définir (nous avous défini) une clé 
calculée au type d'article OUVRAGE pour des applications qui lisent en 
une exécution, tous les records d'OUVRAGE, parce qu'avec la clè 
calculée, les records sont distribués partout sur le disque. Notons 
qu'une operation E/S contient plusieurs pages disque consécutives. 
Grâce à cet exemple, nous pouvons dire, de manière générale, qu'il ne 
faut pas définir une clé calculée pour les objets auxqueis les 
applicat ions de masse accèdent; 
- qu'il y a 75% de records d'OUVRAGE qui sont fragmentés lors 
du chargement des données dans la BD. 11 est normal que le programme 
produise plus d'E/S pour trouver un record qui est divisé en deux ou 
trois endroits du disque. Nous avons essayé d'améliorer cette situation 
en changeant les paramètres de la création de la BD, mais sans 
beaucoup de succès. Ceci nous pose donc le problème de la validation 
des mesures. Nous en parlerons au chapitre 6. 
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5.4.2 Temps CPU 
En ce qu1 concerne le temps CPU, les programmes a·applicat1on 
en DBMS qui ont la . typologie: consultation ou mise à Jour, 
transactionnel, par clé et que ce soit élémentaire, moyennernent 
complexe, ou complexe, ont un très net avantage sur les mêmes types 
d'applications en RDB. Mais la situation s'i nverse pour des applications 
de typologie consultation, de masse, élémentaire ou moyennement 
complexe et accès séquentiel ou séquentiel filtré. 
Selon la définition d'application de type de masse (voir 
chapitre 2), il est évident que l'application de masse est bien accordée 
à la nature du DML re lat ionne l qui est dite ensemb I iste. En revanche. si 
l 'application est de type transactionnel et élémentaire, il faut voir 
quel le technique d'accès adopte le SGBD. Nous notons que le ROB n'offre 
que la technique d'accès index et qu'il n·existe pas d'accès calculé ou 
par chemin. L'article (DONA 81] montre que l'index sera efficace dans le 
cas où la transaction accède à beaucoup de records, tandis que 
"hashing" (accès calculé) et accès par chemin rentorcent la 
performance de la transact ion qui accède à peu de records. Ce qui 
explique pourquoi les applications en DBl"1S de tvpe transactionnel et 
surtout complexe l'emportent sur les applications en ROB. 
5.4.3 Accès physique 
Nous portons maintenant notre attention sur la quatr1ème et 
la cinquième colonne des tab-4.9 et tab-4. 1 O (aussi des TAB-4.1 1, 
TAB-4.12). Nous remarquons tout de suite que les applications en DBMS, 
surtout pour ceux d'objets de taille complexe, produisent moins 
d'opérations d'E/5 et de défauts de pages disque qu'en ROB. Ceci nous 
conduit à obtenir le résultat du T AB-4. 14. 11 est évident qu'étant donné 
une requête, le nombre de records qui satisfont cette requête est 
déterminé. Si deux programmes fonctionnent avec les SGBD différents, 
alors le programme qui produit moins d'opérations E/S est plus 
efficace. Ce phenomène s·exp l ique par le fait suivant: OBMS offre aux 
utilisateurs la possiblité de définir l'organisation des données de la BD . 
. • Gr'âce à cette possibilité, une efficac i té de haut niveau du proqramme 
est réalisable. 
.·-· 
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Par exemple en DBMS, on peut définir un set de telle façon que 
les records membres d'un set soit "clustered" via OWNER ri:cords •:! 1J 
set, via un set index ou un chemin. Quand on. ·essaye de trouver !es 
records dans un "clustered" set, il y a beaucoup de chance ae les trouver 
sans avoir plus d'un accès E/5, et sans défaut de page. 
Par opposition, ROB, bien qu'il dispose d'un "optimiser" oui a 
pour but d'optimiser des accès à la BD selon des index prédéfinis, 
n'offre pas aux index, comnJe en SYSTEM R [DONA 81], la propriété de 
"clustering" . On ne sait dont pas où sont les records de m~me t~1pe. 11 
semble alors qu'en ROB la poss1blité de produire plus d'operat10ns E; S 
et plus de défauts de pages soit plus élevée qu 'en DBMS. 
En vue de faire une comparaison nous prendrons les deux 
programmes de l'application 6 dont la description est la suivante: 
Fournir le(s) ouvrage(s) qui est(sont) écrit(s) par un auteur 
donné. 
Pour le programme/DBMS/COB de cette app 1 icat ion, nous le 
simplifions comme suit: 
READY. 
2 MOVE 245 TO NUMAU OF AUTEUR. 
3 FIND FIRST AUTEUR WITHIN SYST AUTEUR USl~~G NUMAU. 
4 FIND FIRST OUVAUT WITHIN A.0. 
5 PERFORM FET -OU. 
6 MOVE O TO FIN-SET. 
7 PERFORr-1 NEXT-OUV AUT THRU NEXT -EXIT UNT IL FIN-SET= 1. 
8 COM~1IT. 
NEXT-OUVAUT. 
9 FETCH NEXT OUVAUT WITHIN AO AT END 
10 MOVE 1 TO FIN-SET 
11 GO TO NEXT-EXIT. 




14 FETCH OWNER WITHIN 00. 
15 DISPLAY OUVRAGE. 
PRG-5 4 Programme/DBMS/COB de J'appl jcation 6 
93 
En ROB: 
1 &ROB& START-TRANSACTION 
2 PERFORM BOUCLE 








FOR O IN OUVRAGE CROSSE OU IN OUVAUT V✓ ITH 
O.NUMAU = .OU.NUMOU AND 
OU.NUMAU ·= 245 
GET O END-GET 
DISPLAY 0 
END-FOR. 
PRG-5.5 Programme/BOB/COB de l' application 6 
a) Dans le prg-5.4: 
( 1) Regardons la ligne 3, avec 3 accès au disque (2 niveaux 
d'indexf On peut obtenir les informations concernant l'auteur donné. On 
. a aussi la possiblité de définir le NUMAU comme clé calculée. Dans ce 
cas-là, un seul accès est suffisant. 
(2) 11 y a un pointeur (chain) pour le set AO. Chaque record 
OUVAUT contient un pointeur qui pointe vers le record suivant du même 
set. Il est possible d'obtenir les records OUVAUT (voir la ligne 7) qui 
sont liés à l'auteur donné sans avoir les accès auxiliaires lorsque le set 
est défini de manière "clustered" ou organisé via la clé NUMAU. 
b) Dans le prg-5.5: 
( 1) "Clustered" n'est pas supporté par ROB. Dans la li gne 4, le 
NUMAU de OUVAUT est une -clé index dupliquée. Il est donc poss ible 
pour chaque ouvrage écrit par le même auteur donné, d'avoir 3 accès au 
disque. 
(2) Remarquons la ligne 4. 11 est très difficile pour un 
"optimiser" de faire intelligemment la jointure entre OUVRAGE .et 
OUVAUT. S'il prend, par exemple, d'abord !'OUVRAGE et le joint avec 
OU VAUT, a lors se Ion la nature de la jointure (production + projection), 
il va lier chaque . tup let d'OUVRAGE avec les records dont ~füMAU vaut 
245 dans OUVAUT, et puis faire la projection sur NUMOU. Par cet 
exemple, nous pouvons voir que les records à référencer sont 
considérablement plus nombreux._ 
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Si l'"optimiser" prend d'abord OUVAUT et fait 13 projection sur 
le NUMAU de valeur 245, et enfin fait la joint1Jre sur le domaine 
commun NUMOU d'OUVRAGE, les records rèf erences seront beaucoup 
moins nombreux. 
Même si ROB choisit la meilleure des deux façons décrites ci-
dessus, le prg-5.5 est toujours plus lent que le prg-5.4. C'est parce que 
l'accès par index a besoin de plus d'accès physiques pour parcourir 
l'arbre d'index que l'accès p~r chemin qui a un poniteur direct. Ceci peut 
expliquer les résultats obtenus dans le TAB-4.13. 
c) En cas de stockage des données dans la BD, remarquons que 
le programme de l'application 25 (programme de chargement) en DBr15 
est effectivement plus coûteux que son équivalent en ROB. 
Quatre facteurs concernant le stockage des records dans la BD 
en DBMS doivent être notés: 
Cl) On doit connaitre le mode Cautomatic ou manual.l du set ou 
les records vont être stockés. Une restriction, cependant dévalorise la 
performance du stockage des records: i 1 n·y a aucun type de record qui 
puisse être un OWNER record d'un set sans être un record mernbre 
d'autre set (cfr. la remarque du schéma-3). Quand on stocke un ouvrage 
par exemple, dans le type de record OUVRAGE, le SGBD doit établir en 
même temps le set du système où J'OUVRAGE est un membre record. 
(2) Trois pointeurs seront établis (OWNER, PRIOR et NEXT) au 
moment où l'on stocke les records dans un set. Le SGBD doit donc à ce 
moment-là tenir compte de l'ordre d'insertion de ces records (FIRST ou 
LAST). 
(3) Lorsque le set est défini en mode index il faut mettre à 
jour l'index. 
(4) Le SGBD doit vérifier la contrainte d'intégrité imposée par 
l'utilisateur sur le set est les items. 
En ROB, le SGBD prend les derniers facteurs ( (3) et (4) ) en 
charge ainsi que la mise à jour du po inteur des. relations du système. 
Bref, l'ajoût des records dans la BD ·en ROB est moins coûteux qu'en 
. DBMS. 
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L'analyse ci-dessus nous permet de dire que, bien que la 
structure de données en CODASYL soit complexe, elle permet de 
renforcer la pertormance (surtout pour les appl1cat1ons de type 
complexe). 
11 semb I e que nous ayons aussi exp 1 i què pourquoi i2r1 ROB les 
programmes de certains types ont gagné du temps CPU, mais n'ont pas 
gagné de temps total écoulé. 
5.4.4 Comportement des SGBD 
Nous remarquons dans les tableaux du point 4.4, qu'il y a une 
forte dégradation du temps pour les applications en ROB 18, 20 et 23 
par rapport aux mêmes app 1 ications en DBMS. Ceci est dû aux 
comportements des SGBD vis-à-vis de la mise à jour de la BD par le 
programme. 
Dans le schéma-4, la contrainte 7 exige de l'util isateur de 
supprimer exp I ici tement dans son programme I es records EMPRUNT -
ARCH qui ont un même numéro d'un exemplaire qui va être supprimé. 
Néanmoins, en DBMS, (voir chéma-3), lorsque l'ut i 1 isateur 
décide de supprimer un exemplaire, il n'est pas obligé d'utiliser 
explicitement l'instruction ERASE pour supprimer les records 
EMPRUNT-ARCH qui sont liés à cet exemplaire. C'est le SGBD qui 
s'occupe de l'intégrité de la BD dans ce cas-là. Il lui suffit que le SGBD 
retire le repère de cette occurrence du set EMP et non pas de les 
supprimer physiquement. Cela peut donc être très efficace. 
Nous signalons, à la fin de notre comparaison de la 
performance, que dans le cadre d'RDB, il y a un choix qui est offert au 
programmeur: 
- optimisation des accès confiée au SGBD (optimisat ion 
implicite); 
- optimisation des accès décidée par lui-même (optimisation 
explicite). · 
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Nous avons choisi quelques applications (voir TAB-4.1 Obis et 
TAB-4.12bis) pour tester avec quelle optimisation le programme est le 
plus efficace. Nous trouvons que les résultats· sont sensiblement les 
mêmes. Le· programme de l'application S avec l'optimisation explicite 
pour la BD de grande taille produ1t moins d'E/S. Mals le temps CPU pour· 
ce programme est plus important. L'optimisation explicite n'entraîne 
pas donc de gain. · 
Le fait que les réswltats obtenus sont sensiblement les mêmes 
provient certainement plus du choix des applications tests que 1:rune 
simi 1 i tude entre les résultats des deux methoaes d'optimisation 
proposées. 
11 existe en effet de bonnes raisons pour préférer dans certain 
cas une optimisation explicite [HAIN 86]. 
Nous pensons qu'il serait intéressant de comparer de manière 
plus approfondie ces deux possiblités. Etant donné que le suj'=t 
principal de ce mémoire est la comparaison ae 2 SGBD de types 
différents et du manque de temps, nous n'avons pas pu réaliser d'autre 
tests qui permettraient de comparer plus en profondeur l'influence du 
choix entre l'une et l'autre méthode. 
5.5 ESTIMATION DU VOLUME ET 
OU TAUX DE REMPLI SSAG DE LA BD 
Au vu de T AB-4. 13 et T AB-4. 15, nous remarquons que: 
- les f ichiers (types d'article) en ROB occupent effectivemer,t 
moins de place qu'en DBMS. En effet le SGBD compresse 
automatiquement les données quand on les charge dans la 8D. 
En DBMS, on peut condenser les chaînes de caractères si l'on 
définit dans le STORAGE-SCHEMA l'item avec la clause "LOCATION IS 
DYNAMIC". !"lais pour des raisons de performance, il vaut mieux ne pas 
condenser l'item qui est une clé calculée. 
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-Si l'on consulte le TAB-4.I4 et le TAB4-.I6 on peut voir que 
le volume total de la BO/OBMS est be3UCOUP plus petit que la BD/PDB. 
Cela signifie que le SGBDIRDB a besoin de plus de donnees de gestion, 
par exemple des données pour implanter les index, les relations 
systèmes, les contraintes d'intégrité etc. 
En examinant les volumes statiques des BD, il nous est permis 
de dire que la simplicité de la structure en ROB (voir 4.1 et 5.1) 
envisagée par les utilisateurs est au _détriment des places de stockage. 
Ceci signifie implicitemen't une complexité de la gestion du syst9me 
lui-même. 
Nous notons que, malheureusement les informations que nous 
avons obtenues ne nous permettent pas d'analyser plus en profondeur la 
structure de données internes du ROB. Dans 1 e manue 1 [ROB 84], les 
informations suffisantes pour calculer et évaluer rigoureusement le 
volume de la BD ne sont pas données. 
On peut toutefois de façon assez réaliste calculer le volume 
statique de la BO/OBMS selon le schéma logique, le schéma physique, 
les éléments de quantification prédéfinis, et la représentation des 
données physiques qui est décrite dans le manuel [DBMS 84). Si le 
lecteur est intéressé, il peut faire référence à l'exemple de calcul du 
volume de la 8O/DBMS pour la BD de taille réduite développé à l'anne)<e-
2. 
En ce qui concerne le taux de remplissage, nous trouvons qu· 11 
est raisonnable pour les deux BD juste après la création de la BD. 
En effet, il est facile pour DBA/DBMS de charger les données, 
que le taux de remplissage soit élevé ou non. Il suffit de définir dans le 
STORAGE-SCHEMA le mode de placement comme "clustered" ou 
"scattered". 
11 faut le faire bien entendu selon les caractérist iques de ses 
applications. Nous avons par exemple, dans notre expérience, 
volontairement laissé le taux de remplissage de l'AREA FEMPR assez 
faible, parce qu·au. cours du temps nous allons charger les records de 
EMPRUNT-ARCH qui se trouve dans cette AREA. 
En revanche, nous. n'avons pas le choix quant au contrôle du 
taux de remplissage en ROB: le SGBD en prend soin. 
·-
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CHAPITRE 6 
CONCLUSIONS 
11 est temps de synthétiser notre expérience . 
Dans la section 6. 1, nous résumerons très brièvement les 
analyses du chapitre précédent sur les cinq critères. 
, 
, 
Nous essayerons dans la section 6.2, d'estimer l'adéquation des 
SGBD RELATIONNEL (ROB) et SGBD CODASYL (DBMS) à différents 
domaines d'application. 
La section 6.3 est consacrée à un résumé de ce que nous avons 
fait afin d'évaluer le travail réalisé. 
La section 6.4 va proposer quelques possibiltés d'extension de 
notre travail. 
6. 1 SYNTHESE DES COMPARAI SONS 
Après avoir analysé les résultats des mesures au chapitre 
précédent, nous voudrions encore dire quelques mots en guise de 
conclusion sur les cinq critères de comparaison. 
1) Puissance du modè le de données 
La structure de données de DBMS semble plus complexe qu'en 
RBD. Mais il est facile de représenter les associations dites complexes 
sans introduire de données redondantes. 
La représentativité de la structure de données à partir du 
schéma E/ A est la même pour les deux modèles. En effet les deux 
modèles peuvent être transformés l'un dans l'autre. 
11 est évident que: 
a) concernant le modèle ROB à DBMS: un ensemble de relations 
normalisées en ROB est aussi un ensemble de types de records en DBMS 
et les tuplets d'une relation sont les instances d'un type de record. 
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b) et le modèle DBMS à ROB: chaque set en DBMS peut être vu 
comme une association binaire entre l'identifiant d'un OWf\lER record et 
l'identifiant d'un MEMBER record. Quand un · set a plus d'un MEMBER 
records il faut définir une relation entre chacun de ces l"'IEMBER recoras 
et leur même OWNER record. 
Avec ROB, on peut facilement réal iser l'un icité d'un type de 
record. Par opposition, il est irréaliste en DBMS, d'implanter un 
identifiant dans un type d,a record qui soit à l'origine une association de 
type "many-to-many". 
2) 1 ndépendance des données 
Les deux SGBD permettent d'élargir la BD sans affecter les 
programmes d'application. 
ROB offre plus d'indépendance, tandis que DBMS est très 
modeste, surtout sur le plan de l'indépendance physique. 
3) Degré algorithmique des programmes 
En ce qu1 concerne le degré algori t hmique des progrâmmes 
d'application, nous nous sommes aperçu que: 
a) la procéduralité du DML en DBMS découle de plusieurs 
facteurs: 
- de l'utilisation du connecteur booléen "if"; 
- de la connaissance de la façon d'accéder aux objets de BD; 
- de la conscience de la localisation des objets désirés; 
- à cause de la logique d'accès aux données "one-record-at-a-
time", l'instruction du DML FIND ne trouve qu'une instance de record 
chaque fois qu'elle est appelée par la programme. Par conséquent, le 
programmeur doit exécuter une séquence d'instructions FIND afin 
d'obtenir les informations désirées. 
. b) ROB offre un langage DML qui est un langage de haut 
· niveau, non procédural et · très puissant. Mais le haut niveau peut être 
amené à un niveau plus bas à cause de la mauvaise compatibilté avec le 
COBOL. Cela signifie d'ailleurs qu'il n'est pas approprié pour toutes les 
applications. 
. - . ·.. • , • . s - -· . 
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4) Performance des SGBD 
11 y a une tendance très évidente à remarquer: que ce soit du 
point de vue du temps d'exécution, du temps CPU ou de l'accès physique, 
pour une application, plus complexe est la taille de l'objet à traiter, 
plus avantageux est le programme/DBMS de cette app 11cat ion. Ceci est 
dû aux faits suivant: 
- La structure ds données complexe permet d'accéder aux 
données de manière plus efficace. 
- Le OBMS offre plus de possibilités de définir les clés d'accès. 
En ce qui concerne l'efficacité des programmes, normalement 
OBMS l'emporte sur ROB. Cela vient de ce que ces programmes 
produisent moins d'opérations d'E/S et qu'ils peuvent choisir le 
mécanisme d'accès le plus performant, par exemple accès calcul au lieu 
d'accès par index. 
Selon l'analyse du point 5.4, nous ne pouvons pas simplement 
dire que les programmes/OBMS l'emportent sur les programmes/ROB. En 
effet, pour ce qui est "élémentaire, de masse, et avec accès séquentiel 
filtré", 1 es programmes/OBMS sont plus couteux. 
Nous croyons que, dès lors qu'une méthode qui réduirait le 
temps d'E/S [HAWT 79] sera réa 1 isée et, dès lors que l'on pourrait créer 
un "optimiser" dit plus "intel l igent", la performance des 
programmes/!=WB pourrait s'améliorer. 
5) Volume et taux de remplissage de la BD 
a) ROB permet de condenser automatiquement les données dans 
les fichiers de la BO. Quand au DBMS, on doi t spécifier explicitement 
les items que l'on veut condenser. 
b) OBMS offre à l'utilisateur la possibilté de contrôler le taux 
de remplissage selon ses propres besoins. Ce n·~st pas le cas d'RDB. 
c) La simplicité de la structure de données observée par les 
utilisateurs se solde par une augmentation de place sur le disque pour 
les données de gestion. · · 
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6.2 DOMAINES D'APPLICATION DE CHAQUE SGBD 
. . 
Au vu des analyses sur l'aspect logique prèsent ees au chapit r e 
précédent, nous pouvons dire que: 
- lorsque DBMS ne permet pas la restructuration du scr1ê-ma dë 
la BD, il convient d'utiliser DBMS quand on possède un schéma 
conceptuel relativement stable; c·est-à-dire, lorsqu'au cours du t emps, 
la possibilité de modification du schéma est relativement faible. 
Beaucoup d'entreprises changent au cours du temps leur 
structure organisationnelle. Chaque fois qu'une modif i cation y est 
apportée, le schéma conceptuel du système informatique r isque d"être 
changé. Le RDB offre plus de souplesse pour la réal i sation de ces 
modificat i ons. Les utilisateurs ne doivent pas refaire ce qui a déjà été 
fait pour certaines applications. 
- Selon leurs besoins, les utilisateurs peuvent ajouter 
dynamiquement des index, des relations ainsi que les supprimer dans 
l'environnement RDB. 
Lorsque les ut 11 isateurs de RDB voient les donnfes 
représentées sous la forme de tableau, ils peuvent n'avoir aucune 
connaissance du SGBD lui-même. 11 suffit donc de peu d'entraînement de 
la part des utilisateurs pour maintenir une BD/RDB. 
Une entreprise qui n'a pas d'administrateur prot'ess1onnel et 
voudrait informatiser son système d'information sera intéressée par le 
RDB. 
- Un schéma conceptuel d'une entreprise est constitué d'objets 
entre lesquels il existe des associations complexes. Si la proportion 
d'applications de type transactionnel et complexe est élevé par rapport 
à des applications de type de masse et simple, il est conseillé aux 
utilisateurs d'utiliser le SGBD CODASYL. A long terme, le gain de 
performance sera considérable. 
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6.3 CONCLUSION SUR LA DEMARCHE 
6. 3. 1 Con cl us i on généra 1 e 
L'évaluation comparative de SGBD de type distincts diffère de 
l'évaluation d'un seul SGBD. 
Dans un premier temps, nous devons contrôler chaque SGBD à 
comparer tout en respectant ses.- structures de données et les 
restrictions d'implémentation de la BD à partir d'une rèt"èrenc·e 
commune. Notre étude montre que, étant donne un systeme 
d'information réel qui est, par exemple, décrit par le modèle EiA en 
tant que référentiel commun, le MAG permet une approche homogène. 
identique et automatique pour établ Ir les schémas des SGBD d1fférents 
sans perdre les informations du système réel. 
Dans un second temps, nous devons déterminer sous quel angle 
et de quelle façon la comparaison se poursuit. Nous croyons et nous 
avons montré expérimentalement qu'il est pertinent de faire la 
comparaison en exploitant les applications réelles (les besoins 
d'uti11sateurs) et leurs effets sur les activités gérées par le SGBD. 
Dans un troisième temps, nous devons nous servir des mesures 
ainsi effectuées sur les systèmes réels. Pour fournir les charges aux 
systèmes, nous devons définir des charges qui soient assez générales 
et indépendantes des systèmes. Dans notre expérience nous avons 
classifié les applications qui sont liées à la manipulation des données 
de BD. 
N'ayant pas la prétent1on de faire une comparaison complète et 
exhaustive, nous avons examiné les SGBD RELATIONNEL et CODASYL en 
particulier ROB et DBMS sur deux aspects. 
a) L'aspect logique 
Après les analyses conceptuelles, nous avons · essayé de faire 
des mesures sur l'aspect logique de la façon la plus "quantitative" 
possible. 11 vaut mieux expliquer les différences et extrapo 1er les 
conclusions en partant des chiffres et des faits. Nous avons, par 
exemple, défini quelques p~ramètres quantitatifs pour mesurer le degré 
algorithmique des programmes. Les m·esures "parlent" donc assez 
d'e 1 les-mêmes. 
. 
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b) L'aspect technique 
Nous avons présenté une mé thodologie pour evaluer la 
per f ormance des SGBD dans un environnement mono-utilisateur. Nous 
avons identifié quatre types d'analyse essentielles pour classifier les 
applications: type d'opération, taille de l'ob j et à traiter, nombre 
d'objets à traiter et mécanisme d'accès utilisé. Selon ces types, nous 
avons construit une série de programmes d'application dans le but de 
mesurer la performance des SGBD. 
6.3.2 L'évaluation du travail réalisé 
L'évaluation du travail consiste à re lever les diff icultés que 
nous avons rencontrées et valider les acquis. 
a) Les difficultés de la démarche 
- La première difficulté que nous avons rencontrée est la 
déterm mat ion des cr1 tères de compara ison correspondant a ce que nous 
voulions mesurer, confrontés à tant de caratéristiques du SGBD. 
Nous avons finalement opté pour deux aspects de comparaison: 
les aspects logique et technique. Représentent-t-ils largement et 
principalement des besoins d'utilisateurs? 
- Le choix des paramètres significati f s qui correspondent aux 
critères de comparaison est une autre difficulté. D'une part, il en est 
ainsi, quant à l'aspect logique du SGBD. La détermination des 
paramètres dépend fortement de la connaissance des · concepts que l'on 
possède. D'autre part, l'évaluation de la performance pose des 
problèmes de mesurabilité. Nous avons dû chercher des utilitaires que 
nous pouvions employer dans une installation spécifique pour mesurer 
la performance. Cela veut dire que si l'on veut faire les expériences les 
plus générales possible par souci de portabilité, on est limité par 
l'environnement spécifique. 
. - Nous avons réussi, à partir d'un modèl e de référence, à 
contrôler des conditions de comparaison à un plus haut niveau: la 
transformation des modèles de données spécifiques. Mais la rechercr,e 
du contrôle des condition$ expérimentales vaut toujours la peine d'être 
poursuivie. · 
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Le choix des paramètres physiques a été particuli èrement 
dél icat. Par exemple, en DBMS, i 1 y a deux p.aramètres BUFFEP.S et 
LENGTH_BUFFER qui déterminent la tai 1 le du poo I des tampons de la 
mémoire centrale et qui conditionnent la performance du svstème. Pour 
' 
avoir une performance raisonnable, 11 faut fa1re des essais afin de 
déterminer les valeurs de ces paramètres. 
Au début de notre expérience, nous avons chargé la 80 
BIBLIO/DBMS de taille rédui~e. En e:<aminant le temps consommé par le 
programme de chargement, nous avons remarqué qu· il s'écoule presq•Je 
une demi-heure. Par opposition, le programe/RDB qu1 a chargé la mème 
quanti té de données ne consomme que quelques m inules. Après avoir 
changé simplement deux valeurs de ces paramètres pour le 
programme/DBMS, nous avons pu obtenir un temps qui l'emporte sur 
celui du programme/ROB. 
b) La validation des mesures 
Nous ne parlerons ici que des mesures de performance. Nous 
l'examinerons en deux phases: 
- La première est la val 1dation de la métr,ode. Nous voudrions 
dire que la méthode est val ide si les types d'analyse sont indépendants 
des systèmes. C'est-à-dire que les types sont applicables d'un système 
à l'autre. 
Du point de vue des appl1cat1ons qu1 manipulent les données de 
la BD, la plupart des types d'application que nous avons définies au 
chapitre 3 sont indépendants des systèmes. 
Mais en ce qui concerne le mécanisme d'accès aux données, 
remarquons que ROB n'offre qu'un mécanisme d'accès par index, tandis 
que DBMS en offre plusieurs (accès ca lcul, accès par index et accès par 
chemin). Or, nous devons baser notre comparaison sur la même 
possibilité d'utilisation du mécanisme d'accès. C'est-à-dire que le 
programme d'application en DBMS qui accède aux données par un chemin 
ou par clé calculée est comparable au programme d'application en ROB, .~ 
qui accède aux mêmes données par clé indexée. Notons que ceci est 
garanti au stade de la transformation des modèles de données. 
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- La deuxième est la validation qui consiste à tester les 
résultats obtenus. Nous considérons qu'un résultat comparatif sur une 
application z est valide, si, dès lorsque l'on execute deux programmes 
·x", y de cette application, en changant le moment des exécutions des 
programmes dans des conditions équivalentes, on peut obtenir le même 
résultat. Le résultat comparatif a la forme suivante: 
le programme x de l'application z l'emporte sur le programme y 
de cette même app 1 icat ioni' 
L'inverse donnera le résultat dHî"érent. 
Pour vérifier finalement les résultats présentés aux TAB-49 
et T AB-4. 1 o, nous avons attendu quelques semaines pour refaire lts 
mêmes mesures dans des conditions identiques. Nous nous sommes 
aperçu que sauf pour deux ou trois applications, par exemple, 14 et 15, 
nous avons obtenu le même résultat comparatif. 
6.4 EXTENSIONS 
11 sera intéressant de voir, à présent, les possibilités 
d'extension de notre travail. 
6.4.1 Environnement multi-utilisateurs 
Lorsque plusieurs programmes fonctionnent avec le mëme 
SGBD, le problème de concurrence appparaît. Nous pouvons imaginer 
dans cet environnement que le temps écoulé pour chaque programme 
sera plus élevé que pour celui qui fonctionne tout seul dans 
l'environnement spécifique. 11 est donc intéressant pour certains 
utilisateurs de savoir quel SGBD est plus puissant et peut accepter plus 
d'utilisateurs dans une tranche de temps déterminée. 
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Du point de vue des effets d'applications sur le système, les 
types d'analyse que nous avons classés dans le chapitre 3 sont 
évidemment aussi applicables. Nous pouvons exécuter un nomore 
différent de programmes de mêmes types, de types mélangés ou de 
types tout à fait différents dans un environnement spécifique. En 
notant le nombre de programmes en concurrence, après chaque 
exécution, il est possible de mesurer le temps de réponse de chaque 
programme soit grâce à l'horloge soit grâce aux utilitaires du système 
existant. Les résultats de ;ce genre ·de mesure peuvent êtr e i llustrés 
dans un graphe à deux dimensions. L'abscisse r9présent e le n0mbre de 
programmes en concurrence et l'ordonnée représente le temps de 
réponse de chaque exécution. Le lecteur peut se référer à [BORA 84], 
6 .4.2 Mesure du degré de données partagées 
11 est possible de mesurer le degré de données partagées pour 
les différents SGBD avec notre méthode dans l'environnement mult i -
uti l isateurs. Par exemple, étant donné une application de type 
déterminé, plusieurs copies du même programme de cette appl1cat1on 
sont produites et exécutées concurremment. Dans ce cas-là, on sait que 
tous les programmes exécutés accèdent aux même données: données 
fortement partagées. Le temps de reponse de chaque exécution est 
ensuite enregistré. On peut alors établir les performances selon le 
degré de partage des données. 
6.4.3 Au niveau physique 
Lorsque chaque type de transaction est caractérisé par le 
mécanisme d'accès aux données, une fois la stratégie d'accès aux 
données déterminée pour un fichier de BD, il est poss ibl e de comparèr 
les index implementés dans des SGBD différent s. Si les index sont les 
mêmes (par exemple B-arbre), il est possible de voir quel SGBD utilise 
l'index de façon la plus efficace dans des conditions équivalentes. 
6.4.4 Choix des optimisations d'accès des programmes/ROB 
Nous avons abordé ce point au chapitre S. Pour approfondir. 
cette étude, il faudrait choisir des applications de type plus complexe, 
et les développer avec deux optimisations: implicite ou explicite. 
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ANNEXE-1 
TEXTES DES SCHEMAS DES BASES DE DONNEES 
A) BIBLIO/DBMS ... .. .......... ....... .......... ... ........ ... .. ........... .... .. .. .... .. ............... A 1-1 
1) SCHEMA LOGIQUE DE LA B0/DBMS ......... .. .... .. .... .... ....... .. ..... A 1-1 
2) SOUS-SCHEMA DE LA BD/DBMS .......... ..... .. .. ... .. .. ............ .. .... A 1-4 
3) SCHEMA PYSIOUE DE LA BD/DBf1S ...... .... ..... ............ ....... ... .. A 1-ô 
B) BIBLIO/RDB ................. ..... ... ....... .. ... ............... .. .. ... ......... ............... ....... A 1-8 
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* 1) SCHEMA LOG!OU= JE LA BJ/J3~S 
*SSS5SSSSSSS!SSSSSSSSSSSSSSSSSSSSS555SSS!SSSSSSSSS 
SCH=MA NAM:: IS a:sLI □ l 
ARëA NAME :s F.C.UT::UR 
AR=A NA 1.\:: IS r=cuv 
AR::A f\J:.Më IS FEX/".P 
r..R ëA NAi~:: IS F:: .'-',?i< 
* DEFINITION DES RECORDS 
R:CORD NAME IS AUTEUR 
WITrlIN FAUTEUR 
ITEM NUMAU TYPE SIG~ED WJRD 
ITEM NOMAU TYPE CH~RACTE~ 30 
ITEM GRIGINE TYPE C~AR~CTER 3C 
~ECDRD NAM:: IS DUVAUT 
WITHIN P.AUTEUR 
RECJRO NAME IS OUVRAGE 
WITHIN FOUY 
ITEM NUM □ U TY0 E SIGNEJ WORD 
ITEM TITRE TY?E C~ARACTER 30 
ITEM ANN::ë TYPE CHARACTER 4 
ITEM =DITEUR TYPE CHAR~CT=R 30 
RECORD NA~= IS MCGUV 
wiiriIN PüUV 
IT=M MJTCL= TY?= S~A~ACT:~ 30 
~=CJR □ NAM: IS EX=MPLAI~E 
WITHIN P=XMP 
IT=M NJ½EX TYPE SIGNEJ ~JRJ 
ITEM ETAGE TYP= SIG~=J wo~c 
IT=M T~AVE= TYP= SIG~=D Wû~J 
ITEM RAYJN TY?= SI3~=J W □ ~J 
~=CJ~D NtM= IS EM?~UNT 
..JIT:i::.\J r=M?R 
Iï=M OtT=D=3UT TYC= S!GN=D L:NGWJR □ 
~~C □ RJ N~M= IS =M?RUNT~~CH 
wITHIN fE~=>R 
IT=M DAT=_J=3UT TYP= SIGN= □ LCN3WGRD 
ITEM DATE_~!N TY?E S!GN=J LJ~~~ C~J 
R=CORD NlME IS EMF~UNT=~~ 
Wiï;ilN f=:'-1?~ 
!T=M NLlM =M TYP= SIG~=J WC~J 

































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































s ::r NAM:: I S SYST=:X:MP 
3 :: T /'J:.. M:: IS SYST:M?R 
s-~ 
=1 NA ·\ë IS AO 
S:T NAM: :;: s JJ 
S:: T NA!~= IS OMC 
S = T NAM:: IS n ;: .,; -
S = T NAM:: IS = X :: 
S: T NAM:: IS :MP 
S :: T !~A/·\ i: T - =X=;. .-.J 
S::T NA).12 I:; ::t,,A:,~ 




































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































S::T NAM:: IS SYSTNJMAU 
MOD:: IS CALC 
S::T NAME IS SYSTMOTCLE 
MOO:: IS CALC 
MEMB::R IS MCOUV 
K!:Y IS MOTCLE 
SET NAME IS SYSTOUV 
MQDE IS CALC 
M::MB::R IS CUVRAGE 
KEY IS NUMJU 
SET NAM:: IS SYST::X::M? 
MOJ:: IS INDEX 
NGJ:: SIZE IS 475 3YT::S 
SëT NAME IS SYST::MPR 
MODE :s :!:ND::X 
NQJë SIZ:: IS llô 3YT::S 
SET NAM:: IS AD 
MO û:: IS CHAIN 
SET NA~E T -
- ::, JO 
MOD:: T -
- ::, CH:.IN 
S :: T NAME T -J. ::, JMC 
MOJE I S CHAIN 
SET NAM:: IS Di: 
MODE T -... .::> CHAIN 
SET NAME IS EX:: 
MOO: T -_::, CHAIN 
SET NAM:: :;:s =~? 
MGD:: IS CHAIN 
SET NAM:: IS EXEA 
M J iJ ë IS C.-iAIN 
S :: T NAM: IS = M 0 A 
MGJ:: T -
- ::, C!iAIN 
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- - - - - . - ·- - - --- - -- --
!SSSS5SS!SS$SSSS5SSS55ii55SSSSS35SSS55S$SS!SSSS553$S$5$ 
1 3) 3IoLI~/~Da 
!isisssssss5ssss$ss~sssssssss1ssissssssssssssssssssssss 
! Creation de la base cie donnees biblio 
0 E F I i~ E û A T A 8 A S E 11 5 I 5 L I C II I N II C ù D s T O P • I N F • M :: M • S W U • 5 I B L I O 11 
NUM8ER OF 5U~FE~S IS 18 
SUFFE~ SIZ:: IS 22. 
'**~***~************************************************** 
! □ efine fields for the biblio ciatabase 
'**********~****~***************************************** 
OEFINE FIELD TITRE 
DESCRIPTION IS I* TITRE JE L'OUVRAGE *I 
DATATYPE IS TEXT SIZE IS 30. 
DEFINE FIELD ANNEE 
DESCRIPTION IS I* ANNEE D'EDITION DE L'JUVRAGE *I 
DATATYPE IS TEXT SIZE IS 4. 
OEFINE FIELD NUMOU 
DESCRIPTION IS I* NUME~O DE L'OUVRAGE *I 
DATATY?E IS SIGNED WORD. 
DEFINE FIELD EDITEUR 
DESCRIPTIJN IS I* EDITEUR DE L'OUVRAGE *I 
DATATY?E IS TEXT SIZE IS 30. 
DEFINE FIELD NOMAU 
DESCRIPTION IS I* N □ M JE AUTEUR *I 
DATATYPE IS TEXT SIZE IS 30. 
DEFINE FIELD NUMAU 
OESCRI~TI ON IS /~ NUME~J JE L'AUT=U~ *I 
ùAT~TYP= IS SIG ~ =C WORJ. 
DEFINE FIELD NUMEX 
DESC~I?TICN IS I* NUME~O CE L"EXEM?LAI RE *I 
JATATYPE IS SIGNE □ ~ □ RJ. 
DEFINE FIELD NUMEM 
J=SCRIPTION IS I* NUMERO DE L'EMPRUNTEUR *I 
OATATY?E !S SIGNEC ~ORO. 
DEFINE FIELD DATE □ Eo 
JESSRI?TI □ N :s I* QATE STA~D~RD *I 
J~TATYPE IS SIGNEC LCNGW □ ~O. 
DEFINE FIELD NJMEM 
DESCRIPTION IS I* N □ M DE L'EMPRUNTEUR *I 
JATAïYPë IS TEXï SilE IS 30. 
OEFINE FIELD JRIGINE 
DESC~I?TIGN IS /~ CQIGINE JE L"AUTEUR ~/ 
JATATYP= IS TEXT s:zE IS 30. 
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OEFINE rr=LO ADR=ssE 
DëSCRIPTIÔN !SI* A □ R=SS:: D= L'E~FRUNTEUR ~/ 
DATATY?E IS TEXT ~IZE IS 30. 
DEFINE FI::LD ETAGE 
DESCRI?TION !SI* ETAG:: OU SE TROUVE L'EXEM?LA!RE *I 
DATATY?E !S SIGNEC WJRJ. 
DErINE FIELD TRAVEE 
DESCRIPTION IS I* TRAVEE DE L'EXE~PLAIRE *I 
O~TATYPE IS SIGNEC WORO. 
DEFINE FIELD RAYON 
DESCRIPTION !SI* RAYCN □ USE TROUVE L'EX::~PLAIRE *I 
OATATYPE IS SIGNEC WORD. 
COMMIT 
:= I E Lw M'.JTC LE 
GES:~!PTION IS I* M □ T 
DATATYPE IS TEXT SIZE 
! Define relacion 
DEFINE RELATION OUVRAGE. 
T I T ~ E • 
AN t~ E E. 
NUMOU. 
EDITEUR. 
END OUVRAGE RELATIJN. 
DEFINE RELATION □ UVAUT. 
NU'-1 '.JU. 
~JUMt.U. 
END OUVALT RELATIG~. 
DEFINE RELATION MCJUV. 
Nl.JMJU. 
M~TCLE. 
END MC00V ~ELAT!ON. 
JEFINE RELATION EXEMPL~I~E. 





END EXEMPLAIRE RELATIO~. 




DATE- □ EaUT B~SED CN DATEJEB. 
END EMF~UNT RELATIQN. 
Q~F!N:: ~~LATION EM~RUNT~LR. 
NUMëM. 




END ::M?RUNT::UR R=LAT!ON. 




ENù AUTEUR RELATION. 
DEFINE RELATION ::MPRUNT-ARCH. 
NUMEX. 
NUM::M. 
DATë-0::3UT 6ASED CN DAT::J=S. 





DEFINE C2NSTRAINT NUM-OU-EXIST 
FiJR DA IN OUVAUT 
R::QUIRE ANY OU !N OUVRAGE 
WITrl JU.NUMCU = QA.NU~JU. 
OE=INë CCNSTRAINT NUM-AU-EXIST 
FGR DA IN JUVAUT 
~EQUIRE ~NY A IN AUTEUR 
WITrl A.NUM~U = □ A.~U~~U. 
DEFINE CJNSTRAINT NUM-DU-MC-EX!ST 
FCR MC IN M:c.uv 
Rë)UIRE ANY OU !N OUVRAGE 
WITri JU.NUMDU = MC.NUM~U. 
DEFINE CJNST~AINT NUM- □ U-EX-EXIST 
F:R ë IN EXEMPLAIRE 
REQUI~E ANY GUI~ JUVR~G= 
~ITH OU.NUMCU = E.NUMJU. 
OEFINE CO~STRAINT NUM-::X-EX!ST 
= □ REM IN EM?RUNT 
R::QUI~E A~Y ::X :N ~X=~~L~IR:: 
~ITH EX.NUM:X = =~- ~U~=X• 
DEFINë CONSTRAINT NUM-:MF-~XIST 
FG~ EMIN EMPRUNT 
~~QUIR~ ANY EMP I~ EMPRUNTEUR 
WITH EMP.N~M:M = EM.NUMEM. 
DEFINE CCNSTRAINT NUM-:X-EM-:XIST 
fG~ EA IN EM?RU~7-ARCH 
RëQUïKE ANY EX I~ EXEMPL~:R: 
WITrl . EX.NUMEX = EA. ~UMEX. 
OEFINE CGNSTKAINT NUM-EM-EA-:XI3T 
~J~ EA IN EMP~U NT-ARCH 
R~~Ui~E A~Y EM 0 1N :MDRLJ~T:U~ 
A1 -'fO 
wITM EMP.NU~=M = :~.NUM:M. 
COMMIT 
'**************~******~****~*****~~***************** 
! Define index 
OEFIN: INDEX AUT=UR-NUM-AU FCR AUTEUR 
DU?LICATES ARE NO T ALLOW: O. 
NUMAU. 
END AUTEUR-NUM-AU IND=1• 
DErINE IND:X OUVAUT-NUM-AU FJR OUVAUT 
OUPLICATES AK: ALLDw=J• 
-·- --··-- ·- - NUMAU.- - - · - --
:ND OUVAUT-NUM-AU IND=X• 
!-----------------------------------------~--------------
! CONTRAINTE 9 (cfr. SCH:MA-4 OU T:XT= DU MEMOIRE) 1--------------------------------------------------------
0EFIN: INDEX OUVAUT-IDE NTIF FO~ CUVAUT 
DU?LICAT=S ARE NOT ALLG~E O. 
NUMCJU. 
NUMAU. 
END OUVAUT-ID:NTIF INDEX. 
□ 2FINE INDEX O UV-NUM- □ U F □~ JUV~AGE 
DU?LICATES 4~E NOT ALLJwEJ. 
NUMOU. 
END OUV-NUM-OU INDEX. 
DEFINE INDEX MCOUV-NUM- □ U FOR MCJUV 
DU?LICATES A~E ALLO~ED. 
MOTCL:. 
E~O ~COUV-NUM-OU INDEX. 
!----------------------------------------------------
! CJNT~~INT: 10 (cfr. SC~:~~-~ CU T:XT: QU M:CI~: ) 
1----------------------------------------------------
DEFINE IN~EX MCOUV-ID:NTir FOK ~ccuv 
DUPLICATES AK: NOT ALLC~:D. 
NU~oJU. 
MGTCLE. 
END MCOUV-IO:NT!~ IND:X. 
DEF!NE I~OEX :XEM?-NUM-EX FO~ :XEMPL,I~E 
DUgLICiTES AR: NJT ALLOw:D. 
:~UM =X ■ 
EN □ EX: MP -NUM-:X IND=X• 
OEFIN= INDEX ~X~M?-NUM~JU F □~ EX=MPLAI~= 
~UPLICATES ARE ALLCW=D ■ 
NUMOU. 
=~ □ :XEMP-NU ~- ou !ND:X. 
----t•-
u = r • ,'4 C IN □ =X :M~~-NUM-EM FOR =M 0 RUNT::UQ 
JlPLIC~T=S ARE NO T ALLG~=C• 
1'-1 U :,1:: M • 
END , EM?R- NUM -EM IND::X. 
M-11 
JEFINE INDEX EMP~UNT-NUM-EX FJR EMPRUNT 
DU?LICAT2S ARE NQT ALLGW=C. 
NUMEX. 
2ND EMPRUNT-NUM-EX INDEX. 
DEFINE !NOEX EM?RUNT-NUM-EM FJR EMPRUNT 
OUPLICATES ARE ALLOWED. 
NUM::M. 
END EM?RUNT-NUM-EM INDEX. 
DEFINE INDEX EM?RUNT-A~C~-NUMEX FO~ EMPRUNT-ARCH , 
DUPLICAi2S ~RE ALLCwED. 
NUMEX. 
END EMPRUNi-ARCrl-NUMEX !~OEX. 
DEFINE IN~EX EMPRUNT-A~C~-NUMEM FOR EMP~UNT-ARCH 
DUPLIC~TES AKE ALLOWEC. 
NUMEM. 
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ANNEXE-2 
CHARGEMENT DES BASES DE DONNEES 
A) PRINCIPES 
Dans cette annexe, nous allons décrire la manière dûnt nous 
avons réalisé la génération des données. Nous présenterons d'abord les - . 
principes et les objectifs,çlu chargement des bases de données. Ensuite, 
nous décrirons de manière générale l'architecture du programme de 
chargement et les descriptions et les algorithmes des modules du 
programme. Enr in, nous donnerons un exemple de déterm rnat ion des 
paramètres physiques des bases de données. 
1) Objectifs 
Après avoir terminé la conception de la BD et écrit un schéma 
logique représentant la structure du système d'information, il faut y 
charger les données. Nous avons fixé les quatre objectifs suivants pour 
accomplir la tâche de chargement des bases de données. 
- Le premier objectif est de constituer des BD de volume 
réaliste. Les volumes des BD dépendent de la quantification des 
données prédéfinie dans la section 3.4 du texte du mémoire. 
- Le deu:<ième objectif est de donner une distribution réaliste 
des données dans les BD. Nous déterminerons dans ce but les tailles 
des populations des types d'entités ainsi que les distr1but1ons du 
nombre d'associations par entité (voir plui loin). 
- Le troisième objectif est de charger les mêmes données dans 
.les bases de données DBMS et ROB. A partir des mêmes quantifications 
et répartitions des données, les programmes de chargement qui sont 
traduits d'un même algorithme vont garantir la réalisation de cet 
objectif. 
- Le quatrième objectif est de charger les BD avec un coût 
m1n1mum. 11 est 1mpossible de créer une BD assez volumineuse 
manuellement. Nous avons donc à des programmes de chargement qui 
générent automatiquement les données. 
Dan·s le paragraphe suivant, nous décrirons les principes de la 
génération automatique des données. 
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2) Principes de la génération des données 
- Valeurs d'item 
Nous · envisagons deux types de valeurs d'item dans notre 
expérience: le type numérique et le type de chaîne de caractères. 
11 est facile de générer les données numériques. Nous les 
générons normalement avec un compteur ou une liste de valeurs· 
numériques. Par exemple,· pour l'item ,A.~lNEE d'OUVR.A.GE, nous n'avons 
défini que 40 années différentes. Nous avons donc defrn1 une liste 
LISAN dans le "WORKING-STORAGE SECTION", qui contient ces 40 
valeurs. Chaque fois que le programme charge un r'ecord d'OUVRAGE, il 
suffit de tirer une année au hasard dans cette liste. 
Afin de générer une chaîne de caractères, le programme 
dispose d'une procédure qui a pour fonction de fournir 5 caractères 
choisi parmi les 26. Chaque fois que le programme appel le cette 
procédure, il obtient une chaine de caractères de longueur 5. Par 
exemple, pour générer un nom d'AUTEUR, le programme ajoute un 
caractère "N" au début de la chaîne obtenue. 
- les identifiants 
Nous remarquons que dans le système BI BLIOTHEOUE, les 
valeurs des identifiants sont des types numériques. 11 convient donc de 
les générer avec un compteur. Avant de charger un type d'article, celui-
ci est remis à zéro. Chaque fois que le programme charge un record 
dans ce type d·art1cle, ce compteur est augmenté d'une unité, le contenu 
du compteur est ensuite assigné à l'identifiant de l'article. 11 est 
évident qu'il n'y a pas de valeurs dupliquées pour cet identif iant. 
- Les associations 
La création des associations s'effectue selon la procedure 
suivante: 
( 1) Etant donné un record OUVRAGE par exemple, on détermine 
le nombre d'associations que l'on va créer (le nombre d'AUTEUR qu'on va 
lui associer par exemple). On utilise leur tableau de répart it ion tel que 
ce lui de la figure-A. l. On y indique par exemple que 30% des OUVRAGE 
qui sont ecrits par deux· AUTEUR. · 
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aut/ouv % d'ouv nbr/ouv 
0 5 50 
1 40 400 
2 30 300 
3 10 100 
4 10 100 
5 5 50 
' ' 
Figure-A. 1 Répartition d'OUVRAGE-AUTEUR 
(2) On sélectionne aléatoirement le nombre d'AUTEUR ainsi 
désigné, par tirage aléatoire de leur valeur d'identifiant. On vérifie · que 
ces auteurs sont distincts. 
(3) On crée les associations. 
-: Ordre de chargement 
Lors du chargement des données, chaque type d'article peut 
être considéré comme une unité de chargement. 
Lorsque l'on prédér"init les contraintes d'existence sur 
plusieurs articles, on doit charger ces articles en considérant l'ordre 
de chargement. Par exemple. dans le schéma-3 du texte. on a la 
contrainte: NUMEM (: EMPRUN-ARCH) IN NUMEM (: EMPRUNTEUR). Il est 
clair que l'on doit charger les records d'EMPRU~HEUR avant de charger 
les records d'EMPRUNT-ARCH. 
En effet, dans les schémas des BD, quelques types d'article 
sont à l'origine des types d'association du schéma conceptuel. Nous les 
appelons les articles de type "association". Chaque article de ce type 
est originellement lié à certains articles de type "entité" . Selon la 
nature d'existence d'une association, la règle du chargement sera: 
de charger d'abord les articles de type "entité" et ensuite les 
articles de type "association". 
Par exemple, OUVAUT dans le schéma-3 et schéma-4 ne peut 
être chargé avant que OUV_RAGE et AUTEUR soient chargés. 
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B) LE PROGRAMME DE CHARGEMENT 
Le programme de chargement est une réalisati9n des objectifs 
décrits dans 1 e paragraphe précédent. 
Nous avons deux progr'ammes de chargement , l'un pour la 
BD/DBMS et l'autre pour la BD/ROB. En ce qui concerne l'architecture et 
l'algorithme, ces programmes sont les mêmes. 
,, .... 
1) Générateur de nombre aléatoire 
Nous avons choisi le générateur de nombre aléatoire du 
système en utilisant l'instruction COBOL: CALL "MTH$RANDOM" USING 
Ce générateur donne les nombres aléatoires répartis 
uniformément entre O et 1. 
2) Arch1 tecture des programmes 
Ce programme consiste en cinq modules. Nous en donnons le 
diagramme (cfr. FIG B-1) ci-après. Chaque rectangle correspond à un 
module du programme. 
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CHARGER-AUTEUR 





FIG B-1 Les modules du programme de chargement 
3) Decription et algorithme des modules 
3.1) CHARGER-AUTEUR ET EMPRUNTEUR 
Ce module a pour but de charger 2 types d'article : AUTEUR et 
EMPRUNTEUR. On les charge d'abord dans ce module parce qu'ils sont des 
articles de type "entité". 
ALGORITHME: 
For compt := 0 to 500 do (* 500 auteurs prédéfinis*) 
call procedure permutation( car-perm) ; 
if compt < 100 then (* l 00 emprunteurs prédéfinis*) 
create E := EMPRUNTEUR ( : NUMEM = compt , 
NOMEM = "E'' + car-perm , 
ADRESSE = "A' + car-perrn ): 
endif; 
create A:= AUTEUR (: NUMAU = compt, 
endFor; 
~~OMAU = "N" + car-perm , 
ORIGINE= "O" +car-perm ); 
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3.2) CHARGER-OUVRAGE : 
Ce module a pour but de charger l'article OUVRAGE. On a une 
l 1ste qui contient 40 années. 
ALGORITHME: 
For compt :-= O to 1000 do (* 1000 ouvrages prédéf inis * ) 
generate at random a number ANNEE 1 from "1 iste d' annees"; 
car-perm := a•riame of AUTEUR generated at random ; 
create O := OUVRAGE (: NUMOU = compt , 
endFor; 
TITRE = "T" + car-perm, 
ANNEE = ANNEE 1 , 
EDITEUR = "E" + car-perm ); 
3.3) CHARGER-OUVAUT ET MCOUV: 
Ce module établit l'association "many-to-many" entre AUTEUR 
et OUVRAGE. On sait que, pour la base de données DBf"IS, il faut créer un 
type de record supplémentaire. Ici il s'appe l le OUVAUT. 
11 est un peu compliqué de charger OU VAUT en DBMS. l l faut 
tenir compte des concepts de l'occurence d'un set et des courants d'un 
type de record. Selon la répartition du nombre d'AUTEUR par OUVRAGE, 
chaque fois qu'on charge un record d'OUVRAGE, on doit mettre au point 
des courants d'OUVRAGE et d'AUTEUR (cfr. le programme de chargement 
à l'annexe-4). 
Pour la base de données re 1 at i onne l le, grâce à l'uniformité des 
représentations logiques, la façon de charger est toujours la même. 
Pour faciliter la tâche, on suppose que la répartition entre 
MOTCLE et OUVRAGE soit la même que celle entre AUTEUR et OUVRAGE. 
C'est-à-dire qu'il y a aussi de O à 5 mots-clés par ouvr~ge. 
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ALGORITHME: 
numero-de-base := 50 (* suppose les ouvrages de numéro O à 50 
sans auteur * ) 
For i := 1 to s do 
j = rep-ou- au ( i ) (* rep-ou-au est une table qui 
correspond à la TABLE 6-1 * ) 
.for k := 1 à j do 
numéro-de-base := numéro-de-base + 1 
for h := 1 to i1do :· 
generate at random a numbre NUMA.U 1 ; 
ganerate at random a string CAR-PERM from AUTEUR ; 
create OU := OUVAUT (( 00 : OUVRAGE (: NUl'-10U = 
numéro-de-base )) and 
( AO: AUTEUR(: NUMAU = 
NUMAU 1 ))) ; 
create M := MCOUV (( OMC : OUVRAGE ( : NUMOU = 





( : MOTCLE ( = "M" + CAR- PERM ))) ; 
On charge les données à EXEMPLAIRE dans ce module. 
On dispose d'une liste de localisation de l'EXEMPLAIRE. ûn 
dispose également d'un tableau de répartition Per-ou-ex entre 
OUVRAGE et EXEMPLAIRE. 
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ALGORITHME: 
compt := O; 
for i := 1 to 1 0 do 
j = Rep-ou-ex ( i ); 
fork :=l to j do 
endf or; 
generate at random a number NUMOU 1 ; 
generate at random a number LOCA from liste of local ; 
for h := l to i do 
create EX := EXEMPLAIRE ((( OE: OUVRAGE (: NUMOU 
~ -
= NUMOU 1 )) and 
( : NUMEX = compt) and 
(: LOCALISATION= LOCA )) ; 
compt = compt + l; 
endf or; 
3.5) CHARGER-EMPRUNT : 
On charge 80 records pour EMPRUNT dans ce module. On dispose 
d'une 1 iste de dates. 1 ci il faut surtout consi dérer qu'un exemp la 1re ne 
peut être prêté qu·une seule fois avant qu'il soit restitué. Lors du 
chargement, on tire au hasard des numéros d'exemplaire en vérifiant 
que chaque numéro n'est tiré qu'une seule fois. 
ALGORITHME : 
for i := O à 80 do 
generate at random two numbers NUMEX 1, NUMEM 1 ; 
generate at random a date DATE I rr om table of dates ; 
for EX:= EXEMPLAIRE (: NUMEX = NUMEX) do 
i f NUMEX not in NUMEX(:EMPRUNT) then 
create EM := EMPRUNT(( : DATE-DEBUT = DATE 1 ) and 
(EXE: EX) and (EMP : EMPRUNTEUR 





3.6) CHARGER-EMPRUNT ARCH : 
On charge 280 records dans EMPRUNT.ARCH. Pour f ar:1 l 1ter la 
tâche, on suppose que DATE-FIN est toujours égale à DATE-DEBUT+ 14. 
on dispose d'une liste de dates LISDATE. 
ALGORITHME: 
for compt := 1 to 280 do 
ganerate at random a number NUMEX 1 ; 
if NUMEX 1 not'ln ~IUMEX( EMPRUNT) then 
generate at random a number NUMEM 1 ; 
generate at random a date DATE 1 from LI SDATE ; 
create EA := EMPRUNT ARCH ( (: DATE-DEBUT= DATE 1) and 
(:DATE-FIN= DATE+ 14) and 
( EXEA : EXEMPLAIRE (:NUMEX = NUMEX 1 )) and 
( EMPA : EMPRUNTEUR ( :NUMEM = ~füMEM ))) ; 
endif; 
endfor ; 
C) DETERMI NAT ION DES PARAMETRES PHYSIQUES DES BD 
_ Exemple pour la BD de taille réduite 
Cette phase a pour but de créer une base de données adéquate. 
En général , i l vaut mieux qu'un taux de remplissage de pages de 
stockage soit assez élevé, qu'il ait le moins de fragmentation possible, 
et que la taille de pool des tampons ne soit ni trop grande, ni trop 
petite. 
Pour déterminer les meilleurs valeurs de ces paramètres, on 
doit calculer la taille de records que l'on va stocker dans la base de 
données. 
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On se réfère aux tableaux suivants: 
DATA TYPE BYTES 
signed word 2 
signed longword 4 
si gned quadw ord 8 
.. 





























unsigned numeric n 
TABL C-2 SIZE OF DBMS/VAX 
DATA TYPE 
Ici nous raisons attention au plus grand type de record dans la 
base de données. On peut facilement conclure que le type de record 
OUVRAGE est le plus grand dans la BD/DBMS ainsi que dans la BD/ROB. 
1) EVALUATION DU VOLUMME DE LA BD/DBMS 
Nous prenons la va leur de défaut pour la longue1Jr de pag'= : 2 
blocs par page = 1024 bytes. 
La longueur de données gestion est différent pour les ar~ticles 
de type différents < cfr. 1. 1 ). 
Nous donnons la liste suivante (unité des chiffres est en 
bytes). 
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EREA ARTICLE LLA LPA NOCA NAPP NP NPAR NPAR;t 
FAUTEUR 
AUTEUR 62 81 500 12 42 







OUVRAGE 66 97 1000 10 100 316 380 
MCOUV 30 44 1950 23 85 
EXEMPLAIRE 8 33 2100 31 68 88 105 
EMPRUNTEUR ' 62 87 100 11 10 
EMPRUNT 4 29 80 35 3 31 38 
EMPRUNT-ARCH 8 33 280 31 10 
TOTAL 535 643 
LISTE C-1 Volume de la B0/0BMS BIBLIO 
LLA : longueur logique d'un article; 
LPA: longueur physique d'un article (LLA + données gestions); 
NOCA: nombre prédéfini d' occurrences d'un article ; 
NAPP : nombre maximum d'articles par page; 
NP : nombre de pages pour stocker tous les records d' un 
NPAR: nombre de pages d'une AREA (cfr. fin du chapitre ) ; 
NPAR/t : nombre de pages d'une AREA à taux de remplissage 
1.1) Exemple de calcul du volume de la BD/DBMS 
- CALCUL DE LA LONGUEUR DES DONNEES DE GESTION 
Avant de calculer, le lecteur doit se référer au chapitre 8 
"lnternal Representation of the Database" de [DBMS 84]. 
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Pour calculer la longueur de données de gestion il faut tenir 











DON~ffES DE GESTlm~ 
CLUSTER TOTAL LENGTH 
COUNT OF CLUSTER 
1,'BYTE 2 BYTES 
FRAG FLA\j5 5TORAtîE 
PRE 1 
RECORD 
POST TYPE ID 
2 BITS 14 BITS 
FI GURE-C. 1 STORAGE RECORD STRUCTURE 
Le format général des pointeurs (CLUSTER POINTER de la 












FIGURE-C.2 GENERAL FORMAT OF CLUSTER 
Au vu de la figure-C.1, les 1nformat1ons utilisées par le SGBD 
sont en longueur de 5 bytes fixés. Au vu de la figure-C.2, les 
informations sur les caractèristiques des pointeurs sont en longueur de 
3 bytes. En général, le SGBD a besoin de 2 bytes pour représenter un 
pointeur. Nous notons qu'l l y a toujours 3 pointeurs NEXT, OWNER et 
PRIOR pour un MEMBER record du set. Si le record est dans un set de 
mode CALC, il faut compter 2 bytes de plus pour le pointeur calculé. En 
ce qui concerne l'OWNER d'un set, il garde toujours le pointeur FIRST. 
On calcule, par exemple la longueur des données de gestion 
pour l'AUTEUR. On voit dans le schéma 2, que l'AUTEUR est un membre 
record du SYSTEM SET et un OWNER du AO SET. Or, la longueur de 
données de gestion 
5 (header) + 3 (carac. de pointeur) + ( 2 * 3 (pointeurs)) + 
+ 3 (carac.de pointeur) + 2 (pointeur FI RST) = 




Le calcul ci-dessus se fait dans des conditions où les records 
ne sont pas fragmentés 
- CALCUL DE NOMBRES DE PAGES D'UNE AREA (NPAR ): 
Soit l'AREA FAUTEUR qui ne contien t qu'AUTEUR. 
t' .. 
Pour calculer les pages totales d' ,A.P.E.A., il faut tenir compte 
de la description des pages de la base de données (voir FIGURE-C.3). 
PAGE HEADEP. 
LINE lt~DEX 




FIGURE-C.3 La description des pages de la base de données 
PAGE HEADER: l'information pour le SGBD (22 bytes par page). 
or, on a besoin de 924 bytes C 1 page) pour les 42 pages de données 
AUTEUR. 
LINE INDEX : c· est un directory pour les records de stockage 
dans la page. Le format est présenté dans la figure-C.4. 11 dépend de 
NAPP ( cfr. LI STE C-1 ) . On reprend AUTEUP., par exemple. Une page peut 
contenir 12 records d'AUTEUR, alors la longueur de LINE INDEX est: 4 
bytes * 1 2 + 2 bytes = 50 bytes. 














OFFSET FROM LINE INDEX 
PAGE BEGINNING 
TO STO.SEGMENT COUNT 
2 bytes · 2 bytes 
FIGURE-C.4 LINE INDEX FORMAT 
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Lorsqu· i 1 faut 42 pages pour contenir tous les records 
d'AUTEUR, on a besoin de 42 * 50 = 2100 bytes (:::<2 pages) 
suppl ém en ta 1 res pour l' AREA . 
Lorsqu'AUTEUR se si tue dans le SYST AUTEUR C set ) de mode 
INDEX, il faut aussi compter les places qui sont occupées par les INDEX 
NODE. On sait : 
- NOCA = 500. On defini t la taille de noeud d'index avec la 
formule qui est donnée' 
0
dans [DBMS 84]: 16 + 1 O * ✓ 500 = 240 
bytes. Ensuite, on définit SIZE OF NODE dans le STORAGLSCHEMA avec 
cette valeur; 
- la clé NUMAU = 2 BYTES . Or, chaque noeud peut avoir le 
nombre d'entrées : ( 240 - 16 ) / 2 = 112; 
- 500 / 112 = 4. C'est le nombre de noeuds dont on a besoin 
pour le set SYST.t\UTEUR . 
- Enf in les places totales pour les index sont 4 * 240 = 960 
bytes. Une page est donc suff issante. 
SYSTEM RECORD: D'après la représentation interne de la page, 
il y a un système record pour chaque page. La longueur d'un système 
record est de 5 bytes. Selon les calculs ci-dessus, on sait qu'on a 
besoin de 42 pages pour les données AUTEUR , de 1 page pour les P . .t..GE 
HEADER, de 2 pages pour LI NE INDEX et de 1 page pour index, ce qui 
revient à 46 pages. Or, 46 * 5 = 230 bytes c~ 1 page) supplémentaires 
sont ajoutés pour l'AREA FAUTEUR. 
Enfin, 47 pages sont suffisantes pour l' AREA FAUTEUR. 
2) PARAMETRES DE LA CREATION DE LA B0/DBMS: 
- Taille de page de stockage : 
La valeur de défaut= 2 blocks par page. 
Nous acceptons cette va leur, parce qu' i 1 y a environ 819 bytes 
par page susceptibles de .stocker les données en considérant le taux de 
remplissage de 80%. Dans notre cas, le record le plus long est 
J'OUVRAGE (97 bytes). 
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Alors, une page peut contenir 8 records au moins . 
- Allocation de page pour les AREAS: 
La valeur de défaut est_= 100 pages par AREA 
D'après liste C- 1, la plupart des AREAs ont besû in d'un nombre 
de pages oscillant entre 100 et 200. OUVRAGE en a besoin de plus. On 
peut lui donner une EXTENSION en définissant: 
' ALLOCATION =200/EXTENSION =100 . 
- Taille des tampons : 
Le principe de calcul de la taille est de conserver en mémoire 
les pages qui risquent d' être réutilisées dans un proche aveni r. 
Pour chaque RUN UNIT, le DBCS (Database Control system) gère 
un pool indivuduel de tampons. Ces tampons sont utilisés pour les 
transferts de données entre le RUN UNIT et les fichiers . Lors d'un 
COMMIT, DBMS "nettoie" les tampons du pool, écrit les changements 
dans le journal. 
11 est possible de paramètrer: 
- LENGTH_BUFFER (par défaut S * la taille de la plus grande 
page); 
- BUFFERS (le nombre des tampons, par défaut 10). Cela permet 
de copier beaucoup de paaes avant d'être forcé de devoir nettover le 
- ' 
pool en raison d'un nouvel arrivage. 
La taille du pool de tampons est importante, parce que: 
- si elle est trop grande, le système de gestion de la mémoire 
virtuelle entre en action et deux E/S sont nécessaires pour lire une 
page de la BD dans la mémoire centrale. 
- s1 elle est trop pet1te, le nombre d'opérat1ons E/5 croît. 
Si r on accepte les valeurs de défaut, alors le pool de tampons 
peut contenir 
1 0 * S * 2 = 1 00 BLOCS = 50 pages. 
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D'après la liste c-1 pour déterminer la taille du pool, nous 
allons faire certains compromis. Nous avons défini: 
BUFFERS=18/LENGTH_BUFFER=28 
Cela donne 252 pages pour le pool. 
3) EVALUATION OU VOLUME DE LA BD/ROB 
' On prend la vale1.k de défaut pour la page de stockage: 
2 black/page = 1024 bytes/page. 
Soit, la 1 ongueur de données gestions par article = 1 o bv tes . 
On donne la 1 iste suivante : 
ARTICLE LLA LPA NOCA NAPP NP 
AUTEUR 62 72 500 14 36 
OUVAUT 4 14 1950 73 27 
OUVRAGE 66 76 1000 13 72 
MCOUV 32 42 1950 25 78 
EXEMPLAIRE 10 20 2100 5 1 42 
EMPRUNTEUR 62 72 100 14 8 
EMPRUNT 8 18 80 56 2 
EMPRUNT-ARCH 12 22 280 47 5 
TOTAL 270 












La liste C-2 n'est pas comparable avec la liste C-1 du point de 
vue des véritables volumes de stockage, puisque l'on n'a pas évalué les 
volumes d'index et les données de gestion en ROB. Nous n'avons pas 
d'informations suffisantes pour calculer la longueur de données de 
gestion. Nous donnons la liste sous cette forme afin de fixer une 1dee 
de détermination des par_amètres de création de la BD. 
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3. 1 ) Les paramètres: 
Les va leurs de déî"aut : 
- number-page/database : 400 pages (extension automatique) ; 
- page_blocs : 2 ( l 024 bytes); 
- number _buff ers 20 ; 
- buf fer _b 1 ocks 3 * page_b 1 ocks . 
Pour des raisons ,comparables à celles de DBMS, nous avons 
NUMBER OF BUFFERS I S 1 8 ; 
SIZE OF BUFFER IS 28. 
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ANNEXE-3 
ALGORITHMES CONFORMES AUX SGBD 
Nous donnons ici, tous les algorithmes q"ui sont con formes aux 
SGBD. Le lecteur doit faire référence au point 3.3.4 du texte du mémoire 
afin de savoir la manière de transformer l'algorithme prédicatif en 
algorithmes conformes. 
A) CONSULTATION DE LA•BASE DE DONNEES 
1) APPLICATION 1 




3) APPL ICATION3 
3. 1 Conforme à DBMS: 
input ( 1970 ) ; 
for O := OUVRAGE do 
if ANNEE ( : 0 ) = 1970 then 
print O ; 
endif; 
endfor ; 
3.2 Conforme à RDB : 
on reprend l'algorithme prédicatif puisqu'en RDB 11 offre la primit1ve d'accéder 
à la base de données à condition filtrée . 
4) APPL IC'.AT ION4 
4.1 Conforme à DBMS: 
for O := 1 OUVRAGE do 
if OE not empty then 
print O ; 
endif: 
endfor ; 
4.2 Conforme à RDB ( optimisation implicite): 




4.2. 1 Conforme à RDB ( optimi3ation expl icite) : 
for O := OUVRAGE do 
for EX := EXEMPLAIRE ( : NUMOU = NUMOtJ ( : 0) ) do 
print O ; 




5. 1 Conforme à DBMS: 
'' 
for O := 1 OUVRAGE do 




5.2 Conforme à RDB (optimisation implicite): 
for O := 1 OUVRAGE ( : NUMOU = NUMOU ( : OUVAUT ) ) do 
print O ; 
endfor ; 
5.2.1 Conforme à RDB ( optimisation explicite): 
for O :=OUVRAGE do 






6. 1 Conforme à DBMS: 
input ( XNUMAU ) ; 
for A := AUTEUR ( : NUHAU = XNUMAU ) do 
for OU := OUVAUT ( OA : A) do 





6.2 Conforme à ROB ( optimisation implicite) : 
input ( XNUMAU ) ; 
for O := OUVRAGE ( ; NUMOU = NUMOU ( : OUVAUT ( : NUMAU = 
print O ; 
endfor ; 
. NU MAU(: XNUMAU ) ) ) ) do 
A3-2 
6.21 Conforme à RDB ( optimisation explicite) : 
input ( XNUMAU ) ; 
for ou := OUVAUT ( : NUMAU = XNUMAU ( : A ), ) do 
for O := OUVRAGE ( : NUMOU = NUMOU ( : OU ) ) do 




Idem que 1'application9 sauf l'entrée : XNOMAU au lieu de XNUMAU . 
8) APPLICAIION8 
8. 1 Conforme à DBMS : 
input ( XORIGINE) ; 
for A := AUTEUR do 
if ORIGINE( : A)= XORIGINE then 
for OU:= OUVAUT ( AO: A) do 
for O := OUVRAGE ( 00: OU ) do 





3.2 Conforne à RDB ( optimisation implicite) : 
for O := OUVRAGE ( : ~füMOU = NUMOU ( : OUVAUT ( : NUMAU 
= NUMAU ( : AUTEUR ( : ORIGINE= 
XORIGINE)) ) ) ) do 
prrnt O ; 
endfor ; 
8.2.1 Conforme à RDB ( optimisation explicite): 
input ( XORIGINE); 
for A := AUTEUR (:ORIGINE= XORIGINE) do 
for OU := OUVAUT ( NUMAU = NUMAU ( : A ) ) do 
for O := OUVRAGE ( NUMOU = NUMOU ( : OU ) ) do 






9 ) APPLICATION9 
9. 1 Conforme à DBMS: 
input ( XTITRE , XAN , XNOMAU ) ; 
trouve:= false ; 
for A := AUTEUR ( : NOMAU = XNOMAU ) do 
for O := OUVRAGE ( OUVAUT : A ) do 
if (TITRE( : 0) = XTITRE) and (ANNEE( : 0) = XAN )) then 
for EX := EXEMPLAIRE ( OE: 0) do 
EX-OK := true ; 
for ~t':1 := EMPP.IJNT ( EXE : EX ) do 
EX-OK := false; 
endfor ; 
if EX-OK then 
trouve:= true ; 
print NUMEX ( :EX ) ; 
exit A; 
endif ; 
if trouve then exit EX ; endif ; 
endfor ; 
endif; 
if trouve then exit O ; endif ; 
endfor ; 
1f trouve then exit A ; endlf ; 
endfor ; 
9.2 Conforme à RDB : 
input ( XTITRE, XAN, XNOMAU) ; 
TROUVE:= false ; 
for O := OUVRAGE ( ( : ANNEE = XAN ) and ( : TITRE= XTITRE ) and 
( : NUMOU = NUMOU ( : OUVAUT ( :NUMAU 
= NUMAU ( : AUTEUR ( : NOMAU 
= XNOMAU))))) do 
for EX := EXEMPLAIRE ( ( : NUMEX not in NUMEX ( : EMPRUNT )) 
and ( : NUMOU = NUMOU ( : 0 ))) do 
TROUVE := true ; 
print NUMEX ( : EX ) ; 
exit EX ; 
endfor ; 
if TROUVE then exit O endif ; 
endfor; 
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1 O) APPLICATION 1 O . 11 . 12 . 13 
1 O. 1 Conforme à DBMS: 
input ( XNUMOU ) ; 
for O := OUVRAGE( : NUMOU = XNUMOU ) do 
print O ; 
for M := MCOUY ( OMC: 0 ) do 
print MOT CLE ( : M) ; 
endfor ; 
for OU:= OUYAUT ( 00: 0 ) do 
for A:= AUTEUR ( AO: OU ) do 
pr\int A ; 
endfor ; 
endfor ; 
for EX:= EXEMPLAIRE ( OE :0) do 
print EX 
for EM := EMPRUNT ( EXE: EX ) do 
print EM ; 
for EP := EMPRUNTEUR( EMP: EM) do 
print EP ; 
endfor ; 
endfor ; 
for EA := EMPRUNTARCH ( EXEA: EX ) do 





10.2 Conforme à RDB 
input ( XNUMOU ) ; 
for O := OUVRAGE( : NUMOU = XNUMOU ) do 
print O ; 
for M := MCOUV ( : NUMOU = NUMOU ( : 0) do 
print MOTCLE ( : 0 ) ; 
endfor ; 
for OU:= OUVAUT ( : NUMOU = NUMOU ( : 0) ) do 
for A:= AUTEUR ( : NUMAU = NUMAU (: OU ) ) do 
print A ; 
endfor ; 
endfor ; 
for EX:= EXEMPLAIRE ( : NUMOU = NUMOU ( :0)) do 
prin t EX 
for EM := EMPRUNT ( NUMEX = NUMEX ( : EX ) ) do 
print EM ; 
for EP := EMPRUNTEUR( :NUMEM = NUMEM (: EM)) do 
print EP ; 
endfor ; 
endfor ; 
for EA := EMPRUNTARCH ( : NUMEX = NUMEX (:EX)) do 
print_ EA; 





6 ) MISE A JOUR DE LA BASE DE DONNEES 
14) APPLl<'ATIQN 14 . 15 
11 n' est pas nécessaire de les transformer . 
16) APPLICATION 16 
16.1 Conforme à DBMS: 
input ( XNUMOl:J, X MOT CLE-); 
for O:= OUVRAGE ( :NUMOU = XNUMOU) do 
for M := MCOUV( OMC: 0) do 
modify M( :MOTCLE = XMOTCLE); 
endfor; 
endfor; 
16.2 Conforme à RDB: 
input ( XNUMOU, X MOT CLE) ; 
for M := MCOUV ( :NUMOU = XNUMOU) do 
modify M ( :MOTCLE = XMOTCLE); 
endfor; 
17 ) APPLICATION 17 
Pas nécessaire. 
18 l APPL lrAT!ON 18 
18. 1 Conforme à DBMS: 
input ( XNUMOU ) ; 
DEL-FIN := fa lse ; 
for O := OUVRAGE ( : NUMOU = XNUMOU) do 
for EX := EXEMPLAIRE ( OE : 0) do 
if EX not in EXE then 
delete EX ; 




if DEL-FIN then exit O; endif; 
endfor ; 
endFor , . 
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18.2 Conforme à RDB : 
input ( XNUMOU ) ; 
for EX:= EXEMPLAIRE ( ( : NUMOU = XNUMOU) do 
if EX ( :NUMEX not in NUMEX ( : EMPRUNT ) ) then 
for EM := EMPRUNT-ARCH ( : NUMEX = NUMEX ( : EX ) ) do 
delete EM ; 
endfor ; 
delete EX ; 
exit EX ; 
endif; 
endfor ; , , 
W APPLICATION 19 
19. 1 Conforme à CODASYL : 
input ( XOUVRAGE ) ; 
OU-EXIST := false; 
if NUMOU(: XOUVRAGE) in NUMOU then 
OU-EXIST := true 
endif; 
if not OU-EXIST then 
create O := OUVRAGE ( ( :NUMOU = NU MOU( :XOUVRAGE)) and 
( :TITRE= TITRE( :XOUVRAGE)) and 
for 1 to 3 do 
( :ANNEE = ANNEE( :XOUVRAGE)) and 
(:EDITEUR= EDITEUR( :XOUVRAGE))); 
input ( LIAUT(i], LIEXE[i]); 
AU-EXIST := false ; 
if NUMAU ( :XAUTEUR ) in NUMAU ( :AUTEUR ) then 
AU-EXIST := true ; 
endif; 
if not AU-EXIST then 
create A := AUTEUR ( ( :NUMAU = NUMAU( :XAUTEUR)) and 
( :NOMAU = NOMAU(:XAIJTEUR)) and 
( :ORIGINE= ORIGINE( :XAUTEUR))) ; 
create OU := OUVAUT ( ( 00 : 0 ) and ( AU : A ) ) ; 
endif; 
EX-EXIST := false; 
if NUMEX (:XEXEMP) = NUMEX( : EXEMPALIRE) tr,en 
EX-EXIST := true; 
endif; 
if not EX-EXIST then 
create EX := EXEMPLAIRE ((:NUMEX = NUMEX( :XEXEl"lP)) and 
( :LOCALISATION= 




( OE: 0 ) ) ; 
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and 
19.2 Conforme à RDB : 
input ( XOUVRAGE ) ; 
OU-EXIST := false; 
for O := OUVRAGE( :NUMOU = NUMOU( :XOUVRAGE) do 
OU-EXIST := true ; 
exit O ; 
endfor; 
if not OU-EXIST then 
create O := OUVRAGE ( ( :NU MOU= NU MOU( :XOUVRAGE)) and 
1 (:TITRE= TITRE( :XOUVRAGE)) and ( :ANNEE = ANNEE( :X OUVRAGE)) and 
(:EDITEUR= EDITEUR( :XOUVRAGE))); 
for 1 to 3 do 
input ( LIAUT[i], LIEXE[i]); 
AU-EXIST := false ; 
for A:= AUTEUR( :NU MAU = NUMAU ( :XAUTEUR ) do 
AU-EXIST := true ; 
exit A; 
endfor ; 
if not AU-EXIST then 
create A := AUTEUR ( ( :NUMAU = NUMAU( :XAUTEUR)) and 
( :NOMAU = NOMAU( :XAUTEUR)) and 
( :ORIGINE= ORIGINE( :XAUTEUR))) ; 
create OU := OUVAUT ( (: NUMOU = NUMOU( : 0)) and 
(: NU MAU = NU MAU( : A ) ) ) ; 
endif; 
EX-EXIST := false; 
for EX := EXEMPLAIRE( :NUMEX = NUMEX( : XEXEMP) do 
EX-EXIST := true; 
exit EX ; 
endfor; 
if not EX-EXIST then 
create EX := EXEMPLAIRE ( ( :NUMEX = NUMEX( :XEXEMP)) and 
( :LOCALISATION = LOCALISATION( :XEXEMP )) 





20. 1 Conforme à DBMS: 
input ( XOUYRAGE) ; 
for O := OUVRAGE ( = XOUVRAGE ) do 
delet-ok := true 
for EX:= EXEMPLAIRE ( OE: 0) do 
if EXE not empty then 





if delet-ok then 
for EX := EXEMPLAIRE ( OE : 0) do 
delete EX ; 
endfor ; 
for OU : = OUVAUT ( 00 : 0 ) ) do . 
for A:= AUTEUR ( : NUMAU ( AO: OU ) ) do 
delete A ; 
endfor ; 
endfor ; 
delete û ; 
endif; 
endfor ; , , 
20.2 Conforme à RDB : 
input ( XOUVRAGE ) ; 
delet-ok := true; 
for EX:= EXEMPLAIRE((: NUMOU = NUMOU (:XOUVRAGE)) and (:NUMEX in 
NUMEX ( : EMPRUNT))) do 
delet-ok := false; 
exit-ex ; 
endfor; 
if delet-ok then 
for O := OUVRAGE ( = XOUVRAGE ) do 
for OU:= OUVAUT ( : NUMOU = NUMOU ( : 0 ) ) do 
for A:= AUTEUR ( :NUMAU =NUMAU ( : OU ) ) do 
delete A ; 
endfor ; 
endfor ; 
for EX := EXEMPLAIRE ( : NUMOU = NUMOU ( : 0) ) do 
for EA := EMPRUNTARCH ( : NUMEX = NUMEX ( : EX)) do 
delete EA ; 
endfor ; 
delete EX ; 
endfor ; 
delete û ; 
endfor ; 
endlf; 
21 ) APPLICAT!ON21 
21 . 1 Conforme à DBMS : 
input ( XNUMEX ) ; 
for EX:= EXEMPLAIRE ( : NUMEX = XNUMEX) do 
for E := EMPRUNT ( EXE : EX ) do 
for EM := EMPRINTEUR ( EMP: E) do; 
create EA := EMPRUNTARCH ( (EXEA: EX) and (EMPA: EM) 
and ( : DATE-DEBUT= DATE-DEBUT( : E)) 
and ( : DATE-FIN= DATE-DU-JOUR)) ; 
delete E; 




21.2 Conforme à.ROB : 
input ( XNUMEX ) ; 
for E := EMPRUNT ( : NUMEX = XNUMEX ) do· 
create EA := EMPRUNTARCH( (NUMEX = NUMEX ( : E )) and 
( NUMEM =NUMEM ( : E))and 
(DATE-DEBUT= DATE-DEBUT( : E)) and 
(:DATE-FIN= DATE-DU-JOUR); 
delete E ; 
endfor ; 
22J APPLICATION22 
22. 1 Conforme à DBMS : 
i 
input ( LISAN( 1 ... N ) ) ; 
for i : = 1 to N do 
for O := OUVRAGE do 
if ANNEE ( : 0) = LISAN( i ) then 
input ( XEDITEUR , XAUTEUR ) ; 
modify O ( : EDITEUR= XEDITEUR ) ; 
create A:= AUTEUR ( ( :NUMAU = NU MAU( :XAUTEUR)) and 
( :NOMAU = NOMAU( :XAUTEUR)) and 
( :ORIGINE= ORIGINE( :XAUTEUR)) and 
(AO : OU)) ; 




22.2 Conforme à RDB : 
input ( LISAN( i ) ) ; 
for i := 1 to N do 
for O := OUVRAGE ( : ANNEE = LISAN( 1 ) ) do 
input ( XEDITEUR , XAUTEUR ) ; 
modify O ( : EDITEUR = XEDITEUR ) ; 
create A:= AUTEUR ( ( :NUMAU = NU MAU( :XAUTEUR)) and 
( :NOMAU = NOMAU( :XAUTEUR)) and 
( :ORIGINE= ORIGINE(:XAUTEUR)); 




23 ) APPLICAJION23 
23. 1 Conforme à DBMS: 
input ( LISNU~( 1 ... N)) ; 
for i : = 1 to N do 
for EM :=EMPRUNTEUR(: NUMEM = LISNUM( i)) do 
for E := EMPRUNT ( : NUMEM = NUMEM ( : EM ) ) do 
delete E ; 
endfor ; . 
delete EM ; 
endfor ; 
endfor ; 
23.2 Conforme à RDB : 
input ( LISNUM( 1 .. . N) ) ; 
for i := 1 ta N do 
for EM := EMPRUNTEUR (: NUMEM = LISNUM( i) ) do 
for E := EMPRUNT ( : NUMEM = NUMEM ( : EM ) ) do 
delete E ; 
endfor ; 
for EA := EMPRUNTARCH ( : NUMEM = NUMEM (: EM ) ) do 
delete EA; 
endfor ; 








PROGRAMMES DES APPLICATIONS 
A) PROGRAl"IMES/DBMS/COB ........................... .. ..... .... .. .... .......... .. ...... .. A4- 1 
B) PROGRAJ'1MES/RDB/COB ......... .. .. .... ...................................... ... .. ..... A4-18 
.. 1 • • 
... 
.... 
·'• ., . A) ?ROGRAMMES/D6MS/COB 
... 
.,. 
* APPLICATION 1 




ENVIRONM=NT DIVISION . 
DATA ï)IVISION. 
SUS-SCH=MA SECTIJN. 
oa 5IBLSUa WITrlIN 3I3LI01 PGR BISLI □ l. 
WORKING-STORAGE S=CTION. 
01 rIN-OU PIC 9. 
01 I PIC 9~99 VALU= O. 









?=RF □ RM 3I3L!Jl U~TIL I > 10. 
Ç A L L II L :;: 3 s S :-i Q W _ T I ,•~ : R 11 • 
ST □ ? ~UN . 
READY rCUV ?RGT=CT=D R=TRI=VAL. 
f=TCH FIRST OUVRAGE WIT HIN SYSTCUV. 
GIS?LAY NUMOU Or OUVRAGE • 
MJVE O TJ FI N-CU. 
o=RFJRM 3JUCL Tr~U ~~UCL -= XIT UNTIL FIN-JU = 1. 
COM~IT. 
CJM?UTE I = I + 1. 
rëTCH N=X T OUVRAGE WITHIN SYSTOJV 
AT =NJ ~ □ V= 1 TQ =rN-JU 
Gû Tu a □ UCL-:XIT. 




* AP?LICAT!ON 6 : 
* Fournir le(s) ~·uvrage(5) qui est (sont) ecrit(s) 




DATA · DIVISION. 
SUB-SCHEMA SECTION. 
• Do a:3LSUS WITHIN 3IôL!Ol FOR 3I3LI □ l. 
WORKING-STORAGE S=CTION. 
01 Fi trSET ?IC 9. - - - - -- -- --- - - - - --




CALL "LI3iHJIT _ TIME:<". 
P=RFO~M 50UCL U~T:L I > 50. 
C:.LL 11 LI3$SHC\ol_T!ME~". 
STOP i<UN. 
R:4DY FOJV FAUT=~R RET~IEV4L. 
MJVE 245 TG ~UM~~ GF AUT:U~. 
FIN~ F! ~ST AUTEU~ WITH!N SYSTAUTEUR 
USING NUMAU JF AUT:UR. 
FINJ F!RST GJVAUT ~!THIN AO. 
FERFQRM F:T-CU. 
MJVE O TJ FIN-SET. 
P:RFORM N=XT-CUV~UT TH~U N:XT-EXIT 
UNTIL FI~-S:T = 1. 
C0'1MIT. 
CJMPUT: I = I + 1. 
,\IEXT-JUVAUT. 
FETCH N~XT OUVAUl ~IT HIN AJ 
AT END MJV: 1 T □ FIN-S:T 
GJ TJ NEXT-:X!T. 




F:TCH OWNE~ WITHI~ ~J. 
DIS?LAY NUMGU, TIT~:, i~N:E, EDITEUR. 
~******~***************~*********************~***~****~* · 
* APPLICATION 3 
* Fournir le(s) ouvra;e(s) qui est(sont) ecrit(s) 
* par un auteur donne ( e~ant donne l' origine d'AUTEUR ). 
IOENTIFICATIJN DIVISION. 
?ROGRAM-IO. APPLIS. 
ENVIRON~ENT DIVISION . 
DATA DIVISION. 
SUS-SCH=MA SECTION. 
08 3ISLSUa WITHIN 3I3Libl =oR 
WORKING-STORAGë SëCTION. 
01 FIN-SëT PIC~. 
01 TROUVE ?IC 9. 




CALL 11 LiaSINIT_TIM::R 11 • 




NëXT - AU. 
R::AJY ~ouv ~AUT::L~ P~ST::CT::J ~ETRI~VAL. 
F::TCH FIRST AUT::LR WIT~IN SYSTAUTEUR. 
Ir GiUGINE JF AUïEUi< = "0A3CVY" 
P::RF □ RM F::T-JCVAUT. 
~JV:: 0 T □ TROUVE. 
?::RFGRM N::XT-AU THRU NEXTAU-EXIT UNTIL TROUVE= 1. 
co·~M!T. 
COM?UTë I = I ~ 1 . 
FETCH NEXT AUTEU~ ~IT~IN SYSTAUT::UR. 
r f J R r G r r..: = J r= ~ u T :: u R = 11 J .:l 3 c v y 11 
:-1 û V :: 1 T J T R û U V :: 
?ëRr □ KM F::T-GUVAUT 
GO TJ NEXTAU-ëXIT . 
N::XTAU-ëXIT. 
ë X IT. 
rëT-OUVAUT. 
FI~D FIRST OUVAUT ~!THIN A~. 
?~:<FG~ ,'1 ~::T-GU. 
MOV:: 0 TJ FIN-S::T. 
P::~F □ RM N::XT - OUVAUT T~RU N::XT-::XIT UNTIL FIN-S::T = 1. 
NtXT-OUVAUT. 
FETCH NEXT CUVAUT ~ITHIN A □ 
AT EN □ M □ V~ 1 TC FIN-S~T 






r::TCH □ ~Në~ WITHIN J □• 
OISPLAY NU~JU, TIT~ë, A~~E=, = □ IT::UR. 
;': A?DLICATIJN 9 
* Etant donne le titre , l'annee ci'ecii~icn et 
* le nom d'un auteur d'un ouvrage , fournir le numero 






D5 5ISLSUS WITHIN ôI3LIOl FCR 6I3LI □ 1. 
- WORKING-STJRAGE - SECTION. 
01 TRJUVE o-r 
- l - 9. 
01 rHi-AU ?IC 9. 
01 FIN-AD PIC 9. 
01 i=IN-OE DIC " '1 • 






READY ?RGT::CT:D RëTK:EV~L. 
MJV: 0 TQ TRJUV:. 
?:Rf □ K~ FIRST-ll TH~U ~U-:XIT. 
Ir Ti<JUVë = 0 
PE~FORM NEXT-AU TrlRU AU-:XIT UNT:L 
( T~CUVE = 1 ) OR C FIN-AU= 1 ). 
CGMMIT. 
Clll "LI5SSH8 '..I_ TIME~". 
ST Cl P RU!~. 
FETCH rIRST AJT:UR WIT~IN SYSTAUTEUR 
AT END GO TJ lU-EXIT. 
N:M.::.U Jf Ai.JT:U=< = " N!,Sù H~i " 
?::?-=CRM CHER-GU~UT T~~u cu~~T-EX:T. 
i=ETCH NEXT AUT:lR ~ITHI N SYSTlUTEU~ 
AT END MDV: 1 TO ~IN-~U 
GO r:; t-U-:XIT. 
If= NûMAU Gr A:JTEU~ = 11 Nû.SGH\-J 11 
?ERFORM CHE~-JUAUT THRU OUAUT-EXIT. 
:XIT. 
CnER- □ UAUT. 
IF A J ê ~1? T Y 
GJ TJ JUAUT-:XIT. 
FIN □ FI~ST JUVALT WITHIN 30. 
PE~~ □ ~M i=ETCH-JWNER. 
1= T~CûV.: = •j 
MC•V.: 0 TJ ~I N-.:.CJ 




F::TCH OWN::R WIT~IN JO 
If ANNEE Of OIJVRAG:: = "1935" AND 
TITRE OF OUVi<AGE = 11 TASCTU 11 
IF OE NOT EMFTY 
Fi:TCH FIRST EXEMPLAIRE WITHIN DE 
Pê:RFORM VERIF-ë:X-OK 
IF EX-OK= 1 
MO VE' 1 T IJ T R··o !J VE 
o:SPLAY NUMEX OF EXEM~LA!R::-
ELSE 
?::RFOR~ N=XT-EX=~P THRU N:XT-EX-êXIT 
UNTIL C FIN-DE= 1 ) ~Nû C ::X-CK = 1 ). 
NEXT-OUVAUT. 
AO-::XIT. 
FIND N:XT □ ~VAUT wITYIN AO 
~T ë:ND MJYE 1 TO F:N-A G 
GJ i'J AC-::XIT. 
?ER= □ QM f:TCH-JWNER . 
i: XI T. 
NêXT-EX::M?. 
=:TCH N:XT EX:: MFLAIRE ~IT~IN DE 
AT ::ND MDVE 1 TO FI N - □: 
GJ TO NEX ï -:X-ëXIT. 
PERfOQM VERIF-EX- □ K. 
r:: EX-QK = 1 
M:iV: 1 TJ TRJUVE 




IF :XE ëM?TY 
MJVE 1 TJ EX-OK 
EL SE 
MCV: 0 TC; :X-CK. 
********************~****************************************** 
:;: A?PLICATION 18 
* Supprimer un exemplaire d'un ouvrage (le numero est donnee). 
ID=NTIFICATIJN DIVISI~N. 




OS èI3LSU3 ~ITHIN 3I5LI □ l FOR 8ISLI01. 
WORKING-STJRAGE S=Cï!ON. 
01 SE=D PIC g(5) VALU= 967. 
01 A-NUM COMP-1.--
01 Xl PIC g(S). 
01 I PIC 9999. 
01 DEL-rINI PIC 9. 




CALL "LIBSINiï TIMER". 
MOVE O TOI. 
?ERFJ~M 3JUCL U~TIL I > 10. 
C ;.. L L II L I 3 ::ï S H C W _ i I '.•1 :: K 11 • 
STO? i<UN. 
READY ?~CT=CTEJ C?QATE. 
C A L L II MT rl ~ R A N C ü M 11 U S I N G S E :: D G I V I N G A - N U M • 
MULTI?LY A-NUM 3Y 1000 GIVING Xl. 
MGVE Xl TO NUMOU OF JUV~AGE. 
F!ND FI~ST ouv~~GE WITrl!N SYSTCUV USING NUMOU JF OUVRAGE. 
MOVE O TO DEL-FI~:. 
IF JE f-lûT =MPTY 
?ER~GRM J::l-U~-EX TH~ U O::l-EXIT. 
r::: JEL-=I 1~: = C 
DISPLAY II IL t'\'Y A P'.IS iJ'EX::MPL~I~E 
A S L, ? P R I :~ E ?. P Q U R Cl U V R A G E : 11 , X 1 • 
CG .' 1MIT. 
COMPUTE I = I + 1. 
ùEL-UN-EX. 
D::L-EXIT. 
FETCH =IRST EXEMPLAIRE WITH!N DE. 
IF EX:: ëM?TY 
MOVE 1 TJ ~EL-FINI 
::R~S: :.LL 
GO i □ Jël-i:X!T 
=LS: 
P::~FORM ~=XT-ëX::M 0 LAIR: THRU NEXT-:X-=XIT 
UNTIL FIN-CE= 1. 
ëXIT. 
NEXT-:XE~?LA!R:. 






































































































































































:',: A?PLICATION 21: 
* :nregistrar la ·festitution d'un exemclaire emprunte 





SU8-SCH=MA S=CTION. , .. 
OB 3I5LSU3 WITHIN 5I5LIJ1 FO~ 3IéLIOl. 
WORKING-STORAGË S=CTION. 
-· -- --- -- 01- I-- PIC- 99 - VALU=- 1.---
01 NUMOUl ?IC 9. 
01 EX-NJ=XIST PIC ~. 
PR □ C=DUR: DIVISION. 
100-oëGIN. 
3I8LIO. 
C~LL 11 LI8SINIT_TIM::K"• 
P=RFOKM 8I3LIJ THRU 3I3 LIO-EXIT UNTIL I > 10. 
CALL 11 LI3SS -'"10W_ Tr.'1ER". 
STJ? RUN. 
RëAJY D~GTECT2D U?O~T:. 
MJV: 655 TJ NUM ëX OF EXEM?LAIQ::. 
MQVE O TO EX-N~EXIST. 
FI NJ FIRST EX=~?LAIRE WITHIN SYSTEXEMP 
USING NU~=X OF EXEMPLAIRE 
AT :ND MGVE 1 TO EX-NOEXIST. 
IF EX-NOëXIST = 1 
OISPL .AY "i:XEt-:PLA! .RE 655 N'EXISTE PAS!" 
GO TG ~!3LIC-=XIT 
= L S :: 
PERFO~M RESTITUTION. 
CJ MM :T. 




IF ::X:: ~JCT :MPTY 
FETCH FIRST EM~~UNT WITHIN ~XE 
F:TCH JWN=R ~!THIN : M? 
MOV: JAT:DES~T JF ê~PRU~T TO OAT:-OE3UT CF E~PRUNTARCH 
MQV: 372210 10 JATE-FIN CF :VP~UNTA~Crl 
ST □ R: :MPR~NTA~CH 




* A?PLICATION 25 











Do 3IoLSU3 WITHIN ôièLIJl rOR 3I8LI01. 
LO K=EPLIST-1. 
WORKING-STORAG:: S::CTiûN. 
01 p ?IC 99 VALU:: 5. 
01 L ?IC 99 . 
01 y PIC 99. 
01 a PIC 99 VALUE 22. 
01 N PIC 9999. 
01 COMPT PIC 9(8). 
01 K PIC 9999. 
01 I PIC 99. 
01 J ?IC 999. 
01 n ?IC 9999. 
01 NUM::RO-Dë-oASë PIC 9959. 
~···----------------~·~-·--~-~~-~---~---~----~--~-~----
-------------------·------------~T-~•-----T•-T----T----* D::SC~IPTION 0:: □ ~NN::E POUR GE~ERAT::U~ C' ALEATOIR 
01 SE::D PIC 9(5) VALUE 967. 
01 A-NUM COMP-1. 
01 Xl PIC 9(5). 
******************************************************* 
* DESCRIPTION DE OJNNEES POU~ EMPRUNTEUR ET MOTCLë 
01 EMP~UNT::URl. 
03 T::TE-::MPRUNT PIC X VALU:: 
03 ëMPRUNT-NGM PIC X(S). 
01 ADRESS::l. 
03 T=Të-A;Jê< ::>IC X VALU= "A". 
03 CDr<P-lJR=SSE PIC X(5). 
01 MOTCLël. 
03 T::TE-MOT ?IC X VALU:: "M". 
03 COR?-MOTCL= ?IC X(S). 
Il= Il 
- . 
------------------~--~---~------~---------------~--~---·-· -YT ~~y ~----·T~V•••Y ~---· ~ ~y ~~--·~ -~-
•'• T D=SC~I?TIDN OE OJN~::=S POUR CHA~G::R L'AUTEUR 
----------~----~-------~~----~------~---~----~---------
--·-~·-~·--·---·-·-·-··-~ ---·•-T-~-·•--T• -T-Y••--·-~~ 01 ss-1. 
03 FILL::~ PIC 9(10) VALU:: Z=r<OS. 
01 RëD=FIN::S ss~1. 
03 S OCCURS 5 TIM=S ?IC 93. 
01 SCON-1. 
03 FILLER PIC X(26) VALU:: "A5CD::FGHIJKLMNOPQRSTUVWXYZ 11 • 
A4-10 
01 R=DEFIN::S SCON-1. 
03 SCJN □ CCURS .25 TIM::S PIC X. 
01 STR-1. . 
03 rILLER PIC X(5) VAL~E S?ACëS. 
Cl R::DErIN::S STR-1. 
03 STR DCCURS 5 TIM::S PIC X. 
01 AUTEURl. 
03 NOM-T=TE ?IC X VALU:: 11 N11 • 
03 NOM-CORP ?IC XCS). 
01 ORIGINEl. 
03 TETE PIC X VALUE" □". 
03 CONT-ORIGINE PIC X(5). 
01 REPART-OU-AU. 
03 rILU:R PIC 9(15) 1 VALUE 
01 REQEFINES R=?ART-JU-AU. 




* DESCRIPTION DE DONNEES ?OUR CHARGER L'OUVRAGE 
-~~-~~~-·-····~-~~~--~-·~~·~·-~·~··~···-~--~-·~-··· 
·········~···~······ ~~~~~ ~ · ~-· ~ ·~· ··~··~ -~ 
01 ANNEEl. 
03 FILLER ?IC XC20) VALU:: 11 46474349503152533435 11 • 
03 f=ILLER ?IC X(20) VALUE "5657535960él52536455". 
03 rILLER PIC XC20) VALUE Il 6 6 6 7 6 8 6 9 7 Q 7 1 7 2 7 3 Î 4 7 5 Il • 
03 FILLER PIC XC20) VALUE "7577787980818283 8455". 
01 RED::rINES ANN::::l. 
03 ANNEE2 OCCURS 40 TIMES ?IC XCZ). 
01 ANNEë:4. 
03 rILLER ?IC XX VALU: 11 19". 
03 ANNEë3 PIC XX. 
01 TITREl. 
03 TETE-TITR:: ?IC X. 
03 TITRE-COR? PIC X(5). 
01 EDITEURl. 
03 TETE-EDITEUR ?IC X. 
03 EDITEUR-CORP ~rc X(5). 
01 TITREZ ?IC XC30). 
01 W-NUM -OU ?IC X(3). 
~-------~~·-----~--~----~~--~---~------~J~~-----~~~~ T~~~ ~~~--~---~--~- ---~T--------~~---- --~-----~-  
* O=SCRI?TION JE □ JNN=ES ?OUR C~A~GER L'EX=MPLAI~E 
01 ëTAGEl. 
03 FILLER ?IC 9(18) VALU= 010101020202030303. 
03 rILL=R ?IC S(lô) VALUE 040404030505060606. 
01 ~= □ =FINES =TAGël. 
03 ET~G::2 occu~s 13 TI M=S ?IC 99. 
01 TiUV=El. 
03 FILLëR ?IC 9(18) VALUE 010203040506070309. 
03 FILL=R PIC 3(13) VALUE 1011 1 21314151Sl713. 
01 R=DEF:NES T~AVE=l. 
03 T~AVEE2 GCCU~S 18 TIM::S ?IC 99. 
01 RAYGNl. 
03 FILLER ?IC 9(18) V~LU= 010203040506070809. 
03 FILLER PIC 9(18) VALUE 101112131415161713. 
01 ~=D=rINES R~YGNl. 
03 RAY □ N2 OCCURS 18 TIM=S ?IC 99. 
01 REPART-EXEM-OU. 
03 FILL=R ?IC 9(10) V~LU= 4020200502. 
03 FILL=R ?IC 9(10) V4LU= 0101010101. 
A4-11 
0 3 R E P - E X :: M - Cl U . 0 C C U K S 1 0 T I "\ E S _P I C 9 9 • 
01 OAT::l. 
03 rILL::R PIC 9 C 1 4- ) VALU:: 01020304-050607. 
03 FILL::R PIC 9(14) V.ALU:: 00091011121314. 
03 FILLER PIC 9(14) VALU:: 1516171El92021. 
03 ï=ILL::R PIC 9(14) VALUë 22232425262728. 
01 REDërINES OAT::1. 
03 OATE2 OCCURS 28 TIM:S PIC ,9 9. , 
01 DAT::G. 
03 AN PIC 99 VALUE 87. 
03 MOIS PIC 99. 
03 JC~R- ?IC 99. - · · - - - -
01 QAT::4 PIC 9(6). 
01 VERF-EX-IN-::MP PIC X. 
*******~********************************************** 
~ DESCRIPTION DE OJNNEES P □ UR CrlARG::K EMPRUNTARCH 
01 JAT::3 PIC 99. 
01 JATEGl. 
03 ANl PIC 59 VALU:: 87. 
03 MOISl ?IC 99. 
03 JOURl PIC 9 ·1. 
?RCJCEJURE QIVISIGN. 
100-INIT. 
CALL 11 LISSINiï T:M::~". 
R::ADY ëXCLUSIV:: U?OAT::. 
MOVë O Tû L. 
MJVE O TO CJM?T. 
P::QF~R~ CHARG: R-AUT:UR TH~U 200-::XIT. 
COMt-11 T. 
C A L L II L : 3 :ï S :-t C W _ i I ~j :: ~ " • 
DIS?LAY 11 CHA~G:1":NT 0: l'AUTEUQ ET L'EMPRUNTEUR FINIT". 
R::AOY EXCLUSIVE UPJATë. 
?:RFGQM CrlARG:~-JJV~A;:. 
CJMMIT. 
CALL "LI~SSHSW_T:!:MêK 11 ■ 
JIS?LAY "C:-iARG:: /1;: 1'-H DE l 'CJUVRAG:: =1NIT 11 • 
~::ADY ::XCLUS!V: UP~AT:. 
?ERFOQM CHA~G:~- □ UVAUT. 
COM~IT. 
CALL "Ll3SS~C:w_TI~=R". 
OIS?L:.Y 11 C:1A=<G= li::NT ù:: l'OUV~UT ::T MCGUV rINIT". 
Kë~OY ::XCLUS!V: UPGAT::. 
P::RFG~M CHA RG::~-=XE~PLAIR:; 
COMMIT. 
CALL "LISSS:-iOw TI.'•IER". 
JIS?LAY 11 CHARG: M::NT ù'EXEMPLAIR: f=INIT". 
R:AOY EXCLUSIV: U?OATE. 
P2Rr □ i<M C~A~GE~-:MPKU NT. 
C'.JMMI7. 
CALL "LI3iS'10W_TIM:i< 11 • 
J!SPLAY "CHAK G:/J ENT ù': M::>RU NT FINIT 11 • 




C.:'.ILL "LlSSSHDW_ T:'"1::R". 
DISPLAY ;-' 11 CHARG:M::NT D' EM?RUNTARC~ ET ?RQG c:INIT". 
STJP RUN. 
~----------------------------------------------------------
* MODUL:: 1 CHARG:R-AUT:UR :T EM?i<UNT:UR 
~----------------------------------------------------------
CHAi<G::R-AUT::UR. 
IF L = P 
GO TD 100-STCR::l 
:: LS E 
If L = 0 
MûV:: 1 Tt:J Y 
GO TO GENI\0."1-2 
: L S:: 
- --· - --- ·- · - · · - --- CCMPUTE-- Y--= S C L ) + 1 
GO Tû GENI\CM-2. 
100-STOREl. 
?:RfO~M STOR::-AUT::UR. 
IF COM?T < 100 
?:~fùRM STJRE-:MPRUNTEUR. 
COMPUTE COMPT = CDM?T + 1. 
r= COMPT > 500 
GD ïO 200-:XIT 
EL S: 
IF L > 0 
GO TQ G : ,'J ~, D ,'-\ - 1 
ELSE 
GO TO 200-:XIT. 
STOR::-AUTëUR. 
MGV: STR-1 TO NCM-CJR~. 
MJVE ST~-1 TO CONT-CRIGIN:. 
MOYE COM?T TO NCMAU J~ AUTEUR. 
MCVE AUT::URl TJ NJMAU □ F AUTEU~. 
M:V: J~IG!NEl TC JRIGIN: OF AUTEUR. 
STGRE AUT:UR ~IT~IN FAUTEUR. 
STORE-::MPRUHT::U~. 
GE NN::JM- 1. 
MDV: STR-1 TO E~?RUNT-NCM. 
MOY: STR-1 TO COR 0 -AD~ESSE. 
MJVE CCMPT TJ ~UMEM JF EMPRUNT:UR. 
MJV: EM?~UNT:URl TO NOM:M OF :MPRUNT:UR. 
MJV: ADR:5S:1 T: AJ~::SSE Of ::M?RUNTEUR. 
S70~= EMPRUNTEU~ w:T~IN F~MPR. 
M □ V= S { L) TJ Y 
CC~PUTE L = L - 1 
COM?UTE a= 3 - 1 
COMPUTE Y = y · + 1 
GO TO G:NNCM-2. 
If Y> 8 
1:: L = 0 
GC: TG 200-êXIT 
ëLS= 
• 
GD T □ GENN::::M-1 
:: L S:: 
C û"l?UT:: 3 = 3 + 1 
CO~PUTE L = L + 1 
MGVE y TG s ( L ) 
MOV:: SC:JN ( y ) TO 3TR ( L ) 








MOV:: O_ TO COMPT. 
P ê RF OR M CH AR G:: - GU 1 UN TIL CO M PT > 100 0. -- --
CHARGE-OL!l. 
CALL "MTHSRANO □ M" USING S::::D GIVING A-NUM. 
MULTIPLY A-NUM 8Y 40 GIVING Xl. 
IF Xl = 0 
MGVE 1 TO Xl. 
MOV:: ANNEE2 ( Xl ) TJ ANNEE3. 
PERFDRM CrlERCH-AU. 
CJM?UTE COMPT = COMPT + 1. 
CH ERCH-AU. 
CALL "MTHSRANJ:JI'" USIN(; S::::D GIVING A-NUM. 
MULTI?LY A-NUM 3Y 500 GIVING Xl. 
MJV:: Xl T □ NUMAU JF AUT::UR. 
FINJ FIRST AUTEUR WITHIN SYSTAUTEUR USING 
NUMAU OF AUTEUR 
AT END GO TO 300-:X!T. 
G:T NJMAU OF AUT:UR. 
MSVE N □ MAU JF AUT:UR T □ TITREl. 
MJVE NDMAU OF AUTEUR TG EDITEURl. 
MJVE "T" Tu T::Të:-TITRE. 
MOV:: 11 : 11 TJ TETE-EJiïEU~. 
P:R~ □ RM ST □ RE-OLV~AGE. 
STORE-OUVRAG::. 
300-EXIT • 
MJV:: TITREl T □ TITRE □~ OUVRAGE. 
MOVE ANN:::4 TJ ANNE: J~ OUVRAGE. 
MJVE COM?T TJ NLMDU JF OUVRAGE. 
M~V: :DIT:URl TC : □ :TEUR JF OUVRAGE. 




* MODULE 3 CrlARGER-OUVAUT ET MC □ UV 
~----------------------------------------------------- -
CHA~G:R.:. □ UVAUT. 
MJVE 50 T □ NUMERO-DE-5ASE. 
MGV:: 1 Tù I. 




MJVE R::P-JU-AU ( I) T8 J. 
MJVE 1 TO K. 
?::KFC~M R::PAi<Tl U . .JTIL :< > J. 
CJM?UT:: I = I + 1. 
COM?UTE NUMER0-~::-3AS:: = NUMERO-DE-EASE + 1. 
MDVE NUMERO-OE-EASE TJ NUMOU OF OUVRAGE. 
FIN □ Fii<ST JUV~,G:: W!THIN SYSTQUV 
USING NUMJU JF JUVRAGE 
AT END GO TO 300-EXIT. 
MOVE 1 TO H. 
PE~FORM ~ETA!N-AUT UNTIL H > ~. 
FREE ALL FRDM K::::~LIST-1. 
COMPUTE K = K + 1. 
r<.::TAIN-AUT. 
CALL "MTHSi<ANOJK" US!NG S::Eù GIVING A-NUM. 
MULTI 0 LY A-NUM EY 500 GIVING Xl. 
MJV:: Xl TO NUMAU OF AUTEUR. 
FIND FIRST AUT::UR WITHIN SYSTAUT:UR 
US!NG NU~AU ~F AUTEU~ 
AT END Gû TO 300-:X!T. 
IF CURi<ENT IS WITHIN K::EPLIST-1 
GO TO RETAIN-AUT. 
K:::? CURRENT US!NG K::::PLIST-1. 
SET NOMAU OF QUT::U~. 
M □ VE NQMAU OF AlT::UK TJ ~JTCL E CF ~c □ uv. 
INS?ECT ~STCLE CF MCCUV R:?LACING 
ALL 11 :~ 11 5Y 11 "'1 11 3EFJ~E 11 A 11 • 
STORE MCOUV ~IT~IN FOUV. 
STGRE OUVQUT WITHIN F~JT:UR. 
CJMPUT: rl = H + 1. 
~------------------------------------------------------
~ MODULE 4 CHARGER- :XE~FLA!RE 
~------------------------------------------------------
C~ARGER-EXEM?LAIRE. 
'-1 J V E O ï ,J C :: i'P T • 
:J: iJ V E 1 T O I • 
PERF OR M ~EP-EX:~P UNTIL I > 10. 
RE?-EX:MF. 
MJLTIPLY REP-:X=M-JU C I ) 3Y 10 GIV ING J. 
MOVE 1 TJ K. 
?ERFORM REP-:X:P?l UNT!L K > J. 
CO~PUT: ! = I + 1. 
MJV:: 1 TO H. 
CALL "Mî!-iiRANCl!:111 " '..JSING SE::J G:VING 4- NUM . 
M'..JLTI?LY A-NUM EY 15 GIVI~G L. 
IF L = 0 
MûVE 1 iG L. 
C ~ L L " M T H $ ~ A N D O :·' " U S I ~~ G S : :: '.J S I V I N G C.. - N U ~ • 
MULTI?LY ,-NUM 6Y 1000 GIVI~S Xl. 
MOV: x1 · TO NUMQL J~ OUVRAG=• 
F!NJ FI~ST cuv~~G:: WIT~IN SYSTJUV us:N; NU~ □ u OF JUVRAS:. 
P:~FORM STJq:-EX~M? UNïIL ~ > !. 
C~M?UTE K = K + 1. 
STOKE-::XEM?. 
MiJV:: CClMPT TD fJlJM::X OF :XEMPLAI?.E. 
M □ V: ETAGEZ C L) TJ ::TAG: CF EXEMPLAIRE. 
MJVE T~AVEE2 CL ) TO T~AV:E 0~ EXEMPLAIRE. 
MJVE RAYON2 CL) TC ~~YJN OF :XEMPLAIR:. 
STJRE EXEMPLAIRE WITHIN FEXM?. 
C8MPUTë CCM?T = C □ ~?T + 1. 
C □ M?UTE H = H + 1. 
*------------------------------------------------------------
* MODULE 5 CHARGER-EMPRUNT  ______________________ J _______ - ____________________________ _ 
CrlAKGER-EMPRUNT. 
MOVE O TJ COM?T. 
- - - - -· M:JV: 10- T0 - MOIS OF - JAT:G. 
?:RFiJRM C~ARGE-:M UNTIL C2M~T > 80. 
CHARGE-i:M. 
CALL "MïHSRANDOM" USING SEED GIVING A-NUM. 
MULTI?LY A-NUM 6Y 2000 GIVING Xl. 
MJVE Xl TJ NUMEX OF EXEMPLAIRE. 
FIND F:RST EXEMPLAIRE ~IT~IN SYST:X:MP 
USING NU~::X OF EXEMPLAIRE 
AT E~O Gû TO 300-:XIT. 
Ir :XE EMPTY 
?E~FORM ST~RE-EMPRUNT 
i: L S :: 
GO TO CHARGE-E~·1. 
STG~E-i:M?iWNT. 
CALL "MTrlSRANDCM" USING SE:D GIVING A-NUM. 
MULTIPLY A-NUM eY 100 GIVI~G J. 
MJVE J TJ NUM::M OF ::MP~UNTEUR. 
F:ND FIRST i:M?RUNT:UR ~!THIN SYST:MPR 
USING NUMEM OF :MPRUNT:U~ 
~T END Gù TO 300-EXIT. 
Ct..LL 11 MT:i:ïRANDO:',.." USIN~ S::ED GIVING A-~WM. 
MJLTI 0 LY A-NUY EY 23 GIV!NG I. 
:;::= I = G 
MGV:: 1 TG I. 
M □ V:: OAT:2 C I ) TO JOUR □ = OAT::G. 
~JVE DATEG TO D~T=4• 
MOVE O~TE4 TG DATEJ~5UT OF EMP~UNT. 
STJ~E EM?~UNT WIT~IN F~~P~. 
CJMPUT:: C □ MPT = CJMPT + 1. 
~----------------------------------------------------------------
* M~OULE 6 CHA~~:R-E~?~U~TARCrl 
~----------------------------------------------------------------
CrlARGE~-EM?RUNTA~Crl. 
M iJ VE 1 T O C J M ?-T. 
M □ VE 10 TO MOIS OF □ AT::G. 
?E~FJRM CHARGE-EMPAR UNTIL COM 0 T > 280. 
CHARGE-Et-'PAR. 
C A L L II M T ri 1 R A N O J l' 11 1J S I ~4 :; S E E !) G I V I \J G A - N U M • 
MJLïI?LY A-NUM ~y 2100 GIV!NG Xl. 
~JVE Xl TJ ~UMEX □~ EXE~PLAIRE. 
A4-W 
FIN □ FIRST ::X::MPLAIRE WITHIN SYSTEX::M? 
USlNG NU~::X GF ::X:MPLAIR=. 
IF EXë lfüT ::"1PTY 
GO TO CHARG::-ENPAR. 
P~RF □ RM CONSTRUI~E-DJNNEE. 
COMPUTE COMPT = COMPT + 1. 
CONSTRUIRE-DONNEE. 
CALL 11 MTHSRANDC~" USING SE::D GIVING A-NUM. 
MULTIPLY A-NUM 5Y 100 GIYING I. 
MOYE ITO NUMEM OF EMPRUNTEUR. 
FIND FIRST EMPRLNTEUR ~!THIN SYSTEMPR 
USING NUMEM OF EM?RUNTEUR. 
# • 
CALL "MTHSRANQ:Jt,'" USIN~ S:Ew GIYING A-NUM. 
MULTI?LY A-NUM 6Y 28 GIVING J. 
IF J = 0 
MGV:: 1 TO J. 
MGYE DATE2(J) TC JOUR □ F DAT::G. 
C □ M?UTE OAT:3 = 14 • DATE2(J). 
IF DATE3 > 28 
COMPUTE DAT::3 = DATE3 - 28 
MOVE 11 TO MC!S1 OF CAT:Gl 
::LSE 
MCVE MOIS OF DAT:G TG MûISl □ F DATEGl. 
PERFORM STGRE-E~PRUNTARCH. 
STORE-EMPRUNTA~CH. 
MQVE JAT:3 70 JCU~l JF DATEGl. 
MGVE JAT:G TO DAT: -DE 5UT OF :~?RUNT!~CH. 
MOYE DATEGl TO CATE-FIN OF :MP~UNTARCH. 





: 15) P iW G i< AM i•I:: S / ~ D 3 'i C û 3 
*S5$SS$55$SSSS$$S$$S$SS5$$S$SSS55$5S5SS$ 
* A?PLICATION l 
~ lis~er tous les numeros ci'OUVRAGE. 
IDENTIFICATION DIVISION. 
PROGRAM-IO. AP?Lil. 
::NVIRON~ENT DIVISION . 
-- -· 0 AT A D I V I S ION • -- - - · - - -
WORKING-STJRAGE S::CTION. 
01 NUM-OUl PIC 9(5). 
01 I ?IC 99 VALU:: O. 






CALL "LI35INIT ïIM=:i<". 
P::RFOR~ 3I8LIO LNïIL I > 10. 
C:..LL 11 LI3SS'1:W_TIM:~ 11 • 
ST □ ? ~UN . 
START_TRANSACTI~N K::AD_CNLY RESE~VINS 
OUVRAGE FCR ?i<JTECTED REAC 
P:RFGRM F:TCH-OUV. 
COMMIT 
CJM?UTE I = I + 1. 
FETC.i-~UV. 
&~D5& = □ R C I N OUVRAG: ~=T 







* AP?LICATI8N 6 (Gpti~isëtion i~plicite) 
* Fournir le(s) ~~vrage(s) qui est (sont) ecrit(s) 
* par un auteur donne 





WORKING-ST □ RAG= SECTION~ 
01 I PIC 99 VALUE O. 
01 NUMOUl PIC 9(5). 
- 0 1 T I T R 2 1 · ? I C- X ( 3 0 ) . - - -
01 ANN=El PIC XC4). 
Gl EDITEURl PIC XC30). 














f. ROS f. 
f.RD5f. 





CALL "LI35INIT_TIME:< 11 • 
?=R~G~M 3IBLIO UNTIL I > 50 
FINISH 
CALL "LI3SSHO •,i TIMER". 
STO? RU~J . 
START_TRA~SACTICN READ_CNLY ~:SERVINS 
OUV~AGE, JUVAUT FOR PRCTECT:D ~EAD 
?=R:=O iU\ 3 □ UCL. 
COMMIT 
COMPUTE I = I + 1. 
FJR □ IN □ UVR~GE CRGSS CU:~ □ UV~UT 
-,.,, I T rl 
□ .NUMCU = OL.~UMJU ~N □ 
JU .NU MAU = 2.45 
G ::T 
NUMJUl = J.NUM □ U: 
TIT~ël = □ .TITRE; 
AN~ ë:l = J.A~NEE; 
EDITEURl = C.= □ ÏTEUR 
=NJ-G=T 
QIS?L~Y NUM8Ul, T!T~El, AN~::~1, ~D!T::URl 
::NO-FJR. 
A4-19 . 
* AP?LICATIDN 61 : . (::;ptimisa~ion ~X;)licite) 
* Fournir le(s) o~vrage(s) qui est(sont) ecrit(s) 






01 I ?IC 99 VALUE O. 
01 NUMOUl PIC 9(5). 
01 TITREl PIC X(30). 
·- 01- ANNEEl PIC X(4). 
01 EDITE~Rl ?IC X(30). 









f. R '.)è E. 
& R 03 E. 






CALL "LI3SINIT TIMER". 
PERFORM 3IBLI □ UNTIL I > sa. 
FINISH 
. U,Ll 11 LI5SSHCW_TIM::R 11 • 
STO? RiJN. 
START_TRANSACTICN REAO_ □ ~LY RESERVING 
OUVRAGE, JUVAUT FJR PRCTECTED ~E~ù 
P::Rf=OR;-1 3J'JCL. 
CJMMIT 
COMPUTE I = I + 1. 
FOR OU IN OUVAUT WITH 
OU.~JUMAU = 245 
FJ~ JIN J~VRAGE ~IT~ 
2.NUMJU = JU.NU~JU 
GE T 
NUM □ Ul = Q.NUMJU; 
TIT?-El = J.TIT?-E: 
ANNEEl = □ .ANNEE: 
EJITEURl = :.EDITEUR 
ENO-G::T 





* A??LICATI8N 3 . ( □ otimisation i~plicits) 
* Fournir le(s) ~~vrag2(5) qui ast(sont) ecrit(s) 






01 I PIC 99 VALUE 1. ' 
01 NUMOUl ?IC 9(5). 
01 TITRêl ?IC X(30). 
- --- 01 -ANNEEl-- ?IC X(4). 
01 EOITEURl ?IC X(30). 
f.RD3f. INVOKE DATASASE ?ATHNAME '3I8Liû' 
PRJC=DURE OIVISIJN. 
100-3EGIN. 
CALL 11 Ll33:NIT_TIMER 11 • 









f. R 03 f. 
ê..~03ë. 
&R03f. 
f. RD a f. 
f.RD3f. 
ê. R ~3 E.. 




CALL "LI5SSHCW_TIMER 11 • 
STOP RUN. 
STA~T_TRA~SACTICN REAO_CNLY R=S=RVIN~ 
AUT=Uq, ~UVRAG=, OUV~UT FOR ?~OT=CTEC ~=AD 
?=RFC~M 30UCL. 
C O!~M I T 
COM?UTE I = I + 1. 
FJR A IN ~UTEU~ WITH 
A.GRIGIN= = 11 0.4.SCVY" 
F:R OIN Q~V~~3= c~:ss DU IN JUVAUT WITH 
DU.~UM~U = ~.NU~AU AND 
J.NUMJU = JU.NUMJU 
G=T 
NUMGUl = □ .NU~ou; 
TIT~=l = O.T!ïR=; 
~NNE~l = J.A~NEE; 
ED:Të~Rl = O.EDiïEUR 
END-S::T 




:;: APPLIC.::.TION 31 : (Ac~es explici't) 
~ fournir le(s) ouvraga(s) QUi est(sont) e~rit(s) 






01 I PIC 99 VALUE 1. 
01 NUMOUl ?IC 9(5). 
01 TITREl PIC XC30). 
0 1 AN N:: E 1 PIC X ( 4 ) • · - - - -- -- · - - ·- - · - - - -
01 EDITEURl PIC X(30). 








f. RO 5 f. 
ë.RD3f. 
f. .=<D3f. 
t. R D 5 f. 
f. R û3 f. 
f.RDSf. 






, .  
... 
f. R J3 E. 
f.R03f. 
:.RDôf. 
CALL "LioSINIT TIMER". 




STA?.T_TKANSACTICN REAO_CNLY R=SERVIN G 
OUVRA~E,AUTEUR,CUVAUT FCR PROTECïëD READ 
~ER i= iJ KM 3 DUC L. 
C OMt-lIT 
COMPUTE I = I + 1. 
FJR A IN AUTEUR WiïH 
A.ORIGINE= "JA3CVY" 
FJ~ OU !N □ ~VAUT W!TH 
□ U.~UMAL = A.NUM.::.U 
FOR OIN □ UVR4GE WITH 
O.NUMOU = JU.NUMOU 
G::T 
NUMOU l = O.~UMOU; 
TITR:l = C.ïiiRE; 
A~N=El = C.AN~EE: 
ECIT=U~l = û.=DITEUR 
::~D-GET 
OISPLAY NU~OUl, TIT~=l, ANNE=l, EDITEU?l 
ëND-:=.JR 




::>,: A?? LI CA T ION 9 ; . · 
* E~ant donne la titre , l' annee ci' edition et 
* ~e no~ d'un auteur ci' un cuvrage , ._ 






01 I ?IC 9999. 
0 1 .. NU M = X 1 PIC - 9 C 5 ) • .. -- -- - -- - - - - -
01 NUM □ Ul 0 IC 9(5). 
01 TRCUV:: ?IC 9. 
01 FIN-OU PIC 9. 
01 :X-FINI PIC 9. 
01 DU-FINI PIC 9. 
f.R03f. INVDK= □ ATA3AS= ?ATHNAM2 'BI5LIO' 
PROC=DURE DIVISION. 
100-èEGIN. 
E. R 03 f. 
f. R 05 f. 
CALL "LI3E!N!T_TIM=~". 
START_TRANS~CTICN REAJ ONLY 
?=R= ORM 3TARSTK:~M. 
MJVE J TJ TROUVE. 
MJVE O T □ FIN-JU. 
?=RFO~M LùOjl Tr.RU OU-:XIT UNTIL 




C A L L Il L I 3 s s ri J ',/ T I ~-\ = R Il • 
STOP RU .'J. 
STARSTREA lvl . 














STAQT STR=~M JUVR~G2S USINS OIN JUVRAGE 
CROSS JU IN JUVAUT 
C~ûSS A IN tUT=UR 
WITH O.TIT'"': = "TA3Ci~ 11 ~~J 
Q.ANN:E = 11 1S55" AND 
□ .~UMJU = J~.~UMDU ANJ 
GU.NUMAU = A.NUMAU ANJ 
il • N '.J MAU = ,, t\ A 3 D f·hJ 11 • 
r=TCH JUVRAG=S 
AT ::ND 
MOVE · 1 TO FIN-CU 
:ND-FE7CH 
GET NUMJUl = C.NUMOU 
E~·JO-G:i 
PERF □ RM ChE~CrlE-::X 
MOY~ 0 TO :X-~INI 
0 ::RFJ~M LJJ~Z T1~U EX-~XIT UNTIL EX-FINI = 1 
P:::7< .= □ ~M SO~TI-::X 
A4-23 
IF Ti<JUV= = 1 











r. R oa r. 
E.ROof. 
f. R Dèf. 
ëX-::XIT. 
SORTI-EX. 
f. ~ Do f. 
SORTI-8U. 
ê.RD3f. 
MJV=. 0 TO =X-FINI. 
START_STP(::AM ::XEMPLAIRES 
USING =X IN EX=.MPL~IR:: WITH 
= XI T. 
NOT ~NY =.MIN =MPRUNT 
WITH EX.NU~EX = EM.NUMEX AND 
=.X.NUMJU = NUMOUl. 
~::TCH ::XEMPLAIRES AT E~O 
--- · MCVE 1 TO ::X-rINI 
GO TO EX-EXIT 
END-F::TCH 
G::T NUMEXl = EX.NUMEX 
END-G=.T 
DIS?LAY NUMEX l 
MOVE 1 iQ EX-FINI 
M'J V= 1 TO TROUVE 
GJ TO EX-EXIT. 
END-STQEAM OUVRAGES. 
A4-24 
* AP?LICAi:JN la 
* Supprimer un exemplaire ci' un ouvr~~~ 
* C le numero est cionne ). 
~=*~~~****~***********************~*********************** 





01 Së::D PIC 9(5) VALU= 'S67. 
01 A-NUM CJM?-1. 
01 Xl PIC 9(5). 
01 I PIC 9999 VALUE O. 
01 TROUVE PIC 9. 
01 UN-::MPRUNT ?IC 9. 
01 FIN-3 □ UCL PIC 9. 
01 NUM::Xl PIC 9. 






CALL "LI6SINIT TIMER". 
MGVE O T ·J I . 
P=R~QRM 3JUCL UNT:L I > 10. 
FINISH 
C~LL "LI3SSHOW_TIMER". 
STJ? RUN . 
START_TRANSACTICN READ_WRITE 
CALL 11 MTHSRAND~/J. 11 USIN •:; SE::D GI VI NG .A-NUM. 
MULTIPLY A-NUM ~y 1000 GIVING Xl. 
PëRFGR~ STR::AM-EXEMP. 
M~V= 0 TO TROUVE. 
M~VE O T □ ~IN-3CUCL. 
?E~FG~M 3CUCL-EX2M~ T~~U 5JUCL-EX-EXIT UNTIL 
C rIN-30üCL = 1 ) OR C TR~UVE = 1). 
IF Ti<OUV:: = C 
DIS?LA Y "IL t-;' Y A ?A. S D'EXEMPLAIRE 
A SUF?~IM::R ?OUR L'OUVR./.i.G:: 11 ,Xl. 
COMMIT 
COMPUTE I = I + 1. 
S T R : A M - :: X ë :~ P • 
&RD3& START_STREAM :X::M 0 LA:R:S USING 
~~03& EX !N EXEMPLAI~~ ~ITH 
E.RD3& EX.NUMJU = ·Xl. 
i3ùUCL-EX=M?. 
f.~ □ 3f. FETCH EXEM?LAI~ES AT E~J 
E.RJ3f. 
f. ~::; 5 f. 
MJVE 1 TJ F!N-50UCL 







f. ROô f. 
NUMëXl = ::X.NUMëX 
=ND-GET, 
MiJV:: 0 t~ UN-EMPRUNT 
PE~FORM ::X-::MP~~NT 
IF UN-EMPRUNT= 0 
PERFORM DEL-=MPRUNT~RCH 
MQVE 1 TO T~CUV:: 
ERAS:: EX 




&ROaf. FO~ E IN EMPRUNT WITH 
f.RD3f. E.NUM::X = EX.NUMEX 
- . - - - -- -- - -MiJVE - 1- Tû -U~-::M?RUNT 
&ROB& ENO-FJR. 
DEL-EMPRUNTARCH. 
f.ROof. F □ R EMA IN EMPRUNT-ARCH WITH 
&RD3& ::MA.NUM::X = ::X.NUMEX 
f.R03& ERASE EMA 
f.RDèf. END-FOR. 
FIN-STREAM. 







































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































~ A??LiC ~TIGN 25 
:;: ? ~ .J G ~ ,Hi ;,i:: J:: C '"i r.. ~ G:: M:: Ni / ;:: J:. 
*!i555 $3! SSSi55 S SSSiSSSSiSS5!5!5535i 
?~C~iUM-:O. 
ë:/JVI~JNM::Nï JIVISION . 




\./ J RK PJG-S ï Ci:U• S:: S = C TI '.JN. 
i) 1 ;:; :> !C ~ ::i "; , Vi.L:J:: 5. 
01 L ?IC 99 . 
01 N PIS 35 . 
01 y ;, I ç ;s . 
ûl a :, IC S9 Vi:.!..U:: Z 2. 
~l I ;:i - -,l l_, '39 . 
01 J PIC c; (3) . 
01 H pT, 
.J.. - ~ 'BS • 
- r" • ........ 01 N U ~-\ E R C - J = - ~ :. S :: ::>1: ., .., ~ ~. 
01 CCM? T :, - r '3(:: ) 
. .1. - . 
0 1 i<. :, :c 3? 3; . 
Jl v :: R ,= - :: M :, r< U iH :: L :; :, : C X • 
.. ., ._., .., ,. ,. . ,. ., •., ..,,,. -., ,. ,. . ,. .,.. ,. ,.,,. .. ... ,... ., • •• ,..., ._ • .,, ,. ,..., " ,. ,., ., ., • ., ,. , ., .,,1,. .. ,,. ,.1,.. .,1 • ., •,. .,1., ., 1,. •,. .,1,. ,.1,. ..,, ,. ,.1., .,•., .,1., .,1,.1,. ,.1., .,t,. ,.,,. .,1,,, ~ .. ,.1., ,.1,..,,11 .,1,. .,.,., ,..,., ,.J,. ,1,. '-1_, ._1..,..,t ,. '""" 
.. , .... , ..... ,.... , .... , .. ..., .... ,.. "'I'" .. , .. .. , ... .., .... , .. " 1" .. , ... , .. -i'" "\" .. , •• , .. ,. " ........ , ... , .... , .... , ... , .... , .... , .... ,.. .. , ......... ,. "t" ...... "1'" .. , .... , .... , .. .. , .... , .. "r" .. , .... , .... , ......... , .. "f"" .. ,.. .. , .. .. , ..... , ..... , .... ,,. .. 1'. 
~ D~SCR!~TIJN D~ DGN~~= ~OUR G~NE~~T~UR D' AL~RTOIR 
..,,. ..,,. ........ .. ,. ,. .... .. .. , .......... , ....... .. 1 ... .. . .. .. 1.,,, ........ .. .,1 ..... , .... , ... , ........ . ..... .... , .......... , . .. , ......... , .... . .... .. ........ .... : .... ........... . .. ... t.. .. , ....... .. 1 .. ..... ....... , ... .J .. .J ... .,t., .... .. 1 ... .. , .. ... l,,. .. : .... , .. .,1 .. .. 1.,,, 
~-~----~~------------~--~-------~------------~-----~---?IC 3 (5) VOL0~ ~57. 
01 A- NUM CGMP -1. 
01 Xl ?IC 9(5 ) • 
...... .., .. .... ..; ..... .. .., ........ • ... .. , •• , ...... , .... . ..... , .... , ......... . .... 1 ..... , ...... .. .. , ....... .. ... ......... , ..... , . .. . .... , .. ,..t..,, ..., . ... .. .. · .... .. ... .. ......... . ... ,.1 ... ...... , ..... .. .J .. "' "" ... ..... ..... · .... , ......... , .. ..;.,. .. • ... , .......... .... 
, .... , .... , ... , .. ,,,,.. "'1"" ........ , ..... , .... ,,.. ....... , .. .. , ..... , . .. .... , ..... , .. " f"' .. , ... , .............. , .. .. , .. .. . .. ... . , ......... , ..... , .... , .... , .... ,.. .. , .. ....... .... , .. ....... , .. .., ..... ... .. ............ , ..... ,.. .. , .... , .. .. ,.. ...... , .... , .. ... .. "f" 
-·-., . 
....... , ............ · ..... , ............ .......... ............ .... .... · .... , .. ............................ .. , ...... . .... . ...... .. ..... .. ...................................................... · ........ ..... ............ ............... . 
.. , .... , .. "" I' ... , .... , .... , ..... ,... .. , .. ... ..... .... .. , .... , .... . ... ...... .. . .... , ........... , .. . , .... .. .. . .... , ... , ... .. , ..... . .. , .. ... .. , .... ... .. , .... , ... . .. ............. ............ , ....... .. , ..... ...... .. . ..... ...... ..... ..... , .... , .... , ..... , .. ... ,. , . .. , .... ,. 
ûl S.S -1. 
03 ~ILL=~ :,I: 3 (1 0 ) V~LU= Z=~JS . 
01 ~~J ::FI N=S ss-1 . 
03 s oc:u~s , r:~~s ?:c ~3 . 
01 SCJ:·4-1. 
03 i=:i:LL=~ ?IC X ( 2:: ) V .~LU:: "~ SC:==Gi-,!Ji<. l__ i-1\iJ"::=<STL'Vl'IXYZ. 11 • 
01 ~=D ~FI N~S SCJ~ -1. 
J3 SCJN JCCU~S 26 TI ~2 S 0 IC X. 
01 STK-1. 
· 03 =r~L=~ 0 IC XC5) V~!..L :: S?!C=S • 
Cl R=J==IN =S S7~-l. 
03 ST~ cc:u~s 5 TI~~s FIC x . 
81 :..JT=Ui<.l. 
03 NC)M-ï=T= :,rc x v:.L '.J= 11 N 11 • 
03 ~JM-CJ~? ?iC XCS). 
Q 1 :, ?. I G I i~ :: l. 
03 Ti:T:: :ire · X Y4L'Ji: " C". 
03 CGNT - J~!GIN= ::>IC X(~) . 
Ll l ~i:?.:.'.:.:n - 2'..i - :lJ . 
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