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Ob naročilu nove spletne aplikacije ali spletne strani sta hitrost izvedbe in cena te 
dni zelo pomembna dejavnika, skupaj s pričakovano visoko kakovostjo izdelka. Za 
visoko kakovost izdelka je potrebno v postopek izdelave vključiti tudi testiranje, tako 
med izdelavo kot tudi na koncu – pred predajo naročniku. To pa predstavlja kar zajetno 
investicijo, ki je marsikateri naročnik ni pripravljen plačati. Po drugi strani pa so nekateri 
prepričani, da so avtomatski testi najbolj časovno in stroškovno učinkovit način testiranja 
in da lahko z njimi pokrijejo vse vidike delovanja spletne aplikacije ali spletne strani ter 
da samo stalno izvajanje takih testov lahko dovolj hitro pripomore pri odkrivanju napak. 
V tem diplomskem delu je najprej opisan agilni način razvoja aplikacij, nato pa še 
različne metode testiranja. Prikazan je tudi razvoj avtomatskih testov skozi zgodovino in 
smiselnost vpeljave avtomatskih testov. Ugotavljamo, da sami avtomatski testi ne 
zagotavljajo kakovosti in da je v večini primerov potrebno tudi ročno testiranje. Prikazane 
so razlike med ročnimi in avtomatskimi testi ter možnosti za učinkovito dopolnjevanje 
obeh načinov testiranja. Na koncu je predstavljen še eden od izdelkov, s katerim lahko 
izvajamo avtomatske teste, sledi pa še praktični prikaz opisanega ob razvoju spletne strani 
www.businessoffashion.com, od koder so zajeti praktični primeri. 













When ordering a web application or a web page, the speed and of delivery and the 
price are among the most important factors along with the expected quality of the finished 
product. To ensure a high quality, testing needs to be included in the process of 
development and before delivering the product to the client. This represents a substantial 
investment that some clients are not prepared to pay. On the other hand, some are 
convinced that automatic tests are the most time and cost effective way of testing and that 
this kind of testing can cover all aspects of the product and that only constant running of 
automatic tests can quickly discover the bugs in the product. 
This thesis will first explore an agile way of developing the application and then 
the different methods of testing. It also presents the historic development of automatic 
tests and the meaningfulness of including automatic tests in the process. We realise that 
the automatic test alone do not ensure the highest quality and that most cases also have to 
include manual testing. It explores the differences between manual and automatic testing 
and presents the options of best combining the two options. At the end, a product used for 
automatic tests is presented, followed by a practical presentation of web application 
development of www.businessoffashion.com where the key examples are taken from.  














V želji po večji prepoznavnosti in širšem trgu se zelo veliko podjetji odloča za 
postavitev svoje spletne strani, kjer lahko potencialne stranke pridejo do vseh potrebnih 
informacij oziroma lahko že prek te strani strankam prodajo svoj izdelek. Ker pa so take 
strani lahko kar obsežen projekt, je večinoma smiselno za njihovo vzpostavitev skleniti 
pogodbo s podjetjem, ki je specializirano za izdelavo spletnih strani in aplikacij – 
nekatera podjetja pa za te potrebe sestavijo kar lastno ekipo. 
Ker so roki za izdelavo v teh časih zelo kratki, proračun za projekt precej omejen 
in zahteve po kakovosti in količini funkcionalnosti zelo visoke, je zelo pomembno, da 
ekipa hitro naredi dober in učinkovit izdelek. 
Pri takem delu se vedno pojavijo manjše ali večje napake, pri njihovem odkrivanju 
pa je nadvse pomembno, da so odkrite čim hitreje. Če jo odkrije že programer med 
izdelavo, za odpravo potrebuje samo nekaj lastnega časa. Če napako odkrijejo avtomatski 
testi, mora programer prekiniti drugo delo in popraviti napako. Če napako odkrije oddelek 
za zagotavljanje kakovosti, je v odpravljanje napake in preverjanje rešitve že vpletenih 
več ljudi. Če napako odkrije šele stranka, pa je povzročena škoda že kar velika, saj je v 
odpravljanje napake vpletenih že precej več ljudi, stranka pa ima lahko zaradi te napake 
tudi izpad dohodkov. 
Kakovost izdelka je tisto, kar prinaša uspeh, zato vlada prepričanje, da so 
avtomatski testi nekaj, kar bo rešilo vse probleme ekipe. Dostikrat namreč prevladuje 
mnenje, da so avtomatski testi najboljša izbira, ker se poganjajo samodejno. Ko so enkrat 
vzpostavljeni, ne potrebujejo več nadzora in lahko tečejo kadarkoli, s čimer sprostijo 
programerjev čas, da se lahko posveti nadaljevanju razvoja. 
Problem pri takem razmišljanju pa je, da je to sicer delno res: avtomatski testi res 
lahko tečejo kadarkoli in sami od sebe zajemajo napake, vendar pa je treba upoštevati tudi 
druge okoliščine. Avtomatski testi se morajo prilagajati razvoju, saj samo javljanje 






To diplomsko delo obravnava agilni način razvoja spletnih aplikacij, različne 
metodologije in postopke testiranja, prednosti in slabosti avtomatskih testov v primerjavi 
z ročnimi testi, načine, kako kombinirati obe vrsti testiranja in pomen testiranja nasploh. 
Ob koncu se bom posvetil še orodju za avtomatizacijo testov Behat in pa kako se s 







2 Agilni razvoj programov 
 
Večina podjetij, ki se ukvarjajo z izdelavo programskih rešitev, strani in spletnih 
aplikacij, te dni prisega na agilne metode razvoja programske opreme. Agilne metode so 
pravzaprav skupina različnih metod, ki vse slonijo na osnovnih principih, pomembnosti 
prave ekipe, hitrega odločanja in sprememb zahtev ter nenehne komunikacije z 
naročnikom. Bolj podrobno bomo ta načela prikazali v naslednjih poglavjih. 
V raziskavi iz leta 2014 [1] so pri HP povprašali več kot 600 programerjev in 
IT-strokovnjakov o njihovi uporabi agilnih metod razvoja. V raziskavi je sodeloval 401 
programer in 200 strokovnjakov z IT-področja v storitvenih podjetjih. 32 odstotkov 
vprašanih prihaja iz malih podjetij (10–99 zaposlenih), 31 odstotkov iz srednje velikih 
podjetij (100–999 zaposlenih) in 37 odstotkov iz velikih podjetij (1000+ zaposlenih), kar 
kaže na dobro razporeditev vprašanih. 
Kot je vidno na sliki 2.1 so ugotovili, da 16 odstotkov uporablja samo agilne 
metode, 51 odstotkov se nagiba k agilnim metodam, 46 odstotkov uporablja hibridni 
način dela in samo 9 odstotkov uporablja ali izključno slapovni model ali pa se k temu 







Slika 2.1 Primarna razvojna metoda, uporabljena pri projektih [1] 
 
Slika 2.2 Prevzemanje agilnih metod [1] 
Raziskava je pokazala tudi, da je tak način dela bolj popularen med mlajšimi 
anketiranci, kjer se jih kar 55 odstotkov nagiba k agilnim metodam, medtem ko je pri 
starejših ta odstotek nekoliko manjši, le 41 odstotkov. 
Med vprašanji je bilo tudi, kdaj so v podjetjih začeli uporabljati agilne metode – tu 
rezultati pokažejo, kot vidimo na sliki 2.2, da je največji skok nastal med letoma 2009 in 
2011; rast je bila pred tem sicer konstantna, vendar le nekaj odstotkov letno. Po letu 2009 





Za učinkovito izvajanje agilnega procesa je potrebno tudi stalno testiranje 
izdelkov. Prav zato so pogosto v uporabi avtomatski testi. 
2.1 Od kod izvira pojem agilno? 
Februarja leta 2011 se je v kraju Snowbird Resort v državi Utah, ZDA, zbralo 17 
strokovnjakov s programerskega področja, da bi se uskladili glede lažjega načina 
razvojnih metod programskih rešitev. Pred tem so namreč metode razvoja postajale vse 
bolj obsežne, zapletene in neučinkovite. V naslednjih nekaj mesecih so sestavili 
dokument z naslovom The Manifesto of the Agile Alliance. 
V manifestu so izpostavili glavne vrednote [2]: 
1. Posamezniki in interakcije so bolj pomembne kot postopki in orodja. 
Ljudje so najbolj pomembni za uspeh, kar se kaže v tem, da noben postopek 
uspeha ne zagotavlja, če je ekipa slaba. Na drugi strani pa lahko še tako dobro 
ekipo upočasni slab delovni proces. Povprečni programerji, ki se zelo dobro 
razumejo med seboj, imajo precej višjo verjetnost uspeha kot pa ekipa zelo dobrih 
programerjev, ki se med seboj ne usklajuje in ne sodeluje dobro. 
Tudi najboljša orodja na trgu ne zagotavljajo uspeha – bolj priporočljivo je na 
začetku projekta uporabiti preprosta orodja in pozneje ta orodja nadgrajevati glede 
na potrebe ekipe. 
Ustvarjanje ekipe je torej mnogo bolj pomembno kot ustvarjanje okolja. Mnogi so 
naredili napako, ko so najprej vzpostavili okolje, potem pa pričakovali, da se bo 
ekipa preprosto zlila z okoljem in da bo tako uspeh zagotovljen. 
 
2. Delujoči izdelki so bolj pomembni kot dokumentacija. 
Ob ustvarjanju izdelka je vedno potrebna tudi dokumentacija, ki opisuje zahteve, 
potrebe ter način delovanja izdelka oz. njegov videz. Brez tega ne gre in program, 
kjer ni nič dokumentirano, je običajno zelo slab in ne ustreza zahtevam. 
Prav hitro pa lahko nastane tudi preveč dokumentacije, s preveč natančnimi opisi 
– v takem primeru člani ekipe več časa porabijo za dokumentacijo kot za dejansko 
izdelavo programa. 
Zato je bolj kot obsežno dokumentacijo potrebno izdelati kratek dokument, ki 





Mogoče se zdi tak način dela problematičen za vpeljavo novih članov ekipe, 
vendar pa za uspešno vpeljavo potrebujemo samo kodo in pa človeški prenos 
znanja. Komunikacija med člani ekipe je preverjeno najbolj uspešen način 
vpeljave novega člana. 
Upoštevati je torej treba “Martinov prvi zakon dokumentacije”, ki pravi, da naj bo 
pripravljena samo dokumentacija, ki je potrebna takoj in je zelo pomembna. 
 
3. Sodelovanje s stranko je bolj pomembno kot pogajanja pri pogodbi. 
Programski izdelek ni nekaj, kar bi lahko naročili kot blago v trgovini. Stranka 
običajno ne more kar zapisati, kaj bi rada, in potem v točno določenem času in ob 
točno določenih stroških pričakovati, da bo takšen izdelek zagotovo narejen. Zelo 
privlačna je sicer zamisel, da bi vodja projekta preprosto povedal, kaj želi, in 
potem samo počakal, da se ekipa vrne z dokonč(a)nim izdelkom. 
Znova in znova se je izkazalo, da projekti ob takšnih pričakovanjih propadejo, 
velikokrat s precej negativnimi posledicami. 
Zato je za uspeh projekta veliko bolje, če stranka ves čas sodeluje z razvojno 
ekipo in sproti posreduje povratne informacije glede smeri in uspešnosti. Prednost 
takšnega načina je velika fleksibilnost, saj stranka sproti vidi, ali je smer prava ali 
ne, pri čemer je razvoj mogoče pravočasno preusmeriti. 
 
4. Odziv na spremembe je bolj pomembne kot sledenje planu. 
Prav odzivnost na spremembe je dostikrat tisto, kar odloča o uspehu ali neuspehu 
projekta. Načrti, ki jih naredimo, morajo namreč biti dovolj fleksibilni, da 
prenesejo spremembe. Pri ustvarjanju izdelkov namreč nikoli ne moremo 
načrtovati daleč v prihodnost, saj se lahko spremenijo zahteve stranke, orodja, ki 
jih uporabljamo, ali pa se lahko spremenijo prioritete ali celo sestava ekipe. 
Zelo preprosto se namreč sliši, da projektni vodja sestavi gantogram, kjer je vse 
lepo časovno urejeno. Vodja ima pri tem občutek, da ima nadzor nad projektom, 
vendar pa se stvar lahko hitro zakomplicira in nenadoma gantogram ni več 
relevanten ali pa projekt glede na nanj drastično zamuja. 
Zato je mnogo bolj priporočljivo sestaviti zelo podroben plan za naslednjih nekaj 
tednov, malo manj podroben plan za naslednjih nekaj mesecev in zelo osnoven 





Pomembno je, da za naslednjih nekaj tednov zelo natančno vemo, kaj nas čaka, in 
imamo okvirno vodilo za delo v prihodnjih nekaj mesecih. 
 
2.2 Dvanajst načel agilne metodologije 
Prej opisane vrednote so privedle do zapisa seznama dvanajstih načel agilnega 
razvoja programske opreme [2]: 
1. Zgodnja in hitra dostava uporabne programske opreme je naša najvišja prioriteta 
za doseganje zadovoljstva stranke. 
MIT Sloan Management Review [3] je izdal analizo razvojnih praks, ki podjetjem 
pomagajo pri ustvarjanju zelo kakovostnih izdelkov. Ta analiza je med drugim 
pokazala tudi visoko povezanost med hitro dobavo začetnega izdelka in visoko 
kakovostjo končnega izdelka. 
2. Spremembe zahtev so dobrodošle, tudi če se pojavijo pozno v razvojnem ciklu. 
Dobra stran agilnega razvoja je namreč, da je te spremembe mogoče spremeniti v 
konkurenčno prednost izdelka. 
Člani agilne ekipe se ne smejo bati sprememb, izdelek mora biti dovolj 
fleksibilen, da dopušča spremembe z minimalnimi posledicami za strukturo 
izdelka. 
3. Pogosto dobavljanje delujočega izdelka: od vsakih nekaj tednov do vsakih nekaj 
mesecev – priporočljivo je krajše obdobje. 
Poudarek je na tem, da je pogosto dostavljen delujoč izdelek, stranka pa se lahko 
po vsaki iteraciji sama odloči, ali bodo te spremembe prenesene tudi v 
produkcijsko okolje. Cilj je dostaviti izdelek, ki zadovolji zahteve stranke. 
4. Poslovni in programerski del ekipe morata med razvojem izdelka vsakodnevno 
sodelovati. 
Da je projekt agilen, mora biti komunikacija med naročnikom in razvijalci 
učinkovita in pogosta. Projekt je namreč potrebno ves čas nadzorovati, 
komunikacija pa pri tem pomeni učinkovito usmerjanje razvoja. 
5. Ustvarjanje izdeleka z visoko motiviranimi posamezniki. Članom ekipe naj bosta 






Agilni razvoj sloni na ljudeh, zato je potrebno poskrbeti, da imajo na voljo okolje 
in orodja, ki jih potrebujejo. Vse je potrebno prilagoditi ljudem, da lahko dobro 
opravijo svoje delo. 
6. Najbolj učinkovita metoda prenosa podatkov je prvoosebna komunikacija. 
V agilnem projektu se ljudje pogovarjajo med seboj, primarni način komunikacije 
je ustni. Dokumentacij nastaja po potrebi, vendar pa ni nujna za shranjevanje 
vsega znanja in informacij. Ustna komunikacija med člani ekipe je mnogo bolj 
učinkovita in pomembna. 
7. Delujoč izdelek je primarni način za ocenjevanje napredka. 
Napredek v agilnem projektu se meri v količini razvite programske opreme, ki 
ustreza zahtevam naročnika. Ne štejejo se faze, pač pa količina izvedenih 
funkcionalnosti izdelka. 
8. Agilni procesi promovirajo konstantno hitrost razvoja programske opreme. 
Naročniki, izvajalci in uporabniki naj bi bili sposobni vzdrževati enak tempo 
razvoja neomejeno dolgo. 
Agilni projekti niso tekaški sprinti, so maratoni, zato je pomembna konstantnost. 
Prehitri starti lahko vodijo k izgorevanju članov, izdelavi bližnjic in posledično 
slabemu izdelku. Cilj je doseči konstantnost razvoja, ki je vzdržen za nedoločen 
čas trajanja projekta. 
9. Stalna skrb za tehnično dovršenost in dober oblikovni načrt izboljšujeta agilnost. 
Visoka kakovost izdelka je ključna za hitrost razvoja, zato je bistvenega pomena 
tudi čista in učinkovita koda brez tehničnega dolga, kar omogoča hitre 
spremembe. 
10. Preprostost, umetnost kar največjega izkoristka količine dela, je ključna. 
Agilna ekipa ne izdela že v izhodišču najbolj tehnološko naprednega izdelka. 
Preprostost, ki še vedno ostaja znotraj smernic in zahtev, je bolj zaželena, saj ni 
mogoče vedeti, kakšne bodo zahteve v naslednjih dnevih. Preprost izdelek je 
najbolj fleksibilen za spreminjanje. 
11. Najboljša arhitektura, zahteve in oblikovni načrt nastanejo znotraj samostojno 
organiziranih ekip. 
Agilna ekipa se organizira sama, odgovornost je opredeljena in razdeljena znotraj 
ekipe po kriteriju učinkovitosti. Ekipa sodeluje pri vseh vidikih projekta in vsak 





12. V rednih intervalih ekipa preveri, kako bi lahko bila bolj učinkovita, in potem 
izvede spremembe za večjo učinkovitost. 
Agilna ekipa se ves čas prilagaja spremembam v strukturi, organizaciji in 
zahtevam, saj ve, da se vse to spreminja, in le s prilagajanjem spremembam je 
ekipa lahko kar najbolj učinkovita. 
 
2.3 Kdaj agilni način ne bo deloval? 
V določenih primerih agilne metodologije dela ne bodo delovale (takrat je bolje 
uporabiti klasični pristop k razvoju): 
 Pri ustvarjanju izdelkov, kjer so rok in tehnične zahteve natančno določene 
že ob začetku projekta. Takrat je namreč potrebno zelo natančno slediti 
načrtu izdelave, za kar pa agilni pristop ni najbolj uporaben. 
 Kadar so ekipe zelo velike, tj., ko imajo 20 članov ali več, postane agilni 
način prav tako neuporaben, saj zaradi velikosti ekipe tak način dela ni 
učinkovit. Pri velikih ekipah je prav tako boljši klasični pristop. 
 Podobne probleme pri tem pristopu bodo imele ekipe, kjer so člani 
geografsko precej oddaljeni, kar otežuje komunikacijo, na kateri temelji 
agilni način dela. Vendar pa so sedaj že na voljo orodja, ki zmanjšujejo 
tudi to težavo. 
 Velikokrat se seveda zgodi tudi, da naročnik nima časa ali volje ves čas 
sodelovati pri razvoju. V tem primeru konstantno dobavljanje različic 
izdelka ne pomeni prednosti, saj naročnik ni tako odziven pri podajanju 












3 Metodologija gruča oziroma skrama 
 
Slovenski prevod za “SCRUM” [4] je uradno gruč, večinoma pa je v uporabi 
beseda skram [5], ki bo uporabljena tudi v tem diplomskem delu in je med najbolj 
razširjenimi agilnimi metodami. Izraz izhaja iz ragbija, kjer je “scrum” izraz za način 
igre, pri katerem člani obeh ekip tesno skupaj poskušajo priti do žoge na eni ali drugi 
strani. Podobno tudi pri skramu manjša ekipa skupaj skuša doseči ugoden rezultat – 
kakovosten izdelek. 
V 80. letih 20. stoletja so Japonci povabili strokovnjake iz ZDA, da bi jim 
pomagali izboljšati stanje v industriji. V številnih podjetjih, med drugim tudi pri Toyoti, 
so ugotovili, da lahko ogromno iztržijo iz raziskav, če je ekipa za raziskave sestavljena iz 
izjemnih posameznikov. Te majhne ekipe so prinesle zelo hitre in učinkovite izboljšave 
pri kakovosti izdelkov. 
V programskih vodah se je ta izraz prvič pojavil v začetku 90. let 20. stoletja. 
Elementi načina dela v skramu niso nič novega, vendar pa pred tem vseh elementov še 
nihče ni povezal v celoto. 
3.1 Komponente metode skram 
 






Slika 3.1 Komponente metode skram [4] 
Metodo sestavljajo sledeče komponente: 
1. Zaloga nalog (ang. Product backlog) 
Zaloga nalog je po prioritetah razvrščen seznam vseh funkcionalnosti 
določenega izdelka. Ta seznam se lahko po vsakem sprintu spremeni, lahko so 
dodane nove funkcionalnosti, stare odvzete, mogoča je sprememba prioritet 
glede na zahteve naročnika ali raziskave trga. 
Funkcionalnosti v tem primeru niso preveč podrobno opisane, ampak so samo 
v grobem orisu za lažjo orientacijo, kaj je še potrebno narediti. 
 
2. Naloge v sprintu (ang. Sprint Backlog) 
Naloge v sprintu sestavljajo seznam vseh funkcionalnosti, ki jih ekipa poskuša 
rešiti v trenutnem sprintu, kar običajno traja od 2 do 4 tedne, lahko pa tudi 
samo en teden – odvisno od dogovora v ekipi. 
Pomembno je, da ekipa v sprint vključi samo tisto, kar lahko zaključi v danem 
času in da med sprintom ne dodaja funkcionalnosti oz. se zahteve ne 
spreminjajo. Vključevanje novih funkcionalnosti namreč poruši sistem sprinta 
in ga lahko podaljša. 
Tudi če kakšna funkcionalnost potrebuje več kot en sprint, se mora po sprintu 
napredek še vedno poznati, viden mora biti določen rezultat razvoja. 
 





Na vsakodnevnih sestankih sodelujejo projektni vodja, ekipa in pa oseba, ki 
ima vlogo skrbnika skrama (ang. SCRUM Master, več o tem v nadaljevanju). 
Pomen tega sestanka je, da se ekipa sinhronizira. Na 15-minutnem sestanku 
vsak član ekipe pove, kaj je naredil prejšnji dan, kaj bo naredil danes, in 
sporoči, ali obstajajo kakšne ovire, ki mu otežujejo razvoj. 
Namen teh sestankov ni reševanje težav, namenjeni so samo obveščanju o 




Srce vsega so sprinti, ki običajno trajajo od 2 do 4 tedne. Sprint je časovno 
zaključena enota dela, med katero je treba opraviti vse naloge, ki si jih je ekipa 
zastavila na začetku sprinta. Na koncu vsakega sprinta sledi pregled 
opravljenega dela in načrtovanje za naslednji sprint. 
Pomembno je, da je rezultat na koncu sprinta zaključena in delujoča 
funkcionalnost, zahteve med sprintom pa se ne smejo spreminjati. Vsak sprint 
je mogoče razumeti kot mini projekt znotraj celote. 
3.2 Vloge v metodologiji skram  
 
Znotraj ekipe obstajajo tri glavne vloge [4]. 
1. Produktni vodja 
Naloga produktnega vodje je vzpostavitev komunikacije, predstavitev vizije in 
skrb za prioritete. Odloča o tem, kdaj se bo kaj naredilo, skrbi za izdajo 
delujočih verzij izdelka, za roke in plane. Skrbi za ROI (ang. Return of 
investment) – torej, da se delo, vloženo v projekt, povrne kot dobiček.  
Pomemben je tudi nadzor nad seznamom funkcionalnosti, ki čakajo na 
izvedbo, in skrb, da je ta seznam dopolnjen in pravilno zapisan. Prav tako je 
skrbnik v stalnem stiku z naročnikom, pri čemer želje naročnika upošteva v 
nadaljnjem razvoju. Dober produktni vodja mora znati dobro presoditi, katere 
želje naročnika so sploh izvedljive in kdaj. Naročniki namreč dostikrat hočejo 







Ekipa je sestavljena iz več programerjev, vsak od jih pa je strokovnjak na 
svojem področju. Kot ekipa štejejo vsi, ki delajo pri določenem projektu, 
večinoma pa gre za programerje. 
 
3. Skrbnik za skram 
Skrbnik skrbi za to, da vsi člani ekipe poznajo in upoštevajo načela skrama. 
Prav tako vodi sestanke in opozarja projektnega vodjo, če je to potrebno. 
Skrbi, da ekipe nič ne moti pri delu, in jih opozarja, če delo ni dobro 
opravljeno. 
Skrbnik prav tako skrbi, da člani ekipe na sestanek pridejo pripravljeni in da 
vsi vedo, kakšno je trenutno stanje pri projektu. 







4 Metode testiranja 
 
V tem poglavju bo predstavljenih nekaj metod testiranja [6], ki jih poznamo.  
 
Slika 4.1 Črna in bela skrinjica [6] 
4.1 Metoda črne skrinjice  
Metoda črne skrinjice (ang. Black-box) ali funkcijsko testiranje od osebe, ki 
testira, ne terja nobenega poznavanja notranjega delovanja programa kot je vidno na sliki 
4.1. Prav tako tester nima dostopa do arhitekture, baze ali kode. 
Praviloma tester prek uporabniškega vmesnika vnaša vrednosti in potem preverja 
rezultat kot posledico teh vnosov. Postopek poteka brez podrobnega poznavanja, kaj se 
znotraj programa dogaja. 
Prednosti takega testiranja so, da tester ne potrebuje dostopov do kode, baze in 
dokumentacije. Prav tako je tak pristop zelo primeren za hitro testiranje večjih segmentov 
programa naenkrat, saj testerja zanima samo rezultat glede na vnos. Tester tudi ni 
obremenjen z vidikom programerja oz. osebe, ki je načrtovala ta del programa, in celoten 





Ta metoda je torej zelo primerna, če imamo testerje, ki niso seznanjeni s 
podrobnostmi delovanja in nimajo programerskega znanja. Običajno je to najhitrejši 
sistem testiranja. 
4.2 Metoda bele skrinjice  
Metoda bele skrinjice (ang. White-box) ali strukturno testiranje se od metode črne 
skrinjice razlikuje v tem, da oseba, ki testira delovanje programa, pozna tudi njegovo 
strukturo. Torej ob tem, da preverja vhodne parametre in izhodne rezultate, preverja tudi 
vmesno delovanje programa, kot je vidno na sliki 4.1. Poznati mora tudi postopek 
izdelave tega dela programa. 
Zato ta metoda zahteva testerja, ki ima programersko znanje, ki razume delovanje 
programa in zna brati kodo programa. Posledično je takšno testiranje dražje in traja dlje 
časa. Vendar pa zaradi boljšega poznavanja programa lažje oceni, kateri deli so bolj 
kritični za testiranje, in je tako testiranje bolj učinkovito. Posledica je tudi optimizacija 
kode, saj med testiranjem lahko predlaga izboljšave pri programu, ki delovanje pohitrijo 
ali pa poenostavijo. 
Ker pa je tak način pregleda precej natančen, včasih ni najboljša izbira za 
testiranje večjih delov kode, saj lahko zaradi omejenega časa, namenjenega testiranju, in 
prevelikega obsega kode za pregled kakšen scenarij ostane tudi netestiran. To lahko v 
najslabšem primeru pomeni tudi prehod napake v produkcijsko verzijo in poslovno škodo. 
4.3 Metoda sive skrinjice 
Metoda sive skrinjice (ang. Grey-box) ali kombinirano testiranje je hibrid zgoraj 
opisanih metod. Tester mogoče ne pozna delovanja celotnega sistema, vendar pa ima vsaj 
osnovno znanje delovanja, dostop do načrtov in podatkovne baze. To testerju omogoča 
bolj učinkovito testiranje kot metoda črne skrinjice, hkrati pa je hitrejše kot metoda bele 
skrinjice. 
Testerji se pri tej metodi ne opirajo na kodo, ampak na zahteve programa in 
končni rezultat glede na vhodne parametre ter na pregled vmesnih stanj. Testerju ni 
potrebno biti programer, mora pa imeti nekaj osnovnega znanja o delovanju sistema. Po 





Kot vmesna pot v določeni meri prevzema tako dobre kot slabe lastnosti drugih 
dveh metod. Je sicer precej učinkovita, ni pa vedno najboljša. 
4.4 Primerjave metod ob praktičnem primeru 
Izbira metode je dostikrat odvisna od tega, kaj v določenem trenutku potrebujemo, 
in pa, kdo bo pravzaprav testiral. Z metodo white-box testiranja namreč rabimo testerja, ki 
pozna kodo izdelka. Posledično je testiranje bolj zanesljivo, a običajno tudi dražje. 
Za boljšo predstavo poglejmo praktični primer, pri katerem se želi uporabnik 
prijaviti na oglas za službo. Celoten postopek je kar zahteven in v ozadju se kar veliko 
podatkov sinhronizira v sistemu, prav tako pa prijava vpliva na precej drugih modulov. 
Tester, ki deluje po sistemu črne skrinjice, bo v tem primeru šel na stran, kjer je 
oglas, kliknil prijava za službo in vnesel vse zahtevane podatke. Po končani prijavi bo šel 
na stran, kjer so objavljene vse prijave tega uporabnika, in preveril, ali je zapisana tudi 
zadnja prijava. 
Tester, ki deluje po principu bele skrinjice, bo ob prijavi pregledoval tudi stanje v 
bazi in vseh povezanih tabelah ter preveril, ali se vneseni podatki zares pravilno prepišejo 
in ali je ta prijava resnično na vseh pravih mestih. Zaradi poznavanja sistema in zahtev 
lahko preveri celoten tok podatkov ter tako po natančnem in dolgotrajnem postopku 
ugotovi, ali sistem deluje. 
Zadnji tester pa uporabi metodo sive skrinjice. Pozna torej potek dogodkov, 
čeprav mogoče ne vseh povezanih tabel v bazi, hkrati pa ve, kje drugje mora biti ta 
prijava prav tako vidna. Ve, da mora biti prijava za določeno službo vidna tudi v modulu 
za službe, do katerega ima dostop administrator podjetja, ki to službo nudi. Prav tako ve, 
da morajo biti ob prijavi ključni podatki o službi vidni tudi na določeni drugi strani tega 
uporabnika, ki mogoče ni najbolj očitna. 
Ker pozna zgodovino razvoja in zahteve stranke, mu niti ni potrebno poznati vseh 
točnih povezav v bazah, saj lahko na ključnih mestih vidi vse potrebne podatke. Delo po 
metodi sive skrinjice je bolj obsežno kot pri črni skrinjici, vendar vseeno hitrejše in skoraj 











5 Postopki testiranja 
 
Poznamo več različnih postopkov testiranja, vsak od njih pa je uporaben za 
določen namen. V nadaljevanju bomo opisali nekaj glavnih in najbolj uporabnih. 
5.1 Modularno testiranje 
Modularno testiranje [7, 8] (ang. Unit testing) je testiranje, pri katerem programer 
testira točno določen del kode, torej določen modul, in preverja, ali deluje tako, kot 
programer misli, da bi moral in kot je določeno v načrtu. Modularno testiranje je 
obravnavano kot testiranje po metodi bele skrinjice in je v veliki večini avtomatizirano. 
Če nekdo pokvari del kode, taki testi poskrbijo, da je napaka javljena takoj. 
Običajno te teste pišejo programerji sami in priporočljivo je najprej napisati test, 
šele nato dejansko kodo. Prav tako ti testi programerja prisilijo v pisanje preproste kode, 
pri kateri je mogoče vsak del zlahka testirati ločeno. 
Testi so zelo uporabni za preverjanje majhnih delov kode, ni pa to najbolj 
zanesljiv pokazatelj celotne slike, saj delujoči posamezni deli še ne pomenijo delujoče 
celote. 
Zelo velika prednost je, da so vsaj očitne napake hitro odkrite in tudi hitro 
odpravljene. 
5.2 Integracijsko testiranje 
Nadgradnja modularnih testov, pri kateri preverjamo posamezne enote ali dele, je 
integracijsko testiranje [9] – z njim preverjamo pravilno povezanost enot. 
To je ključni del testiranja, saj zgolj delujoči moduli še ne zagotavljajo delujočega 
sistema. Integracija modulov je že precej dober pokazatelj stanja programa. 
Enako kot pri modularnem testiranju, tudi tukaj teste običajno pišejo programerji 
sami, so običajno avtomatizirani, obravnavani pa so kot testiranje po metodi bele 
skrinjice. 






1. Integracijsko testiranje ali “Big bang”. 
V načinu testiranja “big bang” so vse komponente povezane v celoto za 
sočasno testiranje njihove integracije. 
Prednost tega je, da je vse že narejeno, preden začnemo testirati, kar pomeni, 
da je treba teste pripraviti enkrat, nato pa se zaradi razvoja ne bodo 
spreminjali. Slabost pa je, da lahko prepozno najdemo napake, ker jih je pri 
tem načinu testiranja težko natančno locirati, zaradi česar je oteženo njihovo 
odpravljanje. 
2. Testiranje od vrha proti dnu. 
Tako testiranje najprej začne preverjati najvišji nivo aplikacije, torej 
uporabniški vmesnik, in potem nadaljuje navzdol po sistemu. 
Prednost tega pristopa je, da testiranje posnema delovanje sistema v 
produkcijskem okolju in je dober pokazatelj, ali delovanje določenega 
programa poteka pravilno. Problem tega načina je, da se povsem osnovne 
funkcionalnosti tega sistema preverjajo na koncu. To pomeni, da je ob odkritju 
napake potrebno še naprej preverjati, da odkrijemo vir te napake, ki je lahko v 
povsem osnovnem modulu. 
3. Testiranje od dna proti vrhu. 
To testiranje začnemo z najbolj preprostimi moduli in potem s testi 
nadaljujemo navzgor ter preverjamo delovanje in povezave med moduli. 
Prednost tega pristopa je, da razvoj in priprava testiranja lahko potekata hkrati, 
saj tudi razvoj programa poteka tako, da najprej sestavimo osnovne module. 
Posledično pa lahko napake pri uporabniškem vmesniku odkrijemo precej 
pozno. 
5.3 Funkcionalno testiranje  
Funkcionalno testiranje [10] je testiranje po metodi črne skrinjice, saj preverjamo, 
ali bo program ustrezal zahtevam tako, da tester prek uporabniškega vmesnika glede na 
uporabniške zahteve poda vhodne parametre in preveri rezultat programa. V tem primeru 






Ta način testiranja lahko opravimo z dveh perspektiv: 
- lahko se osredotočimo na kritične dele in te dele najprej preverimo ter tako 
zagotovimo, da vsaj kritični deli pravilno delujejo; 
- lahko pa se osredotočimo na vsakodnevno uporabo programa in preverimo tiste 
dele, ki bodo ves čas v uporabi, in tako zagotovimo normalno delovanje sistema za 
uporabnike. 
5.4 Sistemsko testiranje  
Nadaljnja nadgradnja integracijskih testov so sistemski testi [11], pri katerih 
poteka testiranje delovanje programa, potem ko so vsi moduli integrirani. Gre za 
testiranje po metodi črne skrinjice, kjer delovanje sistema primerjamo z zahtevami in je v 
celoti narejeno z vidika uporabnika. 
Tukaj poteka iskanje napak v delovanju sistema in preverjanje, ali program 
dejansko ustreza zahtevam uporabnika in ali ga uporabnik dejansko lahko uporablja. V 
praksi to pomeni, da integracijski testi lahko sicer preverijo integracijo, toda le sistemski 
testi pokažejo, ali je program sploh uporaben. 
Ti testi običajno potekajo v ločenem testnem okolju, ki mu pogosto rečemo kar 
staging okolje in je pravzaprav kopija produkcijskega. To je pomembno zato, da lahko še 
pred prehodom na produkcijo preverimo, ali program dobro deluje kot celota v okolju, ki 
je kopija produkcijskega. 
Dostikrat se namreč izkaže, da v lokalnem okolju programerja kaj deluje brez 
težav, ko pa je program prenesen v produkcijsko okolje, pa se pojavijo napake v 
delovanju zaradi drugačne konfiguracije okolja. 
Ti testi so t. i. testi od začetka do konca (ang. end to end) in so običajno opravljeni 
ročno, vsaj na začetku; pozneje pa marsikatera ekipa vloži določen čas v avtomatizacijo 





5.5 Performančno testiranje 
Stresne teste uporabljamo takrat, ko želimo preveriti, kakšno je delovanje izdelka 
v t. i. stresnih situacijah, torej, ko želi določen program uporabljati zelo veliko 
uporabnikov hkrati. Gre za primere, ko se želi v določeno aplikacijo prijaviti tisoč in več 
uporabnikov hkrati ali pa si želi video na spletni strani naenkrat ogledati več tisoč 
uporabnikov. 
Takšnih testov ročno skoraj ni mogoče izvajati, zato je tu ključnega pomena 
avtomatizacija testov, ki omogoča večkraten hkraten zagon določenega testa. 
5.6 Regresijsko testiranje 
Regresijsko testiranje uporabljamo zato, da po spremembah kode preverimo, ali 
stare funkcionalnosti sistema še vedno delujejo tako, kot je potrebno. 
To naredimo s pomočjo avtomatskih testov, ki jih zaženemo po spremembah kode 
oz. dodajanju novih modulov. Po opravljenem testu izvemo, ali je koda v slabšem stanju 
kot prej ali ne.  
Običajno se nabor testov opravi vsakič, ko programer kaj spremeni, kar pomaga 
pri hitrem začetnem odkrivanju težav – to pa je ključnega pomena pri hitrem razvoju 
programa. 
5.7 Beta testiranje 
Beta testiranje uporabimo, ko izdelek testira nekdo zunaj ekipe, ki je program 
sestavljala. Obravnavamo ga kot testiranje po sistemu črne skrinjice, saj skupina testerjev 
ne pozna delovanja programa, zanima jih samo rezultat glede na vhodne parametre. 
Tak način testiranja je zelo popularen zlasti v industriji izdelovanja računalniških 
iger, kjer podjetje pripravi beta testiranje in nanj povabi potencialne kupce izdelka. 
Prednosti tega so, da precej ljudi z veseljem in običajno brezplačno testira izdelek, preden 






6 Avtomatski testi 
 
Potreba po avtomatskih testih je med razvojem običajno precej visoka. Ti testi 
omogočajo hitro odkrivanje napak že med razvojem, kar precej poceni odpravljanje 
napak, popularnost takega načina testiranja znatno narašča. V naslednjih poglavjih bom 
predstavil njihovo zgodovino, različne vrste avtomatskih testov in smiselnost njihove 
uporabe glede na okoliščine. Prav tako se bom posvetil tesni povezavi med avtomatskimi 
testi in t. i. ročnim testiranjem ter možnostim za kar najboljši izkoristek te povezave. 
6.1 Zgodovina 
Ob začetkih programskega razvoja je testiranje potekalo v zelo osnovni obliki, 
testni primeri so bili zapisani na papirju, testi pa so dejansko preverjali ciljne uporabniške 
poti, algoritme in manipulacijo podatkov v bazi. Z določenim številom testov je bilo 
običajno mogoče preveriti delovanje celotnega sistema. Testiranje je prišlo na vrsto na 
koncu, opravljali pa so ga ljudje, ki so bili takrat na voljo. 
Prihod osebnega računalnika je v tej industriji precej olajšal delo pri izdelavi 
programov, kar se je poznalo tudi v drastični rasti panoge. Programi in spletne strani so 
postajali čedalje bolj kompleksni, kar pa je pomenilo tudi spremembo v načinu testiranja, 
saj bolj kompleksni programi zahtevajo več različnih testov. 
Zelo popularne so postale aplikacije sistema odjemalec-strežnik, kjer je odjemalec 
internetna stran ali program, ki potem od strežnika zahteva informacije ali izračun 
podatkov. Posledično je tudi testiranje moralo napredovati, saj je potrebno testirati tako 
uporabniški vmesnik kot strežniški del aplikacije in povezavo med njima. 
Z napredovanjem kompleksnosti uporabniških vmesnikov je raslo število 
elementov na zaslonu uporabnika, s to rastjo pa tudi število možnih kombinacij, ki jih je 
uporabnik lahko ustvaril. Zato so se tudi testerji sedaj morali osredotočiti na tiste dele 
programa, ki jih uporabnik bolj uporablja. 
Nenadoma testni postopek in posledično tester ne moreta več zajeti vseh 





začele avtomatizacije teh testov. Pojavila so se orodja za avtomatsko testiranje, ki so 
posnemala uporabnika s klikanjem po uporabniškem vmesniku. 
Ta orodja so s časom napredovala in postala kompleksnejša in tako je počasi 
avtomatizacija testov postala precej programersko opravilo, še vedno pa vključuje 
testerski način razmišljanja, kar pomeni razmišljanje o zahtevah, testnih primerih, testnih 
načrtih ... 
6.2 Metodologija življenjskega cikla avtomatskih testov 
Metodologija življenjskega cikla avtomatskih testov, s kratico ATLM (ang. The 
Automated Test Life-Cycle methodology) [12], opisuje strukturiran pristop k 
implementaciji avtomatskih testov in povezanost z razvojem sodobnih aplikacij na vseh 
ravneh razvoja – od analize in načrtovanja do samega razvoja.  
Uporaba orodij za avtomatsko testiranje se kaže kot zelo pozitiven učinek tako na 
kakovost izdelka kot posledično na skrajševanje trajanja razvoja. Da bi kar najbolje 
izkoristili te učinke, je potrebno testiranje uvesti v zgodnjih fazah razvoja. Zato morajo 
testni inženirji biti prisotni že na analizah, ugotavljanju zahtev izdelka ter pri izdelavi in 
pregledu načrta. 
Te aktivnosti namreč pomagajo testni ekipi razumeti cilj in uporabnost izdelka. 
Boljše razumevanje pozitivno vpliva na bolj učinkovito testiranje, saj so testerji bolj 
pozorni na segmente, ki so za naročnika bolj pomembni.  
Zgodnja vključenost testerske ekipe pri vseh aktivnostih pa tudi pomaga pri 
zgodnjem odkrivanju nepravilnosti v analizi in načrtovanju. Posledično te aktivnosti 
preprečujejo selitev teh napak v nadaljnje faze projekta ali v najslabšem primeru do 
končnega izdelka. 
Hitreje kot se odkrije napaka, ceneje in predvsem hitreje je takšno napako 
odpraviti, saj je v odpravljanje vpletenih manj ljudi. Tak način dela torej prihrani tako čas 
kot tudi delo in posledično zmanjšuje stroške projekta na dolgi rok. Če napako odkrijemo 
že v načrtu, je sprememba načrta zelo hitra. Če pa napako odkrijemo pri programiranju, 
popravek mogoče že zahteva tako programerja in njegovo delo ter še osebo, ki mora 





nekaj dela in kar nekaj ljudi tako za spremembo kot tudi za ponovno implementacijo in 
testiranje. Če pa napako odkrije stranka v produkcijskem okolju, pa je odpravljanje že 
stvar celotne ekipe, od komunikacije s stranko, preverjanja prijave, popravka, ponovnega 
testa in potem prenosa popravka v produkcijsko okolje. 
Če torej testna ekipa sodeluje že na začetku in je zahteve sistema mogoče 
definirati na način, ki bo izvedljiv v testih, je mogoče tudi kodiranje prilagoditi temu, da 
je omogočeno avtomatsko testiranje. 
Pri načrtovanju testna ekipa skrbi za: 
1. Izpopolnjenost. 
Skrb, da so vse zahteve pravilno in v celoti zapisane in definirane. Nejasnosti 
namreč ovirajo pri testiranju, tester sam težko preveri, ali so zahteve 
izpolnjene ali ne. 
2. Konsistenca. 
V bolj kompleksnih sistemih se tudi število zahtev lahko precej poveča, ob 
tem pa je potrebno skrbeti, da so zahteve med seboj konsistentne. Enaka akcija 
lahko na različnih straneh določene spletne strani izvede enak postopek in 
dobiti moramo enak rezultat. 
3. Izvedljivost testiranja. 
Ob planiranju je potrebno oceniti, v kolikšni meri je določeno funkcionalnost 
sploh mogoče testirati, da bi lahko z gotovostjo trdili, da deluje. 
Testno strategijo je potrebno izdelati že pri načrtovanju, ob tem pa je potrebno 
imeti v mislih, katera orodja za avtomatizacijo bomo uporabljali, saj tako lahko že 
programer poskrbi, da je koda napisana na ustrezen način. 
ATLM sestavlja 6 faz v naslednjem zaporedju, bolj podrobno pa jih bom 
predstavil v naslednjih poglavjih: 
1. odločitev za avtomatizacijo testov, 
2. pridobitev testnih orodij, 
3. uvod v avtomatsko testiranje, 
4. testno načrtovanje, zasnova in razvoj, 





6. ocena postopka in izboljšave. 
 




6.2.1 Odločitev za avtomatske teste 
Ker v tem diplomskem delu preučujemo pomembnost avtomatskih testov, bo ta 
točka bolj podrobno predstavljena, saj pomembnost najbolj vpliva na odločitev o začetku 
avtomatizacije. 
Ko se v ekipi ali podjetju odločajo za avtomatske teste, je potrebno vseeno vložiti 
nekaj premisleka in se predvsem zavedati, da avtomatski testi niso rešitev za vse 
probleme. Potrebno je torej odpraviti napačna pričakovanja glede avtomatskih testov, kot 
so [12]: 
1. Avtomatsko generiranje testnih načrtov. 
Trenutno ne poznamo orodja, ki bi avtomatsko kreiralo testni načrt in potem 
skrbelo za izvedbo tega načrta. Orodje za avtomatske teste se mogoče v glavah 
vodilnih sliši kot nekaj vsemogočnega, žal (ali pa na srečo) pa je v tem 





2. Testno orodje, ki ustreza vsem. 
Vsako razvojno okolje uporablja drugačno tehnologijo in temu ustrezno so 
tudi orodja za avtomatizacijo testov različna. Na žalost ne obstaja nobeno 
posamezno orodje, ki bi ustrezalo vsem okoljem, zato je odločitev za 
avtomatizacijo vedno potrebno skrbno premisliti. 
3. Takojšnje zmanjšanje potrebe po testiranju. 
Zmotno je tudi mišljenje, da bo uvedba avtomatskih testov v trenutku 
zmanjšala potrebo po v testiranje vloženem času. Na začetku je namreč 
potrebno nekaj časa vložiti v učenje, kako avtomatizirati teste, prav tako je še 
vedno potrebno ročno testirati med razvojem – razlogi za to bodo opisani v 
nadaljevanju. 
4. Orodje je preprosto za uporabo. 
Ob raziskovanju, katero orodje je primerno, se dostikrat pri oglaševanju 
omenja, kako preprosto je kakšno orodje, žal pa je potrebno pri sestavljanju 
testov veliko modifikacij ter privajanja in učenja, tako da nobeno orodje ni že 
takoj preprosto za uporabo. 
5. Univerzalna uporabnost orodij za avtomatizacijo. 
Avtomatski testi predstavljajo nadgradnjo ročnega testa in ne zamenjavo. 
Razlog je, da avtomatski testi ne morejo pokriti vseh kombinacij, ki jih sistem 
običajno omogoča uporabnikom. 
6. 100-odstotna pokritost. 
Energije in časa, potrebnega za avtomatizacijo vseh mogočih variant, žal ni na 
voljo v nobenem projektu, zato avtomatske teste uporabljamo za glavne stvari, 
robne primere pa lahko ročno preverimo, saj ne potrebujemo nenehnega 
preverjanja. 
 
Če avtomatske teste implementiramo pravilno in po ustreznem postopku, imamo 
lahko v povezavi z ročnim testiranjem lahko koristne posledice [12]: 
1. Izdelava zanesljivega sistema. 
Cilj testiranja je najti napake, preden te pridejo do stranke; skrb za izpolnitev 





testerska ekipa prisotna že od začetka. Prav tako lahko avtomatski testi že od 
začetka pomagajo pri skrbi za pravilno delovanje sistema. 
Avtomatski testi tudi drastično izboljšajo performančne teste; ročno testiranje 
namreč ne more natančno izmeriti povprečnega časa določenega toka akcij na 
strani uporabnika, odzivnosti sistema in hitrosti podajanja informacij. 
Avtomatski testi pa lahko to zelo dobro naredijo, saj je na precej lahek način 
mogoče tak tok zagnati velikokrat hkrati in potem izračunati povprečni čas. 
Prednost je, da imamo na voljo več zagonov, s čimer lahko hitro ugotovimo, 
ali smo s čim pokvarili hitrost delovanja sistema. 
Podobno kot performančno testiranje lahko tudi t. i. stresne teste (ang. stress 
test) najbolje izvajamo z avtomatskimi testi, saj lahko simuliramo uporabo 
zelo velikega števila uporabnikov ali pa kakšen drug testni scenarij. Brez 
avtomatskih testov bi za take teste potrebovali precej drago in številno skupino 
ljudi. S tem dokažemo, da sistem lahko prenese tudi takšne pogoje. 
2. Izboljšana kakovost testnega postopka. 
Z uporabo avtomatskih testov lahko precej izboljšamo širino in globino 
testiranja. 
Dimni testi (ang. smoke test) so testni postopek, pri katerem preverimo 
osnovno delovanje celotnega sistema, vendar samo za glavne stvari. Če nam 
uspe avtomatizirati tak test, potem lahko s precejšno gotovostjo trdimo, da 
sistem deluje pravilno tudi pri kritičnih postopkih. Dimni test je namreč 
mišljen kot čim krajši test z vsemi glavnimi komponentami in avtomatizacija 
lahko tudi tak test zelo pohitri. Predvsem pa je glavna prednost, da je mogoče 
tak hiter test zagnati ob vsaki spremembi. 
Regresijski testi so bolj obsežni kot dimni testi in jih izvajamo bolj redko – 
samo ob izdelavi nove verzije programa. Zaradi obsežnosti se jih trudimo 
avtomatizirati, saj ročno testiranje celotnega izdelka potrebuje precej časa. Z 
avtomatizacijo je to izvedeno hitreje. 
Kakovost izboljšamo tudi v primerih, kjer je potrebno določene postopke 
ponoviti v različnih brskalnikih, na različnih operacijskih sistemih. Ponoviti en 
in isti postopek desetkrat ni ne zabavno ne učinkovito, zato je za takšne 
primere pametno investirati v avtomatske teste, ki lahko vse te kombinacije 





brskalniki se namreč te dni radi malo po svoje obnašajo, nekateri pač 
omogočajo več kot drugi, in programerji običajno svojo kodo preverijo samo 
na enem. V teh primerih hitro pridemo do testerjem najbolj nepriljubljene 
programerske izjave: “Meni dela pravilno.” 
Kot sem že omenil, zgolj dejstvo, da se lahko avtomatski testi izvajajo 
hkratno, dlje in pa v mnogo več ponovitvah kot ročni, pomeni, da s tem 
pridobimo pri zanesljivosti izdelka, saj lahko tako preverimo stvari, ki jih zgolj 
z ročnimi testi ne moremo. 
Prav tako je avtomatski test, ki odkrije napako, vedno mogoče ponoviti in tako 
napako reproducirati. To je nekaj, kar pri ročnem načinu testiranja ni vedno 
mogoče, saj od testerja zahteva, da si zelo dobro zapomni, kaj je počel pri 
testiranju. Iz izkušenj lahko povem, da sem dostikrat prišel do napake in sem 
potem nekaj časa porabil za zanesljivo repliciranje napake. Če namreč prijaviš 
napako, ki je programer ne zna ponoviti, bo programer to napako imel za 
odpravljeno. Z zanesljivim reproduciranjem je napako mogoče hitreje in lažje 
odpraviti. 
In tukaj je glavna prednost: z avtomatizacijo testiranja osnovnih stvari se lahko 
testerska ekipa bolj osredotoči na najbolj zapletene probleme, svojo 
kreativnost pri odkrivanju napak pa lažje usmeri v bolj robne primere, ki se 
morda pojavijo samo v resnično redkih primerih, vseeno pa je želja vseh, da 
takih napak ne bi bilo. Ročno testiranje v kombinaciji z avtomatskim torej 
pomeni resnično dober način odkrivanja napak. 
Potrebno je dodati še nekaj, kar je običajno všeč predvsem vodstvenemu kadru 
– namreč teste je mogoče nastaviti, da se izvajajo tudi ponoči. To pomeni, da 
se v teoriji lahko testi izvajajo ves čas, zjutraj, ko pridejo v pisarno zaposleni, 
pa ti preverijo rezultate in takoj odpravijo pomanjkljivosti. 
3. Zmanjšana potreba po vlaganju časa v testiranje. 
Kot sem že omenil, odločitev, da bo ekipa začela uporabljati avtomatske teste, 
ne pomeni takojšnjega prihranka časa. Na začetku bo verjetno prav obratno, 
saj se je treba naučiti učinkovito uporabljati orodje, nato pa teste tudi napisati 
in preveriti, ali resnično delujejo. Pomembnost tega preverjanja je, da samo 






Iz osebnih izkušenj lahko povem, da sem že videl primer, ko je programer sam 
napisal teste, ki preverjajo, ali se uporabnik lahko prijavi. Testi so bili 
izpolnjeni in verzija je šla v testno okolje, kjer tester, ki je preverjal to 
funkcionalnost, nikakor ni mogel prijaviti uporabnika, saj ni bilo akcije za 
prijavo. 
Vendar pa, ko oseba, odgovorna za izdelavo testov, pridobi znanje in začne 
pisati teste, hitro pridemo do točke, ko testi lahko prihranijo čas. Postopek, ki 
pri ročnem testiranju traja povprečno 2 minuti, lahko avtomatski test preveri v 
nekaj sekundah. Še vedno pa je treba prišteti čas izdelave testa, ki vsekakor ni 
2 minuti. Tako se izkaže, da je potrebnih več zagonov teh testov, da se znesek 
investicije povrne. 
Na kratko: večkrat kot se avtomatski test zažene, večje in hitrejše je povračilo 
investicije v avtomatizacijo. Potrebno pa je tudi računati na to, ali test ostane 
enak ali pa ga je potrebno spreminjati. Vsaka sprememba namreč terja svoj 
čas. Avtomatskega testa pa ni vedno mogoče spremeniti tako hitro kot 
ročnega. Zaradi narave dela že spremembe imen v kodi lahko pokvarijo teste, 
zato jih je potrebno spreminjati, medtem ko ročni način dela te spremembe 
sploh ne zazna. 
Zato je zelo pomembno pri odločitvi vodstvu predstaviti vsa dejstva, 
pridobitev testnih orodij za avtomatizacijo pa mora potekati skupaj s 
pridobitvijo znanja za uporabo – torej ali dodatno izobraževanje obstoječih 
kadrov ali pa zaposlitev strokovnjaka za izbrano orodje, kar je tudi lahko 
znatna investicija. 
6.2.2 Pridobitev testnih orodij 
V idealnem primeru bi se izbira orodij za avtomatske teste izvajala hkrati z izbiro 
tehnologije za izdelavo nekega izdelka, vendar pa je običajno iz praktičnih razlogov 
drugače, saj se izbira tehnologije močno navezuje na izbiro programerjev, ki so v podjetju 
na voljo, avtomatska orodja pa se izbira naknadno. 
Tak način dela je izvedljiv, ker imamo na trgu široko paleto orodij, ki omogočajo 
avtomatizacijo tako modelnih testov, testov uporabniških vmesnikov kot tudi testov 






Po odobritvi vodstva se torej najprej začne izbira orodja, pri čemer je potrebno 
vedeti, kaj želimo doseči, katere teste bomo opravljali in pa v kateri tehnologiji bo potekla 
razvoj.  
Vse to mora oseba, odgovorna za izbiro, narediti v komunikaciji z vodstvom (kot 
plačnikom te investicije) in pa programerji (kot ključnimi dejavniki za uspešno uporabo). 
 
6.2.3 Uvod v avtomatsko testiranje 
Vsaka uvedba nečesa novega je vedno v nevarnosti zavrnitve pri ciljni publiki. 
Tudi pri uvedbi avtomatskih testov je enako. Če testna ekipa, ki skrbi za uvedbo, ni 
dovolj usposobljena za uporabo orodja ali pa napačno predstavi delovanje, se lahko zgodi, 
da bo orodje nepravilno uporabljeno. Posledica je lahko zavrnitev tega orodja na osnovi 
slabih rezultatov. Takšna zavrnitev pa tudi omaja ugled in zaupanje v testersko ekipo. 
Zato je potrebno pri uvajanju najprej sestaviti strategijo, ki bo poskrbela za najbolj 
učinkovito implementacijo orodja, in nato tej strategiji slediti. 
Za dobro strategijo je na prvem mestu potrebna podrobna analiza stanja razvoja in 
trenutnega testnega postopka. Analiza pokaže, ali trenutni testni postopek ustreza 
navedenim zahtevam [12]: 
1. testni cilji in zahteve so definirani, 
2. testna strategija je definirana, 
3. potrebna orodja so na voljo za želeno implementacijo strategije, 
4. testna metodologija je definirana, 
5. testni postopek je dokumentiran in dogovorjen, 
6. testni postopek je mogoče meriti, 
7. implementacijo testnega postopka je mogoče revidirati, 
8. uporabniki so vključeni v celoten razvoj izdelka, 
9. testna ekipa je vključena v razvoj od samega začetka, 
10. testiranje poteka vzporedno z razvojem, 
11. urnik dovoljuje implementacijo avtomatskih testov, 





Te postavke morajo biti izpolnjene, da se avtomatsko testiranje lahko uvede. 
Pomembno pa je tudi, da so vse vloge pravilno dodeljene, torej, da so vsi vpleteni 
ustrezno usposobljeni za implementacijo. 
6.2.4 Testno načrtovanje, zasnova in razvoj 
Za učinkovito uporabo avtomatskih testov je potrebna začetna investicija v 
načrtovanje in pripravo. Testni načrt vsebuje vse potrebne informacije in izriše vloge ter 
odgovornosti članov ekipe, urnik testiranj, aktivnosti, pripravo testnih okolij, uporabljene 
metode testiranja in kriterije za uspešnost testov. 
Pri načrtovanju je potrebno sestaviti tudi seznam vseh testnih primerov, kjer je 
potrebno skrbeti, da se testi ne prekrivajo, in določiti, kateri bodo ročni in kateri 
avtomatski. Pri vsakem testu je potrebno med drugim definirati vhodne parametre, 
izhodne parametre in pričakovane rezultate. 
6.2.5 Razvoj in upravljanje avtomatskih testov 
Po vseh pripravah in izdelavi testov je sedaj čas za zagon testov. Za vsako fazo 
testiranja uporabimo testne scenarije, določene v testnem načrtu. Najdene napake 
dokumentiramo, nato pa implementiramo in dokumentiramo še popravke. Postopek 
ponovimo tako za modularne teste kot za integracijske in na koncu še za sistemske. 
Na koncu testa izsledke testov primerjamo s pričakovanimi in tako dobimo končni 
rezultat. Poznamo različne rezultate takih testov. Ob pozitivnih in negativnih rezultatih pa 
lahko pride tudi do lažnih pozitivnih ali lažnih negativnih rezultatov. 
Lažni negativni rezultati se pojavijo, ko test javi napako, čeprav je mogoče vse 
delovalo pravilno. Do takih rezultatov lahko pride zaradi nujnih sprememb v sistemu, 
napačno sestavljenih testov, napak v mrežni povezavi ali pa če kateri od povezanih 
sistemov, ki so vključeni v testiranje, ne deluje pravilno. Zato je potrebno vse negativne 
rezultate preveriti in ugotoviti, zakaj je do takega rezultata prišlo. Samo odkrivanje lažnih 
negativnih rezultatov je preprosto vsaj v tej točki, da sistem javi napako, testna ekipa pa 
mora potem samo preveriti rezultate. 
Na drugi strani pa je mnogo težje odkriti lažne pozitivne rezultate, saj takrat testi 
pravijo, da je s sistemom vse v najlepšem redu, vseeno pa obstajajo napake, ki bi jih testi 





vhodnih parametrov ali pa je na napačen način preverjala rezultate. Takšen primer je, ko 
po prijavi uporabnika sistem ne preveri pravilno, ali je uporabnik dejansko prijavljen, pač 
pa samo preveri, če uporabnika ni več na prijavni strani. Problem lahko nastane, ker 
prijava ne deluje več pravilno in uporabnika preusmeri na napačno stran, test pa vseeno 
zazna samo to, da se je stran zamenjala. Zato je potrebno občasno ali po izdelavi natančno 
preveriti pravilnost delovanja testov. 
6.2.6 Ocena postopka in izboljšave 
Zadnja točka je ocena postopka [13], kjer opravimo pregled postopka, vpeljave in 
rezultatov ter predlagamo izboljšave. Ocenjevanje poteka ves čas, njegov namen pa je 
izboljšanje postopka. 
ATLM zato predlaga naslednje korake: 
Po končanih testih mora testna ekipa pregledati uspešnost izvajanja avtomatskih 
testov, da preveri, ali je mogoče pri naslednjem projektu izvajanje še izboljšati.  
Med izvajanjem testiranja testna ekipa zbira podatke za razne metrike, ki na koncu 
povedo, ali končni izdelek ustreza zahtevam in ali je pripravljen za produkcijsko okolje. 
Testna ekipa se mora ves čas učiti na napakah in tako še pravi čas opozoriti na 
morebitne težave, da bodo odpravljene, še preden to postane predrago. 
Izboljšave, metrike in učenje iz napak morajo biti dokumentirani skozi celoten 
testni postopek na centralnem mestu, kjer so ti dokumenti dostopni vsem. 
Po končanem zbiranju vseh podatkov mora testna ekipa oceniti tudi učinkovitost 
testnega postopka in podati oceno o povrnitvi investicije. Podati morajo torej mnenje, na 
katerih področjih se je investicija v avtomatske teste povrnila. 
ATLM je glede pristopa precej striktna metodologija. Veliko pravil je v 
neposrednem nasprotju z agilnim razvojem programske opreme, vendar pa je kot celovit 
pristop k avtomatskem testiranju to najbolj učinkovita metoda. 
Zagovarja testiranje vseh področij programa: od modularnih testov do sistemskih 





Pri manjših in krajši čas trajajočih projektih običajno to ni uporaben pristop, pri 
večjih in dlje trajajočih pa lahko na dolgi rok zelo pomaga, tako pri agilnosti kot 
zanesljivosti in kakovosti izdelka. 
6.3 Finančne prednosti avtomatskih testov 
Avtomatske teste dostikrat omenjajo kot rešitev za vse težave, jamstvo za 
kakovost, takojšnji prihranek denarja in pohitritev razvoja. Vendar pa so domneve lahko 
skrajno napačne pri kar velikem številu projektov [14]. 
Investicija časa in denarja v avtomatske teste je lahko kar precejšnja. Orodja za 
avtomatske teste so običajno kar draga, še posebej tista, za katera na veliko obljubljajo, 
kako preprosta so za uporabo, kar pa se običajno hitro izkaže za podcenjevanje. Za 
preproste teste so mogoče preprosta, vendar pa se lahko zadeve hitro zapletejo, ko želimo 
izvesti malo bolj kompleksne teste. 
Prav tako je potrebno ta orodja znati tudi pravilno uporabljati, kar pomeni, da je 
potrebno zaposlene, ki jih bodo uporabljali, ustrezno usposobiti, kar je lahko spet znatna 
investicija. 
Ko imamo tako orodja kot zaposlene, ki bodo ta orodja uporabljali, je potrebno 
teste še napisati. Pri tem se izkaže, da je že za preproste teste potrebno kar nekaj časa, za 
zahtevne teste pa ga je potrebno še več. 
Veliko ljudi tudi pozabi, da testi temeljijo na določenem načinu delovanja 
programa v trenutku, ko so napisani. Če se to delovanje spremeni, bodo testi začeli 
javljati napake – in te napake je potrebno preveriti ter ugotoviti, kako jih odpraviti. Pri 
spremenjenem delovanju to pomeni, da je potrebno spremeniti tudi teste. Bolj ko se 
spreminja program, bolj bodo na udaru avtomatski testi. 
Kakovosti kot take namreč avtomatski testi sami od sebe ne zagotavljajo, saj jih je 
potrebno napisati premišljeno, da lahko zaupamo rezultatom in rečemo, da so koristni za 
ohranjanje primerne kakovosti. 
Ko seštejemo vse te postavke, vidimo, da je za vpeljavo avtomatskih testov 





Po drugi strani pa je potrebno poudariti, da dlje kot bo razvoj trajal, večje bo 
povračilo investicije. Večji bo torej prihranek, ki ga avtomatski testi prinašajo v 
primerjavi z ročnim testiranjem. 
Če odštejemo čas za privajanje in učenje orodja za avtomatske teste, lahko 
prihranek zelo poenostavljeno izračunamo. Zelo poenostavljeno pravim, ker se dostikrat 
ne ve, koliko časa bi trajalo ročno testiranje in koliko časa bi potrebovali za izdelavo in 
izvajanje avtomatskega testa. 
Povračilo investicije, v nadaljevanju ROI (ang. Return of investment), se običajno 
izračuna kot vrednost profita določene investicije deljeno s stroški te investicije. Ko 
želimo vpeljati avtomatske teste v projekt, kjer že obstaja ročno testiranje, kar je 
najpogosteje primer, se izračunava primerjava stroška testiranja pred uvedbo in po njej. 
Stroški uvedbe avtomatskih testov se delijo na fiksne, kot so oprema, licence, 
podpora in orodja, ter na variabilne, ki so odvisni od količine opravljenih testov, kot so 
načrtovanje testov, pisanje testov, popravljanje testov in poročanje o rezultatih testov. 
Več kot imamo testov, večji bodo stroški. Potrebno pa je upoštevati, da tudi fiksne stroške 
lahko porazdelimo na daljše časovno obdobje. 
Prednost avtomatskih testov je prav v tem, da so dolgoročno cenejši kot ročno 
testiranje, saj lahko z malo truda opravimo zelo veliko testov – in ta količina se s časom 
trajanja projekta samo povečuje. 
6.3.1 Izračuni stroškov in dobička 
Prednosti avtomatskih testov so številne, za pomoč pri neposredni finančni 
prednosti pa se uporabljajo naslednje formule. 
Razmerje    med stroški avtomatskih testov in ročnega testiranja za enako število 
testov, ki se jih izvaja enakokrat je predstavljeno v enačbi (1) in primerja stroške kreiranja 
in izvajanja ročnega testiranja s stroški avtomatskih testov s tem, da oboje izvajamo v 
enaki količini. Izračuna razmerje med obema stroškoma in v primeru, ko je vrednost manj 
kot 1, to pomeni, da je izvajanje avtomatskih testov bolj ugodno. Enačbo se uporablja za 
primerjavo stroškov posameznega testa ali skupine testov, ki pa se morajo točno ujemati 





popravljati, in pa stroškov, ki niso neposredno povezani s vštetimi testi, so pa vseeno 
prisotni. 




         
         
       (1) 
Kratice pomenijo: 
 mali a velja za avtomatske teste, mali m pa za ročne teste.  
    so stroški za specifikacijo testov in implementacijo. 
    so stroški za specifikacijo testov. 
    so stroški za interpretacijo rezultatov testov po izvajanju testov. 
    so stroški za enkratno ročno izvajanje testa. 
   je število avtomatskih (in ročnih) izvajanj testov. 
Primerjava temelji na nekaj predpostavkah, ki pa se lahko razlikujejo od podjetja 
do podjetja. Še posebej pa so pomembne naslednje tri postavke: 
 Večinoma avtomatskih in ročnih testov ne izvajamo v enakem številu. 
 Prav tako večina podjetij nima sredstev, da bi imela enako število ročnih 
kot avtomatskih testov, zato je avtomatskih testov običajno manj. 
 Večina avtomatskih testov občasno potrebuje popravke zaradi izboljšav ali 
kakšnih drugih sprememb kode, zato se stroški takih testov lahko 
povečajo. 
Enačba (2), kjer je     razmerje med stroški avtomatskih testov in ročnega 
testiranja za različno število testov, upošteva različno število izvedenih testov med 
avtomatskimi in je tako malo bolj realen prikaz dejanskih stroškov. Še vedno pa ta enačba 
ne upošteva različnega števila testov, stroškov sprememb testov in fiksnih stroškov.  




          
          
     (2) 
Novi kratici pomenita: 
    je število avtomatskih izvajanj testov. 





Enačba (3) prikazuje, kako je mogoče ROI izračunati v bolj splošni obliki. Je 
razmerje med dobički avtomatizacije testov in stroški avtomatizacije. Vrednost večja od 1 
pomeni, da dobimo nazaj več, kot smo investirali. Vseeno pa ta izračun pokaže samo 
stroškovni dobiček, ne pa prednosti v bolj splošnem smislu. 
                        
                        




    (3) 
Novi kratici pa pomenita: 
    je profit avtomatskih testov. 
    so stroški avtomatskih testov. 
Zadnja enačba (4) pa prikazuje razmerje med dodatnim dobičkom avtomatskih 
testov in dodatnimi stroški. Ta enačba bolj uporabno pokaže vrednost avtomatskih testov 
v primerjavi z ročnimi. To enačbo se da bolje prilagoditi razmeram v podjetju in 
vključuje tako fiksne kot variabilne stroške in dobičke. 
                        
                                                  
                                                
  
   
   
   
(4) 
Novi kratici predstavljata: 
     je povečujoča se prednost avtomatskih testov proti ročnemu testiranju 
in se izračuna z enačbo (5). 
     so povečujoči se stroški avtomatskih testov proti ročnemu testiranju in 
se izračuna z enačbo (6). 
 
                                                        
 
                      
  
                                                                  












                                                  
 
                      
  
                                                     
                                                











Na novo dodana kratica N je povprečno število izvajanj avtomatskih testov, 
preden je potrebno vzdrževanje testov. 
Za začetek je potrebno najprej določiti vse stroške in dobičke, tako za avtomatske 
kot ročne teste, s tem da nekateri stroški pripadajo samo eni ali drugi strani. Za bolj 
natančen izračun teh stroškov lahko enačbi (5) in (6) zapišemo malo drugače in tako 
dobimo enačbi (7) in (8). 
 
                                                        
 
                      
  
                                                         








                                                  
 
                      
  
                                                     
                                                










Posploševanje in združevanje stroškov ni samo hitro in lažje, pač pa nam poda 
tudi bolj logične in berljive rezultate. Ta pristop nam tudi prikaže bolj realno slike glede 





Avtomatizacija testov ni vedno potrebna, primerna ali finančno vzdržna. Če 
izhajamo iz rezultatov ROI, lahko ti pokažejo, v kaj je vredno investirati in kateri testi 
nam prinašajo dobiček. Če pa so avtomatski testi zaradi specifike ali zahtev potrebni, nam 











7 Razlike med avtomatskim in ročnim testiranjem 
 
Do sedaj je bilo veliko napisanega o avtomatskih testih. Ker pa veliko mojega 
trenutnega dela vključuje ročno testiranje in zelo dobro poznam tako prednosti kot 
slabosti, bo nekaj napisanega tudi o primerjavi ročnega in avtomatskega testiranja. 
Kar nekajkrat sem že slišal, da je kdo rekel, zakaj bi imeli še ročno testiranje, če 
pa lahko avtomatski testi hitreje in v večjem obsegu vse preverijo. Kot nekdo, ki že dolgo 
testira izdelke in ve, da ima večina teh izdelkov tudi vključene avtomatske teste, lahko z 
mirno vestjo odgovorim, da sta za zelo uspešen izdelek potrebna oba načina. 
Kljub avtomatskim testom, ki so v določenem primeru potrebovali kar vso uro, 
preden so se vsi izvedli, sem z ročnim testiranjem še vedno našel precej napak. Malo 
nepričakovano, vendar pa pri intenzivnem razvoju samo avtomatski testi ne morejo slediti 
hitrosti razvoja; če pa že sledijo, potem programerji enostavno nimajo časa za razvoj. 
In tukaj se pojavi prvi problem, ker testi niso vedno popolnoma usklajeni z 
zahtevami, še posebej, kadar se zahteve spreminjajo. Zlasti so problematični primeri, kjer 
osnovna funkcionalnost ni bila tako stroga kot morebitni poznejši popravki. Ko so ti 
popravki narejeni, bo osnovni test deloval pravilno, ročni test pa bo že vključeval 
spremembe. Tester bo tako našel napako, ki je avtomatski testi ne bodo. 
Zato je avtomatizacija sistemskih testov, torej testov, ki preverijo delovanje 
celotnega sistema, zelo drag postopek, saj je težko vpeljati vse oz. vsaj večino poti, ki jih 
lahko pri izdelku opravi povprečen uporabnik. Že sprememba pri imenovanju komponent, 
pa čeprav gre samo za poimenovanje, lahko pri avtomatskem testu pusti posledice, ki jih 
je potrebno odpraviti, medtem ko ob ročnem testiranju spremembe sploh niso vidne. 
Naslednja glavna razlika, ki sem se je pri testiranju vedno držal, je, da avtomatski 
test vedno na enak način preveri določene zahteve, ročno testiranje pa lahko vedno malo 
drugače preveri določen modul, postopek, zato je včasih napako mogoče najti šele po 
četrtem ali petem ciklu testiranja. 
Avtomatski testi pa imajo še eno precej zanimivo pomanjkljivost. Če programer 





tudi med testiranjem več ali manj uporablja korake, za katere ve, da delajo. Ker v večini 
primerov, ista oseba napiše še avtomatski test, je posledica določen del lažno pozitivnih 
testov, kot smo že omenjali. Že od začetka bodo testi javljali, da modul deluje pravilno. 
Oseba, ki ročno testira, nima, vsaj v prvi iteraciji ne, nobenega predznanja, kako je 
modul nastajal in kako naj bi pravilno deloval. Zato ročno testiranje zelo dobro odkriva 
tudi napake pri testih. 
Tester, ki torej ves razvoj spremlja od začetka in je sproti seznanjen s 
spremembami, bo lahko hitreje in bolj natančno preveril nove spremembe pri izdelku. 
Ročno testiranje pa ima tudi eno prednost pred avtomatskim testiranjem. Včasih 
se lahko zgodi, da naročnik ne želi plačevati za testiranje, na primer, ko pri razvoju 
sodelujeta samo dva programerja, ali pa enostavno misli, da lahko programerji skrbijo za 
zadovoljivo kakovost testiranja. 
Taki primeri so za podjetje, ki skrbi za razvoj, lahko problematični, saj kakovost 
običajno ni najboljša. Vendar pa je izvedljivo, da testerja vključijo samo v določenih 
fazah projekta, zaradi česar je strošek testiranja manjši, vseeno pa je kakovost vsaj malo 
boljša kot brez testiranja. 
Finančne prednosti in slabosti so precej odvisne tudi od konkretnega projekta. 
Kratki projekti so glede razvoja in obsega verjetno bolj ekonomični, če kdo ročno preveri 
vse zahteve. Na drugi strani pa dolgoročni projekti, ki so precej kompleksni, vsekakor na 
določeni točki potrebujejo avtomatizacijo testov. 
Tukaj pridemo do zanimive točke. Medtem ko je ročno testiranje priporočljivo 
vključiti v projekt že med nastajanjem projekta, pa vključevanje avtomatskih testov v 
veliko primerih ni priporočljivo že od samega začetka. Pri testiranju je namreč količina 
informacij, ki jih tester ima, ključnega pomena, da lahko že takoj ob nastanku prvih 
modulov začne s testiranjem. 
Na ravni najosnovnejšega sprejemljivega izdelka – MVP [15] (ang. Minimum 
viable product), ki ga želi narediti podjetje, ki se šele prebija na trg, je najbolj pomembno 
čim hitreje preveriti dejanski vpliv izdelka na trg [16]. Zato se tukaj pri razvoju običajno 
precej mudi, prav tako pa prihaja do sprememb tudi med razvojem. Da se naročnik odloči 





način dela precej običajno. Tak načina dela pa je za avtomatske teste precej škodljiv, 
časovno potraten in torej drag. Po drugi strani je ročni način testiranja tukaj zelo 
učinkovit. 
Zato so pri MVP-ju avtomatski testi v uporabi zelo redko, vsaj dokler se izdelek 
ne stabilizira. Ko pa imamo stabilen izdelek, ali vsaj jedro izdelka, je za zaščito pred 
poslovno škodo zelo pametno vpeljati avtomatske teste. 
Čeprav večinoma opravljam ročno testiranje, bom vedno zagovarjal kombinacijo 
obojega. Dobri avtomatski testi namreč pomenijo, da moj čas ni zapravljen pri osnovnih 












8 Orodje za avtomatizacijo testov Behat 
 
Kot eno od orodij za implementacijo avtomatskih testov je v uporabi tudi Behat 
[17]. Razlog, zakaj sem se odločil za predstavitev tega orodja, bo bolj jasen v naslednji 
točki, kjer bo kot primer implementacije avtomatskih testov obravnavan projekt, pri 
katerem tudi sam sodelujem. 
Behat je odprtokodno orodje, kjer obnašanje sistema poganja razvoj izdelka (ang. 
behaviour driven development) in uporablja programski jezik gherkin za pisanje 
scenarijev. 
8.1 Razvoj, pri katerem obnašanje sistema poganja razvoj izdelka 
Razvoj, ki ga poganja obnašanje sistema, je primer metodologije [18], ki se začne 
zunaj sistema z identifikacijo poslovnih ciljev in se potem posveti funkcionalnostim, ki 
bodo uspele izpolniti te cilje. Vsaka takšna funkcionalnost postane svoja zgodba, kjer sta 
definirana tako obseg funkcionalnosti kot tudi sprejetostni kriterij. 
Bistvo te metodologije je, da lahko zahteve izdelka spremenimo v končni izdelek, 
pripravljen za testiranje in implementacijo na preprost in učinkovit način, če so le zahteve 
dovolj jasne za vse vpletene, tako tehnične kot netehnične člane ekipe. S tem se izognemo 
zadregam, kot so napačna interpretacija in napačen končni izdelek. 
Kot pripomoček služi zgodba, ki vsebuje opis zahtev in prispevek k poslovnemu 
uspehu ter seznam kriterijev, s katerimi se celotna ekipa strinja, da morajo biti izpolnjeni 
za dokončanje funkcionalnosti. To je malo bolj strog način opisovanja kot prej opisani 
agilni proces. 
8.2 Vrstično orientirani programski jezik gherkin 
Gherkin je vrstično orientiran jezik [19], ki uporablja zamik, da definira strukturo. 
Jezik se uporablja za opis obnašanja programa – brez podrobnega opisa, kako se to 
obnašanje implementira. Služi dvema namenoma: kot dokumentacija in pripomoček za 
pisanje avtomatskih testov. Prednost pa je tudi, da ga je mogoče prevesti v precej jezikov, 





s ključnimi besedami [20]. Konec vrstice označuje zaključek koraka. Poznamo naslednje 
kategorije: 
1. Funkcionalnost 
Se začne z vrstico “Feature:” in potem nadaljuje s tremi vrsticami z 
zamikom. Tukaj lahko napišemo karkoli, običajno pa gre za opis 
funkcionalnosti delovanja in zahtev, kar bralcu olajša razumevanje. 
2. Scenarij 
Scenarij je bistvo strukture tega jezika in se začne s “Scenario:”, sledi pa 
mu kratek opis scenarija. Ena funkcionalnost lahko vsebuje mnogo scenarijev. 
Imamo tudi možnost malo drugačnih scenarijev, ki lahko glede na dano tabelo 
parametrov iste scenarije zaženejo z več različnimi parametri in tako za 
različne kombinacije istega scenarija ni treba pisati podvojenih scenarijev. 
3. Koraki 
Koraki se delijo v tri kategorije, ki jih orodje Behat sicer ne razločuje,vseeno 
pa je zelo priporočljivo, da se uporabnik tega drži. Omenjene tri kategorije so: 
- Predpogoji ali Givens. Namen tega koraka je postavitev sistema v znano 
stanje, preden uporabnik začne z interakcijo. 
- akcije ali When. Namen teh korakov je opisati ključne akcije, ki jih 
uporabnik izvaja, oziroma potek interakcije s sistemom. 
- Rezultati ali Thens. Namen teh korakov je opazovanje rezultatov. Sam 
rezultat naj bi bil povezan s poslovnimi cilji tega izdelka in naj bi 
prestavljal neposreden rezultat v obliki poročila, sporočila na zaslonu ali 
česa podobnega, ne pa česa bolj podrobnega, kar se mogoče skriva v 
sistemu ali neposredno v bazi (kar nima neposrednega vpliva na poslovni 
rezultat). Čeprav je zelo mamljivo, da bi prikazovali rezultate iz baze, to ni 
priporočljivo, bolje si je ogledati rezultat v uporabniškem vmesniku. 
4. Povezovalni členi 
Poznamo tudi povezovalne člene, kot sta “and” in “but”, ki povezujeta korake 
iste kategorije, kadar jih želimo med seboj kombinirati za bolj natančne pogoje 
pri testiranju. 
Ob praktičnem primeru, kjer je opisana funkcionalnost prijave, bom prikazal dva 





mogel prijaviti. Takšne primere potem program Behat dejansko izvaja kot avtomatične 
teste. 
 1: Feature: Prijava uporabnika 
 2:   Uporabnik se lahko prijavi s svojim e-naslovom ali pa se prijavi s   
 3:   svojim Facebookovim oz. Googlovim računom. 
 4:   Za izdelek je nadvse pomembno, da prijava vedno uspe, če uporabnik 
obstaja. 
 5:  
 6:   Scenario: Uporabnik se želi prijaviti s svojim e-naslovom. 
 7:     Given uporabnik obstaja v bazi 
 8:       And uporabnik ima v bazi določen način prijave “e-naslov” 
 9:      When uporabnik klikne na “Prijava” 
10:       And izbere opcijo “e-naslov” 
11:       And vnese e-naslov in geslo 
12:      Then uporabnik dobi potrditveno okno 
13:       And uporabnik je preusmerjen na stran/mojracun 
14:  
15:   Scenario: Uporabnik se želi prijaviti s svojim Googlovim računom. 
16:     Given uporabnik obstaja v bazi  
17:       And uporabnik ima v bazi določen način prijave “Google” 
18:       And uporabnik je prijavljen v svoj Googlov račun 
19:      When uporabnik klikne na “Prijava” 
20:       And izbere opcijo “Google” 
21:      Then uporabnik dobi potrditveno okno 
22:       And uporabnik je preusmerjen na stran/mojracun 
24: 
25:   Scenario: Uporabnik se želi prijaviti s svojim e-naslovom, ki ne 
obstaja. 
26:     Given uporabnik ne obstaja v bazi 





29:       And izbere opcijo “e-naslov” 
30:       And vnese e-naslov in geslo 







9 Business of Fashion 
 
Kot član testerske ekipe podjetja D-Labs, d. o. o., sem dobil priložnost sodelovati 
pri zelo posebnem projektu, imenovanem Business of Fashion – BoF 
(www.businessoffashion.com). 
9.1 Nastanek in razvoj 
Leta 2007 je Imran Amed v svojem naslonjaču začel pisati blog Business of 
Fashion. Pri tem je vstopil na zelo specifičen segment trga. Segment, ki pokriva 
informiran, analitičen in zelo kritičen poslovni segment mode. 
Do leta 2012 se je število bralcev že zelo povečalo in Imran Amed, takrat že zelo 
priznan in uveljavljen na področju mode, se je odločil svoj hobi spremeniti v posel. 
Ustanovil je podjetje in pridobil prvo investicijo, nato pa v začetku leta 2013 vstopil v 
partnerstvo s podjetjem D-Labs. 
Sčasoma je stran rastla in dodajala vedno nove izdelke, ki so bili med seboj skrbno 
povezani, stran pa je postajala čedalje bolj prepoznavna in uveljavljena v svetu mode. Do 
konca leta 2013 je na slovenski strani sodelovalo že pet razvijalcev. 
V letu 2014 se je ekipi pridružil novi vodja tehnološkega programa Walter 
Badillo, ki je prevzel tehnični aspekt projekta, in počasi je z dodajanjem izdelkov stran 
pravzaprav postala platforma, obvezno branje za vse, ki se poslovno ukvarjajo z modo, 
vir informacij in tudi vir z modo povezanih služb pri največjih modnih podjetjih. 
9.2 Agilni razvoj 
Razvoj izdelka na BoF poteka po principih agilnega razvoja. Pri razvoju 
sodelujejo tri različne ekipe programerjev, pri čemer dve ekipi vodita produktna vodja, 
eno pa vodi izkušeni programer. Število članov posamezne ekipe je od dva do štiri, kar 
omogoča precej avtonomno delovanje posamezne ekipe, a še vedno precejšno 





Dve ekipi sta sestavljeni iz slovenskih programerjev iz podjetja D-Labs, ena ekipa 
pa deluje na sedežu podjetja v Veliki Britaniji. Oba produktna vodja sta v Londonu, prav 
tako oblikovalec. 
Te tri ekipe uporabljajo cikle za razvoj funkcionalnosti, včasih enotedenski, včasih 
več, odvisno od funkcionalnosti, ki jo posamezna ekipa razvija. Nad tremi ekipami bdita 
dva produktna vodja, vsem pa nudiva pomoč en strokovnjak za oblikovanje in 
uporabniško izkušnjo in en tester, v tem primeru jaz. Moje delo je večinoma vezano na 
eno ekipo, vendar lahko zaradi konstantne vključenosti v načrtovanje in dejavnosti drugih 
ekip kadarkoli vskočim pri testiranju tega, kar sta naredili drugi dve ekipi. 
Od vsakega programerja v teh ekipah se pričakuje, da tudi sam skrbi za kakovost 
izdelka in da sproti piše avtomatske teste, in sicer v programu Behat. 
9.3 Odločitev za avtomatske teste 
Pri razvoju spletne strani na začetku še niso vključevali avtomatskih testov. Ker je 
bila ekipa majhna, izdelek pa še relativno nov in so pri razvoju dostikrat eksperimentirali 
z idejami, ni bilo finančno upravičeno investirati v avtomatske teste. 
Ko se je izdelek počasi razvijal in so se določene komponente te strani 
stabilizirale, so začeli premišljevati, kako naj vključijo avtomatske teste. 
Prišli so do matrike, ki je glede na majhen ali velik vpliv na izdelek in glede na 
majhno ali veliko tveganje za napake, prikazala štiri različna področja ki so razdeljena 
glede na količino napak in pa vpliv napak na delovanje izdelka. Po tej oceni so jih potem 
razvrstili v lestvico po pomembnosti: 
 veliko tveganje glede napak in velik vpliv na delovanje izdelka, 
 majhno tveganje glede napak in velik vpliv na delovanje izdelka, 
 veliko tveganje glede napak in majhen vpliv na delovanje izdelka, 
 majhno tveganje glede napak in majhen vpliv na delovanje izdelka. 
Glede na to lestvico so se odločili, da bodo s testi poskusili pokriti vse, kar je v 
območju velikega tveganja in velikega vpliva, in tako kar najbolj učinkovito porabili čas 





Na drugem in tretjem mestu sta območji, kjer so se odločili, da bodo poskusili 
avtomatizirati večino testov. 
Na zadnjem pa je območje majhnega tveganja in majhnega vpliva, kjer pa bo 
avtomatiziran le del testov. 
Zato vse delovanje trenutno ni avtomatizirano, vendar pa je pokrit kar precejšen 
del vseh funkcionalnosti, vsekakor vsaj tistih bolj kritičnih. Preostanek glede testiranja pa 
so v času pred implementacijo v produkcijska okolja preverjali produktni vodje. 
9.4 Odločitev za ročno testiranje 
Zanimivo je, da je bila odločitev za vključitev nekoga, ki bo zadolžen za ročno 
testiranje, dejansko sprejeta šele pred kratkim. Pri projektu sodelujem šele nekaj več kot 3 
mesece, projekt pa traja že vrsto let. 
Ker je projekt postal precej obsežen in sta produktna vodja precej svojega 
dragocenega časa zapravljala za testiranje, so se odločili, da je potrebno vključiti tudi 
testerja, ki ju bo razbremenil. 
To se je izkazalo kot zelo dobra in učinkovita odločitev. Kot tester sem vključen v 
vsa načrtovanja in sodelujem na vseh dnevnih sestankih, zato imam precej dober vpogled 
v želeno smer razvoja. To pomeni, da lahko pri razvoju precej nalog olajšam. Predvsem 
pa ta prednost pride do izraza zaradi geografske razdalje med produktnim vodjo in 
razvojno ekipo, kjer lahko, ker sem v isti pisarni, na marsikatero vprašanje odgovorim že 
sam. 
9.5 Usklajeno delovanje obeh načinov ročnega in avtomatskega 
testiranja 
Ker ne en ne drug način testiranja sam ne more pokriti vsega, se tudi tukaj 
izkazuje, da je najboljša kombinacija obojega. To testerju omogoča določeno gotovost, da 
vsaj osnovne funkcionalnosti delujejo tako, kot morajo, tester pa se lahko osredotoči na 













V tem delu je bilo prikazano, da je razlogov za vpeljavo avtomatskih testov 
veliko: od večje zanesljivosti do boljše kakovosti izdelka in manjšega tveganja za 
obstoječi izdelek. Avtomatski testi imajo vsekakor svoje mesto med razvojem 
pomembnih in donosnih spletnih strani in aplikacij. Malo bolj resnega razvoja si skoraj ne 
moremo predstavljati brez vsaj nekaterih avtomatskih testov. 
Vendar pa se v praksi kaže tudi, da, vsaj na začetku, vlaganje v avtomatsko 
testiranje ni smiselno ne s finančnega ne s časovnega vidika. Če izdelek še ni do konca 
dodelan, razvit, ali načrt zanj sploh še ni zaključen, lahko z avtomatskimi testi naredimo 
več škode kot koristi. Že zgolj popravljanje zaradi sprememb v funkcionalnosti je lahko 
zelo drago. 
Kot prikaz pomembnosti avtomatskih testov lahko omenim moj zadnji delni 
projekt, kjer je teden dni pred datumom izdaje izdelka prišlo do navidezno majhne, a 
vseeno pomembne spremembe v načrtu. Ta majhna sprememba je pomenila, da je en od 
razvijalcev porabil 4 dni izključno samo za popravke vseh testov. Vseeno pa je bila ta 
investicija časa ključnega pomena, saj je potem sama izdaja tega izdelka potekala zelo 
gladko in praktično brez težav, kljub temu, da gre za kritični del celotnega sistema. 
Avtomatični testi so tukaj poskrbeli za zelo visoko kvaliteto končnega produkta, ki ježe 
precej kompleksen. 
Če pa bi funkcionalnost v zadnjem trenutku spremenili na nekem novem izdelku, 
ki se šele dobro oblikuje in pridobiva tržni delež, pa sam izdelek verjetno ne bi bil pokrit 
z avtomatskimi testi in bilo testiranje take spremembe povsem ročno in tvegano početje. 
Avtomatski testi so pomembni, vendar v pravem času, v pravem projektu, s 
pravim orodjem in v pravi količini. Na koncu je namreč finančni vidik tako tveganja kot 
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