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Táto práca sa zaoberá návrhom prístupového terminálu a dochádzkového systému. Popi-
suje návrh prístupového terminálu po hardwarovej stránke, implementáciu jeho riadiaceho
programu, serverového programu slúûiaceho na v˝po et dochádzky a komunikáciu medzi
nimi. Cel˝ systém je navrhnut˝ tak, aby ho bolo moûné jednoducho rozöirova  ako do po tu
terminálov, tak nov˝mi moûnos ami.
Abstract
This paper deals with the design of access terminal and attendance system. It describes
access terminal hardware design, implementation of its control program and serverside
attendance system program and the communication between these two programs. The whole
system is designed to be easily scalable both in count of the access terminals used as well
as in adding of new features.
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Evidencia dochádzky je jednou z k ú ov˝ch záleûitostí v kaûdej firme. Je nie len nevyhnutná
pre správny v˝po et odpracovan˝ch hodín, a teda aj mzdy zamestnancov, no je aj zo zákona
povinná. Kontrola prístupu je taktieû nevyhnutná. Nie kaûdá firma pouûíva rôzne prístupové
oprávnenia pre rôzne skupiny zamestnancov, no kaûdá firma potrebuje oddeli  zákaznícku
a pracovnú zónu a uisti  sa, ûe zákazníci sa nedostanú napríklad k v˝robn˝m linkám.
V dneönej dobe existuje ve ké mnoûstvo rôznych dochádzkov˝ch systémov. Siahajú od
t˝ch najjednoduchöích (pero a papier) aû po tie najvä öie (prístupové turnikety) a najkom-
plexnejöie (skener o nej dúhovky, sken odtla ku dlane). Pri takomto rozsahu zariadení nie je
prekvapivé, ûe existuje ve ké mnoûstvo rôznych senzorov a postupov ur en˝ch na identifiká-
ciu osôb. Niektoré senzory dokonca môûu fungova  na rôznych fyzikálnych princípoch, takûe
je moûné vybra  si z viacer˝ch variant, ktoré sa  asto odliöujú svojou ve kos ou, presnos ou
identifikácie a cenou.
Práca je rozdelená na ötyri kapitoly. Kapitola 2 Prístupové terminály je zameraná na
anal˝zu trhu dostupn˝ch rieöení, hardwarové periférie ktoré môûu pouûíva  a funkcionalitu
ktorú ponúkajú. Na konci kapitoly je podkapitola 2.5 ktorá sa zameriava na rôzne spô-
soby ako môûe prístupov˝ terminál komunikova  so serverom na ktorom beûí dochádzkov˝
systém.
 alöou kapitolou je 3 Návrh terminálu, kde sú postupne rozobrané moûnosti implemen-
tácie jednotliv˝ch podsystémov prístupového terminálu a dochádzkového systému. Sú as ou
tejto kapitoly je aj podkapitola opisujúca pouûité rieöenie komunikácie medzi terminálom
a serverom a komunika n˝ protokol, ktor˝ pouûívajú.
Predposlednou kapitolou je 4 Zostavenie a implementácia. V tejto kapitole je popísaná
implementácia a fungovanie v˝sledného systému. Po tejto kapitole nasleduje záver, kde som




Základn˝m princípom fungovania prístupov˝ch terminálov je overi  identitu zamestnanca
a na základe toho vyhodnoti ,  i by sa dvere mali otvori , alebo osta  zatvorené. Následne
musí informáciu o (ne-)oprávnenom pokuse o vstup odosla  na server. Na to, aby bol prí-
stupov˝ terminál schopn˝ vyhodnoti  prístupové práva, potrebuje ma  prístup k databáze
zamestnancov. Tá bude musie  by  uloûená niekde v pamäti riadiacej jednotky. Z dôvodu
zv˝öenia spo ahlivosti systému je dobré, aby sa na prístupovom terminály lokálne ukladali
taktieû záznamy o udalostiach na danom prístupovom terminály (napr. vstup zamestnanca,
nedostupnos  servera).
2.1 Existujúce rieöenia
Na sú asnom trhu existuje ve ké mnoûstvo rieöení dochádzkov˝ch systémov a prístupov˝ch
terminálov. Niektoré systémy fungujú ako aplikácia na klasickom po íta i, k˝m iné po-
núkajú öpecializované prístupové systémy. Jednotlivé prístupové terminály sa líöia hlavne
cenou, senzormi pouûívan˝mi pre identifikáciu zamestnanca a rozhraním pre komunikáciu
s uûívate om.
Rozhranie pre komunikáciu s uûívate om
Prístupov˝ terminál potrebuje rozhranie pre komunikáciu s uûívate om. Na trhu existujú
terminály s rôznymi rieöeniami tejto komunikácie. Pravdepodobne najjednoduchöie rozhra-
nie pouûíva prístupov˝ terminál SCR100, ktor˝ pouûíva len jednu RGB LED diódu [4].
Prepínaním farieb potom komunikuje s uûívate om:
• modrá farba = pohotovostn˝ reûim
• zelená farba = prístup povolen˝
•  ervená farba = prístup zamietnut˝
Takéto rozhranie vöak umoû uje iba jednosmernú komunikáciu smerom k uûívate ovi.
Obojsmernú komunikáciu umoû uje napríklad model DT1000, ktor˝ má monochroma-
tick˝ LCD display a klávesnicu [6]. Pomocou klávesnice je moûné navoli  si napríklad dôvod
odchodu z firmy (napr. doktor, obed, dovolenka). Tieto informácie sú dôleûité pri v˝po te
odpracovan˝ch hodín a ak by neboli zadané, museli by by  spätne ru ne doplnené pred
v˝po tom. Informácie pre uûívate a sa následne zobrazujú na LCD display. Existujú aj
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terminály ktoré majú farebn˝ LCD display, no tie sa líöia len v spôsobe a moûnostiach
zobrazenia informácií.
Tretiu kategóriu tvoria terminály obsahujúce farebn˝ dotykov˝ display. Ke ûe je display
dotykov ,˝ nepotrebujú ma  klávesnicu. Akéko vek vstupy sú totiû rieöené formou ikon na
obrazovke. Takéto rieöenie má v˝hodu v podobe moûnosti dynamicky meni  zobrazené ikony
pod a potreby. Medzi zástupcov tejto kategórie patrí napríklad model S990 [1].
Obr. 2.1: Modern˝ dotykov˝ dochádzkov˝ terminál S990 s  íta kou RFID.1
Moûnosti pripojenia
Pokia  ma dochádzkov˝ systém spracováva  dochádzku zamestnancov, je potrebné prenies 
do neho údaje o prístupoch zamestnancov z prístupového terminálu. Prístupov˝ terminál
teda musí disponova  rozhraním, cez ktoré sa k nemu je moûné pripoji . Dostupné rieöenia
ponúkajú öirokú ökálu rôznych rozhraní. Medzi tie najbeûnejöie patria RS232, RS485, USB,
pamä ová karta a Ethernet. Na obrázku 4.6 je moûné vidie  rôzne komunika né rozhrania
moderného prístupového terminálu ATT-990. Ethernet a Wi-Fi sa pouûívajú pre priebeûn˝
prenos dát medzi serverom a terminálom. RS232, RS485 a USB porty zvä öa slúûia pre
hromadné stiahnutie databázy záznamov do obsluûnej aplikácie na PC.
2.2 Hardwarové platformy
Vöetky procesy v prístupovom terminály musia by  nie ím riadené. Dve hlavné kategórie,
ktoré pre takúto aplikáciu prichádzajú do úvahy sú mikrokontrolér, alebo linuxové rieöenie
typu Single-Board Computer (SBC). Kaûdé z t˝chto rieöení má svoje v˝hody aj nev˝hody.
Mikrokontrolér
Pre rieöenie tejto úlohy by sa dal vhodne vyuûi  mikrokontrolér. Hlavnou v˝hodou mikro-
kontroléru oproti linuxovému rieöeniu je odbúranie medzivrstvy medzi programom a har-
dwarom terminálu v podobe opera ného systému. V˝sledn˝ systém potom obsahuje menej
1Obrázok prevzat˝ z: http://www.alarmtel.net/DOCHADZKOVY-TERMINAL-S990-d142.htm
2Obrázok prevzat˝ z: http://dochadzkovy.system-is.com/dotykovy-dochadzkovy-terminal-att-990
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Obr. 2.2: Ukáûka rozhraní moderného prístupového terminálu.2
softwaru ktor˝ by mohol spôsobi  chybu,  o sa prejaví zv˝öenou stabilitou systému a zr˝ch-
lením spustenia obsluûného programu terminálu na hodnotu, ke  je moûné povaûova  ho za
okamûité.
Nev˝hody takéhoto rieöenia vöak prevládajú nad jeho v˝hodami. Medzi jeho hlavné
nev˝hody je moûné zaradi  napríklad sie ovú komunikáciu. Aj ke  implementova  samotnú
sie ovú komunikáciu v dosta ujúcej forme pre potreby dochádzkového terminálu nie je ve mi
zloûité, bolo by potrebné implementova  prvky sie ovej bezpe nosti, ktoré sú na linuxov˝ch
platformách uû implementované. Najvä öou slabinou mikrokontrolérov je vöak vykres ovanie
grafick˝ch elementov. Pre vytvorenie moderného uûívate ského rozhrania by bolo potrebné
implementova  pokro ilé funkcie vykres ovania, ktoré by svojim rozsahom  aleko presaho-
vali rozsah tejto práce.
Linuxové rieöenie Single-Board Computer
Linuxové rieöenia so sebou prináöajú vlastnú zbierku nedostatkov. Predlûen˝ ötartovací  as,
zníûená stabilita a zv˝öená zranite nos  systému pri útokoch sú len niektoré z nich. Vyrieöená
bezpe nos  sie ovej komunikácie, vykres ovanie aj t˝ch najzloûitejöích grafick˝ch elementov,
podpora pre súborové a databázové systémy a ötandardizované systémové rozhranie umoû-
 ujúce jednoduch˝ prenosu kódu na iné linuxové zariadenie v budúcnosti vöak robia túto
platformu ideálnou pre vyuûitie v dochádzkovom termináli.
Na dneönom trhu existuje ve ké mnoûstvo rieöení SBC, ktoré sa líöia svojim v˝konom,
architektúrou rozhraniami a  alöími vlastnos ami. Po preötudovaní dostupn˝ch moûností
som v˝ber linuxovej platformy obmedzil na ötyri zariadenia. Sú to Raspberry Pi, Beagle-
bone Black, UDOO Dual a Intel Edison. Existuje ve ké mnoûstvo  alöích SBC rieöení, no
vo vä öine prípadov sú ve mi podobné t˝m mnou vybran˝m a líöia sa hlavne mnoûstvom




Beaglebone Black [3] patrí medzi najrozöírenejöie rieöenia SBC. Má dostato ne ve kú uûíva-
te skú základ u, ponúka vysok˝ v˝kon, dostatok portov GPIO, vstavanú pamä  eMMC a
modernú architektúru ARMv7. Táto platforma sp  a vöetky zadané poûiadavky. Hlavn˝m
nedostatkom tejto platformy vöak sú slaböie moûnosti pripojenia displeja. Beaglebone Black
z video portov totiû ponúka len HDMI. Taktieû vöak existuje moûnos  pripoji  display cez
GPIO porty. Takéto rieöenie vä öinou nie je ideálne, pretoûe procesor sa musí stara  o vy-
kres ovanie dát na display,  o je ve mi náro né. Beaglebone Black vöak obsahuje dve PRU
(Programmable Real-time Unit) jednotky, ktoré by boli schopné vykres ova  dáta na tak˝to
display bez zá aûe hlavného procesora.
Obr. 2.3: Beaglebone Black.3
UDOO Dual
 alöou zaujímavou moûnos ou je UDOO Dual [18], ktoré sa od in˝ch rieöení typu SBC
odliöuje hlavne prítomnos ou mikrokontroléru priamo na doske. Takéto rieöenie teda ponúka
moûnos  vyuûi  to najlepöie z oboch svetov, ktoré sa môûu navzájom dop  a . UDOO Dual
sp  a vöetky poûiadavky.
Obr. 2.4: UDOO Dual.4
3Obrázok prevzat˝ z: http://elinux.org/Beagleboard:BeagleBoneBlack
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Intel Edison
Intel Edison [10] je na rozdiel od predoöl˝ch moûností zaloûen˝ na architektúre x86. V aka
tomu je kompatibiln˝ s vä öinou softwaru dostupného na trhu. Intel Edison má v sebe
zabudovan˝ mikrokontrolér, takûe má rovnaké v˝hody ako UDOO Dual. Jeho miniatúrne
rozmery, nízka spotreba a zabudované technológie Wi-Fi a Bluetooth z neho robia ide-
álnu vo bu pre vstavané systémy. Problémom platformy Intel Edison je absencia grafického
jadra,  o znamená, ûe akéko vek vykres ovanie by muselo prebieha  v procesore. Prítom-
nos  mikrokontroléru a nenáro nos  aplikácie by vöak takéto vykres ovanie umoûnili. Jeho
najvä öím nedostatkom je, ûe je to nov˝ produkt a teda má malú uûívate skú základ u a
slaböiu podporu, neû ostatné rieöenia.
Obr. 2.5: Intel Edison - po íta  o rozmeroch SD karty.5
Raspberry Pi
Pravdepodobne najrozöírenejöie SBC rieöenie na trhu, Raspberry Pi [14], má v porovnaní so
zvyön˝mi tromi zariadeniami najvä öiu uûívate skú základ u s najvä öou podporou. Staröie
modely majú nev˝hodu v podobe staröej architektúry procesora ARMv6. Tá totiû uû v
dneönej dobe nie je podporovaná modern˝mi opera n˝mi systémami a niektor˝m softwa-
rom. Tento problém vöak do zna nej miery rieöi uû spomínaná öiroká uûívate ská základ a,
pretoûe vä öina nekompatibilného softwaru bola upravená tak, aby bola schopná fungova 
na Raspberry Pi. Rieöenie tohto problému prináöa aj nov˝ model Raspberry Pi 2, ktor˝ je
zaloûen˝ na modernejöej architektúre ARMv7 s 1GB RAM. Aj napriek tomu si vöak zacho-
váva spätnú kompatibilitu so vöetk˝m softwarom napísan˝m pre staröie verzie Raspberry
Pi. Raspberry Pi 3 k vylepöeniam verzie 2 pridáva eöte zabudovan˝ Wi-Fi a Bluetooth ko-
munika n˝ modul. Procesor pre Raspberry Pi 3 bol taktieû vymenen˝ za novú 64-bitovú
verziu.
2.3 Hardwarové periférie
Prístupov˝ terminál môûe pre identifikáciu osôb vyuûíva  rôzne senzory. Niektoré prístupové
terminály pouûívajú aj rôzne iné hardwarové periférie pre rozöírenie, alebo zlepöenie svojich
funkcií, alebo pre zv˝öenie spo ahlivosti systému ako takého.
4Obrázok prevzat˝ z: http://shop.udoo.org/eu/home/udoo-dual-basic.html
5Obrázok prevzat˝ z: http://www.intel.com/content/www/us/en/do-it-yourself/edison.html
6Obrázok prevzat˝ z: https://www.raspberrypi.org/blog/raspberry-pi-2-on-sale/
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Obr. 2.6: Raspberry Pi 2.6
Pouûívané senzory
Pre overenie identity môûu by  pouûité rôzne technológie ako napríklad jednoduché overe-
nie PIN kódom, na ítaním identifika nej karty, alebo pomocou biometrického údaju. Naj-
beûnejöou vo bou je pouûitie identifika nej karty alebo  ipu, v dneönej dobe primárne na
princípe RFID. Existujú sníma e rôznych biometrick˝ch údajov, ako sú napríklad odtla ky
prstov, sken o nej dúhovky, alebo rozpoznávanie tváre. Najdostupnejöí a najjednoduchöí na
implementáciu je sníma  odtla kov prstov. Ke ûe sa vöak jedna o biometrick˝ údaj a nie
kaûd˝ zamestnanec môûe súhlasi  s jeho pouûitím, vyuûitie odtla ku prsta pre identifikáciu
je  asto volite né.
RFID
Technológia RFID umoû uje prenáöa  dáta, ako napríklad identifika né zna ky, bezdrôtovo
na krátke vzdialenosti. V˝hodou tejto technológie je, ûe  ipy, z ktor˝ch sú dáta  ítané,
sú napájané energiou vyûarovanou z  ítacieho zariadenia. Identifika né karty teda nemu-
sia obsahova  ûiadne batérie, ktoré by bolo potrebné pravidelne vymie a . Tento prenos
môûe fungova  na rôznych frekvenciách od nízkych aû po mikrovlnné. Pre kaûdú frekvenciu
existujú öpeciálne ur ené  ipy a tieto  ipy nie sú navzájom kompatibilné. Jednotlivé  í-
ta ky  ipov sa odliöujú dosahom, ale aj pouûívan˝m protokolom a cena  ipov pre konkrétnu
 íta ku môûe by  od nieko ko centov aû po desiatky eur.
Senzor odtla kov prstov
Úlohou sníma a odtla kov prstov je vytvori  obraz priloûeného prsta. Pri takom obraze
nie je potrebné, aby bol farebn .˝ Dôleûité je len aby na  om boli zachytené papilárne
línie prsta. Tie sa následne spracujú algoritmom, ktor˝ nájde öpecifické vzory papilárnych
línií a informáciu o nich zakóduje do binárnej podoby. Nie je teda potrebné uklada  cel˝
obraz odtla ku prsta. To taktieû prispieva k ochrane osobn˝ch údajov, pretoûe algoritmus,
ktor˝ z línii vytvorí binárnu informáciu je jednosmern .˝ Nie je teda moûné zo zakódovanej
informácie spätne získa  obraz odtla ku prsta [7].
Existujú rôzne metódy snímania odtla kov prstov. Dostato ne spo ahlivé a jednoduché
sú v sú asnosti vöak iba dva typy sníma ov [5].
Optické sníma e odtla kov prstov fungujú na princípe vytvárania fotografií prsta.
Pre vytvorenie tejto fotografie sa pouûívajú klasické CCD alebo CMOS sníma e pouûívané
aj v digitálnych fotoaparátoch a videokamerách. Tento typ sníma a je moûné jednoducho
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oklama  priloûením fotky alebo inej vernej napodobeniny prsta. Preto sa do nich ob as
pridávajú  alöie kontrolné mechanizmy, ako napríklad senzor teploty, alebo detekcia pulzu
pre odhalenie umel˝ch napodobenín.
Kapacitné sníma e odtla kov prstov sú druhou  asto pouûívanou metódou snímania
odtla kov prstov. Tento senzor meria kapacitu na povrchu senzora mrieûkou kapacitn˝ch
sníma ov. Po priloûení prsta na sníma  sa namerané hodnoty zmenia. Ke ûe povrch papi-
lárnych línii je bliûöie k sníma om neû povrch prsta medzi nimi, senzory pod papilárnymi
líniami namerajú inú hodnotu kapacity neû senzory medzi líniami. Z nameran˝ch hodnôt
je následne moûné zostroji  obraz priloûeného prsta. Ke ûe kapacitné sníma e vyûadujú fy-
zickú prítomnos  prsta, je omnoho  aûöie oklama  ich. Kapacitn˝ sníma  je vöak chúlostivejöí
na zmenu teploty, vlhkosti a podobne [5].
Watchdog
Watchdog je zariadenie slúûiace pre kontrolu správneho pracovania iného systému. Princíp
jeho fungovania je jednoduch .˝ Kontroluje,  i kontrolovan˝ systém pracuje, alebo nie. Ak
systém pracuje, vöetko je v poriadku. Ak vöak systém nepracuje - napríklad ak program
zablúdi skokom na nesprávnu adresu, alebo uviazne v nekone nej slu ke, reötartuje ho.
Na to, aby watchdog vedel vyhodnoti ,  i je systém funk n ,˝ potrebuje aby mu systém
pravidelne posielal signál o tom, ûe je funk n .˝ Ak watchdog za ur it˝  as nedostane tento
signál, predpokladá ûe systém prestal pracova . D ûka  asu po ktor˝ bude watchdog  aka 
na signál pred t˝m, neû systém reötartuje, je na vä öine watchdog zariadení nastavite ná.
Je úlohou programátora zabezpe i  odosielanie signálu o funk nosti systému z programu
dostato ne  asto.
Vstavan˝ watchdog Procesor pouûit˝ v Raspberry Pi obsahuje watchdog perifériu. Je
moûné pouûi  ju pre kontrolu správneho fungovania programu. Má nastavite nú dobu medzi
dvoma vyûadovan˝mi pulzmi. V˝hodou vstavaného watchdogu je ûe sa reötartuje priamo
z programu öpeciálnou inötrukciou. Nev˝hodou vöak je, ûe dokáûe reötartova  len procesor
samotn .˝ Zvyöok systému vöak pobeûí  alej.
Extern˝ watchdog V˝hodou externého watchdog zariadenia je to, ûe dokáûe vypnú  a
opä  zapnú  cel˝ systém. Jeho miernou nev˝hodou je vöak to, ûe je potrebné generova 
v˝stupn˝ signál na nejakom pine riadiaceho systému. Vzh adom na vysok˝ po et pinov
riadiacich systémov to vöak vä öinou nie je problém.
Display
Prístupové terminály  asto disponujú ve k˝mi LCD obrazovkami. Takúto obrazovku je vöak
potrebné nejak˝m spôsobom pripoji  k riadiacej jednotke. Existuje nieko ko spôsobov, ako
ich navzájom prepoji .
GPIO Piny GPIO7 sú jedn˝m zo spôsobov, ako je moûné pripoji  LCD display k riadia-
cej jednotke. Takéto pripojenie sa pouûíva hlavne s mikrokontrolérmi, ktoré na tento ú el
nemajú vlastné rozhranie. Pri linuxov˝ch SBC riadiacich jednotkách je vöak toto rieöenie
dos  nepraktické, pretoûe procesor musí riadi  prenos obrazu zo svojho obrazového bufera
7General Purpose Input/Output
9
cez GPIO piny. Pri pokusnom pouûití takéhoto typu pripojenia s Raspberry Pi 1 model B+
bolo vyuûitie procesora v pokojovom stave 90-100%.
HDMI Raspberry Pi, rovnako ako Beaglebone Black, poskytujú pre video v˝stup roz-
hranie HDMI8. Na trhu existujú obrazovky pre vstavané aplikácie, ktoré obsahujú HDMI
konektor. Nev˝hodou t˝chto obrazoviek je vöak to, ûe potrebujú samostatnú riadiacu dosku,
ktorá prijíma HDMI signál a riadi display. Tieto riadiace dosky sú vöak  asto dos  ve ké,
pretoûe obsahujú aj iné konektory aby boli  o moûno najuniverzálnejöie. Takáto riadiaca
doska spolu s HDMI prepojovacím káblom by prístupovému terminálu pridali objem.
DSI Raspberry Pi ponúka eöte moûnos  pripoji  k nemu display cez DSI9. Toto rozhranie
umoû uje pripoji  display pomocou plochého kábla. Medzi Raspberry Pi a display je ale
taktieû nutné pouûi  prevodník. Ten je vöak menöí, neû beûné HDMI prevodníky a sú asne
slúûi ako radi  pre dotykovú vrstvu obrazovky.
2.4 Podporné programy
Kaûd˝ prístupov˝ terminál potrebuje podporn˝ po íta ov˝ program, ktor˝ umoû uje stiah-
nu  dochádzku z prístupového terminálu do po íta a. Niektoré podporné programy nedo-
káûu ni  viac, neû len to. Iné vöak dokáûu zárove  plni  úlohu dochádzkového systému.
Dochádzkové systémy vöetky plnia rovnakú základnú funkciu - v˝po et odpracovan˝ch
hodín. Ke ûe ide o automatizovan˝ systém zberu dát, dochádzkov˝ systém musí umoû ova 
dodato nú úpravu uloûen˝ch údajov. Tieto systémy taktieû umoû ujú spravova  informá-
cie o zamestnancoch a ich prístupové oprávnenia. Líöia sa vöak  alöími nadötandardn˝mi
moûnos ami, ktoré ponúkajú.
Niektoré dochádzkové systémy (napr. FLOWii [8]) umoû ujú naplánova  udalos  do bu-
dúcnosti. Je napríklad moûné zada , ûe o dva dni pôjde zamestnanec na t˝ûdennú sluûobnú
cestu. Systém si túto informáciu uloûí a na konci mesiaca potom nie je potrebné manuálne
túto skuto nos  do systému dop  a . Dôleûitou funkciou je aj moûnos  jednoducho vytvori 
mesa n˝ v˝pis dochádzky zamestnancov vo vhodnom formáte (napr. PDF, Excel). Ve mi
zaujímavá funkcia je zobrazenie celkového meökania zamestnanca za mesiac (systém Atten-
danceProW [2]). Tá síce nie je k ú ová, môûe vöak slúûi  ako zaujímavos  pre spestrenie
v˝pisu.
Mnohé dochádzkové systémy ponúkajú aj moûnos  grafického zobrazenia dochádzky.
Odpracované hodiny za de , alebo mesiac je tak moûné zobrazi  v preh adnom grafe.
2.5 SW technológie
Pri pouûití Wi-Fi alebo Ethernet pripojenia musia prístupov˝ terminál a dochádzkov˝ sys-






Najjednoduchöím rieöením komunikácie prístupového terminálu so serverom je vytvori  we-
bového klienta aj webov˝ server na oboch stranách komunikácie. Ak by potom chcel server
odosla  dáta klientovi, jednoducho by sa k nemu pripojil v roli klienta. Tento princíp je
zobrazen˝ na obrázku 2.7. Nev˝hodou takéhoto rieöenia je vöak zloûitá implementácia a
jeho nepreh adnos .
Obr. 2.7: Znázornenie princípu komunikácie metódy server-server.
Polling
Polling je metóda pravidelného testovania. Klient v pravideln˝ch  asov˝ch intervaloch odo-
siela HTTP poûiadavku na server. Ako odpove  mu server poöle informáciu o tom,  i sa
nejaké dáta zmenili.  asov˝ priebeh takejto komunikácie je dobre vidite n˝ na obrázku 2.8.
Nev˝hodou tejto metódy je zbyto né za aûovanie zdrojov klienta a servera, rovnako ako aj
za aûovanie siete.  ím kratöí je  asov˝ interval medzi dvomi po sebe nasledujúcimi poûia-
davkami klienta, t˝m vä öie je toto za aûenie. Naopak ak je  asov˝ interval dlh ,˝ zmena sa
prejaví aû s oneskorením.
Obr. 2.8:  asov˝ priebeh metódy server polling.10
Long polling
Long polling funguje podobne ako metóda polling. Aj pri metóde long polling klient odoöle
poûiadavku na server. Server mu vöak neodoöle odpove  hne . Miesto toho udrûuje spojenie
10Obrázok prevzat˝ z: http://blog.maartenballiauw.be/image.axd?picture=image_154.png
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otvorené a odpove mu odoöle aû ke  nastane zmena v dátach. Po prijatí odpovede zo servera
klient spracuje v˝sledok a odoöle na server novú long polling poûiadavku.  asov˝ priebeh
metódy long polling je zachyten˝ na obrázku 2.9.
Obr. 2.9:  asov˝ priebeh metódy long polling.11
Socket
HTTP je komunika n˝ protokol. Problém tohto protokolu je vöak ten, ûe bol navrhnut˝ pre
iné ú ely. Jednoduch˝m rieöením problému komunikácie prístupového terminálu s dochádz-
kov˝m serverom je teda aj nepouûi  HTTP protokol, ale zís  o úrove  niûöie na úrove 
socketov a implementova  si svoj vlastn˝ komunika n˝ protokol. Sockety umoû ujú nad-
viaza  obojsmernú full-duplex komunikáciu medzi klientom a serverom.  asov˝ priebeh
komunikácie je zobrazen˝ na obrázku 2.10. Taktieû zvyöujú r˝chlos  prenosu a spracovania
poûiadaviek [16].
Obr. 2.10:  asov˝ priebeh komunikácie cez sockety.12
11Obrázok prevzat˝ z: http://blog.maartenballiauw.be/image.axd?picture=image_155.png




Po preskúmaní sú asnej ponuky prístupov˝ch terminálov a dochádzkov˝ch systémov bolo
potrebné navrhnú  vlastn˝ terminál, dochádzkov˝ systém a komunikáciu medzi nimi. Tak-
tieû je potrebné vybra  správny implementa n˝ jazyk pre terminál, server pre komunikáciu
s terminálom a webov˝ server.
3.1 Prístupov˝ terminál
Pred v˝berom vhodnej platformy je potrebné ur i  si poûiadavky. Z hardwarového h adiska
to je 2x UART alebo 1x USB, dva GPIO piny a ideálne aj vyveden˝ resetovací vstup.
Taktieû je potrebn˝ video v˝stup pre pripojenie displeja. Zo softwarového h adiska je to
hlavne podpora QT frameworku a  o moûno najnovöia verzia opera ného systému Linux.
Ke ûe uû mám nejaké skúsenosti s v˝vojom tak˝chto aplikácií, viem ûe kvalitná do-
kumentácia a podpora sú pre v˝voj ve mi dôleûité. Preto som v˝ber zúûil na Beaglebone
Black, ktor˝ má kvalitnejöiu a podrobnejöiu dokumentáciu a Raspberry Pi, ktoré má vä öiu
komunitu uûívate ov. Po as môjho rozhodovania bol na trh uveden˝ display pre Raspberry
Pi ur en˝ pre pouûitie vo vstavan˝ch systémoch a neskôr bolo vydané aj Raspberry Pi 3
model B, ktoré prinieslo Wi-Fi konektivitu. To je dôvod, pre o som sa nakoniec rozhodol
pouûi  Raspberry Pi.
3.2 Senzorová doska
 íta ka RFID ötítkov ID-12LA [9] ktorú som sa rozhodol v prístupovom termináli pouûi 
má UART v˝stup.  íta ka samotná má v sebe zabudovanú ur itú inteligenciu a tak naprí-
klad informáciu o priloûenom  ipe odoöle iba raz a potom automaticky vy ká, neû je  ip
odstránen˝ z dosahu, neû umoûní na ítanie  alöieho  ipu. To znamená, ûe nie je potrebné
softwarovo oöetrova  prípad ak je  ip na ítan˝ viackrát po as jedného priloûenia.
Sníma  odtla kov prstov GT-511C1R ktor˝ som si vybral pre pouûitie v mojom prístupo-
vom termináli má priamo na doske umiestnen˝ mikrokontrolér, ktor˝ sa stará o vytvorenie
a spracovanie obrazu odtla ku prsta a popisného re azca. Nev˝hodou tohoto sníma a je ale
fakt, ûe je potrebné manuálne zis ova   i je na snímacej ploche priloûen˝ prst a ak áno, tak je
potrebné zasla  inötrukciu pre vytvorenie obrazu prsta, nasleduje inötrukcia pre vytvorenie
popisného re azca prsta a nakoniec inötrukcia pre spustenie procesu identifikácie.
Ke ûe oba tieto senzory komunikujú cez UART, pôvodne som chcel pripoji  oba k Rasp-
berry Pi pomocou FTDI 2xUART na USB prevodníka. Po zistení, ko ko obsluhy vyûaduje
13
sníma  odtla kov prstov, rozhodol som sa namiesto toho pouûi  mikrokontrolér, ktor˝ by
slúûil ako prevodník, no zárove  by aj samostatne obsluhoval sníma  odtla kov, a správu
do Raspberry Pi by poslal aû po úspeönom, alebo neúspeönom pokuse o identifikáciu.
Rozhodol som sa teda vytvori  dosku, na ktorú by sa osadili oba tieto senzory, mik-
rokontrolér a RGB LED indika ná dióda. Napájanie a komunikáciu celej tejto dosky s
Raspberry Pi by zabezpe ilo USB pripojenie. Po neúspeön˝ch pokusoch s mikrokontro-
lérom TM4C123GH6PM od firmy Texas Instruments som sa na riadenie dosky rozhodol
pouûi  mikrokontrolér ATSAMD21E18A od spolo nosti Atmel. V˝sledná doska navrhnutá
pomocou návrhového softwaru Eagle je na obrázku 3.1.
Obr. 3.1: Návrh senzorovej dosky pre osadenie  íta kou RFID a  íta kou odtla kov prstov.
Po návrhu dosky som si ju nechal vyrobi  na CNC fréze. Následne som dosku osadil sú-
 iastkami. Po skontrolovaní dosky na skraty a skontrolovaní kontinuity prepojov som dosku
pripojil k napájaniu. Indika né LED na doske sa hne  po pripojení napájania rozsvietili,
 o znamená, ûe napájanie na doske je v poriadku. Dosku som sa rozhodol programova  cez
rozhranie SWD. Ke ûe vöak nemám k dispozícii SWD programátor, bol som pre progra-
movanie núten˝ vyuûi  Raspberry Pi, ktoré je schopné pomocou OpenOCD vyuûíva  GPIO
piny pre napodobnenie SWD programátora. Viac informácii o tom, ako je moûné vyuûíva 
Linuxov˝ po íta  s prístupn˝mi GPIO portmi v tomto reûime je na stránke [15].
Po overení funk nosti programátora som za al programova   ip Atmel ATSAMD21E18A
pouûit˝ na senzorovej doske. Pre ur˝chlenie v˝voja softwaru ponúka spolo nos  Atmel soft-
warovú kniûnicu ASF. Z neznámych dôvodov mi vöak ûiadny program vyuûívajúci túto
kniûnicu nefungoval. Aj ke  samotn˝ preklad a programovanie boli úspeöné, po naprogra-
movaní ukáûkového programu ktor˝ s pauzami striedavo menil hodnotu na v˝stupe pinu z
logickej “1” na “0” a spä  som na danom pine s pripojen˝m osciloskopom nevidel ûiadny
priebeh a v˝stup mal konötantnú hodnotu. Následne som vyskúöal zmeni  pouûívan˝ pin
za in ,˝ no s rovnak˝m v˝sledkom. Predpokladal som teda, ûe je problém bu  so zdrojom
hodinového signálu, alebo s mikrokontrolérom samotn˝m. Skúsil som vöak eöte zmeni   asti
kódu vyuûívajúce funkcie kniûnice ASF za priame zápisy do registrov mikrokontroléra. Po
tejto zmene program za al fungova . Mikrokontrolér, konkrétny v˝stup a zdroj hodinového
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signálu teda boli v poriadku.
Ke ûe programova  USB komunikáciu a DMA prenosy bez akejko vek kniûnice by bolo
prive mi zloûité, pokúöal som sa sfunk ni  programy vyuûívajúce kniûnicu ASF. Ani po
nieko k˝ch d och h adania som vöak nebol schopn˝ nájs  ak˝ko vek dôvod, pre o funkcie
kniûnice ASF nefungovali. Nakoniec som teda musel celú senzorovú dosku zo svojho systému
vypusti .
3.3 V˝ber implementa ného jazyka
Pred samotnou implementáciou je potrebné zváûi  aj to, v akom jazyku bude systém naj-
v˝hodnejöie programova . Ke ûe cel˝ systém sa skladá z viacer˝ch  astí komunikujúcich
spolu, je moûné pre kaûdú  as  vyuûi  in˝ implementa n˝ jazyk. Rád by som vöak pouûil
 o moûno najmenöie mnoûstvo jazykov, pretoûe tak˝m spôsobom sa z daného jazyka na-
u ím viac a zárove  je  asto jednoduchöie vytvori  komunikáciu medzi dvomi aplikáciami
napísan˝mi v rovnakom jazyku, neû medzi dvomi rôznymi jazykmi.
Prístupov˝ terminál
Program prístupového terminálu potrebuje zabezpe i  dve  innosti. Prvou je obsluha sen-
zorov, vyhodnotenie prístupov˝ch práv, zabezpe enie patri n˝ch z toho plynúcich akcií
ako je napríklad otvorenie dverí, vykreslenie grafického uûívate ského rozhrania - GUI -
a komunikácia s uûívate om. Druhou je komunikácia so serverom, aktualizácia databázy
zamestnancov a odoslanie informácií o príchodoch na server.
Lokálna  as 
Pred v˝berom implementa ného jazyka je dobré ujasni  si poûiadavky podobne ako som
to robil pred v˝berom riadiacej jednotky. Pre potreby prístupového terminálu je potrebné
ovláda  dva GPIO piny,  íta  dáta zo senzorov a komunikova  so serverom. Vöetky tieto
 innosti sú jednoducho implementovate né v akomko vek programovacom jazyku. Pri komu-
nikácii so senzormi je vöak potrebné si uvedomi , ûe dáta z nich môûu prís  v akomko vek
okamûiku. Jednou moûnos ou ako to rieöi , je pravidelne v aplikácii zis ova ,  i senzory
majú nejaké nové dáta. Ke ûe vöak chcem aby odozva systému bola  o najlepöia, tieto dáta
by som rád prijal a vyhodnotil hne  ako sú dostupné. To je opä  moûné implementova 
v akomko vek jazyku pomocou samostatného vlákna aplikácie. Ako logická vo ba sa vöak
javí pouûi  Node.js,  o je v podstate lokálne beûiaci JavaScript. Node.js je totiû udalos ami
riaden˝ jazyk s neblokujúcim spracovaním vstupno/v˝stupn˝ch poûiadaviek [11]. Vöetky
podrutiny  akajú aû nastane akcia, ktorá ich aktivuje. Zjednoduöene povedané, obsluûná
podrutina spracúvajúca dáta zo senzorov sa napríklad automaticky vykoná pri príjme dát
zo senzorov.
GUI
V tejto  asti svojej práce som popísal dva spôsoby, ktor˝mi je moûné vytvori  grafické
uûívate ské rozhranie prístupového terminálu. Existujú aj iné rieöenia, tie som sa vöak z
rôznych dôvodov rozhodol nepouûi .
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HTML/CSS Ke ûe sa Node.js javil ako najvhodnejöí implementa n˝ jazyk, ktor˝ by
som mohol vyuûi  pre implementáciu vöetk˝ch  astí systému, za al som h ada  spôsob ako
implementova  grafické uûívate ské rozhranie pre aplikáciu v tomto jazyku. Tento jazyk je
ur en˝ pre vytváranie serverov˝ch aplikácii a preto neposkytuje ûiadnu moûnos  ako priamo
manipulova  s grafick˝mi prvkami. Jeho primárnym ur ením je vytvori  server, spracova 
poûiadavky klienta a generova  HTML kód, ktor˝ sa preposiela klientovi ako odpove  na
jeho poûiadavky. Na strane klienta sa o vykres ovanie prijat˝ch dát stará prehliada . Ve mi
zaujímav˝m rieöením je ale NW.js [12]. Ten v pozadí spustí Node.js aplikáciu slúûiacu ako
web server a následne otvorí okno prehliada a, ktoré sa na tento lokálny web server pripojí
a zobrazí webovú stránku. Akéko vek akcie v tejto aplikácii sa potom posielajú ako HTTP
poûiadavky na server, ktor˝ ich spracuje. Koncovému uûívate ovi, ktor˝ nevie o existencii
webového servera v pozadí, ani o odosielaní poûiadaviek sa to celé javí ako beûná aplikácia.
V aka tomu je teda moûné implementova  aplika nú logiku v Node.js a grafické uûívate ské
rozhranie vytvori  v HTML a CSS.
QT Moûnos  tvori  GUI ponúka aj framework QT [13]. Je to vöak framework pre jazyk
C++. Existuje aj wrapper pre jazyk Node.js, ten vöak nie je potrebn .˝ QT totiû umoû-
 uje vyuûíva  neblokujúce vstupno/v˝stupné inötrukcie. Tie fungujú obdobne ako v jazyku
Node.js, kde je po dokon ení poûiadavky zavolaná callback funkcia. V tej je moûné spra-
cova  v˝sledky poûiadavky. Tento framework (rovnako ako Node.js) umoû uje vytvára  a
pouûíva   asova e. To je ve mi uûito ná vlastnos , pretoûe je moûné tak˝to  asova  pouûi 
pre  asovanie rôznych akcií. Ke ûe QT framework a Node.js oba ponúkajú vhodné pros-
triedky pre implementáciu aplikácie prístupového terminálu, no Node.js je interpretovan˝
jazyk a umoû uje tvorbu grafick˝ch aplikácii len ok ukou, rozhodol som sa pouûi  QT v
kombinácii s C++.
Server
Druhú  as  mojej práce tvorí dochádzkov˝ systém, ktor˝ bude beûa  na firemnom servery.
Tento systém bude spracováva  dochádzku zamestnancov a bude umoû ova  vykonáva 
dodato né úpravy. Dochádzkov˝ systém nepotrebuje priamo komunikova  s prístupov˝mi
terminálmi, môûe pracova  len s dátami uloûen˝mi v databáze. To znamená, ûe komunikáciu
s prístupov˝mi terminálmi a vkladanie dát do databázy môûe zabezpe ova  samostatná
aplikácia. Obe tieto  asti teda môûu by  implementované v rôznych jazykoch. Radöej by
som vöak obe tieto  asti implementoval v rovnakom jazyku a pokia  to nebude ma  v˝razn˝
dopad na preh adnos  kódu, alebo implementa nú náro nos , rád by som ich spojil do jednej
aplikácie.
PHP
PHP je pravdepodobne najrozöírenejöí jazyk pre tvorbu dynamick˝ch stránok. Je to vöak
bezstavov˝ jazyk,  o znamená, ûe si nedokáûe udrûa  trvalé spojenie s terminálom cez
sockety. Aplikáciu by som teda musel rozdeli  na dve  asti. PHP má vöak vysokú mieru
podpory na serveroch a taktieû existuje ve ké mnoûstvo frameworkov pre tento jazyk (napr.




Python umoû uje vytvori  sockety a komunikova  tak s terminálmi. Existuje na neho ve ké
mnoûstvo modulov a frameworkov (napr. Django, Twisted) ktoré rozöirujú jeho funkcie.
Podobne ako PHP je to  asom overen˝ jazyk.
Node.js
Node.js je v podstate JavaScript beûiaci na strane servera. Aj napriek tomu, ûe je to pomerne
nové rieöenie, uû teraz existuje ve ké mnoûstvo rôznych modulov a frameworkov rozöirujú-
cich základnú funk nos  celého jazyka. K Node.js je pribalen˝ aj program npm slúûiaci na
jednoduché doinötalovanie t˝chto modulov do projektu. Rovnako ako Python, aj Node.js
umoû uje vytvára  spojenie s terminálom cez socket.
3.4 Komunikácia terminál-server
Opä  je dobré za a  ujasnením si poûiadaviek. Prístupov˝ terminál musí pri kaûdom vstupe
zamestnanca informova  dochádzkov˝ systém. Musí si taktieû by  schopn˝ vyûiada  zaslanie
najnovöej databázy zamestnancov. Terminál bude na server a spä  prenáöa  aj rôzne iné
informácie. Vöetky tieto informácie by bolo moûne prenáöa  pomocou HTTP poûiadaviek.
Pre potreby prístupového terminálu je vöak potrebné vytvori  obojsmernú komunikáciu. To
je moûné rieöi   ubovo n˝m zo ötyroch spôsobov popísan˝ch v kapitole 2.
Vytvorenie samostatného webového klienta a servera na oboch stranách by bolo zby-
to ne komplikované rieöenie, ktoré by bolo zo vöetk˝ch rieöení v˝po tovo najnáro nejöie.
V porovnaní s ostatn˝mi rieöeniami nemá táto alternatíva ûiadne v˝hody, takûe som ju z
v˝beru vylú il. Druhá alternatíva bola metóda polling. Táto metóda je opä  náro nejöia na
v˝po tov˝ v˝kon neû  alöie zostávajúce varianty. Server je zbyto ne za aûovan˝ mnoûstvom
poûiadaviek a medzi vznikom zmeny v dátach na servery a ich prenosom na terminál vzniká
oneskorenie, ktoré síce nie je pre potreby prístupového terminálu podstatné, je vöak zby-
to né. Tretia alternatíva je vyuûi  metódu long polling. Táto metóda odstra uje nedostatky
predoölej metódy, je vöak mierne zbyto ná (nie je dôvod vyuûíva  pre prenos HTTP po-
ûiadavky) a nepraktická na implementáciu. Najlepöou moûnos ou teda je pouûi  pripojenie
pomocou socketov, ktoré sú najr˝chlejöím spôsobom komunikácia a sp  ajú aj poûiadavky
na obojsmernú komunikáciu.
Ke ûe pri pouûití socketov neprijme prijímate  dáta ako ucelen˝ blok, ale tie môûu prís 
vo viacer˝ch  astiach, je potrebné vedie , aká ve ká je správa pred t˝m, neû sa ju prijímate 
pokúsi pre íta . V opa nom prípade by totiû hrozilo, ûe sa pokúsi správu interpretova  k˝m
je eöte neúplná, alebo by mohol prija  aj  as  následujúcej správy,  ím by znemoûnil inter-
pretáciu oboch správ. Prvou informáciou, ktorá sa musí prenies  teda je d ûka samotn˝ch
dát. Najjednoduchöie je ur i  si pevn˝ po et bajtov, v ktor˝ch bude d ûka zakódovaná.
Ja som si zvolil d ûku pä  bajtov. Prv˝ch pä  bajtov kaûdej vymenenej správy bude teda
obsahova  d ûku správy.
Následne sa prijímate  musí dozvedie , ako ma dáta interpretova . Telo kaûdej správy
preto bude tvori  JSON objekt. Tento objekt bude vûdy obsahova  len dve poloûky, a to
“class” a “data”. V poloûke “class” je uloûen˝ typ správy (napr. “getDB”). Po pre ítaní
typu správy príjemca zistí o aké dáta sa jedná. Samotné dáta sú potom uloûené v poloûke
“data”. Tak˝to komunika n˝ protokol je jednoducho rozöírite n˝ a umoû uje komunikova 
aj zariadeniam s rôznymi verziami tohto protokolu. Ak napríklad bude ma  jedno zariadenie
17
novöiu verziu programu a k dátam pripojí viac informácií, staröí program túto správu bez
problémov príjme a vyberie si z nej len informácie ktor˝m rozumie. Názorná ukáûka správy
ktorú odosiela prístupov˝ terminál na server pre vyûiadanie najnovöej verzie databázy je
na obrázku 3.2.





Webov˝ server je naprogramovan˝ v jazyku Node.js. Pre tvorbu serverovej  asti bol pouûit˝
framework Total.js [17]. Je to MVC framework,  o znamená, ûe kód servera je rozdelen˝
na model (Model), zobrazenie (View) a kontrolér (Controller). Model je zdrojov˝ súbor
obsahujúci JavaScript funkcie zabezpe ujúce prácu s modelom (tabu kou) v databáze -napr.
zamestnanec. Zobrazenie (view) obsahuje HTML kód, ktor˝môûe by  odoslan˝ klientovi ako
odpove  na jeho poûiadavku. Framework vöak umoû uje aj mnoho  alöích vylepöení, ako je
napríklad pouûitie öablón,  o sú öpeciálne vyzna ené jednoduché príkazy jazyka JavaScript,
ktoré vyhodnotí server pred odoslaním súboru a môûu samotn˝ súbor upravi . Je teda moûné
napísa  podmienku a HTML kód sa do súboru doplní na základe jej pravdivosti, alebo je
moûné ve mi v˝hodne vyuûi  cyklus foreach pre vloûenie vöetk˝ch prvkov po a do nejakého
elementu (tabu ka, zoznam). Poslednou  as ou MVC frameworku je kontrolér (controller),
ktor˝ vyhodnocuje samotné poûiadavky od klientov, reaguje na ne a odosiela odpovede.
Total.js k t˝mto súborom pridáva eöte rôzne  alöie - napríklad definície (Definitions) kde
sú uloûené nastavenia ktoré sa majú nastavi  pre vöetky modely a kontroléry, alebo moduly
(Modules) kde sa nachádzajú rozöirujúce moduly webového servera ako napr. overovanie
identity uûívate a.
Stránka sa skladá z dvoch hlavn˝ch podstránok. Prvou sú vstupy. Na tejto stránke je
moûné vybra  si zamestnanca zo zoznamu a rozsah dátumov ktor˝mi majú by  vypísané
dáta ohrani ené. V˝ber je moûné uskuto ni  bu  pomocou prednastaven˝ch makier (napr.
dnes, tento t˝ûde , tento mesiac) alebo priamym ur ením po iato ného a kone ného d a
intervalu. Rozhranie pre v˝ber rozsahu dátumov je moûné vidie  na obrázku 4.1.
Dáta vstupov sú vypisované formou tabu ky. Jednotlivé dni tvoria riadky tabu ky. Do
prvého st pca sa vypíöe dátum. Do druhého st pca sa vloûí vnorená tabu ka do ktorej sa
vloûia jednotlivé  asy. Tak˝to postup bol zvolen˝ pretoûe to je najefektívnejöie rieöenie ako
zabezpe i  aby boli vöetky riadky s  asmi rovnako öiroké a aby tak vöetky nasledujúce st pce
hlavnej tabu ky ostali zarovnané, ako aj to, aby boli jednotlivé  asy od seba programovo
jednoducho odlíöite né,  o je potrebné pre  alöiu funkcionalitu a zjednoduöuje to aj tvorbu
vzh adu  asov. V nasledujúcom st pci sa vypíöe d ûka nad asov v minútach za dan˝ de .
Ak zamestnanec odpracoval napríklad o 10 minút viac neû 8 hodín, zobrazí sa +10, naopak
ak odpracuje o 10 minút menej, zobrazí sa -10. Ke ûe dôleûitou úlohou je aby boli tieto
údaje jednoducho pochopite né, tabu ka obsahuje aj st pec znázor ujúci stav daného d a.
Ak server zistí, ûe v danom dni je uloûen˝ nepárny po et záznamov daného zamestnanca,
vyhodnotí riadok tohto d a ako obsahujúci chybu a do st pca so stavom sa vykreslí ve k˝
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Obr. 4.1: V˝ber rozsahu dátumov pre zobrazenie vstupov a v˝stupov. Na pravej strane sú
prednastavené hodnoty.
 erven˝ kríûik. Ak sú naopak dáta v poriadku, do st pca so stavom sa vykreslí sa zelená
ikona symbolizujúca vöetko je v poriadku. Celá tabu ka je zobrazená na obrázku 4.2.
Obr. 4.2: Prístupy zamestnanca sú zobrazené v tabu ke.
Za samotnou tabu kou sú nakoniec zobrazené eöte ötatistiky. Tieto ötatistiky sú vöak skôr
informatívneho charakteru a sú tu uvedené hlavne pre zaujímavos . Obsahujú informácie
ako maximálne a celkové nad asy zamestnanca za zobrazené obdobie, alebo maximálne a
celkové meökanie zamestnanca za dané obdobie.
Obr. 4.3: Zaujímavé ötatistiky zamestnanca.
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Prihlasovanie
Vstup do webovej aplikácia dochádzkového systému musí by  zabezpe en .˝ Pre prístup bude
preto potrebné zada  prihlasovacie meno a heslo. Tie musia by  uloûené v databáze. Nie
je vöak vhodné, aby boli hesla uloûené len tak, v textovej forme. Preto je potrebné z hesla
pred uloûením do databázy pomocou öpeciálneho algoritmu vyrobi  hash. Tento algoritmus
musí by  jednosmern ,˝ aby nebolo moûné z hashu spätne získa  heslo a musí pre kaûdé dve
rôzne hesla generova  rôzne hashe, aby neboli heslá zamenite né. Takéto hashovanie hesiel
má aj  alöiu v˝hodu, a to tú, ûe vzniknuté hashe majú konötantnú d ûku bez oh adu na
d ûku vstupnej hodnoty, takûe ich uloûenie v databáze je jednoduchöie. Po hashovaní hesla
je z bezpe nostného h adiska dobré k hashu pripoji  eöte tzv. so  (anglicky salt),  ím sa
zv˝öi zloûitos  prelomenia takéhoto hesla.
Pre Node.js existuje kniûnica s názvom Bcrypt, ktorá ponúka jednoduché API. Táto
kniûnica umoû uje hashova  vstupné heslo a automaticky prida  so . V˝sledok je potom
moûné bezpe ne uloûi  do databázy. Táto kniûnica ponúka taktieû aj moûnos  zada  heslo
a hash pre porovnanie. V takom prípade kniûni ná funkcia vytvorí z hesla hash, pridá
so  a porovná v˝sledok s hashom zadan˝m v argumente. Návratovou hodnotou je potom
premenná typu bool s hodnotou true ak sú heslá rovnaké, alebo false ak nie sú.
Úprava uloûen˝ch údajov
Dáta z prístupov˝ch terminálov je ob as potrebné pred finálnym spracovaním upravi . Je
totiû potrebné prida  ch˝bajúce údaje, poprípade odstráni  duplicitné hodnoty. Preto sa v
pravom hornom rohu kaûdého zobrazeného  asu vûdy nachádza malé X, ktoré umoû uje
dan˝  asov˝ údaj pohodlne odstráni . Takéto rieöenie bolo vybrané pre svoju intuitívnos 
a uûívate skú oboznámenos  - takéto rieöenie pouûívajú mnohé sú asné po íta ové systémy.
Pred samotn˝m odstránením  asu je vöak uûívate  vûdy poûiadan˝ o potvrdenie vymazania.
Systém vyhodnocuje formát uloûen˝ch dát pre jednotlivé dni. Pokia  je v dátach niektorého
d a objavená chyba, na konci riadku sa zobrazí moûnos  prida  do daného d a  as. Ak je
formát dát v poriadku, na konci riadku sa zobrazí len malá öípka, ktorá slúûi na zobra-
zenie moûnosti prida   as. To plní dvojitú úlohu. Po prvé to zvyöuje preh adnos  stránky,
pretoûe uûívate  sa tak jednoduchöie zorientuje ku ktorému d u pridanie  asu patrí. Po
druhé to zniûuje nároky stránky na po íta  uûívate a, pretoûe kaûd˝ vstup  asu funguje cez
JavaScript.
Pridanie  asu
Po kliknutí na vstup  asu sa objaví okrúhly ciferník vyobrazen˝ na obrázku 4.4, na ktorom je
moûné  ahaním ru i ky po obvode navoli  hodiny a následne je moûné rovnak˝m spôsobom
zvoli  aj minúty. Kliknutím na hodiny, resp. minúty je moûné prepína  medzi nastavovaním
jedného alebo druhého. Je moûné zapnú  aj moûnos  automatického prepínania, kedy sa
po navolení hodín automaticky prepne na vo bu minút a naopak, no túto moûnos  som
po chvíli testovania vypol, aby zbyto ne nemiatla uûívate a. Tak˝to typ vstupu bol zvolen˝
preto, aby bol  o moûno najintuitívnejöí a jednoducho ovládate n˝ aj z tabletu. Po potvrdení
navoleného  asu sa  as zapíöe do vstupného polí ka  asu. Kliknutím na tla idlo prida  sa
 as odoöle na server kde sa pridá do databázy.
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Obr. 4.4: Rozhranie pre navolenie  asu príchodu alebo odchodu.
Správa zamestnancov
Druhou hlavnou podstránkou je správa zamestnancov. Na tejto podstránke je moûné prida 
nového zamestnanca, alebo upravi  údaje uû existujúceho zamestnanca. Taktieû je moûné
zaökrtnutím moûnosti “povoli  prístup do systému” ur i ,  i bude ma  dan˝ zamestnanec
prístup do webového rozhrania dochádzkového systému. Po zaökrtnutí tejto moûnosti sa
objavia vstupné polia pre zadanie prihlasovacích údajov pre zamestnanca. Nezaökrtnutím
tejto moûnosti sa prístup do systému pre daného zamestnanca zakáûe, aj ak ho mal pred
prevedením zmien povolen .˝
Obr. 4.5: Vstupn˝ formulár pre pridanie zamestnanca do systému.
4.2 Komunikácia terminál-server
Rovnako ako webov˝ server, aj server pre komunikáciu s terminálom je naprogramovan˝ v
jazyku Node.js. Do hlavnej aplikácie je pripojen˝ ako modul. Takéto rieöenie umoûnilo pre-
poji  oba servery do jednej aplikácie, takûe spolu môûu navzájom jednoducho komunikova 
a vyuûíva  spolo né  asti kódu. Zárove  sú vöak oba kódy oddelené,  o zlepöuje preh ad-
nos  kódu. Modul pre komunikáciu s terminálom vyuûíva “net” modul jazyka Node.js pre
vytvorenie oddeleného servera od webového servera, ktor˝ prijíma spojenia na porte 6969.




Aplikácia pre prístupov˝ terminál je implementovaná v jazyku C++ s pouûitím frameworku
QT. Celá aplikácia je objektovo orientovaná. Tvoria ju ötyri základné objekty - network,
database, GUI a sensorReader, ktoré sú spolu prepojené pomocou systému QT signálov
a slotov. Je to alternatíva ku klasickému zasielaniu správ medzi objektami, no objekty na
seba nemusia ma  navzájom referenciu. Jednotlivé signály a sloty je moûné navzájom prepo-
ji  volaním funkcie “QMetaObject::Connection QObject::connect(const QObject *sender,
const char *signal, const QObject *receiver, const char *method, Qt::ConnectionType type
= Qt::AutoConnection)”. Po vyvolaní signálu je potom automaticky zavolaná pripojená
metóda (slot) a sú jej predané vöetky parametre zadané signálu.
Objekt network má na starosti sie ovú komunikáciu. Akéko vek poûiadavky na server
sú posielané práve cez tento objekt, ktor˝ udrûuje konötantne otvorené spojenie na úrovni
socketu s  as ou servera pre terminály. Po prijatí odpovede na poûiadavku o tejto udalosti
informuje objekt, ktor˝ poûiadavku zaslal, alebo objekt, pre ktor˝ je odpove  ur ená, ak sa
nejedná o ten ist˝ objekt.
Objekt sensorReader slúûi pre komunikáciu prístupového terminálu s pripojen˝mi sen-
zormi RFID  ipov a senzorom odtla kov prstov. Po prijatí správy od senzora prepoöle
na ítané údaje objektu database, ktor˝ vyhodnotí vstupné oprávnenia a pokra uje v spra-
covaní,  ím sa úloha objektu sensorReader kon í.
Objekt database sám o sebe nevykonáva ûiadne akcie. Miesto toho  aká a reaguje na
správy od in˝ch objektov. Jednou takou správou je napríklad prijatie databázy od sie ového
objektu. V takom prípade objekt databázu uloûí. V prípade správy od objektu sensorReader
o na ítaní kódu z priloûeného  ipu sa objekt pokúsi nájs  kód v databáze zamestnancov.
Ak je kód nájden ,˝ prístup je povolen˝ a objekt informuje objekt network o tejto udalosti.
Sie ov˝ objekt následne zabezpe í zápis tejto udalosti do databázy servera. V prípade, ak
na ítan˝ kód v databáze nie je nájden ,˝ povaûuje sa pokus o vstup za neoprávnen .˝ V oboch
prípadoch je odoslaná správa do objektu GUI pre vykreslenie informácie o (ne-)rozpoznaní
zamestnanca na display.
Uûívate ské rozhranie aplikácie je zobrazené na obrázku 4.6. Zachytené bolo v momente,
ke  som k  íta ke RFID  ipov priloûil  ip uloûen˝ v databáze v mojom osobnom zázname.
Zariadenie úspeöne overilo identitu, odoslalo poûiadavku na uloûenie prístupu do databázy
na server a na obrazovke vypísalo meno zamestnanca, teda moje meno.





Cie om tejto bakalárskej práce bolo preskúma  sú asnú ponuku prístupov˝ch terminálov a
dochádzkov˝ch systémov na trhu, preskúma  moûnosti rôznych senzorov, ktoré sa pouûí-
vajú pre identifikáciu osôb, navrhnú  a implementova  terminál zaloûen˝ na Raspberry Pi,
navrhnú  a implementova  dochádzkov˝ systém pre zber a správu dochádzky a otestova 
v˝sledn˝ systém.
Podarilo sa mi splni  vöetky body zadania. Poûiadavkou bolo v˝sledn˝ systém aj otesto-
va . Systém ako celok som preto pred odovzdaním práce chcel nasadi  do plnej prevádzky.
Z  asov˝ch dôvodov sa mi vöak v tomto systéme nepodarilo implementova  vöetky sú asti,
ktoré som chcel implementova . Aj preto som systém nemohol nasadi  do prevádzky. Po as
v˝voja som vöak niektoré  asti systému konzultoval s kone n˝mi uûívate mi a niektoré  asti
som následne upravil tak, aby lepöie sp  ali ich poûiadavky.
V˝sledn˝ systém je moûné pouûi  ako prístupov˝ terminál a dochádzkov˝ systém. Stále
mu vöak ch˝bajú niektoré pokro ilejöie sú asti, ktoré by umoûnili nasadi  systém do plnej
prevádzky. Príkladom tak˝chto sú astí, je napríklad senzorová doska, ktorú som pre túto
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• Aplikácia pre prístupov˝ terminál
• Webová aplikácia pre dochádzkov˝ systém
• Súbory návrhu senzorovej dosky pre program Eagle
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Príloha B
Schéma zapojenia senzorovej dosky
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