The optimization version of the cavity method for single instances, called Max-Sum, has been applied in the past to the Minimum Steiner Tree Problem on Graphs and variants.
The cavity method has been developed for the study of disordered systems in statistical physics and has been employed in recent years for the design of a family of algorithmic techniques for combinatorial optimization. Among these, it has been shown that series of network optimization problems including the Minimum Steiner Tree (MStT) problem and variants, e.g. the Prize-Collecting Steiner Problem on Graphs (PCSPG), can successfully be described by a model with local constraints and solved (at least on certain families of instances) with a variant of the cavity method for optimization, specifically the reinforced Max-Sum algorithm. The MStT has applications in many areas ranging from biology (e.g., finding protein associations in cell signaling [1] [2] [3] ) to network technologies (e.g., finding optimal ways to deploy fiber optic and heating networks for households and industries [4] ).
We will describe the main problem and variants in the rest of this section. On Section II we will describe the model we will use to represent the optimization problems. The formulation presented here is based on edge variables as opposed to vertex variables in the "pointer-depth" formulation used in [2, [5] [6] [7] . On both representations, the diameter of the solution tree is bounded by a parameter that both affects the computation time of each iteration and is intimately related to convergence properties. However, specially on 2-dimensional and 3-dimensional instances, the diameter of the solutions grows much faster with the system size with respect to random graphs (as a power of the system size instead of the logarithm of it). We propose an alternative formulation (the flat model)
in Subsection III E that overcomes the a priori bound on the diameter, and that is made possible by the new edge-variables formulation.
In real-world instances, the de-correlation hypotheses behind the cavity equations are seldom accurate. The reinforced Max-Sum equations are partially able to overcome this inaccuracy by using intermediate results to slowly bootstrap the system into one with large enough external fields on which the equations are more accurate. However, in such a slow procedure no solution is found on intermediate steps before the final convergence, if ever, arrives. This is a big drawback for real-world optimization, as alternative algorithms, either based on local search heuristics or linear programming, can on the contrary provide reasonably good solutions on intermediate steps. In this work we study the practical problem of obtaining solutions within constricted time limits, by implementing fast heuristic methods to construct good trees from partial results while the main computation is in course. This will be described in Section IV.
We will present results on low-dimensional and scale-free graphs on Section V, and finally describe the results of the 2014 DIMACS Challenge on Section VI, in which the algorithm developed in a preliminary version of this work participated. In order to participate on the challenge, a strategy to determine the various parameters of the algorithm without human intervention was devised in order to make the optimization algorithm fully automatic as per the challenge rules. We consider the results obtained on the challenge to be very promising, specially considering the fact that competing algorithms were based on industrial-grade commercial solver libraries while our approach can be implemented in a few hundred lines of plain C code.
A. Definition
In this section we will define the Rooted Steiner Tree Problem (RSTP) on graphs.
The Rooted Prize-collecting Steiner tree problem.
Given an undirected graph G = (V, E) with positive real weights w ij > 0 for (i, j) ∈ E associated with edges (w ij could be different from w ji ), non-negative real prizes c i associated with i ∈ V and a single root vertex r ∈ V , we consider the problem of finding a directed tree T = (V T ⊂ V, E T ⊂ E) rooted at r that minimizes the cost or energy function:
That is, we seek
Without loss of generality, we can assume the minimum in (2) to be unique, by eventually adding negligibly small random noise to weights w ij . Nodes with c i > 0 are called profitable vertices, or sometimes generalized terminals (or even terminals) by extension of the classical Steiner Problem on graphs where subset of terminal nodes must be included in the tree.
The following problems can be trivially (polynomially) mapped into RSTP: Prizecollecting Steiner Tree Problem (PCSPG), Steiner Tree Problem on graphs (SPG), Group
Steiner Problem (GSPG), Minimum Weighted Steiner Trees (MWM). We will discuss some specific mapping issues in Section IV C.
II. THE MODEL

A. Variables
Consider a rooted (directed) tree T , a feasible solution of the RSTP defined in Subsection I A, in which the maximum allowed distance between any leaf and the root is parametrized by D (we say that the tree is D−bounded). From T , we will define for each oriented (i, j) ∈ E an integer variable d ij ∈ {−D, . . . , D} as follows. For each directed edge (i, j) in E T (directed edges in E T will be assumed to point to r), d ij will be the distance (in hops), or depth, from i to r along the tree. That is, d ij is the length of the unique simple path
The sign of d ij will define unambiguously the orientation of edge (i, j) in the tree with respect to the root r. For edges such that
be henceforth called a representation of T . It is easy to verify that the mapping T → d
is one-to-one: the inverse mapping is
B. Constraints
We would like to switch to an optimization problem on the vector d that mirrors the RSTP one. In order to ensure that the (V d , E d ) are trees, we will need to impose rigid constraints on the vector d besides the antisymmetric condition. This will be implemented as a family of local constraints on sub-vectors of variables
where the symbol V (i) will denote the neighborhood of i,
For each node i we define a proper compatibility function ψ i (d i ), that is equal to one if the constraints are satisfied and zero otherwise. As the sign of d ij represents the orientation of edges along the tree (with d ij > 0 if j is closer to r than i), two mutually excluding situations can occur in the neighbor of i. Either i does not belong to T , and so 
node r is special, as there is no neighbor closer to r than itself; i.e. for each k ∈ V (r), d kr is either 0 or 1. Symbolically, admissible configurations of d i can be encoded by the nonzero arguments of the following compatibility function:
where δ denotes the Kronecker delta. Once ψ i are defined, a cost function H (we will use the same symbols as the one for trees) can be defined for variables d such that vectors d with finite H(d) represent some tree T , and in such case, H (T ) = H (d):
where I is the indicator function which takes value 1 if the argument is true or 0 otherwise. Then we can substitute (2) with
A. Belief Propagation equations
The Belief Propagation (BP) equations (or Replica-Symmetric Cavity Equations in Statistical Physics), are a set of equations to describe approximately a Boltzmann-Gibbs distribution in terms of some of its marginals. The Boltzmann distribution is in this case a probability measure on the space of all Steiner Trees on G (represented by vectors d),
where lower cost trees have larger probability in a way that is dependent on a positive value β called the inverse temperature. The corresponding Boltzmann distribution is in this case:
where the β-dependent constant Z (called the partition function) can be obtained by the normalization condition of the probability measure P . When β → ∞, the distribution concentrates on the optimal tree(s). The marginal function P (d ij ) (defined with a slight abuse of notation using the same symbol P ) consists in the quantity
Calculating marginals is generally hard in computational terms but extremely useful;
for example, in the β → ∞ limit, knowing the value of a marginal gives crucial information on the state of variable d ij in the optimal configuration(s). It is easy to see that this calculation can be used recursively to compute the optimum itself.
The BP equations are a set of fixed-point equations for modified or cavity marginal functions. They can be shown to become asymptotically exact for some models on certain types of random graphs in the limit |V | → ∞. On single instances, the Belief Propagation equations are widely employed for inference in various contexts, including telecommunication and visual stereo recognition. The equations are exact on any acyclic graph and correspond to a dynamic programming solution for the corresponding inference problem. We will not enter here into details on the nature of the approximation behind the equations; we refer the interested reader to [8] .
The cavity messages for our model are m ij : {−D, . . . , D} → [0, 1], also called messages, and its general expression [8] can be written for this particular model as follows:
where
The proportional sign ∝ above hides a normalization constant that can be computed a posteriori after the computation of the rest of the right-hand side of (8) for all values of d ij . Notice that the computation of this constant is fundamentally easier than the computation of the partition function Z in (5), as the corresponding sum involves only 2D + 1 terms rather than an exponential number. On a fixed point, an approximation for the marginals P (d ij ) is given by
The equations are normally employed as follows: a numerical solution for the fixedpoint equations (8) is sought by iteration from a random initial condition, and, on the fixed point, (9) is applied to obtain (approximated) marginals.
B. The β → ∞ limit: Max-Sum equations
As we are interested in the optimization problem, we will take the β → ∞ limit of (5)- (6) . As standard (see e.g. [8] ), one performs a change of variables into cavity fields
For β → ∞, local fields H ij give very valuable information about locally restricted optima:
from which a global optimum can be easily computed. We substitute the change of variables into (8) − (9), to obtain in the β → ∞ limit the Max-Sum (MS) equations:
where C, C are additive constants (i.e., that do not depend on d ij ) that can be computed after the rest of the right-hand side, and ensure that
0; such condition corresponds to the normalization constraint on messages m ij and marginals P ij for finite β. For shortness, we will drop from now on the additive constants in the equations.
As with BP, MS equations are normally solved numerically by repeated iteration of (10) . On a fixed point, (11) is computed and then, for each H ij , we perform the maximum
If this maximum in (12) is unique, a tree can be reconstructed by using the inverse mapping defined in Section II. Variables d ij are called decisional variables.
Notably, it can be shown [5, 7] that MS equations are exact on arbitrary graphs for the Spanning Tree problem, i.e. when a positive large enough constant c is associated with each node i ∈ V . If a fixed point is found and the maximum d ij are non degenerate (i.e. the maximums are unique), then they form the representation of the (then unique)
Minimum Spanning Tree. The degeneracy requirement can be relaxed by adding to edge weights random noise terms r ij , negligibly small with respect to w ij .
C. Reinforcement
For the Minimum Steiner Tree or Prize-collecting Steiner Tree Problem, iteration of
Equations (10)- (11) very seldom converge. Nevertheless, there is still valuable information in local fields before convergence. The following strategy can be applied [6, 7, 9] : add a reinforcement term to (10) , that progressively bootstraps the model into an easy one in the direction of a feasible configuration.
The dynamical equations are:
where γ t is called the reinforcement factor. The factor γ t is increased in a linear regime γ t = γ 1 t, where the parameter γ 1 is typically small, for instance taken in the interval 1 , as it is observed that the process generally stops when γ t 1. For best results, γ 1 should be small (so the bootstrapping procedure is slow) and it is crucial to have an extremely efficient computation of the 2D |E| values on the left of (13). As we will see, these can be computed in time Θ (D |E|).
D. Efficient computation of the equations Equation (13) requires the computation of a maximum over a set of (2D + 1) 
Let us consider any i = r. Suppose first d ij > 0. Then, in order for ψ i to be 1, it must be that
The above equation can be clearly computed for all j ∈ V (i) in Θ (D |V (i)|) operations (first computing the sum, then subtracting one term for each neighbor). For i = r,
Note that A = max k∈V (i)\j A k , where
erations, the first two maxima A k 1 , A k 2 can be computed along with k 1 , the position of
Finally, the case d ij = 0 is similar to the one with d ij < −1 and can be computed by reusing the computation above:
In summary, (13) 
We will allow this situation (the flat rule, to differentiate it from the normal rule (3)) for a node v s only if: (i) v s is not a terminal and (ii) v s has degree exactly two in the tree (i.e. no other neighbor besides v s−1 and v s+1 ). These two conditions ensure that (optimal) configurations satisfying this relaxed set of constraints represent trees; extra cycles with identical depth, containing no terminal, can of course be present, but are suboptimal in terms of cost. In symbols, we would use instead of the compatibility function in (3),
Two remarks are in order: the correspondence between a tree T and a representation d is no more one-to-one: different vectors d represent the same tree T (because in a nonbranching path inside T , depth can either increase or not increase). Moreover, as we have seen above, some allowed configurations d now do not represent any tree (because they may have extraneous disconnected cycles). Nevertheless, such apparent inconsistencies are not problematic. To see this, consider the following two statements: For unbounded D, consider d the most compact representation for an optimal tree T , i.e. no depth increases in any non-branching, non-terminal vertex on the tree.
Consider the unique simple path (r = v 0 , . . . , v k = l) from the root to a leaf in T .
We will prove that
where K i is the number of terminals different from i in the subtree T i rooted at i. As in an optimal tree, every leaf should be a terminal, the proposition would be proved by considering i = k−1,
Let us prove it by induction on i. The result is clearly
Suppose the result true for some
There are two cases to consider:
non-branching and c v i+1 = 0 (otherwise the flat rule cannot be applied). But then
In the second one because the subtree T j will necessarily have at least one leaf that must be a terminal.
Thus by (1)- (2) we can deduce that the flat mode is not less convenient than the normal model in terms of solutions, i.e.
and also that for D ≥ |K|, the flat model is complete, i.e.
and d = arg min H (d) is a representation of the optimal tree.
To give an example we plot in Fig. (1) a feasible solution of the RSTP for a small graph in the branching and in the f lat representation. For sake of simplicity terminals are displayed as squares, the root as a triangle, and numbers close to edges represent the decisional variables different from zero. In the normal model, starting from leaves {0,1}, all hop-lengths decrease if we make a step in the direction of the root, in this case from left to right. In the flat representation, proceeding from the root "2", we first encounter node "3" and, since it is a terminal, so the depth must increase. After that, being "4"
neither terminal nor a "branching node" and having degree exactly two within the tree, the depth can remain equal to 2. Node "5" is not a terminal but has degree 3 and so we must increase the depth on children branches. Nodes {6, 7, 8} are not terminals and in the cycle of Fig. (1) have degree 2; thus this disconnected component can be present in a feasible configuration for the flat model but is energetically inconvenient and it will be discarded by minimization of the energy. Finally, the computation for the corresponding (13) for the flat model can be also carried out in overall time proportional to D |E| per iteration. The MS equation is
The term M corresponds to the MS equation for the normal model that can be computed as described in Subsection III D. For i such that c i = 0, the term M f lat will be computed as follows. For
The restricted maxima in (29) for all neighbors j ∈ V (i) can be computed in time
For each d > 0, the internal max can be computed for all j ∈ V (i) again in time
proportional |V (i)|, in a way similar to the one described in (20) but this time recording the first three maximums of the quantities in braces instead of first two. In summary, also using the flat rule the number of needed elementary operations per iteration is Θ (D |E|).
IV. A BELIEF PROPAGATION-INSPIRED HEURISTICS A. Pruned Trees
One drawback of the MS heuristics with respect to local search based ones consists in the fact that until convergence of the algorithm, decisional variables are in a state of inconsistency, incompatible with a single feasible solution of the problem. A way of obtaining feasible trees after a few iterations, but long before convergence, is to use simple heuristics for the SPG and for the PCSPG that use information carried by MS fields instead of the original edge and node weights. This procedure will be carefully designed so that in case of convergence of the MS equations the outcome of the heuristics is identical to the solution given by the decisional variables of the MS solution. These strategies become helpful and decisive when we deal with limited available time, especially for very large instances, and of course in cases in which plain MS equations do not converge.
To give an example we plot in Fig. (2) the outcomes of the heuristics (labelled as "N", "J" and "W" which are described in Subsection IV B) and MS, before convergence of the algorithm, for one of the instances of 11th DIMACS Implementation Challenge, the cc3-12nu instance. Points represent feasible solutions to the PCSPG at any time while we trace the minimum of the energy provided by each variant using a dashed line. At time zero we plot the energy of the trivial solution in which the tree only contains its root. We see that after few hundreds of seconds the heuristics can give a more energetically favored solution which improves in time until it coincides with the MS energy at convergence. At each iteration t we compute a set of modified weights w t ij of the graph G = (V, E) which are functions of the local fields H t ij or cavity fields h t ij . We build a feasible Steiner tree on this re-weighted graph as follows. First, we compute a spanning tree T H (V H , E H ) (using either (a) Minimum Spanning Tree (MST) or (b) the Shortest Path Tree (SPT) by Prim or Dijkstra's algorithm respectively). Afterwards, we apply the following pruning procedure: starting from each leaf node i ∈ V H with V (i) = {j}, we check whether w ij > c i . In this case adding node i to the solution is energetically unfavorable and we delete i and (i, j) from T H . We recursively repeat this procedure until no such leaf is found. Weights w t ij will be computed in two alternative ways:
1. Reweighting edges. A first way uses only information contained in cavity fields
. This quantity will be strictly positive if the decisional variable d ij = 0 and will be zero if d ij = 0.
Reweighting nodes.
A second way of assigning auxiliary costs to edges takes into account the prediction of MS regarding the presence of each vertex i in the solution.
From the equations, a decisional variable can be assigned to the presence of node i at depth d ≥ 0 by setting
We will thus force the presence of nodes i such that
adding a large prize C to edges connecting nodes not satisfying this property.
Goemans-Williamson heuristics
For the PCSPG, in addition to the MST and the SPT, we implement the GoemansWilliamson (GW) algorithm. For the theoretical reasoning and a detailed description see [10] and [11] . Here we briefly explain the main steps of the algorithm and how we modify the weights and the prizes of the graph in order to include the (partial) MS result within the heuristics.
The algorithm consists in two steps, the "growth" stage and the "pruning" stage. In the first one we partition vertices in clusters that are merged and ignored during the iterations until one significant cluster remains; the more a cluster contains profitable and low cost connected nodes, the more the cluster will have the chance of being the final one. The second stage finds a solution of minimum energy for the PCSPG within the nodes of the final cluster.
Before applying the algorithm we modify prizes and weights in the following way. For each node we compute otherwise it keeps its original prize. In this way we favor those clusters containing nodes with zero original prize but predicted by MS as Steiner nodes. Moreover, we modify edges connecting nodes i : h i < 0 by adding C to the original weight so that clusters whose members are not included in MS solution are penalized.
B. Labeling
Several approaches and techniques have been proposed in Subsection IV A, most of them were not present in the original algorithm that competed in DIMACS challenge.
Experiments are labelled depending on which model, heuristics and assignment of weights and/or prizes have been used. All the features of the final algorithm correspond to the following labels:
• "O": this is the original version of the algorithm which competed in the challenge and appear in the official results as "polito". It consists in the Max-Sum algorithm for the normal model joined to the MST; weights are modified as described in
Reweighting edges on the preceding page.
• "N": we implement the MST heuristics in which weights are computed according to Reweighting nodes on the previous page.
• "J": here we use the SPT heuristics and weights are modified as in Reweighting edges on the preceding page.
• "W": the heuristics is the GW reported in Subsection IV A 2.
• "F": we use the flat model described in Subsection III E. If no additional labels are included, we refer to the MST heuristics with modified weights as in Reweighting edges on the previous page.
Path Tree heuristics.
C. Rooting
The PCSPG and SPG variants of the problem are undirected and unrooted but the formalism introduced in Section II needs to select a root node among the profitable or terminal nodes, for the PCSPG and SPG variants respectively. It is always possible to choose a random terminal for the SPG but there is no clear strategy for the PCSPG.
Moreover, the choice of a random terminal for the SPG using the normal model could lead to a suboptimal solution for a limited depth D. Here we propose one rooting procedure for each variant.
SPG rooting
Since the running time per iteration is Θ (D|E|), it is convenient to select as root the terminal that allows a representation with a small parameter D. A straightforward heuristics consists then in finding the terminal for which the maximum hop distance to other terminals is the smallest. This can be computed simply by an application of Breadth-First Search for each root candidate, in time proportional to |K| |E| where |K| is the number of terminals.
PCSPG rooting
The procedure reported in this section is the same used in [7] . Add an extra root node r and connect it to all profitable vertices with extra edges of identical very large weight µ. The optimal PCSPG solution in this modified graph consists trivially in a single node tree {r}, since the addition of anything else carries a cost µ that makes it unprofitable. Nevertheless, the MS algorithm provides additional information besides the non-informative optimal result. Consider the "second" optimum solution of the problem.
The root node r will be connected to one (and only one) vertex of the original graph, since adding additional edge costs equal to µ will be cost-wise inconvenient. This vertex can be identified by computing j * ∈ arg max j H jr (1). Now clearly, nontrivial (unrooted)
solutions of the original problem are in one to one correspondence with r-rooted solutions of the modified problem with only one neighbor of r (and the difference in cost is simply µ). Unfortunately, the information contained in MS fields is insufficient to reconstruct the full "second" optimal tree of the modified graph so a second run of the MS algorithm in the original graph, using j * as root is needed.
D. Reinforcement
As explained in [2, 7, 9] , the reinforcement procedure speeds up and aids convergence of the MS algorithm but adds an additional parameter γ 1 . Smaller values of γ 1 lead typically to better solutions at the cost of longer convergence times. We adopted the following approach: we start the MS algorithm with a large value of γ 1 ∼ 10 −2 . Then we iteratively halve γ 1 and run again MS until γ 1 ∼ 10 −5 . We can stop the loop in γ 1 if the energy gap between the new solution and the old one is significantly small since reducing again the parameter typically does generally not bring a significant improvement.
E. Depth
The depth parameter D is fundamental in the algorithm described in this work. It space where the optimum may be better. Thus we need to guarantee that all profitable vertices, or terminals, can be connected within the tree and then let the algorithm choose the optimal subgraph.
The computation of the minimum value of the depth D min uses again a Breadth-First Search procedure. We start searching from the predefined root and we save the distances, in hops, of the shortest paths between the root and any profitable vertex. We then choose as starting value of D, the maximum value among all these lengths. Notice that for the flat representation D min can be taken equal to the number of profitable vertices.
F. Running schemes
In the following we explain two operative procedures that will be used for different experiments regarding the SPG and the PCSPG variants.
• D-increasing scheme. Once we have determined the proper value of D min as in
Subsection IV E we apply MS and the heuristics following the reinforcement scheme described in Subsection IV D. The process is repeated for increasing values of D until the predefined running time is over.
• D-bounded scheme. Here we run the algorithm using a unique value of D. Simulations stop either because the reinforcement scheme in Subsection IV D or the available time is over.
V. RESULTS FOR SCALE-FREE AND GRID-LIKE GRAPHS
In this Section we report the performances of our new developments for two classes of graphs which model very well real-world networks, namely, the scale-free and the grid graphs. We will show here that the introduction of heuristics in Section IV guarantees feasible solutions after few iterations of MS even for loopy graphs and we will underline the improvements carried by the flat model for particular instances. We show the results of "N", "J" and "W" (combined to the normal or to the f lat model) and we compare them to the results obtained by the "old" heuristic, "O"; quantitatively we compute the percentage gap between the energy given by algorithm x and algorithm y as:
where x represents one of our "new" enhancements and y the "O" algorithm; the more the gap is negative the more x outperforms y.
Experiments were run on a Multi-Core AMD opteron 2600Mhz server, where most of the cases we use the D-increasing scheme in Subsection IV F for a running time of 600 s; if different schemes are used they will be precised in each section.
Most relevant results for single-instance problems are reported in several tables in Appendix A and B that have all the same structure. The first column contains the name of the instances, the second one displays the best energy found by the best algorithm that is reported in the third section. The remaining columns list the running time needed by the best algorithm, the "O" result and the gap computed as in (32) between the best energy and the "O" energy of the "old" algorithm. In some specific frameworks we also propose averaged results over different realizations of the same graph to confirm evidences suggested by single-instance energies.
Instances names give clear information about graph properties. The first letters identify the type of graph, i.e. can be either "SF" or "G" depending on we are dealing with a scale-free network or a grid graph. They also contain the number of nodes and the number of terminals that are followed by letters n and a respectively, while a suffix "-p"
is added for the PCSPG instances. Grid-graph names also reveal the nodes layout on the graph. For instance, the graph G_100x100x2_a10 is a 3d grid graph of size 100x100x2 that contains 20000 nodes, 10 of which are terminals and we aim to solve a SPG.
A. Performances of Max Sum against heuristics
To give an example of the efficiency of the MS-guided heuristics we create 5 grid graphs of size 10x10x10 containing terminals in the range [10, 410] and 5 scale-free networks of 10 3 nodes and 100 terminals with edges in the interval [2991, 10879] on which we solve the SPG. In Table I and II we report the energies achieved by "O" algorithm, MS and the MST without the reweighting scheme introduced by "O". Energies of the MST algorithm are averaged over 10 realizations of each graph, instead, for both "O" and MS we run the algorithms 10 times for each of the 10 instances with different initial conditions and we collect the best energies among the 10 initialitations. Then these energies will be averaged over the 10 instances. The fraction of successes over the 10×10 attempts is reported in the left column of "MS conv". In the right column we count how many times MS converged at least one time over the 10 initializations, and we normalize the number of successes with respect to the number of instances per graph. Results suggest that MS very seldom converge on both families of networks with an average fraction of success of 17/100 for grids and 38/100 for scale-free graphs. The heuristic "O" always outputs a solution but sometimes is suboptimal in terms of energy as we can notice from the comparison with the MS ones. Nevertheless these energies are far below of the ones of the MST heuristic with original edge weights.
The first class of networks on which we run our algorithms is the one of the scale-free graphs. Instances are generated by the Barabási-Albert model also known as preferential attachment scheme. Starting from a N 0 nodes, new nodes are added, one at the time, to the graph. Each new node is attached to m different vertices with a probability that is proportional to the connectivity of the existing nodes.
In our experiments the number of nodes of the graphs is N = 10 4 for SPG instances, while the initial set of nodes N 0 has cardinality m; all graphs have weights distributed according to the uniform distribution in the interval [0, 1].
SPG results
To underline the efficiency of the flat model we perform experiments on sparse scalefree networks of 10 4 nodes and m = 3. We show in Fig. (3 In addition we show the performances for very dense graphs where the parameter m changes in the interval [10, 500] and we set a = 1000. As reported in Table III the "NF" variant achieves, for single-instance runs, the best performance as long as the number of edges is not very large. As m increases the "N" variant outperforms all the other variants reaching gaps with respect to "O" that seem to increase, in absolute value, as we increment the number of edges. Regarding the SPG, best solutions for single-runs are obtained through the "F" variant despite the gap with respect to the "O" algorithm is on average equals to -0.2 %. Besides, for graph containing a large number of terminals, the most performing algorithm is the "NF". As shown in Table IV for the PCSPG the "F" and "O" variants achieve very close results except for graph G_100x100_a10-p where the "W" heuristic reaches a gap of -5 %.
3d grid-graphs
Instances are 100x100x2 grid-graphs whose links have weights distributed uniformly in [0, 1] and whose terminals, for PCSPG only, have prizes in the range [0 3]. We investigate different regimes depending on how many terminals are placed on the graph.
Regarding the SPG variant, as illustrated in Table V , the "F" variant more often
gives the best solution in the case of graphs with few terminals probably because here the "depth" for the "F" algorithm is the number of terminals which is much smaller than the parameter D min computed as in Section IV E.
This statement is confirmed by the statistical measure of the energies and the gaps as a function of the number of terminals that is shown in Fig. (4) . For the PCSPG we investigate how energies changes when the number of terminals is in the range [3000, 10000]. Single-instance results suggest that the "O" variant outperforms all the other up to a ∼ 4000 where we observe that "N" and "NF" algorithms achieve best results with a gap that decreases for increasing a as reported in Table VI. To fairly compare the results of the heuristics "O", "N", "J" and "W" in this regime, we perform several simulations for each graph as a varies in [3000, 10000] and we compare the averaged outcomes in Fig. (5) . While the "J" variant attains energies as similar to the "O" ones as a grows, the "N" and "W" heuristics increase their respective gaps as a increases. 
VI. RESULTS OF THE DIMACS CHALLENGE AND STENLIB INSTANCES
Here we show the results of the MS algorithm combined to greedy heuristics for the SPG and PCSPG benchmark chosen for DIMACS Challenge. These instances have been selected to be particularly challenging (often the optimal solutions are not known) and to be representative of the whole set available here: http://dimacs11.cs.princeton. edu/competition.html. Additionally we report our results for a set of hard instances, called PUC, where most of the optimal solutions are still not known.
For both SPG and PCSPG variants we will need to compare outcomes provided by different algorithms or to measure the improvements of the new algorithm. According to the rules of the official competition, we use as comparison metrics the Primal Bound (PB) that is the best solution found in a fixed running time and the gap, computed as in (32), between algorithms x and y that will be specified in the following sections. Absolute values of the PB and the respectively gaps are collected in tables which are all displayed in Appendix C. Notice that official results are often rounded to the first decimal place and this may slightly affect the accuracy of the gaps.
As for the scale-free and grid graph, simulations were run on a Multi-Core AMD opteron 2600Mhz server, which is slightly slower than the cluster on which the challenge simulations were performed. Nevertheless, we compared the results obtained in the challenge by our submitted code on our local server with the same time limit, and the gaps of the primal bounds between "O" and "polito" are on average ±0.3% for all instances, well inside the confidence interval for these simulations. Thus we are sufficiently confident that new results can be also compared fairly with those of the challenge.
A. SPG results
Preprocessing
Regarding the SPG problem, a common approach is to apply some reduction or preprocessing techniques to instances. Preprocessing may significantly modify the original graph but in a way that an optimal solution of the reduced graph can be easily mapped into the minimum Steiner Tree of the original problem. The advantages of preprocessing consist in a speed up of the convergence and, often, a clear improvement of the solutions. In this work we use the preprocessing feature of the nice package Bossa, http://www.cs.princeton.edu/~rwerneck/bossa/.
We use the label "pre" for the results in which instances are preprocessed before the application of the algorithm. In all cases in which it was measured, the running time include the preprocessing time.
Results for the D-increasing scheme
In the following we present the best Primal Bounds among all variants of the algorithm labelled according to Section IV B. Experiments are performed as in the D-increasing scheme in SectionIV F where the running time is set to be of 7200 s.
Results are displayed in Table VII . The second column reveals the best Primal Bound found using our algorithms while the third one displays which model and/or heuristics reach such results. In the third section we report the running time of our fastest performer which is specified in brackets. The last two sections are devoted to the comparison between the best new performance and the "polito" PB.
Generally we improved our old "polito" results with some significant gaps of -5.87 % and -4.11 % for word666 and es10000fst01 instances respectively. Furthermore we notice that, globally, all "N-like" options outperforms the other variants.
In Table VIII we compare our new results to the best results of the competition. For each instance we show our PB, the best PB found in the challenge, where in brackets we report the performer that attained such result, and the last column contains the gaps between the two energies computed according to (32). Despite we are quite far from the best known bound for some instances (for example alut2625, lin36 and lin37 whose gaps are higher than 10 %), we generally approached the performance of the best challengers of the competition. Moreover, we further improved the best known energies of some solutions, like for the i640-341 and the "cc12 -like" instances; such primal bounds are reported in bold letters.
Motivated by the performances of the "N-like" algorithm and by the improvements obtained on the "cc12 -like" instances, we run "Npre" on the entire set of the PUC instances to which these graphs belong. Results shown if Table XIII and XIV reveals that we achieve optimal performances since all gaps between Npre and the best known energies are smaller then 0.80 %. Moreover, we reach new best known bounds for cc10-2p, cc11-2p and hc11p instances.
Results for the D-bounded scheme
To underline the differences between the branching and the flat model, we run again the algorithm using the D-bounded scheme in Section IV F on page 23 imposing the depth equals to the number of terminals. The running time is set to 1200 s for these experiments.
For each heuristic, "N", "O" and "J", we compute the time interval for which the same heuristics combined with the flat model, "NF", "F" and "JF", provides a better solution then the normal model; the same experiment is performed for the pre-processed instances.
In Fig. (6) For several instances the time threshold is equal to zero, meaning that the branching representation is always better than the flat one. A threshold of the order of hundreds of seconds appears for several instances while for es1000fst101, a rectilinear graph, and the G106ac, a "Vienna class" graph, the time interval in which the flat model (combined to almost all the heuristics) provides the best solution is significantly large.
B. PCSPG results
Here we show the performance of our new enhancements "F", "J", "N" and "W" for the PCSPG variant. As for the SPG case we first collect our best primal bounds and we compare them to the "polito" results of the challenge. Afterwards, we show the measure of the gap with respect to the three best algorithms of the competition, "KTS", "staynerd"
and "mozartballs". We perform simulations using the operative scheme in Section IV F for a running time of 7200 s.
As plotted in Table IX we find that the best performer is "F" that outputs the best PB for 27 instances over 32 but the more significant improvements are given by "W"
for the K400-7, hands04 and handbd13 instances with a gap of -7 %, -10% and -27 % respectively; the fastest performer instead is the "N" variant.
In Table X we show the results of our best performers compared to "KTS", "staynerd", "mozartballs" and "polito" algorithms of the competition. Energies are now well comparable to the best known PB with an average gap of 0.1 % for 29 instances. Moreover, we achieve the best known energy for hc10p, hc11u, hc12u and cc12-2nu by our new algorithm; these results are reported in bold letters in Table X . Note that additionally, for the instance hc12p, the best known energy is the one obtained by "polito", i.e. the "O" variant.
C. Non-reweighting scheme results
In order to underline the improvements of the MS-based reweighting scheme for these hard instances, we compare them to the PB provided by the heuristics (pruned Minimum Spanning Tree, pruned Shortest Path Tree and Goemans-Williamson heuristics) for the SPG and PCSPG instances with original weights on edges. As reported in Table XI and XII energies in columns "MST", "SPT" and "GW" (for Prize-collecting only) are far from being comparable to the performances of the re-weighted scheme, labelled as "MS reweighting", and thus to the state-of-the-art algorithms of the challenge.
VII. CONCLUSION
In this work, we presented several improvements for a message-passing approach to several variants of the Steiner Tree Problem on graphs. A first improvement is the incorporation of heuristics that are able to transform partial information coming from an intermediate state of the messages before convergence into feasible solutions. This may be useful when the computation time at disposal is short, but it is of particular importance because it forces the algorithm to output solutions even in cases in which the tree-like approximation is inaccurate and reinforced Max-Sum equations do not converge.
This resulted in the variant that we called "O" in this manuscript, that participated in the 2014 DIMACS Challenge with encouraging results. We give a detailed report on the outcome of the Challenge.
With respect to the results in the Challenge, we report here several further improvements, including two different heuristics, the "W", "N" and "J" variants and their combinations. Many strategies have been explored and reported here, with the outcome that the "N" variant is the best overall, but some of the other variants give advantages for some instance types. During this development we derived an "edge variables" formula- 
