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Abstract
Creating cross-platform compatible software is a major issue in a world where users
utilize a variety of devices and platforms. To ensure that a piece of software is accessible to as
many users as possible, software must be cross-platform compatible. There are four main
approaches that can be done to achieve this state of being cross-platform compatible, each with
both advantages and disadvantages. These methods are: creating the software as separate
binaries, using a scripting language with a cross-platform interpreter, compiling to an
intermediate language, and creating the software as a web application. This paper will discuss
how each of the methods enables cross-platform compatibility, along with analyzing what the
distinct benefits and downsides are of using each method. By knowing the advantages and
disadvantages of each, developers can use this knowledge to build better and higher quality
software that is cross-platform compatible.

Key words: cross-platform, software, platform, device, operating system, intermediate language,
scripting language, compiler, interpreter
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Introduction
In a world where there exists a multitude of different devices and operating systems that
users utilize on a daily basis, cross-platform compatibility has never been more important. In
order to make software as accessible to as many people as possible, it is critical to ensure such
software is cross-platform compatible. The process of creating cross-platform compatible
software is not always an easy task, but fortunately there exists a variety of methods to do so.
These methods range from using intermediate languages to designing the software as a web
application. So exactly how effective are these methods in resolving this issue? What benefits
and downsides do each of these methods bring?
Numerous qualities will be examined to determine the effectiveness of each method,
including performance, maintainability, and testability. These qualities will help demonstrate the
strengths and weaknesses of each method, and can help determine which method may be most
suitable for a given software project.

What is a platform?
Before delving deeper into the issue, it is vital to first define what exactly a platform is,
and what exactly it means to be cross-platform compatible. By definition, a platform refers to an
environment - such as an operating system, hardware, web browser, or even other software where a piece of software can be executed [1]. The most common platforms that most developers
focus on are operating systems (such as Windows, MacOS, Linux, Android, and iOS) and web
browsers - which all comprise a majority of platforms used by common users [2]. Of course,
each of these platforms are built differently and thus software must be compatible with the
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architecture of the platform in order to be executed on it. This is where the idea of cross-platform
compatible software comes in.

What is cross-platform compatible software?
Cross-platform compatible software, in the most simplest terms, is a piece of software
that can run on more than one platform [3]. Some can only run on as few as two platforms, while
others can run on almost any platform - but still both such examples are considered
cross-platform compatible. This leads into the most important question, how to create software
that is cross-platform compatible. There are a multitude of solutions that exist that can resolve
this dilemma. However, not all solutions are equal in their approach, and some may leverage
certain advantages against others. For this reason, it is important to consider each of these
methods and how effective they are when creating cross-platform compatible software.

Methods to make cross-platform software
Overall, there are four main methods to create cross-platform software - each employing
an unique strategy to ensure cross-platform compatibility. The four methods in particular are:
creating separate binaries for each platform, using a scripting language with a cross-platform
interpreter, compiling to an intermediate language, and creating the software as a web
application. Though there are some other techniques outside of these ones, these methods can be
considered the most common ways to ensure cross-platform compatibility for software. And
even though the process each method follows is different, each will allow a piece of software to
be cross-platform compatible.
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Method 1: Create separate binaries for each platform
It is common for software to be distributed in the form of binary files for the platform it
was developed for. As such, this method expands on this to allow for cross-platform
compatibility by simply creating an executable binary file for each platform needed. Sometimes,
a single codebase can be used to compile separate binaries for each platform. However, it is
possible that code must be ported in order to run properly on a given platform. This can result in
the need for multiple codebases for a single piece of software with each codebase corresponding
to a specific platform. Figure 1 demonstrates how this process flow functions.

Fig. 1: Creating separate binaries process flow
As seen in this example, source code is created for platforms 1 and 2 which can then be
compiled to individual binary files for both platforms. However, platform 3 requires the source
code to be ported, which results in separate code that can be compiled into the binary for
platform 3. Once all the binaries have been created, they can be distributed to users who can
select the binary that matches their platform.

Method 2: Use a scripting language with a cross-platform interpreter
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This method is a very popular method among many modern languages. Instead of having
to compile to a platform-specific binary for each platform, a platform-specific interpreter is
provided to users which can run the scripting language through interpretation.
But what is a scripting language? A scripting language is simply a programming language that
runs through an interpreter instead of being compiled into an executable binary [4]. This means
that if an interpreter is available for a platform, then code written in a scripting language should
be able to run on the platform as well. However, if the interpreter is not available on a platform,
then that code will not be able to run on the platform. As such, it is important that the interpreter
is available on multiple platforms in order for this method to work properly. With this method,
only a single codebase needs to be maintained. Figure 2 illustrates the process of this method.

Fig. 2: Using a scripting language with a cross-platform interpreter process flow
Here, the source code can simply be passed to an interpreter. Then, the interpreter
interprets the source code which allows the code to be executed on the user’s chosen platform.
The interpreter will be specific to each platform, which allows the code to be executed on each
platform without any compatibility issues.

Method 3: Compile to an intermediate language
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This third technique utilizes the concept of an intermediate language in order to ensure
cross-platform compatibility. An intermediate language is a language that is generated from
source code, but it can not be executed by itself without the help of a runtime engine [5]. Source
code is compiled into this intermediate language, which is also known as bytecode. This
bytecode can then be passed to a runtime engine which can then execute the program. The
runtime engine can either compile the bytecode to a binary or interpret it in order to actually
execute it. However, like with an interpreter, the runtime engine must be available for a given
platform in order to run the code on that platform. If the runtime engine is available on multiple
platforms, then the software can be considered to be cross-platform compatible. Figure 3
demonstrates how this method is performed.

Fig. 3: Compiling to an intermediate language process flow
As seen here, only one codebase containing the source code is needed. This source code
is then compiled to an intermediate language. From here, the user can run the bytecode through
the runtime engine specific to their platform. The program is then able to be executed on each
platform.

Method 4: Create it as a web application

8

This final method is based around composing the software as a web application. A web
application can be defined as an application that utilizes web browsers in order to run [6]. Web
applications are usually provided over the internet, meaning the user must have internet access in
order to use the application. Since the user only needs a web browser to run the application, the
source code can simply be provided over the internet which then can be interpreted by the web
browser. Effectively, this allows the program to be cross-platform compatible - as almost every
platform has a web browser available for it. Figure 4 demonstrates this process.

Fig. 4: Creating software as a web application process flow
The source code is transferred to the user’s web browser that is platform specific over the
internet. The web browser then is able to interpret the source code and execute the application in
the browser. This allows the program to be executed on each platform.

Analysis of Each Approach
Each of these approaches have advantages and disadvantages, mostly in regards to
qualities such as performance, maintainability, and testability. As such, when choosing which
approach to utilize in a project, it is important to consider these attributes based on what software
qualities are desired most.
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Analysis of Method 1
The first approach, creating separate binaries for each platform, offers a major advantage
in comparison to the other three. As you are compiling the code separately for each platform, this
compiled code requires no extra steps in order to be executed by the computer’s CPU which
results in a significant performance increase [7]. Other approaches such as using a scripting
language do not have this luxury, as the code must first be interpreted before it can be executed which dampens the overall performance. This is a major reason why this approach may be
favorable, as it ensures that the software application has the best performance possible regardless of which platform it is on.
Another beneficial aspect of using a compiled language like this is that any compilation
errors can be found and fixed without needing to run the program [8]. This may make debugging
and testing the program easier in comparison to other methods, where these errors would have to
be found during runtime.
However, there can be a very significant drawback to this method. In certain scenarios, a
piece of software may compile and run fine on one platform, but on another platform, there
might be compatibility issues that prevent it from running properly. In this case, one would have
to port the software to the other platform in order to resolve these compatibility issues. After this
process, there would now be two separate codebases that would have to be maintained in order to
allow the software to be cross-platform compatible between these two platforms. This
significantly increases the amount of work that must be done to maintain this piece of software,
as there are now two separate codebases that must be tended after.

Analysis of Method 2
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The second approach, using a scripting language with a cross-platform interpreter,
seemingly flips the advantages and disadvantages of the previous method. As only the interpreter
for the scripting language needs to be cross-platform compatible in order for the program to also
be, this removes the worry of ever needing to maintain multiple codebases. With a scripting
language, if it is able to run on one platform, then it should also be runnable on any platform
given that said platform has the appropriate interpreter available [7]. This allows developers to
focus on maintaining only a single codebase, instead of ever worrying about having to deal with
multiple as with the previous method. Developers do not need to worry about compilation times
either, as the compilation step is skipped entirely, meaning the program can be executed in a
single step.
The main disadvantage with this method relies with the interpreter needing to spend extra
clock cycles interpreting the code, which results in poorer performance [7]. Most of the
debugging for such a program would have to be done during run-time as well, which may make
it more difficult to find certain bugs [8].

Analysis of Method 3
The third option, as mentioned before, is compiling to an intermediate language. This
approach attempts to balance the disadvantages and advantages between the two above methods.
As with using a scripting language, this approach allows the program to be cross-platform
compatible for any platform given said platform has an interpreter [7]. This means only a single
codebase would need to be maintained for this method. But unlike with a scripting language,
when the source code gets compiled into an intermediate language before being interpreted or
compiled by the runtime engine, the compiler is able to optimize the code which helps increase
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the overall performance of the application [7]. Also, the process of compiling allows for any
potential bugs to be caught during compilation, instead of having to debug during runtime.
However, this method may not be as optimized as creating native binaries for each
platform in terms of performance, as the runtime engine still must waste clock cycles while
compiling or interpreting the bytecode [7]. Also, the program must still be compiled first into
bytecode before it can be executed, unlike with scripting languages. As such, this option offers a
solid middle ground for those wishing to have the benefits of using a native binary while still
being able to run on multiple platforms without any extra work.

Analysis of Method 4
Last of all is the approach of creating the software as a web application. This method
leverages several special advantages in comparison to the other three. One major advantage is
that since the application is hosted from a central server, users do not have to worry about having
to keep the software up to date themselves [9]. Also since web applications only require a web
browser in order to utilize it, they tend to be very cross-platform compatible, as there only needs
to be a web browser available for a given platform in order to run the application on it,
preventing the need to port the application for different platforms [9].
Web applications are able to support both desktop and mobile platforms quite easily since
there are both mobile and desktop web browsers. Another benefit is that users do not have to
worry about downloading the application as they only need the URL to access and use it on the
web. As a result, web applications tend to be highly maintainable and easy for users to access on
any platform.
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However, there are two major flaws with this approach. Web applications typically
perform not as efficiently compared to software compiled as binaries as the web browser acts as
an interpreter for the code itself, meaning computation power is wasted interpreting the code
[10]. Another major issue is that the application is internet dependent [9]. This requires that users
have an internet connection in order to actually access the application itself, which hurts how
accessible the application can be. Another problem that stems from this is that it can also impact
the performance of the application since a slower internet connection may cause the application
to load or run more slowly [9]. The performance issues from both being internet dependent and
having to be interpreted through the web browser can make the application run slower even
compared to using a scripting language. However, the special properties that web applications
exhibit may just outweigh these disadvantages in certain scenarios, especially if maintainability
is a concern.

Conclusion
Each of these four methods are able to produce software that will be able to run on
multiple platforms without any issues. But as shown, that does mean they are all equal in terms
of performance, maintainability, testability, and other important software metrics.
The four main approaches that were discussed all exhibit certain advantages and
disadvantages. As such, one approach may excel in one situation, but fail entirely in another.
Creating separate binaries for each platform can be considered the best performance wise out of
the four, and for software that requires the highest level of performance, it may be the most
appropriate choice. Using a scripting language offers the advantage of being compatible with any
platform with the appropriate interpreter, removing the worry of having to maintain multiple
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codebases resulting in easy maintenance. If maintainability is an important attribute for a project,
then this method may be most favorable. Methods that compile to an intermediate language also
have this advantage, but with the bonus of better performance while also being easier to test,
making such a method an appealing alternative to using a scripting language. Last of all, is the
approach of creating a web application, which offers some unique benefits, but brings with it
some major downsides in regards to performance and requiring internet access. If there is a
desire to create an easily maintainable application that can be accessed from both mobile and
desktop platforms where performance and internet requirements are not an issue, then this may
be the most appropriate choice for such a project.
Despite these differences, each of the methods are all very effective in ensuring
cross-platform compatibility. However, these unique quirks from each can be used to our favor
by helping reinforce qualities that are most important in our software.
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