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Tämän opinnäytetyön tarkoituksena oli parantaa PHP-pohjaisen websovel-
luksen sisäänkirjautumisen tietoturvaa. Työssä rakennettiin toimiva teksti-
viestiyhdyskäytävä ja sitä käyttävä kaksivaiheisen tunnistautumisen vaa-
tiva sisäänkirjautumissovellus. 
 
Vaiheessa yksi käyttäjältä pyydetään sähköpostia ja salasanaa. Syötettyään 
tiedot oikein järjestelmä lähettää kertakäyttöisen numerosarjan käyttä-
jälle tekstiviestiyhdyskäytävän kautta. Vaiheessa kaksi käyttäjä tunniste-
taan edellä mainitun numerosarjan avulla. 
 
Tekstiviestiyhdyskäytävä rakennettiin luottokortin kokoisella Raspberry Pi 
-tietokoneella, johon liitettiin Huawein operaattorivapaa nettitikku 
SIM-kortilla varustettuna. Webpalvelin ja tietokantapalvelin sijaitsivat eril-
lisellä kannettavalla tietokoneella. Sovelluksen rakentamisessa käytettiin 
PHP-ohjelmointikieltä olio-ohjelmoinnilla ja MVC arkkitehtuurilla. 
 
Lopputuotoksena muodostui sovellus, jossa puutteellista autentikointia on 
rajattu varmistamalla käyttäjä kahdella toisistaan riippumattomalla ta-
valla. Yksistään jo tämä keino parantaa käyttäjän todennusta huomatta-
valla tavalla. Lisäksi sovelluksen tietoturvaa on parannettu suojaamalla ar-
kaluontoinen tieto tietokannassa ja estämällä SQL injektiot käyttäjän syöt-
teistä. Sovellukseen luotiin myös yksinkertainen lokikirja ja valvonta käyt-
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The purpose of this project was to develop better login security for a 
PHP-based web application. In this project I built real SMS gateway and a 
two-step authentication login application using the SMS gateway. 
 
During the first step user is requested his email and password. When user 
inputs are correct the application sends disposed series of numbers to the 
user through the SMS gateway. During the second step the user is authen-
ticated by his series of numbers. 
 
The SMS gateway was built with a credit-card sized Raspberry Pi -computer 
attached to the Huawei network operator-free USB modem with a 
SIM-card. The web- and database servers were located in a standalone lap-
top. The web application was created with PHP programming language us-
ing object-oriented programming and MVC architecture. 
 
As an outcome application user is verified by two separated authentica-
tions. By this way user authentication is significantly safer. In addition, web 
application information security level is higher by protecting sensitive data 
at the database and preventing SQL-injections from user inputs. The web 
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Facebookin käyttäjien tietovuoto ja Euroopan Unionin tietosuoja-asetus 
ovat tänä vuotena nousseet suuren yleisön tietoisuuteen ja keskustelun 
aiheeksi. Websovelluksista on tullut massiivisia henkilötietojen varastoja, 
joten sovellusten tietoturvakin nousee entistä tärkeämpään rooliin. Viime 
aikoina käyttäjän kaksivaiheiset kirjautumismenetelmät ovat yleistyneet. 
 
Työn tarkoituksena on parantaa PHP-pohjaisen websovelluksen sisäänkir-
jautumisen tietoturvaa. Työssä rakennetaan toimiva tekstiviestiyhdyskäy-
tävä ja sitä käyttävä kaksivaiheisen tunnistautumisen vaativa sisäänkirjau-
tumissovellus. Vaiheessa yksi käyttäjältä pyydetään sähköpostia ja salasa-
naa. Syötettyään tiedot oikein järjestelmä lähettää kertakäyttöisen nume-
rosarjan käyttäjälle tekstiviestiyhdyskäytävän kautta. Vaiheessa kaksi käyt-
täjä tunnistetaan edellä mainitun numerosarjan avulla. Lopullisessa sovel-
luksessa on tarkoituksena, että sovelluksen tietoturva on parantunut. 
 
Sovelluksen rakentamisessa keskitytään sisäänkirjautumiseen liittyviin toi-
mintoihin, jolloin esimerkiksi rekisteröitymistoiminto on rajattu työn ulko-
puolelle. Lisäksi työssä keskitytään erityisesti palvelinpuolen ohjelmointiin, 
koska asiakaspuolen turvallisuuteen liittyvät vaatimukset ovat suhteellisen 
helppo ohittaa esimerkiksi kieltämällä JavaScriptin käyttö sivustolla. 
 
Opinnäytetyön alussa tutustutaan OWASP:n (Open Application Security 
Project) listaukseen, jossa esitellään kymmenen yleisintä ja kriittisintä 
websovellusten turvallisuushaavoittuvuutta. Kolmannessa kappaleessa 
esitellään tekstiviestiyhdyskäytävänä toimivan järjestelmän rakenne ja 
käyttöönottaminen. Neljännessä kappaleessa esitellään työssä käytetyt 
tekniikat ja rakennetaan PHP-pohjainen sisäänkirjautumissovellus, jonka 
jälkeen siirrytään työn yhteenvetoon. 
 
Työn lähdeaineisto koostuu englanninkielisistä verkkolähteistä, joissa on 
ajantasaisinta tietoa työssä käytetyistä laitteista, tekniikoista sekä ohjel-







2 YLEISIMMÄT JA KRIITTISIMMÄT HAAVOITTUVUUDET (OWASP) 
The Open Web Application Security Project (OWASP) on maailmanlaajui-
nen yleishyödyllinen yhteisö, joka keskittyy ohjelmistojen tietoturvan pa-
rantamiseen. OWASP:lla on useita erilaisia tietoturvallisuuden parantami-
seen keskittyviä projekteja, joiden kautta se tuottaa oppaita ja ohjeistuksia 
tietoturvan saralla. OWASP TOP 10 (engl. Top Ten Project) -projektin tar-
koituksena on esitellä kymmenen yleisintä ja kriittisintä web sovelluksien 
turvallisuushaavoittuvuutta. Listassa esitellään haavoittuvuuksien tuomat 
riskit ja annetaan ohjeita haavoittuvuuksien tunnistamiseksi sekä torju-
miseksi. Lisäksi lista sisältää runsaasti linkkejä lisämateriaalin äärelle. Lis-
tan uusin versio julkaistiin vuonna 2017, kun sitä edeltävä versio oli jul-
kaistu vuonna 2013. Vuosien saatossa projektin luomasta listasta on muo-
dostunut eräänlainen de facto -standardi websovellusten alalle. (OWASP 
2017.) 
 
Seuraavassa esittelen TOP 10 -listan mukaisesti websovellusten yleisimmät 
ja kriittisimmät haavoittuvuudet. 
2.1 Injektio 
OWASP:n listauksen mukaan injektio on websovellusten yleisin haavoittu-
vuus. Injektiohaavoittuvuus muodostuu, kun tunkeutuja pystyy lähettä-
mään haitallista koodia kyselyn tai komennon yhteydessä palvelimelle. 
Tämä voi tapahtua esimerkiksi silloin, kun websovellus pyytää käyttäjältä 
tietoja, joiden perusteella haetaan tietoa tietokannasta. Yleensä injektio-
haavoittuvuuksia löytyy SQL, LDAP, XPath tai NoSQL kyselyiden yhtey-
dessä. Injektiohaavoittuvuudet havaitaan yleensä tutkimalla koodia ja tätä 
varten on olemassa myös erilaisia haavoittuvuutta etsiviä skannereita. 
(OWASP 2017.) 
 
Pahimmillaan haavoittuvuus voi johtaa koko järjestelmän haltuunottoon, 
mutta yleisimmin haavoittuvuus johtaa massiivisiin tietojen menetyksiin, 
varastamisiin tai niiden luvattomaan muuttamiseen. (OWASP 2017.) 
2.2 Puutteellinen autentikointi 
Puutteellisesta autentikoinnista on kyse silloin, kun tunkeutuja pystyy kir-
jautumaan järjestelmään luotettuna käyttäjänä, vaikka ei sitä olisikaan. 
Tämä voi tapahtua esimerkiksi silloin, kun käyttäjän on annettu syöttää jär-
jestelmään jokin heikko salasana, kuten numerosarja ”1234”. Edistyneem-
missä hyökkäyksissä tunkeutuja voi käyttää niin sanottua väsytyshyök-
käystä (engl. brute force), jossa automaattinen ohjelma järjestelmällisesti 
yrityksen ja erehdyksen kautta kokeilemalla löytää oikean käyttäjätunnus 





käyttää toisesta järjestelmästä ryöstettyjä käyttäjätunnuksia ja salasanoja 
(engl. credential stuffing). (OWASP 2017.) 
 
Puutteellisesta autentikoinnista on kyse myös silloin, jos jo kirjautunutta 
käyttäjää ei pystytä tunnistamaan luotettavasti järjestelmän sisällä tai jos 
käyttäjän kirjautumistietoja ei hävitetä oikealla tavalla uloskirjautumisen 
yhteydessä (engl. session management). Tällöin tunkeutuja pystyy kirjau-
tumaan järjestelmään jopa ilman käyttäjätunnusta tai salasanaa. (OWASP 
2017.) 
 
Haavoittuvuus voi johtaa yksittäisen käyttäjätilin haltuunottoon ja esimer-
kiksi identiteettivarkauteen. Järjestelmän sisällä haavoittuvuuden vaka-
vuus on riippuvainen haavoittuneen tilin käyttöoikeuksista. (OWASP 
2017.) 
2.3 Arkaluontoisen tiedon paljastuminen 
Tässä haavoittuvuudessa yleensä arkaluontoinen tieto, kuten salasanat, 
terveystiedot tai luottokorttinumerot on tallennettu tietokantaan joko sel-
kokielisenä tai huonosti salattuna. Toisaalta sovellus voi myös lähettää ar-
kaluontoista tietoa asiakkaan selaimelta selkokielisenä palvelimelle tai 
päinvastoin, jolloin hyökkääjä voi saada tietoja haltuunsa ns. välistäveto-
menetelmän (engl. man-in-the-middle) avulla. (OWASP 2017.) 
 
Käyttäjätilien määrällä mitattuna Suomen kolmanneksi suurin tietovuoto 
paljastui huhtikuussa 2018, kun Viestintävirasto ilmoitti erään suomalaisen 
websovelluksen tietomurron yhteydessä paljastuneen jopa 130 000 käyt-
täjän käyttäjätunnukset ja selväkieliset salasanat. (Viestintävirasto 2018.) 
 
Viime aikoina myös Euroopan Unioni (EU) on kiinnittänyt huomiota tieto-
suojan sääntelyyn. Toukokuusta 2018 lähtien EU:n tietosuoja-asetus 
(GDPR eli General Data Protection Regulation) sääntelee mm. henkilötie-
tojen keräämistä, käsittelyä ja luovuttamista sekä näihin liittyviä oikeuksia 
ja velvollisuuksia. Tietosuoja-asetuksen säännöt ovat samat kaikille EU:ssa 
toimiville henkilötietoja käsitteleville tahoille kotipaikasta riippumatta. 
(Suomen Yrittäjät ry 2018.) 
2.4 XML entiteetti -injektio (XML External Entities – XXE) 
XML on laajennettava merkintäkieli ja se tulee englannin kielen sanoista 
eXtensible Markup Language. XML -tiedosto sisältää pelkästään tekstiä ja 
sen tarkoitus on säilyttää ja siirtää tietoa, ei esittää sitä. Koska XML sisältää 
pelkästään tekstiä, niin sillä on helppo siirtää tietoa ohjelmointikielestä, 
sovelluksista tai järjestelmistä riippumatta toisiin. (W3Schools.com n.d.) 
 
Tämä on uusi haavoittuvuus, jota ei ollut edellisessä vuoden 2013 versi-





pääsee lataamaan omia XML -tiedostoja kohteen palvelimelle. Vaihtoeh-
toisesti hyökkääjä voi päästä muokkaamaan sovelluksen käyttämää XML -
tietoa ja syöttämään sinne haitallista koodia. (OWASP 2017.) 
 
Toiminta voi johtaa muun muassa luotettavan tiedon paljastumiseen pal-
velimelta tai palvelunestohyökkäykseen (engl. denial-of-service attack). 
(OWASP 2017.) 
2.5 Rikkinäinen pääsynhallinta 
Rikkinäisessä pääsynhallinnassa on kyse siitä, että käyttäjä näkee tai pää-
see muokkaamaan sellaista tietoa, johon hänellä ei pitäisi olla oikeutta tai 
suorittaa sellaisia toimia, joita hänellä ei pitäisi olla. (OWASP 2017.) 
2.6 Virheelliset turvallisuusasetukset 
Tämä haavoittuvuus keskittyy lähinnä websovelluksen käyttämän palveli-
men ja sinne asennettujen palveluiden konfiguraatioasetuksiin. Usein 
hyökkääjät pyrkivät etsimään näistä haavoittuvuuksia, kuten suojaamatto-
mia tiedostoja taikka kansioita, järjestelmien oletussalasanoja jne. 
(OWASP 2017.) 
2.7 Cross-Site Scripting (XSS) 
OWASP:n mukaan XSS on toiseksi yleisin haavoittuvuus, jota on löytynyt 
jopa kahdesta kolmasosasta tutkittuja websovelluksia. XSS -hyökkäys ei 
varsinaisesti kohdistu websovellukseen, vaan sen käyttäjiin. Sovelluksen 
käyttäjille voidaan XSS-haavoittuvuutta hyväksikäyttäen syöttää selain-
puolella suoritettava haitallinen koodi. Haittakoodi on saatu websovelluk-
seen esimerkiksi lomakkeeseen syötettyjen tietojen avulla. Haittakoodi 
suoritetaan käyttäjän selaimessa näkymättömissä, joten käyttäjä ei välttä-
mättä edes tiedä mitä on tapahtunut. (OWASP 2017.) 
 
Tämän haavoittuvuuden kautta hyökkääjä voi saada käyttöönsä käyttäjän 
istunto- ja evästetietoja, joiden avulla hyökkääjä pääsee järjestelmään. Pa-
himmillaan hyökkääjä voi asentaa käyttäjän selaimeen esimerkiksi näp-
päimistön tallennusohjelman, jolloin hyökkääjälle välittyy kaikki käyttäjän 
selaimessa tekemät näppäinten painallukset. (OWASP 2017.) 
2.8 Suojaamaton serialisoinnin takaisinkääntäminen 
Serialisointia (engl. serialize) voi verrata ohjelmoinnissa tiedon sarjoittami-
seen. Joskus tietoa halutaan sarjoittaa, jolloin tieto on syötetty pitkäksi 
merkkisarjaksi. Merkkisarja sisältää yleensä yksittäisten tietojen tyypin, 
tiedon pituuden sekä sisällön. Seralisointia voidaan käyttää esimerkiksi 





tietokantaan. Takaisinkääntämisessä (engl. deserialization) tieto luetaan 
merkkijonosta esimerkiksi takaisin muuttujien sisällöksi. 
 
Suojaamattomana takaisinkääntämisessä hyökkääjä voi päästä syöttä-
mään ohjelmalle itseluomiaan merkkijonoja, joissa on esimerkiksi muu-
tettu käyttöoikeustasoa paremmaksi. Näin hyökkääjä saa itselleen lisää oi-
keuksia, jos ohjelma kääntää hyökkääjän syöttämän merkkijonon ilman 
tarkistuksia. 
2.9 Vanhentuneiden järjestelmän osien käyttö 
Jos palvelimen käyttämä käyttöjärjestelmä, tietokantajärjestelmä tai jokin 
muu järjestelmän osa pääsee vanhentumaan, niin kyseessä on turvalli-
suusuhka. Nykyään websovellusten rakentamista helpottavat muun mu-
assa useat tarjolla olevat kirjastot (engl. library) ja valmiit kehykset (engl. 
framework). Näistäkin kuitenkin löydetään haavoittuvuuksia ja niitä päivi-
tellään turvallisemmiksi ja paremmiksi ajan myötä. (OWASP 2017.) 
2.10 Tehottomat lokikirjat ja valvonta 
Onnistuneimmat hyökkäykset alkavat usein haavoittuvuuksien skannauk-
sella, jolla hyökkääjä pyrkii selvittämään järjestelmässä olevia heikkouksia 
erilaisin menetelmin ja testauksin. Jos näitä skannauksia pystyy tekemään 
tarpeeksi paljon ja usein, niin hyökkäyksen onnistuminen voi olla täydelli-
nen ja tuho laajamittainen. Vuonna 2016 hyökkäyksien selvittäminen kesti 







3 TIETOKANTAPOHJAISEN TEKSTIVIESTIYHDYSKÄYTÄVÄN 
RAKENTAMINEN 
Tässä luvussa esittelen rakentamani tekstiviestiyhdyskäytävän rakenteen 
ja laitteistot. Lisäksi luvussa esitellään tekstiviestiyhdyskäytävän käyttämä 
tietokanta ja yhdyskäytävän asentaminen, konfigurointi sekä testaaminen. 
3.1 Järjestelmän rakenne ja laitteistot 
Myöhemmin esiteltävää demosovellusta varten tarvittiin PHP -ohjelmoin-
tikieleen soveltuvat web- ja tietokantapalvelimet. Palvelimet asennettiin 
kannettavalle tietokoneelle, jossa oli Windows -käyttöjärjestelmä. Palve-
linten käyttöönotto tehtiin XAMPP -paketilla, joka on avoimen lähdekoo-
din paketti. XAMPP -sisältää Apachen webpalvelimen, MariaDB:n tietokan-
tapalvelimen sekä PHP ja Perl -ohjelmointikielien tuet (Apache Friends 
2018). 
 
Tekstiviestiyhdyskäytävä on rakennettu käyttäen luottokortin kokoista 
Raspberry Pi -nimistä yhden piirilevyn tietokonetta. Sen on kehittänyt brit-
tiläinen Raspberry Pi Foundation, mikä julkaisi ensimmäisen tietokoneen 
vuonna 2012. Uusin kolmannen sukupolven versio tietokoneesta on jul-
kaistu vuonna 2016. Tässä työssä käytettiin tietokoneen toisen sukupolven 
versiota (Kuva 1), jossa on 32 -bittinen 900 MHz:n neliytiminen prosessori, 
1 Gt:n näytönohjaimen kanssa jaettu sisäinen RAM -muisti ja muun muassa 
verkkosovitin, neljä USB 2.0 -porttia oheislaitteita varten, HDMI -portti 
näytön kytkemiseen ja Micro SD -muistikorttipaikka. Raspberry Pi:ssä ei ole 
lainkaan kiinteää kovalevyä, kuten perinteisissä tietokoneissa. Tietoko-
neen massamuistina toimii Micro SD -muistikortti, jossa käyttöjärjestelmä, 
ohjelmistot ja tiedostot säilytetään. Virtalähteenä toimii 5 V:n MicroUSB -




Kuva 1. Työssä käytettiin Raspberry Pi -tietokoneen version 2 mallia B, 
joka julkaistiin vuonna 2015 (Raspberry Pi Foundation 2018). 
Raspberry Pi -tietokonetta käytettiin uusimmalla Raspbian-nimisellä käyt-







Tekstiviestiyhdyskäytävän rakentamisessa varten tarvittiin tekstiviestien 
lähettämiseen soveltuva laite. Tässä työssä käytettiin Huawein operaatto-
rivapaata mobiililaajakaistaliittymäksi soveltuvaa nettitikkua, joka kytket-
tiin Raspberry Pi -tietokoneen USB -porttiin. Nettitikkuun kytkettiin Telia -
matkapuhelinoperaattorin prepaid tekstiviestiliittymä eli SIM -kortti, jolla 
saatiin yhteys matkapuhelinverkkoon. 
 
Kuvassa 2 on havainnollistettu järjestelmän kokonaisrakenne laitteistoi-
neen ja verkkoineen. Demosovellus ja tietokannat sijaitsevat kannettavalla 
tietokoneella, joka on yhteydessä lähiverkkoon ja internettiin kotireititti-
men kautta. Lähiverkossa sijaitsee myös Raspberry Pi -tietokone, jolla on 
yhteys matkapuhelinverkkoon nettitikun avulla. 
 
 
Kuva 2. Järjestelmän kokonaisrakenne 
3.2 Tietokannan ja GSM -verkon yhdistäminen 
Gammu on projektinimi ja komentopohjainen ohjelmointirajapinta, jolla 
voi ohjata matkapuhelimia. Nykyisin projektia johtaa Michal Čihař.  
Gammu on ohjelmoitu C -ohjelmointikielellä ja sillä pystyy mm. soitta-
maan, vastaanottamaan ja ohjaamaan puheluita sekä lähettämään ja vas-
taanottamaan tekstiviestejä sekä multimediaviestejä. Gammu tukee nyky-
ään yli 3000 erilaista GSM -verkkoon yhdistyvää laitetta (matkapuhelimet, 
USB -tikut jne.) ja sen voi ladata niin Windows kuin Linux käyttöjärjestel-
millekin. (Čihař n.d.) 
 
Gammu projektissa on rakennettu myös Gammu SMS daemon (SMSD) oh-
jelma, joka käyttää hyväkseen edellä mainittua Gammu -kirjastoa. 
SMSD:llä matkapuhelinverkon laite voidaan yhdistää erilaisiin tietokantoi-
hin, jolloin tekstiviestejä voidaan lähettää tietokannan kautta tai tulevia 
viestejä tallentaa tietokantaan. SMSD mahdollistaa tekstiviestien automa-
tisoinnin ja massahallinnan. SMSD tukee MySQL, PostgreSQL, SQLite ja 






Kuvassa 3 on havainnollistettu Gammu SMS Daemonin toimintaperiaate 
mukaillen käyttöohjetta (Čihař n.d.). 
 
 
Kuva 3. Gammu SMS Daemonin toimintaperiaate 
3.2.1 SMSD:n vaatima tietokanta 
Ennen Gammu SMSD:n asentamista ja konfigurointia piti luoda sovelluk-
sen käyttöä varten tietokanta. Tietokannan luomista varten Gammu -pro-
jektin internetsivuilta löytyi valmiit SQL -komennot, joilla saatiin tietokanta 
rakennettua. 
 
SMSD tietokanta sisältää kuusi taulua, joita ovat; gammu, phones, inbox, 
outbox, outbox_multipart ja sentitems (Kuva 4). Seuraavassa esitellään ly-
hyesti jokaisen taulun tarkoitus ja sisältö. 
 
 
Kuva 4. SMSD tietokannan taulut ja niiden sisältämien solujen nimet 
Taulussa gammu määritellään ainoastaan tietokannan versionumero, jota 





matkapuhelinverkon laitteiden tietoja, kuten IMEI-numero, akun ja signaa-
lin voimakkuudet sekä tilastotietoa lähetetyistä ja vastaanotetuista teksti-
viesteistä. Inbox-tauluun tallennetaan laitteeseen saapuneet tekstiviestit, 
lähettäjien numerot ja ajankohdat. Vastaavasti outbox -tauluun tallenne-
taan viestit, joita halutaan omalla laitteella lähettää. Outbox -taulu sisältää 
vastaanottajien numerot, viestien sisällön ja tilatietoa viestin lähetyksestä. 
Jos lähetettävä tekstiviesti on yli 160 merkkiä pitkä, niin järjestelmä käyt-
tää apunaan outbox_multipart -taulua, johon se tallentaa pitkien viestien 
lähetystietoja. Viimeisenä tietokannasta löytyy sentitems-taulu, johon 
viestit siirretään, kun outbox-taulussa niitä ei enää tarvita. 
3.2.2 SMSD:n asentaminen ja konfigurointi 
Gammu SMSD ja sen tarvitsemat riippuvuudet asennettiin Raspberry Pi -
tietokoneelle komennolla sudo app-get install. 
 
Tämän jälkeen Gammu SMSD konfiguroitiin muuttamalla konfigurointitie-




Kuva 5. Gammu SMSD:n konfigurointitiedoston sisältö 
Kaikki # -merkinnällä olevat rivit ovat kommenttirivejä, joten ne eivät vai-
kuta sovelluksen toimintaan. Rivillä 5 määriteltiin portti, johon matkapu-
helinverkon laite on kytketty ja seuraavalla rivillä määriteltiin AT-







Riveillä 11-13 määriteltiin vianetsintää varten, että kaikki mahdollinen 
tieto (255) tallennetaan tekstimuodossa (textall) omalogi.log -nimiseen 
tiedostoon. 
 
Rivillä 15 määritellään käytettäväksi SQL-palvelu, joka käyttää rivillä 18 
määritettyä ohjainta. Riveillä 19-22 on määritetty tietokantayhteyttä var-
ten tunnistetietoja, kuten tietokannan nimi, käyttäjänimi, salasana ja tie-
tokantapalvelimen IP-osoite sekä TCP-portti (3306). 
 
Lisäksi olen lisännyt riville 24 asetuksen, jolla Gammu SMSD tarkistaa 5 se-
kunnin välein, että löytyykö tietokannan outbox -taulusta lähetettäviä 
viestejä. Lopuksi varmistan rivillä 25 matkapuhelinverkon laitteen hereillä 
pysymisen antamalla sille pienen herätyksen 2 minuutin välein. 
 
Lopuksi varmistetaan, että palvelu on toiminnassa komennolla  
 
systemctl status gammu-smsd.service  
 
ja että tekstiviestin lähettäminen onnistuu komennolla  
 






4 SOVELLUKSEN TOTEUTTAMINEN 
Seuraavaksi rakennetaan kaksivaiheisen tunnistautumisen sovellus. Ennen 
sitä esittelen ja perustelen lyhyesti työssä käytettyjä ja valitsemiani ohjel-
mointitekniikoita. 
 
Kuvassa 6 esitellään sovelluksen toimintaperiaate käyttäjän näkökulmasta. 
Sovelluksen tarkoituksena on, että käyttäjä kirjautuu ensin käyttäen säh-
köpostia ja salasanaa. Tämän jälkeen järjestelmä lähettää käyttäjälle ker-
takäyttöisen koodin tekstiviestillä, jonka käyttäjä joutuu syöttämään jär-
jestelmän pyytämälle sivulle päästäkseen järjestelmän sisälle. Tällä tavoin 
järjestelmä varmistaa käyttäjän kahdella toisistaan riippumattomalla ta-
valla, mikä parantaa sovelluksen tietoturvaa.  
 
 
Kuva 6. Sovelluksen toimintaperiaate käyttäjän näkökulmasta 
Lisäksi sovellukseen luodaan yksinkertainen valvontatyökalu käyttäjien vir-
heellisistä kirjautumisyrityksistä. Käyttäjän tili lukitaan, jos käyttäjä yrittää 
liian monta kertaa kirjautua virheellisillä tiedoilla. 
4.1 Ohjelmointikieli (PHP) 
PHP on ohjelmointikieli, joka soveltuu erityisesti dynaamisten websovel-
lusten luomiseen. PHP:tä käytetään mm. seuraavissa websovelluksissa: 
 
− kaikkien tuntema Facebook,  
− avoimen lähdekoodin oppimisalusta Moodle sekä  
− sisällönhallintajärjestelmä WordPress. 
 
Ensimmäinen versio PHP:stä julkaistiin vuonna 1995 tanskalais-grönlanti-
laisen Rasmus Lendorfin toimesta ja uusin versio 7.2 julkaistiin touko-
kuussa 2018. PHP:tä voidaan käyttää käytännössä kaikilla tunnetuilla käyt-
töjärjestelmillä ja siitä löytyy laajat tuet useimpiin webpalvelimiin. PHP:n 






4.2 Ohjelmointiparadigma (OOP) ja arkkitehtuuri (MVC) 
Ohjelmointiparadigmalla tarkoitetaan ohjelmointikielen taustalla olevaa 
tapaa ajatella ja mallintaa ohjelmointitehtävän ratkaisu. PHP:tä voidaan 
käyttää niin proseduraalisena kuin oliopohjaisena. 
 
Olio-ohjelmointi (engl. object-oriented programming, OOP) on ohjelmoin-
tiparadigma, jossa ratkaisut jäsennetään niin sanottujen olioiden yhteistoi-
mintana. Olio käsittelee sisältämäänsä tietoa ja voi vastaanottaa viestejä 
ja lähettää tietoa muille olioille. Jokainen olio voidaan nähdä itsenäisenä 
pienenä koneena, jolla on tietty rooli tai vastuu. Olio-ohjelmointi selkiyttää 
ohjelmointia, jolloin ohjelmien laajentaminen ja ylläpito on helpompaa. 
 
MVC tulee englannin kielen sanoista Model-View-Controller eli suomeksi 
Malli-Näkymä-Ohjain. MVC arkkitehtuurissa ohjelman koodi jaetaan kol-
meen loogiseen osaan, eli komponenttiin (Kuva 7). Näin saadaan esimer-
kiksi graafinen käyttöliittymä erilleen ohjelman tietokantalogiikoista. Ark-
kitehtuuri helpottaa koodin jäsentelyä.  
 
 
Kuva 7. MVC -arkkitehtuurin toimintaperiaate tässä työssä 
Näkymä-komponentit sisältävät graafisen käyttöliittymän, jotka näytetään 
käyttäjälle. Kuvassa 6 on esitelty tässä työssä käytetyt kolme näkymää, 
jotka on rakennettu HTML ja CSS -ohjelmointikielillä. 
 
Mallit sisältävät käyttöperiaatteensa mukaisesti olioita omaan käyttötar-
koitukseensa liittyen. Mallit voivat ottaa vastaan tietoa ja muokata sitä tai 
hakea tietoa tietokannoista.  
 
Ohjaimet vastaavasti toimivat mallien ja näkymien välillä. Ohjain ottaa vas-
taan käyttäjän syötteitä ja toimittaa niitä malleille jatkokäsittelyyn. Ohjai-








Sovelluksen luominen aloitettiin lisäämällä aikaisemmin luotuun SMSD-
tietokantaan kaksi taulua (Kuva 8). Users-taulu sisältää käyttäjän sähkö-
postin ja salasanan ensimmäistä kirjautumista varten. Kertakäyttöisen 
koodin tallentamista varten taulu sisältää paikan, johon koodi tallennetaan 
ja koodin lähettämistä varten taulusta löytyy käyttäjien puhelinnumerot. 
Lisäksi taulusta löytyy käyttäjän lukitustietoa kuvaava isLocked-solu.  
 
Virheellisiä kirjautumisyrityksiä varten tietokantaan lisättiin myös login_at-




Kuva 8. SMSD tietokantaan lisätyt taulut 
4.4 Tiedonsiirto ja tietokantaliityntä 
Käyttäjän selaimen ja palvelimen välinen tiedonsiirto voidaan toteuttaa 
joko HTTP GET tai POST metodeilla. Tässä sovelluksessa käyttäjän syöttei-
den välityksessä käytetään HTTP POST metodia. Kyseinen metodi on tur-
vallisempi kuin GET, sillä POST ei tallenna tietoja selaimen historiaan taikka 
lokitietoihin. POST -metodi ei myöskään näytä syötettyjä tietoja käyttäjän 
selaimen osoiterivillä selkokielisenä, kuten GET -metodi tekee. 
(W3Schools.com n.d.) 
 
PHP tarjoaa useita vaihtoehtoja tietokantaliitynnän rakentamiseksi sovel-
luksen ja tietokannan välille. Itselleni tunnetuimmat ovat PDO (PHP Data 
Objects) ja MySQL. PDO on hiukan monipuolisempi, sillä siitä löytyy tuki 
jopa 12 eri tietokantaohjaimelle ja se tukee nimettyjä parametrejä. (Mar-
janovic 2012.) 
 
PDO:n monipuolisuudesta huolimatta valitsin tietokantaliitynnän rakenta-
miseksi MySQLi:n, koska se on minulle tutumpi ja tietokanta toimi minulla 
MySQL -palvelimella. Kuvassa 9 on esitelty tietokantaliitynnän muuttujat 
ja yhteyden avaaminen. Lisäksi rivillä 8 asetetaan tietokantaliitynnälle 







Kuva 9. Tietokantaliitynnän muuttujat ja yhteyden avaaminen 
4.5 SQL -injektioiden estäminen 
Sovelluksessa käytetään tietokantakyselyissä PHP:n sisäisesti valmisteltuja 
kyselyitä (engl. prepared statements). Valmistelluissa kyselyissä kysely val-
mistellaan ensin prepare -funktiolla, kuten kuvassa 10 rivillä 1. Massiivisia 
tietovuotoja pyritään suojaamaan asettamalla SQL -kyselylle raja-arvoksi 
(engl. limit) 1, joka tarkoittaa, että haetaan tietokannasta vain yksi osuma 
näytettäväksi. 
 
Hakusanojen paikoille kyselyyn asetetaan kysymysmerkki. Seuraavaksi 
asetetaan kysymysmerkin paikalle käyttäjän syöttämä tieto ja ilmoitetaan, 
että ko. tieto on tyyppiä ”s” eli string. Tämän jälkeen suoritetaan kysely 




Kuva 10. Esimerkki tietokantakyselystä 
4.6 Käyttäjän syötteiden suodattaminen ja varmentaminen 
Sovelluksessa käyttäjä pääsee syöttämään vain sähköpostiosoitteen, sala-
sanan ja kertakäyttöisen koodin. Salasanaa ei tarvitse suodattaa eikä var-
mentaa, koska se salataan 60 merkkisiksi merkkijonoiksi tekniikalla, joka 
esitellään seuraavassa kappaleessa. 
 
Sen sijaan käyttäjän syöttämä sähköpostiosoite tulee suodattaa ja varmen-
taa, jotta käyttäjä ei pääse syöttämään järjestelmään mitään haitallista 
koodia. Ensin varmennetaan, että käyttäjän syöttämä tieto on oikeanlaista 






Kuvassa 11 on esitelty käyttämäni suodatus- ja varmennusfunktiot, jotka 
löytyvät sisäänrakennettuina valmiina PHP -ohjelmointikielestä. Molem-
mat funktiot ottavat vastaan käyttäjän syöttämän sähköpostiosoitteen 
muuttujassa $email ja tekee tarvittavat toimenpiteet. Suodattaminen (sa-
nitizeEmail) palauttaa suodatetun sähköpostiosoitteen takaisin. Vastaa-
vasti varmentaminen (validateEmail) palauttaa varmennuksesta tiedon 
TYHJÄ (NULL) tai EPÄTOSI (FALSE). 
 
Kuva 11. Käyttäjän syöttämän sähköpostiosoitteen suodatus ja varmen-
nus 
4.7 Arkaluontoisen tiedon suojaaminen ja tarkistaminen 
Tässä sovelluksessa arkaluontoista tietoa ovat käyttäjän salasana ja kerta-
käyttöinen koodi, joka lähetetään käyttäjälle. Jotta sovelluksen tietoturva 
on parempi, niin nämä kaksi tietoa tulee salata tietokantaan. PHP:stä löy-
tyy erilaisia tiedon suojaamiskeinoja. Osa keinoista on jo vanhentuneita, 
eikä niitä suositella käytettäväksi. 
 
PHP:n ohjekirjasta löytyi hyvät ohjeet salasanojen tai vastaavien arkaluon-
toisten tietojen tallentamiseksi tietokantaan. Ohjeiden perusteella laadin 
olion, joka ottaa kuvan 12 rivillä 1 vastaan salattavan tiedon muuttujassa 
$password. Tämän jälkeen olio luo tiedosta 60 merkkiä pitkän salatun 
merkkijonon ja palauttaa sen takaisin esimerkiksi tallennettavaksi tieto-
kantaan. 
 
Vastaavasti salattua tietoa voidaan verrata käyttäjän syöttämään tietoon 
antamalla rivillä 10 oliolle ensin käyttäjän syöttämä tieto muuttujassa $in-
putPass ja tämän jälkeen haetaan salattu tieto tietokannasta muuttujaan 
$hash. Vertaus tehdään password_verify -funktiolla ja tuloksesta riippuen 







Kuva 12. Arkaluontoisen tiedon suojaaminen ja tarkistaminen 
4.8 Toisen vaiheen kirjautuminen 
Tässä kappaleessa esittelen toisen vaiheen kirjautumisessa tarvittavat läh-
dekoodit MVC-arkkitehtuurin mukaisesti. Ensimmäisenä esitellään näky-
män lähdekoodi (view), jonka jälkeen siirrytään ohjaimen (controller) esit-
telyyn ja lopuksi esitellään mallit (models). 
 
Kuvassa 13 esitellään HTML-kielellä rakennetun lomakkeen lähdekoodi, 
jonka tuottama tulos näkyy luvun 4 alussa olevassa kuvassa 6. Tämä lo-
make näytetään käyttäjälle, kun ensimmäinen kirjautuminen käyttäjätun-
nuksella ja salasanalla on onnistunut.  
 
Rivillä 3 määritellään, että lomake käyttää tiedonsiirtona HTTP POST -me-
todia, joka esiteltiin kappaleessa 4.4. Rivillä 6 luodaan tekstikenttä, johon 
käyttäjä voi syöttää tekstiviestillä saamansa kirjautumiskoodin. Teksti-
kenttä on nimetty ja yksilöity inputCode-tunnisteella. Ja lopuksi rivillä 8 
luodaan painike, jolle on annettu nimeksi submit2. 
 
 
Kuva 13. Toisen vaiheen näkymän (view) HTML -koodi 
Kun käyttäjä painaa submit2-painiketta, niin kuvassa 14 esitelty ohjain 
huomaa tämän rivin 4 ehtolauseessa ja alkaa toteuttamaan sille määritel-





tekstikenttään, syöttämän pääsykoodin Validation-nimiselle mallille, josta 
löytyy olio nimeltään validateInputCode. Tämä olio varmentaa, että käyt-
täjän syöttämä pääsykoodi on oikeassa muodossa. 
 
Seuraavaksi ohjain vertaa mallilta saatua vastausta ehtolauseessa ehtoon 
TRUE rivillä 8. Jos ehtolause on totta, niin ohjain syöttää seuraavaksi pää-
sykoodin Login-mallista löytyvälle check_auth_login -oliolle, joka tekee 
omat tarkistuksensa. 
 
Jälleen rivillä 11 verrataan mallilta saatua vastausta ehtolauseessa. Jos 
kaikki on oikein, niin käyttäjä ohjataan lopuksi rivillä 13 Template-mallin 
kautta inside.php -näkymään. 
 
Jos taas rivin 8 ehtolause ei ole totta, niin ohjain käskee Login-mallin olion 
resetAuthCode-töihin, ohjain itse tyhjentää ja tuhoaa istuntotiedot riveillä 
19 ja 20, luo käyttäjälle varoituksen rivillä 21 Template-mallin kautta ja lo-
puksi ohjaa käyttäjän takaisin ensimmäiseen kirjautumiseen rivillä 22.  
 
Ja mikäli submit2-painiketta ei ole painettu, niin ohjain ohjaa käyttäjälle 
näkyväksi ensimmäisen kirjautumissivun. 
 
Tässä huomataan, että ohjain (controller) on erittäin keskeisessä roolissa 
sovelluksen toiminnassa, sillä se sisältää kaiken toiminnallisuuden. Ohjain 
on sovelluksen ydin, joka käyttää apunaan malleista löytyviä olioita ja nä-
kymiä. 
 





Kuvaan 15 on koottu kaikki ohjaimen tarvitsemat oliot, jotka löytyvät var-




Kuva 15. Toisessa vaiheessa tarvittavat oliot, jotka on koottu kuvaan Vali-
dation, Login ja Template -malleista (models) 
Jokaisella mallin oliolla on oma pieni tehtävänsä. ValidateInputCode -olio 
varmentaa, että käyttäjän syöttämä pääsykoodi on varmasti sarja nume-






Load-olio ohjaa käyttäjän tiettyyn näkymään eli lataa käyttäjälle esimer-
kiksi kuvassa 13 esitellyn koodin. 
 
Set_alert-olio asettaa istuntoon oletuksena onnistuneita (success) ilmoi-
tuksia, mutta ilmoituksen tyyppi voi olla myös tyyppiä varoitus. Lisäksi olio 
ottaa käyttäjälle määritellyn ilmoituksen vastaan muuttujaan $value, josta 
se näytetään käyttäjälle. 
 
Check_auth_login-olio ottaa vastaan käyttäjän syöttämän pääsykoodin ja 
vertaa sitä SQL-kyselyllä tietokantaan tallennettuun pääsykoodiin. Tieto-
kantaan pääsykoodi on tallennettu samanaikaisesti, kun pääsykoodi lähe-
tettiin tekstiviestiyhdyskäytävän kautta käyttäjälle. Olio palauttaa oh-
jaimelle tuloksen kyllä (TRUE) tai ei (FALSE). 
 
Ja resetAuthCode-olio vastaavasti luo tietokantaan käyttäjälle uuden sa-
tunnaisesti luodun pääsykoodin. Tätä oliota käytetään muun muassa sil-
loin, kun käyttäjän syöttämä pääsykoodi on väärin. 
 
Tästä esimerkistä huomataan, että mallit helpottavat mm. olioiden jäsen-
telyä huomattavalla tavalla.  
4.9 Sovelluksen logiikka 
Liitteessä 1 pyritään havainnollistamaan sovelluksen logiikkaa eli sitä, että 
mitä ja missä vaiheessa tehdään mitäkin toimintoja ja kutsutaan eri funk-
tioita. Seuraavassa esittelen sovelluksen logiikkaa vaiheittain. 
 
1. Kun käyttäjä tulee sovelluksen etusivulle (index.php), niin ohjain huo-
maa, että käyttäjä ei ole vielä kirjautunut ja täten ohjaa hänelle 
home.php -näkymän. 
2. Käyttäjä syöttää sähköpostin ja salasanan sekä painaa nappia, jolloin 
ohjain huomaa tämän ja vastaanottaa käyttäjän syöttämät tiedot. 
3. Ohjain syöttää ensimmäisenä käyttäjän sähköpostin varmennukselle, 
joka varmentaa, että sähköposti on oikeassa muodossa. Jos se ei ole, 
niin ohjain palauttaa käyttäjän home.php -näkymään. 
4. Ohjain syöttää käyttäjän sähköpostin suodattimen läpi. 
5. Ohjain pyytää isLocked -funktiota tarkistamaan, että onko käyttäjän tili 
lukittu. Jos on, niin ohjain palauttaa käyttäjän home.php -näkymään. 
6. Ohjain pyytää checkLogin -funktiota tarkistamaan, että kirjautuminen 
on sallittua. checkLogin käyttää apunaan verifyPasswordia.  
7. Jos kirjautuminen ei ole sallittua, niin tarkistetaan lokikirjasta käyttäjän 
kirjautumisyritysten lukumäärä. 
8. Lukumäärän perusteella käyttäjä joko lukitaan tai tietokantaan tallen-
netaan yksi virheellinen kirjautumisyritys. Käyttäjä palautetaan 
home.php -näkymään. 
9. Ohjain pyytää luomaan kertakäyttöisen satunnaisen koodin, jonka jäl-





valmistellaan lähetettäväksi käyttäjälle tekstiviesti, joka tallennetaan 
outbox -tauluun. 
10. Ohjain näyttää käyttäjälle auth.php -näkymän ja Gammu SMSD havait-
see outbox -taulun rivin, jolloin viesti välitetään nettitikulle, joka lähet-
tää tekstiviestin käyttäjälle matkapuhelimeen. 
11. Käyttäjä syöttää koodin näkymään ja painaa nappia, jolloin ohjain ottaa 
syötteen vastaan, tarkastaa sen oikeellisuuden ja vertaa sitä tietokan-
nassa olevaan. 
12. Jos syöte on virheellinen, niin ohjain pyytää nollaamaan tietokannasta 
koodin ja käyttäjä palautetaan home.php -näkymään uusinta kirjautu-










Opinnäytetyön tarkoituksena oli rakentaa sovellus, jossa on kaksivaiheinen 
tunnistautuminen. Ensimmäisessä tunnistautumisessa käyttäjä tunnistet-
tiin perinteiseen tapaan sähköpostin ja salasanan yhdistelmällä ja toisessa 
vaiheessa käyttäjä tunnistettiin sovelluksen luomalla kertakäyttöisellä nu-
merosarjalla. 
 
Lopputuotoksena muodostui sovellus, jossa puutteellista autentikointia on 
rajattu varmistamalla käyttäjä kahdella toisistaan riippumattomalla ta-
valla. Yksistään jo tämä keino parantaa käyttäjän todennusta huomatta-
valla tavalla. Lisäksi sovelluksen tietoturvaa on parannettu suojaamalla ar-
kaluontoinen tieto tietokannassa ja estämällä SQL-injektiot käyttäjän syöt-
teistä. Sovellukseen luotiin myös yksinkertainen lokikirja ja valvonta käyt-
täjän virheellisistä kirjautumisyrityksistä. 
 
Sovelluksessa on otettu huomioon neljä kymmenestä OWASP:n listauksen 
mukaisista turvallisuushaavoittuvuuksista. Tähän kun lisätään vanhentu-
neiden järjestelmän osien ajan tasalle saattaminen sekä palvelinpuolen 
turvallisuusasetusten päivittäminen, niin saadaan jo suhteellisen pienellä 
vaivalla kuusi kymmenestä turvallisuushaavoittuvuutta korjattua. Jäljelle 
jääneet turvallisuushaavoittuvuudet, kuten XXE ja XSS, Insecure Dese-
rialization ja pääsynhallinta, on otettava huomioon siinä vaiheessa, kun so-
vellukselle luodaan jotain sisältöä kirjautumisen jälkeen. 
 
Valittujen tekniikoiden, kuten MVC -arkkitehtuurin ansiosta sovellusta on 
helppo kehittää, ylläpitää tai tarvittaessa muokata. 
 
Mielestäni tämä työ mahdollistaisi myös jatkoa, sillä olisi mielenkiintoista 
selvittää rakennetun tekstiviestiyhdyskäytävän soveltuvuus useampien 
modeemien kanssa samanaikaisesti, ja että kuinka suurien viestimäärien 
lähettäminen onnistuisi. Lisäksi vaihtoehtoisten tunnistautumiskeinojen, 
kuten biometriset tunnistautumiset (sormenjälki, kasvojentunnistus jne.), 
tutkiminen olisi aiheellista. 
 
Työ oli opettavainen kokemus. Tieto ja ymmärrys erityisesti turvallisen oh-
jelman luomisen osalta laajeni huomattavalla tavalla. Lisäksi ohjelmointi-
taidot karttuivat, sillä toimivan ohjelman rakentaminen vaati paljon yrityk-
siä ja erehdyksiä. Aion tulevaisuudessa käyttää tämän projektin kautta 
opittuja taitoja omissa ohjelmointiprojekteissani. Myös Linux -käyttöjärjes-
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