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boolean i n i = fa l se ;
for ( int i = 0 ; i < 2 ; i ++) {
i n i c i a l i z a r V a r i a b l e s . setAddress ( ” %M2” ) ;
i n i c i a l i z a r V a r i a b l e s . setValue ( i n i ) ;
try {
i n i c i a l i z a r V a r i a b l e s . sendValues ( ) ;
;
} catch ( Exception e ) {
e . pr intStackTrace ( ) ;
}
i n i = true ;
}
/**
* Envia los valores almacenados en las variables
* marcasTransiciones[]
* al PLC.
*/
for ( int i = 0 ; i < (
jComboBoxnumeroTransicones .
g e tSe l e c t ed Index ( ) + 1 ) ; i ++) {
for ( int j = 0 ; j < 3 ; j ++) {
/**
* Envia la marca que
* deseamos cambiar el valor.
*/
s e t t e r [ marcasTrans ic iones [ i ] .
v a l o r I nd i c e ( j ) ] . setAddress ( ” %MW” +
Str ing . valueOf ( marcasTrans ic iones [ i ] .
v a l o r I nd i c e ( j ) ) ) ;
/**
* Asignamos el valor que deseamos cambiar.
*/
s e t t e r [ marcasTrans ic iones [ i ] .
v a l o r I nd i c e ( j ) ] . setValue ( Short .
parseShort ( S t r ing .
valueOf ( va l o r e sT ran s i c i on e s [ i ] .
v a l o r I nd i c e ( j ) ) ) ) ;
try {
/**
* Enviamos los datos.
*/
s e t t e r [ marcasTrans ic iones [ i ] .
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va l o r I nd i c e ( j ) ] . sendValues ( ) ;
} catch ( Exception e ) {
e . pr intStackTrace ( ) ;
}
}
}
;
/**
* Envia los valores almacenados en las
* variables marcasSalidas[]
* al PLC.
*/
for ( int i = 0 ; i < marcasSa l idas . l ength ; i ++) {
/**
* Envia la marca que deseamos
* cambiar el valor.
*/
s e t t e r [ i + 480 ] . setAddress ( ” %MW” +
Str ing . valueOf ( marcasSa l idas [ i ] ) ) ;
/**
* Asignamos el valor que deseamos cambiar.
*/
s e t t e r [ i +
4 8 0 ] . setValue ( Short . parseShort (
S t r ing . valueOf ( v a l o r e s S a l i d a [ i ] ) ) ) ;
try {
/**
* Enviamos los datos.
*/
s e t t e r [ i + 480 ] . sendValues ( ) ;
} catch ( Exception e ) {
e . pr intStackTrace ( ) ;
}
}
;
}
}// Final de la class EnvioTablaPLC_actionPerformed
/**
* Oyente que muestra la pagina http://videolab1.upc.es
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* /indexFrame.html
* cuando es llamada. La pagina HTML se muestra
* en el mismo panel que el FinalApplet.
*
* @see ActionListener
* @see URL
* @see <a href="http://java.sun.com/docs/books/tutorial/
* post1.0/ui/eventmodel.html">
* Tutorial: Java 1.1 Event Model</a>
* @see <a href="http://www.awl.com/cp/javaseries/jcl1_2.html">
* Reference: The Java Class Libraries (update file)</a>
*
* @author Ignacio Garrido
* @version 1.0 25.7.03
* @since JDK 1.4
*/
f ina l class MostrarHTML actionPerformed
implements Act ionL i s t ene r {
/**
* Se ejecuta cuando ocurre la accio´n
* @see ActionEvent
* @param evt
*/
public f ina l void act ionPerformed ( f ina l ActionEvent evt ) {
try {
f ina l URL u = new URL( getDocumentBase ( ) ,
” http : / /147 . 8 3 . 1 55 . 2 0/ indexFrame . html” ) ;
getAppletContext ( ) . showDocument (u ) ;
} catch ( Exception e ) {
e . pr intStackTrace ( ) ;
}
}
}// Final de la class MostrarHTML_actionPerformed
/**
* Se ejecuta cuando las propiedades de
* {@link #monitor} cambian.
* Cualquier cambio en los valores de
* las marcas del PLC se detectan automa´ticamente.
*/
f ina l class MyValueListener
implements PropertyChangeListener {
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/**
* Me´todo que devuelve el valor en binario
* del entero que se suministra mediante
* el parametro i.
* @param i Entero que deseamos cambiar a binario
* @return Retorna un String con los 16 bits.
*/
public f ina l St r ing conve r t i rB in In t ( f ina l int i ) {
St r ing k = new St r ing ( ) ;
for ( int j = 15 ; j >= 0; j−−) {
i f ( ( (1 << j ) & i ) != 0 ) {
k = k + ”1” ;
} else {
k = k + ”0” ;
}
}
return k ;
}
/**
* Cuando la propiedad que cambia es el valor,
* se asigna y se muestra en la {@link #tablaEntradas}
* y en las {@link #tablaSalidas}.
* @param evt propiedad que cambia
* @see PropertyChangeEvent
* @see Estructura
*/
public f ina l void propertyChange (
f ina l PropertyChangeEvent evt ) {
f ina l St r ing prop = evt . getPropertyName ( ) ;
i f ( prop . equa l s ( ” va lue s ” ) ) {
/**
* El valor que retorna el PLC es un Short,
* lo passamos a cadena de caracteres para
* trabajar con los 16 bits
*/
f ina l short [ ] va lue s = ( short [ ] ) evt . getNewValue ( ) ;
f ina l St r ing ent radasB inar io ;
f ina l St r ing s a l i d a sB i n a r i o ;
ent radasB inar io = conve r t i rB in In t ( va lue s [ 2 ] ) ;
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s a l i d a sB i n a r i o = conve r t i rB in In t ( va lue s [ 0 ] ) ;
/*
* Se realiza una busqueda de los ceros y
* unos de las variables
* entradasBinario y salidasBinario
* y se representan en las tablas de
* entrada y salida.
*/
for ( int i = 0 ; i < ent radasB inar io . l ength ( ) ;
i ++) {
i f ( ent radasB inar io . charAt ( i ) == ’ 1 ’ ) {
tablaEntradas . setValueAt ( ”1” , 1 5 − i , 1 ) ;
} else {
tablaEntradas . setValueAt ( ”0” , 1 5 − i , 1 ) ;
}
i f ( s a l i d a sB i n a r i o . charAt ( i ) == ’ 1 ’ ) {
t ab l aSa l i d a s . setValueAt ( ”1” , 1 5 − i , 1 ) ;
} else {
t ab l aSa l i d a s . setValueAt ( ”0” , 1 5 − i , 1 ) ;
}
}
/**
* Llamamos al me´todo de
* posicio´n_Cabina para controlar en que
* nivel se encuentra la cabina del ascensor
* en todo momento y cambiar los valores
* del Scada.
*/
pos i c i on Cab ina ( ent radasB inar io ) ;
/**
* Llamamos al me´todo de
* leds_activados para controlar el estado
* de los leds del ascensor y cambiar los valores
* del Scada.
*/
l ed s Act i vado s ( s a l i d a sB i n a r i o ) ;
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/**
* Llamamos al me´todo de
* estado_Puertas para controlar como
* se encuentramn las
* puertas del ascensor y cambiar los valores
* del Scada.
*/
e s tado Puer tas ( ent radasB inar io ) ;
}
}
}
/**
* Me´todo que gestiona la posicio´n de la
* cabina en funcio´n de las entradas del PLC.
* Cambia los valores de {@link #panelascensor}
* para que el Scada se comporte correctamente.
*
*
* @param entradas Cadena de caracteres de los 16 bits
* de la se~nal de entrada.
*/
private void pos i c i on Cab ina ( St r ing entradas ) {
/**
* Dependiendo del bit de la se~nal
* de entrada que este activado, la cabina
* se encontrara en una u otra planta.Se modifica
* la se~nal de panelascensro.cabina para
* que el Scada funcione perfectamente.
*/
i f ( entradas . charAt (13) == ’ 1 ’ ) {
pane la s censo r . cabina . cabinaEnNivel ( 3 ) ;
}
i f ( entradas . charAt (10) == ’ 1 ’ ) {
pane la s censo r . cabina . cabinaEnNivel ( 2 ) ;
}
i f ( entradas . charAt (7) == ’ 1 ’ ) {
pane la s censo r . cabina . cabinaEnNivel ( 1 ) ;
}
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i f ( entradas . charAt (4) == ’ 1 ’ ) {
pane la s censo r . cabina . cabinaEnNivel ( 0 ) ;
} else {
}
;
/**
* Cuando la se~nal de llamada a nivel esta
* activa y la cabina llega a la planta solicitada,
* se pone a cero el primer bit de la marca mediante
* el me´todo "llamada". Tambie´n se pone a cero el
* contradorcb correspondiente a la planta especificada.
*/
i f ( ( entradas . charAt (13) == ’ 1 ’ ) &&
( entradas . charAt (0) == ’ 1 ’ ) ) {
contadorcb3 = 0 ;
llamada ( 5 1 1 , 0 ) ;
}
i f ( ( entradas . charAt (10) == ’ 1 ’ ) &&
( entradas . charAt (1) == ’ 1 ’ ) ) {
l lamada ( 5 1 0 , 0 ) ;
contadorcb2 = 0 ;
}
i f ( ( entradas . charAt (7) == ’ 1 ’ ) &&
( entradas . charAt (2) == ’ 1 ’ ) ) {
l lamada ( 5 0 9 , 0 ) ;
contadorcb1 = 0 ;
}
i f ( ( entradas . charAt (4) == ’ 1 ’ ) &&
( entradas . charAt (3) == ’ 1 ’ ) ) {
l lamada ( 5 0 8 , 0 ) ;
contadorcb0 = 0 ;
}
i f ( entradas . charAt (4) == ’ 1 ’ ) {
contadorcb0 = 0 ;
}
i f ( entradas . charAt (7) == ’ 1 ’ ) {
contadorcb1 = 0 ;
}
i f ( entradas . charAt (10) == ’ 1 ’ ) {
contadorcb2 = 0 ;
}
i f ( entradas . charAt (13) == ’ 1 ’ ) {
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contadorcb3 = 0 ;
}
}
/**
* Me´todo que gestiona el estado de las
* puertas en funcio´n de las entradas del PLC.
* Cambia los valores de {@link #panelascensor}
* para que el Scada se comporte correctamente.
*
*
* @param entradas Cadena de caracteres de los 16 bits
* de la se~nal de entrada.
*/
private void e s tado Puer tas ( S t r ing entradas ) {
/**
* Dependiendo del bit de la se~nal
* de entrada que este activado, las puertas se
* encuentran de un modo u otro. Se modifica
* la se~nal de panelascensro.puertas para
* que el Scada funcione perfectamente.
*/
i f ( ( entradas . charAt (5) == ’ 1 ’ ) &&
( entradas . charAt (6) == ’ 0 ’ ) ) {
pane la s censo r . puertas . abr i rPuer ta ( 0 ) ;
}
i f ( ( entradas . charAt (5) == ’ 0 ’ ) &&
( entradas . charAt (6) == ’ 1 ’ ) ) {
pane la s censo r . puertas . c e r ra rPuer ta ( 0 ) ;
}
i f ( ( entradas . charAt (8) == ’ 1 ’ ) &&
( entradas . charAt (9) == ’ 0 ’ ) ) {
pane la s censo r . puertas . abr i rPuer ta ( 1 ) ;
}
i f ( ( entradas . charAt (8) == ’ 0 ’ ) &&
( entradas . charAt (9) == ’ 1 ’ ) ) {
pane la s censo r . puertas . c e r ra rPuer ta ( 1 ) ;
}
i f ( ( entradas . charAt (11) == ’ 1 ’ ) &&
( entradas . charAt (12) == ’ 0 ’ ) ) {
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pane la s censo r . puertas . abr i rPuer ta ( 2 ) ;
}
i f ( ( entradas . charAt (11) == ’ 0 ’ ) &&
( entradas . charAt (12) == ’ 1 ’ ) ) {
pane la s censo r . puertas . c e r ra rPuer ta ( 2 ) ;
}
i f ( ( entradas . charAt (14) == ’ 1 ’ ) &&
( entradas . charAt (15) == ’ 0 ’ ) ) {
pane la s censo r . puertas . abr i rPuer ta ( 3 ) ;
}
i f ( ( entradas . charAt (14) == ’ 0 ’ ) &&
( entradas . charAt (15) == ’ 1 ’ ) ) {
pane la s censo r . puertas . c e r ra rPuer ta ( 3 ) ;
}
}
/**
* Me´todo que gestiona el estado de los
* leds en funcio´n de las salidas del PLC.
* Cambia los valores de {@link #panelascensor}
* para que el Scada se comporte correctamente.
*
*
* @param salidas Cadena de caracteres de los 16 bits
* de la se~nal de salida.
*/
private void l ed s Act i vado s ( S t r ing s a l i d a s ) {
/**
* Dependiendo del bit de la se~nal
* de salida que este activado, los leds se
* encuentran de un modo u otro. Se modifica
* la se~nal de panelascensro.leds para
* que el Scada funcione perfectamente.
*/
i f ( s a l i d a s . charAt (0) == ’ 1 ’ ) {
pane la s censo r . l e d s . encenderLedEstado ( ” descendiendo ” ) ;
}
i f ( s a l i d a s . charAt (0) == ’ 0 ’ )
pane la s c enso r . l e d s . apagarLedEstado ( ” descendiendo ” ) ;
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i f ( s a l i d a s . charAt (1) == ’ 1 ’ ) {
pane la s censo r . l e d s . encenderLedEstado ( ” ascendiendo ” ) ;
}
i f ( s a l i d a s . charAt (1) == ’ 0 ’ )
pane la s c enso r . l e d s . apagarLedEstado ( ” ascendiendo ” ) ;
i f ( s a l i d a s . charAt (10) == ’ 1 ’ ) {
pane la s censo r . l e d s . encenderLedViajero ( 0 ) ;
} else i f ( s a l i d a s . charAt (10) == ’ 0 ’ )
pane la s c enso r . l e d s . apagarLedViajero ( 0 ) ;
i f ( s a l i d a s . charAt (11) == ’ 1 ’ ) {
pane la s censo r . l e d s . encenderLedViajero ( 1 ) ;
} else i f ( s a l i d a s . charAt (11) == ’ 0 ’ )
pane la s c enso r . l e d s . apagarLedViajero ( 1 ) ;
i f ( s a l i d a s . charAt (12) == ’ 1 ’ ) {
pane la s censo r . l e d s . encenderLedViajero ( 2 ) ;
} else i f ( s a l i d a s . charAt (12) == ’ 0 ’ )
pane la s c enso r . l e d s . apagarLedViajero ( 2 ) ;
i f ( s a l i d a s . charAt (13) == ’ 1 ’ ) {
pane la s censo r . l e d s . encenderLedViajero ( 3 ) ;
} else i f ( s a l i d a s . charAt (13) == ’ 0 ’ )
pane la s c enso r . l e d s . apagarLedViajero ( 3 ) ;
}
/**
* Classe para borrar todos los valores de las tablas
* de transiciones.
*
* @see ActionListener
* @see Estructura
* @see JTable
* @see <a href="http://java.sun.com/docs/books/tutorial/
* post1.0/ui/eventmodel.html">Tutorial: Java 1.1
* Event Model</a>
* @see <a href="http://www.awl.com/cp/javaseries/
* jcl1_2.html">Reference: The Java Class Libraries
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* (update file)</a>
*
* @author Ignacio Garrido
* @version 1.0 25.7.03
* @since JDK 1.4
*/
public f ina l class BorrarTabla act ionPer formed
implements Act ionL i s t ene r {
/**
* Se ejecuta cuando ocurre la accio´n
*
* @see ActionEvent
* @param evt
*/
public f ina l void act ionPerformed (
f ina l ActionEvent evt ) {
/**
* Borramos todos los datos
* almacenados en valoresTransiciones y ponemos
* a cero la tabla de transiciones.
*/
for ( int i = 0 ; i < 160 ; i ++) {
va l o r e sT ran s i c i on e s [ i ] . a s i gnarVa lo r ( 0 , 0 , 0 ) ;
for ( int j = 0 ; j < 3 ; j ++) {
i f ( i < 54) {
t ab l aTran s i c i one s1 . setValueAt (
St r ing . valueOf ( 0 ) , i , j ) ;
} else i f ( ( i >= 54) && ( i < 108) ) {
t ab l aTran s i c i one s2 . setValueAt (
St r ing . valueOf ( 0 ) , i − 54 , j ) ;
} else i f ( ( i >= 108) && ( i < 160) ) {
t ab l aTran s i c i one s3 . setValueAt (
St r ing . valueOf ( 0 ) , i − 108 , j ) ;
}
}
}
count = 0 ;
}
}// Final de la class BorrarTabla_actionPerformed
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/**
* Classe para borrar una sola transicion de las tablas
* de transciones. Borra la u´ltima fila introducida.
*
* @see ActionListener
* @see Estructura
* @see JTable
* @see <a href="http://java.sun.com/docs/books/tutorial/
* post1.0/ui/eventmodel.html">Tutorial: Java 1.1
* Event Model</a>
* @see <a href="http://www.awl.com/cp/javaseries/
* jcl1_2.html">Reference: The Java Class Libraries
* (update file)</a>
*
* @author Ignacio Garrido
* @version 1.0 25.7.03
* @since JDK 1.4
*/
public f ina l class BorrarUnaTrans ic ion act ionPer formed
implements Act ionL i s t ene r {
/**
* Se ejecuta cuando ocurre la accio´n
* @see ActionEvent
* @param evt
*/
public f ina l void act ionPerformed ( f ina l ActionEvent evt ) {
/**
* Borra la ultima transicio´n cambiando
* el valor almacenado en la variabl
* valoresTransiciones y en la tabla
* de transiciones.
*/
i f ( count > 0) {
/**
* Restamos un 1 al contador de transiciones
* para controlar los datos introducidos.
*/
count = count − 1 ;
v a l o r e sT ran s i c i on e s [ count ] . a s i gnarVa lo r ( 0 , 0 , 0 ) ;
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/**
* Borramos un fila de la tabla de transiciones.
*/
for ( int j = 0 ; j < 3 ; j ++) {
i f ( count < 54) {
t ab l aTran s i c i one s1 . setValueAt (
St r ing . valueOf ( 0 ) , count , j ) ;
} else i f ( ( count >= 54) && ( count < 108) ) {
t ab l aTran s i c i one s2 . setValueAt (
St r ing . valueOf ( 0 ) , count − 54 , j ) ;
} else i f ( ( count >= 108) && ( count < 160) ) {
t ab l aTran s i c i one s3 . setValueAt (
St r ing . valueOf ( 0 ) , count − 108 , j ) ;
}
}
} else {
}
}
}// Final de la class BorrarUnaTransicion_actionPerformed
/**
* Inicializador esta´tico para definir el aspecto.
*/
stat ic {
try {
//UIManager.setLookAndFeel(
UIManager . getSystemLookAndFeelClassName ( ) ) ;
//UIManager.setLookAndFeel(
UIManager . getCrossPlatformLookAndFeelClassName ( ) ) ;
} catch ( Exception e ) {
}
}
}
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B.2.2. Estructura.java
/**
* Clase para mejorar el trabajo con las tablas de transiciones.
* Los modelos de estas tablas tienen 3 columnas, estado actual,
* entrada del sistema y estado siguiente.
*
* @see FinalApplet
* @see <a href="http://java.sun.com/docs/books/
* tutorial/index.html">Tutorial: Java 1.1 </a>
* @see <a href="http://www.awl.com/cp/javaseries/
* jcl1_2.html">Reference: The Java Class Libraries
* (update file)</a>
* @see <a href="http://java.sun.com/api//"> Apis de Java</a>
*
* @author Ignacio Garrido Giro´n
* @version 1.0
* @since JDK 1.4
*/
f ina l class Estructura {
/**
* Estado actual del sistema
* @see FinalApplet.A~nadirTransiciones_actionPerformed
* @since JDK 1.4
*/
private int estado ;
/**
*Entrada que provoca la transicio´n al estado siguiente
*
*@see FinalApplet.A~nadirTransiciones_actionPerformed
* @since JDK 1.4
*/
private int entrada ;
/**
*Estado al que llegamos despue´s de la transicio´n.
*@see FinalApplet.A~nadirTransiciones_actionPerformed
* @since JDK 1.4
*/
private int e s t adoS i gu i en t e ;
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/**
* Contructor
*/
Estructura ( ) {
}
/**
* Retorna el valor de {@link #estado}, {@link #entrada}
* y {@link #estadoSiguiente} en funcio´n del
* parametro i que introducimos. Si el valor es
* mayor de 3 no devuelve ningu´n valor.
* @param i Valor entre <code>0<code> y <code>2<code>.
* @return Retorna {@link #estado} si i es igual a
* <code>0<code> , {@link #entrada} si <code>i<code> es
* igual a <code>1<code>, {@link #estadoSiguiente}
* si <code>i<code> es igual a <code>2<code> .
*/
public f ina l int va l o r I nd i c e ( f ina l int i ) {
int j = 0 ;
i f ( i == 0) {
j = estado ;
} else i f ( i == 1) {
j = entrada ;
} else i f ( i == 2) {
j = e s t adoS i gu i en t e ;
} else {
}
return j ;
}
/**
* Asigna los valores de los parametros estadoA,
* entradaB y estadoSiguienteC a las variables
* de la clase {@link #estado}, {@link #entrada}
* y {@link #estadoSiguiente}.
*
* @param estadoA Valor que queremos asignar
* a {@link #estado}
* @param entradaB Valor que queremos asignar
* a {@link #entrada}
* @param estadoSiguienteC Valor que queremos
* asignar a {@link #estadoSiguiente}
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*/
public f ina l void as ignarVa lo r (
f ina l int estadoA ,
f ina l int entradaB ,
f ina l int es tadoS igu ienteC ) {
estado = estadoA ;
entrada = entradaB ;
e s t adoS i gu i en t e = estadoS igu ienteC ;
}
}
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B.2.3. PanelAscensor.java
import javax . swing . ∗ ;
import java . awt . ∗ ;
/**
* Classe heredada de Jpanel para representar
* el Scada del sistema. Crea un esquema del
* ascensor y de sus elementos
* mediante las herramientas de dibujo de Java.
*
* @see javax.swing.JPanel
* @see java.awt.Graphics
* @see <a href="http://java.sun.com/docs/books/
* tutorial/post1.0/ui/eventmodel.html">Tutorial:
* Java 1.1 Event Model</a>
* @see <a href="http://www.awl.com/cp/javaseries/
* jcl1_2.html">Reference: The Java Class Libraries
* (update file)</a>
*
* @author Ignacio Garrido Giro´n
* @version 1.0 8.10.03
* @since JDK 1.4
*
*/
f ina l class PanelAscensor extends JPanel {
/**
* Varible que gestiona lo relacionado
* con las puertas del ascensor. La classe
* Puertas consta de 4 variables
* booleanas, una para cada nivel, que
* gestiona la apertura o cierre de puertas.
* @see Puertas
* @since JDK 1.4
*/
Puertas puertas ;
/**
* Varible que gestiona lo relacionado con la
* cabina del ascensor. La classe Cabina consta
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* de 4 variables booleanas, una para cada nivel,
* que gestiona la posicio´n de la cabina.
* @see Cabina
* @since JDK 1.4
*/
Cabina cabina ;
/**
* Varible que gestiona lo relacionado con
* los leds del ascensor. La classe Leds consta
* de 4 variables booleanas para los leds de
* nivel y de 2 variables para los leds de posicio´n.
* @see Leds
* @since JDK 1.4
*/
Leds l e d s ;
/**
* Contructor de la classe. Inicializa las variables
* {@link #puertas}, {@link #cabina} y {@link #leds}.
*/
PanelAscensor ( ) {
p in ta r ( ) ;
}
/**
*Inicializa las variables llamando a cada uno
* de los constructuros de las clases pertinentes.
*/
private void p in ta r ( ) {
puertas = new Puertas ( ) ;
cabina = new Cabina ( ) ;
l e d s = new Leds ( ) ;
r epa in t ( ) ;
}
/**
* Pinta y dibuja en el JPanel segu´n las llamadas a
* metodos que realizamos. Se encarga de gestionar
* el Scada del ascensor
*
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* @param g Objeto grafico que gestiona la interficie
* de dibujo del Jpanel
*/
public void paintComponent ( Graphics g ) {
super . paintComponent ( g ) ;
/**
* Llamamos a los 2 metodos
* para dibujar el ascensor
*/
d ibu j o a s c en s o r ( g ) ;
d i bu j o l e d s ( g ) ;
/**
* El metodo gestiona el estado de
* los leds del ascensor.
*/
p o s i c i o n e s l e d s ( g ) ;
/**
* El metodo gestiona el estado de
* las puertas del ascensor.
*/
po s i c i o n e s pu e r t a s ( g ) ;
/**
* El metodo gestiona el estado de
* la cabina del ascensor.
*/
po s i c i o n e s c ab i n a ( g ) ;
/**
* Actualiza los cambios en el
* dibujo para que se muestren en
* todo momento correctamente.
*/
r epa in t ( ) ;
}
/**
* Metodo que gestiona las ordenes para dibujar el
* ascensor. Se encarga de dibujar la base, la
* parte central y los espacios para cada planta.
*
* @param g Objeto grafico del Jpanel para
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* pintar el ascensor
*/
private stat ic void d ibu j o a s c en s o r ( Graphics g ) {
/**
* Pinta de negro la base del ascensor
*/
g . s e tCo lo r ( Color . b lack ) ;
g . f i l l R e c t ( 3 0 0 , 6 0 0 , 3 7 5 , 1 0 0 ) ;
/**
* Pinta de amarillo la parte central del ascensor
*/
g . s e tCo lo r ( Color . ye l low ) ;
g . f i l l R e c t ( 3 2 5 , 2 5 , 3 2 5 , 5 7 5 ) ;
/**
* Pinta los espacios de las plantas del ascensor.
*/
g . s e tCo lo r ( Color . darkGray ) ;
/**
* Planta 3
*/
g . f i l l R e c t ( 5 0 0 , 1 0 0 , 1 0 0 , 7 5 ) ;
/**
* Planta 2
*/
g . f i l l R e c t ( 5 0 0 , 2 2 5 , 1 0 0 , 7 5 ) ;
/**
* Planta 1
*/
g . f i l l R e c t ( 5 0 0 , 3 5 0 , 1 0 0 , 7 5 ) ;
/**
* Planta 0
*/
g . f i l l R e c t ( 5 0 0 , 4 7 5 , 1 0 0 , 7 5 ) ;
}
/**
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* Me´todo que gestiona las ordenes para dibujar
* los leds del ascensor. Se encarga de dibujar los
* 4 leds de viajero en planta, y los
* correspondientes al ascensor ascendiendo y
* descendiendo.
*
* @param g Objeto grafico del Jpanel para pintar los leds.
*/
private stat ic void d i bu j o l e d s ( Graphics g ) {
/**
* Pinta de negro los leds de ascensor
* ascediendo y descediendo
*/
g . s e tCo lo r ( Color . b lack ) ;
/**
* Planta 3
*/
g . f i l l A r c ( 4 2 5 , 1 5 0 , 2 0 , 2 0 , 0 , 3 6 0 ) ;
/**
* Planta 2
*/
g . f i l l A r c ( 4 2 5 , 2 2 5 , 2 0 , 2 0 , 0 , 3 6 0 ) ;
g . f i l l A r c ( 4 2 5 , 2 7 5 , 2 0 , 2 0 , 0 , 3 6 0 ) ;
/**
* Planta 1
*/
g . f i l l A r c ( 4 2 5 , 3 5 0 , 2 0 , 2 0 , 0 , 3 6 0 ) ;
g . f i l l A r c ( 4 2 5 , 4 0 0 , 2 0 , 2 0 , 0 , 3 6 0 ) ;
/**
* Planta 0
*/
g . f i l l A r c ( 4 2 5 , 5 2 5 , 2 0 , 2 0 , 0 , 3 6 0 ) ;
/**
* Pinta de negro los leds de viajero en planta.
* Hay 4 leds, uno por planta.
*/
/**
* Planta 3
*/
g . f i l l A r c ( 4 0 0 , 1 2 5 , 2 0 , 2 0 , 0 , 3 6 0 ) ;
/**
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* Planta 2
*/
g . f i l l A r c ( 4 0 0 , 2 5 0 , 2 0 , 2 0 , 0 , 3 6 0 ) ;
/**
* Planta 1
*/
g . f i l l A r c ( 4 0 0 , 3 7 5 , 2 0 , 2 0 , 0 , 3 6 0 ) ;
/**
* Planta 0
*/
g . f i l l A r c ( 4 0 0 , 5 0 0 , 2 0 , 2 0 , 0 , 3 6 0 ) ;
}
/**
* Me´todo para gestionar las posiciones de la
* cabiana del ascensor. En funcio´n de las variables
* del objeto {@link #cabina}, la cabiana se
* pinta en uno u otro nivel.
*
* @param g Objeto grafico del Jpanel para pintar
* las posiciones de la cabina.
*/
private void po s i c i o n e s c ab i n a ( Graphics g ) {
Color azu l = new Color ( 1 0 7 , 1 3 7 , 2 2 0 ) ;
g . s e tCo lo r ( azu l ) ;
/**
* Pinta la cabina en una planta u otra en
* funcio´n de los valores de las 4 variables
* booleanas de la classe {@link #Cabina}
*/
i f ( cabina . n i v e l 3 ) {
/**
* Puerta Planta 3
*/
g . f i l lRoundRect ( 5 1 0 , 1 1 0 , 8 0 , 5 5 , 1 0 , 1 0 ) ;
}
i f ( cabina . n i v e l 2 ) {
/**
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* Puerta Planta 2
*/
g . f i l lRoundRect ( 5 1 0 , 2 3 5 , 8 0 , 5 5 , 1 0 , 1 0 ) ;
;
}
i f ( cabina . n i v e l 1 ) {
/**
* Puerta Planta 1
*/
g . f i l lRoundRect ( 5 1 0 , 3 6 0 , 8 0 , 5 5 , 1 0 , 1 0 ) ;
}
i f ( cabina . n i v e l 0 ) {
/**
* Puerta Planta 0
*/
g . f i l lRoundRect ( 5 1 0 , 4 8 5 , 8 0 , 5 5 , 1 0 , 1 0 ) ;
}
}
/**
* Me´todo para gestionar los estados de todos
* los leds del ascensor. Pinta los
* leds en funcio´n de si las variables booleanas
* de {@link #leds} son true o false.
*
* @param g Objeto grafico del Jpanel para pintar
* los estados de los leds.
*/
private void p o s i c i o n e s l e d s ( Graphics g ) {
//leds
Color verde = new Color ( 8 1 , 2 4 2 , 7 1 ) ;
/**
* Pinta los leds de ascensor ascendiendo si
* la variables led.led_ascendiendo es true.
*/
g . s e tCo lo r ( verde ) ;
i f ( l e d s . l ed a s c end i endo ) {
/**
* Puerta Planta 2
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*/
g . f i l l A r c ( 4 2 5 , 2 2 5 , 2 0 , 2 0 , 0 , 3 6 0 ) ;
/**
* Puerta Planta 1
*/
g . f i l l A r c ( 4 2 5 , 3 5 0 , 2 0 , 2 0 , 0 , 3 6 0 ) ;
/**
* Puerta Planta 0
*/
g . f i l l A r c ( 4 2 5 , 5 2 5 , 2 0 , 2 0 , 0 , 3 6 0 ) ;
}
/**
* Pinta los leds de ascensor descendiendo si la
* variables led.led_descendiendo es true.
*/
i f ( l e d s . l ed de scend i endo ) {
/**
* Puerta Planta 3
*/
g . f i l l A r c ( 4 2 5 , 1 5 0 , 2 0 , 2 0 , 0 , 3 6 0 ) ;
/**
* Puerta Planta 2
*/
g . f i l l A r c ( 4 2 5 , 2 7 5 , 2 0 , 2 0 , 0 , 3 6 0 ) ;
/**
* Puerta Planta 1
*/
g . f i l l A r c ( 4 2 5 , 4 0 0 , 2 0 , 2 0 , 0 , 3 6 0 ) ;
}
/**
* Pinta los leds de viajero en planta en funcio´n
* de las 4 variables booleanas de
* la classe {@link #leds}. Si estan activadas
* las pinta de color rojo.
*/
g . s e tCo lo r ( Color . red ) ;
/**
* Puerta Planta 3
*/
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i f ( l e d s . l e d v i a j e r o n i v e l 3 ) {
g . f i l l A r c ( 4 0 0 , 1 2 5 , 2 0 , 2 0 , 0 , 3 6 0 ) ;
}
/**
* Puerta Planta 2
*/
i f ( l e d s . l e d v i a j e r o n i v e l 2 ) {
g . f i l l A r c ( 4 0 0 , 2 5 0 , 2 0 , 2 0 , 0 , 3 6 0 ) ;
}
/**
* Puerta Planta 1
*/
i f ( l e d s . l e d v i a j e r o n i v e l 1 ) {
g . f i l l A r c ( 4 0 0 , 3 7 5 , 2 0 , 2 0 , 0 , 3 6 0 ) ;
}
/**
* Puerta Planta 0
*/
i f ( l e d s . l e d v i a j e r o n i v e l 0 ) {
g . f i l l A r c ( 4 0 0 , 5 0 0 , 2 0 , 2 0 , 0 , 3 6 0 ) ;
}
/**
* Pinta los leds de viajero en planta en
* funcio´n de las 4 variables booleanas de
* la classe {@link #leds}. Si no estan activadas
* las pinta de color negro.
*/
g . s e tCo lo r ( Color . b lack ) ;
/**
* Puerta Planta 3
*/
i f ( l e d s . l e d v i a j e r o n i v e l 3 == fa l se ) {
g . f i l l A r c ( 4 0 0 , 1 2 5 , 2 0 , 2 0 , 0 , 3 6 0 ) ;
}
/**
* Puerta Planta 2
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*/
i f ( l e d s . l e d v i a j e r o n i v e l 2 == fa l se ) {
g . f i l l A r c ( 4 0 0 , 2 5 0 , 2 0 , 2 0 , 0 , 3 6 0 ) ;
}
/**
* Puerta Planta 1
*/ i f ( l e d s . l e d v i a j e r o n i v e l 1 == fa l se ) {
g . f i l l A r c ( 4 0 0 , 3 7 5 , 2 0 , 2 0 , 0 , 3 6 0 ) ;
}
/**
* Puerta Planta 0
*/
i f ( l e d s . l e d v i a j e r o n i v e l 0 == fa l se ) {
g . f i l l A r c ( 4 0 0 , 5 0 0 , 2 0 , 2 0 , 0 , 3 6 0 ) ;
}
}
/**
* Me´todo para gestionar las posiciones de las
* puertas del ascensor. Mediante las 4
* variables booleanas, una para cada planta,
* se determina si hay que pintar o no la
* puerta abierta o cerrada.
*
* @param g Objeto grafico del Jpanel para
* pintar las posiciones de las puertas.
*/
private void po s i c i o n e s pu e r t a s ( Graphics g ) {
/**
* Puerta Planta 3
*/
i f ( puertas . n i v e l 3 ) {
g . s e tCo lo r ( Color . green ) ;
g . f i l l R e c t ( 5 0 0 , 1 0 0 , 1 0 0 , 7 5 ) ;
g . s e tCo lo r ( Color . darkGray ) ;
g . f i l l R e c t ( 5 0 4 , 1 0 4 , 9 2 , 6 7 ) ;
}
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/**
* Puerta Planta 2
*/
i f ( puertas . n i v e l 2 ) {
g . s e tCo lo r ( Color . green ) ;
g . f i l l R e c t ( 5 0 0 , 2 2 5 , 1 0 0 , 7 5 ) ;
g . s e tCo lo r ( Color . darkGray ) ;
g . f i l l R e c t ( 5 0 4 , 2 2 9 , 9 2 , 6 7 ) ;
}
/**
* Puerta Planta 1
*/
i f ( puertas . n i v e l 1 ) {
g . s e tCo lo r ( Color . green ) ;
g . f i l l R e c t ( 5 0 0 , 3 5 0 , 1 0 0 , 7 5 ) ;
g . s e tCo lo r ( Color . darkGray ) ;
g . f i l l R e c t ( 5 0 4 , 3 5 4 , 9 2 , 6 7 ) ;
}
/**
* Puerta Planta 0
*/
i f ( puertas . n i v e l 0 ) {
g . s e tCo lo r ( Color . green ) ;
g . f i l l R e c t ( 5 0 0 , 4 7 5 , 1 0 0 , 7 5 ) ;
g . s e tCo lo r ( Color . darkGray ) ;
g . f i l l R e c t ( 5 0 4 , 4 7 9 , 9 2 , 6 7 ) ;
}
/**
* Puerta Planta 3
*/
i f ( puertas . n i v e l 3 == fa l se ) {
g . s e tCo lo r ( Color . red ) ;
g . f i l l R e c t ( 5 0 0 , 1 0 0 , 1 0 0 , 7 5 ) ;
g . s e tCo lo r ( Color . darkGray ) ;
g . f i l l R e c t ( 5 0 4 , 1 0 4 , 9 2 , 6 7 ) ;
}
/**
* Puerta Planta 2
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*/
i f ( puertas . n i v e l 2 == fa l se ) {
g . s e tCo lo r ( Color . red ) ;
g . f i l l R e c t ( 5 0 0 , 2 2 5 , 1 0 0 , 7 5 ) ;
g . s e tCo lo r ( Color . darkGray ) ;
g . f i l l R e c t ( 5 0 4 , 2 2 9 , 9 2 , 6 7 ) ;
}
/**
* Puerta Planta 1
*/
i f ( puertas . n i v e l 1 == fa l se ) {
//1
g . s e tCo lo r ( Color . red ) ;
g . f i l l R e c t ( 5 0 0 , 3 5 0 , 1 0 0 , 7 5 ) ;
g . s e tCo lo r ( Color . darkGray ) ;
g . f i l l R e c t ( 5 0 4 , 3 5 4 , 9 2 , 6 7 ) ;
}
/**
* Puerta Planta 0
*/
i f ( puertas . n i v e l 0 == fa l se ) {
g . s e tCo lo r ( Color . red ) ;
g . f i l l R e c t ( 5 0 0 , 4 7 5 , 1 0 0 , 7 5 ) ;
g . s e tCo lo r ( Color . darkGray ) ;
g . f i l l R e c t ( 5 0 4 , 4 7 9 , 9 2 , 6 7 ) ;
}
}
/**
* Clase que representa las puertas del ascensor
* mediante 4 variables booleanas, una para
* cada nivel. Dispone de me´todos para abrir y
* cerrar las puertas del ascensor.
*
* @see PanelAscensor
* @author Ignacio Garrido Giro´n
* @version 1.0
* @since JDK 1.4
*/
stat ic f ina l class Puertas {
Cap´ıtulo B: Co´digos de programacio´n 179
/**
* Variable para gestionar si la puerta
* del nivel 0 esta abierta o cerrada.
*/
boolean n i v e l 0 ;
/**
* Variable para gestionar si la puerta
* del nivel 1 esta abierta o cerrada.
*/
boolean n i v e l 1 ;
/**
* Variable para gestionar si la puerta
* del nivel 2 esta abierta o cerrada.
*/
boolean n i v e l 2 ;
/**
* Variable para gestionar si la puerta
* del nivel 3 esta abierta o cerrada.
*/
boolean n i v e l 3 ;
/**
* Contructor de la clase
*/
Puertas ( ) {
}
/**
* Abre la puerta del nivel que se determina
* mediante los parametros {@link #nivel0},
* {@link #nivel1},
* {@link #nivel2} y {@link #nivel3}.
* En funcio´n del valor de estas
* variables se pone a true el nivel deseado.
*
* @param nivel valor entre <code>0<code> y
* <code>3<code> que determina la puerta que
* hay que abrir.
*/
public f ina l void abr i rPuer ta ( int n i v e l ) {
i f ( n i v e l == 0) {
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n i v e l 0 = true ;
}
i f ( n i v e l == 1) {
n i v e l 1 = true ;
}
i f ( n i v e l == 2) {
n i v e l 2 = true ;
}
i f ( n i v e l == 3) {
n i v e l 3 = true ;
}
}
/**
* Cierra la puerta del nivel que se determina
* mediante los parametros {@link #nivel0},
* {@link #nivel1},
* {@link #nivel2} y {@link #nivel3}.
* En funcio´n del valor de estas
* variables se pone a true el nivel deseado.
*
* @param nivel valor entre <code>0<code> y
* <code>3<code> que determina la puerta que
* hay que abrir.
*/
public f ina l void ce r ra rPuer ta ( int n i v e l ) {
i f ( n i v e l == 0) {
n i v e l 0 = fa l se ;
}
i f ( n i v e l == 1) {
n i v e l 1 = fa l se ;
}
i f ( n i v e l == 2) {
n i v e l 2 = fa l se ;
}
i f ( n i v e l == 3) {
n i v e l 3 = fa l se ;
}
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}
}
/**
* Clase que representa las posiciones que
* puede adquirir la cabina del ascensor.
* Mediante 4 variables booleanas, una para
* cada nivel, se determina la posicio´n de la cabina.
* Dispone de un me´todo para asignar la posicio´n
* actual de la cabina.
*
* @see PanelAscensor
* @author Ignacio Garrido Giro´n
* @version 1.0
* @since JDK 1.4
*/
stat ic f ina l class Cabina {
/**
* Variable para gestionar si
* la cabina esta en el nivle 0.
*/
boolean n i v e l 0 ;
/**
* Variable para gestionar si
* la cabina esta en el nivle 1.
*/
boolean n i v e l 1 ;
/**
* Variable para gestionar si
* la cabina esta en el nivle 2.
*/
boolean n i v e l 2 ;
/**
* Variable para gestionar si
* la cabina esta en el nivle 3.
*/
boolean n i v e l 3 ;
/**
*Contructor
*/
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Cabina ( ) {
}
/**
* Me´todo para determinar la posicion de
* la cabina en funcio´n del parameto nivel.
*
* @param nivel valor entre <code>0<code>
* y <code>3<code> que determina la posicio´n
* de la cabina.
*/
public f ina l void cabinaEnNivel ( int n i v e l ) {
i f ( n i v e l == 0) {
n i v e l 0 = true ;
n i v e l 1 = fa l se ;
n i v e l 2 = fa l se ;
n i v e l 3 = fa l se ;
}
i f ( n i v e l == 1) {
n i v e l 0 = fa l se ;
n i v e l 1 = true ;
n i v e l 2 = fa l se ;
n i v e l 3 = fa l se ;
}
i f ( n i v e l == 2) {
n i v e l 0 = fa l se ;
n i v e l 1 = fa l se ;
n i v e l 2 = true ;
n i v e l 3 = fa l se ;
}
i f ( n i v e l == 3) {
n i v e l 0 = fa l se ;
n i v e l 1 = fa l se ;
n i v e l 2 = fa l se ;
n i v e l 3 = true ;
}
i f ( n i v e l > 3) {
/**
* Error en la introduccio´n de datos
*/
n i v e l 0 = fa l se ;
n i v e l 1 = fa l se ;
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n i v e l 2 = fa l se ;
n i v e l 3 = fa l se ;
}
}
}
/**
* Clase que representa los diferentes estados
* que pueden adquirir los leds del ascensor.
*
* @author Ignacio Garrido Giro´n
* @version 1.0
* @since JDK 1.4
*/
stat ic f ina l class Leds {
/**
* Variable para gestionar el led de
* viajero en nivel para la planta 0.
*/
boolean l e d v i a j e r o n i v e l 0 ;
/**
* Variable para gestionar el led de
* viajero en nivel para la planta 1.
*/
boolean l e d v i a j e r o n i v e l 1 ;
/**
* Variable para gestionar el led de
* viajero en nivel para la planta 2.
*/
boolean l e d v i a j e r o n i v e l 2 ;
/**
* Variable para gestionar el led de
* viajero en nivel para la planta 3.
*/
boolean l e d v i a j e r o n i v e l 3 ;
/**
* Variable para gestionar el led de
* ascensor ascendiendo.
*/
boolean l ed a s c end i endo ;
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/**
* Variable para gestionar el led de
* ascensor desscendiendo.
*/
boolean l ed de scend i endo ;
/**
* Constructor de la clase.
*/
Leds ( ) {
}
/**
* Me´todo para apagar el led de viajero en
* nivel especificado mediante el parametro nivel.
*
* @param nivel Valor entre <code>0<code>
* y <code>3<code> que determina que
* led de pasajero en planta
* debe estar apagado.
*/
public f ina l void apagarLedViajero ( int n i v e l ) {
i f ( n i v e l == 0) {
l e d v i a j e r o n i v e l 0 = fa l se ;
}
i f ( n i v e l == 1) {
l e d v i a j e r o n i v e l 1 = fa l se ;
}
i f ( n i v e l == 2) {
l e d v i a j e r o n i v e l 2 = fa l se ;
}
i f ( n i v e l == 3) {
l e d v i a j e r o n i v e l 3 = fa l se ;
} else i f ( n i v e l > 3) {
}
;
}
/**
* Me´todo para apagar el led de viajero
* en nivel especificado mediante el parametro nivel.
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*
* @param nivel Valor entre <code>0<code>
* y <code>3<code> que determina que led
* de pasajero en planta
* debe estar encendido.
*/
public f ina l void encenderLedViajero ( int n i v e l ) {
i f ( n i v e l == 0) {
l e d v i a j e r o n i v e l 0 = true ;
}
i f ( n i v e l == 1) {
l e d v i a j e r o n i v e l 1 = true ;
}
i f ( n i v e l == 2) {
l e d v i a j e r o n i v e l 2 = true ;
}
i f ( n i v e l == 3) {
l e d v i a j e r o n i v e l 3 = true ;
} else i f ( n i v e l > 3) {
}
;
}
/**
* Me´todo para encender los leds de ascensor
* ascendiendo o descendiendo. Dependiendo del
* string del estado, se enciende uno u otro led.
*
* @param estado String que determina si
* el ascensor esta ascendiendo o descendiendo.
*/
public f ina l void encenderLedEstado ( St r ing estado ) {
i f ( estado == ”ascendiendo ” ) {
l ed a s c end i endo = true ;
}
i f ( estado == ”descendiendo ” ) {
l ed de scend i endo = true ;
}
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}
/**
* Me´todo para apagar los leds de ascensor
* ascendiendo o descendiendo. Dependiendo del
* string del estado, se enciende uno u otro led.
*
* @param estado String que determina si
* el ascensor esta ascendiendo o descendiendo.
*/
public f ina l void apagarLedEstado ( St r ing estado ) {
i f ( estado == ”ascendiendo ” ) {
l ed a s c end i endo = fa l se ;
}
i f ( estado == ”descendiendo ” ) {
l ed de scend i endo = fa l se ;
}
}
}
}
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B.2.4. DataModel1.java
import javax . swing . t ab l e . AbstractTableModel ;
/**
* Modelo de la primera tabla de transiciones.
* Esta contituida por 3 colummnas y tiene
* los me´todos necesarios para poder escribir
* y borrar las columnas y las filas.
*
* @see javax.swing.table.AbstractTableModel
* @see javax.swing.JCheckBox
* @see <a href="http://java.sun.com/docs/
* books/tutorial/post1.0/ui/eventmodel.html">
* Tutorial: Java 1.1 Event Model</a>
* @see <a href="http://www.awl.com/cp/
* javaseries/jcl1_2.html">Reference:
* The Java Class Libraries (update file)</a>
*
* @author Ignacio Garrido Giro´n
* @version 1.0 27.7.03
* @since JDK 1.4
*
*/
f ina l class DataModel1
extends AbstractTableModel {
/**
* Nombre de las columnas de la tabla
*
* @see #getColumnName
* @since JDK 1.4
*/
private f ina l St r ing [ ] columnNames = {
”Estado Actual ” ,
”Entradas ” ,
”Estado S i gu i en t e ” ,
} ;
/**
* Tipo y tama~no de los objetos de la tabla
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*
* @since JDK 1.4
*/
private f ina l Object [ ] [ ] data = new Object [ 5 4 ] [ 3 ] ;
/**
* Retorna el numero de elementos del
* array de los nombres de las columnas
* @return El numero de elementos
* del array de los nombres
* @since JDK 1.4
*/
public f ina l int getColumnCount ( ) {
return columnNames . l ength ;
}
/**
* Retorna el numero de elementos del
* array de datos
* @return El numero de elementos
* del array de datos
*/
public f ina l int getRowCount ( ) {
return data . l ength ;
}
/**
* Retornamos el nombre de la columna
* indicada
* @param col Columna que deseamos
* saber el nombre
* @return El nombre de la columna
*/
public f ina l St r ing getColumnName( f ina l int c o l ) {
return columnNames [ c o l ] ;
}
/**
* Retornamos el valor de la celdas
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* selecionada en funcio´n de la columna y la fila
* @param row Fila del valor
* @param col Columna de valor
* @return El valor de la Fila y Columna correspondiente
*/
public f ina l Object getValueAt ( f ina l int row , f ina l int c o l ) {
return data [ row ] [ c o l ] ;
}
/**
* Retorna un valor booleano para poder
* editar la celda. Mediante este me´todo
* modificamos el editor predeterminado
* para cada columna de celdas
* @param row Fila correspondiente
* @param col Columna correspondiente
* @return El valor nos permite editar o no una celda
*/
public f ina l boolean i sC e l l Ed i t a b l e (
f ina l int row , f ina l int c o l ) {
return fa l se ;
}
/**
* Asignamos un valor a la celda que deseemos
*
* @param value Valor para a~nadir a la tabla
* @param row Fila correspondiente
* @param col Columna correspondiente
*/
public f ina l void setValueAt (
f ina l Object va lue , f ina l int row , f ina l int c o l ) {
data [ row ] [ c o l ] = value ;
f i r eTab leCe l lUpdated ( row , c o l ) ;
}
}// Final de la class DataModel1
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B.2.5. DataModel2.java
import javax . swing . t ab l e . AbstractTableModel ;
/**
* Modelo de la segunda tabla de transiciones.
* Esta contituida por 3 colummnas y tiene
* los me´todos necesarios para
* poder escribir y borrar las columnas y las filas.
*
* @see javax.swing.table.AbstractTableModel
* @see javax.swing.JCheckBox
* @see <a href="http://java.sun.com/docs/
* books/tutorial/post1.0/ui/eventmodel.html">
* Tutorial: Java 1.1 Event Model</a>
* @see <a href="http://www.awl.com/cp/
* javaseries/jcl1_2.html">Reference:
* The Java Class Libraries (update file)</a>
*
* @author Ignacio Garrido Giro´n
* @version 1.0 25.7.03
* @since JDK 1.4
*/
f ina l class DataModel2
extends AbstractTableModel {
/**
* Nombre de las columnas de la tabla
*
* @see #getColumnName
* @since JDK 1.4
*/
private f ina l St r ing [ ] columnNames = {
”Estado Actual ” ,
”Entradas ” ,
”Estado S i gu i en t e ” ,
} ;
/**
* Tipo y tama~no de los objetos de la tabla
*
* @since JDK 1.4
*/
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private f ina l Object [ ] [ ] data = new Object [ 5 2 ] [ 3 ] ;
/**
* Retorna el numero de elementos del
* array de los nombres de las columnas
* @return El numero de elementos
* del array de los nombres
* @since JDK 1.4
*/
public f ina l int getColumnCount ( ) {
return columnNames . l ength ;
}
/**
* Retorna el numero de elementos
* del array de datos
* @return El numero de elementos
* del array de datos
*/
public f ina l int getRowCount ( ) {
return data . l ength ;
}
/**
* Retornamos el nombre de l
* a columna indicada
* @param col Columna que
* deseamos saber el nombre
* @return El nombre de la columna
*/
public f ina l St r ing getColumnName( f ina l int c o l ) {
return columnNames [ c o l ] ;
}
/**
* Retornamos el valor de la celdas
* selecionada en funcio´n de la columna
* y la fila.
* @param row Fila del valor
* @param col Columna de valor
* @return El valor de la Fila y
* Columna correspondiente
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*/
public f ina l Object getValueAt ( f ina l int row , f ina l int c o l ) {
return data [ row ] [ c o l ] ;
}
/**
* Retorna un valor booleano para poder
* editar la celda. Mediante este me´todo
* modificamos el editor predeterminado
* para cada columna de celdas
* @param row Fila correspondiente
* @param col Columna correspondiente
* @return El valor nos permite editar o no una celda
*/
public f ina l boolean i sC e l l Ed i t a b l e (
f ina l int row , f ina l int c o l ) {
return fa l se ;
}
/**
* Asignamos un valor a la celda que deseemos
*
* @param value Valor para a~nadir a la tabla
* @param row Fila correspondiente
* @param col Columna correspondiente
*/
public f ina l void setValueAt (
f ina l Object va lue , f ina l int row , f ina l int c o l ) {
data [ row ] [ c o l ] = value ;
f i r eTab leCe l lUpdated ( row , c o l ) ;
}
} // Final de la class DataModel2
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B.2.6. DataModel3.java
import javax . swing . t ab l e . AbstractTableModel ;
/**
* Modelo de la tercera tabla de transiciones.
* Esta contituida por 3 colummnas y tiene
* los me´todos necesarios para
* poder escribir y borrar las columnas y las filas.
*
* @see javax.swing.table.AbstractTableModel
* @see javax.swing.JCheckBox
* @see <a href="http://java.sun.com/docs/
* books/tutorial/post1.0/ui/eventmodel.html">
* Tutorial: Java 1.1 Event Model</a>
* @see <a href="http://www.awl.com/cp/
* javaseries/jcl1_2.html">Reference:
* The Java Class Libraries (update file)</a>
*
* @author Ignacio Garrido
* @version 1.0 25.7.03
* @since JDK 1.4
*/
f ina l class DataModel3
extends AbstractTableModel {
/**
* Nombre de las columnas de la tabla
*
* @see #getColumnName
* @since JDK 1.4
*/
private f ina l St r ing [ ] columnNames = {
”Estado Actual ” ,
” Sa l i d a s ” ,
} ;
/**
* Tipo y tama~no de los objetos de la tabla
*
* @since JDK 1.4
*/
private f ina l Object [ ] [ ] data = new Object [ 2 0 ] [ 2 ] ;
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/**
* Retorna el numero de elementos
* del array de los nombres de las columnas
* @return El numero de elementos
* del array de los nombres
* @since JDK 1.4
*/
public f ina l int getColumnCount ( ) {
return columnNames . l ength ;
}
/**
* Retorna el numero de
* elementos del array de datos
* @return El numero de
* elementos del array de datos
*/
public f ina l int getRowCount ( ) {
return data . l ength ;
}
/**
* Retornamos el nombre de la
* columna indicada
* @param col Columna que
* deseamos saber el nombre
* @return El nombre de la columna
*/
public f ina l St r ing getColumnName( f ina l int c o l ) {
return columnNames [ c o l ] ;
}
/**
* Retornamos el valor de la celdas
* selecionada en funcio´n de la columna
* y la fila.
* @param row Fila del valor
* @param col Columna de valor
* @return El valor de la Fila y
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* Columna correspondiente
*/
public f ina l Object getValueAt ( f ina l int row , f ina l int c o l ) {
return data [ row ] [ c o l ] ;
}
/**
* Retorna un valor booleano para poder
* editar la celda. Mediante este me´todo
* modificamos el editor predeterminado
* para cada columna de celdas
* @param row Fila correspondiente
* @param col Columna correspondiente
* @return El valor nos permite editar o no una celda
*/
public f ina l boolean i sC e l l Ed i t a b l e (
f ina l int row , f ina l int c o l ) {
return fa l se ;
}
/**
* Asignamos un valor a la celda que deseemos
*
* @param value Valor para a~nadir a la tabla
* @param row Fila correspondiente
* @param col Columna correspondiente
*/
public f ina l void setValueAt (
f ina l Object va lue , f ina l int row , f ina l int c o l ) {
data [ row ] [ c o l ] = value ;
f i r eTab leCe l lUpdated ( row , c o l ) ;
}
} // Final de la class DataModel3
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B.2.7. DataModel4.java
import javax . swing . t ab l e . AbstractTableModel ;
/**
* Modelo de la cuarta tabla de transiciones.
* Esta contituida por 3 colummnas y
* tiene los me´todos necesarios para
* poder escribir y borrar las columnas
* y las filas.
*
* @see javax.swing.table.TableModel
* @see javax.swing.table.AbstractTableModel
* @see javax.swing.JCheckBox
* @see <a href="http://java.sun.com/docs
* /books/tutorial/post1.0/ui/eventmodel.html">
* Tutorial: Java 1.1 Event Model</a>
* @see <a href="http://www.awl.com/cp/
* javaseries/jcl1_2.html">Reference:
* The Java Class Libraries (update file)</a>
*
* @author Ignacio Garrido Giro´n
* @version 1.0 25.7.03
* @since JDK 1.4
*/
f ina l class DataModel4
extends AbstractTableModel {
/**
* Nombre de las columnas de la tabla
*
* @see #getColumnName
* @since JDK 1.4
*/
private f ina l St r ing [ ] columnNames = {
”Entrada” ,
”Valor Actual ” ,
} ;
/**
* Tipo y tama~no de los objetos de la tabla
*
* @since JDK 1.4
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*/
private f ina l Object [ ] [ ] data = new Object [ 1 6 ] [ 2 ] ;
/**
* Retorna el numero de elementos
* del array de los nombres de las columnas
* @return El numero de elementos
* del array de los nombres
* @since JDK 1.4
*/
public f ina l int getColumnCount ( ) {
return columnNames . l ength ;
}
/**
* Retorna el numero de elementos del
* array de datos
* @return El numero de elementos
* del array de datos
*/
public f ina l int getRowCount ( ) {
return data . l ength ;
}
/**
* Retornamos el nombre de la columna indicada
* @param col Columna que deseamos saber el nombre
* @return El nombre de la columna
*/
public f ina l St r ing getColumnName( f ina l int c o l ) {
return columnNames [ c o l ] ;
}
/**
* Retornamos el valor de la celdas
* selecionada en funcio´n de la columna y la fila
* @param row Fila del valor
* @param col Columna de valor
198 Maqueta de ascensor para la realizacio´n de pra´cticas por Internet
* @return El valor de la Fila y Columna correspondiente
*/
public f ina l Object getValueAt (
f ina l int row , f ina l int c o l ) {
return data [ row ] [ c o l ] ;
}
/**
* Retorna un valor booleano para
* poder editar la celda. Mediante
* este me´todo modificamos el editor predeterminado
* para cada columna de celdas
* @param row Fila correspondiente
* @param col Columna correspondiente
* @return El valor nos permite editar o no una celda
*/
public f ina l boolean i sC e l l Ed i t a b l e (
f ina l int row , f ina l int c o l ) {
return fa l se ;
}
/**
* Asignamos un valor a la celda que deseemos
*
* @param value Valor para a~nadir a la tabla
* @param row Fila correspondiente
* @param col Columna correspondiente
*/
public f ina l void setValueAt (
f ina l Object va lue , f ina l int row , f ina l int c o l ) {
data [ row ] [ c o l ] = value ;
f i r eTab leCe l lUpdated ( row , c o l ) ;
}
} // Final de la class DataModel4
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B.2.8. DataModel5.java
import javax . swing . t ab l e . AbstractTableModel ;
/**
* Modelo de la quinta tabla de transiciones.
* Esta contituida por 3 colummnas y tiene
* los me´todos necesarios para
* poder escribir y borrar las columnas y las filas.
*
* @see javax.swing.table.AbstractTableModel
* @see javax.swing.JCheckBox
* @see <a href="http://java.sun.com/docs/
* books/tutorial/post1.0/ui/eventmodel.html">
* Tutorial: Java 1.1 Event Model</a>
* @see <a href="http://www.awl.com/cp/
* javaseries/jcl1_2.html">Reference:
* The Java Class Libraries (update file)</a>
*
* @author Ignacio Garrido Giro´n
* @version 1.0 25.7.03
* @since JDK 1.4
*/
f ina l class DataModel5
extends AbstractTableModel {
/**
* Nombre de las columnas de la tabla
*
* @see #getColumnName
* @since JDK 1.4
*/
private f ina l St r ing [ ] columnNames = {
” Sa l ida ” ,
”Valor Actual ” ,
} ;
/**
* Tipo y tama~no de los objetos de la tabla
*
* @since JDK 1.4
*/
private f ina l Object [ ] [ ] data = new Object [ 1 6 ] [ 2 ] ;
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/**
* Retorna el numero de elementos
* del array de los nombres de las columnas
* @return El numero de elementos
* del array de los nombres
* @since JDK 1.4
*/
public f ina l int getColumnCount ( ) {
return columnNames . l ength ;
}
/**
* Retorna el numero de elementos del
* array de datos
* @return El numero de elementos
* del array de datos
*/
public f ina l int getRowCount ( ) {
return data . l ength ;
}
/**
* Retornamos el nombre de la columna
* indicada
* @param col Columna que deseamos
* saber el nombre
* @return El nombre de la columna
*/
public f ina l St r ing getColumnName( f ina l int c o l ) {
return columnNames [ c o l ] ;
}
/**
* Retornamos el valor de la celdas
* selecionada en funcio´n de la
* columna y la fila.
* @param row Fila del valor
* @param col Columna de valor
* @return El valor de la Fila y Columna correspondiente
*/
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public f ina l Object getValueAt ( f ina l int row , f ina l int c o l ) {
return data [ row ] [ c o l ] ;
}
/**
* Retorna un valor booleano para poder
* editar la celda. Mediante este me´todo
* modificamos el editor predeterminado
* para cada columna de celdas
* @param row Fila correspondiente
* @param col Columna correspondiente
* @return El valor nos permite editar o no una celda
*/
public f ina l boolean i sC e l l Ed i t a b l e (
f ina l int row , f ina l int c o l ) {
return fa l se ;
}
/**
* Asignamos un valor a la celda que deseemos
*
* @param value Valor para a~nadir a la tabla
* @param row Fila correspondiente
* @param col Columna correspondiente
*/
public f ina l void setValueAt (
f ina l Object va lue , f ina l int row , f ina l int c o l ) {
data [ row ] [ c o l ] = value ;
f i r eTab leCe l lUpdated ( row , c o l ) ;
}
}// Final de la class DataModel5
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B.3. Co´digos de HTML
La pa´gina web que se ha disen˜ado y que contiene al FinalApplet se llama index.html. Esta
pa´gina esta alojada en el servidor FactoryCast y se carga automa´ticamente cuando nos
dirigimos a la direccio´n IP del servidor. El co´digo en HTML de esta pa´gina se ha incluido
en el la seccio´n B.3.1 del presente ape´ndice.
A parte de la pa´gina index.html se ha creado toda una librer´ıa en formato HTML que
contiene toda la informacio´n de las clases Java que se han disen˜ado. Estas APIS se in-
cluyen en el CD del proyecto y resultaran fundamentales para las futuras ampliaciones
del proyecto. Las librer´ıas describen el funcionamiento de todos los objetos utilizados en
el co´digo Java, desde los me´todos hasta las clases.
B.3.1. Index.html
<HTML>
<TITLE>Comunicacio´n PLC</TITLE>
<head>
<script language=” JavaScr ipt ”>
function Abrir ventana ( pagina ) {
var opc iones=” too lba r=yes , l o c a t i o n=yes ,
d i r e c t o r i e s=yes , s t a tu s=yes ,
menubar=yes , s c r o l l b a r s=yes , r e s i z a b l e=yes ,
width=600, he ight =650, top=0,
l e f t =485” ;
window . open ( pagina , ”” , opc iones ) ;
}
</script>
</head>
<BODY onload=”Abrir ventana ( ’ http : / / 1 4 7 . 8 3 . 1 5 5 . 2 0 ’ ) ” BGCOLOR=”#CCCCCC”>
<CENTER>
/**
* Se carga el Applet FinalApplet. Se determina el tama~no del Applet y
* el archivo .jar donde se encuentran todas las clases.
*/
<APPLET codebase=”/ c l a s s e s ” a r ch ive=”SAComm. j a r , FinalApplet . j a r ”
code=”FinalApplet ” width=”1150” he ight=”900”>
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</APPLET>
</CENTER>
</BODY>
</HTML>
