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Uvod
Za razliku od svojih pocˇetaka, World Wide Web postao je gotovo neprepoznatljiv. Vec´ina
web stranica zapravo su aplikacije koje obiluju razno raznim funkcionalnostima i omoguc´u-
ju bolju interakciju s korisnicima. Sadrzˇaj samih aplikacija priblizˇen je individualnosti ko-
risnika te obicˇno nastaje procesuiranjem brojnih osjetljivih informacija. Stoga, ni ne cˇudi
cˇinjenica da je sigurnost web aplikacija neizostavan dio razvoja i odrzˇavanja svake web
aplikacije. Napadi na web aplikacije dogadaju se svakodnevno. Gotovo u tolikoj mjeri
da smo svjedoci da samo najvec´e povrede sigurnosti privlac´e dovoljno pazˇnje, dok se i
dalje vec´ina manjih napada prikriva te rjesˇava u situacijama kada su tek otkriveni. Ako
dobro promotrimo moderno drusˇtvo u kojem zˇivimo te kolicˇinu informacija i financijskih
sredstava koji su svakodnevno ugrozˇeni od potencijalnih napadacˇa, shvatit c´emo vazˇnost
razvoja i korisˇtenja sigurnih web aplikacija.
Glavni cilj ovog diplomskog rada ”Sigurnost web aplikacija” jest opis sigurnosnih prin-
cipa koji se koriste za siguran rad web aplikacija, klasifikacija i opis napada u vezi s po-
jedinim principima te opis koraka zasˇtite koje je potrebno poduzeti u slucˇaju odredene
vrste napada. Dodatno, bit c´e opisane dvije metode razvoja sigurnih web aplikacija, koje
omoguc´uju da se pojam sigurnosti i oprez od moguc´ih propusta ugrade u same temelje
postupka razvoja web aplikacija.
Glavni izvori podataka korisˇteni kao podloga za pisanje ovog diplomskog rada su
knjige: Web Application Security, A Beginner’s Guide i The Web Application Hacker’s
Handbook: Finding and Exploiting Security Flaws. Ostatak literature korisˇten je u svrhu
dopune pojedinih dijelova radnje.
Ovaj diplomski rad strukturiran je u pet poglavlja. U prvom poglavlju rada opisani su
sigurnosni principi ili mehanizmi (kao sˇto se spominje u nekim knjigama) koji su sastavni
dio sigurnosti web aplikacije. Najprije se opisuju sigurnosni principi autentifikacija i auto-
rizacija. Nakon toga slijede josˇ i opis upravljanja sesijom te princip sigurnog rada baze
podataka. Na kraju poglavlja dan je opis dva pravila koja su temelj principa sigurnog rada
web preglednika.
Drugo poglavlje rada daje opis i primjere napada u vezi s pojedinim sigurnosnim prin-
cipima. Najprije su opisani napadi vezani uz autentifikaciju. Zatim slijede napadi vezani
uz autorizaciju, napadi vezani uz upravljanje sesijom te napadi na baze podataka. Poglavlje
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zavrsˇava opisom i primjerima najcˇesˇc´ih napada na web preglednike.
Trec´e poglavlje rada slicˇno je organizirano kao i prethodno poglavlje, medutim umjesto
opisa napada, opisuje se nacˇin obrane i koraci zasˇtite od napada na pojedine sigurnosne
principe.
Cˇetvrto poglavlje opisuje dvije vazˇne metode razvoja sigurnih web aplikacija. Najprije
opisujemo metodu SDL tvrtke Microsoft a potom metodu organizacije OWASP.
Zadnje, odnosno peto poglavlje, sadrzˇi studijski primjer.
Poglavlje 1
Sigurnosni principi
U ovom poglavlju opisani su sigurnosni principi koji su sastavni dio obrane sigurnosti web
aplikacije. Najprije se opisuje princip autentifikacije gdje je opisan sam proces autentifika-
cije, zatim su opisani glavni primjeri autentifikacijskih mehanizama te je opisano mjesto i
vrijeme upotrebe ovog mehanizma. Nakon autentifikacije opisuje se autorizacija, odnosno
sam proces autorizacije, slojevi autorizacije te razvoj mehanizma autorizacije. Nakon auto-
rizacije slijede josˇ i opis mehanizama upravljanja sesijom te opis principa sigurnog rada
baze podataka. Na kraju poglavlja, opisana su dva vazˇna pravila postignuta dogovorom
proizvodacˇa web preglednika koja su zasluzˇna za siguran rad web preglednika.
1.1 Autentifikacija
Opc´enito o autentifikaciji
Ubrzanim razvojem web aplikacija mnoge od njih zahtijevaju odredenu kontrolu pristupa
zasˇtic´enim podacima i uslugama. Zahtijevanje takve kontrole podrazumijeva cˇinjenicu
da web aplikacija mora imati dobar sustav za kontrolu pristupa. Takav sustav mozˇemo
definirati kao mehanizam koji regulira pristup podacima ili uslugama web aplikacije na
nacˇin da utvrduje ima li subjekt dozvolu za to. Da bi mogao to utvrditi, sustav se oslanja
na dva procesa, autentifikaciju i autorizaciju.
Autentifikacija (engl. Authentification) ili krac´e AuthN je proces u kojem subjekt do-
kazuje da je ono sˇto zapravo tvrdi. Taj proces se sastoji od dva koraka: identifikacije i
potvrde. Identifikacija omoguc´uje subjektu da tvrdi da je odredeni subjekt, dok potvrda
omoguc´uje da tu tvrdnju potvrdi. [15]
Na primjer, ako pristupamo web aplikaciji za studentski mail, pretpostavimo da auten-
tifikacija zahtijeva korisnicˇko ime i lozinku. Unos korisnicˇkog imena predstavlja korak
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Slika 1.1: Skica jednostavnog procesa kontrole pristupa
identifikacije, dok korak potvrde predstavlja unos lozike. Dakle, uz pretpostavku da samo
odredeni subjekt zna korisnicˇko ime i lozinku, tada je taj subjekt identificiran.
Postoje tri klase faktora koje se upotrebljavaju za dokazivanje identiteta:
• ”necˇeg sˇto znasˇ“,
• ”necˇeg sˇto imasˇ“,
• ”necˇeg sˇto jesi“.
Prvu klasu autentifikacijskih faktora, odnosno ”necˇeg sˇto znasˇ“ najcˇesˇc´e cˇine lozinka
ili PIN. Drugu klasu cˇine digitalni potpis, pametna kartica ili sigurnosni zˇeton (engl. to-
ken). Najcˇesˇc´i faktor koji se koristi iz druge klase je sigurnosni zˇeton jer ne zahtjeva
neki specijalni hardver koji korisnik mora imati. Trec´u klasu cˇine otisak prsta, geometrija
ruke ili topografija lica. Takve faktore cˇesto poistovjec´ujemo s biometrijom, jer ovise o
fizicˇkim i karakternim osobinama osobe. No, napadacˇi postaju sve uporniji u pokusˇajima
provale ili obilaska autentifikacije, stoga mnoge aplikacije koriste faktore iz dvije ili tri ka-
tegorije. Kao primjer toga, mozˇemo navesti aplikaciju za internet bankarstvo koja koristi
sigurnosni zˇeton te lozinku, odnosno faktore iz klasa ”necˇeg sˇto imasˇ“ i ”necˇeg sˇto znasˇ“.
Korisnicˇko ime te lozinka predstavljaju standard za autentifikaciju, medutim u odredenim
okolnostima, gdje je potrebna visˇa razina sigurnosti upotrebljavaju se dodatno hardver ili
sigurnosni zˇetoni.
Posljednji korak procesa autentifikacije predstavlja validacija korisnicˇkih podataka.
Postoji cˇetiri nacˇina validacije s obzirom na lokaciju provjere podataka te u kakvom obliku
je lozinka spremljena:
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• provjera unutar aplikacije pomoc´u nesˇifrirane lozinke,
• provjera unutar baze podataka pomoc´u nesˇifrirane lozinke,
• provjera unutar aplikacije pomoc´u sˇifrirane lozinke,
• provjera unutar baze podataka pomoc´u sˇifrirane lozinke. [15]
Vrlo je vazˇno shvatiti nacˇine na koje se provodi validacija korisnicˇkih podataka jer na
temelju toga mozˇemo utvrditi kako napadi na aplikaciju funkcioniraju.
Primjeri autentifikacijskih mehanizama
U ovom dijelu poglavlja govorit c´emo o primjerima autentifikacijskih mehanizama koji
se baziraju na upotrebi korisnicˇkog imena i lozinke. U cilju potpunosti, najprije c´emo
spomenuti najjednostavniji ali i vrlo nesiguran mehanizam koji nam pruzˇa HTTP proto-
kol. Nadalje, govorit c´emo o autentifikaciji na jednom mjestu koja postaje sve popularnija
te na kraju o autentifikacijskim mehanizmima zasnovanim na HTML formama, a koji su
trenutno najrasˇireniji u upotrebi.
HTTP autentifikacijski mehanizmi
Najjednostavnije autentifikacijske mehanizme nudi nam HTTP. Osigurava nam Basic ac-
cess i Digest access autentifikacijske mehanizme. Medutim zbog brojnih mana, njihova
upotreba nije preporucˇljiva. Basic access autentifikacijski mehanizam je mehanizam auten-
tifikacije koji zahtijeva od korisnika da unese korisnicˇko ime te lozinku prije nego li pris-
tupi zasˇtic´enom resursu na web posluzˇitelju. U nastavku opisujemo proces autentifikacije
korisnika pomoc´u tog mehanizma:
• Proces pocˇinje kada korisnik zˇeli pristupiti zasˇtic´enom resursu. Web posluzˇitelj sˇalje
korisniku 401 Authorization Required kod.
• Kada web preglednik dobije taj odgovor, izbacuje dijalog koji zahtjeva od korisnika
korisnicˇko ime te lozinku (slika 1.2).
• Nakon sˇto korisnik unese svoje podatke i klikne gumb OK, web preglednik konkate-
nira korisnicˇko ime, znak ”:” te lozinku. Takvu vrijednost sˇifrira u base64 notaciju i
sˇalje putem GET metode web posluzˇitelju unutar HTTP zaglavlja.
• Ako posluzˇitelj prihvati podatke, tada korisnik ima pristup zasˇtic´enom resursu, dok
u protivnim korisnik dobija status pogresˇke.
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Slika 1.2: HTTP basic access autentifikacija
Ova metoda autentifikacije ima brojne mane: nesiguran prijenos podataka, ponovljena
izlozˇenost riziku te nesigurno spremanje podataka od strane preglednika. Digest access
autentifikacijski mehanizam je vrlo slicˇan prethodnom mehanizmu, no koristi MD5 algori-
tam za hasˇiranje lozinke prije nego li se sˇalje. Ovaj mehanizam podlozˇan je riziku ”cˇovjeka
u sredini“, te je lako moguc´e smanjiti sigurnost na Basic access autentifikacijski mehani-
zam ili neku stariju veziju Digest access autentifikacije. [15]
Autentifikacija na jednom mjestu
Autentifikacija na jednom mjestu (engl. Single Sign-on) je proces autentifikacije koji omog-
uc´ava korisniku da predocˇi svoje akreditacijske podatke samo jednom kako bi mogao pris-
tupiti razlicˇitim resursima ili aplikacijama. Na temelju prethodnog, mozˇemo rec´i da auten-
tifikacija na jednom mjestu predstavlja dijeljenje autentifikacijskih podataka. [13]
Takav autentifikacijski mehanizam upotrebljava malu kolicˇinu podataka koje posluzˇitelj
sprema na klijentsko racˇunalo putem preglednika. Obicˇno takvu vrstu informacija na-
zivamo kolacˇic´ (engl. cookie). Dakle, prilikom prve prijave na klijentsko racˇunalo se
sprema kolacˇic´ koji sadrzˇi korisnicˇko ime. Za svaki zahtjev, posluzˇitelj mozˇe iz pohra-
njenog kolacˇic´a dohvatiti ime te odlucˇiti sˇto dalje.[13] Najpoznatiji primjeri mehanizama
za autentifikaciju na jednom mjestu su Google Accounts (vidi sliku 1.3), Facebook Login,
Windows Live ID.
Prednosti koje donosi korisˇtenje autentifikacije na jednom mjestu su:
• korisnik unosi svoje podatke na jednom mjestu,
• jedinstvena baza sigurnosnih podataka,
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• korisnik ne mora pamtiti gomilu korisnicˇkih podataka potrebnih za prijavu u razlicˇite
web aplikacije,
• smanjenje trosˇkova,
• jedinstveno autentifikacijsko sucˇelje.
Medutim, moramo spomenuti i neke od mana koje donosi korisˇtenje autentifikacije na
jednom mjestu:
• promjena postojec´ih aplikacija mozˇe biti komplicirana, dugotrajna i skupa,
• ako se korisnik uspjesˇno prijavi te napusti racˇunalo, svi autorizirani resursi mogu biti
iskorisˇteni,
• dovoljno je napasti jednu tocˇku.
Slika 1.3: Google accounts SSO
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Autentifikacijski mehanizam zasnovan na HTML formama
Kako su HTTP autentifikacijski mehanizmi vrlo nesigurni, a autentifikacija na jednom
mjestu josˇ ne predstavlja standard, aplikacije vrlo cˇesto koriste mehanizme za autentifi-
kaciju korisnika koje programeri kreiraju koristec´i HTML forme. U nastavku opisujemo
Slika 1.4: Prikaz jednostavnog procesa autentifikacije
korake (vidi sliku 1.4) kako funkcionira mehanizam za autentifikaciju koji se koristi u
vec´ini aplikacija:
1. Korisnik putem web preglednika sˇalje zahtjev web aplikaciji za stranicom za prijavu.
2. Aplikacija vrac´a pregledniku stranicu za prijavu korisnika.
3. Korisnik unosi svoje korisnicˇke podatke u HTML forme, te ih sˇalje putem POST
metode web aplikaciji.
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4. Web aplikacija analizira informacije koje je prihvatila.
5. Aplikacija radi upit prema bazi podataka u svrhu provjere podataka.
(a) Ako na temelju upita nema poklapanja, aplikacija sˇalje korisniku status pogresˇke
sa stranicom za prijavu.
(b) Ako na temelju upita imamo poklapanje, aplikacija uspostavlja novu sesiju (engl.
session) za korisnika. U vec´ini slucˇajeva to podrazumijeva generiranje i slanje
jedinstvenog identifikatora sesije (engl. session ID) korisniku.
6. Nakon sˇto preglednik dobije odgovor, unutar HTTP zaglavlja iz direktive Set-Cookie
spremit c´e identifikacijsku vrijednost. Kako je identifikacijska vrijednost postavljena
u kolacˇic´u, preglednik c´e ju automatski koristiti za sve zahtjeve prema web aplikaciji.
Na taj nacˇin aplikacija autorizira korisnika za svaki zahtjev. [15]
Mjesto i vrijeme autentifikacije
Vazˇno pravilo koje se namec´e u procesu autentifikacije glasi da se ona provodi na svaki
zahtjev za pristupom zasˇtic´enom dijelu aplikacije. Opc´enito, autentifikaciju moramo pri-
mjeniti u sljedec´a tri slucˇaja:
• u slucˇaju promjene korisnicˇkih prava pristupa,
• sa svakim zahtjevom za zasˇtic´enim djelom aplikacije,
• za svaki pristup aplikaciji izvan nje.
1.2 Autorizacija
U prethodnom poglavlju spomenuli smo da aplikacija mora imati dobru kontrolu pristupa
kako bi pristup zasˇtic´enim podacima i uslugama bio zasˇtic´en. U ovom poglavlju govo-
rit c´emo o terminologiji i metodologiji vezanoj uz autorizaciju, odnosno drugom vazˇnom
procesu koji nastupa nakon autentifikacije.
Opc´enito o autorizaciji
Autorizacija (engl. Authorization) ili krac´e ”AuthZ“ je proces utvrdivanja ima li subjekt
dozvolu za izvodenje odredenih operacija na zasˇtic´enom resursu. Koristimo pojam su-
bjekta jer osim osoba, subjekti mogu biti i web servisi, baze ili druga racˇunala. Resurse
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nam predstavljaju zasˇtic´eni podaci ili funkcionalnosti koje subjekt zˇeli korisiti. Autoriza-
ciju promatramo kao slozˇen pojam koji ovisi o individualnosti same web aplikacije, pa se
dizajn i implementacija razlikuju od aplikacije do aplikacije. [15]
Autorizacija ima tri glavna cilja:
1. Osigurati da subjekt izvodi samo dozvoljene akcije.
2. Kontrolirati pristup zasˇtic´enim resursima ovisno o ulozi subjekta te njegovim privi-
legijima.
3. Umanjiti rizike od napada vezanih uz privilegije.
Kada aplikacija utvrdi tko je subjekt i kojem resursu zˇeli pristupiti, tada mora odrediti je
li trazˇena operacija dozvoljena. Stoga aplikacija mora imati odredena pravila po kojima
mozˇe to odrediti. Postoje tri vrste modela kontrole pristupa koji odreduju dodjelu pravila:
• Role-Based Access Control (RBAC) - model koji se bazira na uporabi uloga (engl.
role) kojoj pripada grupa subjekata. Svakom subjektu je odredena jedna ili visˇe
uloga, dok svaka uloga dopusˇta odredene operacije. Tada se na temelju uloge kojoj
subjekt pripada, dodjeljuju dozvole za pristup zasˇtic´enom resursu.
• Discretionary Access Control (DAC) - model koji dozvoljava korisnicima ili adminis-
tratoru da definira listu kontrole pristupa (engl. Access control list, ACL) na nekom
zasˇtic´enom resursu. Lista kontrole pristupa sadrzˇi stavke koje odreduju koji korisnik
smije pristupiti resursu te koje operacije smije raditi nad tim resursom.
• Mandatory Access Control (MAC) - model koji koristi strogu klasifikaciju. Kontrolu
pristupa odreduju sistem ili administrator. Vrlo slabo se upotrebljava, uglavnom za
vojne sustave. [15]
Odluka o odabiru modela donosi se prilikom dizajna aplikacije. Opisujemo bitne razlike
izmedu modela RBAC i DAC:
• U DAC modelu pravila su pridruzˇena odredenom resursu, dok u RBAC modelu pra-
vila pridruzˇujemo odredenoj grupi korisnika.
• Pravila unutar RBAC modela su obicˇno staticˇna, dok se unutra modela DAC cˇesto
mijenjaju.
• Model DAC se bazira na osobnim pravilima, dok model RBAC koristi grupna pra-
vila.
• Tipicˇno pitanje unutar model RBAC je: ”Sˇto mozˇe raditi ovaj korisnik?”, dok DAC
postavlja pitanje: ”Tko ima pristup mojem resursu?”. [8]
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Slika 1.5: Model autorizacije
Na kraju, nakon sˇto smo opisali modele kontrole pristupa te na koji nacˇin definiraju pravila
na temelju kojih se provodi autorizacija, preostaje nam podjela dozvola. Postoje tri vrste
dozvola koje se primjenjuju ovisno o resursu:
• Dozvola cˇitanja (engl. Read access) - dozvola cˇitanja odnosi se na podatke. Pita-
nje na koje autorizacija mora dati odgovor jest: ”Smije li ovaj korisnik vidjeti ove
podatke?”.
• Dozvola pisanja (engl. Write access) - dozvola pisanja odnosi se takoder na podatke,
u svrhu promjene. Pitanje na koje autorizacija mora dati odgovor jest: ”Smije li ovaj
korisnik promjeniti ove podatke?”.
• Dozvola izvrsˇavanja (engl. Execute access) - dozvola izvrsˇavanja odnosti se na funk-
cionalnost unutar aplikacije. Pitanje na koje autorizacija mora dati odgovor jest:
”Smije li ovaj korisnik pokrenuti ovu operaciju?”. [15]
Slojevi autorizacije
Proces autorizacije provodi se na brojnim mjestima unutar aplikacije, odnosno kada god
subjekt mora pristupiti nekoj funkcionalnosti ili nekom resursu. Na slici 1.6 vidimo da se
autorizacija odvija i u horizontalnom smjeru i vertikalnom smjeru.
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Slika 1.6: Jednostavan prikaz slojeva na kojima se provodi autorizacija
Najprije opisujemo horizontalne slojeve:
• Klijentov web preglednik - posao mu je slanje zahtjeva web posluzˇitelju i prikazivanje
dobivenih rezultata. Klijentov web preglednik postavlja sljedec´e pitanje: ”Ima li
korisnik dozvolu za pristup web pregledniku?”. Klijent mora imati minimalnu ulogu
u procesu autorizacije, jer je nemoguc´e kontrolirati klijentsku stranu.
• Front-end web server - rijecˇ je o posluzˇitelju koji prati promet na nekoj IP adresi.
Pitanje koje postavlja prilikom autorizacije glasi: ”Trebam li uopc´e komunicirati
s ovim racˇunalom?”. Ovaj sloj omoguc´uje filtriranje IP adresa trazˇenih zahjeva i
predstavlja najbolju vrstu obrane.
• Back-end aplikacijski server - rijecˇ je o posluzˇitelju ili visˇe njih zaduzˇenih za obradu
trazˇenih zahtjeva. Obicˇno usporeduju informacije procesuirane od strane Front-end
web servera i resursa koji se trazˇi na temelju odredenih pravila koja posjeduju.
• Baza podataka - rijecˇ je o komponenti koja je zasluzˇna za cˇuvanje podataka potreb-
nih web aplikaciji. Takoder mogu sudjelovati u procesu autorizacije a pitanje koje
postavljaju glasi: ”Ima li klijent koji radi neki zahtjev uopc´e dozvolu za pristup bazi
podataka?”.
Ovisno o vrsti i slozˇenosti aplikacije, neki slojevi mogu se nalaziti i na istom posluzˇite-
ljskom racˇunalu, primjerice Front-end web server i Back-end aplikacijski server. [15]
Vertikalni smjer ovisi o specificˇnom racˇunalu, no slojevi koje se javljaju su obicˇno:
korisnicˇki sloj, aplikacijski sloj, meduaplikacijski sloj, sloj operacijskog sustava i sloj har-
dvera. Sˇto se ticˇe ovog smjera, vazˇno je imati na umu da postoji i da treba takoder posvetiti
pazˇnju na sigurnost tog smjera, medutim nije previsˇe bitan za ovu temu.
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Razvoj mehanizma autorizacije
Upotreba gotovih kostura (engl. frameworks), odnosno autorizacijskih modula omoguc´uje
programerima usˇtedu vremena potrebnog za testiranje, ali i trosˇkova potrebnih za razvoj
autorizacijskog mehanizama. Medutim u nekim situacijama, programeri razvijaju vlastite
mehanizme za autorizaciju. Svaki od mehanizama autorizacije bazira se na upotrebi faktora
iz sljedec´ih skupina: sˇto i kada. Prva skupina faktora, odnosno sˇto, odreduje sudionike
autorizacije. Postoje tri vrste sudionika:
• Subjekti - entiteti koji trazˇe zahtjev za odredenim resursom.
• Operacije - funkcionalnosti ili specificˇne akcije koje subjekt mozˇe izvesti.
• Objekti - podaci o kojima brine aplikacija.
Slika 1.7: Primjer upotrebe jednostavnog modela autorizacije
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Druga skupina faktora, odnosno kada, odreduje vrijeme kada je potrebno provesti kontrolu
dozvola i davanja odobrenja. U ovu skupinu spadaju tri faktora:
• Prije ucˇitavanja sucˇelja (engl. Before loading the interface) - interakcija izmedu ko-
risnika i web aplikacije obicˇno se odvija kroz web stranice koje sadrzˇe razne HTML
elemente. Ovaj faktor oznacˇava da c´e se autorizacija provesti prije slanja odredenog
dijela sucˇelja, odnosno nekih elemenata stranice, korisnicˇkom pregledniku. Primje-
rice, mozˇemo korisniku vratiti stranicu bez da sadrzˇi link na odredenu funkcional-
nost. Medutim ovaj korak sam nije dovoljan jer korisnik mozˇe pogadati link putem
URL-a. Dakle, drugi korak bi bio da aplikacija na zahtjev za tim URL-om najprije
provede postupak autorizacije, a zatim ako je korisnik prosˇao autorizaciju dozvoli
trazˇenu akciju.
• Prije nego li su zahtjevi poslani (engl. Before requests are submitted) - autorizacija
se provodi na strani korisnika. Primjerice pomoc´u Javascript koda. Bazira se na
upotrebi efekata koji ne zahtjevaju interakciju s posluzˇiteljem. Dakle, ovaj je faktor
vazˇan u smislu performansi no napadacˇ ga mozˇe zaobic´i.
• Prije davanja konacˇnog pristupa (engl. Before granting final access) - rijecˇ je o
faktoru koji oznacˇava najvazˇnije vrijeme za provedbu autorizacije. To je autorizacija
na strani posluzˇitelja neposredno prije davanja dozvole za pristup resursu. Vazˇno je
da vremenski interval izmedu procesa autorizacije, dozvole za korisˇtenje resursa te
same akcije bude minimalan. [15]
1.3 Upravljanje sesijom
HTTP protokol je protokol bez stanja, odnosno protokol koji ne mozˇe pamtiti stanje izmedu
dvije transakcije. Bazira se na modelu zahtjev-odgovor, gdje svaki par predstavlja neza-
visnu transakciju. Protokol nema ugradenih mehanizama za prac´enje razlicˇitih zahtjeva,
odnosno bez sesija i upravljanja sesijama web posluzˇitelj ne mozˇe pripisati odredeni niz
zahtjeva specificˇnom korisniku. Spomenimo josˇ da su autorizacija i sesija usko vezane jer
sesija objedinjuje proces autentifikacije i autorizacije za vrijeme interakcije korisnika i web
aplikacije.
Sesija predstavlja niz HTTP zahtjeva i odgovora koji su pridruzˇeni odredenom koris-
niku. Obicˇno je ostvarena kao vrsta jedinstvenog trajnog zˇetona ili identifikatora sesije ko-
jeg web klijent koristi prilikom slanja svakog zahtjeva web aplikaciji. U vec´ini slucˇajeva,
aplikacija razmjenjuje identifikatore sesija s korisnikom pomoc´u HTTP kolacˇic´a. [15]
Na primjer, nakon sˇto se klijent uspjesˇno autentificira, posluzˇitelj mu odgovara slanjem
HTTP zaglavlja koje sadrzˇi:
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Set-Cookie: SessionId = 6fktilab3hldc5277r94qh2204
Tada svaki klijentov zahtjev posluzˇitelju sadrzˇi zaglavlje:
Cookie: SessionId = 6fktilab3hldc5277r94qh2204
Ako pogledamo prethodni slucˇaj, vazˇno je primjetiti da taj identifikator bude zaista tesˇko
predvidljiv i sˇifriran kako bi otezˇali posao napadacˇa.
U nekim aplikacijama, obicˇno se sesija uspostavlja i prije same autentifikacije. Na pri-
mjer, aplikacija za kupovinu koja prati sadrzˇaj kosˇarice gosta. Tada je vrlo vazˇno da se
prilikom autentifikacije korisnika dodjeli novi identifikator sesije. Takoder, ako gledamo
taj primjer, mozˇemo zakljucˇiti da posluzˇitelj mora biljezˇiti koje je korisnik proizvode iz-
abrao te o kojoj se kolicˇini tih proizvoda radi. Za prac´enje takvih informacija sluzˇi nam
stanje sesije (engl. Session state). U nastavku navodimo nacˇine na koje mozˇemo pamtiti
stanje sesije:
• Pomoc´u kolacˇic´a - informacije se nalaze unutar jednog ili visˇe kolacˇic´a na strani
klijenta. Prednost korisˇtenja ovog nacˇina jest jednostavnost implementacije. Mana
je mali kapacitet spremanja, potreba za sˇifriranjem i nepotrebno slanje informacija
za svaki zahtjev.
• Pomoc´u forma i URL parametara - informacije se nalaze unutar skrivenih formi ili
unutar URL parametara. Uporaba ni jednog od ovih nacˇina nije preporucˇljiva zbog
toga sˇto korisnik vrlo lako mozˇe promjeniti vrijednosti informacija.
• Pomoc´u HTML5 Local Storage - informacije se spremaju na strani klijenta, u obliku
parova koji sadrzˇe kljucˇ i vrijednost. Ne sˇalju se za svaki zahtjev, medutim i dalje je
potrebno sˇifriranje informacija.
• Spremanjem na strani posluzˇitelja - najsigurnija opcija spremanja informacija o se-
siji. Obicˇno je takoder rijecˇ o parovima koji sadrzˇe ime i vrijednost pridruzˇenu ne-
kom identifikatoru sesije.
Upravljanje sesijom (engl. Session Management) vazˇan je dio sigurnosti web aplikacije
te se obicˇno ugraduje putem dobro osmisˇljenog procesa dizajna. Na slici 1.8 prikazan je
primjer dijagrama moguc´eg procesa upravljanja sesijom.
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Slika 1.8: Primjer procesa upravljanja sesijom
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1.4 Siguran rad baze podataka
Baze podataka predstavljaju nezaobilazan i vazˇan dio svake moderne web aplikacije. U
ovom poglavlju najprije c´emo govoriti o pojmovima kao sˇto su baza podataka i sustav za
upravljanje bazom podataka. Zatim c´emo navesti odredena pravila koja doprinose sigur-
nosti baza podataka.
Opc´enito o bazi podataka
Baze podataka predstavljaju skup medusobno povezanih podataka koji su pohranjeni u
vanjskoj memoriji. O njihovom odrzˇavanju, distribuiranju i nadziranju brinu sustavi za
upravljanje bazama podataka (engl. Data Base Management System - DBMS). Neki od
vazˇnijih sustava za upravljanje bazama podataka su:
• MySQL,
• Microsoft SQL Server,
• Oracle.
Ciljevi upotrebe baze podataka su:
• fizicˇka nezavisnost podataka,
• logicˇka nezavisnost podataka,
• fleksibilan pristup,
• istovremeni pristup,
• cˇuvanje integriteta,
• moguc´nost oporavka,
• zasˇtita od neovlasˇtene upotrebe,
• brzina pristupa,
• moguc´nost odrzˇavanja i kontrole. [11]
Prethodno navedeni DBMS-i zasnovani su na relacijskom modelu podataka, odnosno zas-
nivaju se na pojmu relacije.
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Sigurnosni elementi baze podataka
Dodjela minimalnih prava pristupa
Korisnicima je potrebno ogranicˇiti prava pristupa na samo ona neophodna za normalan rad.
Time se smanjuju potencijalne tocˇke napada na web aplikaciju. [15]
Na primjer, ako aplikacija koristi jednog korisnika za pristup bazi podataka (tzv. apli-
kacijskog korisnika), tada je potrebno reducirati prava na razinu potrebnih za normalan rad
aplikacije. Dakle, ako aplikacija nema potrebu za dodavanje ili brisanje odredenih redaka
unutar neke tablice tada je potrebno ukinuti prava aplikacijskog korisnika za te operacije.
Ako aplikacija zahtjeva pristup bazi od strane visˇe razlicˇitih korisnika koji se razlikuju po
ulogama, primjerice obicˇni korisnik i administrator, potrebno je kreirati visˇe racˇuna za pris-
tup bazi te na temelju uloga ogranicˇiti prava pristupa. Posebnu pazˇnju potrebno je posvetiti
azˇuriranju prava nakon uklanjanja nekih funkcionalnosti iz web aplikacije jer u protivnom
redukcija prava nema smisla.
Upotreba spremljenih procedura
Upotrebom spremljenih procedura koristimo maksimalan stupanj zasˇtite od ugnjezˇdenih
SQL naredbi. Potrebno je korisnicima baze ogranicˇiti pristup samo na izvrsˇavanje sprem-
ljenih procedura bez moguc´nosti izvrsˇavanja vlastitih SQL naredbi. [7]
Koristiti enkripciju
Preporucˇa se upotreba enkripcije prilikom prijenosa podataka, sˇto vec´ina DBMS podrzˇava
upotrebom SSL protokola. Osim prijenosa, kriptiranje je moguc´e i na podacima koji se
nalaze u bazi, no to se podrazumijeva na najosjetljivije podatke. [15]
Pravilna upotreba korisnicˇkih podataka
Korisnicˇki podaci, odnosno podaci potrebni za pristup bazi podataka, moraju biti postav-
ljeni i zasˇtic´eni u skladu s pravilima. Visˇe o tome biti c´e recˇeno u dijelu zasˇtita autentifika-
cije.
Izrada sigurnosnih kopija
Izrada sigurnosnih kopija baze podataka omoguc´uje vrac´anje podataka uslijed pogresˇke
unutar aplikacije ili same baze podataka. [7]
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Nadzor i evidencija
Nadzor i evidencija vazˇan su dio sigurnosti rada baze podataka. Ako je poznata adresa
pristupa korisnika bazi podataka, moguc´e je pratiti odredene promjene vezane uz adresu
pristupa korisnika ili pak odredenog vremena, za koje smo sigurni da nije pristupano od
validnog korisnika. [14]
1.5 Siguran rad web preglednika
Web preglednik je program koji omoguc´uje lociranje, primanje i prikaz informacija koje
se nalaze na internetu. Prema podacima sa slike 1.9, korisnici su u ovoj godini najcˇesˇc´e
upotrebljavali preglednike Google Chrome i Mozilla Firefox.
Slika 1.9: Upotreba pojedinih web preglednika u 2016. godini
Kako su web preglednici nezaobilazan svakodnevni alat koji korisnici koriste, vrlo
cˇesto postaju metom napada. U ovom poglavlju govoriti c´emo o pravilima kojih se web
preglednici moraju pridrzˇavati kako bi sˇto bolje zasˇtitili svoje korisnike.
Pravilo istog podrijetla
Pravilo istog podrijetla (engl. same-origin policy) predstavlja pravilo koje je usuglasˇeno
od strane vodec´ih proizvodacˇa web preglednika, a osigurava ogranicˇenje funkcionalnosti
skripti pokrenutih na web pregledniku korisnika. Tocˇnije, pravilo tvrdi da u trenutku kada
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korisnik pregledava neku web stranicu, pokrenuta skripta mozˇe cˇitati i pisati u sadrzˇaj
druge web stranice ako oboje imaju isto podrijetlo. [15]
Podrijetlo je kombinacija tri vazˇne stavke:
• protokola aplikacije - HTTP ili HTTPS,
• TCP porta,
• imena domene - ”http://www.stranica.com”.
Uzmimo kao primjer stranicu ”http://www.primjer.com” na kojoj se nalazi odredena skri-
pta. U tablici 1.1 su navedene web stranice cˇije informacije skripta ne mozˇe cˇitati.
URL Razlog
https://www.primjer.com Razlika u protokolima, ova stranica koristi HTTPS
http://www.primjer1.com Razlika u domenama
http://www.primjer.com:8080 Razlika u portovima
http://moj.primjer.com Razlika u domenama
Tablica 1.1: Primjer odnosa podrijetla stranica
Takoder, bitno je spomenuti da pravilo istog podrijetla ne vrijedi za posluzˇiteljsku
stranu, odnosno ne ogranicˇava kod na strani posluzˇitelja. Na primjer, posluzˇitelj ”www.pri-
mjer.com” mozˇe slati zahtjeve prema ”www.primjer1.com”. Glavni cilj ovog pravila jest
sprijecˇiti web aplikaciju da cˇita osjetljive i privatne podatke korisnika drugih stranica.
Dogovorom izmedu proizvodacˇa web preglednika omoguc´eno je i zaobilazˇenje ovog
pravila. Navodimo neke primjere zaobilazˇenja ovog pravila:
• pomoc´u HTML <script> elementa,
• upotrebom JSON (JavaScript Object Notation),
• upotrebom elemenata <iframe>, <frame>.
Iako je zaobilazˇenje ovog pravila moguc´e, valja biti oprezan jer u protivnom mozˇemo apli-
kaciju izlozˇiti napadima u kojima korisnik mozˇe izgubiti privatne podatke.
Pravilo sigurnosti sadrzˇaja
Pravilo sigurnosti sadrzˇaja (engl. Content-secure-policy) predstavlja dodatni sloj sigurnosti
web preglednika koji definira CSP (Content-secure-policy) HTTP zaglavlja koja dozvolja-
vaju kreiranje bijelih lista izvora (onih za koje znamo da su validni) provjerenog sadrzˇaja
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i nalazˇu web pregledniku da iskljucˇivo izvrsˇava i koristi samo te resurse. Ako napadacˇ i
pronade nacˇin da umetne skriptu, ona se nec´e izvrsˇiti jer nec´e odgovarati bijeloj listi (engl.
whitelist).
Vec´ina vodec´ih preglednika podrzˇava ovo pravilo te se vrlo lako primjenjuje. Dovoljno
je konfigurirati web posluzˇitelj da vrac´a CSP HTTP zaglavlje. Pogledajmo sljedec´i primjer
zaglavlja:
Content-Security-Policy: script-src ’self’ https://apis.google.com
Ovim pravilo definirali smo da su validni izvori skripte: nasˇa aplikacija i ”https://apis.goog-
le.com”. Web preglednik c´e u slucˇaju bilo kojeg drugog izvora za skripte izbaciti pogresˇku
(vidi sliku 1.10).
Slika 1.10: CSP povreda pravila
Valja spomenuti da uz ovo pravilo postoji josˇ mnogo direktiva vezanih uz resurse. Do-
datno moguc´e je kontrolirati i izvrsˇavanje tzv. inline skripti.
Ovo pravilo koristi se i u svrhu obrane od Clickjacking napada. Dovoljna je upotreba
direktive frame-ancestors koja web pregledniku oznacˇava smije li ucˇitavati stranice unutar
<frame> i <iframe> elemenata.
Na kraju spomenimo josˇ da postoje i direktiva report-uri koja sˇalje povratne infor-
macije vezane uz povredu pravila natrag web posluzˇitelju. To je vrlo korisna moguc´nost
pomoc´u koje lako mozˇemo pratiti vrstu i izvor povrede. Moguc´e je koristi i zaglavlje
Content-Security-Policy-Report-Only koje omoguc´uje da web posluzˇitelj prima informa-
cije o narusˇavanju pravila, no web preglednik ne blokira izvrsˇavanje takvih skripti.
Poglavlje 2
Napadi na web aplikaciju
U ovom poglavlju govorit c´emo o raznim vrstama napada na aplikaciju. Napadi su klasifi-
cirani s obzirom na sigurnosni princip koji napadaju. Najprije su opisani napadi vezani uz
autentifikaciju, zatim slijede napadi na autorizaciju, upravljanje sesijom i baze podataka.
Na kraju poglavlja navedeni su i opisani napadi na web preglednike.
2.1 Napadi vezani uz autentifikaciju
Napad grubom silom
Napad grubom silom (engl. Brute-Force attack) predstavlja proces pogadanja nepoznate
vrijednosti koristec´i pritom sve moguc´e kombinacije te analiziranje dobivenih odgovora.
Ova vrsta napada koristi se najcˇesˇc´e u svrhu otkrivanja korisnicˇkog imena, lozinke ili sigur-
nosnog broja kreditne kartice. Ako web aplikacija dozvoljava neogranicˇeni broj pokusˇaja
prijave korisnika, sve dok nisu unijeti tocˇni podaci, tada je ta aplikacija podlozˇna napadu
grubom silom. Web aplikacije koje nemaju dovoljnu kontrolu nad kvalitetom korisnicˇkih
lozinki omoguc´avaju korisnicima da koriste kratke lozinke, lozinke koje oznacˇavaju neke
nazive ili lozinke koje su iste korisnicˇkom imenu. Posljedica toga jest da c´e napadi grubom
silom biti uspjesˇni. Vrijeme potrebno za uspjesˇno izvrsˇavanja ovakve vrste napada ovisi o
duljini trazˇenog podatka te o znakovima od kojih se taj podatak sastoji.
Spomenimo josˇ i da postoji reverzivan napad grubom silom. Ovakva vrsta napada
koristi cˇinjenicu da visˇe korisnika mozˇe imati istu lozinku te se pogadanje odnosi na ko-
risnicˇko ime. Primjena reverznog napada grubom silom ima smisla u slucˇaju kada aplika-
cija ima velik broj korisnika. Najcˇesˇc´i alati koji se koriste za napad grubom silom su: Burp
Intruder, THC Hydra, Brutus. Ovi alati posjeduju i rjecˇnike (engl. dictionary) u koje je
moguc´e dodati odredene pojmove, rijecˇi i najcˇesˇc´e lozinke. [15]
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Slika 2.1: Uspjesˇan napad grubom silom pomoc´u alata Burp Intruder.
U nastavku navodimo neke korake kako izvesti napad grubom silom, ali i kako mozˇemo
provjeriti je li nasˇa aplikacija podlozˇna tom napadu:
• Za napad grubom silom koristimo za to predvidene alate, kao sˇto smo prije naveli.
• Upotrebljavamo visˇe razlicˇitih rjecˇnika, na visˇe jezika.
• Pratimo moguc´e pogresˇke koje se javljaju u procesu autentifikacije.
• Ako aplikacija dozvoljava visˇe pokusˇaja prijave s iste IP adrese ili pak je dozvoljeno
visˇe desetaka pokusˇaja prijave u sekundi, tada ta aplikacija vrlo vjerojatno ne mozˇe
detektirati ovakav napad. [5]
Na slici 2.1 prikazan je uspjesˇan napad grubom silom na HTTP Basic access autentifi-
kacijski mehanizam primjenom alata Burp Intruder. Kako znamo da taj autentifikacij-
ski mehanizam koristi base64 sˇifriranje, tada iz podatka ”YWRtaW46cDQ1NXcwcmQ=”,
desˇifriranjem pomoc´u online alata vrlo lako dobivamo korisnicˇke podatke:
”admin:p455w0rd”
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Napadi na propuste u dizajnu autentifikacije
Napadi vezani uz propuste u dizajnu autentifikacije posljedica su losˇeg dizajna mehanizma
za autentifikaciju. Od velike je vazˇnosti da softverski inzˇinjeri na vrijeme utvrde sve zah-
tjeve koji su vazˇni za dizajn mehanizma autentifikacije, posˇto on predstavlja prvu liniju
obrane od nezˇeljenog pristupa zasˇtic´enim dijelovima aplikacije. U nastavku opisujemo
propuste u dizajnu autentifikacijskog mehanizma koji su cˇesti uzrok napada na autentifika-
cijski mehanizam.
Preopsˇirne poruke o neuspjehu
Aplikacije prilikom autentifikacije korisnika, koji zˇele pristupiti zasˇtic´enim djelovima, zah-
tijevaju korisnicˇke podatke. Ako neki od unesenih podataka nije tocˇan dolazi do neuspjeha
autentifikacije. Stoga, kako bi olaksˇale posao korisniku, neke aplikacije vrac´aju poruke
o tome koji od podataka nije tocˇan. Za jednostavne aplikacije koje zahtijevaju unos ko-
risnicˇkog imena i lozinke, ovakav propust nije prevelik problem jer napadacˇ mozˇe saznati
samo koja od korisnicˇkih imena su valjana, a koja nisu.
Slika 2.2: Opis slike
U slozˇenijim aplikacijama, koje koriste autentifikaciju kroz visˇe slojeva, ovakva vrsta
propusta omoguc´uje napadacˇu da pogada odredene informacije i da se krec´e kroz slojeve.
To u konacˇnici mozˇe rezultirati time da napadacˇ pristupi zasˇtic´enim djelovima.
Nesiguran prijenos korisnicˇkih podataka
Rijecˇ je o propustu u dizajnu mehanizma za autentifikaciju gdje dolazi do otkrivanja ko-
risnicˇkih podataka.[14] Ako se korisnicˇki podaci sˇalju putem nesˇifrirane HTTP veze, tada
je moguc´e pomoc´u alata za prislusˇkivanje presresti korisnicˇke podatke u nesˇifriranom
obliku. Ako pak se prijava korisnika odvija putem HTTPS veze, korisnicˇki podaci se mogu
otkriti na sljedec´e nacˇine:
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• Korisnicˇki podaci su poslati kao niz parametara unutra URL-a, umjesto u tijelu POST
metode. Napadacˇ tada mozˇe otkriti korisnicˇke podatke ako se domogne povijesti
korisnicˇkog preglednika ili zapisa posluzˇitelja.
• Ako su korisnicˇki podaci spremljeni u kolacˇic´u na korisnicˇkom racˇunalu.
Promjena lozinke
Promjena lozinke vrlo je vazˇna funkcionalnost za svaki dobro dizajniran autentifikacijski
mehanizam. Jedan od vrlo vazˇnih ciljeva promjene lozinke jest da korisnik prisili napadacˇa
da ponovno pokrene napad grubom silom. Time smanjuje vjerojatnost uspjesˇnog napada.
Neke aplikacije zbog losˇeg dizajna autentifikacijskog mehanizma omoguc´uju pristup ovoj
funkcionalnosti te time dovode napadacˇa u dobar polozˇaj. Unutar same funkcionalnosti
moguc´i su sljedec´i propusti:
• preopsˇirne poruke o neuspjehu omoguc´uju provjeru tocˇnosti korisnicˇkog imena,
• omoguc´eno je neogranicˇeno pogadanje postojec´e lozinke. [14]
Nacˇin na koji mozˇemo provjeriti je li aplikacija ranjiva opisujemo sljedec´im koracima:
• promijenimo lozinku,
• ponovno pokusˇamo promijeniti lozinku u vrlo kratkom vremenskom intervalu. Ako
uspijemo, tada je ova aplikacija ranjiva a u najgorem slucˇaju moguc´a je i primjena
napada grubom silom.
• pokusˇavamo razne kombinacije unosa podataka unutar formi za promjenu lozinke te
promatramo ponasˇanje aplikacije. [5]
Zaboravljena lozinka
Korisnici dnevno koriste na desetke razlicˇitih web aplikacija. Posljedica toga je da za
vec´inu aplikacija moraju pamtiti razlicˇite lozinke. Mehanizam za oporavak od zaboravljene
lozinke omoguc´uje korisniku obnovu lozinke u slucˇaju da je istu zaboravio. Medutim
ako je ovaj mehanizam losˇeg dizajna, tada postaje najslabija karika te potencijalna meta
napadacˇa. Neki primjeri propusta:
• Mehanizam za oporavak od zaboravljene lozinke dozvoljava neogranicˇen broj pokusˇ-
aja pogadanja odgovora na tajno pitanje. Time napadacˇu omoguc´uje primjenu brute-
force alata.
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• Mehanizam umjesto tajnog pitanja omoguc´uje korisniku da za svoju lozinku sam iza-
bere savjet (engl. hint) kako da se sjeti lozinke. Obicˇno korisnici nesvjesni opasnosti
postavljaju savjete koji omoguc´uju lako pogadanje lozinke.
• Mehanizam dozvoljava korisniku da sam izabere tajno pitanje prilikom registracije.
Kao i u slucˇaju izbora savjeta, korisnici cˇesto izaberu tajna pitanja s malim skupom
potencijalnih odgovora.
• Mehanizam koristi jedinstvenu i vremenski ogranicˇenu URL poveznicu za oporavak
od zaboravljene lozinke, no dopusˇta korisniku da izabere mail adresu na koju se ta
poveznica sˇalje.
• Mehanizam nakon odgovora na tajno pitanje, korisniku daje uvid u trenutnu lozinku
ili ga autentificira. Na taj nacˇin napadacˇ mozˇe trajno koristiti korisnikov racˇun a da
korisnik nije ni svjestan te cˇinjenice. [14]
Slika 2.3: Zaboravljena lozinka
Zapamti me
U nekim aplikacijama cˇesto susrec´emo opciju ”zapamti me“. Ona omoguc´uje korisni-
cima da ne moraju unositi svoje korisnicˇke podatke prilikom autentifikacije s odredenog
racˇunala. Propusti u dizajnu ove funkcionalnosti cˇesto izlazˇu korisnika napadacˇu. Neki od
propusta u dizajnu funkcionalnosti ”zapamti me“ su:
• vrijednosti unutar kolacˇic´a koji je aplikacija poslala se mogu predvidjeti,
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• lozinka unutar kolacˇic´a nije sˇifrirana ili je sˇifrirana pomoc´u losˇeg algoritma,
• vijek trajanja kolacˇic´a je predug.
Napadi na propuste u implementaciji autentifikacije
Propusti unutar implementacije mehanizma za autentifikaciju mogu narusˇiti sigurnost do-
bro dizajniranih i oblikovanih autentifikacijskih mehanizama. U pravilu se tezˇe otkrivaju
nego li propusti unutar dizajna autentifikacijskog mehanizma te dovode do curenja infor-
macija, moguc´nosti zaobilazˇenja prijave korisnika pa i cˇitave sigurnosti aplikacije. Postoje
razlicˇite vrste propusta koji se mogu dogoditi prilikom implementacije autentifikacijskog
mehanizma. U nastavku navodimo neke primjere propusta:
• Autentifikacijski mehanizam nema dobru implementaciju rukovanja iznimkama, sto-
ga ponasˇanje aplikacije mozˇe biti nepredvidivo.
• Neke aplikacije zbog povec´anja sigurnosti uvode visˇeslojnu autentifikaciju. No, zbog
propusta je moguc´e smanjenje sigurnosti. Primjerice, ako mehanizam nema kontrolu
redoslijeda izvrsˇavanja koraka, tada napadacˇ lako mozˇe preskocˇiti neke od potrebnih
koraka autentifikacije. Nadalje, problem se javlja i ako aplikacija vjeruje podacima
koji su provjereni u prethodnim koracima. Napadacˇ tada mozˇe promjeniti podatke
izmedu koraka.
• Implementacija mehanizma za autentifikaciju je ostvarena na nacˇin da korisnik do-
datno odgovara na neko tajno pitanje. Ako aplikacija za svakog od korisnika ne
prati postavljena pitanja, vec´ generira nova, tada napadacˇ vrlo lagano mozˇe iteri-
rati ponovnim pokusˇajima kroz sva pitanja te odgovoriti na ono pitanje na koje zna
odgovor.
2.2 Napadi vezani uz autorizaciju
Prisilno pregledavanje
Prisilno pregledavanje (engl. Forced browsing) je napad na proces autorizacije kada na-
padacˇ manualno unosi URL za resurs kojem ne mozˇe pristupiti putem aplikacijskog sucˇelja.
[15]
Na primjer, napadacˇ upisuje URL ”www.webstranica.com/admin/”. Ako aplikacija
ne provodi autorizaciju za pristup svakom zasˇtic´enom resursu, tada je moguc´a primjena
ovakve vrste napada.
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Falsifikacija parametara
Falsifikacija parametara (engl. Parameter Tempering) je vrsta napada kada napadacˇ falsi-
ficira parametre zahtjeva prije nego li zahtjevi stignu web aplikaciji.[15] Cilj ovog napada
su obicˇno podaci unutar URL parametara, kolacˇic´a ili formi aplikacije.
Na primjer, napadacˇ otkrije skrivenu formu koja oznacˇava neko radno mjesto unutar
tvrtke. Uplata bonusa moguc´a je samo za odredena radna mjesta. Tada pomoc´u Firebug
dodatka za preglednik Firefox promjeni parametre u zˇeljene. Ako je autorizacijski meha-
nizam losˇ, ovaj napad je vrlo vjerojatan.
Manipulacija HTTP zaglavlja
HTTP zahtjev sadrzˇi nekoliko linija zaglavlja koja sadrzˇe metapodatke o zahtjevu. Na slici
2.4 vidimo primjer jednog HTTP zaglavlja.
Slika 2.4: Primjer HTTP zaglavlja
Rijecˇ je o napadu kada napadacˇ mijenja podatke unutar HTTP zaglavlja. Na primjer,
pomoc´u podatka Accept-Language mozˇe izvesti napad na bazu podataka, ako aplikacija
koristi direktni unos kao upit na bazu. Aplikacija je podlozˇna ovoj vrsti napada ako vjeruje
podacima unutar zaglavlja HTTP zahtjeva, koje je kreirano na strani korisnika.[15]
2.3 Napadi na upravljanje sesijom
Cilj napada na upravljanje sesijom obicˇno predstavlja impersonalizacija korisnika ili ma-
nipulacija informacijama vezanim uz sesiju kako bi se pristupilo odredenim zasˇtic´enim
resursima. U ovom poglavlju govorimo o raznim vrstama napada na sesiju i nekim propus-
tima u dizajnu mehanizma za upravljanje sesijom koji to omoguc´uju.
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Trovanje kolacˇic´a
Trovanje kolacˇic´a (engl. Cookie poisoning) predstavlja tehniku falsificiranja identifikatora
sesije ili drugih informacija na strani klijenta. Napad se izvodi na stanje sesije spremljeno
na strani klijenta kao sˇto je primjerice kolacˇic´ ili neki od vec´ opisanih mehanizama na
strani klijenta koje smo opisali u prvom poglavlja. Svrha napada jest pokusˇaj zaobilazˇenja
procesa autorizacije.
Krada identifikatora sesije
Krada identifikatora sesije (engl. Stealing session ID) najrasˇirenija je vrsta napada na
upravljanje sesijom.[15] Napadacˇ pokusˇava ukrasti identifikator sesije drugog korisnika u
svrhu daljnje impersonalizacije. [15]
Na primjer, jedan nacˇin krade identifikatora sesije moguc´e je izvesti putem cross-site
scripting (XSS) napada. Odnosno, napada koji prevari korisnikov preglednik pokrenuvsˇi
neku sˇtetnu skriptu na strani korisnika. Taj napad bit c´e opisan u napadima na web pregled-
nike. Drugi nacˇin krade mozˇe biti putem prislusˇkivanja mrezˇe koja nema zasˇtic´en prijenos
podataka izmedu klijenta i posluzˇitelja.
Predvidljivost identifikatora sesije
Predvidljivost identifikatora sesije jest propust u generiranju identifikatora koji omoguc´uje
napadacˇu predvidanje vrijednosti te zaobilazˇenje procesa autentifikacije i autorizacije.
Na primjer, vrlo losˇe generiranje identifikatora sesije bilo bi jednostavno korisˇtenje
identifikatora koji se javlja unutar redova tablice korisnika iz baze podataka (slika 2.5).
Slika 2.5: Predvidljivo generiranje identifikatora sesije
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Predvidljivost identifikatora sesije mozˇemo podijeliti u sljedec´e podkategorije propusta:
• Znacˇajan identifikator sesije (engl. Meaningful session tokens) - rijecˇ je o identi-
fikatorima koji su nastali transformacijom nekih korisnicˇkih podataka kao sˇto su:
korisnicˇko ime, ime i prezime korisnika, e-mail adresa i uloga korisnika. Ti podaci
su obicˇno razdvojeni odredenim delimiterima te u vec´ini slucˇajeva sˇifrirani nekim
od sljedec´ih supstitucija: XOR, Base64 ili heksadecimalna supstitucija. Napadacˇ
najprije analizira a zatim raspakirava vrijednosti.
• Identifikator vezan uz vrijeme nastanka - identifikatori sesije generaju se na temelju
vremena generiranja. Aplikacije koje imaju veliku kolicˇinu posjeta, napadaju se
skriptiranim napadima i trazˇenjem uzorka. Na primjer, identifikatori sesije:
3124553-1172764800468
3124554-1172764800609
3124555-1172764801109
3124556-1172764801406
3124557-1172764801703
predstavljaju uzorak sljedec´eg tipa: inkrementirajuc´i indeks + ”-” + trenutno vrijeme
u milisekundama. Ako promotirimo niz ”1172764801703” tada se lako vidi da je
vrijeme prema nultoj vremenskoj zoni:
01.03.2007 16:00:01
• Losˇ generator brojeva - rijecˇ je o propustu zbog kojeg se generiraju predvidljivi bro-
jevi a samim time i identifikator sesije. [14]
Fiksacija sesije
Fiksacija sesije (engl. Session Fixation) je napad koji se javlja kada napadacˇ mozˇe do-
dati identifikator sesije unutar korisnikovog web preglednika.[15] Dakle, napad se izvrsˇava
prije prijave korisnika. Ovakva vrsta napada omoguc´ena je jer se prilikom autentifikacije
korisnika, korisniku ne pridruzˇuje novi identifikator sesije. Na napadacˇu je da upotrebi
validan identifikator i podmetne ga korisniku. Tehnike napada ovise o nacˇinu podvale va-
lidnog identifikatora sesije korisniku:
• putem URL parametara,
• putem skrivene HTML forme,
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• putem kolacˇic´a.
Na slici 2.6 prikazan je jednostavan primjer napada fiksacijom sesije koristec´i URL para-
metre.
Slika 2.6: Primjer jednostavne fiksacije sesije
Otmica sesije
Otmica sesije (engl. Session Hijacking) predstavlja trenutak kada napadacˇ iskoristi ukraden
ili fiksiran identifikator sesije.[15] Obicˇno rezultira impersonalizacijom korisnika. Josˇ neke
podvrste ovog napada su: Session sniffing i cˇovjek u sredini (engl. Man-in-middle). Na slici
2.7 vidimo jednostavni primjer Session sniffing napada.
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Slika 2.7: Primjer jednostavnog Session sniffing napada.
Propust u implementaciji odjave
Rijecˇ je o propustu u implementaciji funkcionalnosti odjave korisnika kada programeri
omoguc´e samo brisanje kolacˇic´a na strani korisnika. Medutim, problem se javlja jer i dalje
postoje validni identifikatori sesije na strani posluzˇitelja koje napadacˇ mozˇe iskoristiti.
2.4 Napadi na baze podataka
Napad ugnjezˇdenim SQL naredbama
Napad ugnjezˇdenim SQL naredbama (engl. SQL injection attack) je napad koji omoguc´uje
napadacˇu izvrsˇavanje modificiranog SQL upita putem web aplikacije.[15] Ako napadacˇ
uspjesˇno izvrsˇi ovu vrstu napada, mozˇe otkriti osjetljive podatke iz baze podataka, mo-
dificirati podatke unutar baze, zaobic´i proces autentifikacije i autorizacije, te u nekim
slucˇajevima izvrsˇavati operacije dozvoljene samo administratorima. Uspjesˇan napad ug-
njezˇdenim SQL naredbama mozˇe ugroziti tri bitna svojstva svake web aplikacije:
• Tajnost - aplikaciji su ukradeni osjetljivi podaci, koje je visˇe nemoguc´e vratiti.
• Integritet - aplikaciji je narusˇen integritet ako napadacˇ uspije izmjeniti ili dodati
odredene podatke unutar baze podataka.
• Dostupnost - aplikacija prestaje biti dostupna ako primjerice napadacˇ uspije obrisati
tablicu korisnika. [15]
U sljedec´em primjeru pokazat c´emo napad na sva tri svojstva aplikacije. Zamislimo da
aplikacija dozvoljava upite korisnika putem varijable $upit:
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$upit = "Ivan";
$sql = "SELECT ime, prezime FROM User WHERE
ime = ’" . $upit . "’";
$result = $conn->multi_query($sql);
Napad na svojstvo dostupnosti mogao bi izgledati ovako:
$upit = "Ivan’; DROP TABLE User; --’";
$sql = "SELECT ime, prezime FROM User WHERE
ime = ’" . $upit . "’";
$result = $conn->multi_query($sql);
Napad na svojstvo integriteta mozˇe izgledati ovako:
$upit = "’;UPDATE User SET prezime = ’Ivanovic’
WHERE ID = ’1’; --’";
$sql = "SELECT ime, prezime FROM User
WHERE ime = ’" . $upit . "’";
$result = $conn->multi_query($sql);
Napad na svojstvo tajnosti mozˇe izgledati ovako:
$upit = "’;SELECT * FROM KreditneKartice; --’";
$sql = "SELECT ime, prezime FROM User
WHERE ime = ’" . $upit . "’";
$result = $conn->multi_query($sql);
Josˇ jedan primjer ove vrste napada susrec´e se u aplikacijama koje provjeravaju korisnicˇke
podatke na temelju kriterija postoji li unutar baze barem jedan korisnik s tim podacima.
Tada, ako je moguc´e izvesti napad ugnjezˇdenim SQL naredbama, napadacˇ mozˇe izvrsˇiti
sljedec´i upit:
$sql = "SELECT * FROM User WHERE username = ’bla’
AND password = ’bla’ OR ’1’=’1’";
$result = $conn->multi_query($sql);
Zbog zadnjeg dijela upita OR ’1’=’1’, ovaj upit c´e uvijek biti istinit, te napadacˇ mozˇe
zaobic´i proces autentifikacije.
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Slijep napad ugnjezˇdenim SQL naredbama
Slijep napad ugnjezˇdenim SQL naredbama (engl. Blind SQL injection attack) je podvrsta
napada ugnjezˇdenim SQL naredbama gdje napadacˇ izvrsˇava napad na temelju upuc´enih
da/ne pitanja prema bazi podataka. Napadacˇ obicˇno upotrebljava ovu vrstu napada u
slucˇajevima kada aplikacija ne ispisuje detaljne poruke o pogresˇkama.[15]
Uzmimo primjer neke web aplikacije koja omoguc´uje svojim cˇlanovima pregled uplata
novcˇanih donacija. Aplikacija u slucˇaju iznimke ili kada SQL upit nema rezultata, pre-
usmjerava korisnika na pocˇetnu stranicu. U slucˇaju da upit daje rezultate, aplikacija pre-
usmjeri korisnika na stranicu s informacijama o iznosima novcˇanih donacija tog cˇlana.
Sljedec´i dio koda opisuje taj slucˇaj:
$sql = "SELECT * FROM Donacije WHERE
id_korisnika = ’" . $id . "’";
try {
$result = $conn->multi_query($sql);
if($result->num_rows > 0){
header(’Location:
http://www.primjer.com/donacije.php’);
}
else {
header(’Location:
http://www.primjer.com/index.php’);
}
} catch (Exception $e) {
header(’Location:
http://www.primjer.com/index.php’);
}
Odmah na prvi pogled, mozˇe se primjetiti da je prethodni dio koda podlozˇan napadu ug-
njezˇdenim SQL naredbama jer upit ovisi o varijabli $id koju kontrolira korisnik. Napadacˇ
najprije mozˇe promijeniti upit na sljedec´i nacˇin:
$id = "’";
$sql = "SELECT * FROM Donacije WHERE
id_korisnika = ’" . $id . "’";
U ovom slucˇaju, aplikacija c´e uhvatiti iznimku zbog nepravilno strukturiranog upita i vratiti
napadacˇa na pocˇetnu stranicu. Nakon toga, napadacˇ mozˇe promjeniti SQL upit u:
$id = "’ OR ’1’=’1";
$sql = "SELECT * FROM Donacije WHERE
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id_korisnika = ’" . $id . "’";
U ovom slucˇaju, upit c´e uvijek biti istinit zbog dijela OR ’1’=’1’ i napadacˇ c´e biti preus-
mjeren na stranicu donacija. Naravno ovaj postupak daje kljucˇnu informaciju napadacˇu da
je aplikacija podlozˇna napadu ugnjezˇdenim SQL naredbama. Za kraj mozˇe josˇ provjeriti
sljedec´i slucˇaj:
$id = "’ AND ’1’=’2";
$sql = "SELECT * FROM Donacije WHERE
id_korisnika = ’" . $id . "’";
To c´e opet u konacˇnici rezultirati vrac´anjem na pocˇetnu stranicu, posˇto je dio izraza AND
’1’=’2’ uvijek neistinit. Sada kada napadacˇ zna ponasˇanje aplikacije, mozˇe primjeniti niz
da/ne upita prema bazi podataka o informacijama vezanim uz tablice koje se nalaze unutar
baze. Na primjer, mozˇe pitati ima li prva tablica u bazi prvo slovo ’C’:
$id = "’OR MID((SELECT TABLE_NAME FROM
information_schema.tables LIMIT 1),1,1)= ’C";
$sql = "SELECT * FROM Donacije WHERE
id_korisnika = ’" . $id . "’";
Na temelju ponasˇanja, odnosno preusmjeravanja, napadacˇ pomoc´u ovih da/ne upita, s vre-
menom mozˇe otkriti vazˇne informacije vezane uz bazu podataka.
2.5 Napadi na web preglednike
HTML injekcija
HTML injekcija (engl. HTML injection) je vrsta napada na web preglednike koji je moguc´e
izvesti kada korisnik ima kontrolu nad unosom podataka i kada je u moguc´nosti injektirati
HTML kod unutar postojec´e web aplikacije.
Na primjer, napadacˇ mozˇe ubaciti formu za prijavu korisnika i POST metodom poslati
unesene korisnicˇke podatke svojoj web aplikaciji. Time bi korisnik bio potpuno ugrozˇen
jer bi vrlo tesˇko otkrio kradu svojih podataka.
Cross-Site Scripting
Cross-Site Scripting ili krac´e XSS predstavlja propust koji omoguc´uje napadacˇu umetanje
svog skriptnog koda unutar ranjive web aplikacije.[14] Ako napadacˇ navede korisnika da
pistupi toj stranici, web preglednik c´e preuzeti i pokrenuti zloc´udnu skriptu.
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Glavni uzrok ovog propusta jest to sˇto aplikacija uzima korisnicˇki unos bez validacije i
sˇifriranja. Na slici 2.8 prikazan je primjer takve web trazˇilice.
Slika 2.8: Primjer web trazˇilice s XSS propustom
Postoje tri tipa napada na XSS propust:
• Spremljen XSS napad (engl. Stored XSS attack) - predstavlja najopasniju vrstu na-
pada na XSS propust. Ukljucˇuje slucˇaj u kojem napadacˇ mozˇe trajno pohraniti
zloc´udni skriptni kod unutar aplikacije (npr. unutar baze podataka) koji aplikacija
kasnije prikazuje korisnicima bez ikakve provjere. Na primjer, uzmimo slucˇaj da
aplikacija na stranicu ispisuje komentare svih korisnika. Ako napadacˇ uspije spre-
miti skriptni kod unutar baze te ga aplikacija ne provjeri, korisnicˇki preglednik c´e
prilikom pokretanja stranice izvrsˇiti skriptni kod i ugroziti korisnika. Na slici 2.9 je
prikazan primjer moguc´eg spremljenog XSS napada.
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Slika 2.9: Primjer spremljenog XSS napada
• Reflektiran XSS napad (engl. Reflected XSS attack) - rijecˇ je o napadu u kojem na-
padacˇ umec´e skriptu u web stranicu koja predstavlja odgovor posluzˇitelja na koris-
nikov zahtjev. Napadacˇ obicˇno navede korisnika da koristi zloc´udnu poveznicu koja
c´e potom umetnuti skriptni kod unutar dinamicˇke web stranice i omoguc´iti pristup
korisnicˇkim podacima. Na slici 2.10 je prikazan moguc´i primjer ove vrste napada.
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Slika 2.10: Primjer reflektiranog XSS napada
• DOM baziran XSS napad (engl. DOM-based XSS attack) - tip napada koji je omogu-
c´en kada skripte na strani korisnika unose podatke od strane korisnika u DOM (engl.
Document Object Model). Prilikom ove vrste napada umetnuti zloc´udni skriptni kod
se mozˇe izvrsˇavati na korisnicˇkom racˇunalu s istim posljedicama kao i reflektiran
XSS napad.
Cross-Site Request Forgery
Cross-Site Request Forgery ili krac´e CSRF jest vrsta napada koja prisiljava korisnika koji
je autentificiran od strane odredene web aplikacije da izvrsˇi nezˇeljene radnje vezane uz tu
aplikaciju. Ovaj napad se oslanja na cˇinjenicu da je dovoljno prevariti korisnika da posˇalje
zahtjev ranjivoj aplikaciji bez potrebe odgovora.[15]
Na primjer, uzmimo da korisnik koristi ranjivu aplikaciju na adresi ”www.banka.com”.
Neka je jedna od funkcionalnosti te aplikacije prebacivanje novcˇanih sredstava s racˇuna
korisnika na neki drugi racˇun. Takoder pretpostavimo da aplikacija ne koristi dodatne
provjere autentifikacije, vec´ se oslanja iskljucˇivo na provjeru identifikatora sesije. Postupak
se odvija sljedec´im koracima:
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1. Korisnik se prijavljuje u aplikaciju ”www.banka.com” te mu se pridruzˇuje identifi-
kator sesije.
2. Korisnik pristupa stranici ”www.napadac.com” na nacˇin da mu napadacˇ najprije
posˇalje poveznicu unutar e-mail poruke s porukom da je sretni dobitnik nagradne
igre a zatim korisnik klikne na tu poveznicu. Na toj stranici nalazi se forma koja se
automatski sˇalje putem POST metode aplikaciji ”www.banka.com”. Neka je izgled
stranice sljedec´i:
<html>
<body onload="document.primjer.submit()">
<form action="https://www.banka.com/transfer"
name="primjer" method="post">
<input type="hidden" name="br" value="10000" />
<input type="hidden" name="acc" value="1231" />
</form>
</body>
</html>
3. Korisnikov preglednik automatski sˇalje POST zahtjev aplikaciji ”www.banka.com”
s identifikatorom sesije.
Posˇto smo pretpostavili da nema dodatnih koraka autentifikacije, kao ponovna autentifi-
kacija korisnika, korisnik ostaje bez 10000 novcˇanih sredstava. Ilustraciju ovog primjera
mozˇete vidjeti na slici 2.11.
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Slika 2.11: Jednostavan primjer CSRF napada
Clickjacking
Clickjacking ili UI Redress attack je napad u kojem napadacˇ koristi visˇe transparentnih ili
poluprozirnih slojeva s ciljem prevare korisnika da klikne na gumb ili poveznicu razlicˇite
stranice od one koju je on namjeravao koristiti. Dakle, govorimo o kradi korisnicˇkog klika.
Na primjer, neka napadacˇ kreira stranicu na kojoj se nalazi gumb s natpisom ”klikni
ovdje kako bi preuzeo besplatnu nagradu”. Medutim, na povrsˇini stranice, odnosno naj-
gornjem sloju, napadacˇ je kreirao iframe element koji sadrzˇi mail aplikaciju. Takoder,
poravnao je taj element tako da je operacija za brisanje svih poruka tocˇno nad prije spo-
menutim gumbom. Ako korisnika prilikom posjeta ovoj stranici mail aplikacija unutar
prozirnog iframe elementa autentificira i korisnik klikne na gumb, izvrsˇit c´e se operacija
brisanja svih poruka.
Poglavlje 3
Zasˇtita web aplikacije
U ovom poglavlju govorit c´emo o tehnikama i pravilima zasˇtite web aplikacije. Pojedine
tehnike i pravila podijeljena su s obzirom na sigurnosni princip koji sˇtite. U pocˇetku su
opisane tehnike i pravila zasˇtite autentifikacije. Zatim slijede tehnike i pravila zasˇtite auto-
rizacije, upravljanja sesijom te baza podataka. Na kraju poglavlja opisana su pravila zasˇtite
web preglednika, odnosno pravila zasˇtite od XSS i CSRF propusta.
3.1 Zasˇtita autentifikacije
Zasˇtita lozinke
Vec´ina danasˇnjih autentifikacijskih mehanizama bazira se na upotrebi lozinke kao potvrde
postupka autentifikacije. Stoga, nije ni cˇudo da je napad na lozinke jedan od najcˇesˇc´ih
napada na web aplikaciju. Da bi se aplikacija, a i time sami korisnici, zasˇtitili od raznih
vrsta napada vrlo je bitno da aplikacija brine o slozˇenosti korisnicˇkih lozinki. Neka od
pravila kojih se moramo pridrzˇavati kako bismo sˇto bolje osigurali korisnicˇke lozinke su:
• Minimalna duljina lozinke – vrlo vazˇno pravilo koje odreduje minimalan broj zna-
kova od kojih se svaka lozinka mora sastojati. Iako u praksi mnoge web aplikacije
zahtijevaju da se korisnicˇka lozinka sastoji od minimalno 8 znakova, preporucˇena
minimalna duljina trebala bi biti barem 12 ili 14 znakova. Potrebno je takoder napo-
menuti da je duljina lozinke bitnija od moguc´eg skupa znakova koji se mogu nalaziti
unutar lozinke.
• Minimalni zahtjevi na slozˇenost lozinke – dobra lozinka sastoji se od barem jednog
znaka iz sljedec´e 4 kategorije znakova:
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Kategorije Znakovi
Velika slova A, B, C, ..., X, Y, Z
Mala slova a, b, c, ..., x, y, z
Brojevi 0, 1, 2, 3, 4, 5, 6, 7, 8, 9
Simboli ()’∼!@#$%&/ˆ*+-={}[]:;”<>,.? | \
Tablica 3.1: Tablica simbola
• Rotacija lozinke – pravilo koje preporucˇuje frekvenciju zamjene lozinke, time se
smanjuje moguc´nost uspjesˇnog napada grubom silom, posˇto ovakve vrste napada
iziskuju dosta vremena. Preporucˇa se izmjena lozinke svakih 90 dana.
• Jedinstvenost lozinke – pravilo koje zahtjeva od korisnika da prilikom promjene
lozinke ne upotrebljava prethodno korisˇtene lozinke ni da koristi lozinke koje su
identicˇne korisnicˇkom imenu.
• Dobro generirani korisnicˇki podaci – ako aplikacija ne dozvoljava korisniku da sam
postavi svoje korisnicˇke podatke vec´ ih sama generira, tada takve vrijednosti ne smiju
biti predvidljive. [15]
Zasˇtita od napada grubom silom
Napad grubom silom predstavlja pokusˇaj otkrivanja korisnicˇkih podataka isprobavanjem
svih moguc´ih kombinacija slova, brojeva i simbola dok se ne pronade tocˇna kombinacija.
Web aplikacija koja ima neki mehanizam za autentifikaciju namec´e se kao vjerojatna meta
napada grubom silom. Ako se napadacˇa pravovremeno ne detektira i ne sprijecˇi u izvodenju
napada grubom silom, tada c´e vrlo vjerojatno otkriti korisnicˇke podatke. U nastavku navo-
dimo neka pravila za obranu od napada grubom silom:
• Zakljucˇavanje korisnicˇkog racˇuna - nakon odredenog broja propalih pokusˇaja prijave
korisnika, aplikacija zakljucˇa njegov korisnicˇki racˇun na odredeno vrijeme. Ovisno o
stupnju sigurnosti koji zahtjeva aplikacija, vazˇno je odrediti koliko pokusˇaja prijave
je moguc´e prije zakljucˇavanja, unutar kojeg vremenskog intervala te na koje vremen-
sko razdoblje se korisnicˇki racˇun zakljucˇava. Ovo pravilo je vrlo ucˇinkovito u borbi
protiv napada grubom silom, no ako napadacˇ posjeduje listu korisnicˇkih imena, vrlo
lako mozˇe zloupotrijebiti ovo pravilo u cilju zakljucˇavanja korisnicˇkih racˇuna. Druga
mana ovog pravila jest to sˇto ne mozˇe sprijecˇiti reverzni napad grubom silom gdje
napadacˇ isprobava jednu ili nekoliko lozinki s velikim brojem korisnicˇkih imena.
[15]
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Stupanj
sigurnosti
Broj dozvoljenih
pokusˇaja
Interval
mjerenja
Period
zakljucˇavanja
Niski 10 60 minuta 30 minuta
Visoki 5 30 minuta neodredeno
Tablica 3.2: Preporucˇene vrijednosti zakljucˇavanja korisnicˇkog racˇuna.
• Zasˇtita korisnicˇkog imena - vazˇno je da aplikacija sˇtiti tajnost korisnicˇkog imena i
ne dopusˇta enumeraciju kroz njih jer tada napadacˇ najprije mora pogoditi koja su
korisnicˇka imena validna. Ovo pravilo je vazˇno jer u velikoj mjeri usporava obicˇan i
reverzni napad grubom silom. [14]
• Upotreba CAPTCHA - CAPTCHA (engl. Completely Automated Public Turing test
to tell Computers and Humans Apart) jest proces koji na temelju odredenog izazova
trazˇi odgovor. Upotrebljava se u borbi protiv automatiziranih napada grubom silom
gdje zahtjeva odgovor na koji mozˇe odgovoriti samo cˇovjek. Iako je zbog nesigurne
implementacije i racˇunalnog prepoznavanja znakova, moguc´e zaobilazˇenje procesa
CAPTCHA, to je vrlo zahtjevno i vec´ina napacˇa radije odustaje od napada grubom
silom. [15]
Slika 3.1: CAPTCHA
• Zasˇtita informacija o zakljucˇavanju - informacije o pravilima zakljucˇavanja korisnicˇ-
kog racˇuna moraju biti tajne jer u protivnom napadacˇ mozˇe prilagoditi automatizi-
rane napade s obzirom na broj dozvoljenih pogresˇnih prijava i vremenski interval u
kojem to aplikacija prati. Primjerice, dovoljno je korisniku ispisati ”Pokusˇajte kas-
nije”. [5]
Siguran prijenos korisnicˇkih podataka
Komunikacija izmedu klijenta i posluzˇitelja mora se odvijati putem sˇifriranog kanala kao
sˇto je SSL. Ako aplikacija za nezasˇtic´ene dijelove koristi HTTP protokol, potrebno je osi-
gurati da se sama forma za prijavu ucˇitava pomoc´u HTTPS protokola. Zahtjeva se izbjega-
vanje slanja korisnicˇkih podataka putem URL parametara ili pomoc´u kolacˇic´a. Korisnicˇke
podatke potrebno je slati pomoc´u POST metode. [15]
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Pravilna validacija korisnicˇkih podataka
Pravilna validacija korisnicˇkih podataka podrazumijeva potpunu provjeru svih podataka
koji sluzˇe za autentifikaciju korisnika. Zahtjeva se provjera lozinke bez ikakvih modifika-
cija i hvatanje svih iznimki koje se mogu pojaviti u procesu autentifikacije. Ako proces
autentifikacije zahtjeva odgovor na tajno pitanje, vazˇno je osigurati da se za odredenog
korisnika pitanje ponavlja tako dugo dok odgovor nije tocˇan. To postizˇemo na nacˇin da je
pitanje spremljeno na strani posluzˇitelja.
Nadalje, u slucˇaju da je proces autentifikacije visˇeslojan potrebno je zadovoljiti sljedec´a
pravila:
• Svi podaci o tijeku procesa autentifikacije moraju se nalaziti na posluzˇitelju te ne
smiju biti vrac´eni korisniku.
• U svakom sloju procesa autentifikacije provjerava se jesu li prethodni slojevi zado-
voljeni i korektni, u protivnom treba odbaciti takav pokusˇaj autentifikacije.
• Informacije o pogresˇkama na pojedinim slojevima potrebno je sakriti od korisnika.
Najbolje je proces autentifikacije provesti do kraja te tada ispisati neku genericˇku
poruku o pogresˇki.
• Provjereni podaci u prethodnim slojevima ne mogu mjenjati. [14]
Zasˇtita funkcionalnosti promjene lozinke
Vec´ smo prije spomenuli vazˇnost moguc´nosti promjene lozinke unutar aplikacije. Pro-
mjena lozinke mora biti implementirana u svakoj aplikaciji kako bi omoguc´ila korisnicima
da zamjene svoje lozinke bez obzira na razlog. U nastavku navodimo pravila koja sˇtite
mehanizam promjene lozinke od zlouporabe:
• Promjeni lozinke mogu pristupiti samo prethodno autentificirani korisnici.
• Prilikom promjene ne smije biti moguc´e slanje korisnicˇkog imena jer korisnici smiju
mjenjati samo svoje lozinke.
• Nova lozinka mora biti unijeta dva puta, drugi put zbog potvrde nove lozinke kako
bi se izbjegle slucˇajne pogresˇke. Takoder aplikacija prvo treba provjeriti podudaraju
li se ta dva unosa.
Zasˇtita funkcionalnosti ”zapamti me”
Aplikacije koje zahtjevaju visok stupanj sigurnosti u pravilu ne smiju imati moguc´nost
”zapamti me”. No, moguc´e je razmotriti moguc´nost pamc´enja korisnicˇkog imena. Ako
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aplikacija nema visok stupanj sigurnosti tada mozˇe imati opciju ”zapamti me”, ali mora
upozoriti korisnika na moguc´e opasnosti.
Zasˇtita funkcionalnosti zaboravljene lozinke
Pravila zasˇtite funkcionalnosti zaboravljene lozinke su:
• Mehanizam oporavka od zaboravljene lozinke ne smije nuditi moguc´nost savjeta
(engl. hint) za lozinke. Razlog tome jest cˇinjenica da korisnici cˇesto odabiru preocˇite
savjete.
• Tajna pitanja ne smiju se izmjenjivati ako korisnik ne pruzˇa tocˇan odgovor. Najbolji
nacˇin odabira tajnog pitanja jest iz skupa prethodno pripremljenih pitanja, gdje je
skup moguc´ih odgovora dovoljno velik.
• Najbolji nacˇin zasˇtite jest mehanizam koji korisniku nakon sˇto odgovori tocˇno na
tajno pitanje, posˇalje jedinstveni, jednokratni i vremenski ogranicˇen URL za opora-
vak putem e-mail poruke na mail adresu korisnika. Klikom na tu poveznicu, koris-
niku se omoguc´uje postavljanje nove lozinke. [14]
Nadzor i obavijesti procesa autentifikacije
Aplikacija mora biljezˇiti sve dogadaje vezane uz proces autentifikacije. To su: pogresˇke
prilikom prijave korisnika, pogresˇke unutar funkcionalnosti vezanih uz lozinku i blokiranje
korisnicˇkih racˇuna. Bilo kakva vrsta pogresˇke mora dati upozorenje te pokrenuti mehani-
zam obrane. Korisnici moraju biti obavijesˇteni o svim dogadajima kao sˇto su primjerice
promjena lozinke ili pak broj neuspjelih pokusˇaja prijave. Na taj nacˇin mogu pratiti jesu li
zˇrtve napada.
3.2 Zasˇtita autorizacije
Crne i bijele liste IP adresa
Crne i bijele liste IP adresa sluzˇe nam kao prva crta obrane web aplikacije. Posluzˇitelj
mozˇe provjeriti IP adrese sa koji dolaze zahtjevi i po potrebi ih filtrirati. Crne liste IP
adresa (engl. IP address blacklists) sadrzˇe IP adrese na koje posluzˇitelj u slucˇaju primanja
zahtjeva odgovara pogresˇkom ili ih jednostavno ignorira. Bijele liste IP adresa (engl. IP
address whitelists) sadrzˇe raspon IP adresa ili IP adrese koje smiju slati zahtjev posluzˇitelju.
Njima je moguc´e smanjiti raspon moguc´ih napadacˇa. [15]
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URL autorizacija
Ovisno o posluzˇitelju ili kostoru (engl. framework) web aplikacije moguc´e je ogranicˇiti
pristup odredenom URL-u.
Pravila dobrog dizajna i implementacije autorizacije
Kljucˇ sigurnosti procesa autorizacije lezˇi u dobrom dizajnu i implementaciji mehanizma
za autorizaciju. Pravila koja osiguravaju tu sigurnost su:
• Ako se dogodi pogresˇka prilikom autorizacije, potreban je dobar mehanizam za
upravljanje iznimkama kako bi se izbjeglo nepredvidivo ponasˇanje aplikacije. Naj-
bolje je resetirati proces i isti pokrenuti ponovo.
• Aplikacija na posluzˇitelju ne smije biti pokrenuta s administratorskim ovlastima.
Potrebno je limitirati ovlasˇtenja na minimum a da i dalje aplikacija mozˇe normalno
funkcionirati.
• Korisnicˇki racˇun mora u potpunosti biti odvojen od administratora. Ako adminis-
trator mora obavljati poslove korisnika, tada se zahtjeva da upotrebljava korisnicˇki
racˇun. Korisnik nikada ne smije imati privilegije administratora.
• Definiranje strogih pravila.
• Upotreba jedinstvenih korisnicˇkih racˇuna. Pod ovim pravilom smatra se da samo
jedan korisnik mozˇe upotrebljavati jedan korisnicˇki racˇun. Ako se dozvoli djelje-
nje korisnicˇkog racˇuna, smisao autorizacije se gubi te ga je nemoguc´e u potpunosti
sigurno provesti.
• Proces autorizacije mora se provesti za svaki zahtjev. Ovo pravilo sprijecˇava napad
prisilnog pregledavanja.
• Autorizacijski mehanizam mora biti centraliziran. Tako u slucˇaju promjena ili pro-
pusta lako mozˇemo promjeniti odredeni dio.
• Ako je to moguc´e, izbjec´i dizajniranje i implementaciju vlastitog mehanizma autori-
zacije. Razlog tome jest cˇinjenica da postoje vec´ dobro testirani i pouzdani autoriza-
cijski mehanizmi.
• Izbjegavanje nesigurnih autorizacijskih informacija od strane klijenta. Klijentu je
nemoguc´e vjerovati jer nemamo kontrolu nad njihovim racˇunalom. Informacije koje
su dobro sˇifrirane i nalaze se na strani klijenta koji ne mozˇe znati kljucˇ, mogu biti
prihvac´ene kao tocˇne.
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• Siguran posluzˇitelj je posluzˇitelj koji nikome ne vjeruje.
• Proces autorizacije siguran je jedino na strani posluzˇitelja. Na strani klijenta, autori-
zacija se javlja s ciljem poboljsˇanja performansi. [15]
3.3 Zasˇtita upravljanja sesijom
Apsolutno vremensko ogranicˇenje sesije
Ako promotrimo problem beskonacˇnog trajanja sesije, primjetili bismo da to omoguc´uje
napadacˇu beskonacˇni pristup aplikaciji na temelju ukradenog identifikatora sesije. Stoga
je vazˇno unutar aplikacije odrediti maksimalno vrijeme trajanja sesije i unisˇtavanje svih
sesija cˇiji je vremenski rok prekoracˇen. Obicˇno se unisˇtava identifikator sesije, dok se
stanje sesije koje se nalazi na strani posluzˇitelja mozˇe sacˇuvati. Preporucˇeno vremensko
ogranicˇenje ovisi o razini sigurnosti potrebnoj za odredenu web aplikaciju.
Za aplikacije visoke razine sigurnosti preporucˇa se upotreba ogranicˇenja od jednog do
dva sata, dok se opc´enito preporucˇa upotreba ogranicˇenja od cˇetiri sata.[15] Osim ograni-
cˇenja koje mozˇemo postaviti na kolacˇic´u identifikatora sesije potrebno je pravilo provesti
na strani posluzˇitelja, posˇto klijent mozˇe manipulirati podacima na svojem racˇunalu.
Vremensko ogranicˇenje neaktivne sesije
Vremensko ogranicˇenje neaktivne sesije rjesˇava problem prestanka interakcije korisnika
s web aplikacijom. Ako se korisnik ne odjavi iz aplikacije, vrlo je tesˇko odrediti je li
korisnik zavrsˇio svoj rad. Vazˇno je da aplikacija prati aktivnost odredenog identifikatora
sesije, primjerice razlikom izmedu vremena ponovnog pojavljivanja.
Aplikacije visoke razine sigurnosti ogranicˇavaju vrijeme neaktivnosti na 10 minuta,
dok se opc´enito preporucˇa upotreba ogranicˇenja od 20 minuta.[15]
Ogranicˇenje konkurentnosti sesija
Neke web aplikacije omoguc´uju visˇe aktivnih sesija vezanih za odredenog korisnika. Na
primjer, jedna sesija putem racˇunala i jedna putem mobilnog uredaja u isto vrijeme. Ovisno
o aplikaciji, u nekim slucˇajevima uvodi se ogranicˇenje na broj aktivnih sesija cˇime se mozˇe
sprijecˇiti napadacˇa od uporabe ukradenih korisnicˇkih podataka. Aplikacije koje dozvolja-
vaju visˇe sesija po korisniku, moraju obavijestiti korisnika o prijavi. [15]
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Upotreba dobrih identifikatora sesije
Identifikator sesije kljucˇan je u identifikaciji korisnika izmedu razlicˇitih zahtjeva. Stoga
je potrebna odredena kontrola kvalitete generiranja tih identifikatora. Cilj je onemoguc´iti
napadacˇa da predvidi vrijednosti identifikatora na temelju vec´eg broja uzoraka prikuplje-
nih od strane aplikacije. Preporucˇa se upotreba identifikatora koji ne sadrzˇe informacije o
korisniku, koji nisu strukturirani te koji predstavljaju slucˇajan niz znakova. Od programera
se zahtjeva da proucˇe matematicˇka svojstva pojedinih algoritama koji se koriste za gene-
riranje slucˇajnih vrijednosti i upotrijebe samo one koji se smatraju dobrima. Kao dodatni
korak mozˇe se upotrijebiti konkatenacija slucˇajne vrijednosti, nekih informacija vezanih uz
zahtjev te niza znakova koje zna samo posluzˇitelj. Takav niz na kraju je moguc´e i sˇifrirati.
[14]
Unisˇtavanje nevazˇec´ih identifikatora sesije
Identifikatori sesije postaju nevazˇec´ima u slucˇaju da im je istekao rok upotrebe, zbog ne-
aktivnosti ili zbog neovlasˇtene ponovne upotrebe. U nastavku navodimo korake pravilnog
unisˇtavanja identifikatora sesije:
1. Unisˇtavanje identifikatora na strani posluzˇitelja.
2. Ako je posluzˇitelj u moguc´nosti poslati odgovor klijentu, sˇalje mu odgovor koji
sadrzˇi Set-Cookie direktivu s vremenskim rokom trajanja u prosˇlosti.
3. Brisanje kolacˇic´a prilikom zatvaranja preglednika.
Implementacija funkcionalnosti odjave
Vazˇno je da programeri prilikom dizajna aplikacije uzmu u obzir implementaciju funkci-
onalnosti odjave jer na taj nacˇin aplikacija mozˇe biti sigurna da je korisnik zavrsˇio svoj
rad te odmah nakon toga odbaciti identifikator sesije. Na taj nacˇin smanjuje se vremenski
interval u kojem napadacˇ mozˇe iskoristiti ukradeni identifikator sesije.
Generiranje novog identifikatora sesije prilikom autentifikacije
Ovo pravilo navodi da je potrebno prilikom svake autentifikacije korisnika generirati novi
identifikator sesije. Drugim rijecˇima, identifikator sesije ne smije se nikada ponovno upo-
trijebiti. Pomoc´u ovog pravila izbjegavamo napad fiksacije sesije zbog toga sˇto c´e nakon
autentifikacije korisnik dobiti novi identifikator, koji napadacˇ nec´e znati.
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Sigurna razmjena identifikatora sesije
Identifikatori sesije moraju se slati iskljucˇivo putem HTTPS protokola. Ako aplikacija
koristi HTTP protokol za odredene dijelove tada bilo kakvo slanje osjetljivih podataka
mora biti preusmjereno putem HTTPS protokola. Ako se koriste HTTP kolacˇic´i za prijenos
identifikatora sesije, potrebno je koristiti zastavicu secure koja osigurava da ih preglednik
ne sˇalje putem HTTP protokola. Vazˇno je takoder izbjegavati slanje identifikatora putem
URL parametara jer time izlazˇemo identifikatore na brojnim mjestima, sˇto napadacˇu sˇiri
podrucˇje moguc´eg napada.
3.4 Zasˇtita baza podataka
Zasˇtita od napada ugnjezˇdenim SQL naredbama
Glavni uzrok napada ugnjezˇdenim SQL naredbama jest kreiranje dinamicˇkih SQL upita na
temelju unesenih korisnicˇkih podataka.[14] Kako bi se to onemoguc´ilo potrebno je ne ko-
ristiti dinamicˇke SQL upite ili sprijecˇiti unos podataka koji mogu sadrzˇavati SQL naredbe.
Glavni koraci zasˇtite su sljedec´i:
• Aplikacija u slucˇaju iznimke mora vrac´ati samo opc´enite poruke o pogresˇkama. Po-
trebno je sprijecˇiti bilo kakvo informiranje korisnika o podacima vezanim uz bazu
podataka.
• U slucˇaju validacije jednostavnijih unosa, primjerice brojeva kartice, preporucˇa se
upotreba regularnih izraza. Posebnu pazˇnju treba obratiti da regularni izrazi budu
pravilno zadani jer u protivnom napadacˇ mozˇe izvrsˇiti ReDos napad, odnosno napad
u kojem je napadacˇ unio takav podatak da se validacija izvrsˇava u beskonacˇnoj petlji.
• Validaciju je potrebno provoditi na temelju bijelih lista (engl. whitelists).
• Podatke koje korisnik unosi potrebno je pretvoriti u odgovarajuc´i tip.
• Upotreba pripremljenih naredbi (engl. Prepared statement) najbolji je oblik zasˇtite
od svih vrsta napada ugnjezˇdenim SQL naredbama. U ovom slucˇaju, konstrukcija
SQL upita se provodi u dva koraka, specificira se struktura i rezervira mjesto za
korisnicˇki unos, a zatim se u drugom koraku specificira sadrzˇaj koji dolazi na to
mjesto. Sljedec´i dio koda prikazuje primjer upotrebe pripremljenih naredbi:
//priprema
if (!($upit = $conn->prepare("SELECT * FROM User
WHERE ime = (?)"))) {
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echo "Gresˇka u pripremi";
}
//vezanje parametra
$ime = "Marko";
if (!$upit->bind_param("s", $ime)) {
echo "Gresˇka u vezanju parametra";
}
if (!$upit->execute()) {
echo "Gresˇka u izvrsˇavanju";
}
if (!($rezultat = $upit->get_result())) {
echo "Gresˇka u rezultatu";
}
• Alternativno upotrebi pripremljenih naredbi preporucˇa se upotreba spremljenih pro-
cedura (engl. Stored procedures). Tada je moguc´e korisnicˇki racˇun koji pristupa
bazi podataka ogranicˇiti samo na izvrsˇavanje takvih naredbi. Na slici 3.2 prikazan je
primjer izrade procedure unutar phpMyAdmin alata. Primjer korisˇtenja spremljene
procedure vidimo u sljedec´em kodu:
$vari = "Markovic";
$conn->query("SET @un = ’" . $vari . "’");
$result = $conn->query("CALL GetNames(@un)");
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Slika 3.2: Primjer kreiranja spremljene procedure unutar phpMyAdmin alata
3.5 Zasˇtita web preglednika
Zasˇtita od XSS propusta
XSS propusti vrlo cˇesto se susrec´u unutar vec´ postojec´ih web aplikacija pa je ujedno i na-
pad na takve propuste jedna od najcˇesˇc´ih vrsta napada na web aplikacije. Testiranje ove
vrste propusta mozˇe biti vrlo tesˇko i zahtjevno te se obicˇno provodi pomoc´u automatizira-
nih alata.[5] Ako se korisnici i programeri pridrzˇavaju sljedec´ih pravila, mogu sprijecˇiti i
najupornije XSS napadacˇe:
• Korisnici moraju izbjegavati posjec´ivanje nesigurnih poveznica koje obicˇno dobivaju
putem sumnjivih mail poruka ili kojima pristupaju putem sumnjivih web stranica.
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• Najbolja vrsta obrane od XSS napada jest kodiranje izlaza. Preporucˇa se upotreba
vec´ gotovih biblioteka kao primjerice OWASP ESAPI zbog velikog broja moguc´ih
mjesta na kojima se ti izlazi upotrebljavaju (npr. HTML text, URL, XML, itd.).
• Preporucˇa se sanacija nesigurnog unosa podataka na nacˇin da se ukloni svaka mogu-
c´nost pojave skriptnog koda. Opet moguc´e je korisˇtenje vec´ gotovih biblioteka kao
sˇto je OWASP AntiSamy.
• Ako aplikacija zahtijeva moguc´nost uredivanja i ukrasˇavanja korisnicˇkih unosa, pre-
porucˇa se upotreba tzv. lightweight markup jezika kao sˇto je Wikitext.
• Preporucˇa se upotreba pravila sigurnosti sadrzˇaja.
• Ako nije potreban pristup kolacˇic´u od strane skripti na strani korisnika, potrebno je
ukljucˇiti zastavicu HttpOnly.[15]
Zasˇtita od CSRF propusta
Prvi korak zasˇtite od CSRF propusta je zasˇtita od XSS napada. Razlog tome jest cˇinjenica
da ako napadacˇ mozˇe podmetnuti skriptni kod koji preglednik izvrsˇi, tada vrlo lako mozˇe
kreirati skriptni kod koji c´e kreirat zahtjeve. Takoder ako je aplikacija podlozˇna XSS na-
padima, moguc´e je zaobilazˇenje nekih pravila zasˇtite od CSRF napada. Nakon zasˇtite od
XSS napada potrebno je slijediti sljedec´a pravila:
• HTTP GET metoda smije se upotrebljavati iskljucˇivo za sigurne operacije.
• Ne preporucˇa se oslanjanje na HTTP referer dio zaglavlja.
• Ne preporucˇa se korisˇtenje osjetljivih podataka unutar URL-a.
• Za osjetljive operacije, kao sˇto je slanje novcˇanih sredstava, preporucˇa se reautenti-
fikacija korisnika.
• Uz zasˇtitu od XSS napada, najbolja vrsta obrane jest implementacija dijeljene tajne
(engl. Shared Secret). Dijeljena tajna funkcionira na nacˇin da kada se korisnik
prvi put prijavi u aplikaciju, generira se kriptografski jak slucˇajan broj na strani
posluzˇitelja te pridruzˇuje tom korisniku unutar stanja sesije. Za svaki odgovor na
zahtjev korisnika, posluzˇitelj ukljucˇuje taj broj unutar skrivene forme. Kada prima
zahtjev, posluzˇitelj provjerava skrivenu formu i u slucˇaju nepoklapanja ili nedostatka
forme zna da se radi o ovoj vrsti napada. Mana ovog pravila jest dodatno sprema-
nje broja za svakog korisnika te nemoguc´nost rjesˇavanja problema cˇovjeka u sredini.
Prednost je da vec´ postoje gotove biblioteke kao sˇto je OWASP CSRFGuard.
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• Analogno obrani pomoc´u dijeljene tajne mozˇe se upotrijebiti obrana zasnovana na
dvostruko predanom kolacˇic´u (engl. Double-Submitted Cookie). Ovakva vrsta obr-
ane zasniva se na tajnosti identifikatora sesije. Prilikom odgovora, posluzˇitelj sˇalje
korisniku identifikator unutar kolacˇic´a te ga takoder zapisuje unutar skrivene forme.
Kada korisnik sˇalje zahtjev posluzˇitelju on ukljucˇuje kolacˇic´ i skrivenu formu. Na
kraju, posluzˇitelj provjerava jesu li vrijednosti primljenih identifikatora identicˇne.
Ako aplikacija zahtjeva vec´u sigurnost, potrebno je osigurati jednosmjerno hasˇiranje
identifikatora prilikom slanja unutar skrivene forme. [15]
Poglavlje 4
Metode sigurnog razvoja web aplikacija
Integracija sigurnosti unutar razvoja web aplikacija kljucˇan je korak koji se mora izvrsˇiti
u samom pocˇetku razvoja aplikacije. Time osiguravamo usˇtedu vremena i cijene razvoja
te izbjegavamo losˇ pristup kao sˇto je trazˇenje propusta te njihovo ispravljanje. U ovom
poglavlju, opisat c´emo dvije metode koje se koriste za siguran razvoj aplikacija. Naj-
prije opisujemo Security Development Lifecycle tvrtke Microsoft, a potom Comprehensive
Lightweight Application Security Process organizacije OWASP (Open Web Application
Security Project).
4.1 Microsoft Security Development Lifecycle
Microsoft Security Development Lifecycle ili krac´e SDL je proces razvoja softvera koji
pomazˇe programerima u razvoju sigurnijeg softvera i uskladivanju sigurnosnih zahtjeva s
ciljem jeftinijeg razvoja. Zasnovan je na modelu vodopada, odnosno odvija se kroz niz
vremenski odvojenih faza.
Faze SDL procesa su:
1. Trening - svi cˇlanovi razvojnog tima moraju jednom godisˇnje prisustvovati barem
jednoj univerzalnoj vjezˇbi vezanoj uz sigurnosni razvoj sofvera.
2. Zahtjevi - potrebno je: definirati i integrirati zahtjeve sigurnosti, definirati najmanju
prihvatljivu razinu sigurnosti te provesti sigurnosnu procjenu rizika.
3. Oblikovanje - potrebno je: utvrditi zahtjeve na dizajn, analizirati moguc´u povrsˇinu
napada te korisiti modeliranje moguc´ih prijetnji.
4. Implementacija - potrebno je: objaviti listu odobrenih alata za korisˇtenje, zabraniti
nesigurne funkcije te analizirati izvorni kod.
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5. Verifikacija - potrebno je: provesti dinamicˇku analizu, provesti testiranje Fuzz meto-
dom te provesti ponovnu analizu moguc´e povrsˇine napada.
6. Izdavanje - potrebno je: izraditi plan odgovora na incidente, provesti finalnu provjeru
sigurnosti te potvrditi i arhivirati izdanje.
7. Odgovor - provedba plana odgovora na incidente.
Sve prethodno navedene aktivnosti unutar pojedinih faza uvedene su takoder i u SDL-Agile
metodi razvoja softvera. Ta metoda se zasniva na agilnom pristupu razvoja softvera te
aktivnosti rasporeduje po iteracijama. Tablica 4.1 prikazuje aktivnosti i njihovu primjenu
unutar pojedinih iteracija.
Aktivnost Vrijeme provedbe aktivnosti
Definiranje zahtjeva sigurnosti Pocˇetna iteracija
Definiranje najmanje prihvatljive
razine sigurnosti
Moguc´a provedba kroz
visˇe iteracija
Sigurnosna procjena rizika Pocˇetna iteracija
Definiranje zahtjeva na dizajn Pocˇetna iteracija
Analiza moguc´eg podrucˇja napada Pocˇetna iteracija
Modeliranje moguc´ih prijetnji Svaka iteracija
Objava liste odobrenih alata za
razvoj Svaka iteracija
Zabrana nesigurnih funkcija Svaka iteracija
Analiza izvornog koda Svaka iteracija
Dinamicˇka analiza
Moguc´a provedba kroz
visˇe iteracija
Fuzz testiranje
Moguc´a provedba kroz
visˇe iteracija
Ponovna analiza moguc´ih
podrucˇja napada
Moguc´a provedba kroz
visˇe iteracija
Izrada plana odgovora na
incidente Pocˇetna iteracija
Finalna provjera sigurnosti Svaka iteracija
Potvrda i arhiviranje izdanja Svaka iteracija
Tablica 4.1: Raspored aktivnosti unutar SDL-Agile metode.
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U nastavku opisujemo aktivnosti:
• Definiranje zahtjeva sigurnosti - rano definiranje i integriranje zahtjeva sigurnosti
omoguc´uje laksˇu identifikaciju kljucˇnih ciljeva te minimalizaciju poremec´aja unutar
planova razvoja.
• Definiranje najmanje prihvatljive razine sigurnosti - pomazˇe razvojnom timu da u sa-
mom pocˇetku razvoja razumije rizike vezane uz sigurnost te da identificira i popravi
propuste tijekom razvoja aplikacije.
• Sigurnosna procjena rizika - omoguc´uje razvojnom timu identifikaciju dijelova pro-
jekta koji c´e zahtjevati modeliranje prijetnji i reviziju sigurnosti prije izdavanja apli-
kacije.
• Definiranje zahtjeva na dizajn - ukljucˇuje tocˇne i potpune specifikacije dizajna i revi-
ziju specifikacija. Pomazˇe u minimalizaciji rizika poremec´aja rasporeda i trosˇkova.
• Analiza moguc´eg podrucˇja napada - potrebno je temeljito analizirati napadacˇu dos-
tupno podrucˇje napada te onemoguc´iti ili umanjiti pristup uslugama sustava pomoc´u
slojevite obrane i principa najmanjih privilegija.
• Modeliranje moguc´ih prijetnji - ukljucˇuje strukturirani pristup koji omoguc´uje timu
efikasnije i jeftinije identificiranje propusta te odredivanje rizika i sanacije takvih
propusta.
• Objava liste odobrenih alata za razvoj - pomazˇe u automatizaciji i uspostavi provedbe
sigurnosnih aktivnosti. Listu je potrebno redovito azˇurirati.
• Zabrana nesigurnih funkcija - pomazˇe u smanjenju potencijalnih propusta. Pre-
porucˇa upotrebu sigurnijih alternativa.
• Analiza izvornog koda - omoguc´uje provedbu politike sigurnog kodiranja i propusta
unutar implementacije.
• Dinamicˇka analiza - provodi se uz pomoc´ alata koji nadziru ponasˇanje prilikom
izvodenja koda te sluzˇi za prikupljanje informacija koje nisu dostupne u analizi iz-
vornog koda.
• Fuzz testiranje - predstavlja izazivanje rusˇenja aplikacije pomoc´u namjerno pogresˇ-
nih podataka kako bi se otkrili potencijalni propusti unutar aplikacije.
• Ponovna analiza moguc´ih podrucˇja napada - osigurava da su sve promjene unutar
aplikacije uzete u obzir te analizira rezultate promjena koje su utjecale na podrucˇje
moguc´ih napada.
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• Izrada plana odgovora na incidente - izrada ove vrste plana kljucˇno je za rjesˇavanje
novih napada. Ukljucˇuje identifikaciju hitnih kontakata i planova odrzˇavanja sigur-
nosti.
• Finalna provjera sigurnosti - ukljucˇuje provjeru modela prijetnji, rezultata upotrebe
alata te reviziju sigurnosnih aktivnosti.
• Potvrda i arhiviranje izdanja - potvrda prije izdavanja osigurava da su zahtjevi si-
gurnosti postignuti. Arhiviranje je kljucˇno za daljnje odrzˇavanje te ukljucˇuje svu
specifikaciju, izvorne kodove, modele prijetnji, dokumentaciju, licence, planove od-
govora te servisne uvjete.
Visˇe informacija o prethodno navedenom moguc´e je pronac´i na sluzˇbenim stranicama MS
SDL-a (vidi [6]).
4.2 OWASP CLASP
OWASP Comprehensive Lightweight Application Security Process ili krac´e CLASP pred-
stavlja metodu sigurnog razvoja softvera. Kao i prethodno opisana metoda, CLASP spe-
cificira aktivnosti koje cˇlanovi razvojnog tima moraju provesti kako bi razvili sˇto sigurniji
softver. Medutim, za razliku od MS SDL metode, CLASP metoda kategorizira aktivnosti
po ulogama. Svaki suradnik unutar CLASP metode spada u jednu od sljedec´ih uloga:
• projektni menadzˇer,
• specifikator zahtjeva,
• arhitekt,
• dizajner,
• implementator,
• tester,
• revizor sigurnosti
Svaka od ovih uloga ima drugacˇije odgovornosti i zadatke koje provodi tijekom procesa
razvoja. Tablica 4.2 prikazuje raspored aktivnost po pojedinim ulogama. Visˇe informa-
cija dostupno je na sluzˇbenim stranicama organizacije OWASP (vidi [2]), a dodatni opisi
pojedinih aktivnosti mogu se pronac´i u knjizi ”Developing and evaluating security-aware
software systems”. (vidi [10])
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Aktivnost Uloge
Uspostaviti svijest o sigurnosti programa Projektni menadzˇer
Modeliranje moguc´ih prijetnji Revizor sigurnosti
Kontrola razine sigurnosti izvornog koda
Revizor sigurnosti u suradnji s
implementatorom i dizajnerom
Identificirati, implementirati i provesti
testove sigurnosti Tester
Verifikacija sigurnosnih atributa resursa Tester
Istrazˇiti i pridruzˇiti sigurnosno stanje pojednim
tehnolosˇkim rjesˇenjima Dizajner
Identificirati globalnu politiku sigurnosti Specifikator zahtjeva
Identificirati resurse i granice povjerenja
Arhitekt u suradnji sa
specifikatorom zahtjeva
Identificirati uloge korisnika i moguc´nosti
resursa
Arhitekt u suradnji sa
specifikatorom zahtjeva
Navesti operativno okruzˇenje
Specifikator zahtjeva u
suradnji s arhitektom
Opis detalja nepravilnog korisˇtenja slucˇajeva Specifikator zahtjeva
Identifikacija moguc´ih podrucˇja napada Dizajner
Dokumentiranje zahtjeva vezanih uz sigurnost
Specifikator zahtjeva u
suradnji s arhitektom
Ukljucˇivanje sigurnosnih principa u dizajn Dizajner
Biljezˇiti klase dizajna sa sigurnosnim
svojstvima Dizajner
Implementirati i razraditi politiku resursa i
sigurnosne tehnologije Implementator
Implementirati sucˇelja ugovora Implementator
Integrirati sigurnosnu analizu u izvor
upravljanja procesom Implementator
Potpisivanje izvornog koda Implementator
Upravljanje procesom razotkrivanja
sigurnosti
Projektni menadzˇer
u suradnji s dizajnerom
Rijesˇanje prijavljenjih sigurnosnih problema Dizajner
Prac´enje sigurnosti Projektni menadzˇer
Specificiranje sigurnosnih postavki baze Dizajner baze
Izrada operativnog sigurnosnog vodicˇa
Dizajner, arhitekt
i implementator
Tablica 4.2: Podjela aktivnosti na uloge unutar CLASP metode.
Poglavlje 5
Studijski primjer
U ovom poglavlju najprije opisujemo alate i aplikaciju koja je korisˇtena u svrhu izrade stu-
dijskog primjera. U nastavku opisujemo studijski primjer napada grubom silom pomoc´u
Burp Suite skupine alata a potom primjer testiranja otpornosti aplikacije na napad ug-
njezˇdenim SQL naredbama.
5.1 Opis korisˇtenih alata i aplikacije
Za potrebe studijskog primjera koristit c´emo besplatnu aplikaciju Damn Vulnerable Web
App (verzija 1.9) i besplatnu platformu Burp Suite (verzija 1.7.05) za testiranje sigurnosti
prije spomenute web aplikacije. Primjere izvodimo koristec´i Firefox web preglednik.
Damn Vulnerable Web App predstavlja ranjivu web aplikaciju koja koristi PHP i My-
SQL. Glavni cilj ove aplikacije jest testiranje alata i vjesˇtina programera u legalnom okruzˇ-
enju. Pomoc´u tih alata i vjesˇtina razvojni tim laksˇe mozˇe testirati odredene propuste te ih i
u konacˇnici naucˇiti ukloniti.
Slika 5.1: DVWA aplikacija
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Glavni razlog upotrebe ove aplikacije unutar studijskog primjera jest moguc´nost pre-
gleda izvornog koda te moguc´nost postavljanja razine sigurnosti web aplikacije. Razine
sigurnosti koje su omoguc´ene su: ”low”, ”medium”, ”high”, ”impossible”.
Burp Suite predstavlja platformu baziranu na Javi koja objedinjuje alate namijenjene za
testiranje sigurnosti web aplikacije.
Slika 5.2: Burp Suite
Prije pocˇetka testiranja web aplikacije, potrebno je povezati Burp Suite i web pregled-
nik Firefox. To radimo sljedec´im koracima:
1. U Firefox pregledniku odlazimo na ”Preferences”/”Advanced”.
2. Odaberemo karticu ”Network” i kliknemo ”Settings”.
3. Oznacˇimo ”Manual proxy configuration:”
4. Za HTTP proxy unosimo vrijednost ”127.0.0.1”, dok za Port unosimo ”8080”.
5. Obrisˇemo sve iz No Proxy for.
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5.2 Primjer napada grubom silom pomoc´u Burp Suite
Napad izvodimo na prije spomenutoj aplikaciji s postavkama sigurnosti na razini: ”low”.
Najprije otvorimo web aplikaciju u web pregledniku Firefox. Zatim kliknemo na poveznicu
”Brute Force” koja nas vodi do stranice nad kojom c´emo vrsˇiti napad (vidi sliku 5.3).
Slika 5.3: DVWA Login stranica za testiranje napada grubom silom
Nakon sˇto smo pristupili trazˇenoj stranici, primijenit c´e se test nad ponasˇanjem meha-
nizma autentifikacije. Najprije unosimo tocˇne podatke i pratimo ponasˇanje aplikacije. U
ovom slucˇaju koristimo korisnicˇko ime ”admin” i lozinku ”password”. Na slici 5.4 prika-
zan je odgovor aplikacije.
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Slika 5.4: Uspjesˇna prijava korisnika
Sada kada nam je jasan odgovor za tocˇne podatke, isti postupak ponavljamo s netocˇnim
podacima. Na primjer, unosimo korisnicˇko ime ”Goran” i lozinku ”npr123abc”. U tom
slucˇaju dobivamo odgovor kao na slici 5.5.
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Slika 5.5: Neuspjesˇna prijava korisnika
Za kraj testiranja, ponovimo ovaj zadnji postupak unosa netocˇnih podataka za isto ko-
risnicˇko ime nekoliko puta. Aplikacija u svim slucˇajevima vrac´a isti odgovor sˇto znacˇi da
nema dobar mehanizam zasˇtite od napada grubom silom. Postupak napada pomoc´u Burp
Suite skupine alata izvrsˇavamo sljedec´im koracima:
1. Pristupimo stranici za prijavu kao na slici 5.3.
2. Pokrenemo Burp Suite gdje odaberemo karticu ”Proxy” i zatim karticu ”Intercept”.
3. Kliknemo na gumb ”Intercept is off ”, tako da postane ”Intercept is on”.
4. Sada odlazimo opet na stranicu za prijavu korisnika te unesemo tocˇne podatke za
prijavu i posˇaljemo zahtjev.
5. Unutar Burp Suite dobivamo podatke kao sa slike 5.6.
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Slika 5.6: Burp intercept
6. Bilo gdje unutar sadrzˇaja kartice ”Raw” kliknemo desnom tipkom misˇa i oznacˇimo
”Send to Intruder” te ugasimo presretanje zahtjeva.
7. Odlazimo na karticu ”Intruder” gdje odaberemo karticu ”Positions”.
8. Ovdje odaberemo tip napada ”Cluster bomb” te kliknemo na gumb ”Clear”.
9. Oznacˇimo vrijednost ”admin” i kliknemo gumb ”Add” kao sˇto je prikazano na slici
5.7.
Slika 5.7: Dodavanje pozicije podatka koji pogadamo
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10. Postupak iz prethodnog koraka obavimo i za drugu vrijednost.
11. Odlazimo na karticu ”Payloads” gdje postavljamo skup vrijednosti za pogadanje
svake od trazˇenih informacija. Na slici 5.8 prikazan je skup vrijednosti za korisnicˇko
ime.
Slika 5.8: Dodavanje skupa vrijednosti pomoc´u kojeg pogadamo vrijednosti
12. Unutar kartice ”Options” mozˇemo postaviti vrijednosti kao sˇto su vremenski interval
izmedu dva napada. U nasˇem slucˇaju (vidi sliku 5.4) znamo sadrzˇaj poruke koja se
ispisuje u slucˇaju ispravne prijave korisnika pa dio te poruke unosimo kao na slici
5.9. Na temelju toga odredivat c´e se uspjesˇnost napada.
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Slika 5.9: Dodavanje skupa vrijednosti pomoc´u kojeg pogadamo vrijednosti
13. Na kraju pokrenemo napad klikom na gumb ”Start Attack”. Na slici 5.10 su prikazani
dobiveni rezultati gdje mozˇemo primjetiti da je za korisnicˇko ime ”admin” i lozinku
”password” napad uspio.
Slika 5.10: Uspjesˇan napad grubom silom
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5.3 Testiranje aplikacije na napad ugnjezˇdenim SQL
naredbama
Testiranje na napad ugnjezˇdenim SQL naredbama zapocˇinjemo tako da pristupimo DVWA
aplikaciji te kliknemo na poveznicu ”SQL Injection”. Testiranje provodimo na dvije ra-
zine sigurnosti aplikacije: ”low” i ”impossible”, koje mozˇemo promijeniti u postavkama
aplikacije.
Promotrimo prvo primjer s ”low” razinom sigurnosti. Test zapocˇinjemo tako da une-
semo unutar forme ”User ID:” vrijednost ’ OR ’1’ = ’1. Slika 5.11 prikazuje rezultat tog
unosa.
Slika 5.11: Aplikacija je podlozˇna napadu ugnjezˇdenim SQL naredbama
Odmah je vidljivo da je napad ugnjezˇdenim SQL naredbama uspio za najjednostavniji
test, sˇtovisˇe ispisani su svi podaci korisnika.
Ako promijenimo razinu sigurnosti aplikacije na ”impossible” i tada pokrenemo ovaj
isti postupak, primjec´ujemo da napad nije uspio. Razlog tome vidljiv je na slici 5.12.
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Slika 5.12: Izvorni kod aplikacije prikazuje upotrebu pripremljenih procedura
Vidimo da aplikacija na najvisˇem stupnju sigurnosti koristi pripremljene procedure kao
vrstu obrane od napada ugnjezˇdenim SQL naredbama. Stoga, nije ni cˇudo da nasˇ napad
nije imao efekta.
Zakljucˇak
Cilj ovog diplomskog rada ”Sigurnost web aplikacija” bio je opis sigurnosnih principa koji
se koriste za siguran rad web aplikacija, zatim klasifikacija i opis napada u vezi s pojedinim
principima, zasˇtita principa i opis metoda razvoja sigurnih web aplikacija.
Klasifikacijom i opisom raznolikih vrsta propusta unutar web aplikacija istaknuta je
vazˇnost primjene i zasˇtite sigurnosnih principa. Iako je u posljednjih nekoliko godina ra-
zina svijesti o sigurnosti web aplikacija znatno porasla, i dalje smo svjedoci pojavljivanja
web aplikacija koje ne udovoljavaju potrebnim sigurnosnim principima. Iz tog razloga
potrebno je unutar procesa razvoja web aplikacija integrirati sigurnost. Pritom je moguc´e
korisˇtenje brojnih metoda za siguran razvoj web aplikacija, od kojih su dvije opisane u
ovom radu.
Studijskim primjerom prikazane su dvije tehnike testiranja propusta web aplikacija.
Pokazano je da pravilna upotreba alata i tehnike olaksˇava testiranje web aplikacija.
U buduc´nosti se ocˇekuje daljnje smanjenje pojave vec´ dobro poznatih napada kao sˇto
su napad ugnjezˇdenim SQL naredbama te pojava novih vrsta napada koji prate evoluciju
modernih web aplikacija. Navedeno c´e zasigurno rezultirati novim metodama i pravilima
zasˇtite web aplikacija.
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Sazˇetak
Sigurnosni principi web aplikacija zasnovani su na autentifikaciji, autorizaciji, upravljanju
sesijom, sigurnom radu baze podataka te sigurnom radu web preglednika. Sesija objedi-
njuje proces autentifikacije i autorizacije, dok baze podataka predstavljaju nezaobilazan
dio modernih web aplikacija koje su dostupne pomoc´u web preglednika. Napadi na web
aplikaciju moguc´i su na bilo kojoj sastavnici njezinih sigurnosnih principa te sukladno
pojedinoj vrsti napada postoje adekvatni nacˇini zasˇtite. Osim toga, kljucˇan korak koji se
mora izvrsˇiti u samom pocˇetku razvoja aplikacije jest integracija sigurnosti unutar razvoja
web aplikacija. Na taj nacˇin se osigurava usˇteda vremena i cijene razvoja te izbjegava
losˇ pristup trazˇenja propusta i njihovog ispravljanja. U radu se spominju Microsoftov Se-
curity Development Lifecycle te Comprehensive Lightweight Application Security Process
organizacije OWASP. Provedeni studijski primjer napada grubom silom pokazuje primjer
automatiziranog napada dok testiranje aplikacije na napad ugnjezˇdenim SQL naredbama
dokazuje pravilo da uporaba pripremljenih naredbi predstavlja dobru vrstu obrane od tak-
vih napada.
Summary
Web applications security principles are based on authentication, authorization, session
management, database secure work and web browser secure work. Session combines aut-
hentication and authorization process, whilst databases represent inevitable part of modern
Web applications which are available through Web browser. Web application attacks are
possible on any part of its security principles. For each particular type of attack there
are adequate protection methods and procedures. Furthermore, the key step that ought
to be firstly executed when developing application is security integration within the web
application development. In that manner, development time and money saving is assured
and unsatisfactory approach of gap finding and correcting is avoided. Hereunder are also
mentioned Microsoft’s Security Development Lifecycle and Comprehensive Lightweight
Application Security Process by OWASP organization. Case study of brute-force attack
points out a kind of automated attack, while application testing on SQL injection attack
proves the rule that utilization of prepared statements represents a proper kind of defense
for this type of attacks.
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