Abstract. Software measurement forms a sound basis for monitoring software development process and software product quality. Implementing software measurement is, however, difficult and creates several challenges and possible pitfalls. These challenges include the establishment of measurement practices, effective metrics collection and the use of collected metrics to improve development practices or product. Automated software measurement can have a significant role when adopting software metrics for systematic use. This paper is based on the results of a measurement automation project at Nokia Mobile Phones during the years of 1999-2000. This paper describes the experiences from defining metrics for controlling new SDL based development practices. The process through which the automation was implemented is described in detail and implications of the findings are discussed.
Introduction
The embedded software industry grows very fast and is R&D intensive. Products with embedded software have become more sophisticated and especially the software inside the products has increased in size and become more complex [3] , [18] . SW development plays a major role in product development [3] , and typically forms 50-80% of the overall effort.
While strict time-to-market requirements and business needs demand shorter development cycles, the software industry needs to invest heavily in the development of new methods and techniques, and in the adoption of existing best practices [14] . New development methods and technologies are often challenging to introduce to existing development process since they require learning and training, and sometimes even new ways of thinking [7] . Therefore, the benefits of these methods become visible only after some time has passed after introduction [11] . Moreover, in critical software development projects, the project staff has only a limited time to introduce new methods and even less time to effectively analyse the impacts of these new methods.
This paper is based on the results of a measurement automation project at Nokia Mobile Phones during the years of 1999-2000. The purpose of this paper is to describe the experiences from and the process of using automatic software measurement to monitor SDL (Specification Description Language) based SW development within three software development projects. It was found that while measurement automation can be difficult in a volatile software development environment, it is, however, possible and gives benefits to software developers. Detailed discussion of the measurement automation processes and findings in the SDL based environment provide much-needed experiences that can be further used by other practitioners starting and implementing their measurement automation activities. This paper is composed as follows: the next section presents the background of this work, including a brief description of SDL based SW development, software measurement and automation, and a description of Nokia Mobile Phones and their starting point for the SDL based measurement. Third section provides a description of the actual implementation of the measurement automation process. In the fourth section the key findings and lessons learned from the case projects are discussed. The last section concludes the paper with final remarks and outlines future actions.
Background
When an old tool is replaced or a new tool is added to a SW development environment the impact of changes has to be compared to the previous situation [21] . New methods and technologies affect the project manager's ability to predict schedules and to control the product development. Monitoring of impacts is therefore particularly important when implementing process changes [17] . Projects that take new SW development tools and technologies into use need to pay special attention to the controllability and predictability of SW development. In this retrospect, this section describes the concepts and purpose of SDL based SW development, software measurement and automation. In addition, the background for our case is outlined.
SDL Development
The fast-growing complexity of embedded systems necessitates new design methods and tools in order to solve the problems of design, analysis, integration and validation of complex systems [9] . SDL is a widely used language and it is considered especially suitable for the development of complex telecommunication systems.
SDL is used mainly in real-time, distributed and communicating systems to increase productivity, reduce errors and improve software maintainability [16] . An SDL development process is usually divided into three phases: requirements specification, high level design, and detailed design [16] . Typically, the procedure from requirements analysis to product implementation and testing involves the following steps [8] :
− Collect the initial requirements in a text document. − Study system analysis results, Message Sequence Charts (MSC) or/and use-cases depicting typical scenarios. The resultant classes are implemented in SDL as block diagrams and data-type definitions. − Complete the SDL diagrams and specifications to a level where they can be simulated and checked for consistency with the system requirement analysis. − Use verification and validation to determine whether required properties are correctly and completely implemented. When SDL design has proved consistent with the requirements, code for the application can be generated. − Make a test suite. Tests can be generated from the SDL specification. − Generate code to create an executable test suite that can be run in a test system. − Run the executable tests and test the application in the target environment.
The process of defining SW requirements and functional specifications using SDL is very similar compared to other SW development methods and languages. Only the notation for documenting the analysis results is different. Instead of data flow diagrams, an SDL based specification contains message sequence charts (MSC). The purpose of these charts is to provide sufficient understanding of the specification functionality, collect items that are missing from the specification to get an idea of the maturity level of the specification and to collect information of the protocol entities as well as to gain an understanding of the needed protocol entity partitioning [8] .
Software measurement and automation
Measurement practices introduced to volatile software development must be as transparent as possible to the software developers. In order to be effective, metrics collection, analysis and the presentation of the results should be automated (e.g., [15] ; [1] ; [4] ). While there is a great deal of literature on implementing software metrics programs, there is less agreement, however, on what exactly contributes to the success of implementing metrics [4] . Moreover, in spite of this literature being available, comp anies are facing serious problems initiating even the simplest metrics programs [4] , [6] .
Ideally, measurement activities should be driven by clear goals in order to focus and limit the costs [9] . Collected measurement data and the results of the measurements should be based on project and organisational goals [10] . The measurement process, in our case, was based on the GQM (Goal, Question, Metric) approach as defined by Latum and Lavazza [12] ; [13] .
The GQM approach is commonly used in software measurement. The approach defines measurement goal which is then described by set of questions. Metrics are then defined to answer the questions. GQM uses structured interviews to define questions and metrics. Collected data is later analysed and presented in feedback sessions to find out whether project has met its measurement goals.
In automatic software measurement, the measurement process consists of manual and automatic process steps [3] ; [10] . Manually implemented process phases are 1) Planning the measurement automation, 2) Defining measurement goals (for the first time) and 3) Defining metrics definition (for the first time). It is possible to use tool support in the goal and metrics definition phases [13] , but the actual work is highly dependent on human decision [10] . The members of a measurement project should define: − Data sources from where the measurement data will be collected − Date (and time), or the trigger condition, when the data is collected − Calculation templates for analysing the data − Data storage where the result information will be saved.
Tasks that are repeated often should be made automatic. The tasks include, for exa mple, the collection of the data from predefined data sources and calculation of the analysis data. However, the calculation formulas and the presentation format of the result graphs have to be predefined within the used tool.
The measurement automation process [10] starts by planning the automation, which includes defining the metrics, data sources, schedule of collection, and data analysis in detail. During the implementation of the environment for measurement automation the technical solutions for data retrieval are built and the first data analysis and presentation are carried out. Automated parts of the process are the repeated steps of collecting data, calculating the metrics, and the creation of analysis graphs. In the final phase the metrics' results and experiences are packaged.
The Case of Nokia Mobile Phones
Nokia Mobile Phones (henceforth NMP) is the world's largest mobile phone manufacturer. Nokia's comprehensive product portfolio covers all cellular protocols. As the functionality of mobile phones moves from voice-centric to multimedia, imaging, entertainment and business applications, the complexity of the software increases. SDL and new unit testing methods were taken into use at NMP in three product development projects during the year 1999. This created needs to measure quality of design and implementation, and improve prediction and control of product development with new implementation language (i.e., SDL). A GQM based measurement project was launched as co-operation between the Technical Research Centre of Finland (henceforth VTT) and NMP.
Based on the experiences from previous measurement projects, measurement activities were seen as an important part of monitoring the status of NMP product projects. However, due to product time-to-market restrictions, the project staff had only a limited time to use for measurement activities. Thus, there was a need for a measurement project, which would specifically tackle the problems caused by the lack of time to collect the desired metrics. The purpose of the measurement project, which is the main focus of this paper, was to automate the previous measurements in the product development projects. This was expected to enhance quality and predictability of SDL based product development projects.
As a result of the previous measurements the developers at NMP had many useful measurement experiences and documents including defined and analysed metric results. Due to the need for measurement automation, it was not efficient enough to define all metrics using the GQM approach. Instead, when defining metrics, the possibility of automatic collection, analysis and presentation played a significant role.
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Goal-oriented automatic measurement in SDL based SW development
The purpose of this section is to describe the implementation of the automatic measurement process. The measurement automation process at NMP is shown in Figure 1 :
Packaged results are used in planning measurement automation in future projects Figure 1 process is based on measurement automation process [10] . The process illustrated in Figure 1 will be used as a framework throughout the paper when the results of measurement automation are presented, analysed and discussed.
Planning of measurement automation
The work was started by planning the automation (Step 1, Figure 1) . Instead of the GQM interviews [12] , measurement experts decided to conduct a survey to initiate the SDL based measurement (Step 1.1, Figure 1 ). The questionnaire was directed to project members, project managers, error managers and quality engineers. The purpose was to obtain the information to define the measurement goals and metrics. The questionnaire included questions about the respondents' expectations on SDL measurement and the most suitable focus for the measurement. Experiences from the previous GQM project were used as the basis for this action. Based on the results, the measurement goals were defined (Step 1.2, Figure 1 ) together with measurement experts from VTT and the stakeholders from NMP.
Defining the goals is important and creates the basis for all measurement activities [17] ; [10] . The project managers especially had difficulties in the following areas: 1) predicting the SDL module testing effort/time in the development projects and 2) evaluating SDL module quality in order to start integration. The main goals for the measurements were defined as follows: 1. To improve the predictability of SDL based SW development 2. To evaluate the quality of SDL based SW modules
The metrics were selected (Step 1.3, Figure 1 ) in a meeting together with the VTT measurement experts, NMP project managers, error managers, quality engineers and the main designer. Metrics selection was based on a set of graphical presentations of metrics, which was created based on previous project experiences, results from SDL query, literature study, and evaluation of metrics automation possibilities.
After the selection meeting, the selected metrics were evaluated and subsequently updated. These metrics were then included in the NMP case project's quality plan. Examples of the goals and metrics are shown in Table 1 : Typically, the project managers will use informal assessments of critical factors during SW development to assess whether the end product is likely to meet the requirements [2] . This can be difficult when new design methods and tools are used. In our case, the predictability of the SDL based SW development was measured by the fault, complexity and effort metrics (Table 1) . One purpose of the metrics was to help to estimate the remaining testing effort based on the quality, complexity, and effort used. The metrics defined were found to help the design phase, and also to reduce effort later in the coding, testing and maintenance phases. Literature has also indicated that a better design can lead to less complex code and make software easier to maintain [20] .
Implementation of measurement automation environment
Collecting metrics data involves the expenditure of resources such as time, labour and money [20] . Automation saves effort, is more efficient and produces more accurate results, i.e. if the data collected is reliable [13] . The implementation of the environment for measurement automation (Step 2, Figure 1 ) was initiated after the selection of the measurement goals and metrics. Some automation activities were already planned as a part of the previous projects. Implementation of the automatic measurement environment was started by an analysis of metrics that could be automated. This analysis was performed based on the location and reliability of the data, and the ease of collecting and calculating the metrics. The environment was implemented by the VTT measurement experts using MetriFlame [19] .
Data recording, collection, calculation and presentation
Planning the data collection (Step 2.1, Figure 1 ) was started by defining the data sources for the selected metrics. The main data source was the error database. This was due the fact that this database contained most of the data needed. The principal idea of automatic measurement was to facilitate the metric data collection and calculation activities using the MetriFlame. The following data sources were used: − Fault data was collected automatically from the Error and Inspection databases. − Status information was collected from the configuration management database. − Complexity information was calculated using the SDL design tool data. − Effort information was collected from project management tools.
All collected data was converted to a MetriFlame-specific format using tailored data converters. The converter for the SDL design tool was most challenging to implement. This was due to the necessity of calculating the complexity of the SDL modules, which was not readily available. After the conversion the calculation formulas and the presentation style for the resulting metrics could be created. The data collection from the different data sources is shown in Figure 2 . 
Figure 2. Data collection from the different data sources
Measurement automation does not, however, end with the automatic collection of metric data. It is continued with the calculation and the formation of the resulting analysis graphs (Steps 3-6 in Figure 1 ). In our case, the metrics were gathered between May and December 2000 in three case projects. The time between measurements in each project was determined based on the quantity of available data and the time-cycle was tailored to meet the specific needs of each case project.
The first metrics collections were conducted and mainly carried out by the VTT measurement experts. However, during the later cycles, also the NMP quality engineers involved in the case projects used MetriFlame to automatically collect and analyse the data.
Analysis of the metrics
Metrics analysis in feedback sessions forms a vital part of the measurement process. In the case projects, metrics were analysed every four weeks.
The results were first analysed in a session with the VTT measurement experts and the main designer, the quality engineer and the error manager from the NMP case project. During the first analysis session:
1. All collected metrics were analysed, 2. Problems and improvement ideas that arose from the results were documented, 3. Most valuable metrics were selected for more detailed analysis, 4. Notes and defects in the results were collected and documented.
After the first session, a second analysis session was organised. During the second analysis the main results, improvement ideas and problems found during the first session were presented, discussed and analysed together with the NMP project staff. Project staff had valuable knowledge about the progress of the case projects and could further interpret the main results. The feedback received during these meetings was taken into account when planning for the next measurements. The results were used in project management and SDL quality assurance activities.
Packaging the results and experiences
Packaging the results and experiences is an important part of a metric program since it enables the reuse of metrics and analysis results in future projects. As a result of packaging, a description of the metrics, a guideline for automating measurements, and an experience report were drawn up.
Information about the metrics and their analysis procedures can be reused in organis ations [3] . In reality this requires, however, that the metrics and related background and analysis information are carefully documented and packaged during the measurement projects. In our case, the main purpose of the metric set document was to facilitate and speed up the measurement planning procedures. This was done by defining a set of possible measurement goals, metrics and metric analysis presentation styles for the case projects.
The guideline for automatic measurement included detailed descriptions on how to get started and how to implement automatic measurement in the organisation. Experience report included the key findings discovered during the SDL based measurement project. These reports were directed to the project quality engineers and error managers, aiming at facilitating the work of the quality manager and the person responsible for measurement in future projects.
Results: Experiences and lessons learned
The findings presented in this section are based on the experiences and documentation drawn up. The data was collected from the following sources: Goal definition and metrics selection workshops, measurement results feedback sessions and experience reports drawn up by the SDL measurement automation project. The key findings are shown in Table 2 and discussed later with more detail.
Table 2. Key findings for each measurement phase
Planning measurement automation -A targeted survey facilitates the collection of ideas for measurement goals and metrics and is easy to distribute to the relevant stakeholders. The questionnaire may be reused for each metrics definition cycle. -Prioritisation of metrics (what to collect) can be difficult since the project members may initially want to collect many kinds of metrics. This can be facilitated if:
-Constraints for metrics automation are analysed before selecting the metrics.
-Graphical examples of the metrics results are created. -A plan for measurements should be included to the project plan and quality plan.
Implementing the environment for measurement automation -Measurement automation requires a lot of time, results should be repeatable.
-The use of measurement tools that support automation (MetriFlame or similar) will help and speed up the implementation. -Changes in the software development environment may cause changes to the measurement automation. Predictable future changes should be taken into account. Data recording -Data correctness can be improved by defining correct input formats for data, training project staff to record data correctly and reminding project staff regularly about data correctness. Data collection -Useful data sources for SDL-specific measurement data are inspection databases, SDL design charts, error management databases, project management data and configuration management tools (i.e., SDL module versions, etc.).
-The use of complementary data sources increases the value of the analysis. -Define clear goals and metrics in order to avoid problems during data conversion and calculation from different tools. Formulation of analysis graphs and analysis of metrics -In order to save effort, review results first with a small group of experts. After the first session, arrange feedback session with focused results with project staff. -Make the results available (on-line) for project managers and quality managers at minimum and preferably to all who have participated to measurement process. -Using the results without project staff analysis is very risky because the necessary background information behind the metrics may remain unknown. Packaging results and experiences -Guidelines and experience reports can often be directly used in forthcoming projetcs.
-The process steps, roles and automation environment may need, however, to be modified to match the needs of the new project.
When starting to plan the metrics, project staff is often interested to have many kinds of metrics. Project staff may be busy and purpose of the measurements can easily be forgotten. Therefore, the active participation of managers to keep focus is required.
Metrics selection is one of the most challenging and important phases of measurement projects. Metrics must be useful also to project, not only to management. The metrics must also describe the defined measurement goals and be automatically collectable. According to our experiences, a graphical presentation is a good way to clarify and give idea of future results. In our case, we used the results from the previous measurements and literature. The technical restrictions that affect automatic measurement should be analysed before the selection. Several requirements for the automatically collectable metrics exist, for example, the data sources must support automatic data retrieval. Early analysis of automation possibilities will reduce the amount of work later. Metrics selection requires some time from the project managers, the measurement experts and the quality managers. This is, however, worthwhile, as it guarantees that the project will collect only useful metrics, for which collection, calculation and setting the presentation format can be automated.
A good way to plan and report a measurement process is to include it as an integral part of project and quality plans. This combines measurement activities as part of the project's normal working routines and project staff does not regard it as extra work.
In practice, the preparation work for automatic measurement is one of the most timeconsuming tasks when starting a measurement project. Metric data sources, calculation and schedules, and storage for the metrics' results should all be defined and implemented before actual measurement collection and analysis can start. We found out that the use of specific tool support for automatic measurement (MetriFlame in our case) makes the measurement data collection, calculation and presentation of the analysis graphs steps straightforward. In MetriFlame, we already had the mechanism for automatically calculating the metrics, creating analysis graphs, and scheduling the tasks. We only had to implement the data collection converters, which convert the data from the different data sources into a format that MetriFlame can read. However, the development of mechanisms for collecting data automatically from different sources requires time and effort from measurement experts because technical constrains of the tools that act as data sources must be understood. Thus, developing the measurement automation is a task, which should be carried out like a development project including the definition of tasks and responsibilities. However, one should remember that the measurement automation environment must only be created once, must be flexible and usable beyond one development project. When this has been done, the project staff can use the automatic tools to collect, calculate and create graphs.
It should be noted that changes in the measurement automation environment are always possible. If the metrics or tools where the data is collected are updated or changed, the changes must also be done in the measurement automation environment. These changes can be laborious or even impossible to implement. Measurement automation is most efficient in a stable working environment, but possible future changes should be predicted where feasible and the measurement tools should be made flexible enough. Mistakes made during data recording are a very common problem. Erroneous data can easily be inserted into a database and it may lead to false measurement results. This kind of defects can be reduced in two ways:
1. By restricting the formats for recording data during the planning phase 2. By training the project members for entering the data, and by reminding project staff about the data correctness during the development project.
Collected metric data is dependent on the measurement goals and selected metrics. In our case, the data was collected from several sources like the SDL design tool, error and inspection databases and also some data was collected manually. During SDL based measurement, we found out that it is possible to automatically collect measurement data related to SDL based SW development process from various data sources. The SW development tools, processes and predefined metrics that could be used in measuring an SDL based SW development process are shown in Table 3 : Combined information from different sources is much more useful than information from single source alone. It also makes integration of results from different sources possible. We also found out that measurement goals and measurement automation possibilities are affected by the tools and the processes, during which the data is collected. In our case, the main goal was to improve the predictability and ensure the quality of SDL based SW development.
Feedback from the project staff has a critical impact on the success of measurement. Due to large amount of metrics and graphs produced automatically, the most important and critical results were selected for the project staff feedback session. First metrics analysis took two hours from the small group of measurement experts and project/quality managers. This preliminary work decreased the time required for the feedback sessions where the project staff was present. the feedback sessions of the most important and critical results took only 1.5 hours from the project members each month. These feedback sessions coupled to project meetings, which also decreased the time used in arranging the meetings.
Up-to-date metric results should be available for project managers and error managers in a pre-defined location. Automatically collected, regularly analysed and updated metric results are a useful way of monitoring project status and defects and predicting the remaining effort and defects. It is, however, important to remember that using the metric results without project staff feedback is very risky. Without feedback from the project, the managers may draw conclusions based on fault results.
Packaging the results and experiences is useful because it summarises the work done on automatic measurement and enables reuse of the results. The most important metrics were used also in later SW development projects at NMP. The guidelines for automatic measurement and the experience report have also been used when starting new SW development projects. However, the measurement process steps and roles were modified to correspond with the needs of the new projects.
Conclusions
While metrics programs are challenging to implement, literature has shown that automated software measurement has a significant role when adopting software metrics into systematic use. Many reports show how measurement has been successfully used in improving quality and productivity. Automating measurement is recognised as an important factor especially in a situation where strict time-to-market requirements leave little time for the project staff to introduce new methods and analyse their impact. This paper has discussed the processes and key findings from systematic automation of SDL based measurement in three case projects at Nokia Mobile Phones.
As a result of the automatic measurement project the product projects gained a set of metrics they found very useful. These could be collected automatically from the metrics databases. The result graphs were regularly analysed in the project meetings and used to facilitate project management.
The key findings discussed in this paper were:
− Metrics selection is one of the most important task in measurement automation.
However, the prioritisation of metrics (i.e., what to collect) can be difficult since the project members may initially want to collect all possible metrics. Metrics selection can be facilitated by analysing constraints for metrics automation before selecting the metrics and creating graphical examples of the metrics. − Changes in the software development environment may cause changes to the measurement automation environment, these changes can be laborious to implement. Thus, measurement automation is most efficient in a stable working environment. − The useful data sources for SDL-specific measurement data are inspection databases, SDL design charts, error management databases, project management data and configuration management tools (i.e., SDL module versions, etc.). Using different data sources increases the reliability of the metrics analysis. − The metrics and the results of their analysis should be made available on-line at minimum for project managers and quality engineers. It is suggested, however, to make the data available also to individual project members. Using the metrics' results without analysis is very risky because the necessary background information behind the metrics may remain unknown.
It should be reminded that these findings are based on only three measurement case projects. However, the results were obtained over a period of two years, which mitigates the limited number of projects. It should also be noted that these findings are based on analysis carried out during the start-up phase of measurement automation. The processes and findings can be different if measurement automation was more established.
During this measurement automation project the importance of metrics became evident. Planning the metrics and implementing the metrics collection may be timeconsuming and hard work, but the results are rewarding. After the measurement automation project described here, several measurement activities have started in Nokia Mobile Phones projects. As one result, MetriFlame was not chosen as an automatic measurement tool at NMP. MetriFlame wasn't compatible enough with other tools and it was therefore used as a reference when improving measurement automation. Some of the final results -the most important metrics, the guidelines and experience reportshave been used in the initiation of new SW development projects. Also, the process steps, roles and automation environments have been tailored for use in many Nokia Mobile Phones projects.
