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CHAPTER 1: SUMMARY AND INDEXES 
Summary 
This document presents the technical proposal for the project performed, which has 
consisted in the design and the implementation of videogame mechanics while 
performing a research work to discover how videogames are developed using the game 
engine Unreal Engine 4, developed by Epic Games and the current game engine used for 
this project. 
The steps that will be followed are:  
1) The design of the objects and their behaviour, including game mechanics and 
interaction between the player and other objects. 
2) The development of the designed features. 
Even so, this project does not intend to develop an entire videogame. The interest 
is focused on discovering how the engine works, how the communication between the 
objects in the game scene is managed, what are the possibilities for a programmer and 
how to use them to create believable actions and effects. This work consists mainly in 
programming tasks, but also some animation tasks in order to create a visual coherence 
with the actions performed.  
The main inspiration to create the initial design is the horror genre of the 
videogames, which commonly presents slow movement, great amount of interaction 
with the environment (implementing puzzle elements to achieve goals) and event-based 
behaviour. 
The development stage includes C++ programming, Blueprint Visual Scripting 
programming, asset searching, modification of downloaded assets as animations and 
skeletons with Maya, composition of combined animations and creation of particles. 
 
Key Words 
- Gameplay design, Gameplay development, Gameplay mechanics, Character Behaviour, 
C++ programming, Blueprint Visual Scripting, Unreal Engine 4, Puzzle games’ elements, Horror 
games’ elements 
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CHAPTER 2: TECHNICAL PROPOSAL 
 
 1. Introduction 
 
Every game needs an interaction between the player, the character and the environment. 
Without it, a videogame would be neither interactive nor a game, and that is what the proposal 
is focused on, developing a good interaction with a variety of elements. 
The first thing the project must fulfil is the development of a great amount of character 
mechanics, which will be used by the main character, the one the player will control. The term 
“mechanics” corresponds to an action the player can execute and it has an internal or external 
consequence (or both). So the facts that count as “mechanics” are: walking, running, picking an 
object, jumping, opening a door, climb (a ladder for example), throwing an object… Now, every 
object must be imagined as a simple point in the space. That means separating the visualization 
of the object from the effect that it creates.  This way it will be possible to understand correctly 
the term “mechanic”. 
Confusing a mechanic with an animation is a common error because they are usually 
performed simultaneously in most of the cases. The difference resides in the fact that the 
animation is what happens thanks to the mechanic. We could determine that the mechanic is 
the fact itself, while the animation is the “how”, but that isn’t totally accurate, so the most 
correct way to define animation would be “how the models of the objects change while a 
mechanic happens”. In conclusion, using the idea of points in the space, the “walking mechanic” 
is the movement of that specific point (which represents the object), while the animation simply 
is the character moving its body as if he was walking; “jumping” is an impulse from a direction 
applied to an object, while the animation is the character moving his body and raising his legs as 
if it was jumping. To wrap it up, the animation itself does nothing to the physical object, so the 
mechanic is what changes the physical state or the properties of objects. 
In order to get game mechanics similar to those of horror games, creating a limited freedom 
feeling is absolutely necessary: the mechanics must make the player feel as he has a lot of 
available actions, but they suppose a danger at the same time. An example could be: the player 
can make a sprint but this consumes an energy bar. Once it runs out of energy, he can’t sprint 
for a while and maybe he moves a bit slower. A more complex method would be: give the player 
the chance to defend (respond to the attack of enemies) or protect himself (avoid being 
harmed), but to do so he will have to spend a finite resource which could be found in some 
locations of the game. 
On the other side, to create mechanics related to puzzle games, the presence of interactive 
objects with influence in the level is strictly necessary. The interactions with these objects will 
allow the player to obtain a reward (progress, an object, avoid the enemies, etc.). Among these 
mechanics, the ones included in this type of videogames are: moving/picking 
up/throwing/rotating/using objects, activate switches, etc. Each puzzle sets the parameters and 
the order the player must find to complete it, for example moving an object while a switch that 
opens a door is activated before the door closes after a specific number of seconds. 
Videgoame Design and Development Degree  Memory 
  10/78 
 
 
Then, the main objectives of the project are: 
1) Design and development of game mechanics with Unreal Engine 4. 
 
   A leading phase dedicated to design is required in order to stablish the bases of 
how the actions will be realized, how many of them there will be, which objects will be 
interactive and what effects will have. Later, a developing stage will take place, which 
consists on the implementation of the designed mechanics applying the knowledge 
learnt from Unreal Engine 4. 
 
2) Manage the character and the environment behaviours. 
 
   During the design phase of the mechanics, the behaviour of the character due to 
certain events produced by the objects of the world or by himself will also be defined. 
Also, the behaviour of each object will be a necessary decision as well, for example to 
determine the schedule of traps, or the behaviour of the elements of a puzzle and how 
they are related. 
In addition, a technical demo will be produced to test the performance of every mechanic, 
the behaviour of the character and the environment, the interaction between every object and 
the effect of each element to the others. A “technical demo” is, in the videogame context, a 
small game with only the basic elements (mechanics and behaviour of objects) to show the 
audience what can be done inside the game. It may be not part of (or related to) the finished 
product. 
To perform the project and ensure a proper display of the elements and their behaviour, 
assets (character and object models and animations) from the Epic Games store, Unreal Assets 
Store, will be used. This will be done because in this project there is no modelling or animation 
work involved. Maybe some animations or objects will be done just in case there is no animation 
or object found for a certain event, but it is not compulsory and may be quite simple as it will 
only be used to show the audience a mechanic had an effect or a shape they can relate to an 
object.  
 
Figure 1: Unreal Engine Asset Store 
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As it was explained, the project is going to be performed with Unreal Engine 4, the game 
engine developed by Epic Games, because learning how games are made with this engine is an 
additional objective. A game engine is a framework used to create and develop videogames, 
with features like: level and terrain creation, object placement in the scene, script creation, net 
communication… Thereby, learning what are its features will be needed, what it is capable of 
and how. Unreal Engine 4 provides two programming methods: 1) using the C++ programming 
language with the work environment Visual Studio, and 2) using Visual Scripting Blueprints, 
specific for Unreal Engine 4. These terms are explained in the Section 3 – Related Research. 
 
 
Figure 2: Unreal Engine 4 
The rest of the document is organized as follows: 
 Section 2 – Related Research shows a brief explanation extracted from Internet about 
Unreal Engine 4, the C++ programming language, and Visual Scripting Blueprints. 
 
 Section 3 – Previous Knowledge / Background, as the title says, explains what is the main 
knowledge the student should have in order to perform the project. Some examples are 
concepts like Horror games, Game mechanics and C++. 
 
 Section 4 – Project Preview  explains the main expected features to be implemented in 
the project. In this case, the mechanics and the behaviour that are hoped to be in the 
final result. 
 
 Section 5 – Objectives presents various goals that are going to be achieved through the 
realization of the project with a short description of what they include. 
 
 Section 6 – Justification focuses on why the proposed work is appropriate in the context 
of the university studies and which subjects share a strong binding with it. 
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 Section 7 – Planning exposes a list of tasks related to their respective objectives with 
information about the time they are going to take. In addition, the deliveries and the 
milestones are included in this section to provide the most realistic schedule for this 
project. 
 
 Section 8 – Methodology shows how the student is going to face the project. It includes 
what steps will be followed to progress through its realization.  
 
 Section 9 – Required Tools presents what software will be used in order to perform the 
project and why not using it isn’t a valid option. 
 
 Section 10 – Risks and contingency plan explains what are the main threads that can 
endanger some parts of the process or the entire project. It also provides a plan to avoid 
them or solve them in the most efficient possible way. 
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2. Related Research 
 
This section presents a brief introduction to the main programming tool, Unreal Engine 4, 
and the two methods this engine offers to write the logical behaviour of the objects, C++ and 
Blueprints. This section is used to introduce them, hence the definitions used are the ones found 
on the Internet. This section doesn’t exist to make a deep research of all the features of each 
one, that’s why the reader is invited to visit the links of the bibliography. There, information 
about the three main programming concepts for this project can be seen. 
 
Wikipedia – “The Unreal Engine is a game engine developed by Epic Games, first showcased 
in the 1998 first-person shooter game Unreal. Although primarily developed for first-person 
shooters, it has been successfully used in a variety of other genres, including stealth,MMORPGs, 
and other RPGs. With its code written in C++, the Unreal Engine features a high degree of 
portability and is a tool used by many game developers today.” 
 
Wikipedia  –  “C++ is a general-purpose programming language. It has imperative, object-
oriented and generic programming features, while also providing facilities for low-level memory 
manipulation. It’s well known for its performance, efficiency and flexibility of use. C++ has also 
been found useful in many other contexts, with key strengths being software infrastructure and 
resource-constrained applications, including desktop applications, servers, performance-critical 
applications, and entertainment software.” 
 
Epic Games – “The Blueprints Visual Scripting system in Unreal Engine is a complete 
gameplay scripting system based on the concept of using a node-based interface to create 
gameplay elements from within Unreal Editor. This system is extremely flexible and powerful as 
it provides the ability for designers to use virtually the full range of concepts and tools generally 
only available to programmers.” 
 
Figure 3: Blueprint Visual Scripting  
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3. Previous Knowledge / Background 
 
Game mechanics 
 
How to spot the mechanics used in already seen developed games is compulsory because 
the student must take into account what types of formulas used to work and the student may 
use it as a strong influence to perform his own mechanics. 
 
Character behaviour 
 
After using a mechanic, an effect is applied to the rest of the objects and to the object itself. 
Then, when analysing other games’ mechanics, the functionality attached to a certain mechanic 
must be appreciated, although some mechanics have quite obvious effects on the world that 
can be deduced by its similarity to the real world. 
 
Puzzle games 
 
These type of games share in common the great amount of challenges for the player’s 
intelligence. The way the try to motivate the player is through an achievement or a benefit after 
completing each puzzle, and to do it the player must trigger an effect from an element of the 
scene or create a consecutive succession of effects.  
 
Figure 4: Puzzle game example, The Legend of Zelda 
The Legend of Zelda 
Nintendo’s franchise that includes a great variety of puzzle elements to create dungeons 
where the player must use objects to get through. 
The picture shows how a switch must be hit with a long-ranged weapon to unlock the door. 
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Horror games 
 
These type of videogames offer the player a restricted freedom like: 
 A slow playable character to not be able to run from enemies. 
 A slow camera turn rate and a small Field Of View (FOV). 
 Movements as jumping, climbing a ladder or opening a door based on the interaction 
with the specific object. 
 
 
Figure 5: Horror game example, The Evil Within 
 
Unreal Engine 4 basis. 
 
The basic features, the performance and the workflow of Unreal Engine 4 should be known 
so the student can defend himself and achieve the implementation of the project comfortably 
spending less time researching the Unreal Engine 4 documentation. This way, the production of 
classes and world objects will become the main focus.  
 
 
 
The Evil Within 
Bethesda Softworks’ horror videogame where the previous main elements can be 
perceived.   
The picture shows the distribution of the screen elements, the position of the camera and 
the lighting effects used. 
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C++ programming language 
 
The core of the project are the game mechanics and the behaviour of the objects, so 
knowing a programming language is an essential requirement to this end. As the project will be 
performed using Unreal Engine 4, the code must be done using C++ because the only two ways 
of programming that Unreal Engine 4 provides are C++ or Visual Scripting Blueprints.  
Although there is a possible way to use C# or Python with Unreal Engine 4, the adaptation 
to the engine is one of the goals, so it must be taken into account when reading “the only two 
ways”. It must be understood as “the only official and implemented ways without additional 
tools”, that’s why it is mentioned as there aren’t any other methods in this document, because 
is the student who must be adapted to the engine. Also, programming with C++ is a personal 
preference and not a difficulty as it may sound.   
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4. Project Preview 
What this section is aiming for is the description of the expected result achieved from the 
work on this project. This may not be the actual final result, but the intentions are to obtain the 
nearest approach to the solution presented here.  
The project is not a videogame, so this will not be a complete GDD (Game Design 
Document). Despite that, it will include enough details to show how it is planned to perform the 
movements and behaviours, and what are the implementations stated to be fulfilled. 
IThen, the following information corresponds to the mechanics of the player and the 
behaviour of the character. The background of the mechanics correspond to a horror-puzzle 
game with influence from the Celtic culture and some fantasy elements. This will allow 
mechanics that involves the use of magic objects like runestones or effects that are impossible 
in the real world. 
 
Walking – Running 
 
 If the player plays with a keyboard, he will only have the option to run. That is because the 
walking mechanic is destined to the gamepad controllers due to the signal of the input. The 
input is analogical and so the joystick of the gamepad, but the signal of the keys WASD (used to 
move forward, leftward, backward and rightward) of the keyboards are digital. The input goes 
from 0 to 1, and the analogical input lets the player enter a value of 0’25, thus making the 
character not running at full speed. Also, the animations’ movements of walking and running 
are interpolated, so after a certain value of input, the character will merge the animation of 
walking with the animation of running. 
 
Crouching 
 
  The player can press a button to make the character crouch. With this, he can go through 
smaller spaces where he couldn’t have gone before if he was standing up. When the character 
is inside a space where he can only be crouched, the button has no effect and he stays crouched.  
 
HUD (Heads-Up Display) 
 
 This is not a mechanic or a behaviour on its 
own, is just a way a game communicates 
information to the player. A valid definition would 
be “a screen on top of the screen of the game”, 
since it is a layout that uses icons, bars, animations, 
numbers or effects to provide the current state to 
the player’s knowledge so he can take advantage 
of this information in his play style.  
 Figure 6: HUD example 
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Sprinting 
 
  When the player presses a certain key, he will make a sprint. Sprinting consumes the 
Stamina bar (explained after this one). Once the Stamina value is below a certain value and the 
player stops sprinting, he will not be able to sprint again until the value is over that value. Also, 
if the player sprints until the stamina value reaches 0, he will not be able to sprint for a greater 
amount of time. 
 
Stamina Bar 
 
  This bar will be shown on the screen since it will form part of the HUD. This bar goes from 
0% to 100%. It replenishes gradually, but after making an action that costs stamina, it has to wait 
for some seconds to start growing its value. If the stamina reaches the 0 value, the bar will start 
growing again after some seconds but more than the usual time after using an action that costs 
stamina. This is to stablish a handicap to the player if he abuses the use of actions like Sprinting. 
 
Interacting 
 
  This mechanic allows the player to interact with the elements on the scene and perform the 
corresponding action related to the object.  
If it is a “Pick-up object” (like a bottle, a runestone, items to synthesize other objects...), the 
character will use the “Pick up object” mechanic. 
If it is an object that can be activated (like switches, buttons, levers), the character will use 
the “Activate” mechanic. 
If it is an object that changes the state of the character or its movement mode (like ladders, 
places to climb, moving objects, rotating objects…), the character will use the mechanic 
designed for that purpose (“climb ladder”, “jump on/climb object”, “jump cliff”, “move 
object”, “rotate object”…). 
When interacting with an object, the character will move to the nearest location on its own. The 
player will be able to cancel this movement (maybe not in every interaction) before it is reaching 
its completion by using the keys to move the character. 
 
Picking up an object 
 
  When the player is near an item that he can pick up, using a certain button will make the 
character obtain that item. At first, it is thought that there is only one type of objects (the base 
class, the derived classes will have different effects) and that will be storing the object in the 
inventory to use it in another situation (implying the action of “Using an object”). If changes are 
made to this feature, maybe objects that are used to track the progress of the player but can’t 
be really used will be included and the specific situation that requires this object will detect that 
the player already picked it up and will perform the appropriate action after using the 
“Interaction” mechanic. 
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Inventory 
 
  It will form part of the information shown in the HUD. The player will only have 4 slots to 
store items available. He will be able to equip one of them with a certain key, and using the 
mechanic “Use object” he will be able to perform the action related to the equipped object. 
Once used, one instance of the object used is erased, freeing a slot if there was only 1 in the slot.  
  Some objects may not be stored in the inventory (this is yet to be confirmed with the design 
process) since, in videogames, some objects are used to keep track of the player’s progress, and 
they are used at the appropriate moment by the game or automatically unlock more features. 
To propose an example (this won’t be used for the project, is just an example to communicate 
the idea), imagine a game where you can heal the player but you have two conditions: having a 
medical kit but having a bandage (for example) to be able to heal. In that case, the medical kit 
could be used as information to control when the player can start healing, and if he didn’t have 
it, he wouldn’t be able to heal although he had bandages. Then, when the developers want to 
let the player to start using that mechanic, will place the medical kit so the player can pick it up, 
but it will not occupy a slot. 
 
Using an object 
 
When the player uses an object from the inventory, depending on the class of the class of 
the object, the effect may vary. An example is: 
If the object is a “Throwable item”, the character will aim and the player will have to shoot 
the object. Then the object will suffer an impulse and will be thrown in the selected 
direction. 
Then, depending on the object, it can be used to restore health, to summon a wildfire to 
light the environment, an object to be used at a certain location. An example is a lever 
mechanism: imagine it was missing the rigid bar to activate it and the player had to find it and 
use it in front of the mechanism. 
 
Objects and their behaviour 
 
Some mechanics may be added, changed or combined with different effects. In the case of 
the objects and their behaviour, here are some possible examples, but they are not as clear as 
the mechanics because they should be thought with some style of puzzles. The objects that will 
make it to the final version (or at least will suffer little modifications), are the following ones: 
- Doors: normal doors with open/close interaction and doors/walls with mechanisms to 
open them. 
- Switches: buttons/platforms/triggers to activate certain mechanisms or effects. They 
can be activated by pressing it, hitting it with some throwable,  placing something on 
it… 
- Levers: they are switches with two states, on and off. Depending on the state, the result 
is one or another. They can be missing the bar to make the player pick it up and place it 
in the lever hole. 
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- Ladder: they will be procedural ladders. This means the user only has to enter the 
dimensions of the ladder (number of steps, width, length, angle of the steps…) and the  
code will create the specified ladder. They are used to get to new places at different 
heights. 
- Wildfire: it is summoned by the player using an specific item or a runestone. It provides 
light to the player and follows him. 
- Runestones: they let the player use different spells. The ones that may be implemented 
are a wall to stop enemies for some seconds, the change of view to see through an 
enemy 
- Movable objects: these can be moved to obtain different results. Activate a platform 
switch, stop the movement of an object… 
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5. Objectives 
 
In order to fulfil this project the main objectives presented in this section must be 
accomplished. These objectives, except for the case of the O2, can’t be completed without 
finishing the previous one, meaning this is a “one-after-the-other” list of objectives. That doesn’t 
necessarily make the project more complicated to perform because that is how games are made, 
step by step: You can’t start creating a world without designing it, and you can’t start designing 
what you can do if you don’t know what the tool you are using has to offer to the game. 
 
O1: Learn how to create a professional proposal for a project. 
 
  As it is compulsory to create a proposal related to the subject V1241 – Degree’s Final 
Project, the first of the objectives implies working on its realization. The approval of this 
document must be obtained so the project can begin as a valid work to prove the obtained 
knowledge during the studies and to prove the objective of self-learning. 
 
O2: Perform an in-depth research of how Unreal Engine 4 works: 
 
  This should be self-explanatory and the reason is quite obvious, thus to perform the project 
using a specific software, the user must learn how to properly take advantage of the 
implemented features, meaning a complete understanding and adaptation to the game engine. 
As it was stated before, this objective is an exception to the successive list of objectives, due to 
the constant training while the design and programming stages. Thereby, the sub-objectives 
related to achieve this are the following ones: 
 O2.1: Learn how to configure Unreal Engine 4 and the settings of the project. 
 O2.2: Learn how Blueprint classes work. 
 O2.3: Learn how C++ classes work. 
 O2.4: Learn how to stablish the correct communication between all the objects. 
 
O3: Design game mechanics/behaviour: 
 
  Before starting the programming phase, the behaviour of the objects must have been 
stated, including the movement of the player, the actions, interactions and effects… at least with 
some previous knowledge gathered thanks to the O2 to create achievable behaviour designs. 
So, to wrap up this objective, the following sub-objectives should be enough to explain the steps 
of the design stage: 
 O3.1: Design how the player moves and what actions he can perform. 
 O3.2: Design what are the interactions between the character and the objects of the 
environment. 
 O3.3: Design the character behaviour. 
o O3.3.1: Design the behaviour of the camera. 
 O3.4: Design the world behaviour and how the actions of the player affect the world 
objects. 
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O4: Develop game mechanics/behaviour: 
 
  After creating every behaviour of the objects and the relations between them, as well as a 
possible method to implement it based on what has been learnt until the moment of creating 
it, the next step is to make the implementation, test it, and finally revise and correct it to achieve 
the desired performance. This stage is a demanding one, because it includes constant and 
dynamic adaptation to the engine itself since not every property of Unreal Engine 4 will be 
known, so the design may not fit with the final result.  
 O4.1: Program the designed mechanics. 
 O4.2: Program the designed behaviour. 
O5: Develop the technical demo: 
 
  The final phase is the creation of a game demo where the work can be seen. This step 
consists on the development of game levels to produce a setting of elements so the player can 
test the functionalities implemented. In addition, to achieve a visually enjoyable, the demo will 
have to add some elements like short cinematics in order to focus the attention of the player on 
the effects of his actions. 
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6. Justification 
 
 Videogames wouldn’t exist without programming, it’s an essential part of their 
development. During the studies the teachers have made sure to show us how to program with 
various programming languages and, at the same time, they have taught us to produce games 
using the game engine Unity. Then, in order to improve the programming skills achieved until 
now and the knowledge gathered about game engines, the chance to experience and investigate 
a different game engine from the one imparted, as well as developing the objects’ logic of a 
videogame is completely bound to the subjects included in the mentioned fields. 
 
Since the DFP has the adaptation to a game engine as one of its main goals, and that will 
suppose the base of the programming work as it will impose the available programming 
languages to use and how the features will be implemented, the most similar subject to this is 
VJ1227 – Game Engines. Next, the bounds between the current project with the subject VJ1227 
and other subjects as VJ1224 – Software Engineering or VJ1222 – Videogames Concept Design 
will be explained. 
 
6.1 VJ1227 – Game Engines 
 
It is a compulsory subject focused on teaching the student how the game engine Unity 
Works. In addition, some of its purposes are showing the game engines’ basics, what the engines 
have in common and how they work. Thereby, a search to reveal the method to create 
videogames shared by the game engines is performed at first instance and later it teaches the 
specific case of Unity. Some areas included are also related to this project: 
 Game Engine Architecture 
 Scene representation. 
 Visibility techniques 
Finally, the most important competences the subject communicates are: 
 Aptitudes to evaluate, use and expand game engines. 
 Self-learning. 
 Knowledge and application of basic algorithm procedures of computing technology 
to design problem solutions and analyse the suitability and the complexity of 
proposed algorithms. 
 Knowledge, design and efficient application of appropriate data structures to a 
specific problem. 
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6.2 VJ1224 – Software Engineering 
  
 It is a compulsory subject focused on the process of a game’s design and development. This 
covers a wide time period, from the beginning after an idea has become a real project to the 
end of the project. The subject unifies the concepts taught in the theory classes with the 
development of a videogame by using agile planning to check the status of the project within 
some deadlines. Also, the knowledge of how testing works and how to test correctly a software 
product is explained. Then, the areas included are: 
 Software development methodologies applied to videogame development. 
 Agile planning. 
 Videogames design’s basis. 
 Testing. 
As for the competences: 
 Analysis and synthesis ability. 
 Capacity to design, develop, select and evaluate applications and computer 
systems. Also, to ensure its reliability, security and quality according to ethics 
values and to the current regulation. 
 Capacity to plan, conceive, deploy and lead projects, services and computer 
systems in the context of videogames. Also start up leadership, continuous 
improvement and evaluation of economic and social impact. 
 Knowledge and application of software engineering’s basis, methodologies and 
lifecycles in the context of videogames.  
 
6.3 VJ1222 – Videogames Concept Design  
  
 It is a compulsory subject focused on designing a videogame and how to properly create its 
documentation to expose every characteristic that it will have so the developers or any member 
of the team can understand the entire idea. To do so, the subject includes an explanation about 
the types of videogames (depending on the objective, the mechanics, and the atmosphere), the 
types of monetization, the multiplayer features, the music used and the gamification applied. 
  
 The final project of the subject was to design w whole world for a videogame, with the story, 
the characters, the background, the context… as well as the gameplay, the movements the 
player can perform, the interface of the game like the HUD (Heads-Up Display) and the menus, 
how the enemies will act… 
 The main contents of this subject are: 
 Videogames internal structure. 
 Game mechanics. 
 Videogames environment design. 
 Interface design. 
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 And the competences: 
 
 Ability to create and analyse videogames and their essential elements. Also 
developing the understanding of the key features that determine their 
performance and their development. 
 Knowledge of a foreign language. 
 Capacity to manage information. 
 Creativity. 
 
6.4 Other subjects 
 
 The following subjects are those which have relation 
 VJ1203 Programming I and VJ1208 Programming II:  
They include programming languages like C++, C# or Python, the basic 
elements of the selected programming language and how to properly use it. They 
cover the basis of programming.  
 
 VJ1206 Mathematics I and VJ1211 Mathematics II:  
They provide knowledge about the main operations used to simulate physics 
or calculate certain values and use them correctly.   
 
 VJ1201 Physics:  
Understanding how forces act in the real world and the reason, the cause and 
the consequences of their effect are some contents of this subject. With it, the 
programmer can perform operations using physics or use mathematical operations 
to create the illusion that an effect is caused by physics after knowing how the 
elements should behave. 
 
 VJ1215 Algorithms and Data Structures:  
Finding the best approach to the solution of a problem and how to store and 
access data efficiently are the main goals of this subject. It introduces the concept 
of “cost”, which is very important for videogames since they must be efficient with 
limited resources, so sometimes the best algorithm is not the most accurate but 
the most similar one that grants a good result. 
 
 VJ1207 Visual Culture and Mass Media 
The analysis of the point of view and the image must be taken into account 
because the project includes a camera for the player and its design should be 
studied carefully, and a demo where cameras may be used to emphasised certain 
actions. 
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7. Planning 
 
7.1 Tasks 
 
Table 1: List of tasks presented in the Technical Proposal 
Id Description Objective to fulfill 
T1 Write the final technical proposal. O1 
T2 Write the memory. - 
T3 Prepare the presentation. - 
T4 Learn Unreal Engine utilities and features. O2 
T5 Learn Blueprints programming O2 
T6 Learn advanced C++ programming with Unreal Engine 4 O2 
T7 Design game mechanics. O3 
T8 Design interactions. O3 
T9 Develop game mechanics. O4 
T10 Develop interactions. O4 
T11 Create a game demo. O5 
 
7.2 Deliveries 
 
Table 2: List of deliverables and their planned date in the Technical Proposal 
Project Date 
Technical proposal 14/04/2016 
Final design 07/03/2016 
Developed project 10/06/2016 
Game demo 20/06/2016 
Final memory 20/06/2016 
Presentation 06/07/2016 
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7.3 Task diagram 
 
 
7.4 Milestones 
 
The following information corresponds to the achievements that are planned to be 
performed at the end of each month. If a task or a group of tasks are finished in the early days 
of a month, it will be declared as a milestone for the previous month.  
 
Then the milestones of each month are:  
 
 
Table 3: List of milestones originally planned in the Technical Proposal 
Month Milestones 
February 
- (Early March) Design phase finished: mechanics and interactions (T7 and 
T8). 
March 
- “Learn Blueprints programming” (T5) finished. 
- (Early April) “Write the technical proposal” (T1) finished. 
April 
- “Learn Unreal Engine utilities and features” (T4) finished. 
- “Learn advanced C++ programming with Unreal Engine 4” (T6) finished. 
May 
- (Early June) Development phase finished: mechanics and interactions (T9 
and T10). 
June 
- “Write the memory” (T2) finished. 
- “Prepare the presentation” (T3) finished. 
- “Create a game demo” (T11) finished. 
 
  
Figure 7: Task diagram using GanttProject 
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8. Methodology 
 
This section explains some of the schedules and work procedures throughout the project 
and when facing certain situations. This includes, then, how the work ahead will be done, what 
are the main considerations to approach the best and the fastest solution, when some tasks will 
start and the reasons of every action. 
First, to learn how Unreal Engine works, following tutorials and reading the documentations 
will be totally necessary, so in order to obtain the required knowledge, some tests will be 
performed aside from the main project. The tutorials that will be of interest and that will be 
searched will be those of developing the movement of the character, how the interaction system 
can be set, and what are the main operations and functions can be used with certain objects. 
Also, the type of objects must be studied, since each one has specific default functions that help 
the programmer and different capabilities of movement too. 
After acquiring some knowledge of Unreal Engine, to ensure a compact design, the actions 
and mechanics the player will be able to perform, with the interactions and the behaviour 
altogether, will be documented in a basic design document. Its purpose will not be, at first 
instance, its presentation as part of the work since it will not document all kind of details. The 
purpose will be guiding the programming through the developing phase providing enough detail. 
That is because certain effects may not be achievable with the skills learnt and they should be 
slightly designed, meaning, for example, that it could explain “what happens” but not “how”. 
After developing the major part of the designed features, another document will be created to 
show the final developed design. That document will be the one presented.   
When developing the objects and the classes, some considerations must be kept in mind. 
Not all the objects are going to be performed entirely with C++. Those objects that don’t require 
much work, that is, the simple objects, will be developed with Blueprints. The main idea is to 
develop the character with C++ and the other objects with Blueprints, although there will be 
Blueprint objects that will be derived from C++ classes to be able to be called from C++ classes 
and to be able to override methods.  In addition, some objects will share a base class, for 
example all the interactive objects. This method accelerates the interaction system creation by 
having an identifier depending on the type of the object.  
 When the programming phase of individual features is finished, the creation of a demo 
levels where each one will be able to be seen will start. The memory will be written showing the 
implementation of the project, the difficulties that have been found from the initial design and 
the items that could not be satisfied. 
  
Videgoame Design and Development Degree  Memory 
  29/78 
 
 
9. Required tools 
 
The necessary tools that are going to be used to perform this project are Unreal Engine 4 
and Visual Studio.   
The first one can’t be replaced because of the obvious reason of being the engine chosen 
to perform the project. Unreal Engine 4 has been a free engine since 2015 due to the success of 
the free use for students released the previous year. This way, whoever can develop and practice 
with the environment used for a lot of games that have been great hits on the market. 
On the other hand, Visual Studio is the main work environment used by Unreal Engine 4 and 
it is added to the programs’ list when installing the engine. Visual Studio provides help when 
programming by showing some suggestions similar to the code written by the programmer. This 
way, the user can learn what functions or variables are available.  
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10. Risks and contingency plan 
 
 The risks of this DFP project are related with the capabilities of the engine itself and what 
features can be developed with it taking into account it is not an easy-to-learn engine through 
C++ programming, so the risks include:  
1- Not being able to perform the actions and effects of interest. Since Unreal Engine 4 is 
an unknown engine to us due to the fact that university has taught Unity and that this 
is a self-learning project, it’s possible that it will be difficult to perform certain 
programming achievements. 
 
Solution 1: In case those difficulties represent problems that are not essential and can’t 
be performed in any way, they can be avoided by not implementing them.   
 
2- An object can’t be handled correctly or created properly through C++. As it was stated, 
it’s not an easy-to-learn engine with C++. If there isn’t any chance of getting the object 
to work as intended, another way to create it should be searched. 
Solution 1: If creating a certain object with C++ doesn’t work, Blueprint programming 
will be used to create it. 
Solution 2: If it is difficult to use Blueprints to generate the object also and the time 
starts running out, its implementation will have to be decided. 
Solution 3: If the object’s behaviour and usage can’t be simplified, the final solution 
will be to abandon it. 
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CHAPTER 3: PROJECT DEVELOPMENT 
 
1. Introduction 
This part of the document introduces the development stage of the project. This section will 
expose the comparison between the initial planning presented in the previous chapter and the 
changes applied to that planning, the cause behind the differences, the procedure followed, the 
reason of every decision during its development and the results obtained. 
 
2. Planning 
 The section 7 of the previous chapter presents a table of tasks and deliveries, and also a 
task diagram and the milestones expected  
The section 7 of the previous chapter presents details about the tasks to perform, the 
delivery and the milestones dates and a task diagram where the time needed for each task and 
the estimated progress of the project can be seen. From here on, this section is going to show 
the differences with the estimated planning stablished in the original proposal. 
First of all, it is important to point out that tasks haven’t suffered major changes since they 
share a quite general nature. The part that has changed the most is the list of objectives, shown 
in the section 5 of the previous chapter. 
Next, this document will proceed to explain every alteration of each section. 
 
2.1 Changes in the objectives 
 
About the objectives, changing them to others more suitable that include real general 
objectives for the project was decided when performing the Development stage of the project, 
since more features where discovered and they needed to be included in separate objectives. 
Some of the previous objectives remain the same, while others have been modified to 
achieve more aspects or there are completely new objectives born from the expansion of the 
previous ones.  
Then, the following list shows the new objectives and the changes made and the relation 
with the previous objectives. The added changes have been marked with green colour, and the 
deleted details have been marked with red colour.  
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O1: Learn how to create a professional proposal for a project. 
 
   This objective remains the same as the first objective of the original list. 
 
O2: Expand the knowledge about Unreal Engine 4 and learn what are the functionalities that 
are used by professionals to create videogames. 
 
This objective is similar to the original O2 “Perform an in-depth research of 
how Unreal Engine 4 works“ but tries to focus on how it is used by professionals. 
The original O2 was aiming at learning the main features and to be able to use 
them, this new one goes beyond the simple ability to use those features and 
searches for the proper and professional implementation, using the elements 
designed for performing specific tasks which weren’t known until some needs of 
the development process were found (an example of these are Root Motion, 
Unreal Databases, Notify Events, … explained in the section 3. Development).  
Despite that, the list of sub-objectives that could be seen in the original O2 
(learn C++ and Blueprint usage in Unreal or how to communicate objects) are, at 
first, the same first steps that were followed, but they will be considered sub-tasks 
from here on (although they won’t be shown in the task list since they are very 
general) and in addition some other sub-tasks have been added to obtain the best 
knowledge about the engine. 
 
O3: Create game mechanics similar to those used in horror games. 
 
This objective combines the original O3 “Design game mechanics/behaviour” 
with the original O4 “Develop game mechanics/behaviour” because these ones are 
considered tasks and can be unified in a single general objective with more detail 
since now it states the type of mechanics that are going to be created. In addition, 
and like the previous objective, the sub-objectives of the original objectives are still 
included in this new one as tasks. 
 
O4: Create assets related with character animation compatible with every animation-related 
functionality implemented in Unreal Engine 4. 
    
This is a new objective due to the needs found during the investigation process 
of Unreal Engine 4. It isn’t included in the game mechanics creation due to its 
different nature, since it isn’t exactly bound to programming, but more likely 
bound to rigging and animation. The creation of game mechanics is mainly focused 
on programming while trying to avoid being “asset-dependant” (although assets 
should always be considered in the design stage).  
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At first, the main idea was to use animations found on the Unreal Engine Asset 
Store without any modification, and it wasn’t planned to add every animation for 
each state, but in the end, since they were not compatible with the needs of the 
project, the assets were downloaded from Mixamo (explained in the section 
3.2.1.6 - Animation) and these assets needed to be customized to be fully 
compatible with the project. In addition, since animation is an important part of 
Unreal Engine, every state was now going to be animated properly because, thanks 
to features as Notify Events or Branching Points, it makes it easier to trigger events 
at determined times. 
Finally, the last reason this objective was added was to create a more visually 
experience to ease the appreciation of the effect of the player’s actions. 
 
O5: Acquire knowledge about particle system generation and create own effects. 
 
This new objective is oriented to introduce the student the behaviour of 
particle systems and their implementation.  
O5 is not meant to give the student knowledge about every single aspect of 
the creation of particles, just an introduction to make simple particles to, at least, 
make some effects visible and believable. 
 
O6: Create a database to store information about items in the demo. 
    
 Since every game needs a quick access to information related to the objects 
of the game, this project will propose the need to learn what are the possibilities 
to use databases in Unreal Engine 4 so the student can manage the information 
within a single file or asset for the information of the same type. 
 
O7: Create a technical demo 
 
This is the same as the original O5 “Develop the technical demo”. The final phase 
is the creation of a game demo where the work can be seen. This step consists on the 
development of a game level to produce a setting of elements so the player can test 
the functionalities implemented. But the original O5 included the presence of short 
cinematics in to focus the attention of the player on the effects of his actions, but due 
to other objectives’ addition, that task has been deleted from this objective.  
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2.2 Changes in the tasks 
 
The following table is the original list of tasks presented in the section 7 of the previous 
chapter.  
Table 4: Original list of tasks in Chapter 3 to compare with the new list of tasks 
Id Description Objective to fulfil 
T1 Write the final technical proposal. O1 
T2 Write the memory. - 
T3 Prepare the presentation. - 
T4 Learn Unreal Engine utilities and features. O2 
T5 Learn Blueprints programming O2 
T6 Learn advanced C++ programming with Unreal Engine 4 O2 
T7 Design game mechanics. O3 
T8 Design interactions. O3 
T9 Develop game mechanics. O4 
T10 Develop interactions. O4 
T11 Create a game demo. O5 
 
The new table of tasks is quite similar but has some sub-tasks added. Some tasks have been 
merged to create a more general task which may belong to more than one objective, and some 
have been added because they couldn’t be completely included in the main general tasks since 
they are of a different nature (although they share the same goal). The changes have been 
marked with green if they are new additions, with yellow if they are merged tasks, or orange if 
they are a merge and an “improvement” at the same time of other tasks. Also, the tasks that 
aren’t going to be performed within this project’s period of time are shown in red.  
Table 5: New list of tasks created during the Project's development 
 
Id Description Objective to fulfil 
T1 Write the final technical proposal. O1 
T2 Write the memory. - 
T3 Prepare the presentation. - 
T4 
Perform an in-depth research work to learn about 
professional game development with Unreal Engine 4. 
O2 
T5 Design game mechanics, interactions and behaviour. O2, O3 
T6 Develop game mechanics, interactions and behaviour. O2, O3 
T6.1 
Perform asset creation/customization to animate the 
character. 
O2, O3, O4 
T6.2 
Apply gathered knowledge about particles to create 
simple visual effects. 
O2, O3, O5 
T6.3 
Create a database accessible with Unreal Engine 4 and 
store the necessary information. 
O2, O6 
T7 Create a game demo. O5 
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T3: Prepare the presentation 
 
This task is not meant to be performed until the project has been finished 
and delivered, so it will start as soon as the T7: Create a game demo and T2: 
Write the memory have been fully completed. 
 
T4: Perform an in-depth research work to learn about professional game development with 
Unreal Engine 4. 
 
The new T4 is an “improved” task that includes previous tasks T4, T5 and T6. 
It, on its own, is focused in the research work of the features used by professionals. 
The original T4, T5 and T6 were only aiming at knowing how to work with the C++ 
and Blueprint Visual Scripting and some of their functions to communicate 
between the objects of the scene, but this new T4 includes the investigation of 
inheritance of C++ custom parent classes in Blueprint classes, animation utilities to 
use features like animation events and animation physic updates in order to 
combine them with the mechanics, storage features as databases, particle 
systems… Since this is the b 
 
 T5: Design game mechanics, interactions and behaviour. 
 
This task is composed by the initial T7 “Design game mechanics” and the initial 
T8 “Design interactions” merged in one single task since they both are related with 
the design process.  
 
T6: Develop game mechanics, interactions and behaviour. 
 
As the previous task, this is the combination of the T9 “Develop game 
mechanics” and the T10 “Develop game interactions” of the technical proposal 
because of the same reason. 
 
T6.1: Perform asset creation/customization to animate the character. 
 
This task wasn’t supposed to be included in the project, but as it was 
mentioned, animation is an important part of Unreal Engine since it grants more 
possibilities to control the events of the actions. It is listed as a sub-task of the 
development stage because it is strongly related, but the knowledge and the work 
flow is totally different, like its utilities and its accessibility to objects. 
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T6.2: Apply gathered knowledge about particles to create simple visual effects. 
 
This task is included to create a mechanic where the player summons a 
wildfire and it will only comprehend an introduction to particle systems just to 
create a simple effect. 
 
T6.3: Create a database accessible from Unreal Engine 4 and store the necessary 
information. 
    
This task was included during the implementation of the inventory menu, 
where the player can see information about every object he has collected. Games 
use this kind of storage sources to save space and make it easier to obtain the 
information, that’s why this task was added. 
 
2.3 Changes in the deliveries 
 
Since the technical proposal of the project was getting stuck at its acceptance, the 
realization period was postponed until it was declared a valid project. Thus, the deliveries got 
their dates changed to the ones of the following table: 
Table 6: New list of deliverables with new deadlines 
Project Date 
Technical proposal 30/05/2016 
Final design 25/06/2016 
Developed project 15/08/2016 
Game demo 30/08/2016 
Final memory 24/09/2016 
Presentation 3/10/2016 
 
As it can be noticed, the dates have been moved according to the task diagram of the 
technical proposal. The task diagram maintains the same structure, the only change is the 
starting date. This means that if we just consider the period since the approval of the proposal 
and compare it to the initial Gantt diagram, the time used for the entire project is almost the 
same since the tasks are mainly the same ones. 
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2.4 Time used for each deliverable 
 
On the following table, the deliverable list can be seen, although it doesn’t include the 
presentation deliverable, since it’s going to be performed after completing the memory 
document. 
The table also shows the objectives and tasks related with each deliverable and the time spent 
to complete each one is approximated. Also, the task T3 – Prepare the presentation is missing 
for the same reason expleained above. 
 
Table 7: List of deliverables and the respective hours used for completing each one. 
Deliverables Objectives Tasks Approximate Hours 
Technical Proposal O1 T1 55 hours 
Final design O2, O3 T4, T5 40 hours 
Developed project O2, O3, O4, O5, O6 T4, T6, T6.1, T6.2, T6.3 140 hours 
Game demo O2, O7 T7 35 hours 
Final memory --- T2 45 hours 
   315 hours 
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3. Development 
 
In this section the development details will be explained, but before some information 
about the design decisions will be explained. 
In this section the document will proceed to explain the development of the project, but 
before that some details about the previously stablished design must be given, which offers 
information about the behaviour of the character, the possibilities with the environment and 
the objects and the control capabilities of the player. 
In addition, the design also includes details about the organisation and the implementation 
of the different classes, their main properties and functions, and also information related with 
the visual appearance (animation and particles). 
Therefore, this section is going to be divided in order to assist every stage of the 
development. 
 
3.1 Design 
 
3.1.1 Design of the character’s overall behaviour 
 
Before designing the organisation and the structure of the classes and their relation, it is 
recommended to perform a first design stage focused on the possibilities of the player and the 
world that surrounds the character. 
In addition, the physical capabilities of the character need to be stablished too in order to 
be synchronized with all the other features. Motion limitations and changes in thecharacter’s 
state are included inside these properties. 
Following the model of the horror games, the behaviour of the character will be defined by 
the following list: 
1. The character will be unable to move to another surface it there isn’t any other 
surface within a certain vertical distance, that is, he will not be able to go through 
the bounds of an object if he doesn’t find another object near. 
 
2. The character won’t be able to jump, this feature is not implemented.  
 
3. The character will be able to sprint to increase his speed while he has stamina 
points. He will be able to crouch to avoid some obstacles, climb ladders, pick up 
objects, perform dodge rolls to move quickly in a different direction and activate 
levers and switches. When the character crouches, his collision volume will be 
smaller. 
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4. The character will only be able to perform certain actions in specific states. During 
some transition states of automatic movement, the player will be able to cancel 
the current action if he tries to move the character. 
 
5. The character will have a camera following him, which will be controlled by the 
player in any state. 
  
6. The player will be able to assign objects from the inventory in 4 slots to equip these 
objects with the 4 quick access keys/buttons. This way, the player will be able to 
use the objects. 
 
7. The player will be able to summon a Wildfire to light his surroundings in dark zones 
so the player can see where he is going. 
 
 
Figure 8: Design of the list of actions available to the player. 
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3.1.2 Diseño general de los objetos 
   
As you can see in the figure 9, these are the objects that will be included in the demo and 
the class they are based on or the group they belong to. 
 The objects Ladder, Pickable and Lever are objects derived from the Interactable Items 
because these objects are the only ones that will stay in the scene waiting for the player to 
interact with them. After interacting, the character will play an animation and this will make a 
change in the object interacted, in the character or in the scene.  
1. If the object is the Lever, the lever will move to its opposite state and it will activate 
an event in the scene to perform a certain action. 
 
2. If the object is a Pickable item, the character will pick it up and store it in the 
inventory. 
 
3. If the object is the Ladder, the character will start climbing it. 
 
Figure 9: Type of objects to be developed and their relation 
 
The Activatable objects are objects of the scene that can only be activated under certain 
circumstances. They are always bound to another object, such as a Lever or another Activatable. 
Their main purpose is to show how objects can communicate to create series of effects. 
1. The DoorPlatform object is a simplified object that represents platforms and doors.  
 
2. The Switch object has a behaviour similar to the FloorButton. Both of them are used 
to activate a DoorPlatform object, but the way they are interacted is different. 
When the player hits a Switch with a Throwable item, the Switch will make the 
DoorPlatform object perform a certain action. The same will happen if the player 
stands on the FloorButton or places the correct object on it. 
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As it was stated, the object Wildfire will be used to offer a light source to the player.  Abd 
finally there will also be an object which utility will be being thrown, the Throwable item, which 
can only be thrown if the player has enough Pickable objects (compatible with the “throwing” 
mechanic) in the inventory.  
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3.1.3 What do we need? 
 
The following 10 figure is used to show what will be the main assets that are needed in 
order to create every feature. The blue boxes are the classes that are going to be implemented 
by the student. 
 
 
Figure 10: Classes needed for developing the project and their inheritance relations. 
 
As it can be seen, the main classes derive from the AActor class. This class is the base class 
of scene objects that can be placed or spawned in a level, which can contain ActorComponents 
to control their movement, the render process...  
The character of the player (AMainCharacter) inherits from the ACharacter class, which 
inherits from APawn, which also inherits from AActor. These classes (ACharacter, APawn and 
AActor) are already implemented by the engine. First, the APawn class enables the possession 
(fact of controlling an actor) of actors by players or AI. The ACharacter class implements the 
inclusion of a mesh, collision, and built-in movement logic, enabling physical interaction 
between the player or the AI and the world. This class also includes the 
CharacterMovementComponent, which makes it possible for the player to enter different states 
as walk, jump, fly or swim. 
The AMyMainCharacterBP is a Blueprint class that inherits from AMainCharacter. Its main 
purpose is to ease the interaction with the objects of the scene, but it also is needed to change 
the physical and visual properties like the Mesh or the Animation Blueprint used. 
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The CharacterAnimBP is a type of Animation Blueprint that allows the programmer to 
control the animations of the character. This Blueprint provides a State Machine to control the 
animation at every state and the transition between states. This object will be necessary in order 
to configure the AMyMainCharacterBP so it plays the proper animations in the correct states. 
 
Figure 11: Overall view of an Animation Blueprint. 
 
The DatabaseItems is an Unreal Data Table used for storing information where each 
element can be accessed using the row’s id. This object is needed because the items’ details are 
going to be stored there, such as the name, the description and so.  
 
Figure 12: Overall view of the database used in the project. 
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The WildfireParticleSystem is a ParticleSystem configured in order to simulate the 
appearance of a wildfire. 
 
Figure 13: Unreal's Editor used to create Particle Systems. 
 
The objects MyHUD, InventoryMenu and PickableWidgetRow are Widget Blueprints, 
objects destined to create visual elements used to communicate additional information to the 
player (such as health, stamina, ammo…) or to display menus on the screen.  MyHUD will be the 
main widget to show information as the Stamina and the items assigned to the inventory slots. 
The InventoryMenu will be used to display the Inventory, where the player can find a list of the 
items he obtained. Every item will be added dynamically, since every item displayed in the list 
will be a PickableWidgetRow added after reading the list of items stored in the AMainCharacter 
class. 
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3.1.4 Class diagrams. Objects’ relation. 
 
Next, the class diagram with the relation between the class that has been implemented and 
the main properties that are part of them. The blue boxes are Blueprint classes, while the gray 
boxes are C++ classes. 
First, the class that comprehends the main focus of the project is the class AMaincharacter. 
This class will use a variable of type Inventory to manage the items the player has collected and 
the class will also manage the behaviour of the character and the Wildfire. 
AMyMainCharacterBP will inherit from this class, which will also implement the functions of the 
AMainCharacter that need to be overrided or the functions destined to be implemented using 
the Blueprint Visual Scripting. 
The CharacterMODE will be used in the class AMain to manage the different information 
about the states of the character and define what he is able to do. It will also be used in order 
to control the animations of the Animation Blueprint Character_AnimBP. 
The Inventory class implements data structures to store all the information about the items 
collected and the amount, and also methods to pass that information. 
The Blueprint AWildfireBP is an AActor controlled by AMainCharacter that inherits from 
AWildfire. This way, the methods declared in AWildfire can be overrided by AWildfireBP and 
called more easily from AMainCharacter. The reason of doing this is explained in the section 3.2 
Implementation. The methods implemented in the objects AWildfire and AWildfireBP are 
methods to activate/deactivate the components of the Blueprint class. 
Figure 14: Main character's class diagram and related classes. 
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The AMyMainCharacterBP Blueprint class will be used to assign what SkeletalMesh is going 
to be used, and also an Animation Blueprint compatible with that SkeletalMesh, which will be 
the Character_AnimBP. The Character_AnimBP Blueprint will make use of the Notify Events 
created using the Animation Editor in animations, Animation Montages and Animation Blends. 
The code attached to each Notify Event’s node will be executed each time the current animation 
encounters the specific Notify Event. It will also use functions to determine the correct 
animation during the CLIMBING state like CheckMustExitDown or CheckMustExitUp. 
The Blueprint MyHUD is spawned at the same time as the character and is assigned to it, 
being placed at the camera’s point of view. Something similar will happen with the Blueprint 
InventoryMenu when the player presses the button to open the inventory, the Widget Blueprint 
will be placed at the point of view of the camera on top of the MyHUD layer. 
The second most important class is AInteractable, since it is inherited by every element the 
player can interact with that constitute in an automatic change of the state of the character. 
Intermediate classes like APressable have been used in order to open the possibilities to more 
types of objects with a similar behaviour, but it was only used for ALeverBP.  
 
The class AInteractable implements methods to ease the positioning of the character before 
interacting, and also to determine the type of the object interacted.  
Figure 15: Class diagram of the objects the player can interact with. 
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The APressable class adds an activation state and the check of its availability to the 
character’s interaction. And the ALeverBP Blueprint adds methods and attributes to manage the 
behaviour of the object when it’s activated. 
The APickable class adds attributes to determine the type of the picked up item and the 
amount to be stored. The APickableBP represents every item the player can pick up, each one 
will have a name, such as APickableBP1, APickableBP2…  The ALadder class is used to determine 
the side of the ladder interacted to play the correct animation.  
The ALadderBP is used for overriding methods in Blueprint Visual Scripting since it has 
access to its components directly and can send back information depending on them.  
The AThrowableBP class is a Blueprint class only used when throwing an object, since it’s 
easier to spawn objects throw Blueprint Visual Scripting and in addition, by using another type 
of object, it allows to determine if the object that collided with switches was a throwable one 
with less code. 
The last class is AActivatable, which implements, as the APressable, methods to determine 
its availability to the player’s interaction and its behaviour when being activated. The 
DoorPlatformBP Blueprint class is used for seeing the result of activating one of the other two 
AActivatable children. The ASwitchBP and the AFloorButtonBP are used to activate another 
AActivatable items, but in this project it has been reduced to the single object ADoorPlatformBP. 
All of them inherit from AActivatable and not from AInteractable since they are objects that 
are interacted in a different way. Until now, the objects that the player could interact with made 
use of the collision detection system and a function called Interact() to determine the type of 
AInteractable, the desired positioning and the states the player should enter. These objects 
don’t make the player change its state when interacting with them. Although ASwitch requires 
throwing an object, which requires the player to enter the AIM/THROW state, the player doesn’t 
have to wait until the interaction is over. This could be defined as an external interaction 
process, while the interactions performed with AInteractable objects are an internal interaction 
process. 
  
Figure 16: Class diagram of the objects that can be activated by the player. 
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3.2 Implementation  
 
The project has been performed using the version 12.5 of the game engine. In order to store 
all the information about the inputs the player is going to be able to perform, the project settings 
have been changed using the UE Editor, binding the keys to press to their respective Input ID. 
This way the inputs can be assigned by passing a String with the Input ID (for example “Crouch”) 
and the function to be executed with that input. This step will be done in the AMainCharacter 
C++ class. 
 
 
Figure 17: Global input configuration inside Unreal Engine 4. 
 
 When the user sets the list of inputs, the keys are automatically binded to those IDs. This 
makes the keys able to call the respective method assigned for that ID after starting to play. This 
isn’t a desired behaviour, since there are states were certain inputs mustn’t be performed. For 
this reason, when changing the state of the character, the code will remove all the method 
bindings so they are not called when pressing the keys and after that the desired bindings will 
be added through code. 
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3.2.1 AMainCharacter  
 
The main implementation of this class is the character’s movement capabilities in order to 
set the speed of the character, the height of its capsule of collision and some other values that 
help with the restriction of not going through the limits of surfaces if there is no other object to 
walk on. 
Code 1: Movement properties of the character. 
 
// Set size for collision capsule 
GetCapsuleComponent()->InitCapsuleSize(RootCapsuleRadiusDefault, RootCapsuleHalfHeightDefault); 
RootComponent = GetCapsuleComponent(); 
GetCharacterMovement()->bOrientRotationToMovement = true; // Character moves in the direction of input...  
GetCharacterMovement()->RotationRate = FRotator(0.0f, 540.0f, 0.0f); // ...at this rotation rate 
GetCharacterMovement()->CrouchedHalfHeight = 70.0f; 
GetCharacterMovement()->MaxWalkSpeed = SpeedWalking; 
GetCharacterMovement()->MaxWalkSpeedCrouched = SpeedCrouched; 
GetCharacterMovement()->MaxFlySpeed = SpeedWalking; 
GetCharacterMovement()->bCanWalkOffLedges = false; 
GetCharacterMovement()->bCanWalkOffLedgesWhenCrouching = false; 
GetCharacterMovement()->PerchRadiusThreshold = 100; 
GetCharacterMovement()->bUseFlatBaseForFloorChecks = false; 
GetCharacterMovement()->BrakingDecelerationFlying = 10000; //To stop in Flying mode 
GetCharacterMovement()->MaxStepHeight = 45.0; 
GetCharacterMovement()->SetWalkableFloorAngle(40); 
GetCharacterMovement()->LedgeCheckThreshold = 80.0f; 
 
 
The objects where the Wildfire and the Camera will be attached are initialized in this 
constructor, the Inventory is defined and so are the events for handling overlapping actors in 
order to manage the interaction between the character and the other objects. In addition, the 
Input Component that will be the object used to configure the inputs that can be triggered by 
the player is set up here. 
Code 2: Overlap events to manage interactions and InputComponent to manage key bindings. 
 
//overlap events  
GetCapsuleComponent()->bGenerateOverlapEvents = true; 
GetCapsuleComponent()->OnComponentBeginOverlap.AddDynamic(this, &AMainCharacter::OnBeginOverlap); 
GetCapsuleComponent()->OnComponentEndOverlap.AddDynamic(this, &AMainCharacter::OnEndOverlap); 
GetCapsuleComponent()->bMultiBodyOverlap = true; 
 
capsuleCrouchChecker->bGenerateOverlapEvents = true; 
capsuleCrouchChecker->OnComponentBeginOverlap.AddDynamic(this,  
AMainCharacter::OnCheckerComponentBeginOverlap); 
capsuleCrouchChecker->OnComponentEndOverlap.AddDynamic(this,  
&AMainCharacter::OnCheckerComponentEndOverlap); 
 
//----setup inputs 
myInputConfig = CreatePlayerInputComponent(); 
SetInputMode(CharacterMODE::DEFAULT); 
 
 
The overlap functions check the type of the overlapping objects and if they are of children 
of AInteractable, then they are added to a list when beginning the overlap and removed when 
ending the overlap. 
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3.2.1.1 State management 
 
In order to manage the inputs, the function SetInputMode is used to clear all the bindings 
and bind the needed inputs depending on the CurrentState of the character. This function also 
changes the movement mode of the character and its physics properties in every state so it 
matches the needed behaviour. 
 
Code 3: Method used for handling the inputs allowed in every state of the character. 
 
void AMainCharacter::SetInputMode(CharacterMODE mode) 
{ 
 //clear bindings and binding values 
 myInputConfig->ClearBindingValues(); 
 myInputConfig->ClearActionBindings(); 
 myInputConfig->AxisBindings.Empty(); 
 //update state 
 prevState = currentState; 
 currentState = mode; 
… 
 switch (mode) 
 { 
 case CharacterMODE::CLIMBING: 
//------MOVEMENT/PHYSICS   
  myInputConfig->BindAxis("MoveForward", this, &AMainCharacter::MoveForward);   
  GetCharacterMovement()->MovementMode = MOVE_Flying; // needed to use in Z axis 
… 
//------INVENTORY 
  myInputConfig->BindAction("QuickSlot1", IE_Pressed, this, &AMainCharacter::EquipSlot1); 
  myInputConfig->BindAction("QuickSlot3", IE_Pressed, this, &AMainCharacter::EquipSlot3); 
… 
break; 
case CharacterMODE::MOVING_TO_OBJECT: 
… 
case CharacterMODE::CROUCH: 
… 
case CharacterMODE::PICK_UP: 
… 
case CharacterMODE::DODGE_ROLL: 
… 
case CharacterMODE::AIM: 
… 
… 
} 
} 
 
 
When the character is in CROUCH state, it will check if there is any object that doesn’t let 
the character stand up by checking the overlapping actors/components of the 
CapsuleComponent named capsuleCrouchChecker, stored in a list. 
The HandleSprint(), RecoverStamina() and HandleCurrentState() methods are needed in 
order to change the properties of the character while sprinting, to recover the stamina while he 
isn’t, and to perform some actions under certain states. 
  
Videgoame Design and Development Degree  Memory 
  51/78 
 
 
The available states are those included in the CharacterMODE enum. This enum is declared 
as shown in the Code 4 to make it accessible from the Blueprint objects and the UE4 Editor. 
Code 4: List of the states available for the character. 
 
UENUM(BlueprintType)  //"BlueprintType" is essential to include 
enum class CharacterMODE : uint8 
{ 
 DEFAULT, 
 CLIMBING, 
 MOVING_TO_OBJECT, 
 CROUCH, 
 PICK_UP, 
 DODGE_ROLL, 
 AIM, 
 THROW, 
 PRESS, 
 INVENTORY, 
 NOTHING 
} 
 
 
The following table shows the list of the states and a description of what the character can 
do in each state. 
 
Table 8: Description of every state that can be entered by the character. 
State Description 
DEFAULT 
Default state where the player can perform the most 
number of actions possible.  
CLIMBING State met when the player interacts with a ladder.  
MOVING_TO_OBJECT 
Transition state between the DEFAULT state and states 
as CLIMBING and PRESS, which require a correct 
positioning of the character. 
CROUCH 
State where the collision volume is shortened and the 
movement speed is lowered. 
PICK_UP 
This state is set when picking up an object and ends 
when the animation is finished. 
DODGE_ROLL 
During this state the player moves to the last directional 
input of movement. 
AIM State used when using a throwable item. 
THROW 
Used when throwing an object. It ends when the 
animation is finished. 
PRESS 
State entered when the player interacts with a 
pressable object. 
INVENTORY State set when the player opens the inventory menu. 
NOTHING 
This state is not used, but it should be used to avoid that 
the player sends any input. 
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3.2.1.2 Collision / Interaction 
 
The interaction with the AInteractable objects is handled with three main methods. Two of 
them are used for storing/removing the AInteractable objects in/from a list. These two methods 
are OnBeginOverlap() and OnEndOverlap(). 
 
Code 5: Overlap methods' logic to detect collision with objects that can be interacted. 
 
void AMainCharacter::OnBeginOverlap(class UPrimitiveComponent* HitComp, AActor * OtherActor, UPrimitiveComponent * 
OtherComp, int32 OtherBodyIndex, bool bFromSweep, const FHitResult & SweepResult) 
{ 
 // Other Actor is the actor that triggered the event. Check that is not yourself.   
 if ((OtherActor != nullptr) && (OtherActor != this) && (OtherComp != nullptr)) 
 { 
//If the object is an AInteractable 
  if(OtherActor->GetClass()->IsChildOf(AInteractable::StaticClass()))  
  { 
AInteractable* object = Cast<AInteractable>(OtherActor); 
   if (!arrayInteractables.Contains(object)) 
   { 
    arrayInteractables.Add(object); 
   } 
  } 
 } 
} 
 
void AMainCharacter::OnEndOverlap(class UPrimitiveComponent* HitComp, class AActor* OtherActor, class 
UPrimitiveComponent* OtherComp, int32 OtherBodyIndex) 
{ 
 if ((OtherActor != nullptr) && (OtherActor != this) && (OtherComp !=  
nullptr)) 
 { 
// If the object is an AInteractable 
  if (OtherActor->GetClass()->IsChildOf(AInteractable::StaticClass()))  
  { 
   AInteractable* object = Cast<AInteractable>(OtherActor); 
   if (arrayInteractables.Contains(object)) 
   { 
    arrayInteractables.Remove(object); 
   }   
} 
 } 
} 
 
 
 When the player presses the button to interact with the objects, the method in charge of 
handling the interaction and the response is called. This function is the function Interact(), and 
it first checks the array of AInteractable objects to check what object is facing the character. 
When the object is selected, its type is retrieved using the GetType() method, which obtains a 
CharacterMODE value, used to determine the actions of the character and what state will be the 
desired state in order to interact with the object.   
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3.2.1.3 Camera and Wildfire 
 
The Camera and the Wildfire are both implemented in a similar way. They have been 
attached at the end of a USprinArmComponent (one for each element) that uses a Raycast / Line 
Tracer to shorten its length when colliding with an object. The camera can be controlled with 
the TurnAtRate, LookUpAtRate, AddControllerYawInput (inherited from APawn) and 
AddControllerPitchInput (inherited from APawn) methods. 
When the player sprints or aims/throws an object, the length of the USpringArmComponent 
will be changed using the HandleCamera() method. The values for each state that change the 
length of this component have been declared in the AMainCharacter.h file under the following 
names. 
Code 6: Camera's distance to the character in determined states. 
 
With the intention to control the camera from outside the class, the Camera Component of 
the AMainCharacter is replaced by a Camera of the scene. This, if it was necessary, allows 
controlling the Camera from the Level Blueprint or the Sequencer/Matinee, which are features 
used to create cutscenes or sequences of actions. Because of that structure, the AMainCharacter 
needs a method to set the Camera Component  
 
Code 7: Method to set the camera to be used by the character and some of its render/view settings. 
 
  
 
UPROPERTY(EditDefaultsOnly) 
float defaultTargetArmLength = 140.0f; 
 
UPROPERTY(EditDefaultsOnly) 
float sprintTargetArmLength = 165.0f; 
 
UPROPERTY(EditDefaultsOnly) 
float aimingTargetArmLength = 90.0f;  
 
 
void AMainCharacter::setMyCamera(UCameraComponent* cam) 
{ 
 FollowCamera = cam; 
  
 FollowCamera->AttachToComponent(CameraBoom, FAttachmentTransformRules::SnapToTargetIncludingScale,  
USpringArmComponent::SocketName); // Attach the camera to the end of the boom and let the boom 
adjust to match the controller orientation 
 FollowCamera->bUsePawnControlRotation = false; // Camera does not rotate relative to arm 
 FollowCamera->PostProcessSettings.SetBaseValues(); 
 FollowCamera->PostProcessSettings.bOverride_MotionBlurMax = true; 
 FollowCamera->PostProcessSettings.bOverride_MotionBlurAmount = true; 
 FollowCamera->PostProcessSettings.MotionBlurAmount = 0; 
 FollowCamera->PostProcessSettings.MotionBlurMax = 0; 
 FollowCamera->PostProcessSettings.MotionBlurPerObjectSize = 0; 
 FollowCamera->PostProcessSettings.DepthOfFieldNearBlurSize = 0; 
 FollowCamera->PostProcessSettings.DepthOfFieldFarBlurSize = 0; 
 FollowCamera->PostProcessSettings.DepthOfFieldDepthBlurRadius = 0; 
 FollowCamera->PostProcessSettings.DepthOfFieldDepthBlurAmount = 0; 
} 
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The Wildfire can’t be controlled, it will follow the player wherever he goes since it is 
attached to the USpringComponent (which is attached to the character also), but it can be 
activated/deactivated by using the ToggleWildfire() method in order to let the HandleWildfire() 
function take charge of the Wildfire object’s creation/destruction. 
The Wildfire’s particle system is added to the child Blueprint class AWildfireBP as a Particle 
System Component. This Particle System is performed by adding two Emitters and some Emitter 
Components to change the size, the colour, the image asset to use, the rotation, the duration of 
the particle and the spawn rate.  
 
Figure 18: Wildfire's creation using the Unreal Engine's ParticleSystem Editor. 
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3.2.1.4 Inventory 
 
The inventory is stored in a variable called myInventory. The AMyMainCharacterBP can 
access the inventory information by calling methods like getInventoryList() and 
getItemAmountFromInventory(), which use methods from the Inventory class. 
The inventory class uses a TMap<EPickableID, uint16> to store the amounts of every item 
and a TArray<uint8> to store the items in order. It has methods to add/remove items from these 
data structures. 
Code 8: Structure used in the character and the Inventory class to store and access the inventory's information. 
--Class AMainCharacter— 
{ 
… 
TArray<uint8> AMainCharacter::getInventoryList() 
{ 
 return myInventory->GetListItems(); 
} 
 
int AMainCharacter::getItemAmountFromInventory(int ItemId) 
{ 
 EPickableID aux = EPickableID(ItemId); 
 return myInventory->GetAmountOf(aux); 
} 
… 
} 
 
--Class Inventory— 
{ 
Inventory::Inventory() 
{ 
 inventoryMap = TMap<EPickableID, uint16>(); 
 listItems = TArray<uint8>(); 
} 
 
TArray<uint8> Inventory::GetListItems() 
{ 
 return listItems; 
} 
 
int Inventory::GetAmountOf(EPickableID id) 
{ 
 if(inventoryMap.Contains(id)) 
  return inventoryMap[id]; 
 return -1; 
} 
 
… 
} 
 
 
The items are assigned to the slots using the InventoryMenu Widget Blueprint. Using that 
blueprint, the TArray<uint8> QuickSlots is updated, assigning to each slot the EPickableID type 
of the item selected using the SetItemToSlot() method. The equipped item can be used by calling 
the methods focused in using objects, although there is only one type of objects that can be 
used. If an object can be used or not is defined by its UsageMode in the database.  
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3.2.1.5 The AMyMainCharacterBP Blueprint  
 
This Blueprint implements the BlueprintImplementableEvents defined in the 
AMyCharacter.h file. These methods need to be implemented in the Blueprint class because 
they need to access other Blueprints. This way it’s easier to perform the needed tasks like 
changing the HUD elements, opening new Widget Blueprints, draw the line to know where the 
character is aiming when he is trying to throw an object... These methods are the following ones. 
Code 9: BlueprintImplementableEvents of the character, main methods used to be overriden in Blueprint classes. 
 
UFUNCTION(BlueprintImplementableEvent, Category = "Inventory") 
void UpdateSelectedItem(); 
UFUNCTION(BlueprintImplementableEvent, Category = "Inventory") 
void InventoryPressed();  
UFUNCTION(BlueprintImplementableEvent, Category = "Inventory") 
void UpdateQuickSlotsInfo(); 
UFUNCTION(BlueprintImplementableEvent) 
CharacterMODE GetUsageModeOfItem(uint8 PickableID); 
UFUNCTION(BlueprintImplementableEvent) 
void SpawnThrowableItem(uint8 PickableID); 
UFUNCTION(BlueprintImplementableEvent) 
void DrawLineTrajectory(float DeltaTime); 
 
 
The implementation is performed in the Event Graph for the void 
BlueprintImplementableEvent functions and in the Functions section of the Blueprint for the 
non-void methods (in this case, only GetUsageModeOfItem(), since it returns a CharacterMODE 
value). In the following picture all the BlueprintImplementableEvents with void return type can 
be seen as a demonstration of how Blueprint Visual Scripting works.  
 
 
Figure 19: Overall view of AMyMainCharacterBP's BlueprintImplementableEvent overrided methods inherited from 
AMainCharacter. 
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The following figure shows which are the main steps to show the InventoryMenu Widget 
Blueprint on the screen of the player. The Blueprints allow the programmer to access easily 
other classes and load resources in a simple way. In this case, the PlayerController is used to 
place the Widget in the correct Camera Component. 
 
Figure 20: Example of Blueprint Visual Scripting used for creating the HUD. 
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3.2.1.6 Animation 
 
The AMyMainCharacterBP is configured to use the correct SkeletalMesh and the correct 
Animation Blueprint by changing the Mesh Component. 
 
 
Figure 21: Character's Mesh component configuration to use the desired skeleton and Animation Blueprint. 
The Character_AnimBP is the Animation Blueprint used for handling the states of the 
character and play the correct animations depending on it and on the inputs the player 
performs. There are several types of animations being played within this class and the final 
animation is calculated using its main features: the AnimGraph (which implements a State 
Machine) and the Event Graph.   
This class is in charge of handling the NotifyEvents triggered by some animations. These 
events can change the state of the player, activate certain actions like throwing the object, and 
change how the animations are played. In the following figure 22, the EventGraph sets the main 
variables of the Blueprint, like CurrentState (so it can be used in the State Machine of the Anim 
Graph) or variables to store the inputs of the player or the speed. 
 
Figure 22: Overall view of the Animation Blueprint used to animate the character. 
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 At first, the animations that were going to be used for this project were meant to be the 
ones found in the Unreal Engine Asset Store, but these animations weren’t useful since they 
were mostly shooter-oriented animations. The final decision was to use the animations from 
Mixamo since it’s a repository of a great variety of animations and animation packs, and it also 
character models, with their already texturized meshes and their skeletons prepared for playing 
each animation.  
 
Figure 23: Mixamo's free repository. 
 After downloading the desired model and the animations to use, the next step was to 
import them into Unreal. When the full content and features of the Animation tools wasn’t 
known, there was no problem when trying to play the animations, only one thing had to be 
down: Retargeting the skeleton bones using the Retarget Manager. This step was necessary, 
since Mixamo skeletons and animations didn’t use a Root bone, whereas Unreal’s default 
skeleton system is prepared for using a Root bone. 
 
Figure 24: Retarget Manager to make the character's skeleton compatible with Unreal Engine. 
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But all the downloaded animations and the skeleton were useless as they were after 
discovering the Root Motion utility. This Root Motion feature allows the character to be moved 
when performing an animation, hence moving the Capsule Component, and that means 
updating the physics collision of the character. If this utility isn’t used, the animations just move 
the character to simulate an animation. Then depending on the settings of each animation asset 
inside the Editor, the animations can be played “in place” or use the translation of the Root 
bone.  
As its name and the effect of translating the object depending on the Root bone’s animation 
changes state, Root Motion needs the existence of a Root bone at the top of the skeleton’s 
bones hierarchy. Then, this required another task, changing the skeleton and the animations to 
make it compatible with Root Motion.  
A solution was found, and it included using Maya for creating a Root bone in the skeleton 
and in every animation, and after that, changing the animation curves to make use of the Root 
bone instead of the previous “top bone”, which was the bone Hips. Then, the next step was to 
reimport every asset into Unreal and, after using the Retarget Manager again to stipulate the 
compatibility list of bones, every asset was ready to be used with all the features of the 
Animation Editor since they were compatible with the Unreal’ss default skeleton system. 
 
 
 Now that the project used fully compatible assets, it was possible to start creating Unreal 
animation assets to play the proper animations controlling the Capsule Component and the 
events that should be triggered when performing them. 
 
 
Figure 25: Original skeleton from Mixamo. Figure 26: Skeleton modified to use RootMotion and Maya’s Animation Graph 
Editor. 
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The types of animation assets that are played in this project are: AnimationSequence, 
Animation Blend Space 1D, Animation Blend Space and Animation Montage. These types of 
animations are suitable for covering all the needs of the Animation Blueprint implemented.  
The Animation Sequence are raw animation assets imported, but they can also implement 
notify events and other functionalities like RootMotion by changing its properties in the 
Animation Editor. Some of the animations that are used like this are the animations of activating 
the lever, throwing and rolling.  
 
Figure 27: Animation Sequence and addition of Notify Events. 
The Animation Blend Space 1D and Animation Blend Space let the programmer to perform 
a Blend between 2 or more animations, calculating the result thanks to the input of 1 (if it is 
Blend Space 1D) or 2 variables (if it is Blend Space). The walk/crouch animations have been 
implemented using a Blend Space 1D, while the walking animation played when aiming (which 
is different from the normal walk animation) is a mixture of more walk animations, so it needs 
to be implemented using a Blend Space. The animation Blend Space 1D and the Animation Blend 
Space don’t allow the user to add NotifyEvents since they are blending features. The 
NotifyEvents should be added in the raw animation assets of the animations being blended. 
   Figure 28: Animation blending in Unreal Engine 4 to combine animations. 
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The AnimationMontage allows multiple animations being played in sequence by assigning 
Sections to the animations and selecting the Sections’ order. It also permits looping specific 
sections, adding Notify Events, change to a Section’s start/end at any point of the animation… 
The main benefit of this asset is the possibility to select a Slot to play an animation. Using a 
different Slot allows the programmer to use additive animations. This was used mainly for 
climbing, using 6 Sections: 2 for entering the ladder (one for each side), 2 for exiting (one for 
each side) and 2 for making a step (this 2 Sections could be reversed so they can go up/down 
the ladder). 
  
Figure 30: Configuration of the Animation Montage used for Climbing. 
Figure 29: Animation Montage used for aiming to create an additive 
animation per bone. 
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In addition, the aiming animation, besides using a walk animation implemented with a Blend 
Space, it also uses an additional animation: the animation to raise the arm to prepare the throw. 
This is performed in the Anim Graph, which can be seen in the figure 31, using the “Layered 
blend per bone” function. This feature allows blending two poses, where a pose is an animation 
to be played in the character, selecting the bone where the animations should start blending. 
This can only be performed by playing the animations using Animation Montages and 
configuring them to play in different Slots. Then, the “aim walking” animation is played in the 
“DefaultSlot”, while the “aim with arm” animation is played in the “Aiming” Slot. The method to 
use the different Slots can be seen in the figures 28 and 29. 
 
Figure 31: Anim Graph configuration to combine Animation Slots of different Animation Montages. 
The figure 31 also shows that the animation is obtained using the State Machine that the 
Anim Graph implements. The final State Machine of the project is the one shown in the figure 
32. There, the transition between states can be handled by setting the condition to go to another 
state. Inside each state, the animation pose is set by playing the correct asset and passing the 
needed inputs if the animations played are a Blend Space or a Blend Space 1D. 
 
 
Figure 32: State Machine to handle the animations to play in each state and the transition conditions. 
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3.2.2 HUDs 
 
 To implement the HUD, the type of Unreal objects used are the Widget Blueprints. These 
objects make use of the UMG UI Designer, which allows the creation of UI (User Interface) 
elements. The Widget Blueprints have two tabs for construction: the Designer tab is dedicated 
to set the layout of the visual elements, while the Graph is used to implement the functionality 
for the Widget elements. 
 
Figure 33: Designer tab of the MyHUD Blueprint with elements to show Stamina and Item Slots information. 
 
Figure 34: Graph tab of the MyHUD Blueprint where methods to update the UI elements’ information are 
implemented. 
The number of HUD created for this project are three: MyHUD, InventoryMenu and 
PickableWidgetRow. The first one, MyHUD, is implemented adding the Widget Components 
included by default and then implementing functions to update the information of its elements 
from calls performed in the AMyMainCharacterBP, but it also uses a Progress Bar to create the 
effect of a bar that can be drained/replenished passing a parameter that represents the 
percentage of the stamina left to the Material used (called MatSTBar-fill). 
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InventoryMenu is implemented by creating a list of PickableWidgetRow elements and some 
buttons. This list is filled when the AMyMainCharacterBP calls the function AddItemToList() 
implemented within the InventoryMenu Blueprint. 
 
Figure 35: InventoryMenu's UI Design 
The AddItemToList() method gets access to the Database to set the information of the 
PickableWidgetRow’s elements like the name, the thumbnail and the description. It also 
accesses the inventory information stored in the AMainCharacter class to set the information 
about the amount that the player has collected. 
The PickableWidgetRow Blueprint is created adding Widget Components to give 
information about every item of the inventory. The list of PickableWidgetRow Widgets is created 
every time the player opens the inventory, so this type of Widget is created for every item of 
the inventory list.  
 
Figure 36: PickbableWidgetRow Design to create every item of the inventory menu. 
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The main methods of this Blueprint are those used for storing the data obtained from the 
Database, to retrieve that information when pressing the buttons of the InventoryMenu (like 
Assign, Discard,…) in order to generate/assign the correct type of objects, and some methods to 
manage the correct display of the elements selected. The final result can be seen in the figure 
37, where all the data has been stored in the PickableWidgetRow object. 
 
 
Figure 37: Final result after including a PickableWidgetRow inside the InventoryMenu Widget. 
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3.2.3 Database 
 
At first the Database was meant to be performed using an Excel table, but thanks to the 
information gathered about how to include the information of an Excel table in Unreal Engine 
4, the DataTable object type was found. 
The DataTable is a type of object that stores information like an Excel table. In order to 
define the structure of the DataTable, there must be a Structure object defined. The Structure 
object defines the parameters that will compose the DataTable’s columns. 
 
Figure 38: Structure used for configuring the DataTable to compose the Database.: 
 
After the Structure is created, the DataTable can be created defining which Structure to use. 
The Database has been used to store the information about the items, storing data of different 
types, like EPickableID, Texture reference, Text, Actor class reference, CharacterMODE or Static 
Mesh reference. 
 
Figure 39: DataTable's information about the items. 
Videgoame Design and Development Degree  Memory 
  68/78 
 
 
3.2.4 Blueprint classes 
 
In this section, some of the main Blueprint classes and their most important features will be 
exposed. The most important class is the ALadderBP, since it implements, besides the 
BlueprintImplementableEvent inherited methods, a procedural algorithm to place each 
component of the ladder depending on the parameters set for each object instance. This means 
that it is possible to create a ladder with different rungs by changing a parameter called “steps”. 
This is not the only thing that can be changed, the proportions of the braces/steps, the angle of 
the steps, the length/width of the ladder and if it is climbable or not. 
 
Figure 40: Blueprint instance settings of the procedural Ladder object. 
The final result is obtained after setting any value through the ConstructionScript. This 
element (the ConstructionScript) acts like the Blueprint’s constructor, It executes the code 
within its execution sequence, and in this case it creates every element and sets their properties 
from the variables’ values introduced in the editor. A general view of the ConstructionScript can 
be seen in the figure 41. 
 
Figure 41: Code in Ladder's Construction script using the parameters of the instance to create the Ladder's elements. 
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The Blueprints like ALeverBP, ADoorPlatformBP, ASwitch, AFloorButtonBP and every type 
of APickableBP Blueprint implement the methods inherited from their parents. From those, all 
but the APickableBP objects use variables to check if they can be activated or if the objects 
associated to them can be activated in order to make the character able to interact with them. 
The behaviour of most of them is similar, using a TimeLine for executing a certain task, normally 
interpolating two values: the values for the ON/OFF states.  
 
Figure 42: Logic when activating ALeverBP objects, similar to other objects that can be activated. 
Every Blueprint uses Box Collision Components in order to trigger the OnBeginOverlap / 
OnEndOverlap of the AMainCharacter C++ class and store in the list of overlapping actors the 
possible objects that the player can interact with. 
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4. Problems during the development 
 
Since research and development projects are very high time consuming, if any problem is 
encountered that can slow down and interrupt the process, it is usually related to new 
discovered utilities, which may imply changes in the already developed features. 
As it was stated in the section 2.1 Changes in the objectives, the development project was 
postponed until the technical proposal was accepted. It was the very first problem and the most 
important one since it was impossible to continue the project if it wasn’t correctly explained and 
accepted. 
The other inconvenient that emerged from its developmet was the one explained in the 
section 3.2.1.6 Animation. At first it was uncertain how it was going to be solved, so spending 
time in searching for the most efficient solution was necessary, but also maintaining the 
structure of the already developed features. The possibility to look for other skeletons was 
proposed, but its accomplishment was rather unsure since the animations found in the Unreal 
Engine Asset Store didn’t have all the needed ones or at least similar ones, and every Mixamo 
animation/skeleton was performed in the same way. Since no other free asset repository was 
found, the process of trying to make the skeleton/animations compatible started.  
The most complicated feature performed has been the interaction between the character 
and the ladder. It may have not been performed the right way, but obtaining information about 
the environment and the capabilities of the character to perform certain actions depending on 
the environment’s topology isn’t easy if there isn’t enough knowledge about the engine. Then, 
it used some position-based checks to exit the climbing state in order to ease the interaction, 
but at first the objective was to make it use the distance to the end of the ladder and the 
possibility for the character to step on the next surface. That idea was discarded after seeing 
that every game tries to make its best to simulate an exact behaviour.   
But that wasn’t the most problematic obstacle. Handling the animation’s behaviour in the 
ladder with the Notify Events (although there is no other way of doing it) wasn’t working as 
intended. Sometimes the animation should stop after a step, but without any reason it played 
some frame of another animation Section when trying to stop an animation right at the end (or 
near the end) of a Section. The reason for that couldn’t be found, and the easiest way to solve 
this or try to make this behaviour uncommon was by stopping the animation 1 or 2 frames from 
the end of the Section. 
 
  
Videgoame Design and Development Degree  Memory 
  71/78 
 
 
5. Tools Used  
  
 There have been multiple tools used for this project, some of them have been already 
mentioned within the section 3. Development of the Chapter 2, but there are others that have 
been used to perform minor tasks or to create the document. 
 The information about the tools used and the task they have been used on are listed on the 
following table. 
 
Task Tools 
T1: Technical Proposal 
Microsoft Word 2016 
GanttProject 
T2: Write the memory 
Microsoft Word 2016 
Gliffy 
T4: Perform an in-depth research work to 
learn about professional game 
development with Unreal Engine 4. 
Google Chrome 
Unreal Engine 4 
T5: Design game mechanics, interactions 
and behaviour. 
Unreal Engine 4 
Gliffy 
T6: Develop game mechanics, interactions 
and behaviour. 
Unreal Engine 4 
Microsoft Visual Studio 2015 Community 
T6.1: Perform asset creation/customization 
to animate the character. 
Unreal Engine 4  
Maya 
Mixamo 
T6.2: Apply gathered knowledge about 
particles to create simple visual effects. 
Unreal Engine 4 
T6.3: Create a database accessible from 
Unreal Engine 4 and store the necessary 
information. 
Unreal Engine 4 
T7: Create a game demo. Unreal Engine 4 
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Microsoft Word 2016: Used for writing the Technical Proposal and the Memory. In my opinion, 
one of the best office tools, and my choice because all the features it incorporates to give format 
to documents. 
GanttProject: Used to create the Gantt diagram of the Technical Proposal’s planning. 
 
Figure 43: Tools Microsoft Word 2016 and GanttProject. 
 
Google Chrome: Used for searching the information about how to use the engine, the utilities 
implemented, the implementation possibilities, and what actions are needed to achieve the 
desired results. The main websites used for this were the official Unreal Engine 4 
documentation, an IRC chat to ask other users about the engine, Youtube to search for useful 
tutorials and some Unreal Engine 4 forums to see related threads. 
Unreal Engine 4: Used for performing the full development stage of the project, including the 
research work since every utility had to be tested in order to determine if it was going to be 
used. 
 
Figure 44: Unreal Engine 4’s User Interface 
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Gliffy: Used for creating the Class diagram in the section 3.1 Design to show the classes that will 
be needed. 
Microsoft Visual Studio 2015 Community: Used for programming with C++ to create the base 
classes of almost every object implemented with Blueprint Visual Scripting in Unreal Engine 4. 
 
 
Maya: Used for modifying the skeleton/animation assets to make them compatible with Root 
Motion. Its Animation Graph Editor lets the user modify the animation curves and move them 
between bones. 
 
 
Figure 46: Maya 
  
Figure 45: Tools Gliffy and Microsoft Visual Studio 2015 Community. 
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6. Conclusions 
 
All the objectives have been completely fulfilled, although the design and the development 
results may be improvable, they have granted the possibility to achieve a more satisfying 
research work, more than the initially expected. 
The knowledge about Unreal Engine 4 is far superior to the one I had before starting, and 
that’s not all: I know now how those features that seemed complicated are developed, which 
are the tools needed to use and how they must be coordinated in order to make every action 
believable. The part I’m most proud of is the animation implementation, and that’s because it 
was such a great discovery that it made me want to know more about how animations and 
skeletons are modified to adapt the objects location, that is, procedural animations.  
After learning all of this, I’m now sure that I’m going to be studying more about Unreal 
Engine 4, how to create procedural animations making use of Inverse Kinematics and Forward 
Kinematics and improve my programming skills with it so I can continue this project with some 
classmates and develop a full videogame. 
 Although I’m rather excited about the idea, there is so much I need to know, specially about 
performance optimization, lighting control, configuration settings and game deployment, but 
this project couldn’t include these features since the knowledge about the engine was quite 
limited. Despite that, we could mark every objective as achieved. 
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Chapter 4: User manual 
 
In order to open the project, the user must install Unreal Engine. To do so, the Epic Games 
Launcher has to be installed so the user can access to every version of the engine. Once the user 
enters the Epic Games Launcher’s main menu, he will have to select the tab Unreal Engine and 
then the option Library. There, the user will be capable of download the required version. In this 
case, the version is the 12.5.  
 
Figure 47: Epic Games Launcher’s interface. 
After installing the Unreal Engine version, the user can create projects. Projects are created by 
default in the directory “…/Documents/Unreal Projects/” inside the user folder. In order to 
import the project, download the full project from the Annex 2 at the end of this document, 
unzip the file TFGProject.7z and extract the folder TFGProject inside that directory. Once it is 
copied, we must perform some steps before being able to open it from the Epic Games Launcher. 
The first step is to create the Visual Studio project files. To do so, right click on 
TFGProject.uproject and select “Generate Visual Studio project files”.  
 
Figure 48: How to Generate Visual Studio projects from the .uproject file. 
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Once done, open TFGProject.sln to open the project in Visual Studio. If you don’t have Visual 
Studio, download it before opening it or create a project in Unreal Engine with C++ code to make 
the Launcher install it. When the project is opened, open the Solution Explorer, right click on 
TFGProject inside Games folder and select Set as StartUp Project. Finally start the Local Windows 
Debugger, the Engine will load and you will be able to open it from VS and from the Epic Games 
Launcher. 
 
Figure 49: How to set Unreal project as StartUp Project. 
In order to play the demo, download it from the link of the Annex 1 at the end of this 
document, unzip GameDemo.7z, open the folder GameDemo and open the file 
TFGProjectDemo. The controls are explained through the demo, but on the following table you 
can see them also. 
Table 9: Controls of the game demo. 
Input Effect 
WASD Walk. 
Move the mouse Rotate the camera. 
Right click 
Aim with object (only compatible with Pickable2 
object). 
Left click (Right click must be hold) Throw while aiming. 
WASD + Shift (Hold) Sprint. 
WASD + Tab Do a dodge roll. 
Alt Change camera side. 
X Summon/Hide Wildfire. 
Ctrl (Hold) Crouch. With WASD = Walk crouched. 
I Open/Close Inventory. 
Escape Open menu to exit the game. 
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