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The purpose of this thesis is to explore the development process of a mobile game. The 
phases of the development process are planning, development, testing and releasing the 
game. The starting point for this thesis is our own interest in game development and the 
desire to make our own video game. 
In the planning phase various other games of the genre were researched, and the desired 
features for our mobile game were designed. In the development phase a game was pro-
grammed using the Unity game engine. The engine also included various features for 
testing, so it was also used in the testing phase. 
As a result of the processes a video game was developed for the Android-mobile operat-
ing system that will be found in the Google Play -store once it is finished. This thesis 
will describe this process and use the video game as an example while describing the 
features and possibilities of the Unity3D -game engine. 
It is possible to continue the development of the game in the future. New features can be 
added to the game and other problems that appear after publishing can be fixed. If the 
game becomes popular the development will be continued actively. 
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ERITYISSANASTO 
 
3D-malli Tietokonegrafiikka, joka on mallinnettu kolmessa ulottuvuu-
dessa (x, y, z)  
Android Googlen kehittämä mobiilikäyttöjärjestelmä 
Bug/Bugi Virheellisesti toimiva ohjelmiston osa 
C# Microsoftin kehittämä ohjelmointikieli 
Debug/debugata Tarkoittaa ohjelmistovirheiden etsimistä ja niiden korjausta 
Free-To-Play Peli, joka on ilmainen ladata ja pelata, mutta sisältää pelin-
sisäisiä ostoja 
Genre Pelien lajittelutapa, jossa pelit on lajiteltu jonkin tyylillisen 
kriteerin mukaisesti 
Google Play Googlen kehittämä sovelluskauppa Android-mobiilialustalle 
Incremental -peli Genre, jossa pelaaja yrittää kerätä jatkuvasti enemmän ja 
enemmän resursseja, joita hän voi käyttää resurssien keräämi-
sen nopeuttamiseen 
Skripti Tässä työssä ohjelmakoodin pätkä, joka suorittaa jonkin peliin 
liittyvän toiminnon 
Unity Engine Unity Technologiesin kehittämä pelimoottori 
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1 JOHDANTO 
 
Tässä opinnäytetyössä perehdytään mobiilipelin suunnitteluun, toteutukseen ja käytettyi-
hin työkaluihin. Työssä käytettiin Unity Engine -pelimoottoria, Blender 3D-mallinnusso-
vellusta ja Inkscape vektorigrafiikkatyökalua. Työssä perehdytään myös pelin taustalla 
toimivaan matematiikkaan ja sen vaikutuksiin pelin toimintaan. Toteutettu peli on free-
to-play -tyyppinen peli eli peli on ilmainen ladata, mutta sisältää sovelluksen sisäisiä os-
toja ja videomainoksia. Työssä tutustutaan myös free-to-play pelien ansaintalogiikkaan. 
 
Työn ensimmäisessä puoliskossa tutustutaan free-to-play -tyyppisen incremental-tyylila-
jin peleihin, ja oman kyseisen tyylilajin pelin suunnittelulähtökohtiin, ja tutustutetaan lu-
kija incremental-pelien perusominaisuuksiin ja projektissa käytettäviin työkaluihin.  
 
Jälkimäisessä osiossa keskitytään tarkemmin Unity Engine -pelimoottoriin käyttäen 
suunnittelun pohjalta tehtyä projektia esimerkkinä Unity Enginen eri toiminnoista. Osi-
ossa selitetään, minkälaisia ominaisuuksia pelimoottorista löytyy, ja esimerkkien avulla 
kerrotaan, miten niitä on hyödynnetty projektin toteutuksessa ja testauksessa.  
 
Työn lopussa käsitellään pelin julkaisua Google Play -kaupassa ja siihen liittyviä proses-
seja, ja käsitellään mahdollisia jatkokehitykseen liittyviä asioita. 
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2 TOWN CLICKER -MOBIILIPELI 
 
Tämä luku käsittelee projektin tyylilajia ja suunnitteluprosessia. Käydään läpi tyylilajin 
pelien tyypilliset piirteet, kerrotaan miksi tyylilajin pelit ovat koukuttavia, ja miten näitä 
ominaisuuksia on käytetty hyödyksi omassa suunnittelussa. Suunnitteluosiossa keskity-
tään projektin lähtökohtiin, ulkoasuun ja pelimekaniikkoihin. 
 
2.1 Pelin tyylilajin kuvaus  
 
Incremental game -genren eli tyylilajin pelit ovat pelejä, joissa numeroiden, esimerkiksi 
pelirahan, määrän kasvu on päätarkoitus. Esimerkiksi yhdessä suosituimmassa genren pe-
lissä Cookie Clickerissä (kuva 1) tavoite on kerätä keksejä, joilla voi hankkia päivityksiä, 
jotka tuottavat lisää keksejä. Tyypillinen piirre incremental-peleille on jonkin objektin 
klikkaaminen, joka tuottaa resurssia. Resursseilla voi ostaa päivityksiä tai rakennuksia, 
jotka tehostavat resurssin keräystä. Esimerkiksi päivitys, joka lisää automaattisesti ilman 
käyttäjän vuorovaikutusta jotain resurssia, esimerkiksi pelirahaa, joka sekunti. Myös pe-
lissä olevien pelikomponenttien, esim. rakennettavien rakennuksien tai päivitysten hinto-
jen, jyrkkä nousu on tyypillinen ominaisuus, eli päivitysten hinnat nousevat rajusti, 
vaikka tuotot nousevat usein lineaarisesti. (Tuts+: Numbers Getting Bigger: What Are 
Incremental Games, and Why Are They Fun? 2015a.) 
 
Incremental-peleissä pelaajan ei ole välttämätöntä pelata peliä aktiivisesti koko ajan. Peli 
etenee myös sovelluksen ollessa suljettuna, jolloin rakennukset rakentuvat ja resursseja 
kertyy pelaajan käyttöön. Tämän vuoksi pelaaminen vaatii vain ajoittaista aktiivisuutta. 
Pelaaja voi käydä tarkkailemassa tilannetta aina kun hänellä on aikaa, ja tarvittaessa aloit-
taa uusien rakennusten rakentaminen tai nopeuttaa resurssien kertymistä keräämällä niitä 
itse. Pitkät rakennusajat saavat pelaajan pelaamaan peliä pidemmällä aikavälillä. 
 
Incremental-pelit saattavat olla erittäin koukuttavia, mikä selittyy Skinner box -efektillä, 
joka on nimetty keksijänsä B. F. Skinnerin mukaan. Skinner havaitsi että kun eläinko-
keissa eläimille opetettiin, että ne saavat palkinnon painamalla painiketta, eläimet alkoi-
vat toistamaan painamista, vaikka saisivat palkkion pitkän ajan välein tai satunnaisesti. 
Myös incremental-pelit voivat luoda Skinner box -tyyppisen neurologisen silmukan, joka 
8 
 
palkitsee pelaajaa jatkuvasti numeroiden kasvulla esimerkiksi pelaajan omistaman peli-
rahan määrän nousulla ja päivitysten ostamisella. (Tuts+: Numbers Getting Bigger: What 
Are Incremental Games, and Why Are They Fun? 2015a.) 
 
Koukuttavuuteen löytyy myös toinen psykologinen syy. Ihmisen aivot toimivat tavalla, 
joka aiheuttaa epämiellyttävän tunteen menetyksen kokiessa ja aiheuttaa halun kerätä asi-
oita. Incremental-pelit yhdistävät usein Skinner box -efektin toimintaa ja asioiden kerää-
misestä tulevaa hyvää oloa. Lajityypin peleissä ei ole pelkoa kerätyn resurssin hukkaan 
menemisestä. Kaikki käytetyt resurssit kuluvat johonkin pelaajaa hyödyttävään kohtee-
seen. Peleissä on jatkuvasti uutta tavoiteltavaa hintojen jyrkän nousun johdosta. Pelaaja 
kokee saavuttavansa uusia asioita, saatuaan kerättyä resurssit seuraavaa päivitystä varten. 
 
Incremental-pelien historia ulottuu 1990-luvun loppuun, jolloin monin pelattavat roolipe-
lit käyttivät kokemusta ja kokemustasoja. Kokemusta sai samasta asiasta aina saman ver-
ran, mutta seuraavan tason vaatima kokemus kasvoi tason kasvaessa. Ensimmäisenä var-
sinaisena incremental-pelinä voidaan pitää vuonna 2002 Eric Fredrickseinin julkaisemaa 
Progress Questia. (Tuts+: Numbers Getting Bigger: What Are Incremental Games, and 
Why Are They Fun? 2015a.) 
 
 
KUVA 1. Orteilin kehittämä Cookie Clicker -peli (http://orteil.dashnet.org/coo-
kieclicker/) 
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2.1.1 Muita merkittäviä genren pelejä 
 
Incremental-peleistä on tullut suosittuja pelaajien keskuudessa. Internetistä löytyy useita 
sivustoja, jotka ovat keskittyneet pelkästään incremental-peleihin. Esimerkiksi Clicker 
Games (http://clickergames.net/), IncrementalGame.com (http://incrementalgame.com/) 
ja Almost Idle (http://almostidle.com/). 
 
Android -käyttöjärjestelmälle löytyy Googlen Play -kaupasta useita incremental-pelejä. 
Suosituimmilla peleillä on yli viisi miljoonaa latausta. Googlen Play -kaupasta löytyviä 
suosittuja incremental-pelejä ovat esimerkiksi AdVenture Capitalist, Tapventures ja 
Make Money Rain: Cash Clicker. AdVenture Capitalist on mainituista suosituin: sitä on 
ladattu yli viisi miljoonaa kertaa. Pelissä pelaaja hankkii erilaisia yrityksiä, jotka tuottavat 
pelaajalle rahaa. 
 
 
KUVA 2. AdVenture Capitalist -peli 
 
2.2 Town Clicker -peli 
 
Suunniteltu Town Clicker -peli yhdistää incremental-peliin ominaisuuksia rakentelu- ja 
strategiapeleistä. Pelin pelialue on 11x11 kokoinen ruudukko, josta on avoinna alussa 5x5 
alue pelialueen keskellä. Tämä 5x5 kokoinen alue on kuin saari ja koostuu kolmentyyp-
pisistä ruuduista, metsä-, kivikko- ja ruohikkoruuduista. Saaren keskellä on linna, josta 
pystyy ostamaan yksiköitä, joilla voi taistella vihollisleirejä vastaan. Linnassa olevien 
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joukkojen määrä on rajoitettu, mutta rajaa voi kasvattaa päivittämällä linnaa. Pelissä on 
kolme erilaista yksikköä, joita voi ostaa ruokaa käyttämällä. Yksiköitä voi päivittää käyt-
tämällä kultaa.  
 
Jokaisella ruututyypillä on oma tarkoituksensa. Metsäruutua klikkaamalla saa puuta ja 
siihen voi rakentaa puunjalostusrakennuksia. Kivikkoruutua klikkaamalla saa kultaa ja 
siihen voi rakentaa kullanhankintarakennuksia. Ruohikkoruutua klikkaamalla saa ruokaa 
ja siihen voi rakentaa erilaisia viljelmiä. Kullalla voi ostaa päivityksiä, jotka kasvattavat 
ruutua klikattaessa saatavaa resurssimäärää. Kultaa ja puuta tarvitaan rakennusten raken-
tamiseen ja päivittämiseen. Ruualla voi nostaa merestä uusia ruutuja, jolloin rakennusten 
kokonaismäärää on mahdollista kasvattaa. Nostetuissa ruuduissa saattaa olla vihollislei-
rejä, jotka täytyy tuhota, jotta ruutuun voi rakentaa. Vihollisleirin tuhoamisesta saa pal-
kinnoksi jalokiviä. Vihollisleireillä on määritelty kestävyys, joka määräytyy pelaajan tu-
hoamien leirien määrästä. Pelissä on myös yksi erikoisresurssi jalokivet, joilla on mah-
dollista nopeuttaa esimerkiksi rakennusten rakentumisnopeutta.  
 
Pelissä on yhteensä yhdeksän erilaista rakennusta kolme kutakin perusresurssia varten. 
Rakennusten rakentaminen ja päivittäminen vie aikaa. Mitä suurempi rakennuksen taso 
on, sitä kauemmin päivittäminen kestää, esimerkiksi tason yksi rakennus rakentuu 30 se-
kunnissa, mutta tason kaksi rakennuksessa aika on viisi minuuttia. 
 
Rakennukset kasvattavat automaattisesti kerättyjen resurssien määrää, kerätyt resurssit 
lisätään pelaajan käyttöön joka sekunti. Automaattisesti kerättyjen resurssien määrä on 
pelin alussa nolla. Rakennuksen päivittäminen tuplaa kyseisen rakennuksen tuoton. Ra-
kennuksia voi myös myydä. Myyminen palauttaa osan käytetyistä resursseista ja tämän 
jälkeen ruutuun voi rakentaa uuden rakennuksen. 
 
Pelissä resurssit kertyvät myös sovelluksen ollessa suljettuna ja kertyneet resurssit lisä-
tään pelaajan käyttöön, kun sovellus seuraavan kerran avataan. 
 
2.2.1 Suunnittelun lähtökohdat 
 
Suunnittelun alussa päätettiin, että sovellus julkaistaisiin ainakin Android-käyttöjärjestel-
mälle Googlen Play -kaupassa. Tämä asetti sovellukselle eräitä reunaehtoja. Sovelluksen 
koko tulisi olla alle 100 Megatavua, sillä kooltaan yli 100 Megatavua olevia sovelluksia 
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ei voi ladata Play-kaupasta mobiiliyhteyttä käyttäen. Myös mobiililaitteiden suhteellisen 
alhainen suorituskyky asetti rajoitteita grafiikan yksityiskohtaisuudelle. 
 
Sovellus pyrittiin suunnittelemaan mahdollisimman helposti laajennettavaksi käyttäen 
luokkia ja moduuleita, jotka keskittävät samaan komponenttiin liittyvät komponentit yh-
teen.  
 
Peli toteutettiin käyttäen Unity Engine -pelimoottoria ja ohjelmoitiin käyttäen Microsof-
tin luomaa C# -ohjelmointikieltä. Pelin graafinen ulkoasu toteutettiin käyttäen Blender 
3D -mallinnussovellusta 3D -malleihin ja 2D -grafiikka toteutettiin käyttäen Inkscape-
vektorigrafiikkatyökalua. 
 
 
KUVA 3. Town Clicker -pelin luokka kaavio 
 
Kuvasta 3 käy ilmi Town Clicker -pelin suunniteltu luokkien rakenne, muuttujat ja funk-
tiot. 
 
2.2.2 Ansaitsemislogiikka 
 
Peliin ansaintalogiikka perustuu sovelluksen sisäisiin ostoihin ja videomainoksiin. Sovel-
luksen sisäisillä ostoilla voi ostaa erikokoisia paketteja jalokiviä. Videomainosten katso-
misesta saa palkkioksi jalokiviä, jolla pelaajat on tarkoitus saada katsomaan mainoksia ja 
näin luomaan tuottoa. 
 
Sovelluksen sisäisten ostojen hinta alkaa hyvin pienistä summista. Hinnat on suunniteltu 
siten, että kalliimman paketin ostamalla yksittäisen jalokiven hinta on huomattavasti pie-
nempi kuin edullisessa paketissa. 
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TAULUKKO 1. Sovelluksen sisäisillä ostoilla hankittavien jalokivipakettien hinnat 
Hinta € Jalokiviä 
0,25€ 100 
1,00€ 500 
1,50€ 1000 
10,00€ 10000 
25,00€ 50000 
 
 
KUVIO 1. Yhden jalokiven hinta paketissa ostettuna logaritmisella asteikolla 
 
Kuviosta 1 huomataan, että yksittäisen jalokiven hinta laskee todella paljon jalokivipake-
tin koon noustessa, suurimman ja pienimmän paketin ero yksittäisen jalokiven hinnassa 
on 0,2 senttiä, joka on 80 % alennus jalokiven hinnassa, tällä tavoin yritetään saada käyt-
täjä ostamaan suurempia paketteja. 
 
Pelissä on myös videomainoksia, joita katsomalla pelaaja saa palkinnoksi 25 jalokiveä 
katsottua mainosta kohden. Videomainokset kestävät 15 – 30 sekuntia. Unity Ads -video-
mainoksilla saatava tuotto on 6 – 12 Yhdysvaltojen dollaria tuhatta näyttöä kohden. 
Summa vaihtelee valtioiden välillä. (Unity Technologies: Unity Ads FAQ 2016i.) 
 
2.2.3 Graafinen tyyli 
 
Pelin grafiikat ovat 3D-mallinnettuja ja ovat tyyliltään pelkistetyt ja tyylitellyt, tällaista 
3D-grafiikkaa kutsutaan low poly -tyyliseksi grafiikaksi. Nimi tulee 3D-mallintamisessa 
0,25
1 1,5
10
25
0,0025 0,002 0,0015 0,001
0,0005
0,0001
0,001
0,01
0,1
1
10
100
100 500 1000 10000 50000
Hinta yhtä jalokiveä kohti
Paketin hinta euroina Yhden jalokiven hinta euroina
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käytettyjen polygonien eli kolmioiden vähäisestä lukumäärästä ja niiden selvästä erottu-
misesta, jota realismiin pyrkivässä grafiikassa koitetaan välttää. 
 
Pelin valikkografiikka on 2D-grafiikka ja toteutettu Inkscape-vektorigrafiikkasovelluk-
sella ja sieltä viety png-tiedostona peliin. 2D-grafiikka on pyritty pitämään yhtenäisenä 
ja selkeänä. Kuvassa 4 näkyy pelin perusnäkymän käyttöliittymägrafiikka sekä pelin 3D-
grafiikkaa. 
 
 
KUVA 4. Pelin graafista ulkoasua 
 
2.2.4 Pelin päivitysten ja rakennusten hinnoittelu 
 
Pelin rakennusten hinnoitteluun ja resurssien tuottoon on otettu mallia muista saman gen-
ren peleistä mm. Cookie Clicker:sta ja Idle Town:sta. Yleisesti genren peleissä on käy-
tössä alla oleva kaava päivitysten ja rakennusten hinnoille. (Tuts+: Numbers Getting Big-
ger: The Design and Math of Incremental Games. 2015b.) 
 
𝐻𝑖𝑛𝑡𝑎 = 𝑃𝑒𝑟𝑢𝑠ℎ𝑖𝑛𝑡𝑎 ∗  𝐾𝑒𝑟𝑟𝑜𝑖𝑛(𝑀ää𝑟ä) 
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Tuotteen hinta määräytyy ennalta asetetun perushinnan, kertoimen sekä samanlaisten päi-
vitysten määrän mukaan. Yleensä incremental-pelissä kerroin on suurempi kuin yksi ja 
pienempi kuin kolme. 
 
Alla esimerkki, jossa perushinta on 100 yksikköä ja kerroin 1,05 ja rakennuksen tuotto 
on kaksi yksikköä sekunnissa. 
 
 
KUVIO 2. Rakennuksen hinta ja tuotto rakennuksen tason funktiona 
 
Kuviossa 2 y-akselilla on rakennuksen hinta ja x-akselilla rakennuksen taso. Kuviosta 
näkyy selkeästi hinnan eksponentiaalinen kasvu punaisena kuvaajana ja tuottojen kasvun 
lineaarisuus sinisenä kuvaajana. Tämän vuoksi incremental-pelit pystyvät tarjoamaan lä-
hes rajattomasti pelattavaa, koska tasot voivat kasvaa myös loputtomasti, näin resurssien 
keräämisen tarve ei ikinä pääty.  
 
Rakennusten rakentaminen ja päivittäminen kestävät eri ajan rakennuksen tasosta riip-
puen. Päivitykseen kuluva aika kasvaa eksponentiaalisesti. Esimerkissä rakennuksen ra-
kentamiseen kuluva aika on 30 sekuntia. Tason 1 rakennuksen päivittäminen tasolta 19 
tasolle 20 kestää 1h 35min 1s. 
 
Rakennuksen rakentamiseen kuluva aika on mahdollista ohittaa käyttäen jalokiviä, tällöin 
rakennus valmistuu välittömästi ja alkaa tuottamaan resursseja. Pitkät rakennusajat ja nii-
den mahdollinen ohitus voivat saada pelaajan ostamaan jalokiviä suuremmalla todennä-
köisyydellä. 
0
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100
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Hinnan ja tuoton suhde
Tuotto Hinta
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KUVIO 3. Tason 1 rakennuksen rakentamiseen ja päivittämiseen kuluva aika tason funk-
tiona 
 
Kuviosta 3 huomataan päivitysajan eksponentiaalinen kasvu. Alussa rakennukset tulevat 
hyvin nopeasti, mutta tason kasvaessa päivitysaika kasvaa hyvinkin nopeasti. 
0:00:00
0:14:24
0:28:48
0:43:12
0:57:36
1:12:00
1:26:24
1:40:48
0 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20
Päivitykseen kuluva aika tason kasvaessa
Aika
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3 KÄYTETYT TYÖKALUT 
 
Tässä luvussa käsitellään projektissa käytettyjä työkaluja ja niiden ominaisuuksia. Luku 
käsittelee työkalujen tuettuja tiedostomuotoja ja lisensointiin liittyviä asioita. 
 
3.1 Unity Engine -pelinkehitysympäristö 
 
Unity Engine on 2D- ja 3D-pelinkehitysympäristö ja pelimoottori, jonka on kehittänyt 
Unity Technologies. Unity Enginen ensimmäinen versio 1.0.0 on julkaistu kuudes kesä-
kuuta vuonna 2005 (Unity Technologies: Unity 1.0 is shipping. 2006). Viimeisin versio 
Unity Enginestä on julkaistu maaliskuun viidestoista päivä vuonna 2016 ja on ver-
sionumeroltaan 5.3.4 (Gamasutra: Unity releases stable version 5.3.4, as 5.4.  enters pub-
lic beta. 2016) 
 
 Unity Engine toimii Windows ja OS X ympäristöissä (Unity Technologies:Update. 
2016p);  lisäksi on olemassa kokeellinen Ubuntu Linux -versio (Unity Technologies: 
Unity comes to linux: experimental build now available. 2015). Unity Enginellä luotuja 
pelejä on mahdollista kääntää useille eri alustoille. 
 
Mobiili: 
 iOS 
 Android 
 Windows Phone 8 
 Tizen 
 
Virtuaalitodellisuus: 
 Oculus Rift 
 Google Cardboard 
 Steam VR 
 Playstation VR 
 Gear VR 
 Microsoft Hololens 
 
Työpöytä: 
 Windows 
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 Windows Store Apps 
 OS X 
 Linux/Steam OS 
 
Konsolit: 
 Playstation 4 
 Playstation Vita 
 Xbox One 
 Xbox 360 
 Wii U 
 Nintendo 3DS 
 
Web: 
 WebGL 
 
Älytelevisiot: 
 Android TV 
 Samsung SMART TV 
 tvOS 
 
3.1.1 Lisenssit 
 
Unity Enginestä on saatavilla kaksi eri lisensointivaihtoehtoa: ilmainen Personal Edition 
ja Professional Edition –versio, jonka hinnoittelu alkaa 75:stä dollarista kuukaudessa. Tä-
män lisäksi on mahdollista ostaa iOS Pro- ja Android Pro -lisäosat, jotka maksavat kum-
pikin 75 dollaria. Professional Edition -versio tarjoaa ominaisuuksia, joita ei Personal 
Edition -versiossa ole. (Unity Technologies: Unity Engine Licenses. 2016g) 
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TAULUKKO 3. Personal Edition ja Professional Edition -versioiden erot. 
Ominaisuus Personal 
Edition 
Professional 
Edition 
Kuvaus 
Pelimoottori kaikilla ominai-
suuksilla 
Kyllä Kyllä  
Ei tekijänpalkkiota Kyllä Kyllä  
Tuki kaikille alustoille Kyllä Kyllä  
Muokattava aloitusruutu Ei Kyllä  
Unity Cloud Build Pro -palve-
lun 12 kuukauden tilaus 
Ei Kyllä  
Unity Analytics Pro -suoritus-
kykyanalysointityökalu 
Ei Kyllä Ostettavissa erikseen Personal 
Edition versioon. 
Tiimilisenssi Ei Kyllä  
Priorisoitu bugien käsittely Ei Kyllä Professional Editionin käyttä-
jien bugiraportit käsitellään en-
sin. 
Pelin suorituskyvyn raportointi Ei Kyllä Työkalu jolla voidaan auto-
maattisesti lähettää tilastoja pe-
listä. Ostettavissa erikseen Per-
sonal Edition versioon. 
Pääsy Beta-versioiden testauk-
seen 
Ei Kyllä  
Ei tulorajoja Ei Kyllä Personal Edition versiolla teh-
dyn tuotteen bruttotulot eivät 
saa ylittää 100 000 dollaria 
vuodessa. 
Tulevien alustojen tuki Ei Kyllä  
Editorin professional ulkoasu Ei Kyllä  
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Ominaisuus Personal 
Edition 
Professional 
Edition 
Kuvaus 
Asset Store Level 11 Ei Kyllä Tarjoaa alennuksia ja muita 
etuja Unity asset store -verkko-
kaupasta 
Professional yhteisön edut Ei Kyllä Mahdollistaa pääsyn professi-
onal yhteisön keskustelupals-
talle 
Pääsy lähdekoodiin Ei Maksullinen Professional Edition version 
omistava voi hankkia erillisen 
lisenssin Unity Enginen lähde-
kooditiedostoihin. 
 
3.1.2 Tuetut tiedostomuodot 
 
Unity tukee oletuksena useita eri kuva-, ääni-, video- ja 3D-tiedostoja. Kuvatiedostoista 
Unity Engine tukee jpg-, png-, psd-, gif-, bmp-, tga-, tiff-, iff-, pict- ja dds-kuvatiedostoja 
(Unity Technologies: Unity 2D Textures. 2016k). Unity Enginen tukemia äänitiedostoja 
ovat mp3-, ogg-, wav-, aiff-/aif-, mod-, it-, s3m- ja xm-äänitiedostot (Unity Technologies: 
Unity Audio Files. 2016l). Unity Engine tukee mov-, avi-, asf-, mpg-, mpeg- ja mp4-
videotiedostoja (Unity Technologies: Unity Movie Textures. 2016n). Tekstitiedostoista 
tuettuina ovat txt-, htm-, html-, xml-, byte-, json-, csv-, yaml- ja fnt-tiedostot (Unity Tech-
nologies: Unity Text Assets. 2016m). Unityn tukemia 3D-tiedostoja ovat fbx-, obj-, max-
, blend-, dae-, 3ds- ja dfx-tiedostot (Unity Technologies: Unity 3D formats. 2016j). 
 
3.1.3 Muita Unity Editorin ominaisuuksia 
 
Unity Editorissa on useita sisään rakennettuja työkaluja kuten käyttöliittymä-, ääni- ja 
animaatiotyökalut. Myös projektissa käytettävien skriptien julkisia muuttujia on mahdol-
lista muokata suoraan editorissa, tämä mahdollistaa erilaisten arvojen helpon muokkaa-
misen ja testaamisen suoraan editorissa. (Unity Technologies: Unity Engine Features. 
2016h) 
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KUVA 5. Town Clicker -peli käynnissä Unity Enginen editorin perusnäkymässä 
 
 
KUVA 6. Town Clicker -pelin Player Manager- ja Resource Manager -skriptien julkiset 
muuttujat näkyvissä editorissa 
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KUVA 7. Unity Enginen sisäänrakennettu käyttöliittymätyökalu käytössä 
 
 
KUVA 8. Unity Enginen Build Settings  -valikko 
 
Unity Enginen Build Settings -valikosta voidaan valita alusta, jolle projekti halutaan 
kääntää. Build Settings –valikossa voidaan muokata alustakohtaisia asetuksia ja lisätä 
scenejä käännettävään projektiin. Scenet ovat Unity Enginen komponentteja, joihin voi-
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daan tehdä yksittäisiä pelin tasoja tai vaikka pelin päävalikko. Sceneä vaihdettaessa van-
han scenen kaikki tiedot ja ominaisuudet tuhotaan, jos ei erikseen muuta määritellä. 
(Unity Technologies: Build Settings. 2016q) 
 
3.2 Blender 3D-mallinnustyökalu 
 
Blender on Hollantilaisen Blender Foundationin kehittämä ilmainen avoimen lähdekoo-
din 3D-mallinnustyökalu. Blenderissä voidaan tehdä kaikki 3D-tuotannon vaiheet: mal-
lintaminen, riggaus eli virtuaalisen luurangon ja nivelten luonti, animaatio, simulointi, 
renderöinti, kompositointi, liikkeenseuranta, videoeditointi ja jopa pelin luominen. Rig-
gaus mahdollistaa 3D-mallin animoinnin. Blenderiä on mahdollista skriptata käyttäen 
Python-ohjelmointikieltä. Skriptaamalla on mahdollista luoda uusia työkaluja sovelluk-
seen ja kustomoida olemassa olevia ominaisuuksia. Blender toimii Windows-, Linux- ja 
OS X -käyttöjärjestelmissä. Blender valittiin käytettäväksi projektissa koska Unity En-
gine mahdollistaa Blenderin blend-tiedostojen käytön suoraan Unity Enginessä ilman 
konversiota. (Blender Foundation: Blender About) 
 
 
KUVA 9. Town Clicker -pelissä käytetty puunhakkuupaikan 3D -malli Blenderin objek-
tinäkymässä 
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KUVA 10. Blenderin Cycles-renderöintimoottorilla renderöity kuva pelin puunhakkuu-
paikasta 
 
Blenderin Cycles-renderöintimoottori mahdollistaa fotorealistisen renderöinnin ja se pys-
tyy käyttämään renderöinnissä sekä prosessoria että näytönohjainta. Cycles tukee myös 
HDR-valaistusta, joka mahdollistaa realistisen valaistuksen renderöitäessa. (Blender 
Foundation: Blender Features) 
 
Blenderissä on mahdollista luoda lähes loputtomasti erilaisia materiaaleja solmuja käyt-
tämällä. Solmuja voidaan yhdistää toisiinsa ja solmujen ominaisuuksia muokkaamalla on 
mahdollista luoda erilaisia materiaaleja. 
 
 
KUVA 11. Erittäin yksinkertainen Blenderissä luotu materiaali, jota on käytetty Town 
Clicker -pelin puumateriaalina 
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3.2.1 Blenderin tukemat tiedostomuodot 
 
Blender tukee useita kuva-, video- ja 3D -tiedostomuotoja. Blenderiin pystyy tuomaan 
useimpia 3D-tiedostoja ja Blenderistä pystyy viemään myös useassa 3D-tiedostomuo-
dossa tiedostoja toisiin sovelluksiin. (Blender Foundation: Blender Features) 
 
Kuvatiedostot: 
 JPEG 
 JPEG2000 
 PNG 
 TARGA 
 OpenEXR 
 DPX 
 Cineon 
 Radiance HDR 
 SGI Iris 
 TIFF 
 
Videotiedostot: 
 AVI 
 MPEG 
 Quicktime (vain OS X) 
 
3D-tiedostot: 
 3D Studio (.3ds) 
 COLLADA (.dae) 
 Filmbox (.fbx) 
 Autodesk (.dxf) 
 Wavefront (.obj) 
 DirectX (.x) 
 Lightwave (.lwo) 
 Motion Capture (.bvh) 
 SVG 
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 Stanford PLY 
 STL 
 VRML 
 VRML97 
 X3D 
 
3.3 Inkscape vektorigrafiikkatyökalu 
 
Inkscape on ilmainen avoimen lähdekoodin vektorigrafiikkatyökalu. Inkscapen kehitys 
on alkanut vuonna 2003, jolloin neljä Sodipodi-vektorigrafiikkaohjelman kehittäjää loi-
vat projektista uuden haaran, jota alkoivat kehittää Inkscape nimellä (Liquid search: 
Inkscape History. 2016). Uusin Inkscape versio on 0.91 ja se on julkaistu 28.01.2015 
(Inkscape wiki: Release notes. 2016). Inkscape valittiin käytettäväksi projektissa ilmai-
suuden ja vektorigrafiikan skaalautuvuuden takia. 
 
 
KUVA 12. Inkscape-vektorigrafiikkatyökalun perusnäkymä 
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4 PROJEKTIN TOTEUTUS 
 
Luku käsittelee projektin toteutukseen liittyviä asioita. Käydään läpi projektissa käytet-
tävä versionhallintajärjestelmä ja kerrotaan Unity3D-editorin ominaisuuksista Town 
Clicker -peliä apuna käyttäen. 
 
4.1 Versionhallinta 
 
Ohjelmistoprojekteissa on hyvin tärkeää seurata ohjelmiston kehitystä, ja siihen tehtyjä 
muutoksia. Tässä projektissa seuranta tapahtuu käyttämällä versionhallintaa. Versionhal-
linta on järjestelmä, joka kirjaa muutokset lähdetiedostoihin projektin edetessä. Järjestel-
män avulla pystyy palauttamaan vanhoja versioita tiedostoista, jos jokin muutos aiheuttaa 
ohjelmiston käytössä ongelmia. (Chacon & Straub, 2014a.) 
 
4.1.1 Git-versionhallintajärjestelmä 
 
Projektin versionhallintajärjestelmänä on käytetty Git-sovellusta. Git on Linux-ytimen 
kehittäjän, suomalaissyntyisen Linus Torvaldsin vuonna 2005 julkaisema vapaaseen läh-
dekoodiin perustuva versionhallintajärjestelmä (Atlassian, 2016a). Sijaintia, johon Git 
tallentaa tiedot tiedostojen eri versioista, kutsutaan repositoryksi. Tämä repository voi 
yhden henkilön projekteissa sijaita paikallisella tietokoneella, tai usean henkilön projek-
teissa se voidaan tallentaa pilveen, jolloin kaikilla kehittäjillä on pääsy kyseiseen repo-
sitoryyn. (Chacon & Straub, 2014b.) Projektin repository on tallennettu Australialaisyhtiö 
Atlassianin Bitbucket-nimiseen palveluun. Palvelu sisältää seurantaa helpottavia graafi-
sia ominaisuuksia. 
 
Git-sovellusta käytetään tavallisesti käyttöjärjestelmän komentorivin avulla. Gitissä on 
kolme osiota. Ensimmäinen osio on työkansio, joka sisältää projektin tiedostot paikalli-
sella koneella. Toinen osio on staging area, joka pitää kirjaa nykyisen työkansion ja re-
positoryn eroista. Kolmas osio on repository, johon tallennetaan tehdyt muutokset. (Cha-
con & Straub, 2014a.) 
 
Git on helppokäyttöinen ja komennot yksinkertaisia. init–komento tekee kansiosta tyhjän 
Git repositoryyn. add-komennolla voi lisätä repositoryssa olemattoman tiedoston staging 
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arealle, jolloin Git aloittaa kyseisen tiedoston seurannan. status-komento näyttää tiedos-
tot, joita on muutettu työkansiossa ja jotka ovat valmiita lähetettäväksi repositoryyn. (At-
lassian, 2016b.) commit-komento lähettää staging arealla olevat muutokset repositoryyn 
(Atlassian, 2016c). 
 
 
KUVA 13. git status-komennolla saatu tieto 
 
Kuvasta nähdään status-komennolla saadut tiedot, ylemmillä riveillä nähdään tiedostot, 
jotka ovat repositoryssa, mutta niitä on muutettu ja ne ovat valmiina lähetettäviksi repo-
sitoryyn. Alemmilla riveillä ovat seuraamattomat tiedostot, ne ovat tiedostoja, joita ei ole 
repositoryssa, mutta löytyvät työkansiosta, nämä voidaan lisätä staging arealle add-ko-
mennolla. Jos projektin repository sijaitsee muualla kuin paikallisella koneella, täytyy 
omat muutokset lisätä erikseen kyseiseen etärepositoryyn push-komennolla.  
 
4.1.2 Bitbucket-pilvipalvelu 
 
Bitbucket on Australialaisen Atlassianin kehittämä repositoryjen tallennukseen tarkoi-
tettu palvelu. Palvelussa voi luoda yksityisiä tai julkisia projekteja; julkisissa projekteissa, 
jotka ovat yleensä vapaan lähdekoodin projekteja, ei ole käyttäjärajoituksia. Yksityisiin 
projekteihin on asetettu käyttäjämäärärajoitukset, jota voi nostaa maksamalla kuukausit-
taisen palvelumaksun. (Atlassian, 2016d.) 
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Palvelu helpottaa projektin seuraamista tarjoamalla helppokäyttöisen käyttöliittymän 
muutoksien seurantaan. Palvelussa voi helposti seurata muutoksia isommalla mittakaa-
valla tai yksittäisen tiedoston muutoshistoriaa, joka näyttää milloin ja kuka on muokannut 
tiedostoa mistäkin kohtaa.  
 
 
KUVA 14. Bitbucket palvelussa tiedoston muutoksen tarkkailu 
 
Kuvasta 14 näkee palvelussa olevan projektirepositoryn tiedostoon tehdyn muutoksen. 
Punaisella näkyy aikaisemmassa versiossa oleva rivi, ja vihreällä näkyy uusi muutettu 
rivi.  
 
 
KUVA 15. Yhden tiedoston tarkka näkymä 
 
Bitbucketissa on mahdollista tarkkailla tiedoston muutoksia hyvin tarkasti: yllä olevassa 
kuvassa 15 on toiminto, joka näyttää rivi riviltä kuka on minkäkin rivin muokannut ja 
milloin. Tunnistetta klikkaamalla voidaan avata kyseinen commit, jossa kyseinen muutos 
on tapahtunut. 
 
 
KUVA 16. Palvelun lokinäkymä 
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Kuvasta 16 näkee commit-lokin, joka näyttää kuka on tehnyt kyseisen version, sisällöstä 
voi kertoa viestillä ja näkee päivän koska muutos on tehty. 
 
Repositoryn tallennukseen tarkoitettuja palveluja on useita, joista tunnetuimmat ovat Bit-
bucketin lisäksi Github ja Codelab. Bitbucket valittiin palveluksi siksi, koska Codelab ei 
tarjoa ilmaista versiota palveluistaan (Codelab, 2016), ja Github ei tarjoa yksityisprojek-
teja maksutta (Github, 2016). 
 
4.2 Ohjelmointi 
 
Unity 3D -pelimoottorissa on mahdollista käyttää ohjelman kirjoittamiseen joko unitysc-
ript-kieltä, joka on unitylle kehitetty versio javascriptistä, tai C#-ohjelmointikieltä (Unity 
Tecnologies, 2016a). Tässä projektissa on käytetty ohjelmiston kirjoittamiseen C#-kieltä, 
koska kielen luokkapohjaisuus helpottaa koodin rakennetta ja aikaisempi kokemus no-
peutti työn edistymistä. Unity-pelin ohjelmoinnissa voi käyttää mitä tahansa tekstiedito-
ria, koska unity hoitaa itse ohjelmakoodin käännöksen (Unity Tecnologies, 2016b). Tässä 
projektissa on käytetty koodin editointiin Microsoftin Visual Studio 2015 -ohjelmistoa. 
Visual studion oma virheentarkistus nopeuttaa ohjelmointia, koska ei tarvitse odottaa uni-
tyn omaa käännöstä, vaan saadaan palautetta editorilta suoraan. 
 
4.2.1 Luokat 
 
Unity3D:ssä pelimaailma luodaan käyttäen peliobjekteja, joita moottori piirtää näytölle. 
Peliobjektit ovat yleensä 3D-malleja, joiden toimintaa voidaan ohjata ohjelmoimalla ob-
jektille skripti. Skripti on ohjelmanpätkä, johon on kirjoitettu erilaisia toimintoja.  C#:in 
luokkapohjaisuus mahdollistaa, että jokaiselle erilaiselle peliobjektille voidaan tehdä oma 
skripti ja sen avulla voidaan seurata kyseisen objektin tilaa pelimaailmassa. Peliobjektin 
täytyy sisältää skripti, jos kyseisen objektin halutaan tekevän jotain, eikä kyseinen objekti 
ole vain taustakoristeena. Peliobjekteja voidaan sijoitella hierarkkisesti sisäkkäin, van-
hempi–lapsi -hierarkia, vanhemmalla voi olla useampi lapsi, mutta yhdellä lapsella voi 
olla vain yksi vanhempi. Tämä hierarkian voi helpottaa toisten samanlaisten objektien 
hallinnoimista asettamalla ne saman peliobjektin alaisuuteen. 
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KUVA 17.  Hierarkia Unity-editorissa 
 
Kuvasta 17 näkee peliobjektin GridManager, joka on tässä hierarkiassa aikuinen, ja lap-
sena näkyy useampi cubeja eli pelimaailman ruutuja, jotka ovat kopioita toisistaan. Grid-
Managerin avulla pystytään hallitsemaan ja muuttamaan eri cubeja tarpeen mukaan. 
 
 
KUVA 18. Peliobjektin perustiedot 
 
Kuvassa 18 näkyy pelaajan peliobjektin perustiedot. Kaikilla peliobjekteilla täytyy olla 
nimi. Jokaisesta objektista löytyy komponentti nimeltä Transform, joka määrää objektin 
sijainnin pelimaailmassa. Objektille voi myös asettaa Tagin eli tunnisteen, jonka avulla 
löytää yhden objektin tai objektit, jos sama tunniste useammalla objektilla.  
 
Samasta peliobjektista voidaan halutessa tehdä kopioita pelimaailmaan, tämän voi suorit-
taa suoraan kopioimalla kyseinen peliobjekti uudeksi. Tässä on ongelmana kuitenkin se, 
että molemmat ovat vain yksilöllisesti muokattavia. Jos samaa objektia halutaan käyttää 
useaan kertaan, täytyisi jokaisen asetukset säätää erikseen. Tätä varten unity editorissa on 
mahdollisuus luoda prefab objekteja. Nämä prefabit ovat malleja, josta pelimaailman ob-
jektit ovat kopioita. Jos muutetaan jotain prefabin asetusta tai siihen liittää jonkin skriptin 
tai muita komponentteja, muutokset tehdään kaikkiin pelimaailmassa oleviin kopioihin. 
(Unity Tecnologies, 2016c.) 
 
Tämän työn luvussa kaksi oleva luokkakaavio (KUVA 3.) kuvaa eri peliobjekteille tar-
koitettuja luokkia, esim. pelissä näkyvää ruutua ohjaa skripti jonka nimi on ”Square.cs”. 
Kyseiseen luokkaan on kirjoitettu toiminnollisuudet yhdelle ruudulle, esim. kun kyseistä 
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ruutua klikataan, kyseisestä ruudusta saadaan resursseja. Luokat sisältävät muuttujia ja 
aliohjelmakutsuja, muuttujien avulla pystytään tarkkailemaan erilaisia arvoja peliobjek-
tissa. Muuttujia ja aliohjelmakutsuja voi C#-kielessä asettaa yksityisiksi tai julkisiksi. Yk-
sityisiä muuttujia ei pysty muuttamaan mikään muu kuin kyseinen skripti ja aliohjelmia 
ei voi suorittaa muualta. Julkisia muuttujia pystyy muuttamaan Unity3D:n editorin in-
spector-ominaisuudella ja suoraan muiden skriptien kautta. Julkisia aliohjelmia voi suo-
rittaa muiden skriptien kautta. 
 
Pelimaailma luodaan pelin alussa käyttämällä satunnaisgenerointia. Pelissä on kolmen-
laisia ruutuja, joista generoinnin aikana valitaan satunnaisesti yksi, joka sitten lisätään 
pelimaailmaan. Satunnaisgenerointi tapahtuu käyttäen Unity3D-moottorin satunnaislu-
kugeneraattoria, jolla valitaan taulukosta satunnaisesti jokin alkio. Tällä tavalla saadaan 
jokaisella käynnistyskerralla erilainen pelikenttä. Toinen tapa suorittaa satunnais-
generointi olisi käyttää siemenlukuja, jolloin pystyttäisiin testaamaan samaa pelikenttää 
useammin, ja käyttämään siemenlukua hyödyksi esimerkiksi tallennusominaisuuden yh-
teydessä. 
 
 
KUVA 19. Ohjelmakoodi yhden ruudun generointiin 
 
Kuvan 19 koodista nähdään satunnaisgenerointi, Random.Range valitsee taulukosta sa-
tunnaisesti ruudun, joka sitten sijoitetaan hierarkiassa GridManagerin alle. Instantiate luo 
dynaamisesti prefab-objektista peliobjektin pelimaailmaan. Satunnaisesti luodaan myös 
pieni vaihtuvuus ruutujen korkeudessa, jotta pelikenttä ei näytä tasaiselta. 
 
 
KUVA 20.  Skriptin-osio, joka suoritetaan kun klikataan ruutua 
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Kuvan 20 koodi tarkistaa, että mikään valikko ei ole auki, eli valikon läpi ei pysty klik-
kaamaan ruutua, sitten asettaa klikin kestoajan nollaan ja jos resurssi ei ole lukossa suo-
rittaa aliohjelmat, joista CollectResource() lisää pelaajalle resurssin, ja PlayParticles() luo 
ruudulle partikkeliefektin, jolla pelaaja näkee, että hänen toiminnallaan tapahtui jotain.  
 
Skriptien koko tässä projektissa vaihtelee 10 rivin skripteistä 200 rivin skripteihin; eri 
peliobjekteilla on erilaisia toimintatarkoituksia.   
 
Unity3D sisältää paljon ohjelman tekoa helpottavia ominaisuuksia. Peliobjekteihin pys-
tyy lisäämään automaattisesti törmäyksentunnistimen, jolla pystytään tarkastamaan, jos 
kyseinen objekti on törmännyt toiseen objektiin, jolla on sama tunnistin, ja pystytään au-
tomaattisesti estämään objektien päällekkäisyys. Tunnistin vain kertoo, että törmäys on 
tapahtunut, ja se mitä tapahtuu sen jälkeen, täytyy ohjelmoida skriptiin. Moottori sisältää 
kutsuja, joiden avulla pystytään objektin eri elämänvaiheissa tekemään jokin tietty asia. 
Yleisimmät näistä kutsuista ovat Awake, Start, Update ja OnDestroy. Awake suoritetaan 
kun peliobjekti luodaan suorituksen aikana pelimaailmaan. Start suoritetaan pelimaail-
massa olevilla objekteilla kun peli käynnistetään. Update suoritetaan jokaisen ruudunpäi-
vityksen yhteydessä. OnDestroy suoritetaan ennen kuin peliobjekti poistetaan maailmasta 
Destroy-komennolla.( Unity Tecnologies, 2016d.) 
 
 
KUVA 21. Skriptiesimerkki Start kutsusta 
 
Kuvassa 21 on rakennuksen luonti. Kun rakennus luodaan skripti asettaa käyttöliittymä-
muuttujat resourceManager ja gridManager viittaamaan pelimaailmassa olevien peliob-
jektien skripteihin. Kyseiset peliobjektit pystytään etsimään tunnisteen ja nimen perus-
teella. Näiden skriptien julkisia toimintoja voidaan halutessaan kutsua tästä skriptistä. 
Tässä pelissä resourceManager hallitsee pelaajan resursseja ja gridManager hallinnoi pe-
limaailmassa olevia ruutuja. Sitten aloitetaan rakennusprosessi aloittamalla ajastin, joka 
mittaa kuinka kauan rakennus on ollut rakenteilla, ja kun aika saavuttaa määrätyn ajan, 
rakennus on valmis, ja pelaaja alkaa keräämään resursseja kyseisestä ruudusta automaat-
tisesti. 
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KUVA 22. Muutama pelissä käytetty prefab 
 
Kuvassa muutama prefab, joista luodaan pelimaailmaan kopioita. Jos yhtä peliobjektia 
halutaan käyttää useaan kertaan, kannattaa siitä tehdä prefab. 
 
Pelimaailma sisältää peliobjektit pelaajalle, joka seuraa pelaajan resurssimääriä ja resurs-
sien keräysnopeutta. Ruutuja hallitsee GridManager-peliobjekti, joka sisältää kaikki pe-
likentän ruudut lapsinaan. Näihin ruutuihin pääsee muista skripteistä helpommin käsiksi 
kutsumalla GridManager-luokan tarjoamia ohjelmakutsuja. GridManager hallinnoi myös 
kaikki rakennuksia korvaamalla resurssiruudut rakennuksilla, kun pelaaja aloittaa raken-
telun. Kamerakontrolleille täytyy myös olla oma objektinsa. Pelimaailmassa pystyy lii-
kuttamaan kameraa, ja suurentamaan ja pienentämään kuvaa. Ohjaus toimii tietokoneella 
ja mobiililaitteella. 
  
4.2.2 Käyttöliittymä 
 
Käyttöliittymän teko ja suunnittelu on suuri osa projektin tekoa. Käyttöliittymä täytyy 
suunnitella käyttäjän näkökulmasta ja olettaa, että käyttäjällä on hyvin vähän kokemusta 
ohjelmiston toiminnasta. Käyttöliittymän teossa täytyy keskittyä olennaiseen, turhat ele-
mentit käyttöliittymässä käyttävät resursseja, joka saattaa pahimmassa tapauksessa ai-
heuttaa ruudunpäivityksen hidastumista. Tärkeintä on pitää käyttöliittymä yksinkertai-
sena ja selkeänä, esimerkiksi tässä projektissa tärkein asia on pelaajan resurssien määrä 
joten tiedot tästä näytetään käyttöliittymässä koko ajan. Esimerkiksi rakennuksien tiedot 
eivät ole välttämättömiä, mutta jos käyttäjä kuitenkin haluaa kyseiset tiedot nähdä, hän 
voi avata valikon josta kyseinen tieto löytyy. 
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KUVA 23. Kuva rakennuksen tiedoista 
Kuvasta käyttäjä näkee yhden rakennetun rakennuksen tiedot, kuinka paljon resursseja 
kyseinen rakennus tuottaa sekunnissa. Käyttäjällä on myös mahdollisuus päivittää tai 
myydä rakennuksia tästä valikosta.  
 
Visuaalinen palaute on myös tärkeässä osassa käyttöliittymän suunnittelussa. Jos käyttäjä 
tekee jotain, ja kyseisestä teosta ei saa minkäänlaista palautetta, käyttäjä ei tiedä tapah-
tuiko mitään. Kyseinen palaute voi olla esimerkiksi että aukeaa jokin valikko jos on pai-
nettu valikon avaamisnappia. Kun klikataan ruutua, ruutu painuu alaspäin klikkauksen 
ajaksi. Palautteen avulla käyttäjä tietää, että hänen toimintansa on saanut jotain aikaan. 
 
 
KUVA 24. Palaute klikkaamisesta 
 
Kuvasta näkee ruudun klikkauksen jälkeen saadun palautteen, klikkaus on lisännyt viisi 
resurssia pelaajan käyttöön. Useampi numero tarkoittaa, että on klikattu monta kertaa sa-
maa ruutua. 
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Graafinen käyttöliittymä on luotu käyttämällä Unity3D-editorin omaa käyttöliittymätyö-
kalua. Työkalu on ominaisuus, jonka tarkoituksena on helpottaa graafisen käyttöliittymän 
elementtien lisäystä ja hallitsemista. Graafinen käyttöliittymä piirretään pelimaailman 
päälle ja se muuntuu näytön koolle sopivaksi automaattisesti. Graafisen käyttöliittymän 
elementtejä ovat: teksti, erilaiset napit ja liukusäätimet ja valikot. (Unity Tecnologies, 
2016e.) 
 
 
KUVA 25. Graafisen käyttöliittymän hierarkia 
 
Graafisen käyttöliittymän ydin on canvas, johon käyttöliittymän eri elementit piirrettään. 
Kuten yllä olevasta hierarkiakuvasta 25 nähdään, erilaiset paneelit ovat canvasin alla ja 
näitä paneeleita otetaan käyttöön ja pois käytöstä skriptien avulla. Nämä paneelit sisältä-
vät nappeja, joihin voidaan ohjelmoida toimintoja. Kuvan 7. käyttöliittymä on yksi ylem-
män kuvan paneeleista, BuildMenuPanel, joka aktivoidaan, kun painetaan rakennusta pe-
limaailmassa. 
 
 
KUVA 26. UImanagerin alustus 
 
Käyttöliittymää hallitsee UImanager. Pelin käynnistyessä kaikki tarpeettomat elementit 
otetaan pois käytöstä, ja etsitään pelistä pelaajan, resurssien ja pelialueen hallintaan käy-
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tetyt peliobjektit. Nämä objektit sisältävät skriptin osia jotka syöttävät UImanagerille tie-
toa, kuten resurssien määrän ja ajan myötä saatavat resurssit. Näiden avulla pystytään 
näyttämään käyttäjälle kaikki tarpeellinen data. 
 
 
KUVA 27. Päivitysvalikon ohjelmakoodi 
 
Kuvan ohjelmakoodista nähdään, että paneelien aktivointi voidaan helposti suorittaa 
muuttamalla SetActive-muuttuja todeksi. Koodin pätkä myös muuttaa menuActiven to-
deksi, jolloin voidaan muualla ohjelmassa tarkistaa onko jokin valikko auki. Valikko voi-
daan ottaa pois käytöstä muuttamalla SetActive takaisin epätodeksi. 
 
 
KUVA 28. Päivitysnapin ohjelmakoodi 
 
Kuvassa on ohjelmakoodin pätkä, jota kutsutaan kun käyttäjä haluaa parantaa omien klik-
kauksien tehoa. Käyttäjä painaa nappia, jolloin nappiin ohjelmoitu pätkä kutsuu pelaajaa 
hallitsevan playerManagerin aliohjelmaa joka lisää pelaajan klikkauksien tehoa, sitten 
kutsutaan päivityskäyttöliittymän päivitysaliohjelmaa, jolloin käyttöliittymässä näkyy, 
että klikkauksen päivitys on suoritettu. 
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KUVA 29. Resurssien vakionäkymä 
 
Kuvassa on resurssien näkymä, joka näytetään pelaajalle ruudun sivussa, näkymästä näh-
dään kuinka paljon resursseja pelaajalla on, ja kuinka paljon resursseja sekunnissa saa-
daan. Näillä resursseilla pelaa ostaa rakennuksia ja päivityksiä eksponenttisesti kasva-
valla hinnalla. Klikkauksen teho tarkoittaa, että kuinka paljon resursseja yksi ruudun klik-
kaus tuottaa pelaajalle. Timantit ovat erikoisresurssi, joilla voi ohittaa rakennusten raken-
nusajat. 
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5 TESTAUS 
 
Testaus on suuri osa jokaista ohjelmistoprojektia: kukaan ei halua käyttää rahaa rikkinäi-
seen tuotteeseen. Unity3D-pelin testaus koostuu kolmesta osiosta. Ensimmäinen on koo-
din testaus ja sen virheiden korjaamisista. Tämä tapahtuu koodieditorin avulla. Toinen on 
pelitestaus, koska ominaisuudet voivat mennä editorin kääntäjästä läpi, eli niissä ei ole 
ohjelmointi näkökulmasta mitään väärää, mutta ominaisuudet eivät toimi silti halutulla 
tavalla. Testauksen viimeinen osio on tasapainotus. Tasapainotus tarkoittaa, että pelin 
ominaisuudet ovat tasapainossa keskenään, eli esimerkiksi ei ole yhtä selkeästi helpom-
paa tapaa voittaa peliä, vaan kaikilla tavoilla olisi yhtä hyvä voittomahdollisuus. 
 
5.1 Koodieditoritestaus 
 
Ohjelmakoodin testaus onnistuu parhaiten käyttämällä editoria, joka tukee käytettävää 
kieltä, ja antaa siten palautetta syntaksivirheistä, eli kielellisesti vääränlaisesta koodista 
joka ei toimi. Tässä projektissa on käytetty jo aikaisemmin mainittua Microsoftin Visual 
Studiota. Studio sisältää oman kääntäjän ja virheentarkistuksen C#-kielelle. Editori il-
moittaa virheistä ja antaa varoituksia tarpeen mukaan. 
 
 
KUVA 30. Esimerkki virheestä ja varoituksesta 
 
Kuvassa on Visual Studion antamia ilmoituksia, punainen merkki tarkoittaa että koodissa 
on jokin virhe, joka estää kääntämisen, tässä tapauksessa puuttuu puolipilkku rivin lo-
pusta. Keltainen kolmio on varoitus, se ei estä ohjelmaa kääntymästä, mutta syystä tai 
toisesta kyseisessä kohdassa on jotain johon ohjelmoijan kannattaa kiinnittää huomiota. 
Tässä tapauksessa kutsu LoadLevel on vanhemman Unity-version kutsu ja siten vanhen-
tunut. Kääntäjä suosittelee käyttämään uutta SceneManagerin kutsua LoadScene. 
 
 
KUVA 31. Samoista virheistä ilmoitus unity3D editorissa 
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Kuvasta näkee unity3D ilmoittaman käännösvirheen, jos sitä ei ole huomannut koodiedi-
torissa. Käännösvirheet täytyy korjata, että peli voidaan suorittaa pelitestausta varten. Ta-
valliset varoitukset eivät estä pelin suorittamista.  
 
5.2 Pelitestaus 
 
Suurin osa ajasta käytetään testaamalla peliä pelaamalla sitä. Unity3D-editori tarjoaa hy-
vät työkalut tähän. Se sisältää oman pelitestausikkunan, jossa peliä voi suorittaa ilman, 
että se täytyisi rakentaa jokaisen muutoksen jälkeen, tämä ominaisuus tarjoaa myös tilas-
toikkunan, josta voi seurata ruudunpäivitysnopeutta, äänen tasoja, ja jos pelissä on mo-
ninpelimahdollisuus, verkon tilan seuraamisen. Eri pelielementtien tilaa voi seurata suo-
rituksen aikana inspector-ominaisuuden avulla. Kyseisellä ominaisuudella pystyy myös 
muokkaamaan elementtien tilaa ja arvoja manuaalisesti ja sitä kautta tutkia, miten muu-
tokset vaikuttavat peliin.  
 
Ohjelmointi ja testaus eivät ole kaksi erillistä osiota, jotka tehdään erikseen, vaan näiden 
välinen yhteystyö on hyvin tärkeää. Ominaisuudet täytyy aina testata ennen kuin voidaan 
jatkaa taas ohjelmointia. Tällöin saadaan palautetta ominaisuuksista, ja varmistetaan, että 
kaikki toimii kuten pitää. Usein eri ominaisuudet ovat riippuvaisia toisistaan, eli on hyvin 
tärkeää, että ne toimivat, ennen kuin jatketaan eteenpäin. 
 
 
KUVA 32. Unity-editorin testausikkuna 
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Kuvasta 32 näemme pelintestausikkunan, jossa peliä pystytään ajamaan ja tilaa seuraa-
maan, kuvassa on myös avattuna tilastoikkuna, josta näkee ruudunpäivitysnopeuden, ää-
nen tasoja, ja koska tässä pelissä ei ole moninpeliä, verkkotilastoja ei nähdä. Näiden ti-
lastojen avulla voidaan katsoa, jos jokin ominaisuus vaikuttaa esimerkiksi näytönpäivi-
tysnopeuteen niin paljon, että se laskee huomattavasti. Tällöin kyseistä ominaisuutta tai 
tapahtumaa kannattaa muokata siten, että peli pysyy pelikelpoisena, eikä tapahdu turhia 
hidastuksia.   
 
 
KUVA 33. Inspector-ominaisuus 
 
Inspectorin käyttö on tärkeä osa testausta, kuvassa on puunhakkuurakennuksen skripti. 
Siitä näemme rakennusajan, rakennuksen tasorajan, mitä resurssia ja kuinka paljon ky-
seinen rakennus tuottaa jne. Näitä tietoja pystytään muokkaamaan pelin suorituksen ai-
kana, ja ne näkyvät pelissä heti. Itse skriptiä ei ajon aikana pystytä muuttamaan, koska se 
vaatisi uuden käännöksen eikä editori kykene siihen. Nämä julkiset muuttujat ovat ainoat, 
jotka näkyvät ja ovat muokattavissa. Yksityiset eli Private-muuttujat eivät näy tässä in-
spectorissa, joten niitä ei pystytä muokkaamaan.  
 
 
KUVA 34. Loki ominaisuus 
 
Unity-editorissa on debug konsoli, joka ilmoittaa pelin suorituksen aikana virheistä. 
Yleensä tämä tapahtuu automaattisesti vain silloin, kun löytyy joitain olemattomia viit-
tauksia eli yritetään suorittaa jonkin toisen peliobjektin ohjelmakutsua, mutta kyseinen 
objekti ei ole määritetty tai on määritetty väärin. Tämän konsolin avulla voidaan koodista 
lähettää viestejä testaajalle, jos jokin asia ei toimi, mutta peli pystyy jatkamaan suoritusta. 
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Esimerkiksi ylläolevassa kuvassa on if-else lauseen loppu, jossa aliohjelma ilmoittaa lo-
kiin, että kyseinen aliohjelma on saanut virheellisen resurssityypin. Tämän jälkeen tes-
taaja voi tutkia tarkemmin, missä on ongelma, ja lopulta korjata virheen. 
 
 
KUVA 35. Debug-viesti konsolissa 
 
Kuvassa testaajalle on lähetetty ilmoitus kentän generoivalta aliohjelmalta, että se on 
aloittanut ja lopettanut kentän luomisen. Konsoliin pystytään lähettämään myös muuttu-
jien arvoja, jos inspectoria käytetään johonkin muuhun kyseisellä hetkellä. 
 
5.3 Tasapainotus 
 
Tasapainotus suoritetaan projektin loppupuolella kun on varmistettu, että kaikki ominai-
suudet toimivat halutulla tavalla. Tasapainotuksen yhteydessä saattaa tulla bugeja vas-
taan, mutta niiden määrän pitäisi olla vähäinen. Tällaisessa projektissa tasapainotus suo-
ritetaan pelaamalla peliä ja testataan eri pelitapoja. Tässä vaiheessa on myös hyvä muis-
taa, että pelin käyttölaitteita on monenlaisia, joten olisi hyvä testata peliä erilaisilla laite-
konfiguraatioilla. Tätä varten voi unityllä rakentaa pelin ja jakaa asennustiedosto eri lait-
teille ja testata miten peli toimii. Tämän jälkeen jos löydetään jokin tietty laitekohtainen 
bugi tai esimerkiksi peli on todella hidas tietynlaisilla laitteilla, voidaan tehdä vielä muu-
toksia koodiin. 
 
 
KUVA 36. Pelin rakennusvaihtoehtoja 
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Unity editori sisältää mahdollisuuden rakentaa peli usealle eri laitteelle. Unity tukee kaik-
kia suosituimpia käyttöjärjestelmiä, ja suurinta osaa markkinoilla olevista kaupallisista 
mobiili- ja konsolijärjestelmistä. Tämän vuoksi peliä on helppo testata melkein millä ta-
hansa haluamallaan laitteella. 
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6 JATKOKEHITYS 
 
Peliä ei ole vielä tämän dokumentin tekohetkellä julkaistu, mutta luvussa käsitellään pelin 
julkaisuun liittyviä käytännön asioita. Projektin kehitys jatkuu, ja luvussa käydään läpi 
myös tulevaisuudessa mahdollisia lisäominaisuuksia.  
 
6.1 Julkaisu 
 
Sovelluksen julkaisu Googlen Play – kaupassa on monivaiheinen prosessi. Prosessi alkaa 
kehittäjätilin luomisella Google Play Developer Console – palvelussa. Käyttäjätiliin tar-
vitaan muun muassa käyttäjän nimi, sähköposti ja katuosoite. Tämän jälkeen käyttäjän on 
hyväksyttävä Google Playn käyttöehdot ja maksettava 25 dollarin suuruinen rekisteröin-
timaksu. Kun maksu on hyväksytty, siitä ilmoitetaan käyttäjälle sähköpostitse. (Android 
Developers: Get Started with Publishing.) 
 
Jos tarkoitus on luoda maksullisia sovelluksia tai sovelluksia, joissa on sovelluksen sisäi-
siä ostoja tai tilauksia tarvitsee luoda Google Payments Merchant Account eli kauppiastili 
Google Play Developer Consolen Financial reports -sivulta. (Android Developers: Get 
Started with Publishing.) 
 
Uuden sovelluksen lisääminen alkaa valitsemalla Add new application Google Play De-
veloper Consolen All applications –sivulta (Google Support: Upload an app. 2016). Tä-
män jälkeen ilmestyy kuvan 37 kaltainen näkymä, jossa kysytään sovelluksen oletuskieli 
ja nimi. 
 
44 
 
 
KUVA 37. Uuden sovelluksen lisääminen Google Play -kauppaan 
 
Seuraavana valitaan Valmistele myymälän tiedot, joka tallentaa pelin oletuskielen ja ni-
men sovelluksen sivulle ja avaa pelin tiedot. Seuraavana pelin tietoihin lisätään lyhyt ja 
pitkä kuvaus kuvaamaan peliä. Kuvaukset näkyvät Google Play kaupassa. 
 
KUVA 38. Pelin lyhyen ja pitkän kuvauksen lisäys 
 
Kuvausten lisäämisen jälkeen sovellukseen voidaan lisätä ruutukaappauskuvia eri erilait-
teilla. Jos haluaa voi lisätä erilliset ruutukaappauskuvat puhelin, tabletti, Android TV ja 
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Android Wear – laitteilla. Lisäksi sovellukselle pitää valita kuvake ja ominaiskuva. Mah-
dollista on myös lisätä mainoskuva, TV-banneri ja mainosvideo. 
 
 
KUVA 39. Sovelluksen kuvakaappauksien, kuvakkeen ja muiden kuvien lisääminen 
 
Seuraavana suoritetaan sovelluksen luokittelu, yhteystietojen ja tietosuojakäytännön li-
säys. Sovelluksen luokittelussa valitaan sovelluksen tyyppi, luokka ja sisällön ikärajoitus. 
Yhteystietoihin voidaan lisätä sivusto kohtaan esimerkiksi sovelluksen kotisivu, sähkö-
posti ja puhelinnumero, sähköposti on pakollinen yhteystieto. Tietosuoja –kohdassa voi-
daan lisätä sovelluksen tietosuojakäytännön URL-osoite tai valita ettei halua lisätä tieto-
suojakäytännön URL-osoitetta. 
 
 
KUVA 40. Luokittelun, yhteystietojen ja tietosuojakäytännön lisääminen 
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Seuraavana valitaan Hinnoittelu ja jakelu sivuvalikosta. Hinnoittelu ja jakelu -näkymässä 
ilmoitetaan, onko sovellus maksullinen vai ilmainen, missä maissa sovellusta jaellaan, 
sisältääkö sovellus mainoksia vai ei. Toimiiko sovellus Android Wear, Android TV tai 
Android Auto -alustoilla. Sivulta löytyy myös muutama käyttäjäohjelmiin ja lupiin liitty-
vät osiot, joissa on myös muutamia asioita, kuten Google Play for Education ohjelma, 
joka on tarkoitettu opetussovelluksille. 
 
Tietojen täyttämisen jälkeen tulee lisätä sovelluksen APK-tiedosto, joka on Android-so-
vellusten tiedostotyyppi valitsemalla APK sivuvalikosta. APK-valikossa voidaan lisätä 
alfa- ja beta-testiversiot sekä kaikkien saatavilla oleva versio sovelluksesta. Jotta APK-
tiedoston voi lisätä Play -kauppaan, pitää tiedosto olla allekirjoitettu. Allekirjoittaminen 
onnistuu Unity Enginen avulla. Unity Enginen Build Settings -valikosta tarkistetaan, että 
alustaksi on valittu Android. Valitsemalla Player Settings Build Settings -valikon alareu-
nasta aukeaa editoriin PlayerSettings-valikko, jossa määritellään sovelluksen tiedot. Va-
likosta löytyy kohta Publishing Settings, jossa määritellään sovelluksen allekirjoittami-
seen liittyvät asetukset. (Unity Technologies: Android Player Settings. 2016o) 
 
 
KUVA 41. Publishing Settings -valikko 
 
Allekirjoittamisessa voidaan käyttää aikaisemmin luotua keystorea tai luoda uusi key-
store. Luotaessa uutta keystorea aktivoidaan Create New Keystore -valinta ja painetaan 
Browse Keystore, joka aukaisee ikkunan, jossa keystorelle valitaan nimi ja tallennus-
paikka. Tämän jälkeen syötetän salasana keystorelle. Ja valitaan Alias-pudotusvalikosta 
aukeava Create a new key -kohta, joka avaa uuden avaimen luontityökalun. (Unity Tech-
nologies: Android Player Settings. 2016o) 
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KUVA 42. Uuden avaimen luontityökalu 
 
Uuden avaimen luomistyökaluun kirjoitetaan vaaditut tiedot ja painetaan oikeasta alakul-
masta Create Key, joka luo avaimen. Lopuksi syötetään Password –kenttään avaimen sa-
lasana. 
 
Jos sovelluksen koko on yli 100MB tarvitsee valita Split Application Binary -valinta-
ruutu. Split Application Binary valinta mahdollistaa yli 100MB kokoisten sovellusten 
luomisen. Toiminto jakaa paketin alle 100MB kokoiseen perusosaan ja maksimissaan 
kahteen 2 GB:n kokoiseen lisätiedostoon, jotka ladataan sovelluksen lataamisen jälkeen. 
( Android Developers: APK Expansion Files.) 
 
Julkaisuasetusten ja muiden sovelluksen asetusten ollessa kunnossa voidaan kääntää ja 
allekirjoittaa APK-tiedosto. Valitaan Build Settings ja painetaan oikean alakulman Build-
painiketta, joka pyytää tiedoston nimeä ja tallennussijaintia. Tämän jälkeen alkaa APK-
tiedoston kääntämis- ja allekirjoitustoiminnot. 
 
6.2 Lisäominaisuudet 
 
Julkaisun jälkeen pelin kehitys ei yleensä pääty. Kuten usein on tilanne tavallisten ohjel-
mistojen kanssa, voidaan peliä jatkokehittää. Voidaan lisätä uusia ominaisuuksia, voidaan 
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muuttaa pelin tasapainoa käyttäjien palautteen perusteella, ja jos löytyy bugeja, jotka ovat 
jääneet testauksen aikana huomaamatta, ne voidaan korjata.  
 
Tähän projektiin on suunniteltu ominaisuuksia, joita voitaisiin lisätä julkaisun jälkeen. 
Suunnitelmissa olisi kehittää jonkinlainen päivittäinen tehtäväjärjestelmä, eli pelaaja saa 
päivittäin jonkin pienen tehtävän suoritettavakseen, esim. päivitä jokin rakennus, tai avaa 
uusia ruutuja. Tästä käyttäjä saisi palkinnokseen pienen määrän timantteja. Tämän omi-
naisuuden avulla pelaajalla olisi jokin syy palata takaisin peliin joka päivä.  
 
Muita ideoita ovat uudet resurssit, joita käyttäjä voi kerätä, ja saavutukset, joita pelaaja 
voisi tavoitella, nämä saavutukset voivat olla esimerkiksi kaikkien ruutujen avaaminen, 
jonkin rakennuksen päivittäminen maksimitasolle tai käyttäjä on kerännyt suuren määrän 
resursseja. 
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7 POHDINTA 
 
Työtä tehdessä sai selkeän kuvan mobiilipelin kehityksen eri vaiheista suunnittelusta jul-
kaisuun. Projektissa käytetyt työkalut olivat ennestään tuttuja, joka helpotti työn teke-
mistä. Jos työkalut olisivat olleet täysin tuntemattomia, olisi projektiin kulunut aika ollut 
huomattavasti suurempi, koska lähes kaikki työkaluihin liittyvä olisi pitänyt ensin ope-
tella.  
 
Projekti eteni pääosin tehdyn suunnitelman mukaan. Joitakin ominaisuuksia päätettiin 
kuitenkin karsia työn edetessä. Kun huomattiin, etteivät niiden luoma pelikokemus ole 
halutun kaltainen. Työssä huomasi hyvin kuinka paljon mobiilipelin tekemisen eri vai-
heisiin kuluu aikaa. 
 
Työn tuloksena saatiin ominaisuuksiltaan melkein valmis mobiilipeli. Projektista puuttuu 
tallennus- ja latausominaisuus, joka mahdollistaa pelin toimimisen myös suljettuna. 
Vaikka peliä ei vielä saatu julkaistua, julkaisuprosessi selvitettiin hyvin, joten kun jul-
kaisu tapahtuu, se onnistuu hyvin nopeasti.  
 
Projektia on mahdollista jatkaa myös tulevaisuudessa lisäämällä erilaisia lisäominaisuuk-
sia ja korjaamalla mahdollisia ongelmia. Peli on myös mahdollista kääntää muille alus-
toille esimerkisi iOS-käyttöjärjestelmälle. Tällöin julkaisuprosessi on erilainen, ja tes-
tauksessa täytyy myös ottaa alusta huomioon. Jos pelistä tulee hyvin suosittu, se voi tuot-
taa suuria määriä rahaa, jota voi käyttää jatkokehityksessä. 
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