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Disclaimer for the Reader
This is an extract of my Master thesis titled “ltl and Past ltl on Finite
Traces for Planning and Declarative Process Mining”. The thesis was carried
out in 2018 at Sapienza University under the supervision of Prof. Giuseppe
De Giacomo. Since then, some tools developed in the thesis have been
updated to major releases. Therefore, some of statements present in this
extract may be referring to older releases of such tools.
1 Introduction
In this report, we will define a new approach to the problem of non deter-
ministic planning for extended temporal goals. In particular, we will give
a solution to this problem reducing it to a fully observable non determinis-
tic (fond) planning problem and taking advantage of the ltlf2dfa
1 tool.
First of all, we will introduce the main idea and motivations supporting our
approach. Then, we will give some preliminaries explaining the Planning
Domain Definition Language (pddl) language and the fond planning prob-
lem formally. After that, we will illustrate our fond4ltlf/pltlf (available
online at http://fond4ltlfpltl.diag.uniroma1.it/) approach with the encoding
of temporal goals into a pddl domain and problem. Finally, we will present
some of the results obtained through the application of the proposed solu-
tion.
1http://ltlf2dfa.diag.uniroma1.it/
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2 Idea and Motivations
Planning for temporally extended goals with deterministic actions has been
well studied during the years starting from (Bacchus and Kabanza, 1998)
and (Doherty and Kvarnstram, 2001). Two main reasons why temporally
extended goals have been considered over the classical goals, viewed as a
desirable set of final states to be reached, are because they are not limited
in what they can specify and they allows us to restrict the manner used by
the plan to reach the goals. Indeed, temporal extended goals are fundamen-
tal for the specification of a collection of real-world planning problems. Yet,
many of these real-world planning problems have a non-deterministic be-
havior owing to unpredictable environmental conditions. However, planning
for temporally extended goals with non-deterministic actions is a more chal-
lenging problem and has been of increasingly interest only in recent years
with (Camacho et al., 2017; De Giacomo and Rubin, 2018).
In this scenario, we have devised a solution to this problem that exploits
the translation of a temporal formula to a dfa, using ltlf2dfa. In partic-
ular, our idea is the following: given a non-deterministic planning problem
and a temporal formula, we first obtain the corresponding dfa of the tem-
poral formula through ltlf2dfa, then, we encode such a dfa into the non-
deterministic planning domain. As a result, we have reduced the original
problem to a classic fond planning problem. In other words, we compile ex-
tended temporal goals together with the original planning domain, specified
in pddl, which is suitable for input to standard (fond) planners.
3 Preliminaries
In this section, we will give some basics on the pddl specification language
for domains and problems of planning and a general formalization of fond
planning.
3.1 pddl
As stated before, pddl is the acronym for Planning Domain Definition Lan-
guage, which is the de-facto standard language for representing “classical”
planning tasks. A general planning task has the following components:
• Objects: elements in the world that are of our interest;
• Predicates: objects properties that can be true or false;
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• Initial state: state of the world where we start;
• Goal state: things we want to be true;
• Action/Operator: rule that changes the state.
Moreover, planning tasks are composed by two files: the domain file where
are defined predicates and actions and a problem file where are defined
objects, the initial state and the goal specification.
3.1.1 The domain file
The domain definition gives each domain a name and specifies predicates
and actions available in the domain. It might also specify types, constants
and other things. A simple domain has the following format:
1 (define (domain DOMAIN_NAME)
2 (:requirements [:strips] [:equality] [:typing] [:adl] ...)
3 [( :types T1 T2 T3 T4 ...)]
4 (:predicates (PREDICATE_1_NAME [?A1 ?A2 ... ?AN])
5 (PREDICATE_2_NAME [?A1 ?A2 ... ?AN])
6 ...)
7
8 (:action ACTION_1_NAME
9 [:parameters (?P1 ?P2 ... ?PN)]
10 [:precondition PRECOND_FORMULA]
11 [:effect EFFECT_FORMULA]
12 )
13 (:action ACTION_2_NAME
14 ...)
15 ...)
where [] indicates optional elements. To begin with, any pddl domain defi-
nition must declare its expressivity requirements given after the :requirements
key. The basic pddl expressivity is called strips2, whereas a more complex
one is the Action Description Language (adl), that extends strips in sev-
eral ways, such as providing support for negative preconditions, disjunctive
preconditions, quantifiers, conditional effects etc.. Nevertheless, many plan-
ners do not support full adl because creating plans efficiently is not trivial.
Although the presence of this limitation, the pddl language allows us to use
2strips stands for STanford Research Institute Problem Solver, which is a formal
language of inputs to the homonym automated planner developed in 1971.
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only some of the adl features. Furthermore, there are also other require-
ments often used that can be specified as equality, allowing the usage of
the predicate = interpreted as equality, and typing allowing the typing of
objects. As we will explain later, our practical implementation supports, so
far, only simple adl, namely conditional effects in domain’s operators which
do not have any nested subformula.
Secondly, there is the predicates definition after the :predicates key.
Predicates may have zero or more parameters variables and they specify
only the number of arguments that a predicate should have. Moreover, a
predicate may also have typed parameters written as ?X -- TYPE OF X.
Thirdly, there is a list of action definitions. An action is composed by
the following items:
• parameters: they stand for free variables and are represented with a
preceding question mark ?;
• precondition: it tells when an action can be applied and, depending
on given requirements, it could be differently defined (i.e. conjunctive
formula, disjunctive formula, quantified formula, etc.);
• effect : it tells what changes in the state after having applied the action.
As for the precondition, depending on given requirements, it could
be differently defined (i.e. conjunctive formula, conditional formula,
universally quantified formula, etc.)
In particular, in pure strips domains, the precondition formula can be
one of the following:
• an atomic formula as (PREDICATE NAME ARG1 ... ARG N)
• a conjunction of atomic formulas as (and ATOM1 ... ATOM N)
where arguments must either be parameters of the action or constants.
If the domain uses the :adl or :negated-precondition an atomic for-
mula could be expressed also as (not (PREDICATE NAME ARG1 ... ARG N)).
In addition, if the domain uses :equality, an atomic formula may also be
of the form (= ARG1 ARG2).
On the contrary, in adl domains, a precondition formula could be one
of the following:
• a general negation as (not CONDITION FORMULA)
• a conjunction of condition formulas as (and CONDITION FORMULA1 ...
CONDITION FORMULA N)
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• a disjunction of condition formulas as (or CONDITION FORMULA1 ...
CONDITION FORMULA N)
• an implication as (imply CONDITION FORMULA1 ... CONDITION FORMULA N)
• an implication as (imply CONDITION FORMULA1 ... CONDITION FORMULA N)
• a universally quantified formula as (forall (?V1 ?V2 ...) CONDITION FORMULA)
• an existentially quantified formula as (exists (?V1 ?V2 ...)
CONDITION FORMULA)
The same division can be carried out with effects formulas. Specifically,
in pure strips domains, the precondition formula can be one of the follow-
ing:
• an added atom as (PREDICATE NAME ARG1 ... ARG N)
• a deleted atom as (not (PREDICATE NAME ARG1 ... ARG N))
• a conjunction of effects as (and ATOM1 ... ATOM N)
On the other hand, in an adl domains, an effect formula can be expressed
as:
• a conditional effect as (when CONDITION FORMULA EFFECT FORMULA),
where the EFFECT FORMULA is occur only if the CONDITION FORMULA
holds true. A conditional effect can be placed within quantification
formulas.
• a universally quantified formula as (forall (?V1 ?V2 ...) EFFECT FORMULA)
As last remark that we will deepen later in Section 3.2, when the pddl
domain has non-deterministic actions, the effect formula of those actions ex-
presses the non-determinism with the keyword oneof as (oneof (EFFECT FORMULA 1)
...
(EFFECT FORMULA N).
In the following, we show a simple example of pddl domain.
Example 3.1. A simple pddl domain the Tower of Hanoi game. This game
consists of three rods and n disks of different size, which can slide into any
rods. At the beginning, disks are arranged in a neat stack in ascending order
of size on a rod, the smallest on the top. The goal of the game is to move
the whole stack to another rod, following three rules:
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• one disk at a time can be moved;
• a disk can be moved only if it is the uppermost disk on a stack;
• no disk can be placed on top of a smaller disk.
1 (define (domain hanoi) ;comment
2 (:requirements :strips :negative-preconditions :equality)
3 (:predicates (clear ?x) (on ?x ?y) (smaller ?x ?y) )
4 (:action move
5 :parameters (?disc ?from ?to)
6 :precondition (and
7 (smaller ?disc ?to) (smaller ?disc ?from)
8 (on ?disc ?from)
9 (clear ?disc) (clear ?to)
10 (not (= ?from ?to))
11 )
12 :effect (and
13 (clear ?from)
14 (on ?disc ?to)
15 (not (on ?disc ?from))
16 (not (clear ?to))
17 )
18 )
19 )
The pddl domain file of the Tower of Hanoi is quite simple. Indeed, it
consists of only one action (move) and only a few predicates. Firstly, the
name given to this domain is hanoi. Then, there have been specified re-
quirements as :strips, :negative-preconditions and :equality. After
that, at line 3, there is the definition of all predicates involved in the pddl
domain. In particular, there are three predicates to describe if the top of
a disk is clear, which disk is on top of another and, finally, which disk is
smaller than another. Finally, there is the move action declaration with its
parameters, its precondition formula and its effect formula.
3.1.2 The problem file
After having examined how a pddl domain is defined, we can see the for-
mulation of a pddl problem. A pddl problem is what a planner tries to
solve. The problem file has the following format:
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1 (define (problem PROBLEM_NAME)
2 (:domain DOMAIN_NAME)
3 (:objects OBJ1 OBJ2 ... OBJ_N)
4 (:init ATOM1 ATOM2 ... ATOM_N)
5 (:goal CONDITION_FORMULA)
6 )
At first glance, we can notice that the problem definition includes the specifi-
cation of the domain to which it is related. Indeed, every problem is defined
with respect to a precise domain. Then, there is the object list which could
be typed or untyped. After that, there are the initial and goal specification,
respectively. The former defines what is true at the beginning of the plan-
ning task and it consists of ground atoms, namely predicates instantiated
with previously defined objects. Finally, the goal description represents the
formula, consisting of instantiated predicates, that we would like to achieve
and obtain as a final state. In the following, we show a simple example of
pddl problem.
Example 3.2. In this example, we show a possible pddl problem for the
Tower of Hanoi game for which we have shown the domain in the Example
3.1.
1 (define (problem hanoi-prob)
2 (:domain hanoi)
3 (:objects rod1 rod2 rod3 d1 d2 d3)
4 (:init
5 (smaller d1 rod1) (smaller d2 rod1) (smaller d3 rod1)
6 (smaller d1 rod2) (smaller d2 rod2) (smaller d3 rod2)
7 (smaller d1 rod3) (smaller d2 rod3) (smaller d3 rod3)
8 (smaller d2 d1) (smaller d3 d1) (smaller d3 d2)
9 (clear rod2) (clear rod3) (clear d1)
10 (on d3 rod1) (on d2 d3) (on d1 d2))
11 (:goal (and (on d3 rod3) (on d2 d3) (on d1 d2)))
12 )
At line 3, we have three rods and three disks. At the beginning, all instanti-
ated predicates that are true are mentioned. If a predicate is not mentioned,
it is considered to be false. In the initial situation there have been specified
all possible movements with the smaller predicate, the disks are one on
top of the other in ascending order on rod1 whereas the other two rods are
clear. In addition, the goal description is a conjuctive formula requiring
disks on a stack on the rod3.
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Once both pddl domain and a problem are specified, they are given as
input to planners.
3.2 Fully Observable Non Deterministic Planning
In this section, we formally define what Fully Observable Non Deterministic
Planning (fond) is giving some notions and definitions. Initially, we re-
call some concepts of “classical” planning while assuming the reader to be
acquainted with basics of planning.
Given a pddl specification with a domain and its corresponding problem,
we would like to solve this specification in order to find a sequence of actions
such that the goal formula holds true at the end of the execution. A plan
is exactly that sequence of actions which leads the agent to achieve the goal
starting from the initial state. Formally, we give the following definition.
Definition 3.1. A planning problem is defined as a tuple P “ xΣ, s0, gy,
where:
• Σ is the state-transition system;
• s0 is the initial state;
• g is the goal state.
Given the above Definition 3.1, we can formally define what a plan is.
Definition 3.2. A plan is any sequence of actions σ “ xa1, a2, . . . , any such
that each ai is a ground instance of an operator defined in the domain
description.
Moreover, we have that:
Definition 3.3. A plan is a solution for P “ xΣ, s0, gy, if it is executable
and achieves g.
Furthermore, a “classical” planning problem, just defined, is given under
the assumptions of fully observability and determinism. In particular, the
former means that the agent can always see the entire state of the environ-
ment whereas the latter means that the execution of an action is certain,
namely any action that the agent takes uniquely determines its outcome.
Unlike the “classical” planning approach, in this thesis we focus on Fully
Observable Non Deterministic (fond) planning. Indeed, we continue rely-
ing on the fully observability, but losing the determinism. In other words,
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in fond planning we have the uncertainty on the outcome of an action ex-
ecution. As anticipated in Section 3.1, the uncertainty of the outcome of
an operator execution is syntactically expressed, in pddl, with the keyword
oneof. To better capture this concept, we give the following example.
Example 3.3. Here, we show as example the put-on-block operator of
the fond version of the well-known blocksworld pddl domain.
1 (:action put-on-block
2 :parameters (?b1 ?b2 - block)
3 :precondition (and (holding ?b1) (clear ?b2))
4 :effect (oneof (and (on ?b1 ?b2) (emptyhand) (clear ?b1)
5 (not (holding ?b1)) (not (clear ?b2)))
6 (and (on-table ?b1) (emptyhand) (clear ?b1)
7 (not (holding ?b1)))
8 )
9 )
The effect of the put-on-block is non deterministic. Specifically, the action
is executed every time the agent is holding a block and another block is
clear on the top. The effect can be either that the block is put on top of the
other block or that the block is put on table. This has to be intended as an
aleatory event. Indeed, the agent does not control the operator execution
result.
Additionally, a non-deterministic action a with effect oneofpE1, . . . , Enq
can be intended as a set of deterministic actions tb1, . . . , bnu, sharing the
same precondition of a, but with effects E1, . . . , En, respectively. Hence, the
application of action a turns out in the application of one of the actions bi,
chosen non-deterministically.
At this point, we can formally define the fond planning. Following
(Ghallab et al., 2004) and (Geffner and Bonet, 2013), we give the following
definition:
Definition 3.4. A non-deterministic domain is a tuple D “ x2F , A, s0, %, αy
where:
• F is a set of fluents (atomic propositions);
• A is a set of actions (atomic symbols);
• 2F is the set of states;
• s0 is the initial state (initial assignment to fluents);
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• αpsq Ď A represents action preconditions;
• ps, a, s1q P % with a P αpsq represents action effects (including frame
assumptions).
Such domain D is assumed to be represented compactly (e.g. in pddl),
therefore, considering the size of the domain as the cardinality of F . In-
tuitively, the evolution of a non-deterministic domain is as follows: from a
given state s, the agent chooses what action a P αpsq to execute, then, the
environment chooses a successor state s1 with ps, a, s1q P %. To this extent,
planning can also be seen as a game between two players: the agent tries
to force eventually reaching the goal no matter how the environment be-
haves. Moreover, the agent can execute an action having the knowledge of
all history of states so far.
Now, we can define the meaning of solving a fond planning problem on
D. A trace of D is a finite or infinite sequence s0, a0, s1, a1, . . . where s0 is
the initial state, ai P αpsiq and si`1 P %psi, aiq for each si, ai in the trace.
Solutions to a fond problem P are called strategies (or policies). A
strategy pi is defined as follows:
Definition 3.5. Given a fond problem P, a strategy pi for P is a partial
function defined as:
pi : p2F q` Ñ A (1)
such that for every u P p2F q`, if pipuq is defined, then pipuq P αplastpuqq,
namely it selects applicable actions, whereas, if pipuq is undefined, then
pipuq “ K.
A trace τ is generated by pi (often called pi-trace) if the following holds:
• if s0, a0, . . . , si, ai is a prefix of τ , then pips0, s1, . . . , siq “ ai;
• if τ is finite, i.e. τ “ s0, a0, . . . , an´1, sn, then pips0, s1, . . . , siq “ K.
For fond planning problems, in (Cimatti et al., 2003), are defined differ-
ent classes of solutions. Here we examine only two of them, namely strong
solution and strong cyclic solutions. In the following, we give their formal
definitions.
Definition 3.6. A strong solution is a strategy that is guaranteed to achieve
the goal regardless of non-determinism.
Definition 3.7. Strong cyclic solutions guarantee goal reachability only
under the assumption of fairness. In the presence of fairness it is supposed
that all action outcomes, in a given state, would occur infinitely often.
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Obviously, strong cyclic solutions are less restrictive than a strong so-
lution. Indeed, as the name suggests, a strong cyclic solution may revisit
states. However, in this thesis we will focus only on searching strong so-
lutions. As final remark, when searching for a strong solution to a fond
problem we refer to fondsp.
In the next section, we will generalize the concept of solving fond plan-
ning problems with extended temporal goals, describing the step by step
encoding process of those temporal goals in the fond domain, written in
pddl.
4 The fond4ltlf/pltlf approach
As written in Section 2, planning with extended temporal goals has been
considered over the representation of goals in classical planning to capture
a richer class of plans where restrictions on the whole sequence of states
must be satisfied as well. In particular, differently from classical planning,
where the goal description can only be expressed as a propositional formula,
in planning for extended temporal goals the goal description may have the
same expressive power of the temporal logic in which the goal is specified.
This enlarges the general view about planning. In other words, extended
temporal goals specify desirable sequences of states and a plan exists if its
execution yields one of these desirable sequences (Bacchus and Kabanza,
1998).
In this thesis, we propose a new approach, called fond4ltlf/pltlf ,
that uses ltlf and pltlf formalisms as temporal logics for expressing ex-
tended goals. To better understand the powerful of planning with extended
temporal goals we give the following example.
Example 4.1. Considering the well known triangle tireworld fond
planning task. The objective is to drive from one location to another, how-
ever while driving a tire may be going flat. If there is a spare tire in the
location of the car, then the car can use it to fix the flat tire. The task
in depicted in Figure 1, where there are locations arranged as a triangle,
arrows representing roads and circles meaning that in a location there is a
spare tire.
A possible classical goal can be G “ vehicleAtpl31q, namely a proposi-
tional formula saying something only about what have to be true at the end
of the execution. In the case of G, we exclusively require that the vehicle
should be in location l31.
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l11
l12 l21
l13 l22 l31
l14 l23 l32 l41
Figure 1: A possible Triangle Tireworld task. Locations marked with a
circle have a spare tire, arrows represent possible directions
On the contrary, a goal specification expressed with temporal formalism
such as pltlf could be ϕ “ vehicleAtpl13q ^ ♦´pvehicleAtpl23qq. Such a
specification requires to reach position l13, imposing the passage through
position l23 before reaching the goal.
Planning for ltlf and pltlf goals slightly changes the definitions given
in Section 3.2. In the following, we give the modified definitions of the
concepts seen before.
Definition 4.1. Given a domain D and an ltlf/pltlf formula ϕ over
atoms F Y A, a strategy pi is a strong solution to D for goal ϕ, if every
pi-trace is finite and satisfies ϕ.
About complexity of fondsp, we have the following Theorems.
Theorem 4.1. (De Giacomo and Rubin, 2018) Solving fondsp for ltlf
goals is:
• exptime-complete in the size of the domain;
• 2exptime-complete in the size of the goal.
Furthermore, if the goal has the form of ♦G, i.e. is a reachability goal,
the cost with respect to the goal becomes polynomial because it is just a
propositional evaluation. If for a given ltlf goal the determinization step
does not cause a state explosion, the complexity with respect to the goal is
exptime. On the contrary, if G is a pltlf formula, from results in De Gia-
como and Rubin (2018), we can only say that the complexity is 2exptime
in the size of the goal. Even though we remark that the investigation on
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planning for pltlf goals may have a computational advantage since pltlf
formulas can be reduced to dfa in single exponential time (vs. double-
exponential time of ltlf formulas) (Chandra et al., 1981), computing the
hardness is not obvious because we should evaluate the formula only after
the ♦ operator.
4.1 Idea
Our fond4ltlf/pltlf approach works as follows: given a non-deterministic
planning domain D, an initial state s0 and an ltlf or pltlf goal formula
ϕ (whose symbols are ground predicates), we first obtain the corresponding
dfa of the temporal formula through ltlf2dfa, then, we encode such a dfa
into the non-deterministic planning domain D. As a result, we will have a
new domain D1 and a new problem P 1 that can be considered and solved as
a classical fond planning problem.
The new approach, carried out in this thesis, stems from the research in
De Giacomo and Rubin (2018), that, basically, proposes automata-theoretic
foundations of fond planning for ltlf goals. In particular, they compute
the cartesian product between the dfa corresponding to the domain D (AD)
and the dfa corresponding to ϕ (Aϕ), thus, solving a dfa game on ADˆAϕ,
i.e. find, if exists, a trace accepted by AD ˆAϕ.
However, unlike what has been done in De Giacomo and Rubin (2018),
we split transitions containing the action and its effect in order to have them
separately. The reason for this separation is that having both the action and
its effect on the same transition is not suitable on a practical perspective.
Hence, we have devised a solution in which we run AD and Aϕ separately,
but combining them into a single unique transition system. To achieve this,
we move AD and Aϕ alternatively by introducing an additional predicate,
which we will call turnDomain, that is true when we should move AD and
is false when we should move Aϕ. In the following, we give an example to
better understand the solution put in place in this thesis.
Example 4.2. Let us consider the simplified version of the classical Yale
shooting domain (Hanks and McDermott, 1986) as in De Giacomo and Ru-
bin (2018), where we have that the turkey is either alive or not and the
actions are shoot and wait with the obvious effects, but with a gun that can
be faulty. Specifically, shooting with a (supposedly) working gun can either
end in killing the turkey or in the turkey staying alive and the discovery
that the gun is not working properly. On the other hand, shooting (with
care) with a gun that does not work properly makes it work and kills the
turkey. The cartesian product AD ˆAϕ with ϕ “ ♦ a is as follows:
13
init
0
a,w
0
a, not w
0
not a, 
w
1start, a,w
shoot, a, not w
shoot, not a, w
shoot, not a, w
wait, a,w wait/shoot
not a,w
Figure 2: The dfa corresponding to AD ˆ Aϕ. Symbol a stands for alive
and w for working
As we can see in Figure 2, each transition reads both the action and its
effect. This is not suitable for a practical implementation. Thus, we do not
perform the cartesian product between the two automata. On the contrast,
we build a transition system as in Figure 3.
a,w,t
0
not a, 
w, not t
0
not a, 
w, not t
1
not a, 
w,t
1
a, not w
not t
0
a,w,
not t
0
wait
shoot
shoot trans wait/shoot
trans
trans
trans
Figure 3: The new transition system corresponding to the Yale shooting
domain. Symbol a stands for alive, w for working and t for turnDomain
The transition system, shown in Figure 3, expresses the new domain D1
that has a perfect alternation of transitions. In particular, actions of the
initial domain D alternates with a special action, that we called trans, rep-
resenting the movement done by Aϕ. Moreover, it is important to notice the
usage of the added predicate turnDomain allowing us to alternate between
general actions and the new action trans.
In the next section, we will explain how the new domain D1 and the new
problem P 1 can be written in pddl by showing the encoding of ltlf/pltlf
goals in pddl.
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4.2 Encoding of ltlf/pltlf goals in pddl
In this section, we describe the process of obtaining the new domain D1 and
the new problem P 1, both specified in pddl. The original pddl domain D
and the associated original problem P change when introducing ltlf/pltlf
goals. In particular, what changes is the way we encode our ltlf/pltlf
formula in pddl. Firstly, we employ our ltlf2dfa tool to convert the given
goal formula ϕ into the corresponding dfa. Then, we encode, in a specific
way, the resulting dfa automaton in pddl modifying the original domain D
and problem P.
Translation of dfas in pddl in Domain D
In order to explain the translation technique of a dfa to pddl, we assume
to already have the dfa generated by ltlf2dfa. We recall that such a dfa
is formally defined as follows:
Definition 4.2. A dfa is a tuple A “ xΣ, Q, q0, δ, F y, where:
• Σ “ ta0, a1, . . . , anu is a finite set of symbols;
• Q “ tq0, q1, . . . , qmu is the finite set of states;
• q0 P Q is the initial state;
• δ : Qˆ Σ Ñ Q is the transition function;
• F Ď Q is the set of final states;
Specifically, since the automaton A corresponds to the goal formula
ϕ, which has grounded predicates as symbols, we can represent them as
ta0po0, . . . , ojq, . . . , anpo0, . . . , owqu, where o0, . . . , ok P O and 0 ď j, w ď k
represents objects present in the problem P. To capture the general repre-
sentation of ϕ in D, we have to modify A to Aˆ performing a transformation
explained below. We give the following definitions.
Definition 4.3. Aˆ is a tuple Aˆ “ xΣˆ, Qˆ, qˆ0, δˆ, Fˆ y, where:
• Σˆ “ taˆ0, aˆ1, . . . , aˆnu is a finite set of symbols;
• Qˆ “ tqˆ0, qˆ1, . . . , qˆmu is the finite set of states;
• qˆ0 P Qˆ is the initial state;
• δˆ : Qˆˆ Σˆ Ñ Qˆ is the transition function;
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• Fˆ Ď Qˆ is the set of final states;
Definition 4.4. Given the set of dfa symbols Σ, we define a mapping
function m as follows:
m : O Ñ V (2)
whereO is the set of objects to0, . . . , oku and V is a set of variables tx0, . . . , xku
The transformation from A and Aˆ is carried out with the mapping func-
tion m as follows:
• Σˆ “ taˆ0, . . . , aˆnu, where aˆi .“ aipx0, . . . , xjq and x0, . . . , xj Ď V;
• Qˆ “ tqˆ0, . . . , qˆmu, where qˆi .“ qipx0 . . . , xkq.
Then, qˆ0, δˆ and Fˆ are modified accordingly.
Once the transformation is done, we have obtained a parametric dfa,
which is a general representation with respect to the original one. After
that, for representing the dfa transitions in the domain D, we should encode
the new transition function δˆ into pddl. To this extent, the δˆ function is
represented as a new pddl operator, called trans having these properties:
• all variables in V are parameters;
• the negation of the turnDomain predicate is a precondition;
• effects represent the δˆ function.
Moreover, effects are expressed as conditional effects. The general encoding
would be as follows:
Action trans :
parameters : px0, . . . , xkq, where xi P V
p r e c o n d i t i o n s :  turnDomain
e f f e c t s : when pqipx0, . . . , xkq ^ aˆjq then pδˆpqˆi, aˆjq “ q1ipx0, . . . , xkq ^
p q,@q P Qˆ s.t. q ‰ q1iq ^ turnDomainq, @i, j : 0 ď i ď m, 0 ď j ď n
Additionally, in pddl, especially in the effect formula of a conditional
effect, we should specify that if the automaton is in a state, it is not in other
states. This is captured by adding the negation of all other automaton
states. In the following, we give an example showing the translation of dfas
to pddl step-by-step.
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Example 4.3. Let us consider the goal formula ϕ “ ♦ponpd3, rod3qq for
the Tower of Hanoi planning problem. The predicate on is instantiated on
objects d3 and rod3. By applying the mapping function m we have the
corresponding variables and ϕ becomes ϕpx1, x2q “ ♦ponpx1, x2qq, where we
know that x1 “ fpd3q and x2 “ fprod3q. In this case, the modified dfa
A1 is depicted in Figure 4. At this point, consider the new dfa, the trans
q1(x1, x2)
<latexit sha1_base64="K 56ojH5Log7n9w4gYluOVGEgYTI=">AAAB83icbZDLSgMxF IbPeK31VnXpJliEClIm3eiy4MZlBXuBdhgyaaYNzWTGJCO tQ1/DjQtF3PoOPoMLwbcxvSy09YfAx3/O4Zz8QSK4Nq77 7aysrq1vbOa28ts7u3v7hYPDho5TRVmdxiJWrYBoJrhkdc ONYK1EMRIFgjWDwdWk3rxnSvNY3ppRwryI9CQPOSXGWp07 H5eGPj4f+pUzv1B0y+5UaBnwHIrV3MPXBwDU/MJnpxvTN GLSUEG0bmM3MV5GlOFUsHG+k2qWEDogPda2KEnEtJdNbx6 jU+t0URgr+6RBU/f3REYirUdRYDsjYvp6sTYx/6u1UxNee hmXSWqYpLNFYSqQidEkANTlilEjRhYIVdzeimifKEKNjSl vQ8CLX16GRqWMLd/gYrUEM+XgGE6gBBguoArXUIM6UEjg EZ7hxUmdJ+fVeZu1rjjzmSP4I+f9B2FQkrw=</latexit><latexit sha1_base64="2 aTX8Rzz6lby6xAEZUs2BsPG2z8=">AAAB83icbZDLSgMxF IbPeG3rrerSTbAIFaRMutFlwY3LivYCbRkyaaYNzWTGJCO tQ1/DjQtF3Pok7lwIvo3pZaGtPwQ+/nMO5+T3Y8G1cd1v Z2V1bX1jM5PNbW3v7O7l9w/qOkoUZTUaiUg1faKZ4JLVDD eCNWPFSOgL1vAHl5N6454pzSN5a0Yx64SkJ3nAKTHWat95 uDj08NnQK596+YJbcqdCy4DnUKhkHr4+bqrZqpf/bHcjm oRMGiqI1i3sxqaTEmU4FWycayeaxYQOSI+1LEoSMt1Jpze P0Yl1uiiIlH3SoKn7eyIlodaj0LedITF9vVibmP/VWokJL jopl3FimKSzRUEikInQJADU5YpRI0YWCFXc3oponyhCjY0 pZ0PAi19ehnq5hC1f40KlCDNl4AiOoQgYzqECV1CFGlCI 4RGe4cVJnCfn1Xmbta4485lD+CPn/QdWOZNz</latexit><latexit sha1_base64="2 aTX8Rzz6lby6xAEZUs2BsPG2z8=">AAAB83icbZDLSgMxF IbPeG3rrerSTbAIFaRMutFlwY3LivYCbRkyaaYNzWTGJCO tQ1/DjQtF3Pok7lwIvo3pZaGtPwQ+/nMO5+T3Y8G1cd1v Z2V1bX1jM5PNbW3v7O7l9w/qOkoUZTUaiUg1faKZ4JLVDD eCNWPFSOgL1vAHl5N6454pzSN5a0Yx64SkJ3nAKTHWat95 uDj08NnQK596+YJbcqdCy4DnUKhkHr4+bqrZqpf/bHcjm oRMGiqI1i3sxqaTEmU4FWycayeaxYQOSI+1LEoSMt1Jpze P0Yl1uiiIlH3SoKn7eyIlodaj0LedITF9vVibmP/VWokJL jopl3FimKSzRUEikInQJADU5YpRI0YWCFXc3oponyhCjY0 pZ0PAi19ehnq5hC1f40KlCDNl4AiOoQgYzqECV1CFGlCI 4RGe4cVJnCfn1Xmbta4485lD+CPn/QdWOZNz</latexit><latexit sha1_base64="l DKGwnJ2obTsKK07qYtZdMVnKQA=">AAAB83icbZDLSgMxF IbP1Futt6pLN8EiVJAy6UaXBTcuK9gLtMOQSTNtaCYzJhl pGfoablwo4taXcefbmLaz0NYfAh//OYdz8geJ4Nq47rdT 2Njc2t4p7pb29g8Oj8rHJ20dp4qyFo1FrLoB0UxwyVqGG8 G6iWIkCgTrBOPbeb3zxJTmsXww04R5ERlKHnJKjLX6jz6u Tnx8NfHrl3654tbchdA64BwqkKvpl7/6g5imEZOGCqJ1D 7uJ8TKiDKeCzUr9VLOE0DEZsp5FSSKmvWxx8wxdWGeAwlj ZJw1auL8nMhJpPY0C2xkRM9Krtbn5X62XmvDGy7hMUsMkX S4KU4FMjOYBoAFXjBoxtUCo4vZWREdEEWpsTCUbAl798jq 06zVs+R5XGtU8jiKcwTlUAcM1NOAOmtACCgk8wyu8Oanz 4rw7H8vWgpPPnMIfOZ8/OAGQZA==</latexit><latexit sha1_base64="K 56ojH5Log7n9w4gYluOVGEgYTI=">AAAB83icbZDLSgMxF IbPeK31VnXpJliEClIm3eiy4MZlBXuBdhgyaaYNzWTGJCO tQ1/DjQtF3PoOPoMLwbcxvSy09YfAx3/O4Zz8QSK4Nq77 7aysrq1vbOa28ts7u3v7hYPDho5TRVmdxiJWrYBoJrhkdc ONYK1EMRIFgjWDwdWk3rxnSvNY3ppRwryI9CQPOSXGWp07 H5eGPj4f+pUzv1B0y+5UaBnwHIrV3MPXBwDU/MJnpxvTN GLSUEG0bmM3MV5GlOFUsHG+k2qWEDogPda2KEnEtJdNbx6 jU+t0URgr+6RBU/f3REYirUdRYDsjYvp6sTYx/6u1UxNee hmXSWqYpLNFYSqQidEkANTlilEjRhYIVdzeimifKEKNjSl vQ8CLX16GRqWMLd/gYrUEM+XgGE6gBBguoArXUIM6UEjg EZ7hxUmdJ+fVeZu1rjjzmSP4I+f9B2FQkrw=</latexit><latexit sha1_base64="2 aTX8Rzz6lby6xAEZUs2BsPG2z8=">AAAB83icbZDLSgMxF IbPeG3rrerSTbAIFaRMutFlwY3LivYCbRkyaaYNzWTGJCO tQ1/DjQtF3Pok7lwIvo3pZaGtPwQ+/nMO5+T3Y8G1cd1v Z2V1bX1jM5PNbW3v7O7l9w/qOkoUZTUaiUg1faKZ4JLVDD eCNWPFSOgL1vAHl5N6454pzSN5a0Yx64SkJ3nAKTHWat95 uDj08NnQK596+YJbcqdCy4DnUKhkHr4+bqrZqpf/bHcjm oRMGiqI1i3sxqaTEmU4FWycayeaxYQOSI+1LEoSMt1Jpze P0Yl1uiiIlH3SoKn7eyIlodaj0LedITF9vVibmP/VWokJL jopl3FimKSzRUEikInQJADU5YpRI0YWCFXc3oponyhCjY0 pZ0PAi19ehnq5hC1f40KlCDNl4AiOoQgYzqECV1CFGlCI 4RGe4cVJnCfn1Xmbta4485lD+CPn/QdWOZNz</latexit><latexit sha1_base64="2 aTX8Rzz6lby6xAEZUs2BsPG2z8=">AAAB83icbZDLSgMxF IbPeG3rrerSTbAIFaRMutFlwY3LivYCbRkyaaYNzWTGJCO tQ1/DjQtF3Pok7lwIvo3pZaGtPwQ+/nMO5+T3Y8G1cd1v Z2V1bX1jM5PNbW3v7O7l9w/qOkoUZTUaiUg1faKZ4JLVDD eCNWPFSOgL1vAHl5N6454pzSN5a0Yx64SkJ3nAKTHWat95 uDj08NnQK596+YJbcqdCy4DnUKhkHr4+bqrZqpf/bHcjm oRMGiqI1i3sxqaTEmU4FWycayeaxYQOSI+1LEoSMt1Jpze P0Yl1uiiIlH3SoKn7eyIlodaj0LedITF9vVibmP/VWokJL jopl3FimKSzRUEikInQJADU5YpRI0YWCFXc3oponyhCjY0 pZ0PAi19ehnq5hC1f40KlCDNl4AiOoQgYzqECV1CFGlCI 4RGe4cVJnCfn1Xmbta4485lD+CPn/QdWOZNz</latexit><latexit sha1_base64="l DKGwnJ2obTsKK07qYtZdMVnKQA=">AAAB83icbZDLSgMxF IbP1Futt6pLN8EiVJAy6UaXBTcuK9gLtMOQSTNtaCYzJhl pGfoablwo4taXcefbmLaz0NYfAh//OYdz8geJ4Nq47rdT 2Njc2t4p7pb29g8Oj8rHJ20dp4qyFo1FrLoB0UxwyVqGG8 G6iWIkCgTrBOPbeb3zxJTmsXww04R5ERlKHnJKjLX6jz6u Tnx8NfHrl3654tbchdA64BwqkKvpl7/6g5imEZOGCqJ1D 7uJ8TKiDKeCzUr9VLOE0DEZsp5FSSKmvWxx8wxdWGeAwlj ZJw1auL8nMhJpPY0C2xkRM9Krtbn5X62XmvDGy7hMUsMkX S4KU4FMjOYBoAFXjBoxtUCo4vZWREdEEWpsTCUbAl798jq 06zVs+R5XGtU8jiKcwTlUAcM1NOAOmtACCgk8wyu8Oanz 4rw7H8vWgpPPnMIfOZ8/OAGQZA==</latexit>
on(x1, x2)
<latexit sha1_base64="0S6vThrEdTprabXM94qy4PX4 gIM=">AAAB8nicbZDLSgMxFIbP1Futt6pLN8EiVJAy040uC25cVrAXmJYhk2ba0EwyJBlpHfoYblwo4taH8BlcCL6N6W WhrT8EPv7/HHLOCRPOtHHdbye3tr6xuZXfLuzs7u0fFA+PmlqmitAGkVyqdog15UzQhmGG03aiKI5DTlvh8Hqat+6p0 kyKOzNOaDfGfcEiRrCxli9FeRR4F6Ogeh4US27FnQmtgreAUi3/8PUBAPWg+NnpSZLGVBjCsda+5yamm2FlGOF0Uuik miaYDHGf+hYFjqnuZrORJ+jMOj0USWWfMGjm/u7IcKz1OA5tZYzNQC9nU/O/zE9NdNXNmEhSQwWZfxSlHBmJpvujHlOU GD62gIlidlZEBlhhYuyVCvYI3vLKq9CsVjzLt16pVoa58nACp1AGDy6hBjdQhwYQkPAIz/DiGOfJeXXe5qU5Z9FzDH/ kvP8AA7KSjg==</latexit><latexit sha1_base64="93Fp4sZcNc7MK+ZA6C1W0y1L xiA=">AAAB8nicbZDLSsNAFIZP6q2tt6pLN8EiVJCSdKPLghuXFe0F0hAm00k7dDITZibSGvoYblwo4tY3cedC8G2cXh ba+sPAx/+fw5xzwoRRpR3n28qtrW9sbuULxe2d3b390sFhS4lUYtLEggnZCZEijHLS1FQz0kkkQXHISDscXk3z9j2Ri gp+p8cJ8WPU5zSiGGljeYJXRoF7PgpqZ0Gp7FSdmexVcBdQrucfvj5uG4VGUPrs9gROY8I1Zkgpz3US7WdIaooZmRS7 qSIJwkPUJ55BjmKi/Gw28sQ+NU7PjoQ0j2t75v7uyFCs1DgOTWWM9EAtZ1Pzv8xLdXTpZ5QnqSYczz+KUmZrYU/3t3tU EqzZ2ADCkppZbTxAEmFtrlQ0R3CXV16FVq3qGr5xy/UKzJWHYziBCrhwAXW4hgY0AYOAR3iGF0tbT9ar9TYvzVmLniP 4I+v9B/iMk0U=</latexit><latexit sha1_base64="93Fp4sZcNc7MK+ZA6C1W0y1L xiA=">AAAB8nicbZDLSsNAFIZP6q2tt6pLN8EiVJCSdKPLghuXFe0F0hAm00k7dDITZibSGvoYblwo4tY3cedC8G2cXh ba+sPAx/+fw5xzwoRRpR3n28qtrW9sbuULxe2d3b390sFhS4lUYtLEggnZCZEijHLS1FQz0kkkQXHISDscXk3z9j2Ri gp+p8cJ8WPU5zSiGGljeYJXRoF7PgpqZ0Gp7FSdmexVcBdQrucfvj5uG4VGUPrs9gROY8I1Zkgpz3US7WdIaooZmRS7 qSIJwkPUJ55BjmKi/Gw28sQ+NU7PjoQ0j2t75v7uyFCs1DgOTWWM9EAtZ1Pzv8xLdXTpZ5QnqSYczz+KUmZrYU/3t3tU EqzZ2ADCkppZbTxAEmFtrlQ0R3CXV16FVq3qGr5xy/UKzJWHYziBCrhwAXW4hgY0AYOAR3iGF0tbT9ar9TYvzVmLniP 4I+v9B/iMk0U=</latexit><latexit sha1_base64="6POakSfmWj5fLalLdT+zyhKf afc=">AAAB8nicbZDLSgMxFIYzXmu9VV26CRahgpSZbnRZcOOygr3AdBgyaaYNzSRDckZahj6GGxeKuPVp3Pk2pu0stP WHwMd/ziHn/FEquAHX/XY2Nre2d3ZLe+X9g8Oj48rJaceoTFPWpkoo3YuIYYJL1gYOgvVSzUgSCdaNxnfzeveJacOVf IRpyoKEDCWPOSVgLV/J2iT0ridh4yqsVN26uxBeB6+AKirUCitf/YGiWcIkUEGM8T03hSAnGjgVbFbuZ4alhI7JkPkW JUmYCfLFyjN8aZ0BjpW2TwJeuL8ncpIYM00i25kQGJnV2tz8r+ZnEN8GOZdpBkzS5UdxJjAoPL8fD7hmFMTUAqGa210x HRFNKNiUyjYEb/Xkdeg06p7lB6/arBVxlNA5ukA15KEb1ET3qIXaiCKFntErenPAeXHenY9l64ZTzJyhP3I+fwDaVJA 2</latexit><latexit sha1_base64="0S6vThrEdTprabXM94qy4PX4 gIM=">AAAB8nicbZDLSgMxFIbP1Futt6pLN8EiVJAy040uC25cVrAXmJYhk2ba0EwyJBlpHfoYblwo4taH8BlcCL6N6W WhrT8EPv7/HHLOCRPOtHHdbye3tr6xuZXfLuzs7u0fFA+PmlqmitAGkVyqdog15UzQhmGG03aiKI5DTlvh8Hqat+6p0 kyKOzNOaDfGfcEiRrCxli9FeRR4F6Ogeh4US27FnQmtgreAUi3/8PUBAPWg+NnpSZLGVBjCsda+5yamm2FlGOF0Uuik miaYDHGf+hYFjqnuZrORJ+jMOj0USWWfMGjm/u7IcKz1OA5tZYzNQC9nU/O/zE9NdNXNmEhSQwWZfxSlHBmJpvujHlOU GD62gIlidlZEBlhhYuyVCvYI3vLKq9CsVjzLt16pVoa58nACp1AGDy6hBjdQhwYQkPAIz/DiGOfJeXXe5qU5Z9FzDH/ kvP8AA7KSjg==</latexit><latexit sha1_base64="93Fp4sZcNc7MK+ZA6C1W0y1L xiA=">AAAB8nicbZDLSsNAFIZP6q2tt6pLN8EiVJCSdKPLghuXFe0F0hAm00k7dDITZibSGvoYblwo4tY3cedC8G2cXh ba+sPAx/+fw5xzwoRRpR3n28qtrW9sbuULxe2d3b390sFhS4lUYtLEggnZCZEijHLS1FQz0kkkQXHISDscXk3z9j2Ri gp+p8cJ8WPU5zSiGGljeYJXRoF7PgpqZ0Gp7FSdmexVcBdQrucfvj5uG4VGUPrs9gROY8I1Zkgpz3US7WdIaooZmRS7 qSIJwkPUJ55BjmKi/Gw28sQ+NU7PjoQ0j2t75v7uyFCs1DgOTWWM9EAtZ1Pzv8xLdXTpZ5QnqSYczz+KUmZrYU/3t3tU EqzZ2ADCkppZbTxAEmFtrlQ0R3CXV16FVq3qGr5xy/UKzJWHYziBCrhwAXW4hgY0AYOAR3iGF0tbT9ar9TYvzVmLniP 4I+v9B/iMk0U=</latexit><latexit sha1_base64="93Fp4sZcNc7MK+ZA6C1W0y1L xiA=">AAAB8nicbZDLSsNAFIZP6q2tt6pLN8EiVJCSdKPLghuXFe0F0hAm00k7dDITZibSGvoYblwo4tY3cedC8G2cXh ba+sPAx/+fw5xzwoRRpR3n28qtrW9sbuULxe2d3b390sFhS4lUYtLEggnZCZEijHLS1FQz0kkkQXHISDscXk3z9j2Ri gp+p8cJ8WPU5zSiGGljeYJXRoF7PgpqZ0Gp7FSdmexVcBdQrucfvj5uG4VGUPrs9gROY8I1Zkgpz3US7WdIaooZmRS7 qSIJwkPUJ55BjmKi/Gw28sQ+NU7PjoQ0j2t75v7uyFCs1DgOTWWM9EAtZ1Pzv8xLdXTpZ5QnqSYczz+KUmZrYU/3t3tU EqzZ2ADCkppZbTxAEmFtrlQ0R3CXV16FVq3qGr5xy/UKzJWHYziBCrhwAXW4hgY0AYOAR3iGF0tbT9ar9TYvzVmLniP 4I+v9B/iMk0U=</latexit><latexit sha1_base64="6POakSfmWj5fLalLdT+zyhKf afc=">AAAB8nicbZDLSgMxFIYzXmu9VV26CRahgpSZbnRZcOOygr3AdBgyaaYNzSRDckZahj6GGxeKuPVp3Pk2pu0stP WHwMd/ziHn/FEquAHX/XY2Nre2d3ZLe+X9g8Oj48rJaceoTFPWpkoo3YuIYYJL1gYOgvVSzUgSCdaNxnfzeveJacOVf IRpyoKEDCWPOSVgLV/J2iT0ridh4yqsVN26uxBeB6+AKirUCitf/YGiWcIkUEGM8T03hSAnGjgVbFbuZ4alhI7JkPkW JUmYCfLFyjN8aZ0BjpW2TwJeuL8ncpIYM00i25kQGJnV2tz8r+ZnEN8GOZdpBkzS5UdxJjAoPL8fD7hmFMTUAqGa210x HRFNKNiUyjYEb/Xkdeg06p7lB6/arBVxlNA5ukA15KEb1ET3qIXaiCKFntErenPAeXHenY9l64ZTzJyhP3I+fwDaVJA 2</latexit>
q2(x1, x2)
<latexit sha1_base64="AVnMO5Hz1xssBtrZV0W+4iUa pwA=">AAAB83icbZDLSgMxFIbPeK31VnXpJliEClJmutFlwY3LCvYC7TBk0kwbmknGJCOtQ1/DjQtF3PoOPoMLwbcxvS y09YfAx3/O4Zz8YcKZNq777aysrq1vbOa28ts7u3v7hYPDhpapIrROJJeqFWJNORO0bpjhtJUoiuOQ02Y4uJrUm/dUa SbFrRkl1I9xT7CIEWys1bkLKqVh4J0Pg8pZUCi6ZXcqtAzeHIrV3MPXBwDUgsJnpytJGlNhCMdatz03MX6GlWGE03G+ k2qaYDLAPdq2KHBMtZ9Nbx6jU+t0USSVfcKgqft7IsOx1qM4tJ0xNn29WJuY/9XaqYku/YyJJDVUkNmiKOXISDQJAHWZ osTwkQVMFLO3ItLHChNjY8rbELzFLy9Do1L2LN94xWoJZsrBMZxACTy4gCpcQw3qQCCBR3iGFyd1npxX523WuuLMZ47 gj5z3H2Ldkr0=</latexit><latexit sha1_base64="uB9oLj8BU/13i/hx6qqLc4+M Cjc=">AAAB83icbZDLSgMxFIbP1Ftbb1WXboJFqCBlphtdFty4rGgv0A5DJs20oZnMNMlI69DXcONCEbc+iTsXgm9jel lo6w+Bj/+cwzn5/ZgzpW3728qsrW9sbmVz+e2d3b39wsFhQ0WJJLROIh7Jlo8V5UzQumaa01YsKQ59Tpv+4Gpab95Tq Vgk7vQ4pm6Ie4IFjGBtrM7Qq5RGnnM+8ipnXqFol+2Z0Co4CyhWsw9fH7e1XM0rfHa6EUlCKjThWKm2Y8faTbHUjHA6 yXcSRWNMBrhH2wYFDqly09nNE3RqnC4KImme0Gjm/p5IcajUOPRNZ4h1Xy3XpuZ/tXaig0s3ZSJONBVkvihIONIRmgaA ukxSovnYACaSmVsR6WOJiTYx5U0IzvKXV6FRKTuGb5xitQRzZeEYTqAEDlxAFa6hBnUgEMMjPMOLlVhP1qv1Nm/NWIu ZI/gj6/0HV8aTdA==</latexit><latexit sha1_base64="uB9oLj8BU/13i/hx6qqLc4+M Cjc=">AAAB83icbZDLSgMxFIbP1Ftbb1WXboJFqCBlphtdFty4rGgv0A5DJs20oZnMNMlI69DXcONCEbc+iTsXgm9jel lo6w+Bj/+cwzn5/ZgzpW3728qsrW9sbmVz+e2d3b39wsFhQ0WJJLROIh7Jlo8V5UzQumaa01YsKQ59Tpv+4Gpab95Tq Vgk7vQ4pm6Ie4IFjGBtrM7Qq5RGnnM+8ipnXqFol+2Z0Co4CyhWsw9fH7e1XM0rfHa6EUlCKjThWKm2Y8faTbHUjHA6 yXcSRWNMBrhH2wYFDqly09nNE3RqnC4KImme0Gjm/p5IcajUOPRNZ4h1Xy3XpuZ/tXaig0s3ZSJONBVkvihIONIRmgaA ukxSovnYACaSmVsR6WOJiTYx5U0IzvKXV6FRKTuGb5xitQRzZeEYTqAEDlxAFa6hBnUgEMMjPMOLlVhP1qv1Nm/NWIu ZI/gj6/0HV8aTdA==</latexit><latexit sha1_base64="NgszMrmn0qwkoCgv75JPmLzQ 6LE=">AAAB83icbZDLSgMxFIbP1Futt6pLN8EiVJAy040uC25cVrAXaIchk2ba0CQzJhlpGfoablwo4taXcefbmLaz0N YfAh//OYdz8ocJZ9q47rdT2Njc2t4p7pb29g8Oj8rHJ20dp4rQFol5rLoh1pQzSVuGGU67iaJYhJx2wvHtvN55okqzW D6YaUJ9gYeSRYxgY63+Y1CvTgLvahLUL4Nyxa25C6F18HKoQK5mUP7qD2KSCioN4Vjrnucmxs+wMoxwOiv1U00TTMZ4 SHsWJRZU+9ni5hm6sM4ARbGyTxq0cH9PZFhoPRWh7RTYjPRqbW7+V+ulJrrxMyaT1FBJlouilCMTo3kAaMAUJYZPLWCi mL0VkRFWmBgbU8mG4K1+eR3a9Zpn+d6rNKp5HEU4g3OoggfX0IA7aEILCCTwDK/w5qTOi/PufCxbC04+cwp/5Hz+ADm OkGU=</latexit><latexit sha1_base64="AVnMO5Hz1xssBtrZV0W+4iUa pwA=">AAAB83icbZDLSgMxFIbPeK31VnXpJliEClJmutFlwY3LCvYC7TBk0kwbmknGJCOtQ1/DjQtF3PoOPoMLwbcxvS y09YfAx3/O4Zz8YcKZNq777aysrq1vbOa28ts7u3v7hYPDhpapIrROJJeqFWJNORO0bpjhtJUoiuOQ02Y4uJrUm/dUa SbFrRkl1I9xT7CIEWys1bkLKqVh4J0Pg8pZUCi6ZXcqtAzeHIrV3MPXBwDUgsJnpytJGlNhCMdatz03MX6GlWGE03G+ k2qaYDLAPdq2KHBMtZ9Nbx6jU+t0USSVfcKgqft7IsOx1qM4tJ0xNn29WJuY/9XaqYku/YyJJDVUkNmiKOXISDQJAHWZ osTwkQVMFLO3ItLHChNjY8rbELzFLy9Do1L2LN94xWoJZsrBMZxACTy4gCpcQw3qQCCBR3iGFyd1npxX523WuuLMZ47 gj5z3H2Ldkr0=</latexit><latexit sha1_base64="uB9oLj8BU/13i/hx6qqLc4+M Cjc=">AAAB83icbZDLSgMxFIbP1Ftbb1WXboJFqCBlphtdFty4rGgv0A5DJs20oZnMNMlI69DXcONCEbc+iTsXgm9jel lo6w+Bj/+cwzn5/ZgzpW3728qsrW9sbmVz+e2d3b39wsFhQ0WJJLROIh7Jlo8V5UzQumaa01YsKQ59Tpv+4Gpab95Tq Vgk7vQ4pm6Ie4IFjGBtrM7Qq5RGnnM+8ipnXqFol+2Z0Co4CyhWsw9fH7e1XM0rfHa6EUlCKjThWKm2Y8faTbHUjHA6 yXcSRWNMBrhH2wYFDqly09nNE3RqnC4KImme0Gjm/p5IcajUOPRNZ4h1Xy3XpuZ/tXaig0s3ZSJONBVkvihIONIRmgaA ukxSovnYACaSmVsR6WOJiTYx5U0IzvKXV6FRKTuGb5xitQRzZeEYTqAEDlxAFa6hBnUgEMMjPMOLlVhP1qv1Nm/NWIu ZI/gj6/0HV8aTdA==</latexit><latexit sha1_base64="uB9oLj8BU/13i/hx6qqLc4+M Cjc=">AAAB83icbZDLSgMxFIbP1Ftbb1WXboJFqCBlphtdFty4rGgv0A5DJs20oZnMNMlI69DXcONCEbc+iTsXgm9jel lo6w+Bj/+cwzn5/ZgzpW3728qsrW9sbmVz+e2d3b39wsFhQ0WJJLROIh7Jlo8V5UzQumaa01YsKQ59Tpv+4Gpab95Tq Vgk7vQ4pm6Ie4IFjGBtrM7Qq5RGnnM+8ipnXqFol+2Z0Co4CyhWsw9fH7e1XM0rfHa6EUlCKjThWKm2Y8faTbHUjHA6 yXcSRWNMBrhH2wYFDqly09nNE3RqnC4KImme0Gjm/p5IcajUOPRNZ4h1Xy3XpuZ/tXaig0s3ZSJONBVkvihIONIRmgaA ukxSovnYACaSmVsR6WOJiTYx5U0IzvKXV6FRKTuGb5xitQRzZeEYTqAEDlxAFa6hBnUgEMMjPMOLlVhP1qv1Nm/NWIu ZI/gj6/0HV8aTdA==</latexit><latexit sha1_base64="NgszMrmn0qwkoCgv75JPmLzQ 6LE=">AAAB83icbZDLSgMxFIbP1Futt6pLN8EiVJAy040uC25cVrAXaIchk2ba0CQzJhlpGfoablwo4taXcefbmLaz0N YfAh//OYdz8ocJZ9q47rdT2Njc2t4p7pb29g8Oj8rHJ20dp4rQFol5rLoh1pQzSVuGGU67iaJYhJx2wvHtvN55okqzW D6YaUJ9gYeSRYxgY63+Y1CvTgLvahLUL4Nyxa25C6F18HKoQK5mUP7qD2KSCioN4Vjrnucmxs+wMoxwOiv1U00TTMZ4 SHsWJRZU+9ni5hm6sM4ARbGyTxq0cH9PZFhoPRWh7RTYjPRqbW7+V+ulJrrxMyaT1FBJlouilCMTo3kAaMAUJYZPLWCi mL0VkRFWmBgbU8mG4K1+eR3a9Zpn+d6rNKp5HEU4g3OoggfX0IA7aEILCCTwDK/w5qTOi/PufCxbC04+cwp/5Hz+ADm OkGU=</latexit>
¬on(x1, x2)
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Figure 4: The parametric dfa corresponding to ϕpx1, x2q “ ♦ponpx1, x2qq
operator built from that automaton is the following:
1 (:action trans
2 :parameters (?x1 ?x2)
3 :precondition (not (turnDomain ))
4 :effect (and (when (and (q1 ?x1 ?x2) (not (on ?x1 ?x2)))
5 (and (q1 ?x1 ?x2) (not (q2 ?x1 ?x2)) (turnDomain ))
6 (when (or (and (q1 ?x1 ?x2) (on ?x1 ?x2)) (q2 ?x1 ?x2))
7 (and (q2 ?x1 ?x2) (not (q1 ?x1 ?x2)) (turnDomain ))
8 )
9 )
As just shown in Example 4.3, transitions, with source state and destina-
tion state, are encoded as conditional effects, where the condition formula
includes source state and formula symbols whereas the effect formula in-
cludes the destination state, the negation of all other states and turnDomain.
Moreover, in order to get a compact encoding of trans effects, conditional
effects are brought together by destination state as happens, for instance,
at line 6.
After the trans operator has been built, we change D as follows:
1. @a P A: add turnDomain to αpsq, i.e add turnDomain predicate to all
actions precondition αpsq;
2. @a P A: add (not (turnDomain)) to ps, a, s1q P % with a P αpsq, i.e
add negated turnDomain to all actions effects ps, a, s1q;
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3. add trans operator;
4. @q1 P Q1: add q1 to predicates definition of D, i.e. add all automaton
state predicates to the domain predicates definition.
We have thus obtained the new domain D1. In the following, we show an
example.
Example 4.4. Let consider again the Triangle Tireworld scenario. The
original pddl domain is:
1 (define (domain triangle-tire)
2 (:requirements :typing :strips :non-deterministic)
3 (:types location)
4 (:predicates (vehicle-at ?loc - location)
5 (spare-in ?loc - location)
6 (road ?from - location ?to - location)
7 (not-flattire ))
8 (:action move-car
9 :parameters (?from - location ?to - location)
10 :precondition (and (vehicle-at ?from) (road ?from ?to)
11 (not-flattire ))
12 :effect (oneof (and (vehicle-at ?to) (not (vehicle-at ?from )))
13 (and (vehicle-at ?to) (not (vehicle-at ?from))
14 (not (not-flattire ))))
15 )
16 (:action changetire
17 :parameters (?loc - location)
18 :precondition (and (spare-in ?loc) (vehicle-at ?loc))
19 :effect (and (not (spare-in ?loc)) (not-flattire ))
20 )
21 )
Now, consider a simple ltlf formula ϕ “ ♦vehicleAtpl13q. It requires that
eventually the vehicle will be in location l13. The parametric dfa associated
to ϕpxq is depicted in Figure 5.
Considering the dfa in Figure 5, the trans operator built from that
automaton is the following:
1 (:action trans
2 :parameters (?x - location)
3 :precondition (not (turnDomain ))
4 :effect (and (when (and (q1 ?x) (not (vehicle-at ?x)))
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q1(x)
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q2(x)
<latexit sha1_base64="blb87Wt25ENMJw1/HH EOTwPjGHo=">AAAB7XicbZDLSgMxFIbP1Futt6pLN8Ei1E2Z6UaXBTcuK9gLtEPJpJk2NpOMSUasQ9 /BjQtF3PoaPoMLwbcxnXahrT8EPv7/HHLOCWLOtHHdbye3srq2vpHfLGxt7+zuFfcPmlomitAGkVyq doA15UzQhmGG03asKI4CTlvB6GKat+6o0kyKazOOqR/hgWAhI9hYq3nbq5bvT3vFkltxM6Fl8OZQquU fvj4AoN4rfnb7kiQRFYZwrHXHc2Pjp1gZRjidFLqJpjEmIzygHYsCR1T7aTbtBJ1Yp49CqewTBmXu7 44UR1qPo8BWRtgM9WI2Nf/LOokJz/2UiTgxVJDZR2HCkZFoujrqM0WJ4WMLmChmZ0VkiBUmxh6oYI/ gLa68DM1qxbN85ZVqZZgpD0dwDGXw4AxqcAl1aACBG3iEZ3hxpPPkvDpvs9KcM+85hD9y3n8AxliQv A==</latexit><latexit sha1_base64="rTe5qvAJ3mG80aHEcW JwBwGqcnI=">AAAB7XicbZDLSgMxFIbP1Ftbb1WXboJFqJsy040uC25cVrQXaIeSSTNtbCYZk4xYh7 6DGxeKuPVh3LkQfBvTy0Jbfwh8/P855JwTxJxp47rfTmZldW19I5vLb25t7+wW9vYbWiaK0DqRXKpW gDXlTNC6YYbTVqwojgJOm8HwfJI376jSTIprM4qpH+G+YCEj2FircdutlO5PuoWiW3anQsvgzaFYzT5 8fVzVcrVu4bPTkySJqDCEY63bnhsbP8XKMMLpON9JNI0xGeI+bVsUOKLaT6fTjtGxdXoolMo+YdDU/ d2R4kjrURTYygibgV7MJuZ/WTsx4ZmfMhEnhgoy+yhMODISTVZHPaYoMXxkARPF7KyIDLDCxNgD5e0 RvMWVl6FRKXuWL71itQQzZeEQjqAEHpxCFS6gBnUgcAOP8AwvjnSenFfnbVaaceY9B/BHzvsPu0GRc w==</latexit><latexit sha1_base64="rTe5qvAJ3mG80aHEcW JwBwGqcnI=">AAAB7XicbZDLSgMxFIbP1Ftbb1WXboJFqJsy040uC25cVrQXaIeSSTNtbCYZk4xYh7 6DGxeKuPVh3LkQfBvTy0Jbfwh8/P855JwTxJxp47rfTmZldW19I5vLb25t7+wW9vYbWiaK0DqRXKpW gDXlTNC6YYbTVqwojgJOm8HwfJI376jSTIprM4qpH+G+YCEj2FircdutlO5PuoWiW3anQsvgzaFYzT5 8fVzVcrVu4bPTkySJqDCEY63bnhsbP8XKMMLpON9JNI0xGeI+bVsUOKLaT6fTjtGxdXoolMo+YdDU/ d2R4kjrURTYygibgV7MJuZ/WTsx4ZmfMhEnhgoy+yhMODISTVZHPaYoMXxkARPF7KyIDLDCxNgD5e0 RvMWVl6FRKXuWL71itQQzZeEQjqAEHpxCFS6gBnUgcAOP8AwvjnSenFfnbVaaceY9B/BHzvsPu0GRc w==</latexit><latexit sha1_base64="kznUMZ6PZq9nY7rJ3+ Mdet1CgVw=">AAAB7XicbZC7SgNBFIbPeo3xFrW0GQxCbMJuGi0DNpYRzAWSJcxOZpMxc1lnZsWw5B 1sLBSx9X3sfBsnyRaa+MPAx3/OYc75o4QzY33/21tb39jc2i7sFHf39g8OS0fHLaNSTWiTKK50J8KG ciZp0zLLaSfRFIuI03Y0vp7V249UG6bknZ0kNBR4KFnMCLbOaj30a5Wni36p7Ff9udAqBDmUIVejX/r qDRRJBZWWcGxMN/ATG2ZYW0Y4nRZ7qaEJJmM8pF2HEgtqwmy+7RSdO2eAYqXdkxbN3d8TGRbGTETkO gW2I7Ncm5n/1bqpja/CjMkktVSSxUdxypFVaHY6GjBNieUTB5ho5nZFZIQ1JtYFVHQhBMsnr0KrVg0 c3wbleiWPowCncAYVCOAS6nADDWgCgXt4hld485T34r17H4vWNS+fOYE/8j5/AJ0JjmQ=</latexit ><latexit sha1_base64="blb87Wt25ENMJw1/HH EOTwPjGHo=">AAAB7XicbZDLSgMxFIbP1Futt6pLN8Ei1E2Z6UaXBTcuK9gLtEPJpJk2NpOMSUasQ9 /BjQtF3PoaPoMLwbcxnXahrT8EPv7/HHLOCWLOtHHdbye3srq2vpHfLGxt7+zuFfcPmlomitAGkVyq doA15UzQhmGG03asKI4CTlvB6GKat+6o0kyKazOOqR/hgWAhI9hYq3nbq5bvT3vFkltxM6Fl8OZQquU fvj4AoN4rfnb7kiQRFYZwrHXHc2Pjp1gZRjidFLqJpjEmIzygHYsCR1T7aTbtBJ1Yp49CqewTBmXu7 44UR1qPo8BWRtgM9WI2Nf/LOokJz/2UiTgxVJDZR2HCkZFoujrqM0WJ4WMLmChmZ0VkiBUmxh6oYI/ gLa68DM1qxbN85ZVqZZgpD0dwDGXw4AxqcAl1aACBG3iEZ3hxpPPkvDpvs9KcM+85hD9y3n8AxliQv A==</latexit><latexit sha1_base64="rTe5qvAJ3mG80aHEcW JwBwGqcnI=">AAAB7XicbZDLSgMxFIbP1Ftbb1WXboJFqJsy040uC25cVrQXaIeSSTNtbCYZk4xYh7 6DGxeKuPVh3LkQfBvTy0Jbfwh8/P855JwTxJxp47rfTmZldW19I5vLb25t7+wW9vYbWiaK0DqRXKpW gDXlTNC6YYbTVqwojgJOm8HwfJI376jSTIprM4qpH+G+YCEj2FircdutlO5PuoWiW3anQsvgzaFYzT5 8fVzVcrVu4bPTkySJqDCEY63bnhsbP8XKMMLpON9JNI0xGeI+bVsUOKLaT6fTjtGxdXoolMo+YdDU/ d2R4kjrURTYygibgV7MJuZ/WTsx4ZmfMhEnhgoy+yhMODISTVZHPaYoMXxkARPF7KyIDLDCxNgD5e0 RvMWVl6FRKXuWL71itQQzZeEQjqAEHpxCFS6gBnUgcAOP8AwvjnSenFfnbVaaceY9B/BHzvsPu0GRc w==</latexit><latexit sha1_base64="rTe5qvAJ3mG80aHEcW JwBwGqcnI=">AAAB7XicbZDLSgMxFIbP1Ftbb1WXboJFqJsy040uC25cVrQXaIeSSTNtbCYZk4xYh7 6DGxeKuPVh3LkQfBvTy0Jbfwh8/P855JwTxJxp47rfTmZldW19I5vLb25t7+wW9vYbWiaK0DqRXKpW gDXlTNC6YYbTVqwojgJOm8HwfJI376jSTIprM4qpH+G+YCEj2FircdutlO5PuoWiW3anQsvgzaFYzT5 8fVzVcrVu4bPTkySJqDCEY63bnhsbP8XKMMLpON9JNI0xGeI+bVsUOKLaT6fTjtGxdXoolMo+YdDU/ d2R4kjrURTYygibgV7MJuZ/WTsx4ZmfMhEnhgoy+yhMODISTVZHPaYoMXxkARPF7KyIDLDCxNgD5e0 RvMWVl6FRKXuWL71itQQzZeEQjqAEHpxCFS6gBnUgcAOP8AwvjnSenFfnbVaaceY9B/BHzvsPu0GRc w==</latexit><latexit sha1_base64="kznUMZ6PZq9nY7rJ3+ Mdet1CgVw=">AAAB7XicbZC7SgNBFIbPeo3xFrW0GQxCbMJuGi0DNpYRzAWSJcxOZpMxc1lnZsWw5B 1sLBSx9X3sfBsnyRaa+MPAx3/OYc75o4QzY33/21tb39jc2i7sFHf39g8OS0fHLaNSTWiTKK50J8KG ciZp0zLLaSfRFIuI03Y0vp7V249UG6bknZ0kNBR4KFnMCLbOaj30a5Wni36p7Ff9udAqBDmUIVejX/r qDRRJBZWWcGxMN/ATG2ZYW0Y4nRZ7qaEJJmM8pF2HEgtqwmy+7RSdO2eAYqXdkxbN3d8TGRbGTETkO gW2I7Ncm5n/1bqpja/CjMkktVSSxUdxypFVaHY6GjBNieUTB5ho5nZFZIQ1JtYFVHQhBMsnr0KrVg0 c3wbleiWPowCncAYVCOAS6nADDWgCgXt4hld485T34r17H4vWNS+fOYE/8j5/AJ0JjmQ=</latexit >
true
<latexit sha1_base64="o5pg/fJUnHGJG1I9P8 5eP1UxmQ8=">AAAB63icbZA9SwNBEIbn4leMX1FLm8UgpAp3NtoZsLGMYj4gOcLeZi5Zsnt37O4J4ch fsLFQxNbW2t9h579xc0mhiS8sPLzvDDszQSK4Nq777RTW1jc2t4rbpZ3dvf2D8uFRS8epYthksYhVJ 6AaBY+wabgR2EkUUhkIbAfj61nefkCleRzdm0mCvqTDiIecUZNbKsV+ueLW3FxkFbwFVK4+Pu/AqtEv f/UGMUslRoYJqnXXcxPjZ1QZzgROS71UY0LZmA6xazGiErWf5bNOyZl1BiSMlX2RIbn7uyOjUuuJDGy lpGakl7OZ+V/WTU146Wc8SlKDEZt/FKaCmJjMFicDrpAZMbFAmeJ2VsJGVFFm7HlK9gje8sqr0DqveZ ZvvUq9CnMV4QROoQoeXEAdbqABTWAwgkd4hhdHOk/Oq/M2Ly04i55j+CPn/Qfo+5A8</latexit><latexit sha1_base64="Tacj3CxT2w6J6n1XWy ZTRJT2NEA=">AAAB63icbZC7SgNBFIZn4y3GW9RSkMEgpAq7NtoZsLFMwFwgWcLs5GwyZGZ2mZkVwpL S1sZCEVtb6zyHnc/gSzjZpNDEHwY+/v8c5pwTxJxp47pfTm5tfWNzK79d2Nnd2z8oHh41dZQoCg0a8 Ui1A6KBMwkNwwyHdqyAiIBDKxjdzPLWPSjNInlnxjH4ggwkCxklJrNUAr1iya24mfAqeAsoXX9M698P p9Nar/jZ7Uc0ESAN5UTrjufGxk+JMoxymBS6iYaY0BEZQMeiJAK0n2azTvC5dfo4jJR90uDM/d2REqH 1WAS2UhAz1MvZzPwv6yQmvPJTJuPEgKTzj8KEYxPh2eK4zxRQw8cWCFXMzorpkChCjT1PwR7BW155FZ oXFc9y3StVy2iuPDpBZ6iMPHSJqugW1VADUTREj+gZvTjCeXJenbd5ac5Z9ByjP3LefwDy9pKB</la texit><latexit sha1_base64="Tacj3CxT2w6J6n1XWy ZTRJT2NEA=">AAAB63icbZC7SgNBFIZn4y3GW9RSkMEgpAq7NtoZsLFMwFwgWcLs5GwyZGZ2mZkVwpL S1sZCEVtb6zyHnc/gSzjZpNDEHwY+/v8c5pwTxJxp47pfTm5tfWNzK79d2Nnd2z8oHh41dZQoCg0a8 Ui1A6KBMwkNwwyHdqyAiIBDKxjdzPLWPSjNInlnxjH4ggwkCxklJrNUAr1iya24mfAqeAsoXX9M698P p9Nar/jZ7Uc0ESAN5UTrjufGxk+JMoxymBS6iYaY0BEZQMeiJAK0n2azTvC5dfo4jJR90uDM/d2REqH 1WAS2UhAz1MvZzPwv6yQmvPJTJuPEgKTzj8KEYxPh2eK4zxRQw8cWCFXMzorpkChCjT1PwR7BW155FZ oXFc9y3StVy2iuPDpBZ6iMPHSJqugW1VADUTREj+gZvTjCeXJenbd5ac5Z9ByjP3LefwDy9pKB</la texit><latexit sha1_base64="TM94QveNzHD2KiFS4a gfPtEm1Wc=">AAAB63icbZBNSwMxEIZn61etX1WPXoJF6KnsetFjwYvHCvYD2qVk09k2NMkuSVYopX/ BiwdFvPqHvPlvTLd70NYXAg/vzJCZN0oFN9b3v73S1vbO7l55v3JweHR8Uj0965gk0wzbLBGJ7kXUo OAK25Zbgb1UI5WRwG40vVvWu0+oDU/Uo52lGEo6VjzmjNrc0hkOqzW/4ecimxAUUINCrWH1azBKWCZR WSaoMf3AT204p9pyJnBRGWQGU8qmdIx9h4pKNOE833VBrpwzInGi3VOW5O7viTmVxsxk5DoltROzXlu a/9X6mY1vwzlXaWZRsdVHcSaITcjycDLiGpkVMweUae52JWxCNWXWxVNxIQTrJ29C57oROH4Ias16EU cZLuAS6hDADTThHlrQBgYTeIZXePOk9+K9ex+r1pJXzJzDH3mfP0AtjkU=</latexit>
vehicleAt(x)
<latexit sha1_base64="JjAETUlrSv69Z1LrEy z4QQa3cuQ=">AAAB83icbZDLSgMxFIbPeK31VnXpJliEuikzbnRZceOygr1AW0omPdOGZjJDkinWoa /hxoUibn0Hn8GF4NuYabvQ1gOBj/8/Jzn5/VhwbVz321lZXVvf2Mxt5bd3dvf2CweHdR0limGNRSJS TZ9qFFxizXAjsBkrpKEvsOEPrzO/MUKleSTvzDjGTkj7kgecUWOl9ggHnAm8MqX7s26h6JbdaZFl8OZ QrOQevj4AoNotfLZ7EUtClIYJqnXLc2PTSaky2Z2TfDvRGFM2pH1sWZQ0RN1JpztPyKlVeiSIlD3Sk Kn6eyKlodbj0LedITUDvehl4n9eKzHBZSflMk4MSjZ7KEgEMRHJAiA9rpAZMbZAmeJ2V8IGVFFmbEx 5G4K3+OVlqJ+XPcu3XrFSglnl4BhOoAQeXEAFbqAKNWAQwyM8w4uTOE/Oq/M2a11x5jNH8Kec9x+gZ JOL</latexit><latexit sha1_base64="3OXBO7iGBlCbHokfNm vo3Bs5Q1Q=">AAAB83icbZC7TsMwFIYdrm25FRhZIiqkslQJC4xFLIxF0IvURpXjnrRWHSeyTypK1N dgYQAhVp6EjQGJt8FpO0DLkSx9+v9z7OPfjwXX6Djf1srq2vrGZi5f2Nre2d0r7h80dJQoBnUWiUi1 fKpBcAl15CigFSugoS+g6Q+vMr85AqV5JO9wHIMX0r7kAWcUjdQZwYAzAZdYvj/tFktOxZmWvQzuHEr V3MPXx20tX+sWPzu9iCUhSGSCat12nRi9lCrM7pwUOomGmLIh7UPboKQhaC+d7jyxT4zSs4NImSPRn qq/J1Iaaj0OfdMZUhzoRS8T//PaCQYXXsplnCBINnsoSISNkZ0FYPe4AoZibIAyxc2uNhtQRRmamAo mBHfxy8vQOKu4hm/cUrVMZpUjR+SYlIlLzkmVXJMaqRNGYvJInsmLlVhP1qv1NmtdseYzh+RPWe8/l U2UQg==</latexit><latexit sha1_base64="3OXBO7iGBlCbHokfNm vo3Bs5Q1Q=">AAAB83icbZC7TsMwFIYdrm25FRhZIiqkslQJC4xFLIxF0IvURpXjnrRWHSeyTypK1N dgYQAhVp6EjQGJt8FpO0DLkSx9+v9z7OPfjwXX6Djf1srq2vrGZi5f2Nre2d0r7h80dJQoBnUWiUi1 fKpBcAl15CigFSugoS+g6Q+vMr85AqV5JO9wHIMX0r7kAWcUjdQZwYAzAZdYvj/tFktOxZmWvQzuHEr V3MPXx20tX+sWPzu9iCUhSGSCat12nRi9lCrM7pwUOomGmLIh7UPboKQhaC+d7jyxT4zSs4NImSPRn qq/J1Iaaj0OfdMZUhzoRS8T//PaCQYXXsplnCBINnsoSISNkZ0FYPe4AoZibIAyxc2uNhtQRRmamAo mBHfxy8vQOKu4hm/cUrVMZpUjR+SYlIlLzkmVXJMaqRNGYvJInsmLlVhP1qv1NmtdseYzh+RPWe8/l U2UQg==</latexit><latexit sha1_base64="hcF7TJAI6fSrK4GkA+ 0s8tfCTj8=">AAAB83icbZDLTgIxFIbP4A3xhrp000hMcENm3OgS48YlJnJJYEI65QANnc6k7RDJhN dw40Jj3Poy7nwbOzALBU/S5Mv/n9Oe/kEsuDau++0UNja3tneKu6W9/YPDo/LxSUtHiWLYZJGIVCeg GgWX2DTcCOzECmkYCGwHk7vMb09RaR7JRzOL0Q/pSPIhZ9RYqTfFMWcCb0316bJfrrg1d1FkHbwcKpB Xo1/+6g0iloQoDRNU667nxsZPqTLZnfNSL9EYUzahI+xalDRE7aeLnefkwioDMoyUPdKQhfp7IqWh1 rMwsJ0hNWO96mXif143McMbP+UyTgxKtnxomAhiIpIFQAZcITNiZoEyxe2uhI2poszYmEo2BG/1y+v Quqp5lh+8Sr2ax1GEMziHKnhwDXW4hwY0gUEMz/AKb07ivDjvzseyteDkM6fwp5zPH3cVkTM=</lat exit><latexit sha1_base64="JjAETUlrSv69Z1LrEy z4QQa3cuQ=">AAAB83icbZDLSgMxFIbPeK31VnXpJliEuikzbnRZceOygr1AW0omPdOGZjJDkinWoa /hxoUibn0Hn8GF4NuYabvQ1gOBj/8/Jzn5/VhwbVz321lZXVvf2Mxt5bd3dvf2CweHdR0limGNRSJS TZ9qFFxizXAjsBkrpKEvsOEPrzO/MUKleSTvzDjGTkj7kgecUWOl9ggHnAm8MqX7s26h6JbdaZFl8OZ QrOQevj4AoNotfLZ7EUtClIYJqnXLc2PTSaky2Z2TfDvRGFM2pH1sWZQ0RN1JpztPyKlVeiSIlD3Sk Kn6eyKlodbj0LedITUDvehl4n9eKzHBZSflMk4MSjZ7KEgEMRHJAiA9rpAZMbZAmeJ2V8IGVFFmbEx 5G4K3+OVlqJ+XPcu3XrFSglnl4BhOoAQeXEAFbqAKNWAQwyM8w4uTOE/Oq/M2a11x5jNH8Kec9x+gZ JOL</latexit><latexit sha1_base64="3OXBO7iGBlCbHokfNm vo3Bs5Q1Q=">AAAB83icbZC7TsMwFIYdrm25FRhZIiqkslQJC4xFLIxF0IvURpXjnrRWHSeyTypK1N dgYQAhVp6EjQGJt8FpO0DLkSx9+v9z7OPfjwXX6Djf1srq2vrGZi5f2Nre2d0r7h80dJQoBnUWiUi1 fKpBcAl15CigFSugoS+g6Q+vMr85AqV5JO9wHIMX0r7kAWcUjdQZwYAzAZdYvj/tFktOxZmWvQzuHEr V3MPXx20tX+sWPzu9iCUhSGSCat12nRi9lCrM7pwUOomGmLIh7UPboKQhaC+d7jyxT4zSs4NImSPRn qq/J1Iaaj0OfdMZUhzoRS8T//PaCQYXXsplnCBINnsoSISNkZ0FYPe4AoZibIAyxc2uNhtQRRmamAo mBHfxy8vQOKu4hm/cUrVMZpUjR+SYlIlLzkmVXJMaqRNGYvJInsmLlVhP1qv1NmtdseYzh+RPWe8/l U2UQg==</latexit><latexit sha1_base64="3OXBO7iGBlCbHokfNm vo3Bs5Q1Q=">AAAB83icbZC7TsMwFIYdrm25FRhZIiqkslQJC4xFLIxF0IvURpXjnrRWHSeyTypK1N dgYQAhVp6EjQGJt8FpO0DLkSx9+v9z7OPfjwXX6Djf1srq2vrGZi5f2Nre2d0r7h80dJQoBnUWiUi1 fKpBcAl15CigFSugoS+g6Q+vMr85AqV5JO9wHIMX0r7kAWcUjdQZwYAzAZdYvj/tFktOxZmWvQzuHEr V3MPXx20tX+sWPzu9iCUhSGSCat12nRi9lCrM7pwUOomGmLIh7UPboKQhaC+d7jyxT4zSs4NImSPRn qq/J1Iaaj0OfdMZUhzoRS8T//PaCQYXXsplnCBINnsoSISNkZ0FYPe4AoZibIAyxc2uNhtQRRmamAo mBHfxy8vQOKu4hm/cUrVMZpUjR+SYlIlLzkmVXJMaqRNGYvJInsmLlVhP1qv1NmtdseYzh+RPWe8/l U2UQg==</latexit><latexit sha1_base64="hcF7TJAI6fSrK4GkA+ 0s8tfCTj8=">AAAB83icbZDLTgIxFIbP4A3xhrp000hMcENm3OgS48YlJnJJYEI65QANnc6k7RDJhN dw40Jj3Poy7nwbOzALBU/S5Mv/n9Oe/kEsuDau++0UNja3tneKu6W9/YPDo/LxSUtHiWLYZJGIVCeg GgWX2DTcCOzECmkYCGwHk7vMb09RaR7JRzOL0Q/pSPIhZ9RYqTfFMWcCb0316bJfrrg1d1FkHbwcKpB Xo1/+6g0iloQoDRNU667nxsZPqTLZnfNSL9EYUzahI+xalDRE7aeLnefkwioDMoyUPdKQhfp7IqWh1 rMwsJ0hNWO96mXif143McMbP+UyTgxKtnxomAhiIpIFQAZcITNiZoEyxe2uhI2poszYmEo2BG/1y+v Quqp5lh+8Sr2ax1GEMziHKnhwDXW4hwY0gUEMz/AKb07ivDjvzseyteDkM6fwp5zPH3cVkTM=</lat exit>
¬vehicleAt(x)
<latexit sha1_base64 ="DnwdZMAkmqJbMx4/ywY8QD2DA2A=">AAAB+ni cbZDLTgIxFIbP4A3xNujSTSMxwQ2ZcaNLjBuXmM glAUI65QANnc6k7aCIPIobFxrj1gfwGVyY+DaWy0 LBkzT58v/ntKd/EAuujed9O6mV1bX1jfRmZmt7Z 3fPze5XdJQohmUWiUjVAqpRcIllw43AWqyQhoHA atC/nPjVASrNI3ljhjE2Q9qVvMMZNVZqudmGxC4 ZYI8zgRcmf3fScnNewZsWWQZ/Drli+v7rAwBKLf ez0Y5YEqI0TFCt674Xm+aIKjO5c5xpJBpjyvq0i 3WLkoaom6Pp6mNybJU26UTKHmnIVP09MaKh1sMw sJ0hNT296E3E/7x6YjrnzRGXcWJQstlDnUQQE5FJ DqTNFTIjhhYoU9zuSliPKsqMTStjQ/AXv7wMldO Cb/nazxXzMKs0HMIR5MGHMyjCFZSgDAxu4RGe4c V5cJ6cV+dt1ppy5jMH8Kec9x+B1JWk</latexit ><latexit sha1_base64 ="02T0s00ZbuFJzgFRsE9Y8ETfs68=">AAAB+ni cbZDLTgIxFIY7eAO8Dbp000hMcENm3OgS48YlRr kkQEinnIGGTmfSdlAceRQ3LjTGrW/hzoWJb2MHWC h4kiZf/v+c9vT3Is6UdpxvK7Oyura+kc3lN7e2d 3btwl5dhbGkUKMhD2XTIwo4E1DTTHNoRhJI4HFo eMOL1G+MQCoWihs9jqATkL5gPqNEG6lrF9oC+ng EA0Y5nOvS3XHXLjplZ1p4Gdw5FCvZ+6+P62qu2r U/272QxgEITTlRquU6ke4kROr0zkm+HSuICB2SP rQMChKA6iTT1Sf4yCg97IfSHKHxVP09kZBAqXHg mc6A6IFa9FLxP68Va/+skzARxRoEnT3kxxzrEKc5 4B6TQDUfGyBUMrMrpgMiCdUmrbwJwV388jLUT8q u4Su3WCmhWWXRATpEJeSiU1RBl6iKaoiiW/SInt GL9WA9Wa/W26w1Y81n9tGfst5/AHa9lls=</lat exit><latexit sha1_base64 ="02T0s00ZbuFJzgFRsE9Y8ETfs68=">AAAB+ni cbZDLTgIxFIY7eAO8Dbp000hMcENm3OgS48YlRr kkQEinnIGGTmfSdlAceRQ3LjTGrW/hzoWJb2MHWC h4kiZf/v+c9vT3Is6UdpxvK7Oyura+kc3lN7e2d 3btwl5dhbGkUKMhD2XTIwo4E1DTTHNoRhJI4HFo eMOL1G+MQCoWihs9jqATkL5gPqNEG6lrF9oC+ng EA0Y5nOvS3XHXLjplZ1p4Gdw5FCvZ+6+P62qu2r U/272QxgEITTlRquU6ke4kROr0zkm+HSuICB2SP rQMChKA6iTT1Sf4yCg97IfSHKHxVP09kZBAqXHg mc6A6IFa9FLxP68Va/+skzARxRoEnT3kxxzrEKc5 4B6TQDUfGyBUMrMrpgMiCdUmrbwJwV388jLUT8q u4Su3WCmhWWXRATpEJeSiU1RBl6iKaoiiW/SInt GL9WA9Wa/W26w1Y81n9tGfst5/AHa9lls=</lat exit><latexit sha1_base64 ="+IxRvinIVnFOCdqY7ydAwo8SVjQ=">AAAB+ni cbZDLTgIxFIbPeEW8Dbp000hMcENm3OgS48YlJn JJgJBOOQMNnc6k7aAEeRQ3LjTGrU/izrexAywUPE mTL/9/Tnv6B4ng2njet7O2vrG5tZ3bye/u7R8cu oWjuo5TxbDGYhGrZkA1Ci6xZrgR2EwU0igQ2AiG N5nfGKHSPJb3ZpxgJ6J9yUPOqLFS1y20JfbJCAe cCbw2pcfzrlv0yt6syCr4CyjCoqpd96vdi1kaoT RMUK1bvpeYzoQqk905zbdTjQllQ9rHlkVJI9Sdy Wz1KTmzSo+EsbJHGjJTf09MaKT1OApsZ0TNQC97 mfif10pNeNWZcJmkBiWbPxSmgpiYZDmQHlfIjBhb oExxuythA6ooMzatvA3BX/7yKtQvyr7lO79YKS3 iyMEJnEIJfLiECtxCFWrA4AGe4RXenCfnxXl3Pu ata85i5hj+lPP5A1iFk0w=</latexit><latexit sha1_base64 ="DnwdZMAkmqJbMx4/ywY8QD2DA2A=">AAAB+ni cbZDLTgIxFIbP4A3xNujSTSMxwQ2ZcaNLjBuXmM glAUI65QANnc6k7aCIPIobFxrj1gfwGVyY+DaWy0 LBkzT58v/ntKd/EAuujed9O6mV1bX1jfRmZmt7Z 3fPze5XdJQohmUWiUjVAqpRcIllw43AWqyQhoHA atC/nPjVASrNI3ljhjE2Q9qVvMMZNVZqudmGxC4 ZYI8zgRcmf3fScnNewZsWWQZ/Drli+v7rAwBKLf ez0Y5YEqI0TFCt674Xm+aIKjO5c5xpJBpjyvq0i 3WLkoaom6Pp6mNybJU26UTKHmnIVP09MaKh1sMw sJ0hNT296E3E/7x6YjrnzRGXcWJQstlDnUQQE5FJ DqTNFTIjhhYoU9zuSliPKsqMTStjQ/AXv7wMldO Cb/nazxXzMKs0HMIR5MGHMyjCFZSgDAxu4RGe4c V5cJ6cV+dt1ppy5jMH8Kec9x+B1JWk</latexit ><latexit sha1_base64 ="02T0s00ZbuFJzgFRsE9Y8ETfs68=">AAAB+ni cbZDLTgIxFIY7eAO8Dbp000hMcENm3OgS48YlRr kkQEinnIGGTmfSdlAceRQ3LjTGrW/hzoWJb2MHWC h4kiZf/v+c9vT3Is6UdpxvK7Oyura+kc3lN7e2d 3btwl5dhbGkUKMhD2XTIwo4E1DTTHNoRhJI4HFo eMOL1G+MQCoWihs9jqATkL5gPqNEG6lrF9oC+ng EA0Y5nOvS3XHXLjplZ1p4Gdw5FCvZ+6+P62qu2r U/272QxgEITTlRquU6ke4kROr0zkm+HSuICB2SP rQMChKA6iTT1Sf4yCg97IfSHKHxVP09kZBAqXHg mc6A6IFa9FLxP68Va/+skzARxRoEnT3kxxzrEKc5 4B6TQDUfGyBUMrMrpgMiCdUmrbwJwV388jLUT8q u4Su3WCmhWWXRATpEJeSiU1RBl6iKaoiiW/SInt GL9WA9Wa/W26w1Y81n9tGfst5/AHa9lls=</lat exit><latexit sha1_base64 ="02T0s00ZbuFJzgFRsE9Y8ETfs68=">AAAB+ni cbZDLTgIxFIY7eAO8Dbp000hMcENm3OgS48YlRr kkQEinnIGGTmfSdlAceRQ3LjTGrW/hzoWJb2MHWC h4kiZf/v+c9vT3Is6UdpxvK7Oyura+kc3lN7e2d 3btwl5dhbGkUKMhD2XTIwo4E1DTTHNoRhJI4HFo eMOL1G+MQCoWihs9jqATkL5gPqNEG6lrF9oC+ng EA0Y5nOvS3XHXLjplZ1p4Gdw5FCvZ+6+P62qu2r U/272QxgEITTlRquU6ke4kROr0zkm+HSuICB2SP rQMChKA6iTT1Sf4yCg97IfSHKHxVP09kZBAqXHg mc6A6IFa9FLxP68Va/+skzARxRoEnT3kxxzrEKc5 4B6TQDUfGyBUMrMrpgMiCdUmrbwJwV388jLUT8q u4Su3WCmhWWXRATpEJeSiU1RBl6iKaoiiW/SInt GL9WA9Wa/W26w1Y81n9tGfst5/AHa9lls=</lat exit><latexit sha1_base64 ="+IxRvinIVnFOCdqY7ydAwo8SVjQ=">AAAB+ni cbZDLTgIxFIbPeEW8Dbp000hMcENm3OgS48YlJn JJgJBOOQMNnc6k7aAEeRQ3LjTGrU/izrexAywUPE mTL/9/Tnv6B4ng2njet7O2vrG5tZ3bye/u7R8cu oWjuo5TxbDGYhGrZkA1Ci6xZrgR2EwU0igQ2AiG N5nfGKHSPJb3ZpxgJ6J9yUPOqLFS1y20JfbJCAe cCbw2pcfzrlv0yt6syCr4CyjCoqpd96vdi1kaoT RMUK1bvpeYzoQqk905zbdTjQllQ9rHlkVJI9Sdy Wz1KTmzSo+EsbJHGjJTf09MaKT1OApsZ0TNQC97 mfif10pNeNWZcJmkBiWbPxSmgpiYZDmQHlfIjBhb oExxuythA6ooMzatvA3BX/7yKtQvyr7lO79YKS3 iyMEJnEIJfLiECtxCFWrA4AGe4RXenCfnxXl3Pu ata85i5hj+lPP5A1iFk0w=</latexit>
Figure 5: The parametric dfa corresponding to ϕpxq “ ♦pvehicleAtpxqq
5 (and (q1 ?x) (not (q2 ?x)) (turnDomain ))
6 (when (or (and (q1 ?x) (vehicle-at ?x)) (q2 ?x))
7 (and (q2 ?x) (not (q1 ?x)) (turnDomain ))
8 )
9 )
Finally, putting together all pieces and carrying out changes described
above, we obtain the new domain D1 as follows:
1 (define (domain triangle-tire)
2 (:requirements :typing :strips :non-deterministic)
3 (:types location)
4 (:predicates (vehicle-at ?loc - location)
5 (spare-in ?loc - location)
6 (road ?from - location ?to - location)
7 (not-flattire)
8 (q1 ?x - location)
9 (q2 ?x - location)
10 (turnDomain ))
11 (:action move-car
12 :parameters (?from - location ?to - location)
13 :precondition (and (vehicle-at ?from) (road ?from ?to)
14 (not-flattire) (turnDomain ))
15 :effect (oneof (and (vehicle-at ?to) (not (vehicle-at ?from))
16 (not (turnDomain )))
17 (and (vehicle-at ?to) (not (vehicle-at ?from))
18 (not (not-flattire )) (not (turnDomain ))))
19 )
20 (:action changetire
21 :parameters (?loc - location)
22 :precondition (and (spare-in ?loc) (vehicle-at ?loc)
23 (turnDomain ))
24 :effect (and (not (spare-in ?loc)) (not-flattire)
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25 (not (turnDomain )))
26 )
27 (:action trans
28 :parameters (?x - location)
29 :precondition (not (turnDomain ))
30 :effect (and (when (and (q1 ?x) (not (vehicle-at ?x)))
31 (and (q1 ?x) (not (q2 ?x)) (turnDomain ))
32 (when (or (and (q1 ?x) (vehicle-at ?x)) (q2 ?x))
33 (and (q2 ?x) (not (q1 ?x)) (turnDomain )))
34 )
35 )
Change in Problem P
Concerning the planning problem P, we completely discard the goal speci-
fication, whereas the initial state description is slightly modified. Moreover,
the problem name, the associated domain name and all defined objects re-
main unchanged. We have to modify both the initial state and the goal
state specifications to make them compliant with D1, containing all changes
introduced in the planning domain D. To this extent, we formally define
the new initial state as follows:
Init: s0 ^ turnDomain^ q0 (3)
where q0
.“ qˆ0pm´1px0q, . . . ,m´1pxkqq “ q0po0, . . . , okq. In other words, we
put together the original initial specification s0, the new predicate turnDomain,
meaning that it is true at the beginning, and the initial state of the au-
tomaton instantiated on the objects of interest, i.e. those specified in the
ltlf/pltlf formula ϕ.
On the other hand, the goal description is built from scratch as follows:
Goal: turnDomain^ p
ł
qPF
qq (4)
where q
.“ qˆpm´1px0q, . . . ,m´1pxkqq “ qpo0, . . . , okq. In other words, we
place together the turnDomain predicate, meaning that it must be true at
the end of the execution, and the final state(s) of the automaton always
instantiated on the objects of interest. Here, it is important to notice that if
the automaton has two or more final states, they should be put in disjunc-
tion.
We can give the following example.
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Example 4.5. Let consider again the Triangle Tireworld scenario, shown
in the Example 4.4. The original pddl domain is:
1 (define (problem triangle-tire-1)
2 (:domain triangle-tire)
3 (:objects l11 l12 l13 l21 l22 l23 l31 l32 l33 - location)
4 (:init (vehicle-at l11)
5 (road l11 l12) (road l12 l13) (road l11 l21) (road l12 l22)
6 (road l21 l12) (road l22 l13) (road l21 l31) (road l31 l22)
7 (spare-in l21) (spare-in l22) (spare-in l31)
8 (not-flattire ))
9 (:goal (vehicle-at l13))
10 )
Now, considering the same ltlf formula ϕ “ ♦vehicleAtpl13q, the object of
interest is l13. Hence, we should evaluate our automaton states as q1pl13q
and q2pl13q.
Finally, putting together all pieces and carrying out changes described
above, we obtain the new problem P 1 as follows:
1 (define (problem triangle-tire-1)
2 (:domain triangle-tire)
3 (:objects l11 l12 l13 l21 l22 l23 l31 l32 l33 - location)
4 (:init (vehicle-at l11)
5 (road l11 l12) (road l12 l13) (road l11 l21) (road l12 l22)
6 (road l21 l12) (road l22 l13) (road l21 l31) (road l31 l22)
7 (spare-in l21) (spare-in l22) (spare-in l31)
8 (not-flattire) (turnDomain) (q1 l13))
9 (:goal (and (turnDomain) (q2 l13)))
10 )
As a remark, we will refer to the new goal specification as G1.
Having examined the encoding of ltlf/pltlf goal formulas in pddl,
the resulting planning domain D1 and problem P 1 represent a “classical”
planning specification. In the next Section, we will see how we obtain a
strong policy giving D1 and P 1.
4.3 fond Planners
In this Section, we talk about the state-of-art fond planners and how they
are employed within this thesis.
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To begin with, thanks to our encoding process, we have reduced the
problem of fond planning for ltlf/pltlf goals to a “classical” fond plan-
ning, which is essentially a reachability problem. We can state the following
Theorem.
Theorem 4.2. A strong policy pi is a valid policy for D1,G1 if and only if pi
is a valid policy for D, ϕ.
Given this Theorem, we can solve our original problem giving D1 and P 1
as input to standard fond planners. The main state-of-art fond planners
are:
• MBP and Gamer, which are OBDD3-based planners (Cimatti et al.,
2003; Kissmann and Edelkamp, 2009)
• MyND and Grendel, which rely on explicit AND/OR graph search
(Bercher, 2010; Ramirez and Sardina, 2014)
• PRP, NDP and FIP, which rely on classical algorithms (Kuter et al.,
2008; Fu et al., 2011; Muise et al., 2012)
• FOND-SAT, which provides a SAT approach to fond planning (Geffner
and Geffner, 2018)
Although fond planning is receiving an increasingly interest, the research
on computational approaches has been recently reduced. Nevertheless, some
planners performs well on different contexts of use. In our thesis, we are
going to employ a customized version of FOND-SAT, the newest planner.
Secondly, although the description of many real-world planning prob-
lems involves the use of conditional effects, requiring full support of ADL by
planners, those state-of-art planners, cited above, are still not able to fully
handle such conditional effects. This represents a big limitation that can be
surely deepened as a future work of this thesis. To this extent, we should
first compile away conditional effects from the domain and, then, we can
give it to a planner. Our proposal implementation is able to compile away
simple conditional effects, namely those conditional effects that do not have
nested formulas. Additionally, we have to compile away conditional effects
of the trans operator upstream even though its representation with the em-
ployment of conditional effects is much more effective and compact. Luckily,
this process consists of just splitting the operator in as many operators as
the number of conditional effects present in the original action and adding
3OBDD stands for Ordered Binary Decision Diagram
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the condition formula in the preconditions for each conditional effect. In the
following, we make a clarifying example.
Example 4.6. The trans operator built in the Example 4.4 is:
1 (:action trans
2 :parameters (?x - location)
3 :precondition (not (turnDomain ))
4 :effect (and (when (and (q1 ?x) (not (vehicle-at ?x)))
5 (and (q1 ?x) (not (q2 ?x)) (turnDomain ))
6 (when (or (and (q1 ?x) (vehicle-at ?x)) (q2 ?x))
7 (and (q2 ?x) (not (q1 ?x)) (turnDomain ))
8 )
9 )
As we can see, it contains only two conditional effects. Hence, we split this
operator in two operators that we are going to call trans-0 and trans-1,
respectively. In particular, for each conditional effect the condition formula
is added to the precondition and the effect formula is left in the effects.
trans-0 and trans-1 are as follows:
1 (:action trans-0
2 :parameters (?x - location)
3 :precondition (and (and (q1 ?x) (not (vehicle-at ?x)))
4 (not (turnDomain )))
5 :effect (and (q1 ?x) (not (q2 ?x)) (turnDomain ))
6 )
7 )
8 (:action trans-1
9 :parameters (?x - location)
10 :precondition (and (or (and (q1 ?x) (vehicle-at ?x)) (q2 ?x))
11 (not (turnDomain )))
12 :effect (and (q2 ?x) (not (q1 ?x)) (turnDomain ))
13 )
14 )
At this point, having compiled away simple conditional effects from the
modified domain D1, we can finally describe how we have employed FOND-
SAT in our thesis.
The main reasons why we have chosen FOND-SAT are the following:
• it is written in pure Python, hence we can easily integrate it in our
Python implementation;
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• it performs reasonably well;
• it outputs all policies building a transition system whose states are
called controller states.
FOND-SAT takes also advantage of the parser and translation PDDL-to-
SAS+ scripts from PRP. When FOND-SAT was developed, PRP’s transla-
tion scripts could not handle disjunctive preconditions that may be present
in our trans operators. As a result, we have modified FOND-SAT with the
newest version of those scripts directly from PRP.
The usage of FOND-SAT is really simple. From its source folder, it is
necessary to run the following command in the terminal:
python main . py ´s t rong 1 ´p o l i c y 1 /path´to /domain . pddl
/path´to /problem . pddl
The command simply executes the main module of FOND-SAT requiring
to find strong policies and to print, if exists, the policy found. We feed
FOND-SAT with our new domain D1 and new problem P 1.
Once strong plans are found, FOND-SAT displays the policy in four
sections as follows:
• Atom (CS): for each controller state it tells what predicates are true;
• (CS, Action with arguments): for each controller state it tells which
actions can be applied
• (CS, Action name, CS): it tells for each controller state what action is
applied in that state and the successor state;
• (CS1, CS2): it means that the controller can go from CS1 to CS2.
Now, we give an output example.
Example 4.7. The following result has been obtained running FOND-SAT
with the Triangle Tireworld domain and problem with the ltlf goal ϕ “
♦vehicleAtpl31q. What follows is only the displayed policy.
1 . . .
2 Trying with 7 s t a t e s
3 Looking f o r s t rong plans : True
4 Fair a c t i o n s : True
5 # Atoms : 18
6 # Actions : 26
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7 SAT formula gene ra t i on time = 0.052484
8 # Clauses = 11041
9 # Var iab l e s = 1225
10 Creat ing formula . . .
11 Done c r e a t i n g formula . Ca l l i ng s o l v e r . . .
12 SAT s o l v e r c a l l e d with 4096 MB and 3599 seconds
13 Done s o l v e r . Round time : 0 .016456
14 Cumulated s o l v e r time : 0 .055322
15 ===================
16 ===================
17 C o n t r o l l e r ´´ CS = C o n t r o l l e r State
18 ===================
19 ===================
20 Atom (CS)
21
22 ´´ ´´ ´´ ´´ ´´
23 Atom q1 ( l31 ) ( n0 )
24 Atom v e h i c l e a t ( l 11 ) ( n0 )
25 Atom not´ f l a t t i r e ( ) ( n0 )
26 Atom spare´in ( l 21 ) ( n0 )
27 Atom turndomain ( ) ( n0 )
28 ´´ ´´ ´´ ´´ ´´
29 ´NegatedAtom turndomain ( ) ( n1 )
30 Atom q1 ( l31 ) ( n1 )
31 Atom v e h i c l e a t ( l 21 ) ( n1 )
32 Atom not´ f l a t t i r e ( ) ( n1 )
33 ´´ ´´ ´´ ´´ ´´
34 Atom q1 ( l31 ) ( n2 )
35 ´NegatedAtom turndomain ( ) ( n2 )
36 Atom spare´in ( l 21 ) ( n2 )
37 Atom v e h i c l e a t ( l 21 ) ( n2 )
38 ´´ ´´ ´´ ´´ ´´
39 Atom turndomain ( ) ( n3 )
40 Atom q1 ( l31 ) ( n3 )
41 Atom v e h i c l e a t ( l 21 ) ( n3 )
42 Atom not´ f l a t t i r e ( ) ( n3 )
43 ´´ ´´ ´´ ´´ ´´
44 Atom q1 ( l31 ) ( n4 )
45 Atom spare´in ( l 21 ) ( n4 )
46 Atom v e h i c l e a t ( l 21 ) ( n4 )
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47 Atom turndomain ( ) ( n4 )
48 ´´ ´´ ´´ ´´ ´´
49 Atom q1 ( l31 ) ( n5 )
50 Atom v e h i c l e a t ( l 31 ) ( n5 )
51 ´NegatedAtom turndomain ( ) ( n5 )
52 ´´ ´´ ´´ ´´ ´´
53 Atom turndomain ( ) ( ng )
54 Atom q2 ( l31 ) ( ng )
55 ===================
56 ===================
57 (CS, Action with arguments )
58
59 ( n0 , move c´ar DETDUP 0( l11 , l 21 ) )
60 ( n0 , move c´ar DETDUP 1)
61 ( n0 , move c´ar DETDUP 1( l11 , l 21 ) )
62 ( n0 , move c´ar DETDUP 0)
63 ( n1 , trans´0 v4 )
64 ( n1 , trans´0 v4 ( l 31 ) )
65 ( n2 , trans´0 v4 ( l 31 ) )
66 ( n2 , trans´0 v4 )
67 ( n3 , move c´ar DETDUP 0( l21 , l 31 ) )
68 ( n3 , move c´ar DETDUP 0)
69 ( n3 , move c´ar DETDUP 1( l21 , l 31 ) )
70 ( n3 , move c´ar DETDUP 1)
71 ( n4 , change t i r e ( l 21 ) )
72 ( n4 , change t i r e )
73 ( n5 , trans ´11)
74 ( n5 , trans ´11( l 31 ) )
75 ===================
76 ===================
77 (CS, Action name , CS)
78
79 ( n0 , move c´ar DETDUP 0 , n1 )
80 ( n0 , move c´ar DETDUP 1 , n2 )
81 ( n1 , trans´0 v4 , n3 )
82 ( n2 , trans´0 v4 , n4 )
83 ( n3 , move c´ar DETDUP 0 , n5 )
84 ( n3 , move c´ar DETDUP 1 , n5 )
85 ( n4 , changet i r e , n1 )
86 ( n5 , trans ´11,ng )
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87 ===================
88 (CS, CS)
89
90 ( n2 , n4 )
91 ( n5 , ng )
92 ( n3 , n5 )
93 ( n1 , n3 )
94 ( n0 , n2 )
95 ( n4 , n1 )
96 ( n0 , n1 )
97 ===================
98 Solved with 7 s t a t e s
99 Elapsed t o t a l time ( s ) : 0 .288035
100 Elapsed s o l v e r time ( s ) : 0 .055322
101 Elapsed s o l v e r time ( s ) : [ 0 . 0 0 5 2 , 0 .0059 , 0 . 007 , 0 . 009 , 0 . 011 , 0 . 0 1 6 ]
102 Looking f o r s t rong plans : True
103 Fair a c t i o n s : True
104 Done
As we can see, operators names are changed due to internal arrangements
made by FOND-SAT needed to handle both non determinism and disjunc-
tive preconditions. Here, it is important to observe that, as we expected,
there is an alternation of action executions between the original domain
actions and the trans operators. Finally, the transition system built by
FOND-SAT has n0 as initial state and ng as final state. If strong plans are
found, it means that every path from n0 to ng is a valid plan. We will better
explain this later in Section 5.
In the following section, we will report results obtained through our
practical implementation, called fond4ltlf/pltlf , that automates all the
process illustrated in this Section.
5 Results
In this section, we show an execution of the fond4ltlf/pltlf tool as ex-
ample of result. In particular, we show an execution involving a pltlf goal.
We go step-by-step through the solution and we pay attention to the trans
operator.
We remind the reader that fondsp planning for pltlf goals is inter-
preted as reaching a final state such that the history leading to such a state
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satisfies the given pltlf formula. For instance, here we show an execution of
the fond4ltlf/pltlf tool on the Triangle Tireworld planning task partly
illustrated in Example 4.4. Indeed, the original domain is the same of the
one in Example 4.4 whereas the original initial state is as follows:
1 (define (problem triangle-tire-1)
2 (:domain triangle-tire)
3 (:objects l11 l12 l13 l21 l22 l23 l31 l32 l33 - location)
4 (:init (vehicle-at l11)
5 (road l11 l12) (road l12 l13) (road l11 l21) (road l12 l22)
6 (road l21 l12) (road l22 l13) (road l21 l31) (road l31 l22)
7 (spare-in l21) (spare-in l22) (spare-in l31)
8 (not-flattire ))
9 (:goal (vehicle-at l13))
10 )
In this case, we choose the pltlf goal formula ϕ “ vehicleAtpl13q^♦´pvehicleAtpl23qq.
Such a formula means reach location l13 passing through location l23 at least
once. The dfa corresponding to ϕ, generated with ltlf2dfa, is depicted in
Figure 6.
3
1
X
2
0
X
1
1
1
0 1
0,0
0
1
1
X
0
X
Figure 6: The dfa corresponding to ϕ
After the execution of fond4ltlf/pltlf , we obtain the following:
1. a new planning domain;
2. a new planning problem;
3. a transition system showing all policies, if found.
Firstly, the new domain D1 is:
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1 (define (domain triangle-tire)
2 (:requirements :typing :strips :non-deterministic)
3 (:types location)
4 (:predicates (vehicleat ?loc - location) (spare-in ?loc - location)
5 (road ?from - location ?to - location) (not-flattire) (turnDomain)
6 (q2 ?loc30 - location ?loc53 - location)
7 (q1 ?loc30 - location ?loc53 - location)
8 (q3 ?loc30 - location ?loc53 - location ))
9 (:action move-car
10 :parameters (?from - location ?to - location)
11 :precondition (and (vehicleat ?from) (road ?from ?to)
12 (not-flattire) (turnDomain ))
13 :effect (and (oneof (and (vehicleat ?to)
14 (not (vehicleat ?from ))) (and (vehicleat ?to)
15 (not (vehicleat ?from)) (not (not-flattire ))))
16 (not (turnDomain )))
17 )
18 (:action changetire
19 :parameters (?loc - location)
20 :precondition (and (spare-in ?loc) (vehicleat ?loc)
21 (turnDomain ))
22 :effect (and (not (spare-in ?loc)) (not-flattire)
23 (not (turnDomain )))
24 )
25 (:action trans-0
26 :parameters (?loc30 - location ?loc53 - location)
27 :precondition (and (or (and (q1 ?loc30 ?loc53)
28 (not (vehicleat ?loc30 )) (vehicleat ?loc53 ))
29 (and (q2 ?loc30 ?loc53) (not (vehicleat ?loc30 )))
30 (and (q3 ?loc30 ?loc53) (not (vehicleat ?loc30 ))))
31 (not (turnDomain )))
32 :effect (and (q2 ?loc30 ?loc53)
33 (not (q1 ?loc30 ?loc53 )) (not (q3 ?loc30 ?loc53 ))
34 (turnDomain ))
35 )
36 (:action trans-1
37 :parameters (?loc30 - location ?loc53 - location)
38 :precondition (and (or (and (q1 ?loc30 ?loc53)
39 (not (vehicleat ?loc30 )) (not (vehicleat ?loc53 )))
40 (and (q1 ?loc30 ?loc53) (vehicleat ?loc30)
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41 (not (vehicleat ?loc53 )))) (not (turnDomain )))
42 :effect (and (q1 ?loc30 ?loc53)
43 (not (q2 ?loc30 ?loc53 )) (not (q3 ?loc30 ?loc53 ))
44 (turnDomain ))
45 )
46 (:action trans-2
47 :parameters (?loc30 - location ?loc53 - location)
48 :precondition (and (or (and (q1 ?loc30 ?loc53)
49 (vehicleat ?loc30) (vehicleat ?loc53 ))
50 (and (q2 ?loc30 ?loc53) (vehicleat ?loc30 ))
51 (and (q3 ?loc30 ?loc53) (vehicleat ?loc30 )))
52 (not (turnDomain )))
53 :effect (and (q3 ?loc30 ?loc53)
54 (not (q2 ?loc30 ?loc53 )) (not (q1 ?loc30 ?loc53 ))
55 (turnDomain ))
56 )
57 )
Secondly, the new problem P 1 is:
1 (define (problem triangle-tire-1)
2 (:domain triangle-tire)
3 (:objects l11 l12 l13 l21 l22 l23 l31 l32 l33 - location)
4 (:init (not-flattire) (q1 l13 l23) (road l11 l12)(road l11 l21)
5 (road l12 l13) (road l12 l22) (road l21 l12) (road l21 l31)
6 (road l22 l13) (road l22 l23) (road l23 l13) (road l31 l22)
7 (spare-in l21) (spare-in l22) (spare-in l23) (spare-in l31)
8 (turnDomain) (vehicleat l11))
9 (:goal (and (q3 l13 l23) (turnDomain )))
10 )
Finally, feeding FOND-SAT with D1 and P 1 we obtain the following
transition system depicted in Figure 7, thanks to another Python script,
developed in this thesis, for converting a written policy into a graph.
A plan is whatever path from n0 leading to state ng. Moreover, as we can
see from Figure 7, there is a perfect alternation between domain’s actions
and the trans action. Additionally, the above-mentioned script could also
remove transitions involving the trans action getting the final plan. We can
see it in Figure 8.
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6 Summary
In this report, we have faced the problem of fond Planning for ltlf/pltlf
goals. In particular, we have proposed a new solution, called fond4ltlf/pltlf ,
that essentially reduces the problem to a “classical” fond planning problem.
This has been possible thanks to our ltlf2dfa Python tool which has been
employed for the encoding of temporally extended goals into standard pddl.
Finally, we have seen examples of execution results of the fond4ltlf/pltlf
tool.
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ng
n0
n1
move-car_DETDUP_1(l11,l21)
n2
move-car_DETDUP_0(l11,l21)
n3
trans-11_v3(l13,l23)
n4
trans-11_v3(l13,l23)
changetire(l21)
n5
move-car_DETDUP_1(l21,l31)
n6
move-car_DETDUP_0(l21,l31)
n7
trans-11_v5(l13,l23)
n8
trans-11_v5(l13,l23)
changetire(l31)
n9
move-car_DETDUP_1(l31,l22)
n10
move-car_DETDUP_0(l31,l22)
n11
trans-11_v4(l13,l23)
n12
trans-11_v4(l13,l23)
changetire(l22)
n13
move-car_DETDUP_1(l22,l23) move-car_DETDUP_0(l22,l23)
n14
trans-01(l13,l23)
n15
changetire(l23)
n16
trans-02_v5(l13,l23)
n17
move-car_DETDUP_0(l23,l13) move-car_DETDUP_1(l23,l13)
trans-22(l13,l23)
Figure 7: The transition system showing policies found with the trans
operator
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n17
n0
n2
move-car_DETDUP_0(l11,l21) n1
move-car_DETDUP_1(l11,l21)
n5
move-car_DETDUP_1(l21,l31)
n6
move-car_DETDUP_0(l21,l31)
changetire(l21)
changetire(l31)
n10
move-car_DETDUP_0(l31,l22) n9
move-car_DETDUP_1(l31,l22)
n13
move-car_DETDUP_1(l22,l23) move-car_DETDUP_0(l22,l23)
changetire(l22)
n15
changetire(l23)
move-car_DETDUP_0(l23,l13) move-car_DETDUP_1(l23,l13)
Figure 8: The transition system showing policies found without the trans
operator
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