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Android je nejrychleji se rozvíjející a nejlépe prodávaný operační systém pro mobilní zařízení. Tato 
práce pojednává o historii a možnostech tohoto systému, ale také o vývoji aplikací pro zařízení, 
fungující na této platformě. Krátce se také věnuje principům fyzikální simulace v počítačových hrách. 
Součástí práce je i podrobný popis návrhu a implementace hry pro platformu Android, která využívá 
zmíněnou fyzikální simulaci.
Abstract
Android is the fastest growing and best selling operating system for mobile devices. This paper 
briefly describes the history of this system, its possibilities and application programming basics for 
this platform. It contains a short introduction to physics simulation used in computer games. The 
paper also includes a detailed description of design and implementation of a mobile game for Android 
system, based on physics simulation. 
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1 Úvod do systému Android
1.1 Stručné informace
Android je operační systém pro mobilní zařízení jako jsou mobilní telefony, tablety, hudební 
přehrávače a podobně. Je vyvíjen především firmou Google a je veden jako open-source projekt (na 
internetu jsou dostupné zdrojové kódy, kdokoliv si je může stáhnout a kód modifikovat). Systém je 
založen na Linuxovém jádru, má další prvky doprogramovány v jazyce C a uživatelské rozhraní je 
naprogramováno v jazyce Java. Tento jazyk je také primárním jazykem pro vývoj aplikací pro tuto 
platformu. 
Android nepoužívá klasický Java Virtual Machine, ale optimalizovanou verzi zvanou Dalvik 
Virtual Machine, která překládá soubory typu .java do Dalvik Executable (.dex) formátu, který je 
mnohem úspornější než klasický Java Archive (.jar) formát. Kupříkladu aplikace webový prohlížeč 
má v .jar formátu kolem 500kB, v .dex formátu se jeho velikost pohybuje kolem 200kB. Úspora místa 
se tedy může pohybovat až okolo 60% z původní velikosti [2]. 
Systém podporuje všechny prvky z Java Platform Standard Edition kromě AWT a Swing 
(které slouží k práci s uživatelským rozhraním v běžných systémech). Místo těchto knihoven Android 
nabízí svůj vlastní framework pro práci s UI, který je optimalizován pro použití na mobilních 
zařízeních.
1.2 Historie
Informace v této sekci jsou převzaty z [1] a [4]. 
V roce 2003 byla založena společnost Android Inc. v Palo Alto v USA ve státě California 
s cílem vyvíjet (podle slov jednoho ze zakladatelů Andyho Rubina) „chytřejší mobilní zařízení, která 
si jsou vědoma preferencí a zeměpisné polohy svého vlastníka“. I přesto, že zakladatelé a původní 
zaměstnanci této firmy byli velmi známí svými úspěchy (Andy Rubin byl jedním ze zakladatelů 
velmi úspěšné firmy Danger Inc., která se věnovala vývoji mobilních zařízení, později v roce 2008 
odkoupenou společností Microsoft za údajných 500 milionů dolarů [7]), firma nezveřejňovala žádné 
detaily své práce, nicméně se brzy ukázalo, že se společnost potýká s finančními problémy. V roce 
2005 tuto firmu koupil gigant na poli informačních technologií - Google Inc, s tím, že si jako 
zaměstnance ponechal zakladatele původní společnosti - Andyho Rubina a další [3].
V roce 2007 bylo vytvořeno uskupení Open Headset Alliance, na kterém se podílely firmy 
jako Google, HTC, Sony, Dell, Intel, T-Mobile (a mnoho dalších), s cílem tvořit otevřené standardy 
pro mobilní zařízení a rychleji reagovat na potřeby zákazníků v oblasti mobilních zařízení. Také byl 
představen první produkt tohoto uskupení – operační systém Android verze 1.0, který běžel na 
Linuxovém jádru verze 2.6.
V září 2008 T-Mobile vydal první mobilní telefon pracující na této platformě – T-Mobile G1 
(známý také jako HTC Dream). Pár dní na to Google vydal první verzi Android Software 
Development Kit (SDK), čili sadu nástrojů pro vývoj aplikací pro tento systém. Systém slavil 
obrovský úspěch. Od té doby bylo vydáno přes 8 verzí tohoto operačního systému (nejnovější verze 
4.0 v květnu 2011 s názvem Ice Cream Sandwich).
V 4. čtvrtletí 2010 bylo oznámeno, že OS Android je nejprodávanějším operačním systémem 
pro mobilní zařízení (do té doby byl 10 let nejprodávanějším Symbian od firmy Nokia). V listopadu 
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2011 bylo v provozu přes 200 milionů zařízení s tímto operačním systémem. Podle slov Andyho 
Rubina je každý den aktivováno přes 700 000 zařízení s tímto OS [5].
1.3 Architektura systému
Jednotlivé komponenty architektury systému představuje tento diagram. Více o každé sekci 
níže. Informace z této kapitoly jsou převzaty z [6].
Obrázek 1.1: Schéma architektury systému Android [6]
Aplikace 
Každé zařízení Android obsahuje aplikace (program pro práci s SMS zprávami 
a elektronickou poštou, kalendář, mapy, webový prohlížeč a další). Tyto aplikace jsou napsány 
v programovacím jazyce Java.
Aplikační framework
Vývojáři mají přístup ke všem knihovnám, se kterými pracují zdrojové programy systému, 
tudíž mohou přistupovat k hardware, lokálním datům, spouštět procesy na pozadí a podobně. Android 
byl vytvořen s myšlenkou na maximální znovupoužití jednotlivých komponent a tudíž může jedna 
aplikace využívat služeb jiné (musí však zachovat určitá bezpečnostní pravidla).
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Knihovny
V systému je k dispozici soubor C/C++ knihoven, ke kterým ma vývojář přístup pomocí 
aplikačního frameworku. 
Android runtime
Každá Android aplikace je spuštěna v oddělené instanci Dalvik Virtual Machine. Ten je 
optimalizován pro spuštění více současně běžících instancí tohoto virtuálního stroje. Dalvik VM 
využívá Linuxové jádro pro základní funkčnost jako jsou vlákna a nízkoúrovňová správa paměti.
Linuxové jádro
Systém Android je postaven na Linuxovém jádru verze 2.6 a využívá jeho prvky jako jsou 
bezpečnost, správa paměti a procesů, síťové rozhraní a další.
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2 Vývoj aplikací pro systém Android
Informace z této kapitoly jsou převzaty z [8]. 
Aplikace pro systém Android jsou programovány v jazyce Java. Program je poté přeložen 
pomocí Android SDK do souboru typu Android package (.apk). Každý takový soubor představuje 
kompletní aplikaci se všemi zdroji, které aplikace potřebuje pro spuštění. Pomocí tohoto souboru se 
aplikace také instalují do systému.
Operační systém Android funguje jako Linuxový systém pro více uživatelů, ve kterém každá 
aplikace představuje uživatele s unikátním Linux user ID. Toto ID je známé pouze systému, nikoliv 
aplikacím samotným. Dále (jak již bylo zmíněno), běží každá aplikace v samostatné instanci 
virtuálního stroje, čímž se zabezpečuje nezávislý chod aplikací – v případě potíží se ukončí 
problémová aplikace bez následků na jiných běžících procesech. 
Systém Android uplatňuje metodu principu nejnižších privilegií, tzn. aplikace mají 
(standardně) přístup pouze ke komponentám, které jsou potřeba ke správné činnosti programu 
a k žádným dalším, čímž se zabraňuje aby aplikace zasahovaly do částí systému, do kterých nemají 
povolený přístup. Uživatel povoluje přístupy pro danou aplikaci při její instalaci.
Pokud chtějí aplikace sdílet data, je možno spustit aplikace pod stejným Linux user ID 
(mohou být také spuštěny jako jeden proces pro zachování systémových zdrojů – v tomto případě 
sdílejí i virtuální stroj). 
2.1 Aplikační komponenty
Každá aplikace se skládá z 4 základních komponent. Každá komponenta hraje v aplikaci svojí 
roli a má svůj životní cyklus, který definuje kdy komponenta vzniká a kdy zaniká. 
1. Activity (Aktivity)
Aktivita představuje obrazovku s uživatelským rozhraním. Například program pro 
práci s emailem může obsahovat aktivitu pro zobrazení schránky, další pro čtení konkrétní zprávy 
a další pro vytvoření a odeslání zprávy, přičemž jsou jednotlivé aktivity na sobě nezávislé. Jiná 
aplikace může spustit kteroukoliv z těchto aktivit (pokud to tato emailová aplikace dovoluje) – 
například aplikace pro ovládání fotoaparátu může vyvolat aktivitu psaní emailu v případě, že uživatel 
chce odeslat vytvořenou fotografií elektronickou poštou.
V této bakalářské práci bude použita pouze tato komponenta – další nebudou pro 
potřeby aplikace nutné, nicméně pro celkový obraz si ostatní tři také představíme.
2. Services  (Služby)
Služba představuje proces, který pracuje na pozadí (např. provádí déle trvající 
výpočet, stahuje data apod). Služba neposkytuje uživatelské rozhraní. Jiná komponenta (např. 
aktivita) může službu spustit, popř. s ní vytvořit spojení (v případě, že s ní potřebuje komunikovat).
3. Content providers (Poskytovatelé obsahu)
Poskytovatel obsahu spravuje soubor sdílených aplikačních dat. Data může aplikace 
ukládat v souborovém systému, v databázi SQLite, na webu, nebo na jakémkoliv jiném trvalém 
médiu, na který má aplikace přístup. Pomocí poskytovatele obsahu mohou jiné aplikace číst (popř. 
i modifikovat, pokud to poskytovatel obsahu dovoluje). Jako příklad v Android systému můžeme 
uvést poskytovatele obsahu, který spravuje kontakty uživatele. S jeho pomocí smí jiné aplikace (které 
mají požadovaná povolení), načítat a měnit data z poskytovatele obsahu.
4. Broadcast receivers (Odběratel broadcastu)
Odběratel broadcastu je komponenta, která zpracovává a odpovídá na systémová 
sdělení. Tato systemová sdělení jsou jakousi formou broadcastu, kterou příjmají všechny aplikace – 
například to může být informace o tom, že byla vypnuta obrazovka nebo je nízký stav baterie. 
Aplikace mohou samy vytvořit takovýto broadcast – např. chtějí sdělit ostatním aplikacím, že jsou 
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k dispozici stahovaná data, na která jiné aplikace čekají. I když odběratelé broadcastu neposkytují 
uživatelské rozhraní, mohou vytvořit upozornění ve stavovém řádku. Ve většině případů se však 
odběratel broadcastu používá pouze jako spojovací prvek pro jiné komponenty, který vykonává 
naprosté minimum akcí – například spustí službu jako reakci na nějakou zprávu.
2.1.1 Výhody rozdělení na komponenty
To, že jedna aplikace může spustit komponentu jiné velmi usnadňuje vývoj aplikací. 
Například pokud vývojář potřebuje, aby uživatel vytvořil fotografii, nemusí programovat aplikaci pro 
snímání fotografii, ale jednoduše využije systémové aplikace pro snímání fotografií. Nemusí do 
aplikace ani vkládat kód z programu obsluhujícího fotoaparát - jednoduše spustí danou komponentu 
a výsledek (v tomto případě fotografie), bude vrácen jeho aplikaci. Z uživatelského pohledu to tedy 
vypadá, že fotoaparát je součástí dané aplikace (i když ve skutečnosti tomu tak není). 
Když systém spouští komponentu, spustí proces její aplikace (pokud již neběží) a instancuje 
třídy, které jsou potřeba pro danou komponentu. V příkladu s fotoaparátem, pokud aplikace spustí 
aktivitu snímající fotografii, je tato aktivita spuštěna v procesu aplikace obsluhující fotoaparát, 
nikoliv v procesu aplikace, která jí volá. Aplikace pro systém Android tedy nemají jeden vstupní bod 
(neexistuje zde něco jako funkce main). Protože systém spouští každou aplikaci jako oddělený proces 
s přístupovými právy, která zabraňují v přístupu do jiných aplikací, aplikace nemůže přímo volat 
komponentu jiné aplikace. Musí zaslat zprávu systému, že chce spustit danou komponentu a systém 
poté komponentu spustí sám.
2.1.2 Aktivace komponent
Všechny komponenty (kromě poskytovatele obsahu) jsou aktivovány asynchronní zprávou 
zvanou intent („úmysl“). Program zašle systému zprávu, že má v úmyslu spustit danou komponentu – 
systém vyhledá požadovanou komponentu a instancuje jí (v případě, že je to potřeba) [9].
2.1.3 Soubor Manifest
Aby systém věděl, že aplikace poskytuje komponenty pro spuštění, je potřeba aby byly 
vešekeré tyto komponenty uvedeny v souboru AndroidManifest.xml (tzv. Manifest file), který se musí 
nacházet v kořenovém adresáři aplikace.
Soubor Manifest obsahuje řadu informací, především však tyto -
1. Identifikuje práva, která aplikace vyžaduje (přístup na Internet, přístup na paměťovou kartu 
apod)
2. Deklaruje minimální úroveň API (application programming interface, rozhraní pro 
programování aplikací) - tzv. API Level – novější verze systému nabízí více možností než 
starší – proto je důležité rozlišit, jaká úroveň je potřeba pro danou aplikaci, aby program 
mohl být spouštěň pouze na zařízeních s požadovanou verzí OS (neboli na zařízeních která 
poskytují potřebnou úroveň API).
3. Popisuje hardwarové a softwarové funkce, které aplikace potřebuje k běhu (např. 
fotoaparát, obrazovku podporující vícenásobný dotyk, různé senzory apod.)
4. Knihovny API, které jsou potřeba pro běh aplikace (vyjma základních knihoven 
nabízených systémem) – například Google Maps library.
Dále je možno pomocí souboru Manifest vynutit různé nastavení aplikace – například tzv. 
landscape mode – aplikace bude zobrazována na šířku, nezávisle na natočení přístroje (stejně tak jde 
vynutit zobrazování na výšku), což jsem u mojí práce také využil. Další věc, pro kterou jsem soubor 
Manifest použil bylo zakázání zhasnutí displeje při běhu aplikace.
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2.1.4 Deklarace požadavků aplikace
Systém Android běží na široké paletě zařízení a ne všechny poskytují stejné hardwarové či 
softwarové vybavení. Aby se zabránilo instalaci programu na zařízení, na kterém jej nebude možné 
spustit, je potřeba aby programátor jasně popsal požadavky na verzi systému a hardware pro každou 
aplikaci. Tyto požadavky jsou opět zapsány v Manifest souboru. Systém samotný tyto informace 
většinou nečte, čtou je ale jiné služby jako například Google Play (služba pro nákup a stahování 
aplikací pro OS Android).
Například pokud aplikace vyžaduje fotoaparát a používá API z verze systému 2.1 (API Level 
7), programátor musí tyto požadavky uvést v souboru Manifest. Google Play poté zabrání zařízením, 
která nemají fotoaparát a používají starší verzi systému než je 2.1 nainstalovat tuto aplikaci.
Lze také specifikovat, že aplikace může využívat fotoaparát, ale nutně jej nepotřebuje. 
V takovém případě musí aplikace sama zjistit při spuštění, zda je v systému k dispozici fotoaparát.
Mezi nejdůležitější charakteristiky zařízení, které je potřeba brát v úvahu při vývoji aplikací, 
patří:
1. Velikost a jemnost obrazovky
V systému Android se rozlišuje 2 základní charakteristiky zařízení – rozměry displeje 
a jeho jemnost (hustota pixelů na obrazovce, uvádí se nejčastěji v jednotce dpi – dots per  
inch, neboli počet pixelů na jeden čtvereční palec). Pro zjednodušení používá Android 
rozdělení zařízení do skupin.
Rozměry obrazovky mohou být: malá (small), normální (normal), velká (large) a velmi 
velká (extra large)
Jemnost displeje může být: malá (low density), střední (medium), vysoká (high) a velmi 
vysoká (extra high).
Standardně jsou všechny aplikace kompatibilní se všemi kombinacemi těchto parametrů 
(Android provádí potřebné optimalizace pro UI a obrázky každé aplikace automaticky), 
nicméně aplikace by měla nabízet specializovaný layout pro různé velikosti obrazovky 
a různé obrázky pro různou jemnost displeje.
2. Vstupní konfigurace
Různá zařízení používají různé metody vstupu, například hardwarová klávesnice, 
trackball a další. Pokud aplikace vyžaduje danou metodu vstupu tak je potřeba jí uvést 
v souboru Manifest. Této možnosti se však většinou nepoužívá (aplikace by měly být 
univerzální)
3. Možnosti zařízení
Existuje široká paleta funkcí, které nabízejí různá zařízení, ať už na hardwarové či 
softwarové úrovni - fotoaparátem, senzorem světla a naklonění, modulem bluetooth nebo 
danou verzí OpenGL - pokud aplikace vyžaduje jakoukoliv z těchto funkcí je potřeba toto 
uvést v souboru Manifest. Programátor by nikdy neměl automaticky předpokládat, že 
daná funkce je dostupná v každém zařízení.
4. Verze systému
Jak již bylo zmíněno, různá zařízení používají různé verze OS Android, přičemž novější 
verze obsahují více možností než starší. Proto je potřeba upřesnit, jaká je minimální 
potřebná verze systému (minimální úroveň API) pro běh dané aplikace.
Je důležité uvést všechny požadavky aplikace, protože při pozdější distribuci programu 
pomocí Google Play jsou aplikace filtrovány podle těchto požadavků. Tímto se zabraňuje aby nebyl 
zařízním nabízen nekompatibilní software.
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2.2 Zdroje pro aplikace
Kromě samotného kódu obsahují aplikace také zdroje, čili externí soubory (obrázky, zvukové 
stopy a další). Animace, položky menu, barvy a vzhled uživatelského rozhraní se definují pomocí 
XML souborů. Tímto přístupem se zjednodušují úpravy prováděné na grafické stránce aplikace – není 
potřeba zasahovat do kódu programu, pouze se edituje XML soubor. 
Android SDK automaticky generuje unikátní ID pro každý externí soubor, který je v aplikaci 
použit. Toto ID je poté možno použít buď v kódu, nebo v XML souboru. 
Síla používání XML souborů tkví především v možnosti měnit vzhled (nebo jazyk) aplikace 
podle toho, na jakém zařízení je aplikace spuštěna. K tomuto používá Android tzv. kvalifikátor 
(qualifier). Například můžeme texty aplikace uložit v XML souborech podle jazyků a ty poté uložit 
do složek, obsahujících jazykový kvantifikátor (například res/values-fr/ pro francouzštinu). 
Systém Android poté (podle nastavení jazyka přístroje) sám nabídne uživateli aplikaci v jazyce 
přístroje. To samé platí o natočení přístroje (na šířku/na výšku), či pro různé velikosti a jemnosti 
displeje.
Ze zdrojů bude tato aplikace čerpat tzv. sprity – přednačtené obrázky, které budou sloužit pro 
zobrazení hráče, stěn, a dalších objektů ve hře. Dále budou zdroje použity pro načtení zvukových 
stop, které budou sloužit jako zvukové efekty při hraní hry.
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3 Simulace fyziky v počítačových hrách
Předtím, než se budeme věnovat samotné aplikaci, je nutno rozebrat základní principy 
simulace fyziky v této hře (ale i obecně v hrách). 
Jelikož bude aplikace potřebovat matematicko-fyzikální model tak je nutno zavést některé 
prvky, které nám toto umožní. Jako základní prvek bude v aplikaci potřebný vektor. Ten je možno 
zapsat různými způsoby. V této aplikaci bude použit dvojí způsob – v některých případech bude 
vektor zapsán jako dvojice souřadnic (když bude reprezentovat například rychlost objektu) a jindy 
bude zapsán jako směr a velikost (například při reprezentaci síly působící na objekt). Mezi těmito 
dvěmi tvary lze přecházet – viz rovnice 3.5. 
Nyní si uvedeme základní operace na vektorech, které budou v aplikaci použity. Pro 
jednoduchost bude použit zápis formou dvou souřadnic.
První operací je výpočet délky vektoru [10].
(3.1)
Kde |a| je délka vektoru a a ax a ay jsou jednotlivé složky vektoru a.
Další operací je sčítání dvou vektorů. To se provede jako součet jednotlivých složek obou 
vektorů.
(3.2)
Vektory lze násobit dvěma způsoby – vektorově a skalárně. Vektorový součin nebude 
v aplikaci potřeba a proto jej nebudeme uvádět. Skalární součin se vypočítá jako:
(3.3)
Další užitečnou funkcí je převod do tzv. jednotového vektoru. Jednotkový vektor má velikost 
rovnou 1. Tento převod en se provede tak, že se jednotlivé složky vektoru vydělí délkou vektoru. 















Pokud máme zadán vektor jako směr a velikost, můžeme s ním nakládat jako se souřadnicemi 
v polární soustavě. K převodu polárních souřadnic na kartézské slouží tento vzorec [11]:
(3.5)
Nyní více k fyzice.
V aplikaci budeme potřebovat simulaci kinetické energie. Základním vzorcem pro výpočet 
kinetické energie je následující:
(3.6)
kde m označuje hmotnost tělesa a v jeho rychlost.
Ve hře bude potřeba simulovat proražení objektu hráčem. Po tomto proražení bude hráči 
odňata část energie. Ta se musí promítnout na změně rychlosti. Hráčovu novou rychlost tedy 
vypočítáme jako:
(3.7)
kde Ek označuje původní kinetickou energii hráče a Ed označuje energii, která bude hráči 
odňata po proražení tohoto tělesa. 
Tímto získáme absolutní hodnotu nové rychlosti hráče, nicméně potřebujeme tuto hodnotu 
promítnout do jednotlivých složek vektoru rychlosti hráče. To provedeme tak, že vypočítáme poměr 
mezi původní velikostí vektoru rychlosti a nově získanou hodnotou. Tímto číslem (které bude 
v rozmezí 0 až 1) poté vynásobíme původní vektor rychlosti.
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Další důležitou věcí, kterou je potřeba v počítačových hrách řešit, je kolize objektů. Kvůli 
úspoře výpočtu se testy na kolizi provádí minimálně na 2 úrovních. V této aplikaci bude použita také 
dvouúrovňová metoda. Nejprve se provede test na kolizi obdélníků, které obemykají daný objekt, 
a pokud tento test uspěje, přejde se k pixelové kolizi, která zkoumá kolizi pixel po pixelu (tudíž je 
podstatně pomalejší než obdélníková kolize). 
Obrázek 3.1 ukazuje test obdélníkové kolize.
Obrázek 3.1: Obdélníková kolize
Na obrázku vidíme 2 objekty, které obdélníková kolize ohodnotí jako kolizní. Vyznačená 
společná oblast dvou obdélníků ukazuje oblast, kterou musí poté prozkoumat test na pixelovou kolizi. 
V opačném případě by program hlásil kolizi, i když k ní ve skutečnosti nedošlo. Společnou oblast 
obdélníků N vypočítáme lehce (pokud známe jejich souřadnice). 
(3.8)
kde R1, R2 označují kolizní obdélníky, x1 a x2 levou a pravou horizontální souřadnici a y1 a y2 
horní a spodní vertikální souřadnici obdélníku a Max a Min označují výběr větší, popř. menší z dvou 
hodnot.
Pixelová kolize poté není nijak komplikovanou záležitostí – program projíždí společnou 
oblast po řádcích. Pokud narazí na bod, ve kterém se nacházejí neprůhledné pixely obou objektů tak 
vrátí úspěch při kolizním testu.
Dalším prvkem, který se úzce pojí s kolizí je odraz objektů. Ve hře budeme řešit pouze 
odrazy hráče od pevných (nehybných) objektů.
12
N x1=MaxR1x1 , R2x1
N x2=MinR1x2 ,R2x2
N y1=Max R1y1 , R2y1
N y2=MinR1y2 , R2 y2
Obrázek 3.2 znázorňuje modelovou kolizi – hráč naráží na stěnu. Naším cílem je získat nový 
vektor rychlosti hráče – na obrázku pod písmenem R.
Obrázek 3.2: Modelová kolize
Vektor I známe (jedná se o vektor rychlosti hráče). Vektor normály N lehce vypočteme jako:
(3.10)
kde Nx a Ny jsou složky vektoru N, Sx a Sy souřadnice místa kolize a Cx,Cy souřadnice středu 
hráče.
Nyní k samotnému výpočtu odrazu – ten vypadá takto [12]:
(3.11)
Podmínkou však je, že vektory I i N musí být jednotkové vektory, což však není problém (viz 
rovnice 3.4). Před výpočtem si musíme uložit velikost vektoru I, kterou poté vynásobíme výsledný 
vektor R.
Dalším z problémů fyzikální simulace je její stabilita. Zdrojů nestability může být více, ale 
hlavním důvodem je to, že počítáme simulaci diskrétně. To může například způsobovat nestabilitu 
objektů, která se může projevit třeba jemným vibrováním objektů. 
Tento krátký vstup do simulace fyziky v počítačových hrách pokrývá pouze základní principy 
takovéto simulace, nicméně pro potřeby této aplikace bude stačit.
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N x=S x−C x
N y=S y−C y
R=2∗−I⋅N ∗NI
4 Koncept aplikace
Jako základní koncept pro moji aplikaci jsem zvolil tzv. plošinovku. Jedná se o typ her, kdy 
se hráč pohybuje ve dvojrozměrném prostředí pomocí postavičky či jiného prvku ovládaného hráčem. 
Ten musí často skákat mezi různými plošinami, aby nespadl mimo herní plochu, odtud také název 
tohoto typu her – „plošinovky“ či „skákačky“. Zároveň bych k ní chtěl připojit logický prvek. 
Logické hry jsou dnes na výsluní – lidé mají rádi hry, u kterých musí přemýšlet.
V současné době vzniká velké množství různě inovativních her, které jsou často diametrálně 
odlišné (ať už ovládáním nebo cílem hry) od starších her, které vznikaly koncem minulého století. 
Možná také proto mě napadlo, že by bylo vhodné se vrátit ke staršímu, dnes již nepříliš živému 
konceptu hry, a pokusit se jej oživit prvky, jež nebyly v době výkvětu tohoto typu her dostupné, jako 
například gravitační senzor, dotykové displeje a podobně. Jako logický prvek jsem přidal to, že hráč 
bude muset přemýšlet nad tím, jak je možné se ve hře posunout dál, aby hra nebyla úplně lineární. 
Implementace fyzikálních zákonů do hry navíc přidá hře na dynamičnosti a zábavnosti.
S touto myšlenkou jsem se tedy pustil do návrhu mojí aplikace, kterou jsem nazval 
Rebounce.
4.1 Základní prvky
Základním kamenem hry bude kinetická energie hráčem ovládaného prvku – kuličky. 
Uživatel bude pomocí natočení přístroje vytvářet sílu, která bude působit na kuličku, čímž jí bude 
uvádět do pohybu. Zároveň zde bude přítomna gravitace, která přidává tomuto způsobu ovládání na 
dynamice. 
Ve hře bude implementována fyzikální síla – na daný objekt bude moci působit vícero sil, hra 
vypočítá jejich výslednici a podle ní se bude objekt pohybovat. Tento model má velké využití i pro 
případná rozšíření hry, viz kapitola 4.2.
Kulička bude fungovat jako pevný objekt s určitou pružností. Když tedy narazí na nějaký jiný 
objekt, odrazí se (dle patřičných fyzikálních zákonů) a ztratí část své energie (bude záviset od 
hodnoty pružnosti).
Jedním z prvků znesnadňujících hráčovi pohyb v prostředí budou tzv. brány. Jedná se o druh 
stěny, kterou je možno zničit tím, že do ní kulička narazí v dostatečné rychlosti (tzn. s dostatečnou 
kinetickou energií). Energie potřebná k proražení dané brány bude zobrazována jako číslo přímo 
u příslušné brány. Na obrazovce bude stále zobrazována aktuální kinetická energie kuličky, aby hráč 
věděl, kolik energie mu schází do úspěšněho proražení brány. Přebytek energie, který hráčovi zůstane 
po proražení brány bude připočten jako body do bodování. Pokud hráč nebude mít dostatek energie 
k proražení brány, bude se brána chovat jako normální stěna, od které se kulička odrazí.
Aby nebyl pohyb kuličky tak monotónní, přibude další možnost jak kuličku ovládat – 
stisknutím na  displej (tzv. tapnutí) kulička vyskočí směrem, ve kterém hráč stiskl displej, tj skok 
kuličky bude vždy následovat směr od její původní pozice k místu, kde se hráč dotkl displeje. Pokud 
se tedy uživatel dotkne displeje přístroje přímo nad kuličkou, kulička vyskočí vertikálně, pokud více 
doprava tak bude skok směrovat vzhůru a doprava a tak dále. 
Jako další „návnada“ pro hráče, budou bonusové body – ty hráč získá tím, že kuličkou narazí 
do speciálního objektu (a tím jej sebere). Tyto objekty – hvězdy – budou rozmístěny tak, aby musel 
hráč pro jejich získání obětovat úsilí – například po „proskákání“ náročnější oblasti bude mít na 
výběr, zda sebere odměnu a bude muset dané překážky překonat znovu, anebo bonus nevezme a bude 
pokračovat normálně dál.
Hráč bude muset také překonávat mezery mezi plošinami – pokud spadne do díry bude muset 
úrověn opakovat.
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Hra bude obsahovat co nejjednodušší uživatelské rozhraní. Bude zobrazen pouze současný 
počet bodů a kinetická energie hráče.
4.2 Možnosti rozšíření
Ke hře bude možno doprogramovat celou řadu vylepšení a modifikací, které nebyl čas 
implementovat při řešení práce. Zde uvádím kráký seznam rozšíření, který jsem plánoval (nebo 
plánuji, při případném pokračování ve formě diplomové práce) do hry doprogramovat.
• Možnost výměny kuliček – hráč bude mít ve speciálních lokacích možnost vyměnit kuličku 
za jinou (pružnější a lehčí, těžší a více tuhou), což mu dovolí překonat oblasti, které by 
s normální kuličkou překonat nemohl. 
• Vítr – ve hře budou vyznačené oblasti, ve kterých bude působit v určeném směru síla, která 
bude znesnadňovat hráčovi pohyb (nebo jej zrychlovat či zpomalovat). Toho by se dalo 
využít například pro přeskočení velké mezery mezi plošinami, která by byla jinak 
nepřekonatelná.
• Voda – na mapě by se nacházela zatopená místa. Vztlaková síla by hráči nedovolila se dostat 
se standardní kuličkou na dno (např. aby se dostal dále), protože by jej vytlačovala nahoru. 
Hráč by proto musel vyměnit kuličku za těžší aby se na dno dostal. Na druhou stranu pak ale 
nebude moci z vody vyskočit, a proto bude muset někde kuličku opět vyměnit za lehčí, aby se 
dostal z vody ven.
• Trampolíny – objekty, které hráče při kontaktu „vyhodí do vzduchu“ – opět možnost využití 
jako pomoc při překonávání velkých mezer mezi plošinami.
• Různé druhy povrchů – sklo/led (kulička klouže, sama nezastaví, obtížná manipulace 
s kuličkou), bažina/písek – kulička zapadá do povrchu, ihned se sama zastaví, pohyb možný 
pouze skákáním.
• Změna cíle hry – cílem hráče nebude dostat se na cílové místo, ale např. posbírat všechny 
kousky nějaké skládačky (puzzle apod.).
• Nepřátelé – zde se nabízejí obrovské možnosti implementace nepřátelských jednotek – od 
klasických, kteří pouze chodí mezi vyznačenými body a na hráče nijak nereagují (je možno je 
zneškodnit například skokem „na hlavu“ jako v legendární hře Mario) až po různé tzv. boss 
monsters kteří s hráčem bojují a jejich zneškodnění je podmínkou pro úspěšné ukončení mise.
Možnosti rozšíření k této hře je opravdu spousta a mnohé další se ještě dají vymyslet, takže 
rozhodně nepovažuji svoji aplikaci za uzavřenou pro další vývoj.
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5 Návrh
Teď, když už známe základní požadavky na aplikaci, můžeme přistoupit k návrhu 
jednotlivých tříd. Aplikace bude rozdělena na dva balíčky – rebounce představující samotnou 
aplikaci a rebounce.lib, jenž bude obsahovat všechny obecné třídy použité v aplikaci. Názvy tříd 
jsem volil anglicky, neboť je to jazyk univerzálnější a často je jednodušší vyjádřit jím jednoslovně 
podstatu věci.
5.1 Základní třídy aplikace
Nejprve bude potřeba třída reprezentující vykreslovaný objekt. Tyto objekty mohou být 
dvojího typu – dynamické (hráč a další pohybující se objekty) a statické (stěny, brány). Vytvořil jsem 
pro to rozhraní Element, jenž reprezentuje vykreslovaný grafický element. Ten obsahuje kostry metod 
pro vykreslování daného objektu, získání jeho rozměrů, pozice, a dalších informací potřebných pro 
interakci mezi objekty, jako například to, zda je objekt dynamický, zda podporuje kolize apod.
Třídy implementující toto rozhraní jsou Static a Dynamic. Třída Static bude kromě stěn a 
bran využita také pro reprezentaci obrázků v pozadí a popředí.
Třídu Static poté rozšířuje třída Bonus (bonusové body, které hráč může vzít) a Wall, 
reprezentující neprůchozí stěny v prostředí hry. Ta je dále rozšířena třídou Door, která představuje 
stěny, jenž je možno pomocí dostatečné kinetické energie prorazit (brány).
Dále bude potřeba třída reprezentující fyzikální sílu – tou je třída Force. Objekt třídy Force 
reprezentuje sílu zadanou dvěmi parametry – úhlem a velikostí síly. Úhel se počítá od horizontální 
osy.
Další třída, jenž bude úzce spolupracovat s třídou Force je třída Vector. Ta představuje 
obecný matematický dvojrozměrný vektor. Ten bude uchovávat například informace o rychlosti 
dynamických objektů. 
Pro účely grafických efektů, nijak nereagujících s hráčem, bylo vytvořeno rozhraní 
GraphicEffect. Jeho implementací jsou třídy EffectText a EffectParticles.
EffectText představuje text zobrazený na daných souřadnicích, poskytující hráči potřebné 
informace (například množství energie potřebné k proražení brány). 
Třída EffectCrash je použita při proražení brány, kdy představuje částice které se rozletí do 
stran. Může být použito i jinde.
Třída Level reprezentuje herní úroveň. Ta v sobě uchovává seznam vykreslovaných objektů 
všeho druhu – pozadí, standardní objekty (kulička, stěny), popředí a efekty.
Třída Camera představuje výřez úrovně, který je momentálně zobrazován na uživatelově 
přístroji. Funguje jako relativní souřadný systém, podle kterého se jednotlivé objekty vykreslují. Také 
představuje hranici, za níž se objekty nevykreslují (zbytečné zatěžování systému).
Poslední třída – Handy – je pouze knihovnou veřejných funkcí, které jsou použity pro lepší 
manipulaci s určitými informacemi.
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5.2 Diagram tříd balíčku rebounce.lib
Obrázek 4.1. : Diagram tříd knihovny rebounce.lib
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6 Vlastní vývoj aplikace
6.1 Etapy vývoje
Jako vzor pro vývoj této bakalářské práce jsem zvolil vodopádový model. Hlavním důvodem 
pro výběr tohoto modelu byla relativně přesná specifikace požadavků na aplikaci ihned na začátku 
vývoje. 
Na počátku byl sepsán základní koncept aplikce (požadavky). Poté jsem přešel ke 
konkrétnímu návrhu jednotlivých tříd. Tento návrh sice nepokrýval všechny třídy nakonec vytvořené, 
nicméně byl více než dostačujícím podkladem pro implementaci. Testováním a zhodnocením 
výsledků se zabývá kapitola 7.
6.2 Výběr implementačních nástrojů
Jako primární prostředí pro vývoj mojí aplikace jsem zvolil nástroj Eclipse IDE for Java 
Developers (zdarma ke stažení na http://www.eclipse.org/), rozšířený o Android SDK (volně ke 
stažení na http://developer.android.com/). Android SDK obsahuje (téměř) vše, co je potřeba pro vývoj 
aplikací na platformě Android. Je zde Resource Manager, který se stará o zdroje aplikace, dále 
například editor Manifest souboru a nástroj pro tvorbu uživatelského rozhraní. Tento nástroj jsem 
nepoužíval, neboť veškeré uživatelské rozhraní v mojí aplikaci je tvořeno grafickými prvky, nikoliv 
standardními prvky z uživatelského rozhraní platformy Android. Také je zde k dispozici Android 
Simulator, který nabízí virtualizovaný přístroj Android libovolné verze, nicméně tento nástroj jsem 
používal minimálně, neboť jsem na něm nebyl schopen otestovat téměř nic. Simulátor běžel na 
maximálních 8 snímcích za vteřinu (na přístoji HTC Desire Z, na kterém jsem prováděl vývoj a 
testování, aplikace běžela na průměrných 45 snímcích za vteřinu). Dále simulátor přímo nepodporuje 
testování gravitačních senzorů, čímž se pro mě stal naprosto nepoužitelným. Gravitační senzory jde 
simulovat pomocí externích nástrojů, nicméně práce s nimi není příliš pohodlná. Android SDK také 
umožňuje aplikaci zkompilovat a exportovat do .APK souboru, který je možno bezprostředně 
nainstalovat na přístroji.
Druhou aplikací, kterou jsem používal při vývoji aplikace, byl program GameMaker (Lite 
verze zdarma ke stažení na http://www.yoyogames.com/make). GameMaker je program který je 
určen primárně pro tvorbu her (jak již název napovídá), nicméně má velice užitečný nástroj - Room 
Editor, který je určen k rozmisťování objektů do jednotlivých úrovní. Umožňuje pomocí myši 
rozmísťování objektů do mřížky, posun všech objektů v úrovni o danou vzdálenost a další nástroje, 
které se při tvorbě úrovní velice hodí. Abych nemusel manuálně počítat, na jakých souřadnicích 
vytvořím jaký objekt v mojí hře, udělal jsem to právě naklikáním v Room Editoru v GameMakeru. 
Toto rozmístění objektů jsem poté převedl pomocí skriptu do Java kódu.
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Obrázek 5.1: Prostředí Room Editoru v GameMakeru
6.3 Popis implementace jednotlivých tříd
V této kapitole budu podrobněji popisovat implementaci jednotlivých tříd v knihovně 
rebounce.lib a některých tříd z balíčku rebounce.
V kódu jsem se snažil o zachování jednoty v názvech metod jednotlivých tříd – například 
všechny grafické prvky obsahují metodu doDraw, která objekt vykreslí podle interních pravidel 
konkrétního objektu. Dále jsem zachovával základní pravidla pro psaní přehledného kódu – např. 
správně odsazené bloky kódu. Složitější metody jsem také popsal komentáři. 
Jako první bude následovat popis tříd, které jsou nezbytné pro fungování fyzikální stránky 
aplikace (budou potřebné pro vysvětlení implementace dalších tříd).
Nejméně obsáhlou třídou v knihovně rebounce.lib je třída Handy. Tato třída prozatím 
obsahuje pouze metodu Round, která zaokrouhluje číslo na daný počet desetinných míst (metoda 
Round standardní Java knihovny Math nepodporuje zaokrouhlování na desetinná místa).
6.3.1 Základní třídy pro fyzikální simulaci – Vector, Force
Třída Vector představuje klasický matematický vektor se dvěma souřadnicemi. Třída Vector 
také obsahuje metody pro práci s těmito vektory. Základní metodou je metoda getSize která vrací 
délku vektoru podle vztahu 3.1.
Další užitečnou metodou je Sum, která přičte k vektoru další zadaný vektor podle rovnice 3.2.
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Dále zde nalezneme metodu Dot pro skalární součin (v angličtině se této operaci také říká 
dot product) dvou vektorů, viz vztah 3.3.
Metoda Unit převádí vektor do jednotkového vektoru podle vztahu 3.4.
Poslední metodou je metoda Multiply, která vynásobí vektor skalárem. Toto se provede 
jednoduchým vynásobením jednotlivých složek vektoru daným číslem.
Tímto jsme pokryli veškeré podstatné možnosti třídy Vector, která je základem pro většinu 
fyzikálních simulací v této aplikaci.
Další takovouto třídou je třída Force. Ta představuje fyzikální sílu zadanou úhlem φ od 
horizontální roviny a velikostí síly f. Tato třída obsahuje jednu důležitou metodu a tou je 
getVector, která vrací vektor a posunu daný touto silou. Síla reprezentována třídou Force je (jak 
již bylo zmíněno) vlastně bod zadaný v polárních souřadnicích, a tak použijeme vzorec na převod 
polárních souřadnic do souřadnic kartézských. Ten se provádí podle vztahu 3.5.
To jsou všechny podstatné metody tříd Vector a Force, které poslouží jako základ pro 
fyzikální simulaci v této hře.
Nyní můžeme přejít ke grafickým třídám vyvozujícím se z rozhraní Element.
6.3.2 Základní grafické třídy – Static, Dynamic
Obě tyto třídy implementují rozhraní Element, tzn. implementují základní metody pro získání 
souřadnic (metody getX a getY), rozměrů (getHeight a getWidth), středu objektu 
(getCenter), různých příznaků (isDestroyed, isDynamic, isCollidable) a metody pro 
vykreslení – doDraw. Poslední povinnou metodou implementující rozhraní Element je metoda 
isPixelAtAbsPos, která zjišťuje, zda se na daných souřadnicích (zadaných v absolutní hodnotě 
od bodu 0,0 v levém horím rohu mapy) nachází neprůhledný pixel obrázku daného objektu. Tato 
metoda je používána při pokročilé detekci kolizí.
Třída Static neobsahuje žádné další metody. 
Třída Dynamic se liší především tím, že již počítá s dynamickým chováním objektu – 
obsahuje komplikovanější vykreslovací funkci doDraw, která již počítá se změnami 
pozice i natočení vykreslovaného obrázku. Pro změnu pozice a natočení obrázku byly použity 
maticové operace ze standardní grafické knihovny Androidu. Tato třída v sobě obsahuje také seznam 
sil působících na objekt – tyto síly se poté přepočítávají při každém překreslení jako změna pozice. 
Výpočet změny pozice se tedy počítá FPS krát za sekundu (FPS – počet snímků za sekundu –  frames 
per seconds).
V podstatě je touto třídou možno reprezentovat jakýkoliv dynamicky se pohybující objekt ve 
hře, který nevyžaduje žádné zvláštní chování. 
6.3.3 Třída Player
Jak již název napovídá, tato třída reprezentuje hráče a je rozšířením třídy Dynamic (viz 
Obrázek 4.1). Navíc obsahuje metody pro získání vlastností hráče – pružnosti (getElasticity), 
hmotnosti (getMass) a momentální kinetické energie (getEnergy). Výpočet kinetické energie se 
provádí podle rovnice 3.6.
Metoda checkCollision je soukromá metoda sloužící pro zjištění, zda se hráč nenechází 
v kolizi s jiným tělesem. Tato metoda nebyla obsažena v třídě Dynamic, protože současný koncept 
hry využívá pouze interakce hráče s dalšími objekty, nicméně v případě možného rozšíření hry by se 
tato metoda přesunula do nadřízené třídy Dynamic. 
Princip chování této metody je následující – aplikace zkontroluje všechny objekty schopné 
kolize v bezprostřední blízkosti hráče a vyhodnotí základní kolizi, tj. zda kolidují obdélníky 
ohraničující hráče a daný objekt (viz kapitola 3.1). Pokud tento test na kolizi uspěje, zjistí se, zda je 
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druhý objekt průrazný (dveře). Pokud ano, tak se vyhodnotí, zda má hráč dostatek energie k proražení 
dveří. Pokud nemá, tak se pokračuje v normálním vyhodnocování kolize (o tom níže). Pokud má 
dostačující energii, tak se provede zničení dveří a hráči bude odňata energie podle toho, kolik energie 
bylo potřeba k proražení dveří. Tento úbytek energie se projeví na ztrátě rychlosti hráče. Vztahy pro 
ztrátu a změnu hráčovy energie po kolizi je popsán v kapitole 3.
Nyní se vraťme zpět k vyhodnocování standardní kolize s neprůrazným objektem. Pokud 
uspěje první, tj. obdélníková kolize, tak se provádí pixelová kolize – zavolá se metoda 
pixelCollision. Tato metoda poté projíždí oblast kolizního obdélníku po pixelech a zjišťuje, 
zda se na nějaké pozici překrývají neprůhledné pixely obou objektů. Z nich poté vytváří nový 
obdélník obsahující už pouze konkrétní kolizní pixely. Z tohoto obdélníku se poté vypočte střed, 
který bude považován za místo kolize pro výpočet normály v rovnici 3.10. Nakonec ještě nový vektor 
rychlosti vektor vynásobíme pružností kuličky (jako zjednodušení simulace ztráty energie při odrazu).
V kapitole 3. byla řeč o nestabilitě simulace, kterou musíme v této třídě řešit. Abychom 
zabránili vibrování kuličky v klidovém stavu, je potřeba nastavit práh. Aby tedy kulička skutečně 
začala měnit svojí pozici po ose x, musí být velikost horizontální složky rychlosti větší než 0.5. 
Podobně je tomu u vertikální rychlosti. Jednotkou rychlosti je pixel za snímek.
Tímto je výčet podstatných vlastností třídy Player vyčerpán.
6.3.4 Třídy Wall, Door a Bonus
Třída Wall je rozšířením třídy Static. Jediný rozdíl mezi těmito třídami je v tom, že vrací 
hodnotu true v metodě isCollidable.
Třída Door je rozšířením třídy Wall, která reprezentuje průrazné dveře. Oproti svojí 
rodičovské třídě navíc vrací  hodnotu true v metodě isDestructable a obsahuje veřejnou 
metodu getTreshold, která vrací hodnotu energie potřebné pro proražení těchto dveří. Tato třída 
také používá třídu EffectText pro zobrazení potřebné energie. Detailní popis třídy EffectText se 
nachází v sekci 6.3.7.
Třída Bonus reprezentuje bonusové body, které hráč může vzít tím, že do nich narazí. 
Vychází ze třídy, a Static vrací hodnotu true v metodě isCollectible. Navíc obsahuje metodu 
getScore, která vrací počet bodů které hráč obdrží při sebrání tohoto bonusu.
6.3.5 Rozhraní Level a třída Camera
Rozhraní Level obsahuje předpis metod pro tvorbu jednotlivých úrovní ve hře. Konkrétně 
jsou to metody getInteractingObjects, getBackgroundObjects, 
getForegroundObjects, getEffects, getLevelSize a getPlayerStartPos. Ty 
slouží hlavní třídě samotné aplikace pro načtení seznamu objektů, které bude poté vykreslovat. 
Objekty jsou rozdělené do do 4 skupin.
• InteractingObjects – tato skupina obsahuje všechny objekty, které nějakým způsobem 
interagují s hráčem – stěny, dveře a bonusy.
• Background – objekty, které jsou vykresleny jako první, tudíž mohou být překresleny dalšími 
objekty, slouží jako pozadí pro dokreslení atmosféry hry.
• Foreground – podobně jako Background slouží k dokreslení atmosféry hry, nicméně se 
vykreslují až jako poslední, tudíž mohou zakrývat i hráče.
• Effects – grafické efekty ve hře. Tato skupina se v průběhu hry mění nejvíce, neboť grafické 
efekty se přidávají nebo odebírají v průběhu celé hry.
Toto rozhraní poté implementují třídy jednotlivých úrovní v balíčku Rebounce, které už však 
nejsou z implementačního hlediska nijak zajímavé.
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Třída Camera, jak již bylo předesláno, reprezentuje výřez úrovně, který momentálně hráč 
vidí na displeji. Implementačně funguje jako relativní souřadný systém, podle kterého se vykreslují 
objekty. Kamera musí sledovat hráčovu kuličku, nicméně obsahuje také určitou zónu tolerance, kde 
se může hráč pohybovat bez toho, aniž by se kamera posouvala také. Všechny objekty ve hře se tudíž 
vykreslují relativně ke kameře, nikoliv na absolutních souřadnicích.
6.3.6 Grafické efekty – GraphicEffect, EffectCrash a EffectText
Jako na poslední třídy balíčku rebounce.lib se podíváme blíže na rozhraní GraphicEffect a 
jeho implementaci ve dvou třídách – EffectCrash a EffectText.
Rozhraní GraphicEffect obsahuje předpisy pouze 3 metod – isOver, doDraw a turnOff. Jak již 
sám název napovídá, budou sloužit k zjištění, zda efekt již skončil, k vykreslení efektu a k jeho 
vypnutí.
První implementující třída – EffectCrash – slouží k dosažení efektu proražení stěny tím, že 
vytvoří několik objektů, které představují zbytky stěny. Ty se rozletí směrem, ve kterém hráč narazil 
do stěny. Tyto „zbytky“ jsou tvořeny objekty třídy Dynamic, tudíž na ně působí standardní fyzikální 
zákony (především gravitace). Na počátek navíc dostanou určitou počáteční rychlost, aby jejich 
pohyb odpovídal reálné situaci.
Druhá implementující třída – EffectText – slouží k zobrazení textu s informacemi. Typickým 
použitím v aplikaci je zobrazení energie potřebné pro proražení dveří. Tento text může být statický 
anebo dynamický. U dynamického pohybu si můžeme vybrat ze dvou druhů – buď předáme 
konstruktoru vektor rychlosti a touto rychlostí se bude text posouvat, anebo zvolíme kmitavý pohyb 
(který je použit právě u zobrazení energie potřebné k proražení dveří). Třída je koncipována tak, aby 
nad efektem měl programátor co největší kontrolu, tudíž může nastavovat délku trvání efektu, 
rychlost a typ pohybu i barvu textu.
6.3.7 Třídy balíčku rebounce
Nakonec se ještě podíváme na některé třídy balíčku rebounce.
Nejdůležitější třídou celého balíčku je třída Game. Ta se stará o celý chod hry, volá 
vykreslování jednotlivých grafických prvků a obsahuje obecně přístupné atributy jako například 
gravitaci, kameru apod. Třídu Game vytváří třída GameActivity, která je jednou ze dvou aktivit v 
aplikaci (viz Aplikační komponenty, sekce 2.1). Druhou aktivitou je třída RebounceActivity, která je 
vstupním bodem aplikace (obsahuje možnost zobrazení nápovědy a spuštění samotné hry). 
Další třídou je SensorStuff, která se stará o čtení dat z gravitačních senzorů. Tato data poté 
využívá třída Game.
Jako poslední třídu si uvedeme Sounds, která slouží jako přehrávač zvukových stop (výbuch, 
sebrání bonusu).
Tímto je výčet všech podstatných tříd aplikace Rebounce vyčerpán.
22
7 Zhodnocení výsledků implementace
Většinu možnosti rozšíření jsem popsal v kapitole 4.2, nicméně jako další oblast rozšíření a 
vylepšení se jeví ovládání. Míč se stále v některých situacích nechová úplně správně, ovládání může 
být v některých situacích těžkopádné. Možným krokem kupředu by mohlo být i zvětšení prostoru v 
jednotlivých úrovních, aby měl hráč větší svobodu pohybu.
7.1: Obrázky ze hry
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Dalším velkým krokem vpřed by byla lepší grafika, která však nebyla k účelům této práce 
potřebná. Abych získal širší zpětnou vazbu ohledně hry (zjistil jak funguje na jiných přístrojích), dal 
jsem jí k dispozici na internet spolu s jednoduchým dotazníkem. V dotazníku jsem položil pouze 5 
jednoduchých otázek. Výsledky uvádím zde.
Otázka 1.: Podařilo se vám aplikaci nainstalovat a 
spustit?
Otázka 2.: Funguje vám správně ovládání 
(kulička zrychluje, když natáčíte přístroj, když  
tapnete na displej, tak kulička skočí směrem, kde 
jste se dotkli prstem obrazovky)?
Otázka 3.: Jak hodnotíte grafiku hry? Otázka 4.: Podařilo se vám projet testovací 
úroveň až do konce?








































Z dotazníku tedy vyplývá především to, že by bylo potřeba doladit chování kuličky v 
některých situacích. Dále je zřejmé, že jsem neodhadl obtížnost hry a udělal jsem testovací úroveň 
příliš těžkou. S tímto se také pojí zábavnost hry – hra není zábavná, pokud je příliš obtížná. Grafika 
hry, na kterou jsem se prakticky vůbec nesoustředil, nakonec nebyla hodnocena špatně. 
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8 Závěr
Práce poskytla základní informace o systému Android, jeho historii a základech 
programování aplikací pro tento operační systém. Krátce se věnovala základům fyzikální simulace 
pro počítačové hry. Zároveň popsala podrobně jednotlivá stádia vývoje aplikace a zhodnotila 
výsledky této implementace jak subjektivně, tak pomocí veřejného dotazníku. 
Zadáním této práce byla implementace hry pro mobilní platformu Android, která využívá 
fyzikální principy. Zadání se mi podařilo splnit, nicméně hra má poměrně velké nedostatky v 
hratelnosti. Hra byla vyvíjena a testována na mobilním telefonu HTC Desire Z, na Androidu verze 
2.3.3. V případě, že by měla být aplikace zveřejněna pro komerční účely, bylo by zapotřebí delší fáze 
testování a ladění, aby aplikace fungovala bez obtíží na všech verzích OS Android a na co největším 
počtu přístrojů s různými vlastnostmi (velikost displeje, jemnost apod.).
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Obsahem přiloženého CD jsou zdrojové texty hry, aplikace ve zkompilovaném archivu APK 
a také programová dokumentace k aplikaci.
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