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Resum 
El projecte que s’exposa a continuació te com a propòsit modelar una sèrie de sistemes 
productius reals mitjançant les Xarxes de Petri Colorejades, fer la simulació d’aquests 
models i a partir dels resultats extraure les conclusions. 
El sistema real que es presenta inicialment consisteix en tres màquines per processar 
peces, un operari que les carrega i descarrega, un vehicle que les transporta i dotze 
estacions de càrrega dedicades per a cada tipus de peça.  A aquest sistema se li afegeix 
uns buffers de màquina, les estacions de càrrega pasen a ser de caire general, 
s’implementa un magatzem central dedicat i finalment, es limita aquest magatzem. 
D’aquesta forma, es dona lloc als cinc models que composen aquest projecte. 
La finalitat es veure com aquestes modificacions afenten al model inicial. 
El software escollit per a la modelització es el Design/CPN. Aquesta elecció es basa en 
que es un sistema molt gràfic i així, es minimitza la part corresponent a codi, que 
normalment es bastant ferragossa i poc intuitiva. També, pel fet que permet simular i 
extraure resultats. 
El resultat més important que s’obté dels experiments es que l’execució del sistema es 
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Introducció 
El principal propòsit del projecte es veure la viabilitat de l’estudi d’uns sistemes de 
producció reals mitjançant les Xarxes de Petri Colorejades. El sistemes reals escollits 
s’extrauen del llibre Simulation of manufacturing systems de Allan Carrie. 
El sistema real que es presenta inicialment consisteix en tres màquines per processar 
peces, un operari que les carrega i descarrega, un vehicle que les transporta i dotze 
estacions de càrrega dedicades per a cada tipus de peça.  A aquest sistema se li afegeix 
uns buffers de màquina, les estacions de càrrega pasen a ser de caire general, 
s’implementa un magatzem central dedicat i finalment, es limita aquest magatzem. 
D’aquesta forma, es dona lloc als cinc models que composen aquest projecte. 
Per tal de realitzar l’estudi dels cinc sistemes es procedeix de la següent manera: 
- Es parteix del Diagrama de Cicle d’Activitats de cadascun d’ells. 
-  S’obté el model de Xarxa de Petri Colorejada. 
-  Es realitza la simulació corresponent controlant el rati d’arribada de les peces i 
suposant que sempre hi han peces disponibles. 
- S’analitzen els resultats obtinguts.   
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1. Descripció de la metodologia dels Diagrames de 
Cicles d'Activitats , Xarxes de Petri,  Xarxes de 
Petri Colorejades i Software Design/CPN. 
1.1. Descripció de la metodologia  dels Diagrames de 
Cicles d´Activitats. 
La representació dels Sistemes de Fabricació Flexible (FMS) es realitza mitjançant els 
Diagrames de Cicles d’Activitats. Aquests consisteixen en mitjançant cues formades per 
diferents tipus d’entitats, activitats que donen lloc a les accions empreses per aquestes 
entitats i arcs amb filtres indicant el recorregut de les diferents entitats que uneixen els 
dos elements anteriors , modelar qualsevol  Sistema de Fabricació Flexible.  Degut al fet 
que els Sistemes de Fabricació Flexible que es representen en  Xarxes de Petri 
Colorejades parteixen d’aquesta estructura, es creu interessant descriure la seva 
metodologia. 
Els arcs en funció del tipus d’entitat que circuli per ell, prenen les següents formes: 
 
              Component           Vehicle 
 
                                        Paleta       Màquina 
 
                                        Operador o tècnic      Estacions de 
               reparador                          càrrega-descàrrega 
   
     Figura 1.1. Tipus d’arcs. 
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Seguidament , es parteix d’un cicle d’activitats el més senzill possible i se li aniran afegint 
d’una en una totes aquelles entitats que formen part dels Sistemes de Fabricació Flexible 
que s’han escollit per a l’estudi en el projecte. 
El Diagrama de Cicle d’Activitats més elemental es aquell que presenta la següent 
estructura:   
 
  Figura 1.2. Diagrama de Cicle d’Activitats d’un component.  
En els diagrames de cicle d’activitats les el·lipses representen els buffers on les entitats 
fan cua i els rectangles les diferents activitats.  
Inicialment la peça (entitat) es troba FORA del sistema, per exemple en un magatzem de 
stock de peces, fins que es produeix l’acció ARRIBAR on s’introdueix en el sistema, cal 
dir que aquesta operació la sol realitzar un operari manualment i passa a estar a 
l’ESPERA d’un VEHICLE, buffer del vehicle, que la porta mitjançant l’acció MOURE fins 
al buffer de la màquina (ESPERA MAQUINA) en el cas que vulguem que es realitzi 
alguna operació sobre la peça. Quan la màquina es troba en disposició es produeix el 




      MOURE   PROCESSAR 
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maquinat (PROCESSAR) i així, un cop finalitzada l’operació, la peça torna a estar a 
l’ESPERA del VEHICLE. Arribats a aquest punt, es pot portar la peça a una altra màquina 
per realitzar més operacions amb l’acció MOURE o pel contrari, si no es volen realitzar 
més operacions es pot treure la peça FORA mitjançant l’acció SORTIR, que implica tant 
el desplaçament amb el vehicle com el treball del operari, també el en aquest punt és on 
es recullen les estadístiques de les peces que abandonen el sistema.   
1.1.1 Operacions de càrrega i descàrrega. 
En el model bàsic (vist anteriorment) el component s’introdueix de forma directa en la 
màquina , però realment en molts sistemes de fabricació flexible, el component 
prèviament deu de ser col·locat en una paleta abans de transportar-lo i processar-lo en la 
màquina. Anàlogament, un cop realitzades les operacions sobre ell i transportat a l’àrea 
de càrrega i descàrrega es procedeix a despaletitzar, situant el component en un suport o 
en el terra, esperant el moviment cap a l’àrea de muntatge o peces finalitzades. 
El paletitzar o despaletitzar components es veu reflectit en el diagrama de cicle 
d’activitats en l’acció PROCESSAR per la qual cosa, aquesta passa a tenir tres funcions: 
carregar peces en paleta, processar peces i descarregar peces. Com a conseqüència de 
la nova variació, SORTIR  passa només a tenir la funció de recollir estadístiques, degut a 
que quan arriba aquí la peça, ja està fora del sistema. I també, s'introdueixen dos nous 
buffers, NOVA i VELLA reflectint les peces que entren en el FMS i les que surten. (Figura 
A.1 de l'Annex A). 
Amb la intenció de ser una mica més explícits en el estudi es desglossa l’activitat 
PROCESSAR  en CÀRREGAR, PROCESSAR i DESCARREGAR. (Figura A.2 de l'Annex 
A). 
Com s’ha comentat abans, SORTIR ara només te una funció de recollida d’estadístiques i 
per tant, si es traspassa aquesta feina a l’acció de DESCARREGAR, es pot negligir la 
primera. També es cert, que un cop descarregada la peça, ja és te tota la informació 
rellevant. Tots aquests canvis es reflexen en la següent figura 1.3 .  
 
 





Figura 1.3. Diagrama de cicle d’activitats d’un component amb PROCESSAR 
desglossat  en CÀRREGAR, PROCESSAR i DESCARREGAR i SORTIR negligit. 
Una de les decisions més importants en la simulació és el marc del sistema sota estudi. 
En el cas d’aquests diagrames, s’assumeix que la frontera acaba després de la 
descàrrega de l’element. 
 
    ARRIBAR 
  ESPERA 
VEHICLE 
      MOURE 
  PROCESSAR   ESPERA 
MAQUINA 
Més operacions
No més operacions 
     FORA 
    NOVA 
ACABADA    CARREGAR 
DESCARREGAR 
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1.1.2. Operaris. 
Normalment la càrrega i la descàrrega es portada a terme per operaris humans. I aquests 
estan lliures o treballant. Com mostra la figura 1.4. 
 
 
Figura 1.4. Diagrama de cicle d’activitats per a la càrrega i descàrrega d’un 
operador. 
També es pot donar el cas, d’operaris que tinguin altres tasques en el sistema. (Figura 
A.3. de l'Annex A). 
Cal destacar el fet, que ara la simbologia dels arcs ha canviat, ja que ara la entitat que 
circula pel sistema, no es una peça si no un operari. 
 
1.1.3. Paletes. 
El diagrama elemental per una paleta es el que es mostra en la figura 1.5.  
Cal tenir en compte que la paleta i el component sempre viatjen junts, es mouen al mateix 
temps de l’estació de càrrega, passen per les estacions de maquinat i tornen a l’estació 
de càrrega. Per tant, el cicle de la paleta i el del component són similars entre les 
activitats de CARREGAR i DESCARREGAR.  
Aquesta es una consideració comú en la construcció d’un model, i tenim tres eleccions 
possibles: 
1. Modelar les dos entitats en detall. 
2. Modelar una en detall i l’altre en reduït detall. 
OPERADOR    
    LLIURE 
 DESCARREGAR   CARREGAR 
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3. Ometre una o l’altra entitat del model. 
    Figura 1.5. Cicle d’activitats per una paleta. 
Modelar ambdues entitats en detall no presenta cap tipus de problema i implica duplicar 
els tests i les accions en la lògica. 
Si per altra banda, el que es vol es modelar una entitat en reduït detall, llavors s’ha de 
decidir quina entitat modelar en reduït detall i quina en detall total. Si es representa la 
paleta en detall, s’obté la figura 1.6. En canvi,en el cas que es modeli el component en 
detall, s'obté la figura 4 de l'Annex A. 
Si la paleta no te activitats independents del component llavors el primer mètode serà 
més senzill. Però si la paleta té accions independents llavors té que ser modelat. Per 
exemple, si la paleta ha de ser moguda a algun lloc llavors aquest pren part en d’altres 
activitats , i es preferible modelar la paleta en complet detall i el component en reduït. 
També es podria utilitzar un atribut per especificar quin tipus de component hi ha sobre la 
paleta. 
La tercera elecció d’ometre una o una altra entitat del model serà únicament permissible 
si la entitat negligida mai pot restringir la representació del sistema. Per exemple, el cas 
en el que es podria ometre la paleta es si cada component té un tipus especial de paleta i 
es té un magatzem per emmagatzemar totes les paletes en l’estació de càrrega i 
descàrrega, en aquesta situació la paleta sempre està en disposició de carregar un nou 
component quan un component acabat es descarrega. D’altra banda el component pot 
ser negligit en aquell cas que sempre es tenen components per introduir al sistema per 
 PALETA 
  BUIDA
 DESCARREGAR    CARREGAR 
   PALETA 
CARREGADA 
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Figura 1.6. Cicle d’activitats per una paleta i per un component quan 
la paleta es modela en  detall però el component en resum 
solament. 
 
   ARRIBAR 
  ESPERA 
VEHICLE 
      MOURE 
  PROCESSAR   ESPERA 
MAQUINA 
Més operacions
No més operacions 
     FORA     NOVA 
 ACABADA 
  CARREGAR 
      BUIT 
    EN UN   
PALETA
 DESCARREGAR
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1.1.4. Estacions de càrrega  i  descàrrega. 
Quan les paletes circulen cap a l’estació de càrrega i descàrrega requereixen ser 
col·locades sobre un plat, base o taula. Es concebible, encara que estrany, que les 
operacions de càrrega es fagin en alguns llocs i les de descàrrega en uns altres. 
S’elimina aquesta possibilitat  i s’assumeix que tant la càrrega com la descàrrega es du a 
terme en qualsevol estació. La representació es a la figura 1.7. 
 Figura 1.7.  Diagrama de cicle d’activitats per estacions de càrrega i descàrrega. 
Hi ha dos tipus d´estacions de càrrega: 
- Estacions de càrrega generals. 
- Estacions de càrrega dedicades.  
Les estacions de càrrega generals poden ser usades per qualsevol paleta o tipus de 
paleta. Llavors es pot donar que hi hagin deu o més paletes en el sistema però només 
dos estacions de càrrega. Si hi ha més paletes que estacions de càrrega, es necesari 
preguntar per la presència d´una estació de càrrega vacant abans que la paleta es mogui 
a l´estació de càrrega i descàrrega per a la descàrrega. 
Les estacions de càrrega i descàrrega dedicades són aquelles que només poden ser 
utilitzades per una paleta, tipus de component, fixació o una restricció similar. Si cada 
estació de càrrega es dedicada a una paleta llavors no es necessari comprovar la 
viabilitat de una estació de càrrega vacant abans que una paleta pugui ser traslladada per 









  OCUPADA  VACANT 
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1.1.5. Moviment cap i desde les estacions de càrrega. 
Ara s’utilitza l´acció MOURE per moviments entre estacions de treball, INTRODUIR per 
moviments desde les estacions de càrrega a les estacions de treball i RETORNAR per 
moviments de l´estació de treball cap a les estacions de càrrega. Aquestes noves 
activitats juntament amb una nova cua per a separar les accions CARREGAR i 
INTRODUIR, donen lloc a la figura A.5. de l'Annex A. Si s’afegeix a aquest diagrama els 
cicles per a les altres entitats, com són les estacions de càrrega, els operaris, 
components, vehicles i màquines s’obté el diagrama 1.8. 
 
    ARRIBAR 
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        MOURE 






     FORA 
 ACABADA 
  CARREGAR 
      BUIT 
    EN UNA  
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Figura 1.8.  Diagrama de cicle d’activitats incloent-hi paleta quan 
moviments cap a i des de les estacions de càrrega i descàrrega són 
definides separadament, component, estacions de càrrega, operadors de 
càrrega i descàrrega, màquines i vehicles. 
1.1.6. Mecanismes d´arribada de components. 




Figura 1.9. Estratègia 1: Assumir que sempre hi ha components esperant. 
 
 
Figura 1.10. Estratègia 2: Relació controlada d’arribada de components. 
La primera estrategia es més apropiada si pretenem saber la capacitat màxima del 
sistema. La segona es convenient si pretenem trobar com el sistema respon a diferents 
programes de treball. La principal diferencia entre les dues estrategies, es que en la 
primera l´activitat CARREGAR mai es veu limitada per falta de treball. En la secció A.2. 
de l'annex A es detallen aquestes dues estratègies. 
1.1.7. Màquines i estacions de treball. 
En principi, el cicle d’activitats d’una màquina presenta l’aspecte de la figura 1.11. 
  CARREGAR      FORA  
(cua infinita) 
  CARREGAR      FORA  
(cua infinita) 
    ARRIBAR 
     NOVA  
(cua 
controlada) 
Anàlisi i disseny de Sistemes de Fabricació Flexible mitjançant Xarxes de Petri Colorejades Pàg. 21 
   
 
 
Figura 1.11. Diagrama elemental del cicle d’activitats d’una màquina. 
En el diagrama del cicle d’activitats d’una màquina, s’ha de tenir en compte si la màquina 
té altres activitats de les que ocupar-se i d’altra banda, si es te la necessitat de 
desglossar l’activitat PROCESSAR en d’altres activitats. 
Relatiu al segon punt, es podria subdividir l’activitat processar en:  
1. Situar la peça de treball en la taula de treball. 
2. Transferir el programa de control des de l´ ordenador central. 
3. Canviar les eines de la màquina. 
4. Executar les operacions definides pel programa de control. 
5. Agafar mides de la peça. 
6. Moure la peça de treball fora de la màquina. 
Aquesta es una possible aproximació, però lògicament es podria entrar en més detall, per 
la qual cosa s’ha de definir fins on es vol arribar, un marc de delimitació. El que es durà a 
terme, suposa que la màquina suporta qualsevol tipus de eina que se li demani, per lo 
que no farà falta, canviar les eines. Com a conseqüència d’aquests fets, el detall del 
procés queda de la següent forma 
1. Situar la peça de treball en la taula de treball. 
2. Transferir el programa de control des de l´ ordenador central  i executar-lo. 
3. Moure la peça de treball fora de la màquina. 
    PROCESSAR     LLIURE 
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I el diagrama de cicle d’activitats de la màquina queda de la següent manera. 
 
 
Figura 1.12. Diagrama desglossat de cicle d’activitats per una màquina. 
La paleta es troba clarament implicat en aquestes tres activitats(Figura A.6. de l'Annex A). 
En alguns casos, quan les entitats tenen cicles paral·lels, alguna simplificació es possible 
com mostra la figura 1.13. ,si es el cicle de la màquina el que se simplifica o  la figura A7 
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Figura 1.13. Diagrama de cicle d’activitats per una màquina  i una paleta 
amb el cicle de la màquina simplificat. 
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1.2. Xarxes de Petri  
En el cas particular dels sistemes logístics , i més en general també en aquells sistemes 
amb un conjunt d’elements que competeixen per accedir a recursos compartits, en els 
quals el seu estat pot variar de forma asíncrona i en paral·lel, requereixen d’una bona 
metodologia per descriure el comportament del sistema, consistent en construir el model 
del sistema a partir d’integrar els submodels de cadascun dels subsistemes que 
l’integren. La descripció del conjunt de relacions lògiques que determinen la interacció 
entre subsistemes requereix d’un formalisme que són  les Xarxes de Petri. 
Una Xarxa de Petri es un cas particular d’un gràfic dirigit, ponderat i bipartit, amb dos 
tipus de nodes: llocs i transicions. 
Els nodes tipus transició es representen gràficament per rectangles, i s’utilitzen per 
modelar esdeveniments que apareixen en la dinàmica del sistema. 
Els nodes tipus lloc es representen gràficament per cercles i s’utilitzen generalment per 
descriure tant les cues de espera del sistema (buffers, stocks, etc.) així com per descriure 
condicions sobre l’estat sobre el que es troben els elements que integren el sistema. El 
número d’elements (peces, recursos, etc.) que hi ha  a la cua d’espera es representa 
gràficament per punts (tokens) en l’interior de node lloc, i l’estat d’una condició (vertader o 
fals) es representa gràficament amb un punt (token) en l’interior del node lloc en el cas 
que la condició es compleixi. 
Els arcs que connecten els nodes lloc amb els nodes transició solen tenir un pes associat, 
el qual permet descriure les condicions necessàries per a que l’esdeveniment representat 
en la transició pugui activar-se. 
Les regles per simular el comportament dinàmic d’una Xarxa de Petri (“regles de dispar”) 
són: 
•   Una transició Ty està activada si cadascun dels nodes Pj tipus lloc connectats a 
l’entrada contenen almenys W (Pj ,  Ty ) objectes tokens. On W (Pj ,  Ty ) representa 
el pes de l’arc que uneix el node Pj amb la transició Ty. 
• Una transició activada pot “disparar-se” en qualsevol moment. 
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• Com a resultat de disparar una transició activada, s’eliminen W (Pj ,  Ty )  
objectes de cada node  Pj a la entrada de  Ty , i s’afegeixen W (Ty , Pk )  objectes 






Figura 1.14. Resultat de disparar una transició activada 
1.3. Xarxes de Petri Colorejades 
Les Xarxes de Petri Colorejades (CP-nets o CPN) és un llenguatge gràfic orientat al 
disseny, especificació, simulació i verificació de sistemes. Es en particular adequat per a 
sistemes  on la comunicació, sincronització i compartició de recursos són importants,  
com per exemple els sistemes de producció  automatitzats. 
La idea de les CPN sorgeix per actuar sobre sistemes típics de projectes industrials de 
grans dimensions  i complexitat. Per a tal fi, s’uneix la força de les Xarxes de Petri amb la 
dels llenguatges de programació. Les Xarxes de Petri subministren les primitives per a la 
descripció de la sincronització  dels processos simultanis, mentre que els llenguatges de 
programació proporcionen les primitives per a la definició dels tipus de dades i la 
manipulació dels valors de les dades. 
Les el·lipses i cercles s’anomenen llocs i descriuen l’estat del sistema. Els rectangles 
s’anomenen transicions i descriuen les accions. Les fletxes s’anomenen arcs. Les 
expressions dels arcs descriuen com l’estat de les CPN varia quan la transició succeeix. 
Cada lloc conté un conjunt de marques anomenades tokens. En contrast amb les Xarxes 
de Petri de baix nivell, cadascun d’aquests tokens porta un valor de dada, el qual pertany  
a un tipus donat. 
  • • 
  • 
  •  
  • • 
  • • 
   
    •  
  • • 
  • •
  •  
  • • 
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Les Xarxes de Petri Colorejades adopten aquest nom per que permeten l´ ús de tokens  
que porten valors de dades i poden a partir de aquí , ser diferenciats els uns dels altres 
(en contrast dels tokens de les Xarxes de Petri de baix  nivell que per convenció són 
dibuixades com negres, punts "sense color"). 
Per que es doni una transició deu de tenir suficients tokens en els seus llocs d’entrada, i 
aquests tokens deuen de tenir valors de token que combinen amb les expressions d’arc. 
Quan el model de CPN es supera, aquest s’analitza de diferents formes. Primer pot ser 
analitzat per simulacions automàtiques, per comparar la eficiència entre diferents 
protocols o com un temps de retard entre accions, influeix en la quantitat tractada. 
Un de CPN pot ser verificat, provant si es comporta com es desitja. El mètode mes senzill 
de verificació és l’espai d’estats, el qual consisteix en un sistema de gràfics amb un node 
per cada estat del sistema que es pugui aconseguir i un arc per cada transició possible de 
un estat de sistema a un altre. 
En aquest apartat, s’introdueixen les idees bàsiques respecte al llenguatge CPN. També 
es mostra com les CP-nets poden ser esteses amb un concepte de temps. En aquest 
sentit, també es possible usar les CP-nets per a una representació de la avaluació, per 
exemple per avaluar la velocitat amb la que un sistema opera. I finalment, s’il·lustra en 
l'annex B, com els models CPN poden ser analitzats mitjançant la simulació, espai 
d’estats i espai d’estats condensat. 
1.3.1. Introducció a les CP-Nets. 
Cada lloc té associat un tipus determinat de classe de dada que el lloc pot contenir, per 
convenció el tipus del lloc es escrit en italics al costat del lloc. 
Normalment davant de cada valor de token tenim 1´ , això indica que hi ha exactament un 
token que porta el  valor. En general, diferents tokens poden tenir  el mateix valor de 
token i llavors tenim un conjunt de valors de token. Un multi-conjunt es similar a un 
conjunt, excepte que poden haver varies aparences del mateix element. 
Els enters davant de l’operador  ´ són anomenats coeficients. 
Un estat d’una CP-net s’anomena marca. Consisteix en un nombre de tokens situats en 
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llocs individuals. Cada token porta un valor que pertany al tipus del lloc on el token 
resideix.  Els tokens que són representats en un lloc en particular són anomenats la 
marca d’aquell lloc. Per conveni escrivim la marca inicial amb un subratllat, al costat del 
lloc.  Quan l’especificació de la marca inicial és llarga, podem ometre el subratllat. Per 
raons històriques alguns cops ens referim als valors dels tokens com colors de token i al 
tipus de dades com conjunts de colors. 
 Les accions d’una CP-net són representades mitjançant les transicions (que són 
dibuixades com a rectangles). Els arcs d’entrada indiquen que la transició treu tokens  del 
lloc corresponent, mentre que l’arc de sortida indica que la transició afegeix tokens. El 
nombre exacte de tokens i els seus valors de dades són determinats per les equacions 
d’arc (que són situades prop dels arcs). 
Quan les expressions d’arc es compleixen respecte als valors dels tokens situats en els 
llocs d’entrada, es diu que la transició a la que arriben aquests arcs, està habilitada i per 
tant pot ocórrer. Quan la transició succeeix, els tokens són trets dels llocs d’entrada i 
afegits en els llocs de sortida seguint les especificacions de les expressions dels arcs. 
Una unió és el fet d’associar les variables lliures de les expressions d’arc als valors de 
token dels llocs d’entrada. Una parella consistent en una transició i una unió s’anomena 
element d’unió. 
El nombre de tokens en cada lloc s’indica en un petit cercle al costat del lloc, mentre que 
els valors detallats dels tokens s’indiquen en la cadena de text al costat del petit cercle. 
Amb el simulador CPN es te la  possibilitat d’amagar o mostrar els valors dels tokens. 
En el simulador CPN les transicions que tenen unions habilitades, tenen una línia més 
gruixuda en el marc.  També, quan una variable apareix només en el arc de sortida , 
aquesta pot ser unida a qualsevol valor del seu tipus, sense ser influenciada per 
l’habilitació de la transició. D’altra banda, en els arcs també es pot tenir funcions com 
Ok(s,r) que compara el valor de r i s, i retorna vertader si i només si r<=s. 
Quan una marca no te transicions habilitades, es diu que aquesta marca està morta. 
A més a més de les de les expressions d’arc, també es possible unir expressions 
booleanes amb variables a cada transició. Les expressions booleanes s’anomenen 
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guardes. Aquestes especifiquen que només acceptem unions per a les quals les 
expressions booleanes avaluen a vertader. 
Es pot donar el cas que diferents elements d’unió poden estar habilitats en una marca. 
Llavors aquests elements d’unió estan al mateix temps habilitats, lo qual vol dir que 
poden ocórrer al mateix temps. 
La regla per a la concurrència es un conjunt d’elements d’unió que estan habilitats al 
mateix temps, si hi ha tants tokens  que cada element d’unió pot agafar aquests tokens  
que ell necessita sense compartir els tokens amb altres elements d’unió. En el cas que 
dos elements d’unió respecte a una mateixa transició necessiten el mateix token, es diu 
que els elements d’unió es troben en conflicte, i cap transició pot ocórrer al mateix temps 
amb si mateixa. 
Una execució d’una CP-net es descrita mitjançant una seqüència d’ocurrències (fets). 
Aquesta llista les marques que s’assoleixen i els passos que succeeixen. 
Quan una marca té diferents elements d’unió habilitats, qualsevol subconjunt no buit i no 
en conflicte d’aquests pot ser elegit com a pròxim pas. Això significa que la CP-net té un 
comportament no determinista. Pot ser demostrat que cada CP-net pot ser transformada 
a una Xarxa Lloc/Transició (PT-net) amb un comportament equivalent i viceversa. Degut 
a que el poder d’expressió dels dos formalismes es el mateix, no hi ha una guany teòrica 
pel fet d’usar CP-nets. Però, en la pràctica, les CP-nets constitueixen models de 
llenguatge més compactes i convenients que les PT-nets.  
Respecte al concepte de valor de dada  de cada token de la CP-net, aquesta permet usar 
molts menys llocs que els que es necessiten a la PT-net. En una CP-net es pot unir valors 
de dades a tokens individuals. En una PT-net, l’única forma de distingir entre tokens es 
situant-los en diferents llocs. Quan una CP-net usa tipus complexes com enters, reals, 
productes, registres i llistes, l’equivalent PT-net normalment té un infinit o astronòmic 
número de llocs. 
L’ús de variables en les expressions dels arcs significa que cada transició de la CP-net 
pot donar-se amb diferents unions; de aquí que, es pot usar una única transició per a 
descriure una classe d’activitats relacionades, mentre que una PT-net necessita una 
transició per cada instància de cada activitat. 
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1.3.2. Verificació de l´anàlisi de CP-Nets. 
Per investigar la comprovació de sistemes, per exemple, la velocitat a la que operen, 
convé estendre les CP-nets amb un concepte de temps. Amb aquesta fita s’introdueix un 
rellotge global. Els valors del rellotge representen el temps del model i aquests poden 
ser enters (ex, discret) o reals (ex, continu). A més del valor del token, permet a cada 
node portar un valor de temps, també anomenat segell de temps. Intuïtivament, el 
segell de temps descriu el primer temps del model en el qual el token pot ser usat. 
En una CP-net temporal un element d’unió es diu que està habilitada per color quan 
satisfà els requeriments de la regla d’habilitació per a CP-nets no temporals. Però, per 
estar habilitada, l’element d’unió té que estar preparat. Això significa que els segells de 
temps dels tokens a ser sostrets, han de ser menor o igual que l’actual temps del model. 
Quan es treballa amb CP-nets temporals, es pot afegir inscripcions de temps ( 
començant per @+) a les transicions. Intuïtivament, la inscripció temporal descriu quan de 
temps la corresponent acció porta. Un exemple, d’inscripció temporal podria ser 
@+Delay(), on Delay declara una funció ML retornant un element aleatori del tipus 
NetDelay (ex, un enter aleatori en el interval entre 25 i 75), si es fa la següent definició: 
Color NetDelay = int with 25 ... 75 declare ran; 
Fun Delay() = ran ´NetDelay(); 
Tots els retards de temps s’especifiquen per mitjà de funcions ML Estàndard. D’aquí que 
es fàcil usar funcions estadístiques especificant tipus més complexes de retards (ex, 
distribucions exponencials). 
Una CP-net temporal requereix que cada pas consisteixi  d’un element d’unió el qual sigui 
al mateix temps habilitat per color i preparat. Això implica que les seqüències d’ocurrència 
possibles d’una CP-net temporal sempre formen una subxarxa de les possibles 
seqüències d’ocurrència de la corresponent CP-net no temporal. 
1.3.3. CP-Nets jeràrquiques. 
La idea bàsica darrera la jerarquia de les CP-nets, es permetre al modelador construir un 
model llarg usant un número de petites CP-nets les quals estan relacionades entre si 
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d’una forma ben definida. 
En una CP-net jeràrquica es possible relacionar una transició a una CP-net separada - 
donant una descripció més precisa i detallada de l’activitat representada per la transició. 
A un nivell es vol donar una simple descripció de l’activitat modelada sense tenir que 
considerar detalls interns sobre com es portat a terme. A un altre nivell, es vol especificar 
un comportament més detallat. 
En la descripció més abstracta del protocol, cada transició es marca amb una etiqueta 
HS indicant que és una transició de substitució (HS ≈ Hierarchy + Substitution). Les 
caixes puntejades prop de les etiquetes HS  s’anomenen inscripcions jeràrquiques i 
defineixen els detalls de la substitució. 
La primera línia de la inscripció jeràrquica especifica la subpàgina.  
Pot donar-se el cas que dues transicions de substitució, tinguin la mateixa subpàgina 
associada donant lloc a dues instàncies de pàgina, les quals tindran la seva pròpia 
marca  que es totalment independent de la marca de l’altra instància de pàgina. 
Cada subpàgina té un número de llocs els quals estan marcats  amb una etiqueta-In, 
Etiqueta-Out  o Etiqueta I/O. Aquests llocs s’anomenen llocs de port i constitueixen la 
interfície entre lo que la subpàgina comunica amb el seu voltant. Mitjançant dels ports 
d’entrada les subpàgines reben els tokens dels voltants. Anàlogament, les subpàgines 
donen tokens als voltants mitjançant dels ports de sortida. Un lloc amb una etiqueta I/O 
es al mateix temps un port d’entrada i de sortida. 
Els llocs que estan relacionats amb les transicions de substitució en la descripció més 
abstracta, reben el nom de llocs d’unió (socket places) . Mitjançant la assignació de 
port s’especifica la relació entre la transició de substitució i la seva subpàgina, es a dir 
com els llocs de port estan relacionats amb els llocs d’unió. La relació entre els llocs de 
port i d’unió es llista en les inscripcions jeràrquiques, per motius de llegibilitat i brevetat, 
s’ometen els assignaments de port quan el port i la unió tenen noms idèntics. 
Quan el lloc de port s’assigna a un lloc d’unió, els dos llocs són idèntics. El lloc de port i el 
lloc d’unió són dues representacions diferents d’un únic lloc conceptual. En particular això 
significa que els llocs de port i d’unió, sempre tenen idèntiques marques. Quan un lloc 
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d´unió d’entrada  rep un token dels voltants  de la transició de substitució, aquest token 
també passa a estar disponible  en el lloc del port d'entrada de la subpàgina i d'aquí que 
el token pugui usar-se per les transicions de la subpàgina. Anàlogament la subpàgina 
produeix tokens en un port de sortida. Aquests tokens són també disponibles en el 
corresponent lloc d´unió de sortida i per això poden usar-se pels voltants de la transició 
de substitució. 
Mitjançant les pàgines jeràrquiques es pot veure el número de nivells del nostre protocol. 
Per donar una vista general de les relacions entre les diferents pàgines en un model de 
CPN, s’usa el gràfic de pàgines jeràrquiques. Aquest conté un node per cada pàgina. 
Un arc entre dos pàgines indica que el posterior es una subpàgina del primer, ex, que la 
pàgina font conté una transició de substitució que usa la pàgina de destí com a 
subpàgina. En cada node s’inscriu un text que especifica el nom de la pàgina i el número 
de la pàgina . Anàlogament, cada arc deu de tenir un text que especifica el nom de la 
transició de substitució en qüestió. 
Mitjançant del gràfic de les pàgines jeràrquiques es pot manipular les pàgines, per 
exemple, es pot obrir una pàgina fent un doble click en el corresponent node de la pàgina, 
es pot esborrar una pàgina esborrant el node de la pàgina i es pot treure la relació entre 
una transició de substitució i la seva subpàgina esborrant l'arc que representa la relació. 
En el gràfic de pàgines jeràrquiques, la pàgina en el nivell més abstracte s'anomena 
pàgina principal. Un model de CPN té una instància de pàgina per cada pàgina 
principal. Per cada transició de substitució de la pàgina principal s'obté una instància de 
pàgina corresponent a la subpàgina.  Si aquestes instàncies de pàgina tenen transicions 
de substitució , s'aconsegueixen instàncies de pàgina per aquestes i així indefinidament. 
Es demostra que cada CP-net jeràrquica té un comportament equivalent a una CP-net no 
jeràrquica. 
Deu destacar-se que les transicions de substitució mai arriben a estar habilitades i mai 
succeeixen. 
Quan una pàgina té molts llocs i transicions, es pot moure alguns d'ells a una nova 
subpàgina, això es fa amb una única operació de l'editor. L'usuari selecciona els nodes a 
Pàg. 32  Memòria 
 
moure, invoca la instrucció  Moure a una subpàgina i crea la nova transició de 
substitució. 
També hi ha una instrucció de l’editor que transforma una transició existent en una 
transició de substitució, mitjançant la relació amb una pàgina existent. 
Finalment, hi ha una instrucció de l’editor que reemplaça una transició de substitució pel 
contingut sencer de la seva subpàgina. 
Les CP-nets jeràrquiques també ofereixen un concepte conegut com a llocs de fusió. 
Aquest permet al modelador especificar que un conjunt de llocs es consideren com 
idèntics. 
Hi ha tres tipus diferents de conjunts de fusió: conjunts de fusió global que poden tenir 
membres de pàgines diferents, mentre que conjunts de fusió de pàgina  i conjunts de 
fusió d'instància només tenen membres d'una única pàgina. La diferència entre els dos 
últims es la següent, una fusió de pàgina unifica totes les instàncies dels seus llocs 
(independentment de la instància de pàgina en la que aquesta apareix), i això significa 
que el conjunt de fusió només te un lloc resultant, el qual es comparteix amb totes les 
instàncies de la pàgina corresponent. En contrast, un conjunt de fusió d'instàncies només 
identifica llocs d’instàncies que pertanyin a la mateixa instància de pàgina. 
1.4. Software Design/CPN 
Aquest tema es centra en l’editor CPN, en l’annex C hi ha una ampliació d’aquests degut 
al gran nombre  d’opcions que presenta. També, hi han uns apartats relatius al simulador 
CPN i la presentació de l’eina del gràfic d´ocurrencia. 
1.4.1. L´Editor CPN 
L’editor CPN permet a l’usuari construir, modificar i comprovar la sintaxi jeràrquica - amb 
o sense temps. 
1.4.1.1. FINESTRES I BARRES D´ESTATS 
L’editor CPN suporta CP-nets jeràrquiques i això significa que cada diagrama CPN conté 
un número de pàgines. Cada pàgina de la CP-net jeràrquica mostra la seva pròpia 
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finestra. 
Sota de la barra de menú es troba la barra d’estat. Aquesta conté la informació sobre 
l’estat present de l’eina de Design/CPN. Com es mostra a la figura 1.17. 
1.4.1.2. TIPUS D´OBJECTES 
Cada objecte de les pàgines del diagrama CPN té un particular tipus d’objecte, que 
determina la forma en que l’editor interpreta el corresponent objecte. 
A més dels tipus d’objectes, Design/CPN distingeix entre: 
- Nodes: objectes que poden crear-se i poden existir sense ser immediatament 
relacionats amb   altres objectes. Com llocs, transicions i nodes de declaració. 
- Connectors: objectes que sempre connecten dos nodes i que no poden existir 
sense aquests nodes. Com els arcs que connecten un lloc i una transició. 
- Regions: són objectes que estan subordinats a altres objectes i no poden existir 
sense aquests objectes.  Com expressions d’inici (regions dels llocs), expressions de 
guarda (regions de transicions) i expressions d’arc (regions d’arcs). 
Els tipus d’objecte diu quan un objecte donat es un node, connector o regió i també diu 
les possibles relacions entre objectes.  
La divisió d’objectes en nodes, connectors i regions fa possible al Design/CPN reconèixer 
un diagrama CPN com un gràfic matemàtic, això implica que cada cop que es realitza una 
modificació, l’editor automàticament fa un dibuix dels objectes que té, tenint en compte el 
tipus de cada objecte i les relacions entre els diferents objectes. 
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   Figura 1.17. Jerarquia de les CPN. 
1.4.1.3.OBJECTES CPN, OBJECTES AUXILIARS I OBJECTES DE SISTEMA 
Els objectes CPN tenen un significat formal i influeixen el comportament de la CP-net, 
com per exemple, llocs, transicions, arcs, expressions d’inici, guardes i expressions d’arc. 
Els objectes auxiliars no tenen significat formal, s’inclouen per fer la CP-net més llegible. 
En  aquests no hi ha restriccions en les relacions amb altres objectes. 
Finalment, els objectes de sistema els quals són objectes especials creats pel mateix 
Design/CPN. Un exemple, es la marca actual de les regions la qual el simulador CPN 
crea per a cada lloc. 
 
 
Barra de menú Barra d'estat 
Pàgina jeràrquica 
Finestra 
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2. Descripció, disseny i anàlisi d’una sèrie de 
models de sistemes senzills per posar de manifest 
l’abast de les Xarxes de Petri Colorejades. 
En aquest apartat es presentaran cinc sistemes, els quals són representatius de les 
situacions més quotidianes a modelar amb Xarxes de Petri. Aquests són els casos de 
Recurs Compartit, Sincronisme, Conflicte, Parada Independent i Cel.la Robotitzada. 
Els colorsets utilitzats en els llocs de les Xarxes de Petri Colorejades venen especificats 
en la part inferior del dibuix. Així com, les variables emprades en els arcs d´entrada i 
sortida, cada variable fa referència a un colorset determinat. Els colorsets són cadenes de 
lletres que comencen en majúscula, mentres que les variables seràn lletres minúscules.  
L´estructura dels colorsets i de les variables és la següent: 
color Colorset: with Color | .....|Color; 
var variable: Colorset; 
Respecte a la nomenclatura del colorejat dels diagrames de les Xarxes de Petri 
Colorejades , s’opta per mantindre la imposada als Diagrames de Cicle d’Activitats.  
Com a conjunt d’entrada al sistema, s’ha definit un bloc de 6 peces. Cal dir que el tipus de 
peça d´entrada es considera únic. 
A l’Annex E s’adjunten els diagrames de les Xarxes de Petri relatius a els models 
desenvolupats en aquesta secció.  
2.1. Model 1: Recurs Compartit 
Aquest exemple representa dues màquines treballant en paral.lel carregades i 
descarregades per un robot (figura 2.1). La idea de paral.lelisme que es posa de manifest 
en aquest model es que mentres una màquina està processant, l´altra màquina pot estar 
carregant o descarregant, la qual cosa ens diu que no es tracta d´un paral.lelisme "pur" 
en el que les dues maquines fan la mateixa operació a l´hora, això es degut al fet que 
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només hi hagi un únic robot per a les dues màquines. 
També es remarcable el fet que les màquines no queden lliures desde que comença la 
càrrega fins que finalitza la descàrrega. 
El corresponent diagrama de Xarxa de Petri Colorejada es representa a la figura 2.2.  
Figura 2.1. Model de recurs compartit. 
ROBOT
MAQUINA 1 MAQUINA 2
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Figura 2.2. Xarxa de Petri Colorejada d’un Model de Recurs 
Compartit. 
2.2. Model 2:  Sincronisme 
Aquest exemple consta de dues màquines  treballant en paral.lel seguides d´una tercera 
màquina (figura 2.3). 
En aquest  cas si que s´aprecia una plena sincronització entre les dues primeres 
màquines, ja que les dues es posen a treballar a l´hora i deixen de treballar a l´hora, 
quedant inmediatament lliures per tornar a mecanitzar. Per tant les peces entren en 
aquest sistema de dos en dos. 
L´única condició per arribar a la tercera mecanització es que aquesta màquina estigui 
lliure. La màquina 3 queda lliure inmediatament després de mecanitzar. Aquesta màquina 
es de montatge degut a que li entren dues peces i n´extreu una sola. El corresponent 
diagrama de Xarxa de Petri Colorejada es representa a la figura 2.4.  
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Només recalcar l´esdeveniment que ens podriem haver estalviat la variable associada a 
el colorset Maquina degut a que els arcs on intervé, els seus valors són constants.   
Les accions de Carregar i Descarregar es consideren incloses dins de les accions de 
Processar de les màquines. 
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Figura 2.4. Xarxa de Petri Colorejada d’un Model de Sincronisme. 
 
2.3. Model 3: Conflicte 
Aquest model escenifica un procés en el que primerament es porta a terme un primer 
mecanitzat de la peça, el qual es infranquejable, seguit de la possibilitat de efectuar o un 
segon en la maquina 2 o un segon en la màquina 3, el fet de triar entre el 2 o el 3 depen 
de si la peça es del tipus 2 o 3 (figura 2.5).  
Es interesant notar que la maquina 1 no queda lliure fins que no ha acabat el  segon 
mecanitzat de la peça, la qual cosa evita que les maquines 2 i 3 poguessin treballar a 
l´hora. 
En la Xarxa de Petri Colorejada, sorgeix un concepte nou, el de guarda, el qual afegeix 
una condició més per que es compleixi la transició Processar en Màquina 2 o Màquina 3, 
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necessari en el nostre exemple per assignar a la peça la màquina corresponent.  
El corresponent diagrama de Xarxa de Petri Colorejada es representa a la figura 2.6.  
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Figura 2.6. Xarxa de Petri Colorejada d’un Model de Conflicte. 
 
2.4. Model 4: Parada Independent  
L´exemple representa dues màquines que tenen la particularitat de començar el 
mecanitzat sempre en el mateix moment i per tant, el fluxe d´entrada de peces sempre és 
de dos en dos. Però la sortida de les peces de les màquines es realitza de forma 
independent una de l´altra. Com a conseqüencia d´aquest fet, a no ser que el processat 
de les dues màquines duri el mateix, sempre una tindrà que esperar a l´altra per 
començar a processar de nou (figura 2.7). 
Les màquines queden lliures inmediatament desprès de mecanitzar les peces. 
El corresponent diagrama de Xarxa de Petri Colorejada es representa a la figura 2.8.  
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   Figura 2.7. Model de parada independent. 
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2.5. Model 5: Cel.la Robotitzada 
   Figura 2.9. Model de cel.la robotitzada. 
Aquesta linea de producció està formada per dues cintes, una d’entrada i una de sortida, 
dues màquines, un robot i un magatzem, 7 posicions de les quals 3 estan ocupades amb 
peces semiprocessades (figura 2.9).  
El funcionament de la linea de producció és el següent: 
1. El robot realitza el transport de les peces que arriben per la cinta 1 i les carrega a la 
màquina 1. 
2. La màquina 1 realitza la primera operació sobre les peces. 
3. Un cop la màquina 1 ha finalitzat la primera operació, el robot transporta la peça 
processada a la màquina 1 al magatzem, només en el cas que hi hagi en el 
magatzem alguna posició lliure. 





CINTA 2 CINTA 1
MAGATZEM
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5. La màquina 2 realitza una segona operació sobre la peça. 
6. Finalment un cop la maquina 2 ha finalitzat la segona operació, el robot transporta la 
peça acabada a la cinta 2. 
Cal destacar que per realitzar el transport de peces desde la cinta 1 fins la màquina 1, 
maquina 1- magatzem, magatzem-màquina 2 i màquina 2-cinta 2 precisem de l´acció del 
robot. 
També es remarcable el fet que fins que no finalitza el transport de la peça fins al 
magatzem, la màquina 1 no queda lliure i anàlogament fins que no es realitza la 
descàrrega sobre la cinta 2, la màquina 2 no queda lliure. 
El corresponent diagrama de Xarxa de Petri Colorejada es representa a la figura 2.10.  
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3. Descripció, disseny i anàlisi d’una sèrie de 
models de sistemes reals.  
En aquest apartat es parteix d’un model real senzill i a mida que avancen els models 
augmenta la complexitat del sistema. En tots ells es comença amb un DCA i es passa a 
modelar el sistema amb CPN. Finalment es s’analitzen els resultats. 
3.1. Sistema amb estacions de càrrega dedicades. 
El primer model real consisteix en tres màquines, un vehicle i dotze estacions de càrrega, 
com es mostra a la figura 3.1. Les estacions de càrrega són dedicades a tipus particulars 
de peces i també serveixen com posicions d’emmagatzematge de paletes. Algunes 
simplificacions es tenen en compte en aquest sistema com que s’ assumeix que cada 
peça requereix una única operació, cada paleta s’usa per un tipus de peça i el vehicle pot 
portar només una paleta cada cop. Per tant, les assumpcions que es tenen en compte 
són:  
- El vehicle té una única posició de càrrega. 
- Cada peça requereix una única operació. 
- Les operacions poden portar-se a terme en qualsevol màquina. 
- Les màquines no s’avarien. 
- Cada estació de càrrega serveix només un tipus de peça i paleta. 
- Les paletes munten fixacions. 
- Les eines de les màquines duren per sempre. 
- Es treu del sistema les entitats  que representen les estacions de càrrega, ja 
que tenim igual número d'estacions de càrrega que de paletes i una per cada 
tipus de peça. 
- Com a condicions inicials, el sistema estarà buit de components en l'estat 
inicial, tots els palets estan buits i les màquines, l'operador i el vehicle estan 
lliures. 
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Figura 3.1. Sistema amb estacions de càrrega dedicades 
3.1.1. Diagrama de Cicle d’Activitats 






El diagrama de cicle d’activitats del sistema es el que es representa a la figura 3.2, tenint 
MODEL 1: SISTEMA AMB ESTACIONS DE CÀRREGA 
DEDICADES                                                           
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en compte que la freqüència d’arribada de components està controlada.  
 
  
   ARRIBAR 
PROCESSAT 
COMPLET 




     FORA 
 ACABADA 
  CARREGAR 
      BUIT 
    EN UNA  
PALETA
DESCARREGAR OPERADOR    
LLIURE 
    NOVA 
PREPARADA
  INTRODUIR      RETORNAR 
  MAQUINA 
    LLIURE 
     
  OCUPADA  
PER UNA  
PALETA
  VEHICLE 
    PARAT 
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Figura 3.2. Diagrama del cicle d’activitats per a un sistema simple amb 
estacions de càrrega dedicades   
3.1.2. Especificació de les dades 
Les dades són ficticies en un marc mensual: 







1 320 18 
2 270 60 
3 260 36 
4 180 40 
5 140 36 
6 120 24 
7 100 32 
8 80 28 
9 72 20 
10 64 20 
11 48 30 
12 40 32 
Taula 3.1. Quantitats mensuals i temps de maquinat per cada tipus de peça. 
Si s’asumeix 480 minuts  per torn i 20 dies per mes, del resultat de fer el càlcul de la 
càrrega de les màquines, s'obté que necessitem 3 torns de treball per dia amb 3 
màquines: 
Càrrega de màquina = ∑ (Quantitat peces per mes x Temps de maquinat) / 
Temps disponible al mes 
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Temps disponible al mes = Duració d'un torn x Nº de torns x Nº màquines x 
Dies productius al mes 
És a dir, 
Càrrega de la màquina = ((320x18)+(270x60)+ (260x36)+ (180x40)+ (140x36)+ 
(120x24)+(100x32)+(80x28)+ (72x20)+ (64x20)+ (48x30)+ (40x32))/(60x8xnx3x20)  
UTILITZACIÓ DE LES MÀQUINES  (%) 
Nº de torns 
1 2 3 
199 99 66 
Taula 3.2. Grau d’utilització de les màquines. 
Amb la premisa que el temps total de carregar i descarregar una peça li porta al operari 6 
minuts, es fa anàlogament el càlcul de càrrega de l'operari del qual s'extreu que per tres 
torns aquest està infrautilitzat i per tant no serà aquest el que limiti el sistema: 
Utilització de l'operari = ((320x6)+(270x6)+(260x6)+(180x6)+(140x6)+(120x6)+ 
(100x6)+ (80x6)+ (72x6)+ (64x6)+ (48x6)+ (40x6))/(60x8xnx20)  
UTILITZACIÓ DE L'OPERARI  (%) 
Nº de torns 
1 2 3 
105 52 35 
Taula 3.3. Grau d’utilització de l’operari. 
De igual forma, si portar una peça desde l'estació de càrrega fins a la màquina, implica 2 
minuts i en el sentit invers el mateix, s'obté: 
Utilització del vehicle = ((320x4)+(270x4)+(260x4)+ (180x4)+(140x4)+(120x4)+(100x4)+ 
(80x4)+ (72x4)+ (64x4)+ (48x4)+ (40x4))/(60x8xnx20) 
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Taula 3.4. Grau d’utilització del vehicle. 
Del quadre se n'extreu que tampoc hi ha cap tipus de problema de capacitat en el vehicle 
per a tres torns. 
El fet d'agafar 2 minuts com a temps emprat per moure un paleta de la zona de càrrega 
fins a la màquina i  viceversa, es desglossa  de les següents assumpcions:  
- L'espai màxim a recórrer pel vehicle guiat es de 20m. 
- La velocitat del vehicle es de 40 m/min (2.4 km/h). (0.5 min) 
- El temps utilitzat en la transferència de la estació de càrrega al vehicle i de la 
màquina al vehicle es de 30 s. (1 min) 
- Es tenen en comte les acceleracions i deceleracions del vehicle. (0.5 min) 
Un altra dada de considerable importància es el rati d'arribada dels components. Una 
forma de distribuir-los en el temps es la següent: 
Temps entre arribades d'una peça  del mateix tipus = Temps total emprat en 
tres torns / Nº de peces al dia 
Això és: 
Temps entre arribades d'una peça  del mateix tipus = (60x8x3x20)/ m 
Si  s'agafa aquest patró d'arribada de peces, obté la següent taula: 
 
 
UTILITZACIÓ DEL VEHICLE  (%) 
Nº de torns 
1 2 3 
70 35 23 
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Taula 3.5. Interval d’arribada entre peces del mateix tipus. 
3.1.3. Modelat del sistema amb arribada de peces controlada. 
En aquest apartat es presenta una explicació detallada però no completa del model. El 
model complet es troba a l’annex E. 
La pàgina jeràrquica conté una pàgina principal Model1A que a la vegada inclou dues 
subpàgines més, la subpàgina CarregaDescarrega i la subpàgina IntroduccioRetorn. 
També, s’aprecien dues pàgines més relatives a les declaracions globals i temporals, 
aquestes són Declaracions i Funcions. La figura 3.3. mostra la pàgina jeràrquica. 
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Figura 3.3. Pàgina Hierarchy del sistema amb estacions de càrrega dedicades. 
3.1.3.1 DECLARACIO DE TIPUS I VARIABLES 
A la pàgina Declaracions es troba la declaració global dels tipus i de les variables. Com 
es veu a la figura 3.4. 
Principalment hi han 5 tipus, representatius en el model real de les màquines, les peces, 
les paletes, l’operari i el vehicle. 
Les màquines són modelades amb el tipus Maquina, formada pels camps Maquina1, 
Maquina2 i Maquina3; indicatius de les 3 màquines que formen el sistema. La variable 
associada es maquina. 
Les peces són representades amb el tipus Component, els seus atributs són 
Component1, Component2, Component3, Component4, Component5, Component6, 
Component7, Component8, Component9, Component10, Component11 i Component12; 
mostrant els 12 tipus de peces diferents que entren al sistema. La variable associada es 
component. 
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Les paletes són representades amb el tipus Palet, que te els mateixos atributs que 
Component, ja que tenim una paleta per a cada tipus de peça. La seva variable es palet.  
 L’operari i el vehicle són modelats amb els tipus Operador i Vehicle respectivament, amb 
un únic color cadascun d’ells, Operador1 i Vehicle1. Les seves variables són operador i 
vehicle. 
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Figura 3.4. Pàgina Declaracions del sistema amb estacions de càrrega dedicades. 
3.1.3.2. PAGINA MODEL1A 
La pàgina principal està formada per cinc transicions que detallen el procés: Assignar, 
Carregar i descarregar component, Introduir i retornar de la màquina, Processar i 
Resultats. Reflexada a la figura 3.5. 
Pàg. 56  Memòria 
 
Cal destacar que la nomenclatura de colors emprada en els models representats en 
Design/CPN coincideix amb la dels Diagrames de Cicles d’Activitats.  
La transició Assignar és la que comença el procés, un cop disparada, i através de la 
funció inicialitzar , inicialitza totes les variables, fent sortir per les variables de l’arc de 
sortida els requeriments de peces mensuals. Aquesta funció es declara en l’apartat action 
del segment de codi de la transició Assignar i com s’aprecia, no necessita cap tipus de 
input però, si que genera un output. 
Les transicions Carrega i descarregar component i Introduir i retornar de la màquina, 
criden respectivament a les subpàgines CarregaDescarrega i IntroduccioRetorn. 
A la transició Processar mitjançant una regió temporal s’especifica el temps de procés per 
a cada peça i d’altra banda, amb la funció assig_peces_maq es porta el control del 
número de peces processades de cada tipus. Amb la funció processar, que s’anomena 
igual que la transició, es porta el control del número de vegades que es dispara la 
transició i una funció equivalent hi ha per a cada transició en tots els models. També, hi 
han declarades al segment de codi dues funcions més, sum_dins i sum_preparat, 
aquestes calculen en cada moment el sumatori de les peces que han passat pels llocs 
Dins i Preparat, respectivament, per això apareixen en totes les transicions del procés . A 
partir d’aquesta informació obtindrem el promig de les cues aquests llocs. 
Per últim, la transició Resultats s’activa cada cop que una peça es descarrega i a través 
de la funció recollir_resultats genera un fitxer de sortida on s’emmagatzemen les dades 
sobre el model per a l’anàlisis posterior. Es amb aquesta acció que es finalitza el procés. 
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     Figura 3.5. Pàgina Model1A. 
3.1.3.3. SUBPAGINA CARREGADESCARREGA 
Aquest submodel està constituït per les trancisions Distribucio Temporal, Arribar, 
Carregar i Descarregar. Com es mostra a la figura 3.6.  
La subpàgina es crida des de la transició de substitució CARREGAR I DESCARREGAR 
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COMPONENT de la pàgina principal, el fet que aquesta transició sigui de substitució es 
pot apreciar en el marcat HS que porta al costat, annex a ell, en un petit requadre, es fa 
referència a la subpàgina vinculada, CarregaDescarrega en aquest cas. 
Te quatre ports, dos d’entrada que són els llocs Nova i Acabat i dos de sortida que són 
els llocs Preparat i Fora.   
La transició Distribució Temporal per mitjà de la funció temps_interval genera una 
variable de sortida anomenada interval, que s’aplica a la regió d’expressió de l’arc de 
sortida de la transició, representativa del temps que té que passar entre l’arribada de 
dues peces del mateix tipus. Per tant, aquesta variable serà depenent del tipus de 
component. 
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    Figura 3.6. Pàgina Model1A. 
La transició Carregar incorpora una guarda del tipus [component = palet] ,  aquesta 
serveix per vincular a cada component el seu palet corresponent en la carrega, 
paral.lelament també està a la transició Descarregar.  Presenta una regió temporal @+3, 
indicant el temps que triga l’operari en carregar una peça, de la mateixa manera que a 
Descarregar. La funció temps_arribada agafa l’instant en que les peces arriben 
discriminant-les segons el tipus. En correspondència, a Descarregar es te la funció 
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temps_peces_sist que fa lo propi quan les peces realitzen aquesta acció i amb la 
diferència, s’extreu el temps de les peces al sistema segons el tipus. 
Mitjançant la funció num_peces_acabades de la transició Descarregar porta el control 
del total de peces descarregades en funció del tipus. 
3.1.3.4. SUBPAGINA INTRODUCCIORETORN 
Aquesta subpàgina està formada únicament per les transicions Introduir i Retornar 
(Figura 3.7). La duració de cadascuna d’aquestes es idèntica i de 2 minuts, modelant el 
moviment del vehicle.  
Es crida des de la transició de substitució INTRODUIR I RETORNAR DE LA MAQUINA i 
està formada per quatre ports, dos d’entrada Preparat i Processat Complet i dos de 
sortida, Posicionat per processar i Acabat. 
Les funcions temps_introduccio i temps_retorn  capturen el temps tenint en comte el 
tipus de màquina,  quan les transicions a les que pertanyen són disparades. Aquesta 
última, també fa la diferència i aquesta informació serà aprofitada  pel càlcul del grau 
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Figura 3.7. Pàgina IntroduccioRetorn del sistema amb estacions de càrrega dedicades. 
3.1.4. Modelat del sistema amb peces sempre disponibles. 
La única variació que s’ha d’implementar en el sistema es anular la transició de la 
subpàgina CarregaDescarrega Distribucio Temporal i el lloc Peces Espaiades, així com la 
seva funció associada temps_interval, ja que ara les peces no arriben amb una 
cadència, si no que sempre hi són. D’altra banda, la funció sum_dins també desapareix 
de totes les transicions perque no te cap sentit el càlcul del promig de la cua al lloc Dins. 
Tots aquests fets es veuen reflectits a la figura 3.8. 
Aquest model es presenta totalment al CD que s'adjunta amb la memòria amb el nom  de 
Model1B. 
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Figura 3.8. Pàgina CarregaDescarrega del sistema amb estacions de càrrega dedicades 
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3.2. Sistema amb buffers de màquina i estacions de 
càrrega dedicades. 
En el model 1 s’observa que les màquines tenen que estar lliures per poder portar una 
paleta i que es podrien obtenir més sortides del sistema si s’inclouen buffers a les 
màquines. Per la qual cosa, es corregeix el sistema imposant aquests buffers de 
màquina. La figura 3.9 mostra la distribució corresponent al model 2. 




La principal correcció que es necessita incorporar són els cicles de buffers, això dona lloc 
al diagrama de cicle d’activitats de la  figura 3.10.  
 
 
MODEL 2: SISTEMA AMB BUFFERS I ESTACIONS DE 
CÀRREGA DEDICADES
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Figura 3.10. Diagrama del Cicle d’Activitats per un sistema amb buffers i estacions 
de càrrega dedicades. 
3.2.1. Modelat del sistema amb arribada de peces controlada. 
A la pàgina jeràrquica apareix una nova subpàgina anomenada Transferencia, la qual 
incorpora el modelat dels buffers. 
A la pàgina Declaracions es declaren dos nous tipus, BufferEntrada i BufferSortida amb 
els mateixos atributs que Maquina, degut a que es te un buffer d'entrada i un de sortida 
per cada màquina. Les variables associades són bufferentrada i buffersortida. En el fitxer 
de sortida apareixen dues noves dades, el grau d'utilització dels buffers i el promig de 
peces en cua d'entrada. 
La pàgina Model2A implementa una transició més respecte a la pàgina Model1A, que es 
Transferir amb la màquina, que crida a la subpàgina Transferencia. Es pot apreciar que 
tant els buffers d'entrada com els de sortida, inicialment es troben vacants, figura 3.11. 
La subpàgina CarregaDescarrega adiciona la funció sum_cua_entrada en les 
transicions Arribar, Carregar i Descarregar necessaria pel càlcul del promig de peces al 
lloc En cua d'entrada. També present a la resta de transicions del sistema. 
La subpàgina IntroduccioRetorn passa a estar formada per vuit ports, quatre d'entrada 
Preparat, Cua d'entrada  vacant, En cua de sortida i Cua de sortida ocupada i quatre de 
sortida Acabat, Cua d'entrada ocupada, En cua d'entrada i Cua de sortida vacant. El cicle 
de la màquina desapareix, doncs ja no condiciona el moviment del vehicle. De igual 
manera que les funcions temps_introduccio i temps_retorn, per que les transicions 
Introduir i Retornar no influeixen en el grau d'ocupació de la màquina. 
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Figura 3.11. Pàgina Model2A. 
 3.2.1.1. SUBPAGINA TRANSFERENCIA 
La constitueixen vuit ports, quatre d'entrada Cua d'entrada ocupada, En cua d'entrada, 
Cua de sortida vacant i Processat complet i quatre ports de sortida Cua d'entrada vacant, 
Posicionat per processar, En cua de sortida i Cua de sortida ocupada. Com mostra la 
figura 3.12. 
La subpàgina es crida des de la transició de substitució TRANSFERIR AMB LA 
Anàlisi i disseny de Sistemes de Fabricació Flexible mitjançant Xarxes de Petri Colorejades Pàg. 67 
   
MAQUINA de la pàgina principal. Conté dues transicions Transferir a  la maquina i 
Transferir de la maquina, les quals deixen una màquina ocupada i lliure respectivament. 
En els segments de codi es declaren les funcions temps_trans_a_maq i 
temps_trans_de_maq, per obtenir el grau d'ocupació de la màquina. 
Es defineix un minut com a temps de transferència per una paleta que vagi entre els llocs 
de buffer i les taules de maquina. Aquest valor de temps està sobreestimat, però com la 
unitat de temps emprada es el minut, aquest es el mínim valor que es pot agafar.  
 
Figura 3.12. Pàgina Transferencia del sistema amb buffers de màquina i estacions de 
càrrega dedicades. 
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3.2.2. Modelat del sistema amb peces sempre disponibles 
Aquest model no presenta cap modificació afegida respecte a les que s’han incorporat al 
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3.3. Sistema amb estació de càrrega general i buffers a 
les màquines. 
En aquest model s'incorporen estacions de carrega i descarrega de caracter general, 
degut a que tant en el Model 1 com en el Model 2, l'utilització d'aquestes es molt petit. A 
la figura 3.13. es mostra la composició del sistema. 
 
 Figura 3.13. Sistema amb estacions de càrrega generals i buffers de màquina. 






MODEL 3: SISTEMA AMB ESTACIONS DE CÀRREGA 
GENERAL I BUFFERS
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Figura 3.14.Diagrama del Cicle d'Activitats d'un sistema amb estacions de càrrega 
generals i buffers de màquina. 
3.3.1. Modelat del sistema amb arribada de peces controlada. 
El sistema representat a continuació, està format per dues estacions de càrrega i 5 
paletes no dedicades distribuides pel recorregut, al CD que s'adjunta amb la memòria 
s'implementen una col.lecció de models resultants de la variació d'aquests dos 
paràmetres, Model3A51 amb cinc paletes i una estació de càrrega i  Model3A71 amb set 
paletes i una estació de carrega. 
Les modificacions citades a continuació, són relatives al Model 2. 
La pàgina Declaracions presenta una modificació en el tipus palet, ja que els seus atributs 
ara són Palet1, Palet2, Palet3, Palet4 i Palet5, representant les cinc paletes de propòsit 
general. S'afegeix un nou tipus anomenat EstacioCarrega amb dos atributs Estacio1 i 
Estacio2, corresponents a les dues estacions de càrrega generals. Finalment, es declara 
el tipus Temps que es un enter, pel càlcul del temps de les peces al sistema. Les  
variables associades a aquests  tipus són palet, estacio i temps_arribada, 
respectivament. Les variables enteres q1,q2,q3,q4 i q5 disminueixen en una unitat per 
que en les condicions inicials es tenen 5 peces introduides en el sistema. En el fitxer de 
sortida s'extreu una nova dada, el grau d'ocupació de les estacions de càrrega. 
A la pàgina Model3A52 les principals variacions que sorgeixen són que inicialment es te 
una paleta plena al buffer de sortida de la màquina 1, tres paletes ocupades als  buffers 
d'entrada de les màquines i una buida en una estació de càrrega. Això es provocat pel fet 
que només hi han dues estacions de càrrega. L'altra modificació consisteix en que ara el 
cicle de la paleta incorpora en certs punts les variables estacio i palet , pel càlcul del grau 
d'ocupació de l'estació de càrrega i del temps de la peça al sistema. Les figures 3.15. i 
3.16. mostren aquesta pàgina.   
En la subpàgina CarregaDescarrega el marcat inicial del lloc Buit es substituit per una 
única paleta general. El marcat inicial del lloc En un palet passa a estar ocupat per quatre 
marques relatives les peces que hi han als buffers de les màquines, el color d'aquest lloc 
es tal que permet emmagatzemar quin es el palet on va la peça i quin  es el temps 
d'arribada. La funció temps_arribada es alterada agafant ara el temps sense tindre en 
Pàg. 72  Memòria 
 
compte el tipus de component que arriba.         
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   Figura 3.16. Model 3A52 (Segments de codi). 
3.3.1.1. SUBPAGINA INTRODUCCIORETORN 
Es en aquesta subpàgina on s'implementa el cicle de l'estació de càrrega, on s'aprecia 
que inicialment hi ha una estació lliure i una ocupada per una paleta. També, s'incorporen 
dues noves funcions temps_introduir i temps_retornar necessaries pel càlcul del grau 
d'ocupació de les estacions de càrrega. 
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Figura 3.13. Subpàgina IntroduccioRetorn d'un sistema amb estacions de càrrega 
generals i buffers de màquina. 
3.3.2. Modelat del sistema amb peces sempre disponibles. 
Aquest model no presenta cap modificació destacable  respecte a les que s’han 
incorporat al Model1B en relació al model1A. El model es troba al CD com Model3B52. 
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3.4. Sistema amb un magatzem central de paletes. 
Aquest sistema consisteix en afegir un magatzem central o comú de paletes al Model3. El 
punt més destacable d’aquest magatzem es que si hi ha lloc per cada paleta, llavors 
sempre hi haurà un espai per una paleta que desitji entrar, com es el cas. La distribució 
del model es representa a continuació en la figura  3.14. 
   Figura 3.14. Sistema amb magatzem central de paletes. 
El Diagrama de Cicle d’Activitats s’aprecia a la figura 3.15. 
3.4.1. Modelat del sistema amb arribada de peces controlada. 
El model que es representa a continuació només té una única estació de càrrega, 
Model4A1, al CD s’adjunta el cas de dues estacions de càrrega, Model4A2 .La pàgina 
jeràrquica mostra com a fet diferencial, que la subpàgina IntroduccioRetorn es substituida 
per Mou:EstacioMaquines i Mou:MaquinesEstacio. Com reflexa la figura 3.16. 
 
 
MODEL 4: SISTEMA AMB MAGATZEM CENTRAL DE PALLETS
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Figura 3.15. Diagrama del Cicle d’Activitats per un sistema amb magatzem central de 
paletes. 
 
Figura 3.16. Pàgina Jeràrquica d'un sistema amb un magatzem central de paletes. 
3.4.1.1. PAGINA MODEL4A1 
Aquesta pàgina presenta 3 transicions de substitucio noves Carregar i Descarregar 
Component + Emmagatzemar, Moure de l’estacio de carrega a la maquina i Moure de la 
maquina a l’estacio de carrega. 
 Les transicions Introduir, Retornar i Processar presenten dues funcions noves 
sum_espera_maquinar i sum_magatzem pel càlcul del promig de la cua als llocs 
Espera per maquinar i En magatzem. Les funcions sum_dins, sum_preparat i 
sum_cua_entrada es modifiquen degut a que ara són influenciades per les noves 
transicions Moure a estacio de carrega i carregar, Moure de estacio de carrega per 
emmagatzemar i moure de magatzem a la maquina.  Tambè, les funcions 
temps_introduir i temps_retornar varien per que a l’estació de càrrega ara s’accedeix 
Pàg. 78  Memòria 
 
des de el magatzem central o els buffers de màquina.  
Finalment, s’implementen les relacions de la estació de càrrega amb les diferents 
transicions. Aquestes modificacions s’aprecien a la figura 3.17. i 3.18. 
 
 
Figura 3.17. Pàgina Model4A1. 
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Figura 3.18. Segments de codi de la pàgina Model4A1. 
3.4.1.2. SUBPAGINA CARREGAR I DESCARREGAR COMPONENT + 
EMMAGATZEMAR 
La subpàgina presenta dues noves transicions, Moure a estacio de carrega i carregar i 
Moure al magatzem amb un temps de 5 i 2 minuts respectivament, on apareixen les 
funcions estacionar_palets i emmagatzemar_palets relatives al número de cops que 
dispara cada transició i temps_estacionar_palets i temps_emmagatzemar_palets pel 
càlcul del grau d’ocupació de l’estació de càrrega. 
Inicialment tenim les dotze paletes al magatzem, l’estacio de càrrega lliure, el vehicle 
lliure i l’operari lliure com mostren les figures 3.19. i 3.20. 
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Figura 3.19. Pàgina CarregaDescarregaEmmagatzema d'un sistema amb un magatzem 
central de paletes. 
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Figura 3.20. Segments de codi de la subpàgina CarregaDescarregaEmmagatzema d'un 
sistema amb un magatzem central de paletes. 
3.4.1.3. SUBPAGINA MOU:ESTACIOMAQUINES 
Aquesta subpàgina està formada per les transicions Moure de estacio carrega per 
emmagatzemar i Moure de magatzem a la maquina cadascuna amb una durada de 2 
minuts, conseqüència del desplaçament del vehicle. Es crida desde la transició de 
substitució MOURE DE ESTACIO DE CARREGA A LA MAQUINA de la pàgina 
Model4A1.  
La subpàgina està formada per 3 ports d’entrada i 2 de sortida. Inicialment els buffers 
d’entrada de les màquines estan lliures.Les transicions presenten les funcions 
emmagatzemar_noves() i maquinar() relatives al número de cops que disparen i la 
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funció temps_emmagatzemar_noves() pel càcul del grau d’ocupació de l’estació de 
càrrega. La distribució de la pàgina es a la figura 3.21. 
 
Figura 3.21. Subpàgina Mou:EstacioMaquines d'un sistema amb un magatzem central de 
paletes.  
3.4.1.4. SUBPAGINA MOU:MAQUINESESTACIO 
Aquesta subpàgina està formada per les transicions Moure de maquina a magatzem i  
Moure de magatzem a estacio carrega cadascuna amb una durada de 2 minuts. Es crida 
desde la transició de substitució MOURE DE LA MAQUINA A L'ESTACIO DE CARREGA 
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de la pàgina Model4A1.  
La subpàgina està formada per 2 ports d’entrada i 3 de sortida. Inicialment els buffers de 
sortida de les màquines estan lliures. Les transicions presenten les funcions 
emmagatzemar_processades() i estacionar() relatives al número de cops que disparen 
i la funció temps_estacionar() pel càcul del grau d’ocupació de l’estació de càrrega. La 
distribució de la pàgina es a la figura 3.22. 
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Figura 3.22. Subpàgina Mou:MaquinesEstacio d'un sistema amb un magatzem central de 
paletes.  
3.5. Sistema amb un magatzem central limitat. 
En molts sistemes no es te un lloc en el magatzem per cada tipus de paleta i com a 
conseqüència s’ha de testejar per la disponibilitat de l’espai abans que la paleta entri al 
magatzem. Aquest fet es el que es posa de relleu en l’últim model, contruint com sempre 
a partir del sistema anterior. El layout i el Diagrama de Cicle d’Activitats es reflecteixen a 
les figures 3.23 i 3.24. respectivament. 
 





MODEL 5: SISTEMA AMB MAGATZEM CENTRAL 
LIMITAT
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Figura 3.24. Diagrama del Cicle d’Activitats d’un sistema amb magatzem central limitat. 
3.5.1. Modelat del sistema amb arribada de peces controlada. 
El model que es representa a continuació té dues estacions de càrrega i quatre llocs de  
magatzem central, Model5A4, al CD s’adjunten el casos amb 5 espais i 8 espais, 
Model5A5 i Model5A8.  
La pàgina Jeràrquica es equivalent a la del Model4A1. 
La pàgina de Declaracions implementa el color Espai amb quatre atributs Espai1, Espai2, 
Espai3 i Espai4; representatius dels quatre llocs que composen el magatzem. La variable 
associada es espai. 
La pàgina Model5A4 te la mateixa estructura amb les següents diferències: 
- Apareixen els llocs Espai lliure i Espai Ple, on es pot apreciar que inicialment hi 
han quatre espais del magatzem ocupats. 
- El lloc Estacio de carrega plena te inicialment te dues marques. 
- Els llocs relatius als buffers de màquina tant d’entrada com de sortida passen 
a  estar ocupats. 
- Les funcions temps_introduir i temps_retornar de les transicions Introduir i 
Retornar es veuen modificades pel fet que en el sistema ara hi han dues 
estacions de càrrega. 
El fet que es tingui les estacions de càrrega ocupades i els buffers de les màquines 
inicialment, es degut a que no hi han espais suficients al magatzem per allotjar totes les 
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Figura 3.25 Pàgina Model5A4. 
La subpàgina CarregaDescarregaEmmagatzema presenta dues noves funcions a les 
transicions Moure a estacio de carrega i carregar i Moure al magatzem, 
temps_sortida_espais3 i temps_entrada_espais3 pel càlcul del grau d’ocupació del 
magatzem. La funció temps_emmagatzemar_palets es modifica degut a que ara hi han 
dues estacions de càrrega en lloc d’una. 
La subpàgina Mou:EstacioMaquines presenta dues noves funcions a les transicions 
Moure de estacio carrega per emmagatzemar i Moure de magatzem a maquina, 
temps_entrada_espais1 i temps_sortida_espais1 pel càlcul del grau d’ocupació del 
magatzem. La funció temps_emmagatzemar_noves es modifica degut a que ara hi han 
dues estacions de càrrega en lloc d’una. 
La subpàgina Mou:MaquinesEstacio presenta dues noves funcions a les transicions 
Moure de maquina a magatzem i Moure de magatzem a estacio de carrega, 
temps_entrada_espais2 i temps_sortida_espais2 pel càlcul del grau d’ocupació del 
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magatzem. La funció temps_estacionar es modifica degut a que ara hi han dues 
estacions de càrrega en lloc d’una. 
3.5.2. Anàlisi dels resultats dels cinc sistemes. 
Per cadascun dels models es generen un fitxers de texte on s’extrauen els resultats 
obtinguts de la simulació del model. Un exemple d’aquest tipus de fitxer es mostra a la 
figura 3.26. 
 
Figura 3.26. Fitxer resultat Model1A.txt 
Per cadadascun dels models dissenyats, es realitzen 10 simulacions, per tal de tindre un 
interval de confiança amb una pressició adequada per poder comparar els models entre 
si i el promig d’aquestes es representa en la taula del fitxer resultats.xls i a la Taula 3.6. i 
3.7. 
En la taula s’aprecia respecte al Model1A (Sistema amb estacions de càrrega dedicades) 
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que els graus d’utilització són molt propers als esperats. Que la diferència entre el grau 
d’ocupació i el de utilització de les màquines es que, mentres la utilització només te en 
comte el temps de procés, l’ocupació inclou el temps des de que les màquines estan a les 
activitats de Introduir i Retornar. Dels resultats del Model1B (Sistema amb peces sempre 
disponibles) destaca el fet que la sortida ha augmentat un 43% , l’ocupació de les 
màquines arriba a gairebé el 100%, el temps de les peces al sistema s’ha triplicat i el 
número de components de cada tipus produït no es proporcional. Això es degut a que es 
treballa al màxim potencial, però s’ha perdut el control sobre la producció.  
La sortida del Model2A (Sistema amb buffers de màquina) respecte a la Model1A es 
igual, ja que la sortida del sistema està limitada pel rati d’arribades. També, la utilització 
de les màquines es idèntica, però l’ocupació es redueix degut a que ara les màquines 
poden descarregar inmediatament desprès d’haver acabat l’operació, sense tindre que 
esperar l’arribada del vehicle. De la comparació del Model2B amb el Model1B s’extreu 
que la sortida del sistema es un 8.5% més gran,  l’ocupació i l’utilització de les màquines 
han augmentat i que el promig de peces a la cua al lloc Preparat es dispara respecte al 
Model2A. 
En el Model3A51 (Sistema amb estació de càrrega general i buffers de màquina) si 
s’augmenta el número de paletes al sistema, Model3A71, augmenta el temps d’aquestes 
al sistema, el grau d’ocupació de les màquines i el de l’estació de càrrega. D’altra banda, 
si s’afegeix una nova estació de càrrega, Model3A52, disminueix el grau d’ocupació 
d’aquesta i el temps de les paletes al sistema, però no incideix sobre la capacitat de 
procés, ja que hi ha un únic operari. Finalment, si sempre hi han peces disponibles, 
Model3B52, destaca el fet que el grau d’utilització de l’operari disminueix del 55% del 
Model2B al 50% per que no hi ha suministre de paletes per acumular en les estacions de 
càrrega dedicades, la qual cosa produeix que la sortida disminueixi. 
Els resultats més destables del Model4A1 i Model4A2 (Sistemes amb magatzem central 
de paletes), amb una i dues estacions de càrrega respectivament, són que la utilització 
del vehicle es dispara en els dos casos respecte a als Models 1A i 2A   , degut als viatges 
adicionals al magatzem central de paletes. I de la comparació entre elles es despren la 
reducció del grau d’utilització de les estacions de càrrega, passant d’un 82% a un 45%. 
 Per últim, en els models de sistemes amb magatzem central limitat, Model5A4, 
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Model5A5 i Model5A8 s’observa que la sortida es menor que en els models anteriors fins 
que no te els vuit espais al magatzem. El promig de temps al sistema augmenta quan el 
número d’espais al sistema disminueix, de igual manera que el grau d’ocupació del 
magatzem. 
 
    Taula 3.6. Taula de resultats I. 
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Conclusions 
Les Xarxes de Petri Colorejades serveixen per modelar perfectament els sistemes de 
fabricació reals i d’aquesta forma extraure tota l’informació possible relatiu a aquest. 
Les Xarxes de Petri Colorejades són un eina de modelat de sistemes de fabricació reals 
de gran flexibilitat, degut a que part de les modificacions es poden realitzar sobre el graf i 
no directament sobre blocs de codi. El fet  de treballar sobre grafs dona al modelador una 
visió molt intuitiva del sistema d’estudi. 
El software Design/CPN permet representar al detall la Xarxa de Petri Desitjada. En la 
simulació del model s’aconsegueix un seguiment minuciós degut a la gran quantitat 
d’opcions disponibles. 
La propietat jeràrquica de software Design/CPN implica poder estructurar el model de 
forma ordenada i clarivident, diferenciant blocs conceptuals. La propietat de ports permet 
al modelador navegar de forma ràpida i eficient pel sistema. 
L’interacció del software amb altres programes, com fitxers de texte per volcar 
l’informació resultant, dona una gran capacitat pel tractament i graficatge d’aquests. 
Com a limitacions del software destacar el temps emprat en les simulacions quan 
aquestes tenen un espai temporal elevat i la no possibilitat de realitzar diferents 
simulacions al mateix temps d’un mateix model. 
El resultat més important que s’obté dels experiments es que l’execució del sistema es 
deteriora considerablement si el sistema es congestiona, ja sigui per que el nombre de 
paletes en ús es molt gran, o per que el número d’espais al magatzem es molt petit. 
Finalment, també s’ilustra que la capacitat del sistema pot dependre més de les 
interaccions entre les entitats i les circumstàncies que en el treball directe de les 
màquines, operaris o vehicles. Es per aquest motiu que la simulació es important.  
 
 























Anàlisi i disseny de Sistemes de Fabricació Flexible mitjançant Xarxes de Petri Colorejades Pàg. 95 
   
Bibliografia 
ALLAN CARRIE. Simulation of manufacturing systems. Great Britain. East Kilbride 1988. 
[www.daimi.aau.dk/designCPN] 
Bibliografia complementaria 
META SOFTWARE CORPORATION. Design/ CPN  Tutorial for X-Windows Versión 2.0. 
USA 1993 Meta Software. 
META SOFTWARE CORPORATION. Design/ CPN  Reference Manual  for X-Windows 



























Anàlisi i disseny de Sistemes de Fabricació Flexible mitjançant Xarxes de Petri Colorejades Pàg. 97 


































Anàlisi i disseny de Sistemes de Fabricació Flexible mitjançant Xarxes de Petri Colorejades Pàg. 99 
   
Annex A : Detall de la metodologia dels Diagrames 
de Cicles d'Activitats. 
A.1. Extensió dels Diagrames de Cicles d´Activitats. 
En aquesta secció es mostren tot un seguit de diagrames de cicle d'activitats els quals 
són passos intermitjos dels dibuixats en la memòria, amb la intenció de oferir la màxima 
claretat al lector. 
 
 
Figura A.1. Diagrama de cicle d’activitats d’un component en el que 
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Figura A.2.    Diagrama de cicle d’activitats d’un component quan CARREGAR I 
DESCARREGAR son activitats separades. 
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Figura A.3. Diagrama de cicle d’activitats per a la càrrega d’un operador el 
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Figura A.4. Cicle d’activitats per una paleta i per un component quan el component es     
modelat en detall però la paleta en resum només. 
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Figura A.5..  Diagrames de cicle d’activitats per una paleta quan moviments 






  ESPERA 
VEHICLE 
      MOURE 
  PROCESSAR 






  CARREGAR 
    PALLET    
      BUIT
 DESCARREGAR 
 PREPARADA 
  INTRODUIR      RETORNAR 













PALETA DE LA 
MAQUINA 
TRANSFERIR 
PALETA A LA 
MAQUINA 
    PROCESSAR 






EN LA MAQUINA 
PROCESSAT 




EN POSICIÓ PER 
PROCESSAR 
    PALETA MOU 
A LA MAQUINA 
    PALETA MOU 
DE LA MAQUINA 
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Figura A.7. Diagrama de cicle d’activitats per una màquina  i una paleta 
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A.2. Extensió dels mecanismes d´arribada de 
components. 
L´aproximació tradicional referent al control d´arribada de components en un sistema de 
simulació, té origen en la teoria de cues i aquesta assumeix que els components arriben a 
intervals a l´atzar. La duració entre intervals es normalment assumit que sigui distribuida 
segons una distribució exponencial negativa. 
A.2.1. Assumpció que sempre hi ha components esperant per 
carregar. 
En aquesta situació, la entitat component no te cap funció en el model que no pugui ser 
obtinguda a partir dels atributs de la paleta. El temps de processar un component, pot ser 
deduit a partir d´un atribut d´una paleta emmagatzemada el temps entre la càrrega i la 
desgàrrega. Anàlogament, la seqüencia d´operacions requerida en un component pot ser 
enmagatzemada en els atributs de la paleta o en una taula. En aquestes circumstancies, 
la entitat component pot ser omitida del model com s´aprecia en la figura A.8. Les 
activitats CARREGAR i DESCARREGAR poden ser combinades en una única activitat, 
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Figura A.8. Diagrama de cicle d’activitats revisat negligint l’entitat component. 
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Pàg. 108  Memòria 
 
A.2.2. Controlant el rati d´arribada dels components. 
Una aproximació podria ser introduir els nous components d’acord a una distribució 
exponencial negativa. Però, en el ambient de fabricació el treball es realitzat a partir d’un 
programa. Sota aquestes condicions el temps entre arribades es determinista, però la 
quantitat i el tipus de components programats cada setmana, per exemple, pot variar. De 
nou es tenen dues aproximacions: 
- Crear arribades individuals o de lots en intervals a l’atzar. 
- Programar quantitats de treball  a intervals regulars. 
En el segon mètode s’ha de tenir en comte: 
- La longitud del període entre noves programacions. 
- La càrrega total generada cada període 
- El nombre de tipus de components en cada període de programació 
La quantitat requerida de cada component en el programa. 
A.3. Avaries 
La lògica a dur a terme quan es produeix una avaria es la següent: 
1. assumir que en el primer instant la màquina està treballant. 
2. traçar una mostra de la distribució del temps d’avaries, i afegir-ho a l’actual 
rellotge de temps. 
3. programar l’inici de l’avaria en aquest temps. 
4. quan el rellotge arriba a aquest temps treure la màquina fora de servei. 
5.  traçar una mostra de la distribució del temps de reparació, i afegir-ho a l’actual 
rellotge. 
6. programar i acabar l’avaria en aquest moment. 
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7. Quan el rellotge arriba aquest temps retornar la màquina al servei normal. 
8. Tornar al punt 2 i continuar el cicle mitjançant aquests passos fins el final de la 
simulació. 
Dintre d’aquesta lògica hi ha dues possibilitats : 
1. quan la disponibilitat dels tècnics de manteniment es ignorada. 
2. quan el model deu d’incloure la disponibilitat dels tècnics.   
En la segona aproximació, es te que comprovar per la disponibilitat dels tècnics abans de 
començar la operació de reparació. Si l’activitat PROCESSAR es completa abans de 
l’avaria llavors la màquina mou a PROCES ACABAT, però si l’avaria interfereix en 
l’operació la màquina mourà a la cua AVERIADA, figura A.9. 
 





      REPARAR 
AVERIADA TORNADA 
EN SERVICI 
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  Figura A.9. Suma de les avaries al cicle d’activitats de la màquina. 
La duració de REPARAR es l’actual temps de reparació i exclou el temps d’espera per al 
tècnic, que es representat per la cua AVARIA. S’ha de destacar que la cua TORNADA EN 
SERRVICI està inclosa aquí per representar una cua LLIURE o PROCES COMPLET, 



















Anàlisi i disseny de Sistemes de Fabricació Flexible mitjançant Xarxes de Petri Colorejades Pàg. 111 
   
Annex B : Mètodes d'anàlisi dels models CPN. 
B.1. Simulació de les CP-Nets. 
De igual manera que les parts individuals d’una CP-net es construeixen, s’investiguen i es 
resolen per mitjà del simulador CPN. El modelador té la possibilitat de inspeccionar tots 
els detalls de les marques aconseguides. Pot veure el conjunt de transicions habilitades i 
pot elegir els elements d’unió que vol que succeeixin. Aquest és el mètode més manual i 
interactiu de simulació. Però aquest mode de simulació és molt lent i és en molts cops 
utilitzat com una primera investigació del nou model de CPN. El propòsit es veure si els 
components individuals de la xarxa treballen com s’espera. 
Posteriorment,  s’usen típicament d’altres tipus de simulacions. Alguna de les reaccions 
gràfiques poden ser desviades i es deixa al simulador CPN elegir entre els elements 
d’unió habilitats (mitjançant un generador de nombres aleatoris). En aquest sentit 
s’aconsegueixen simulacions molt més ràpides. Una simulació totalment automàtica 
s’executa amb una velocitat d’uns milers de passos per segon. Degut a aquesta velocitat 
necessita  un mitjà per representar els resultats. Un informe de simulació és una de les 
eines emprades consistent en un fitxer de text contenint informació detallada  sobre tots 
els elements d’unió que s’han donat lloc. 
Un altre forma de guardar els resultats d’una simulació és afegir un número de llocs 
informatius en el model CPN. Cada lloc reuneix informació històrica sobre la marxa de la 
simulació, sense influenciar la simulació. 
La tercera forma de guardar resultats d’una simulació és usar un gràfic de seqüències 
de missatges (també anomenat rastre de successos). Aquest proporciona una visió 
gràfica  de les activitats en una CP-net. La llibreria estàndard proporcionada amb les 
eines del CPN crea els gràfics de la seqüència de missatges. Els segments de codi, que 
són peces del codi seqüencial Estàndard ML unit a les transicions individuals, situen les 
trucades a les funcions de la llibreria. Quan la transició succeeix, el corresponent 
segment de codi s’executa. 
Els segments de codi posen al dia diferents tipus de gràfics de negocis, com gràfics de 
línia o gràfics de barres. Així com creen i salven representacions específiques del 
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model de les marques. I finalment, escriuen fitxers de text i d’aquesta forma 
enregistren els resultats o llegeixen fitxers de text, en el cas per exemple, que vulguin 
inicialitzar un model. 
B.2. Anàlisis de l´Espai d´ Estats de les CP-Nets. 
L’espai d’estats construeix un gràfic el qual té un node per cada marca assolible i un arc 
per cada element d’unió que succeeixi. L’espai d’estats també s’anomena gràfic 
d’ocurrència o gràfic o arbre d’abast. L’espai d’estats comprova la correcció del model, 
cosa que la simulació no pot. 
Construir un espai d’estats d’un dimensió raonable implica ,sovint modificar la CP-net. 
La figura B.1. mostra la forma típica d’un espai d’estats on les caixes arrodonides són els 
nodes de l’espai d’estats, i la caixa amb línia discontinua al costat del node descriu el 
contingut d’aquesta marca. El node amb una línia més gruixuda representa la marca 
inicial. El text dintre del node diu el nombre del node i el número de predecessors i 
successors que té. Mn denota, per convenció, la marca del node número n. Cada arc 
representa l’ocurrència d’un element d’unió llistat en la caixa de punts en la part superior 
de l’arc. L’espai d’estats no inclou, per conveni, arcs que corresponen a passos amb més 
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   Figura  B.1. Exemple d’Espai d’Estats 
 
L’eina de l’espai d’estats fa un informe d’espai d’estats, en comptes de dibuixar-lo, quan 
degut a la complexitat del model, l’espai d’estats es molt llarg,  donant la informació clau 
sobre el comportament de la CP-net- L’informe de l’espai d’estats té 4 parts.  
La figura B.2. mostra la primera part. Conté la informació estadística respecte la dimensió 
de l’espai d’estats:  número de nodes, número d’arcs, si ha calculat tot l’espai d’estats o 
part i el temps que ha pres. La part estadística també conté informació sobre el gràfic 
SCC de l’espai d’estats, com el número de components fortament connectats i el 
número d’arcs que comencen en un component i acaben en un altre. Un component 
fortament connectat és el màxim subgràfic en el que es possible trobar un camí des d’un 
node a qualsevol altre node. Els components fortament connectats donen informació com 
el fet que si són menys que els nodes de l’espai d’estats implica que el sistema té 
almenys un component fortament connectat amb més d’un node i que per tant una 
seqüència infinita pot tenir lloc. Es a dir, no assegura que el protocol termini. 
      1 





Rebuts: 1` “ ” 
      2 





A: 1` (1, “Modellin”) 
Rebuts: 1` “ ” 
TransmetrePaquet: 
{p=”Modellin”,n=1, Ok=false}
      3 
   1 : 1 






     
 
Figura B.2. Primera part de l’informe de l’Espai d’ Estats 
La segona part de l’informe de l’espai d’estats conté informació sobre els límits enters i 
multi-conjunts. 
La part superior de la figura B.3. mostra els límits enters superiors i inferiors, el màxim i 
el mínim número de tokens que els llocs tenen. Les parts inferiors de la figura 4 mostren 
els límits dels multi-conjunts. Per definició, el límit superior d’un multi-conjunt d'un lloc 
es el multi-conjunt més petit el qual compren totes les marques assolibles del lloc. 
Anàlogament, el límit inferior d’un multi-conjunt d’un lloc es el multi-conjunt més gran que 
abraça el menor número de marques assolibles d’un lloc. 
Els límits enters donen informació sobre el número de tokens, mentre que els límits dels 
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A         2        0 
B         2        0 
C         2        0 
D         2        0 
Límit         2        0 
ProximaRecepcio       1        1 
ProximEnvio        1        1 
Rebuts        1        1 
Enviats        4        4 
 
Límits Superiors de Multi-conjunts 
 
A   2`(1,”Modellin”)+ 2`(2, “g and An”) + 
   2`(3,”alysis”)+ 2`(4, “ ###”)  
B   2`(1,”Modellin”)+ 2`(2, “g and An”) + 
   2`(3,”alysis”)+ 2`(4, “ ###”) 
C   2`2 + 2`3 + 2`4 + 2`5 
D   2`2 + 2`3 + 2`4 + 2`5 
Límit   2`e 
ProximaRecepcio 1`1 +1`2 + 1`3 + 1`4 + 1`5 
ProximEnvio  1`1 +1`2 + 1`3 + 1`4 + 1`5 
Rebuts  1`”” + 1`”Modellin” + 1`”Modelling and An” + 
   1`”Modelling and Analysis” 
Enviats   2`(1,”Modellin”)+ 2`(2, “g and An”) + 
   2`(3,”alysis”)+ 2`(4, “ ###”) 
 
Límits Inferiors de Multi-conjunts 
 
 
A   buit 
B   buit 
C   buit 
D   buit 
Límit   buit 
ProximaRecepcio buit 
ProximEnvio  buit 
Rebuts  buit 
Enviats  2`(1,”Modellin”)+ 2`(2, “g and An”) + 
   2`(3,”alysis”)+ 2`(4, “ ###”) 
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La figura B.4. mostra la tercera part de l’informe d’espai d’estats. Proporciona informació 
sobre les propietats de habitabilitat i vivacitat. Una marca habitable es una marca que es 
assolible per totes les marques assolibles. Una marca morta es una marca amb 
transicions no habilitades.  
Es pot donar el cas d’una  marca habitable i morta a l’hora, el fet de que sigui morta 
indica que el protocol es parcialment correcte, si termina, el resultat es correcte. I si a 
més, és una marca pròpia , indica que el protocol té una bonica propietat , que mai pot 
assolir un estat des de el qual es impossible terminar amb el resultat correcte. 
De les propietats de vivacitat hi ha les transicions mortes, quan un espai d’estats no te 
transicions mortes significa que cada transició  està habilitada en almenys una marca 
assolible. També, la figura fa una indicació respecte a les transicions vives, una 
transició viva es una transició que sempre, no importa quan succeeixi, pot arribar a estar 
habilitada un cop més. 









Figura B.4. Tercera part de l’informe de l’Espai d’ Estats 
La figura B.5. mostra la quarta i part final de l’informe d’espai d’estats. Aquesta 
proporciona informació sobre les propietats d’imparcialitat, per exemple, amb quina 









Propietats de Vivacitat 
 
 
Marques Mortes: [235] 
Instàncies de Transicions Mortes :  Cap 
Instàncies de Transicions Vives :  Cap  
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sempre en qualsevol infinita seqüència d’ocurrències. Es a dir, si aquesta transició deixa 







     
Figura B.5. Part final de l’informe de l’Espai d’ Estats. 
L’informe de l’espai d’estats es produeix en uns pocs segons totalment automàtic. Conté 
molta informació altament útil sobre el comportament del model CPN. De aquí que és 
usualment la primera cosa per la qual el modelador pregunta, quan ha construït l’espai 
d’estats. Mitjançant l’estudi de l’informe de l’espai d’estats el modelador aconsegueix una 
primera idea aproximada, si el seu model funciona com s’esperava. Si el sistema conté 
errors aquests es manifesten en l’informe de l’espai d’estats. 
Un altra de les possibilitats que ofereix el sistema es per exemple, saber amb quina 
rapidesa s’aconsegueix una determinada marca respecte a la inicial. Això es fa amb la 




ArcsInPath es una funció estàndard ML predeclarada, proporcionada per l’eina de l’espai 
d’estats. Retorna una llista d’arcs constituint el camí més curt entre dos nodes 
Lenth (ArcsInPath (nº node 1, nº 
2))





EnviarPaquet  Imparcial 
TrametrePaquet  Imparcial 
RebrePaquet  No imparcial 
TrametreConfirmacio No imparcial 
RebreConfirmacio No imparcial 
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especificats com arguments de la funció. Com a resultat es veu que un número de 
transicions han de succeir per aconseguir la marca desitjada. 
L’eina CPN, també proporciona l’opció d’examinar per exemple si un node amb la finalitat 
de comptador, sempre està creixent. En el següent exemple, dona com a resultat  les 
transicions on el node decreix. 
 
 
El resultat de la pregunta es una llista que conté tots els arcs que satisfan el predicat 
especificat com l’argument de la funció PredAllArcs. Per un arc a, el predicat avalua 
veritat, si i només si el valor del token en NodeX en la destinació del node  de a es 
estrictament menor que el valor del token en el node de procedència de a. El valor del 
token es troba mitjançant la funció local Value_NodeX.  Aquesta utilitza la funció 
predeclarada de ML Mark.Top´NodeX per trobar la marca de nodeX. La marca es un 
multi-conjunt. La funció ms_to_col converteix aquesta en un enter. 
Com s’ha vist en aquesta secció, l’espai d’estats es una forma bastant eficient d’investigar 
el comportament dinàmic d’un sistema. On es formulen preguntes. I aquestes poden ser 
fetes de dues formes, usant un gran número de funcions de preguntes predeclarades 
escrites en estàndard ML (com s’ha vist abans) o usant una llibreria que té preguntes en 
lògica temporal. 
Un dels problemes més importants del mètode d’espai d’estats és el problema de l’espai 
d’explosió. Per a molts sistemes, l’espai d’estats resulta tan gran que no pot arribar  a ser 
totalment construït. Una de les solucions es explotar les simetries inherents al sistema. 
Un altre inconvenient del mètode de l’espai d’estats es el fet que l’espai d’estats està 
Let 
 Fun Value_Node X(n) = 




 PredAllArcs (fn a => 
 
 Value_NodeX(DestNode(a)) < 
> [ , ,
 ,  ] 
Arclist 
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sempre construït per una marca inicial particular, la qual sovint correspon a una de les 
moltes diferents possibilitats de configuració del sistema. Altres mètodes d’anàlisis són 
més generals i proporcionen la prova total que un sistema treballa com s’espera, per a 
totes les configuracions. Aquest es el cas de l’anàlisi de llocs invariants.  
B.3. Espai d´Estats Condensat. 
En aquesta secció s'il·lustra com les simetries inherents en molts sistemes poden ser 
explotats per obtenir un més brillant anàlisis de l'espai d'estats. 
Les simetries determinen classes equivalents d’estats (marques) i classes equivalents 
d’estats canviants (elements d'unió). Aquestes fan possible construir un espai d'estats 
condensat on cada node representa una classe equivalent d’estats mentre que cada arc 
representa una classe equivalent d’estats canviants. Cada un dels espais d'estat 
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Annex C : Software Design/CPN. 
C.1. L´Editor CPN 
C.1.1. Representació Gràfica 
En Design/CPN el modelador per cada objecte pot determinar la posició i la aparença 
detallada.  
 
  Figura C.1. Pàgina d’atributs gràfics pels objectes. 
C.1.2. Atributs. 
Cada objecte té el seu propi conjunt d’atributs que determinen la posició, la forma, el 
gruixut de línia, patrons de línia, color de línia i aparença de text Quan un nou objecte es 
construeix, els atributs es determinen per un conjunt per defecte. Cada tipus d’objecte té 
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el seu propi conjunt per defecte. Mitjançant les instruccions d’Atribut l’usuari pot canviar 
els atributs en el menú de Conjunt (figura C.2.)..  
 
   Figura C.2. Instruccions d’atribut. 
L’usuari pot actuar sobre els atributs per defecte, fent-los efectius només pel present 
diagrama, defectes de diagrama o amb efecte per a tots els nous diagrames, defectes 
de sistema, o ambdós.Com es veu a la figura C.3. 
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  Figura C.3. Extensions dels atributs per defecte. 
C.1.3. Opcions. 
Els conjunts d’opcions determinen com operacions detallades es porten a terme. Són 
relatives a tot el diagrama CPN. 
Les opcions es canvien per mitjà de les instruccions d’Opcions en el menú de conjunt 
(figura C.4.).  Per opcions tenim només defectes de sistema i no defectes de diagrama. 
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  Figura C.4. Opcions de Simulació de Codi. 
C.1.4. Aproximacions dalt-baix o baix-dalt. 
Les tres ordres de jerarquia descrites abans poden ser invocades en qualsevol ordre. 
Un usuari amb una aproximació de dalt a baix típicament comença per crear una 
pàgina on cada transició representa una activitat complexa. Llavors una subpàgina es 
crea per cada activitat. La forma més senzilla de fer això es usar l’ordre Moure a una 
subpàgina. 
En contrast amb aquesta forma de procedir, un usuari amb una aproximació de baix a 
dalt comença per crear un número de pàgines amb components bàsics del sistema 
modelat. Desprès modela les regles més abstractes i relaciona aquestes amb pàgines 
existents per mitjà de l’ordre que transforma transicions en transicions de substitució. 
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La forma usual de procedir es alternant els dos mètodes. 
 
C.1.5. Grups d´objectes. 
L’editor CPN permet a l’usuari treballar amb grups d’objectes, figura C.5. Això significa 
que l’usuari pot seleccionar un conjunt d’objectes i simultàniament manipular tots aquests. 
El concepte de grup també s’aplica als objectes de pàgina en la pàgina jeràrquica. Això 
significa que amb una única ordre l’usuari pot obrir, tancar, moure o escalar un conjunt de 
pàgines. 
Tots els membres d’un grup tenen que formar part de la mateixa pàgina i ser de la 
mateixa categoria, ser tots nodes, connectors o regions. 
 
    Figura C.5. Grup de nodes. 
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C.1.6. Diferents estils de treball. 
L’editor CPN es un eina flexible oferint a l’usuari una llarga sèrie de diferents possibilitats. 
Es possible construir cada diagrama de moltes formes diferents. Això significa que un 
estil de treball pot ser elegit , el qual es adequat per les necessitats i temperament del 
modelador. Un exemple d’aquesta flexibilitat són les moltes diferents formes en que les 
relacions jeràrquiques entre pàgines poden ser construïdes. 
Un altre exemple es el fet que l’editor CPN permet a l’usuari construir objectes individuals 
de una CP-net de moltes formes diferents. 
C.1.7. Regions clau i explícites. 
La regió clau es una regió d’un objecte a la qual volem unir una informació. La regió clau 
es petita. Usualment només conté un o dos caràcters. El seu principal propòsit es donar 
accés a la regió explícita que conté la informació actual. La regió explícita es una regió de 
la regió clau, i això significa que una col·locació de la clau també situa l’explícita. Les 
regions clau i explícita s’usen per les inscripcions jeràrquiques. En el simulador CPN, les 
regions clau i jeràrquica s’usen per mostrar l’actual marca de cada lloc (figura C.6.) 
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    Figura C.6. Regió clau i regió explícita 
C.1.8. Diferents nivells d´habilitats. 
Totes les instruccions més comuns poden ser invocades per mitjà de tecles. Moltes 
instruccions tenen una o més tecles modificadores permeten a l’usuari portar a terme 
una operació, la qual d’una altra forma requeriria varies instruccions.  
L’usuari pot crear una pàgina paleta de la qual diferents objectes poden ser copiats quan 
es necessiten. L’usuari simplement selecciona a l’objecte desitjat, i llavors a totes les 
posicions on ell vol una copia de l’objecte. Aquests simplement tenen un atribut dient que 
ells són paletes. Les paletes són útils, per exemple, quan una companyia vol imposar un 
estàndard comú pels gràfics dels seus diagrames CPN. 
 
 
Regió Clau Regió Explícita 
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C.1.9. Restriccions de sintaxi. 
L’editor CPN es de sintaxi directe. Això significa que reconeix l’estructura de les CP-nets i 
automàticament adverteix a l’usuari de fer moltes classes d’errors de sintaxi. Això es fa 
per mitjà un gran nombre de restriccions de sintaxi incorporades. Totes les restriccions 
incorporades tracten amb l’estructura de la xarxa i amb les restriccions jeràrquiques. 
L’editor CPN també opera amb restriccions sintàctiques obligatòries. Aquestes 
restriccions es necessiten en ordre de garantir que el diagrama CPN té semàntiques ben 
definides i d’aquí  que deuen d’estar executades abans que la simulació sigui portada a 
terme. Moltes de les restriccions obligatòries tracten amb les inscripcions de la xarxa i 
amb el CPN ML. 
L’editor CPN té també restriccions de sintaxi opcionals, com per exemple, restriccions on 
l’usuari pot imposar ell mateix (figura C.7.). 
 
  Figura C.7. Opcions de restriccions de sintaxi.   
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C.1.10. Comprobació de la sintaxi. 
La possibilitat de portar a terme una comprovació de sintaxi automàtica significa que 
l’usuari te una oportunitat molt millor d’aconseguir un diagrama CPN consistent i lliure 
d’errors. 
La comprovació detallada  de les expressions de sintaxi i del tipus de conseqüència es 
porta a terme pel compilador Standard ML. 
La comprovació de sintaxi es incremental. Quan l’usuari modifica una part d’un diagrama 
CPN, l’editor CPN només torna a comprovar aquells objectes que han canviat o estan 
relacionats amb els objectes canviats. 
Si l’usuari canvia el contingut de la declaració de node, tots els conjunts de colors es 
tornen a declarar. Això significa que tot el diagrama CPN te que tornar a ser comprovat. 
Per evitar usar molt de temps per cada comprovació total, l’editor CPN permet l’ús d’una 
declaració de node temporal, en les quals les noves declaracions poden ser afegides a 
les declaracions originals sense forçar la comprovació total. A la figura C.8. , es mostra 
com la declaració de funcions normalment es realitza amb declaracions de nodes 
temporals. 
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   Figura C.8. Declaració de node temporal. 
C.1.11. Us de noms. 
Cada pàgina té un nom i un número. A més, es possible donar noms a cada lloc i a cada 
transició. 
Els noms no influencien la semàntica de les CP-nets. Però, s’usen en les realimentacions 
d’informació del Design/CPN a l’usuari. Per no fer les realimentacions ambigües, es 
recomana que els noms siguin únics, però això no es imposat. Per llocs i transicions es 
suficient tenir noms que siguin únics en cada pàgina individual. 
C.1.12. Base de dades abstracte. 
Quan l’usuari crea un diagrama CPN, l’editor emmagatzema tota la informació semàntica 
en una base de dades abstracte, de la qual pot ser recuperada pel Design/CPN i d’altres 
programes d’anàlisi. 
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C.2. El Simulador CPN. 
El simulador CPN permet a l’usuari simular CP-nets jeràrquiques - amb o sense temps. 
La simulació pot ser interactiva o totalment automàtica. 
C.2.1. Integració amb l´Editor CPN 
L’editor CPN i el simulador CPN són dos parts diferents del Design/CPN. Però, estan 
integrats juntament l’un amb l’altre. En l’editor es possible preparar una simulació , per 
exemple, estableix moltes opcions on en detall determina com la simulació es porta a 
terme. En el simulador es possible portar a terme simples operacions d’edició, a més a 
més, es possible canviar els atributs dels objectes CPN i afegir objectes auxiliars. 
Molts modeladors usen la simulació per comprovar les diferents parts del seu diagrama 
CPN quan aquestes estan construïdes. 
C.2.2. Instàncies de pàgina 
Totes les instàncies de pàgina tenen la mateixa estructura de xarxa i les mateixes 
inscripcions de xarxa. Però, durant una simulació les instàncies de pàgina tenen diferents 
marques actuals i diferents conjunts de transicions habilitades. D’aquí que el simulador 
CPN tingui que mostrar les instàncies de pàgina individuals, i no les pàgines individuals. 
Hi ha una finestra per cada pàgina. En aquesta finestra el simulador mostra totes les 
instàncies de pàgina, una a cada moment. La barra de títol de la finestra de la pàgina 
especifica la identitat de l’actual instància de pàgina mostrada. 
C.2.3. Simulacions automàtiques. 
Una simulació automàtica es ràpida, per que tot es fa pel Design/CPN. Només en el 
moment en que la simulació automàtica para (per que algun criteri especificat de parada 
s’ha satisfet) el diagrama CPN es posa al dia amb les noves marques i les noves 
habilitacions, figura 1.19. Els resultats de la simulació poden emmagatzemar-se de 
moltes formes diferents. Una forma molt fàcil es usar l’ordre Guardar Informe que crea  un 
fitxer de text llistant tots els elements d’unió que han succeït. 
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Figura 1.19. Execució d’una simulació automàtica. 
C.2.4. Simulacions interactives 
Una simulació interactiva es lenta, l’usuari pot elegir entre transicions habilitades i unions 
habilitades, pot establir punts de parada i preguntar per més o menys realimentacions 
detallades, figura 1.20. 
L’usuari pot canviar entre simulació interactiva i automàtica. 
Durant la simulació interactiva les transicions i unions que succeeixen poden elegir-se de 
dos formes diferents, per l’usuari o pel simulador CPN. Un conjunt d’elements d’unió 
(seleccionats per executar-se) s’anomena un conjunt d’ocurrència. 
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 Figura 1.20. Execució d’una simulació interactiva. 
C.2.5. Simulacions de les CP-Nets de temps 
Per investigar a la velocitat que a la que els sistemes operen, es convenient estendre les 
CP-nets al concepte de temps, figura 1.21. Per fer això, s’introdueix un rellotge global. 
Els valors de rellotge representen els temps del model, i poden, ser discrets o continus. 
A més a més del color del token, es permet a cada token tenir un segell de temps unit a 
ell. El segell de temps descriu el temps de model primer en el qual el token pot ser extret 
per un element d’unió. 
Per una CP-net es demana que cada pas consisteixi de elements d’unió els quals són 
habilitats i preparats. 
Els retards s’especifiquen per mitjà de les expressions ML Standard les quals poden usar 
funcions (per exemple, representant una distribució exponencial o una selecció aleatòria 
d’un interval donat). 
Anàlisi i disseny de Sistemes de Fabricació Flexible mitjançant Xarxes de Petri Colorejades Pàg. 133 
   
C.2.6. Segments de Codi 
Un segment de codi es una peça seqüencial de codi la qual es executada cada cop que 
un element d’unió d’una transició succeeix, com s’aprecia a la figura 1.21. . Els segments 
de codi poden usar-se pels següents propòsits : 
 • Una dada pot elegir-se d’un fitxer d’entrada. 
 • Una dada pot escriure’s en un fitxer de sortida. 
 • Gràfics i altres formes de gràfics poden posar-se al dia. 
 • Una variable d’una transició pot determinar-se per un segment de codi. 
• Els segments de codi poden usar variables de referència, les quals poden 
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 Figura 1.21. Extensió temporal d’una CPN i exemple de segment de codi.  
C.2.7. Modes de Simulació 
Els diferents modes de simulació poden ser lliurement combinar-se. Això significa que 
una simulació pot ser : 
 • interactiva o automàtica, 
 • amb o sense segments de codi, 
 • amb o sense temps. 
Això dona 8 classes bàsiques de simulacions. 
C.2.8. Menu de simulació 
El menú Sim substitueix el menú CPN – d’altra banda els menús són els mateixos que en 
l’editor. 
L’ordre d’Unió permet a l’usuari construir conjunts d’ocurrències, per usar-se durant la 
simulació manual. 
També hi ha instruccions per executar un pas individual, començar una simulació 
interactiva/automàtica i parar/continuar una simulació interactiva. La duració de la 
simulació es determina per un número de criteris de parada (en Opcions de Simulació 
Generals).  
L’ordre de Canvi de Marques fa possible afegir i treure tokens durant la simulació. 
Finalment, hi ha instruccions per gravar i esborrar informes de simulació, posar al dia 
gràfics i tornar a iniciar quan una part del model ha es modifica. Dos instruccions 
permeten a l’usuari gravar i carregar estats del sistema a través de fitxers. 
C.2.9. Càlcul d´elements d´unió 
Per executar una transició Design/CPN deu determinar una unió per a la transició. Per fer 
això es demana que cada variable v compleixi al menys una de les següents condicions: 
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• v apareix en una expressió d’arc d’entrada la qual es suficient 
simple per usar-se per unir v.  
• v té un conjunt de colors com a màxim de 100 possibles valors. 
• v apareix en una guarda. 
• v s’uneix per un segment de codi. 
C.2.10. Simulacions interactives amb selecció manual de 
conjunts d´ocurrències. 
Design/CPN indica l’actual habilitació destacant aquella instància de transició la qual té 
almenys un element d’unió habilitat. 
Per construir un pas l’usuari selecciona aquells elements d’unió que ell vol incloure en el 
pas. Per incloure un element d’unió l’usuari deu d’especificar  la instància de transició i 
una unió. Primer selecciona la instància de transició. Llavors l’ordre d’Unió es invocada. 
Això mostra la caixa de diàleg que sembla com la que es mostra a sota. 
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Figura C.9. Exemple d’Ordre d’Unió. 
La barra de títol conté el nom de la transició. La caixa de diàleg té tres diferents parts. La 
part superior es l’àrea de treball amb una caixa de llistes i un camp de text. La caixa de 
llistes té una línia per cada variable de la transició. La caixa de text s’usa per 
definir/inspeccionar el valor dels colors a ser units a la variable seleccionada en la caixa 
de llistes. La part mitja de la caixa de diàleg conté les unions incloses. La part inferior de 
la caixa de diàleg conté les unions proposades. 
Per definir una unió es deu especificar el valor per cada variable de la transició. Això pot 
fer-se de varies formes diferents: 
• Una possibilitat es escriure els valors dels colors desitjats en la caixa de text en la 
cantonada superior dreta.  
• Una segona possibilitat es polsar el botó One. Aquest instruirà al simulador a fer 
una elecció aleatòria entre les unions habilitades. 
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• Una tercera possibilitat es polsar el botó All. Aquest instruirà al simulador a 
mostrar totes les unions habilitades en la part inferior de la caixa de diàleg. 
Quan l’usuari ha especificat els elements d’unió desitjats  per a la instància de transició 
elegida, polsar el botó OK o Occur. Quan OK  es polsa el simulador roman en la fase de 
construcció del pas. Això significa que l’usuari pot afegir elements d’unió per a d’altres 
instàncies de transició. Quan Occur es polsa el pas construït s’executa. 
C.2.11. Simulació interactiva on Design/CPN selecciona els 
conjunts d´ocurrències. 
Com s’ha mencionat abans l’usuari no necessita elegir els elements d’unió. En lloc d’això 
pot preguntar al Design/CPN per portar a terme aquest treball, usant un generador de 
nombres aleatoris. La selecció entre les pagines es imparcial., en el sentit que totes les 
pagines tenen igual oportunitat de contribuir al pas. Anàlogament, hi ha una selecció 
imparcial entre les instàncies de pàgina, entre les transicions i entre els elements d’unió. 
L’usuari pot especificar com de gran vol que els passos individuals siguin. En un extrem 
pot voler que cada pas portat a terme tingui exactament un element d’unió. El detall de 
les estratègies de selecció s’especifica en Opcions de Conjunt d’Ocurrències. (Figura 
C.10.) 
Un “percentatge de pàgina” especifica la possibilitat que el Design/CPN inclogui elements 
d’unió de més d’una pàgina. 
Anàlogament hi ha percentatges per les instàncies de pàgina, transicions, unions 
diferents unions iguals. 
Quan tots cinc percentatges són 100, tenim la màxima regla d’ocurrència. Quan són 0, 
cada pas conté exactament un element d’unió. També es nota  que els percentatges 
s’influeixen mútuament. 
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   Figura C.10. Opcions de Conjunt d’Ocurrències. 
C.2.12. Observació de les simulacions interactives. 
Per mitjà  de Atributs de Mode (figura C.11.), l’usuari pot dir que no vol observar totes les 
instàncies de pàgina. En aquest cas, el simulador encara executa les transicions de les 
instàncies de pàgina no observades, però sense tornar a disposar la pantalla. Per tancar 
una finestra i fer totes les seves instàncies de pàgina no observables, moltes posades al 
dia gràfiques s’eviten, i d’aquí que la velocitat de la simulació es millora.  
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    Figura C.11. Atributs de Mode. 
C.2.13. Realimentacions gràfiques durant les simulacions 
interactives. 
Es possible variar la quantitat de realimentacions gràfiques  proporcionades pel simulador 
CPN ,això es fa en Opcions de Simulació Interactiva (figura C.12.). En el mode més 
detallat l’usuari veu totes les transicions que ocorren. Veu els tokens d’entrada, els tokens 
de sortida i les marques actuals. 
Si l’usuari elegeix detalladament aquelles instàncies de pàgina que vol observar i aquells 
mecanismes de realimentació els quals vol que tinguin efecte, pot augmentar la velocitat 
de la simulació interactiva , sovint més d’un 100%. 
C.2.14. Punts de parada en simulacions interactives. 
Les disposicions automàtiques garanteixen que els elements d’unió que succeeixen són 
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visibles. Però, per inspeccionar la simulació en més detall és necessari ser capaç de 
parar la simulació. 
Una classe de punt de parada fa la pausa de la simulació immediatament abans que cada 
transició succeeixi. Un altre tipus de punt de parada implica una pausa immediatament 
desprès de que cada transició succeeixi. Finalment, es possible tenir un punt de parada al 
final de cada pas. Els punts de parada s’especifiquen en Opcions de Simulació 
Interactiva(figura C.12.).   
 
  Figura C.12. Opcions de Simulació Interactiva 
C.2.15. Limitacions de les simulacions automàtiques. 
L’usuari no pot elegir els conjunts d’ocurrència, no aconsegueix cap realimentació gràfica, 
i no pot usar punts de parada. En una simulació automàtica cada pas conté exactament 
un element d’unió. 
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C.3. Eina del Gràfic d´Ocurrència. 
 Un gràfic d’ocurrència es un gràfic dirigit amb un node per cada marca assolible i un arc 
per cada element d’unió que succeeixi. 
C.3.1. Integració amb el Simulador CPN. 
L’eina del Gràfic d’Ocurrència està  integrat amb el simulador CPN. A través d’una única 
instrucció es possible moure una marca des de l’eina del Gràfic d’Ocurrència al 
simulador. També es possible moure una marca des del simulador a l’eina del Gràfic 
d’Ocurrència –on passa a ser un node. 
Es possible fer un gràfic d’ocurrència d’una part d’un llarg model.   
Els gràfics d’ocurrència poden construir-se amb o sense temps o amb o sense segments 
de codi. 
C.3.2. Construcció de Gràfics d´Ocurrència. 
La construcció dels gràfics d’ocurrència es totalment automàtica, l’usuari pot especificar si 
vol que la totalitat del gràfic d’ocurrència sigui calculat o només part d’ell. Això es fa per 
mitjà dels criteris de parada i ramificació. 
El criteri de parada diu com de llarg el gràfic construït té que ser. Com exemple, es 
possible especificar que la construcció deu d’acabar quan certa quantitat de temps real 
s’ha usat o quan un cert número de nodes s’ha construït. També es possible especificar 
una funció ML Standard amb un criteri de parada més complexa, per exemple, dient que 
la construcció deu parar si una marca morta es troba. 
El criteri de ramificació implica que es possible només desenvolupar alguns dels 
successors immediats d’una marca donada. 
C.3.3. Informe Standard. 
Quan un gràfic d’ocurrència es construeix pot analitzar-se de diferents maneres. 
L’aproximació més fàcil es usar la instrucció Gravar Informe per generar un informe 
estàndard proporcionant la informació sobre totes les propietats CPN estàndard: 
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 • Estadístiques. 
 • Propietats de límits. 
 • Propietats de abast. 
 • Propietats de vivacitat. 
 • Propietats d’imparcialitat. 
L’ordre invoca una caixa de diàleg permetin a l’usuari especificar que classe d’informació 
vol obtenir. 
C.3.4. Preguntes Standard. 
Per investigar la CP-net en més detall, l'eina del Gràfic d’Ocurrència té un gran número de 
funcions de preguntes: 
• Assolible determina si existeix un seqüència d’ocurrència entre dos marques 
especificades. 
• TotesAssolibles determina si totes les marques assolibles són assolibles des de les 
altres. 
• EnterMàxim calcula el màxim número de tokens en una instància de lloc especificada. 
 • MultiConjuntMàxim calcula la màxima unió multi-conjunt d'una instància de lloc 
especificada. 
 • EnterMenor calcula el mínim número de tokens d’una instància de lloc 
especificada. 
 • MultiConjuntMenor calcula la menor unió multi-conjunt d’una instància de lloc 
especificada. 
 • ExisteixenMarquesAssolibles determina si la CP-net té marques assolibles. 
 • MarquesAssolibles determina si una marca especificada es una marca assolible.  
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 • MarcaAssolible Inicial determina si una marca inicial es una marca assolible. 
• LlistaMarquesAssolibles retorna una llista amb totes les aquelles marques que són 
marques  assolibles. 
• EspaiAssolible determina si un conjunt de marques especificades es un espai assolible, 
això vol dir, si , des de cada marca , es possible assolir almenys una de les marques 
especificades. 
• EspaiAssolibleMínim retorna el número mínim de marques que es necessiten per formar 
un espai assolible. 
 • MarcaMorta determina si una marca especificada es una marca morta. 
 • LlistaMarquesMortes retorna una llista amb aquelles marques mortes. 
• TisMortes determina si  un conjunt especificat d’instàncies de transició està mort en una 
marca especificada. 
• BesMorts determina si un conjunt especificat d’elements d’unió està mort  en una marca 
especificada. 
• TisLlistaMortes retorna una llista amb totes aquelles instàncies de transició que estan 
mortes.  
• TisVives determina si un especificat conjunt d’instàncies de transició estan vives. 
• BesVives determina si un especificat conjunt d’elements d’unió està viu. 
• TisLlistaVives retorna una llista amb totes aquelles instàncies de transició que estan 
vives. 
• TisImparcial determina si un especificat conjunt d’instàncies de transició es imparcial, 
equitatiu o just. 
• BesImpartial determina si un especificat conjunt d’elements d’unió es imparcial, equitatiu 
o just. 
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• TisLlistaImparcial retorna una llista amb aquelles instàncies de transició que són 
imparcials 
• TisLlistaEquitativa retorna una llista amb aquelles instàncies de transició que són 
equitatives. 
• TisLlistaJusta retorna una llista amb aquelles instàncies de transició que són justes. 
C.3.5. Preguntes Específiques. 
A més de les preguntes estàndard, també es possible fer preguntes amb un propòsit 
especial – comprovant propietats que són particulars de la CP-net en qüestió. Per aquest 
propòsit l’eina del Gràfic d’Ocurrència té la funció anomenada BuscarNodes. Aquesta té 
sis arguments: 
 • Àrea de cerca, la part del gràfic que deu de buscar-se. 
 • Funció predicat, uneix cada node a un valor booleà. Els nodes avaluats a fals 
són ignorats; els altres formen part de l’anàlisi. 
• Límit de cerca, es un enter, i ens diu quants cops la funció predicat té que avaluar-se a 
cert abans que s’acabi la cerca. 
• Funció avaluació, uneix cada node a un valor, d’algun tipus A. La funció d’avaluació 
s’usa en aquells nodes en els quals la funció predicat es vertadera. 
• Valor d’inici, es una constant, d’algun tipus B.  
• Funció combinació, uneix de A x B a B, i descriu com els resultats individuals es 
combinen per produir el resultat final. 
A mes de BuscarNodes hi ha una funció que s’anomena BuscarArcs. 
C.3.6. Lògica temporal. 
Es possible formular preguntes sobre estats, però també preguntes sobre canvis d’estats. 
C.3.7. Gràfics d´Ocurrència amb classes equivalents. 
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Es possible construir i analitzar gràfics d’ocurrència amb classes equivalents, gràfics on 
cada node representa una classe d’estats de sistemes properament relacionats mentre 
que cada arc representa una classe d’estats canviants relacionats. 
C.3.8. Components Fortament Connectats. 
Un component fortament connectat (SCC) es un màxim subgràfic en el qual tots els 
nodes s’assoleixen des d’un altre. Per cada gràfic d’ocurrència Design/CPN calcula un 
SCC gràfic. 
Per CP-nets cícliques usualment tenim un gràfic SCC el qual es més petit que el gràfic 
d’ocurrència. 
C.3.9. Representació gràfica dels Gràfics d´Ocurrència. 
Els gràfics d’ocurrència construïts són usualment llargs. D’aquí que, es inútil construir el 
gràfic sencer. Però, sovint té sentit mostrar parts seleccionades d’aquest, per exemple, 
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ANNEX D : Xarxes de Petri Ordinaries dels models 
de sistemes senzills per posar de manifest l’abast 
de les Xarxes de Petri Colorejades. 
En el següent annex s’exposen les Xarxes de Petri Ordinaries de les Xarxes de Petri 
Colorejades mostrades al capítol 2 de la memòria, es destacable el fet, que les activitats 
són intrepredes com a llocs en les Xarxes de Petri Ordinaries. 
També, cal dir que en les Xarxes de Petri Ordinaries, els models s´han representat 
mitjançant una seqüencia de peces d´entrada ilimitada 
Respecte a la simbologia donada a cada lloc, s´ha optat per la estrategia de donar-los 
una lletra majúscula seguida en alguns casos d´un número indicant l´activitat o el recurs 
que està implementat en aquell lloc. Es interesant destacar que aquesta simbologia en el 
cas de les Xarxes de Petri Colorejades està dins del lloc, ja que l´exterior s´ha destinat a 
indicar el colorset i si el lloc té un marcat inicial. En les Xarxes de Petri Ordinaries la 
simbologia és a l´exterior degut al fet que en algunes ocasions necesitem l´interior del lloc 
per mostrar el marcat inicial. Amb la fi d´entendre les especificacions dels llocs, 
s´adjuntarà seguidament una llegenda. 
LLEGENDA: 
L: Màquina Lliure 
C: Càrrega de la Màquina 
M: Mecanitzat de la peça 
D: Descàrrega de la Màquina 
R: Robot Lliure 
PR: Preparada la peça després del mecanitzat (Buffer de sortida de la màquina) 
TR: Transport de la peça 
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B: Espais buits en el magatzem 
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D.1. Xarxa de Petri Ordinaria d’un model de Recurs 
Compartit. 
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D.2. Xarxa de Petri Ordinaria d’un model de Sincronisme. 
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D.5. Xarxa de Petri Ordinaria d’un model de Cel.la 
Robotitzada. 
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  Figura D.5. Xarxa de Petri d’un model de Cel.la Robotitzada 
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ANNEX E : Models de sistemes reals amb 
Design/CPN. 
En aquest annex es presenten els models complets creats amb Design/CPN dels 
sistemes reals desenvolupats a la tercera part de la memòria. 
E.1. Sistema amb estacions de carrega dedicades. 
 E.1.1. Pàgina Jeràrquica. 
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E.1.2. Pàgina Model1A. 
 
Figura E.2. Pàgina Model1A.  
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E.1.3. Subpàgina CarregaDescarrega. 
 
Figura E.3. Subpàgina CarregaDescarrega d'un sistema amb estacions de càrrega 
dedicades. 
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E.1.4. Subpàgina IntroduccioRetorn. 
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E.1.5. Pàgina Declaracions. 
(*PAGINA DE LA DECLARACIO GLOBAL*) 
 
color Maquina = with Maquina1 | Maquina2 | Maquina3 timed;   (*Tipus relatiu a les maquines de 
processat*) 
color Component = with Component1 | Component2 | Component3 | Component4 | 
              Component5 | Component6 | Component7 | Component8 | 
Component9 | Component10 | Component11 | Component12 timed ;  (* 
Tipus relatiu a les peces que arriben*) 
color Palet = Component;  (*Tipus relatiu les paletes segons peces*) 
color Operador = with Operador1 timed;  (*Tipus relatiu al operari que carrega les peces*) 
color Vehicle = with Vehicle1 timed;  (*Tipus relatiu al vehicle que transporta les peces*) 
color PaletMaquina =  product Palet*Maquina timed;  (*Tipus relatiu a les paletes segons maquina 
en la que estiguin*) 
color ComponentMaquina = PaletMaquina;  (*Tipus relatiu als components segons la maquina on 
han treballat*)  
color Enter = int;  (*Tipus relatiu als valors enters *) 
color Token = with T;  (*Tipus relatiu a la marca d'inici del sistema*) 
 
var token : Token;  (*Variable relativa a una marca*) 
var q1 :Enter;  (*Variable relativa a la quantitat de peces tipus Component1*)  
var q2 :Enter;  (*Variable relativa a la quantitat de peces tipus Component2*) 
var q3 :Enter;  (*Variable relativa a la quantitat de peces tipus Component3*) 
var q4 :Enter;  (*Variable relativa a la quantitat de peces tipus Component4*) 
var q5 :Enter;  (*Variable relativa a la quantitat de peces tipus Component5*) 
var q6 :Enter;  (*Variable relativa a la quantitat de peces tipus Component6*) 
var q7 :Enter;  (*Variable relativa a la quantitat de peces tipus Component7*) 
var q8 :Enter;  (*Variable relativa a la quantitat de peces tipus Component8*) 
var q9 :Enter;  (*Variable relativa a la quantitat de peces tipus Component9*) 
var q10 :Enter;  (*Variable relativa a la quantitat de peces tipus Component10*) 
var q11 :Enter;  (*Variable relativa a la quantitat de peces tipus Component11*) 
var q12 :Enter;  (* Variable relativa a la quantitat de peces tipus Component12*) 
var interval : Enter;  (*Variable relativa al temps d'arribada de cada component *) 
var maquina : Maquina;  (* Variable relativa a una maquina*) 
var component : Component;  (* Variable relativa a un component*) 
var operador : Operador;  (* Variable relativa a un operador *) 
var vehicle: Vehicle;  (* Variable relativa a un vehicle*) 
var palet : Palet;   (*Variable relativa a una paleta*) 
 
(* Variables de referencia utilizades per fer de contadors, gestionar el temps i  emmagatzemar 
resultats *) 
 
val Time = time; 
 
(*VARIABLES DE LA FUNCIO TEMPS_INTERVAL*) 
val sum1 = ref 0; 
val sum2 = ref 0; 
val sum3 = ref 0; 
val sum4 = ref 0; 
val sum5 = ref 0; 
val sum6 = ref 0; 
val sum7 = ref 0; 
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val sum8 = ref 0; 
val sum9 = ref 0; 
val sum10 = ref 0; 
val sum11 = ref 0; 
val sum12 = ref 0; 
 
(*VARIABLES DE LA FUNCIO DISTRIBUIR*) 
val peces_distribuides = ref 0.0; 
 
(*VARIABLES DE LA FUNCIO ARRIBAR*) 
val peces_arribades = ref 0.0; 
 
(*VARIABLES DE LA FUNCIO CARREGAR*) 
val peces_carregades = ref 0.0; 
 
(*VARIABLES DE LA FUNCIO INTRODUIR*) 
val peces_introduides = ref 0.0; 
 
(*VARIABLES DE LA FUNCIO PROCESSAR*) 
val peces_processades = ref 0.0; 
 
(*VARIABLES DE LA FUNCIO RETORNAR*) 
val peces_retornades = ref 0.0; 
 
(*VARIABLES DE LA FUNCIO DESCARREGAR*) 
val peces_descarregades = ref 0.0; 
 
(*VARIABLES DE LA FUNCIO ASSIG_PECES_MAQ*) 
val p_proc_tip1_maq1 = ref 0.0; 
val p_proc_tip2_maq1 = ref 0.0; 
val p_proc_tip3_maq1 = ref 0.0; 
val p_proc_tip4_maq1 = ref 0.0; 
val p_proc_tip5_maq1 = ref 0.0; 
val p_proc_tip6_maq1 = ref 0.0; 
val p_proc_tip7_maq1 = ref 0.0; 
val p_proc_tip8_maq1 = ref 0.0; 
val p_proc_tip9_maq1 = ref 0.0; 
val p_proc_tip10_maq1 = ref 0.0; 
val p_proc_tip11_maq1 = ref 0.0; 
val p_proc_tip12_maq1 = ref 0.0; 
 
val p_proc_tip1_maq2 = ref 0.0; 
val p_proc_tip2_maq2 = ref 0.0; 
val p_proc_tip3_maq2 = ref 0.0; 
val p_proc_tip4_maq2 = ref 0.0; 
val p_proc_tip5_maq2 = ref 0.0; 
val p_proc_tip6_maq2 = ref 0.0; 
val p_proc_tip7_maq2 = ref 0.0; 
val p_proc_tip8_maq2 = ref 0.0; 
val p_proc_tip9_maq2 = ref 0.0; 
val p_proc_tip10_maq2 = ref 0.0; 
val p_proc_tip11_maq2 = ref 0.0; 
val p_proc_tip12_maq2 = ref 0.0; 
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val p_proc_tip1_maq3 = ref 0.0; 
val p_proc_tip2_maq3 = ref 0.0; 
val p_proc_tip3_maq3 = ref 0.0; 
val p_proc_tip4_maq3 = ref 0.0; 
val p_proc_tip5_maq3 = ref 0.0; 
val p_proc_tip6_maq3 = ref 0.0; 
val p_proc_tip7_maq3 = ref 0.0; 
val p_proc_tip8_maq3 = ref 0.0; 
val p_proc_tip9_maq3 = ref 0.0; 
val p_proc_tip10_maq3 = ref 0.0; 
val p_proc_tip11_maq3 = ref 0.0; 
val p_proc_tip12_maq3 = ref 0.0;  
 
(*VARIABLES DE LA FUNCIO NUM_PECES_ACABADES*) 
val p_acab_tip1 = ref 0.0; 
val p_acab_tip2 = ref 0.0; 
val p_acab_tip3 = ref 0.0; 
val p_acab_tip4 = ref 0.0; 
val p_acab_tip5 = ref 0.0; 
val p_acab_tip6 = ref 0.0; 
val p_acab_tip7 = ref 0.0; 
val p_acab_tip8 = ref 0.0; 
val p_acab_tip9 = ref 0.0; 
val p_acab_tip10 = ref 0.0; 
val p_acab_tip11 = ref 0.0; 
val p_acab_tip12 = ref 0.0; 
 
(*VARIABLES DE LA FUNCIO INICIALITZAR*) 
val dispara_assignar = ref 0.0; 
 
(*VARIABLES DE LA FUNCIO RESULTATS*) 
val dispara_resultats = ref 0.0; 
 
(*VARIABLES DE LA FUNCIO SUM_DINS*) 
val peces_dins = ref 0.0; 
val sum_peces_dins = ref 0.0; 
 
(*VARIABLES DE LA FUNCIO SUM_PREPARAT*) 
val peces_preparat = ref 0.0; 
val sum_peces_preparat = ref 0.0; 
 
(*VARIABLES DE LA FUNCIO TEMPS_INTRODUCCIO*) 
val temps_introduccio_maq1 = ref 0; 
val temps_introduccio_maq2 = ref 0; 
val temps_introduccio_maq3 = ref 0; 
 
(*VARIABLES DE LA FUNCIO TEMPS_RETORN*) 
val temps_retorn_maq1 = ref 0; 
val temps_retorn_maq2 = ref 0; 
val temps_retorn_maq3 = ref 0; 
val temps_ocup_maq1 = ref 0; 
val temps_ocup_maq2 = ref 0; 
val temps_ocup_maq3 = ref 0; 
val acum_temps_ocup_maq1 = ref 0; 
val acum_temps_ocup_maq2 = ref 0; 
val acum temps ocup maq3 = ref 0;
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(*VARIABLES DE LA FUNCIO TEMPS_ARRIBADA*) 
val temps_arrib_tip1 = ref 0; 
val temps_arrib_tip2 = ref 0; 
val temps_arrib_tip3 = ref 0; 
val temps_arrib_tip4 = ref 0; 
val temps_arrib_tip5 = ref 0; 
val temps_arrib_tip6 = ref 0; 
val temps_arrib_tip7 = ref 0; 
val temps_arrib_tip8 = ref 0; 
val temps_arrib_tip9 = ref 0; 
val temps_arrib_tip10 = ref 0; 
val temps_arrib_tip11 = ref 0; 
val temps_arrib_tip12 = ref 0; 
 
(*VARIABLES DE LA FUNCIO TEMPS_PECES_SIST*) 
val temps_sort_tip1 = ref 0; 
val temps_sort_tip2 = ref 0; 
val temps_sort_tip3 = ref 0; 
val temps_sort_tip4 = ref 0; 
val temps_sort_tip5 = ref 0; 
val temps_sort_tip6 = ref 0; 
val temps_sort_tip7 = ref 0; 
val temps_sort_tip8 = ref 0; 
val temps_sort_tip9 = ref 0; 
val temps_sort_tip10 = ref 0; 
val temps_sort_tip11 = ref 0; 
val temps_sort_tip12 = ref 0; 
 
val temps_tip1 = ref 0; 
val temps_tip2 = ref 0; 
val temps_tip3 = ref 0; 
val temps_tip4 = ref 0; 
val temps_tip5 = ref 0; 
val temps_tip6 = ref 0; 
val temps_tip7 = ref 0; 
val temps_tip8 = ref 0; 
val temps_tip9 = ref 0; 
val temps_tip10 = ref 0; 
val temps_tip11 = ref 0; 
val temps_tip12 = ref 0; 
 
 
val sum_temps_tip1 = ref 0; 
val sum_temps_tip2 = ref 0; 
val sum_temps_tip3 = ref 0; 
val sum_temps_tip4 = ref 0; 
val sum_temps_tip5 = ref 0; 
val sum_temps_tip6 = ref 0; 
val sum_temps_tip7 = ref 0; 
val sum_temps_tip8 = ref 0; 
val sum_temps_tip9 = ref 0; 
val sum_temps_tip10 = ref 0; 
val sum_temps_tip11 = ref 0; 
val sum_temps_tip12 = ref 0; 
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val fitxer_resultat = ref ""; 
 
(*Funció inicialitzar () .Funció de la transició Assignar. Inicialitza totes les variables*)  
fun inicialitzar () = ( 
let  
val q1 = 320; 
val q2 = 270; 
val q3 = 260; 
val q4 = 180; 
val q5 = 140; 
val q6 = 120; 
val q7 = 100; 
val q8 = 80; 
val q9 = 72; 
val q10 = 64; 
val q11 = 48; 
val q12 = 40; 
 
 
val nom_fitxer = "MODEL1A"^".txt"; 
 
val inicialitzar = ( 
fitxer_resultat := nom_fitxer; 
sum1:=0;sum2:=0;sum3:=0;sum4:=0;sum5:=0;sum6:=0; 
sum7:=0;sum8:=0;sum9:=0;sum10:=0;sum11:=0;sum12:=0; peces_distribuides := 0.0; 
peces_arribades := 0.0;peces_carregades := 0.0;peces_introduides := 0.0; 
peces_processades := 0.0;peces_retornades := 0.0;peces_descarregades := 0.0; 
p_proc_tip1_maq1 := 0.0;p_proc_tip2_maq1 := 0.0;p_proc_tip3_maq1 := 0.0; 
p_proc_tip4_maq1 := 0.0;p_proc_tip5_maq1 := 0.0;p_proc_tip6_maq1 := 0.0; 
p_proc_tip7_maq1 := 0.0;p_proc_tip8_maq1 := 0.0;p_proc_tip9_maq1 := 0.0; 
p_proc_tip10_maq1 := 0.0;p_proc_tip11_maq1 := 0.0;p_proc_tip12_maq1 := 0.0; 
p_proc_tip1_maq2 := 0.0;p_proc_tip2_maq2 := 0.0;p_proc_tip3_maq2 := 0.0; 
p_proc_tip4_maq2 := 0.0;p_proc_tip5_maq2 := 0.0;p_proc_tip6_maq2 := 0.0; 
p_proc_tip7_maq2 := 0.0;p_proc_tip8_maq2 := 0.0;p_proc_tip9_maq2 := 0.0; 
p_proc_tip10_maq2 := 0.0;p_proc_tip11_maq2 := 0.0;p_proc_tip12_maq2 := 0.0; 
p_proc_tip1_maq3 := 0.0;p_proc_tip2_maq3 := 0.0;p_proc_tip3_maq3 := 0.0; 
p_proc_tip4_maq3 := 0.0;p_proc_tip5_maq3 := 0.0;p_proc_tip6_maq3 := 0.0; 
p_proc_tip7_maq3 := 0.0;p_proc_tip8_maq3 := 0.0;p_proc_tip9_maq3 := 0.0; 
p_proc_tip10_maq3 := 0.0;p_proc_tip11_maq3 := 0.0;p_proc_tip12_maq3 := 0.0; 
p_acab_tip1 := 0.0;p_acab_tip2 := 0.0;p_acab_tip3 := 0.0;p_acab_tip4 := 0.0;p_acab_tip5 := 
0.0;p_acab_tip6 := 0.0;p_acab_tip7 := 0.0;p_acab_tip8 := 0.0;p_acab_tip9 := 0.0;p_acab_tip10 := 
0.0;p_acab_tip11 := 0.0;p_acab_tip12 := 0.0;dispara_assignar := 0.0;dispara_resultats :=0.0 
;dispara_assignar := !dispara_assignar + 1.0; peces_dins := 0.0 ; sum_peces_dins:=0.0; peces_preparat 
:= 0.0;sum_peces_preparat := 0.0;temps_introduccio_maq1 := 0;temps_introduccio_maq2 := 
0;temps_introduccio_maq3 := 0;temps_retorn_maq1 := 0;temps_retorn_maq2 := 0;temps_retorn_maq3 
:= 0;temps_ocup_maq1 := 0;temps_ocup_maq2 := 0;temps_ocup_maq3 := 0; acum_temps_ocup_maq1 
:= 0;acum_temps_ocup_maq2 := 0;acum_temps_ocup_maq3 := 0;temps_arrib_tip1 := 
0;temps_arrib_tip2 := 0;temps_arrib_tip3 := 0;temps_arrib_tip4 := 0;temps_arrib_tip5 := 
0;temps_arrib_tip6 := 0;temps_arrib_tip7 := 0;temps_arrib_tip8 := 0;temps_arrib_tip9 := 
0;temps_arrib_tip10 := 0;temps_arrib_tip11 := 0;temps_arrib_tip12 := 0; temps_sort_tip1 := 
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= 0;temps_sort_tip6 := 0;temps_sort_tip7 := 0;temps_sort_tip8 := 0;temps_sort_tip9 := 
0;temps_sort_tip10 := 0;temps_sort_tip11 := 0;temps_sort_tip12 := 0; temps_tip1 :=0; temps_tip2 :=0; 
temps_tip3 :=0; temps_tip4 :=0; temps_tip5 :=0; temps_tip6 :=0; temps_tip7 :=0; temps_tip8 :=0; 
temps_tip9 :=0; temps_tip10 :=0; temps_tip11 :=0; temps_tip12 :=0; sum_temps_tip1 := 0; 
sum_temps_tip2 := 0; sum_temps_tip3 := 0; sum_temps_tip4 := 0; sum_temps_tip5 := 0; 
sum_temps_tip6 := 0; sum_temps_tip7 := 0; sum_temps_tip8 := 0; sum_temps_tip9 := 0; 





(*Funció recollir_resultats (). Funció de la transicio Resultats. Fa el càlcul de tots els paràmetres del 
sistema i els mostra através d'un fitxer de sortida*) 





val fitxer_sortida = TextIO.openOut (!fitxer_resultat); 
 
val temps = Time(); 
val temps_enter = IntInf.toInt temps; 
val temps_IntInf = IntInf.fromInt (temps_enter); 
val temps_real = IntInfToReal 0 temps_IntInf; 
 
val uoperari = (((!peces_carregades*3.0)+(!peces_descarregades*3.0))/ (temps_real)); 
val uvehicle = (((!peces_introduides*2.0)+(!peces_retornades*2.0))/(temps_real)) 

















val umaquines = (umaq1 + umaq2 + umaq3)/3.0; 
val passos_sist =  !peces_arribades + !peces_carregades + !peces_introduides + !peces_processades + 
!peces_retornades + !peces_descarregades ; 
 




val cua_dins = !sum_peces_dins / passos_sist; 
val cua_preparat = !sum_peces_preparat / passos_sist; 
 
val omaq1IntInf = IntInf.fromInt (!acum_temps_ocup_maq1); 
val omaq2IntInf = IntInf.fromInt (!acum_temps_ocup_maq2); 
val omaq3IntInf = IntInf.fromInt (!acum_temps_ocup_maq3); 
 
val omaq1Real = IntInfToReal 0 omaq1IntInf; 
val omaq2Real = IntInfToReal 0 omaq2IntInf; 
val omaq3Real = IntInfToReal 0 omaq3IntInf; 
 
val omaq1 = omaq1Real / (temps_real); 
val omaq2 = omaq2Real / (temps_real); 
val omaq3 = omaq3Real / (temps_real); 
val omaq = (omaq1 + omaq2 + omaq3)/3.0; 
 
val sum_temps_tip1IntInf = IntInf.fromInt (!sum_temps_tip1); 
val sum_temps_tip2IntInf = IntInf.fromInt (!sum_temps_tip2); 
val sum_temps_tip3IntInf = IntInf.fromInt (!sum_temps_tip3); 
val sum_temps_tip4IntInf = IntInf.fromInt (!sum_temps_tip4); 
val sum_temps_tip5IntInf = IntInf.fromInt (!sum_temps_tip5); 
val sum_temps_tip6IntInf = IntInf.fromInt (!sum_temps_tip6); 
val sum_temps_tip7IntInf = IntInf.fromInt (!sum_temps_tip7); 
val sum_temps_tip8IntInf = IntInf.fromInt (!sum_temps_tip8); 
val sum_temps_tip9IntInf = IntInf.fromInt (!sum_temps_tip9); 
val sum_temps_tip10IntInf = IntInf.fromInt (!sum_temps_tip10); 
val sum_temps_tip11IntInf = IntInf.fromInt (!sum_temps_tip11); 
val sum_temps_tip12IntInf = IntInf.fromInt (!sum_temps_tip12); 
 
val sum_temps_tip1Real = IntInfToReal 0 sum_temps_tip1IntInf; 
val sum_temps_tip2Real = IntInfToReal 0 sum_temps_tip2IntInf; 
val sum_temps_tip3Real = IntInfToReal 0 sum_temps_tip3IntInf; 
val sum_temps_tip4Real = IntInfToReal 0 sum_temps_tip4IntInf; 
val sum_temps_tip5Real = IntInfToReal 0 sum_temps_tip5IntInf; 
val sum_temps_tip6Real = IntInfToReal 0 sum_temps_tip6IntInf; 
val sum_temps_tip7Real = IntInfToReal 0 sum_temps_tip7IntInf; 
val sum_temps_tip8Real = IntInfToReal 0 sum_temps_tip8IntInf; 
val sum_temps_tip9Real = IntInfToReal 0 sum_temps_tip9IntInf; 
val sum_temps_tip10Real = IntInfToReal 0 sum_temps_tip10IntInf; 
val sum_temps_tip11Real = IntInfToReal 0 sum_temps_tip11IntInf; 
val sum_temps_tip12Real = IntInfToReal 0 sum_temps_tip12IntInf; 
 
val temps_promig_tip1 = sum_temps_tip1Real / (!p_acab_tip1); 
val temps_promig_tip2 = sum_temps_tip2Real / (!p_acab_tip2); 
val temps_promig_tip3 = sum_temps_tip3Real / (!p_acab_tip3); 
val temps_promig_tip4 = sum_temps_tip4Real / (!p_acab_tip4); 
val temps_promig_tip5 = sum_temps_tip5Real / (!p_acab_tip5); 
val temps_promig_tip6 = sum_temps_tip6Real / (!p_acab_tip6); 
val temps_promig_tip7 = sum_temps_tip7Real / (!p_acab_tip7); 
val temps_promig_tip8 = sum_temps_tip8Real / (!p_acab_tip8); 
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val temps_promig_tip9 = sum_temps_tip9Real / (!p_acab_tip9); 
val temps_promig_tip10 = sum_temps_tip10Real / (!p_acab_tip10); 
val temps_promig_tip11 = sum_temps_tip11Real / (!p_acab_tip11); 
val temps_promig_tip12= sum_temps_tip12Real / (!p_acab_tip12); 
 
val temps_promig_peces = (temps_promig_tip1 + temps_promig_tip2+ temps_promig_tip3+ 
temps_promig_tip4+ temps_promig_tip5+ temps_promig_tip6+ temps_promig_tip7+ 
temps_promig_tip8+ temps_promig_tip9+ temps_promig_tip10+ temps_promig_tip11+ 








  TextIO.output (fitxer_sortida, ("\t MODEL1A: SISTEMA AMB ESTACIONS DE CARREGA 
DEDICADES AMB ARRIBADA DE PECES CONTROLADA \n")); 
  TextIO.output (fitxer_sortida, ("\t RESULTATS \n")); 
  TextIO.output (fitxer_sortida, ("Pronostic de requeriments de peces mesuals  \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!peces_distribuides))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de peces arribades \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!peces_arribades))); 
  TextIO.output (fitxer_sortida, ("\n")); 
    TextIO.output (fitxer_sortida, ("Numero de peces carregades \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!peces_carregades))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de peces introduides \t")); 
 
  TextIO.output (fitxer_sortida, (Real.toString (!peces_introduides))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de peces processades \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!peces_processades))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de peces retornades \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!peces_retornades))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de peces descarregades \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!peces_descarregades))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Grau d'utilitzacio de l'operari \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (uoperari))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Grau d'utilitzacio del vehicle \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (uvehicle))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Grau d'utilitzacio de la maquina 1 \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (umaq1))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Grau d'utilitzacio de la maquina 2 \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (umaq2))); 
TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Grau d'utilitzacio de la maquina 3 \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (umaq3))); 
TextIO output (fitxer sortida ("\n"));
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TextIO.output (fitxer_sortida, ("Grau d'utilitzacio de les maquines  \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (umaquines))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de peces acabades tipus 1 \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!p_acab_tip1))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de peces acabades tipus 2 \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!p_acab_tip2))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de peces acabades tipus 3 \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!p_acab_tip3))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de peces acabades tipus 4 \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!p_acab_tip4))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de peces acabades tipus 5 \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!p_acab_tip5))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de peces acabades tipus 6 \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!p_acab_tip6))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de peces acabades tipus 7 \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!p_acab_tip7))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de peces acabades tipus 8 \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!p_acab_tip8))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de peces acabades tipus 9 \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!p_acab_tip9))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de peces acabades tipus 10 \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!p_acab_tip10))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de peces acabades tipus 11 \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!p_acab_tip11))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de peces acabades tipus 12 \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!p_acab_tip12))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de cops que dispara Assignar \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!dispara_assignar))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de cops que dispara Resultats \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!dispara_resultats))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de passos del sistema \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (passos_sist))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Promig de peces en cua abans de carregar \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (cua_dins))); 
TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Promig de peces en cua abans de introduir les peces a les maquines 
\t")); 
  TextIO.output (fitxer_sortida, (Real.toString (cua_preparat))); 
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  TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Grau d'ocupacio de la maquina 1 \t")); 
TextIO.output (fitxer_sortida, (Real.toString (omaq1))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Grau d'ocupacio de la maquina 2 \t")); 
TextIO.output (fitxer_sortida, (Real.toString (omaq2))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Grau d'ocupacio de la maquina 3 \t")); 
TextIO.output (fitxer_sortida, (Real.toString (omaq3))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Grau d'ocupacio de les maquines \t")); 
TextIO.output (fitxer_sortida, (Real.toString (omaq))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Temps promig de peces al sistema \t")); 
TextIO.output (fitxer_sortida, (Real.toString (temps_promig_peces))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Temps promig de peces tipus 1  al sistema \t")); 
TextIO.output (fitxer_sortida, (Real.toString (temps_promig_tip1))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Temps promig de peces tipus 2  al sistema \t")); 
TextIO.output (fitxer_sortida, (Real.toString (temps_promig_tip2))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Temps promig de peces tipus 3  al sistema \t")); 
TextIO.output (fitxer_sortida, (Real.toString (temps_promig_tip3))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Temps promig de peces tipus 4  al sistema \t")); 
TextIO.output (fitxer_sortida, (Real.toString (temps_promig_tip4))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Temps promig de peces tipus 5  al sistema \t")); 
TextIO.output (fitxer_sortida, (Real.toString (temps_promig_tip5))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Temps promig de peces tipus 6  al sistema \t")); 
TextIO.output (fitxer_sortida, (Real.toString (temps_promig_tip6))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Temps promig de peces tipus 7  al sistema \t")); 
TextIO.output (fitxer_sortida, (Real.toString (temps_promig_tip7))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Temps promig de peces tipus 8  al sistema \t")); 
TextIO.output (fitxer_sortida, (Real.toString (temps_promig_tip8))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Temps promig de peces tipus 9  al sistema \t")); 
TextIO.output (fitxer_sortida, (Real.toString (temps_promig_tip9))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Temps promig de peces tipus 10  al sistema \t")); 
TextIO.output (fitxer_sortida, (Real.toString (temps_promig_tip10))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Temps promig de peces tipus 11  al sistema \t")); 
TextIO.output (fitxer_sortida, (Real.toString (temps_promig_tip11))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Temps promig de peces tipus 12  al sistema \t")); 
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TextIO.output (fitxer_sortida, (Real.toString (temps_promig_tip12))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Temps de la simulacio \t")); 
TextIO.output (fitxer_sortida, (Int.toString (temps_enter))); 





(*Funció resultats().Funció de la transició Resultats. Conta el número de cops que es dispara la 
transició Resultats*) 
fun resultats ()= ( 
dispara_resultats := !dispara_resultats +1.0); 
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E.1.6. Pàgina de Funcions. 
(*PAGINA DE LA DECLARACIO TEMPORAL*) 
 
(*Funcio distribuir ().Funció de la transició Distribució Temporal. Conta el número de cops que es 
dispara la transició Distribució Temporal *) 
fun distribuir ()= ( 
peces_distribuides := !peces_distribuides +1.0); 
  
(*Funcio temps_interval (component).Funció de la transició Distribució Temporal. Aplica un 
interval d'arribada a les peces que arriben en funció del tipus que siguin. *) 
fun temps_interval (component)=  
(let  
val interval =  
(if (component = Component1) then  !sum1  
 else if (component = Component2) then  !sum2  
 else if (component = Component3) then  !sum3  
 else if (component = Component4) then  !sum4  
 else if (component = Component5) then  !sum5  
 else if (component = Component6) then  !sum6  
 else if (component = Component7) then  !sum7  
 else if (component = Component8) then  !sum8  
 else if (component = Component9) then  !sum9  
 else if (component = Component10) then  !sum10  
 else if (component = Component11) then  !sum11   
  else !sum12); 
val sumatori = (if ( component= Component1) then (sum1 := !sum1 + 90) 
 else if ( component= Component2) then (sum2 := !sum2 + 106) 
 else if ( component= Component3) then (sum3 := !sum3 + 110) 
 else if ( component= Component4) then (sum4 := !sum4 + 160) 
 else if ( component= Component5) then (sum5 := !sum5 + 205) 
 else if ( component= Component6) then (sum6 := !sum6 + 240) 
 else if ( component= Component7) then (sum7 := !sum7 + 288) 
 else if ( component= Component8) then (sum8 := !sum8 + 360) 
 else if ( component= Component9) then (sum9 := !sum9 + 400) 
 else if ( component= Component10) then (sum10 := !sum10 + 450) 
 else if ( component= Component11) then (sum11 := !sum11 + 600) 





(*Funció arribar().Funció de la transició Arribar. Conta el número de cops que es dispara la 
transició Arribar *) 
fun arribar ()= ( 
peces_arribades := !peces_arribades+1.0);  
 
(*Funció sum_dins().Funció de la transició Arribar. Acumula el sumatori de la diferència entre el 
número de cops que dispara la transició Arribar i Carregar, que es el número de peces que hi ha a al 
lloc Dins*) 
fun sum_dins ()= ( 
peces_dins := (!peces_arribades - !peces_carregades); 
sum peces dins := !sum peces dins + !peces dins );
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(*Funció temps_arribada (component). Funció de la transició Arribar. Agafa el temps d'arribada per a 
cada tipus de peça*) 
fun temps_arribada (component) = ( 
if (component = Component1) then (temps_arrib_tip1 := IntInf.toInt(Time())) 
else if (component = Component2) then (temps_arrib_tip2 := IntInf.toInt(Time())) 
else if (component = Component3) then (temps_arrib_tip3 := IntInf.toInt(Time()))else if (component = 
Component4) then (temps_arrib_tip4 := IntInf.toInt(Time()))else if (component = Component5) then 
(temps_arrib_tip5 := IntInf.toInt(Time()))else if (component = Component6) then (temps_arrib_tip6 := 
IntInf.toInt(Time()))else if (component = Component7) then (temps_arrib_tip7 := 
IntInf.toInt(Time()))else if (component = Component8) then (temps_arrib_tip8 := 
IntInf.toInt(Time()))else if (component = Component9) then (temps_arrib_tip9 := 
IntInf.toInt(Time()))else if (component = Component10) then (temps_arrib_tip10 := 
IntInf.toInt(Time()))else if (component = Component11) then (temps_arrib_tip11 := 
IntInf.toInt(Time())) 
else (temps_arrib_tip12 := IntInf.toInt(Time()))); 
 
(*Funció carregar().Funció de la transició Carregar. Conta el número de cops que es dispara la 
transició Carregar *) 
fun carregar ()= ( 
peces_carregades := !peces_carregades + 1.0); 
 
(*Funció sum_preparat().Funció de la transició Carregar. Acumula el sumatori de la diferència entre 
el número de cops que dispara la transició Carregar i Introduir, que es el número de peces que hi ha a 
al lloc Preparat*) 
fun sum_preparat ()= ( 
peces_preparat := (!peces_carregades - !peces_introduides); 
sum_peces_preparat := !sum_peces_preparat + !peces_preparat 
) ; 
   
 (*Funció introduir().Funció de la transició Introduir. Conta el número de cops que es dispara la 
transició Introduir *) 
fun introduir ()= ( 
peces_introduides := !peces_introduides+1.0);  
 
(*Funció temps_introduccio(maquina).Funció de la transició Introduir. Emmagatzema el temps en 
funció del tipus  de màquina en la que s'introdueixi*) 
fun temps_introduccio (maquina) =( 
if (maquina = Maquina1) then (temps_introduccio_maq1 := IntInf.toInt(Time())) 
else if (maquina = Maquina2) then (temps_introduccio_maq2 := IntInf.toInt(Time())) 
else (temps_introduccio_maq3 := IntInf.toInt(Time()))); 
 
(*Funció processar().Funció de la transició Processar. Conta el número de cops que es dispara la 
transició Processar *) 
fun processar ()= ( 
peces_processades := !peces_processades+1.0); 
 
(*Funció assig_peces_maq(palet,maquina).Funció de la transició Processar. Conta el número de peces  
processades en funció del tipus i la màquina on es processa *) 
fun assig_peces_maq (palet,maquina)= ( 
if (maquina= Maquina1) then 
if (palet= Component1) then (p_proc_tip1_maq1 := !p_proc_tip1_maq1 + 1.0) 
else if (palet= Component2) then (p_proc_tip2_maq1 := !p_proc_tip2_maq1 + 1.0) 
else if (palet= Component3) then (p_proc_tip3_maq1 := !p_proc_tip3_maq1 + 1.0) 
else if (palet= Component4) then (p_proc_tip4_maq1 := !p_proc_tip4_maq1 + 1.0) 
else if (palet= Component5) then (p proc tip5 maq1 := !p proc tip5 maq1 + 1.0)
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else if (palet= Component6) then (p_proc_tip6_maq1 := !p_proc_tip6_maq1 + 1.0) 
else if (palet= Component7) then (p_proc_tip7_maq1 := !p_proc_tip7_maq1 + 1.0) 
else if (palet= Component8) then (p_proc_tip8_maq1 := !p_proc_tip8_maq1 + 1.0) 
else if (palet= Component9) then (p_proc_tip9_maq1 := !p_proc_tip9_maq1 + 1.0) 
else if (palet= Component10) then (p_proc_tip10_maq1 := !p_proc_tip10_maq1 + 1.0) 
else if (palet= Component11) then (p_proc_tip11_maq1 := !p_proc_tip11_maq1 + 1.0) 
else (p_proc_tip12_maq1 := !p_proc_tip12_maq1 + 1.0) 
else if (maquina= Maquina2) then 
if (palet= Component1) then (p_proc_tip1_maq2 := !p_proc_tip1_maq2 + 1.0) 
else if (palet= Component2) then (p_proc_tip2_maq2 := !p_proc_tip2_maq2 + 1.0) 
else if (palet= Component3) then (p_proc_tip3_maq2 := !p_proc_tip3_maq2 + 1.0) 
else if (palet= Component4) then (p_proc_tip4_maq2 := !p_proc_tip4_maq2 + 1.0) 
else if (palet= Component5) then (p_proc_tip5_maq2 := !p_proc_tip5_maq2 + 1.0) 
else if (palet= Component6) then (p_proc_tip6_maq2 := !p_proc_tip6_maq2 + 1.0) 
else if (palet= Component7) then (p_proc_tip7_maq2 := !p_proc_tip7_maq2 + 1.0) 
else if (palet= Component8) then (p_proc_tip8_maq2 := !p_proc_tip8_maq2 + 1.0) 
else if (palet= Component9) then (p_proc_tip9_maq2 := !p_proc_tip9_maq2 + 1.0) 
else if (palet= Component10) then (p_proc_tip10_maq2 := !p_proc_tip10_maq2 + 1.0) 
else if (palet= Component11) then (p_proc_tip11_maq2 := !p_proc_tip11_maq2 + 1.0) 
else (p_proc_tip12_maq2 := !p_proc_tip12_maq2 + 1.0) 
else   
(if (palet= Component1) then (p_proc_tip1_maq3 := !p_proc_tip1_maq3 + 1.0) 
else if (palet= Component2) then (p_proc_tip2_maq3 := !p_proc_tip2_maq3 + 1.0) 
else if (palet= Component3) then (p_proc_tip3_maq3 := !p_proc_tip3_maq3 + 1.0) 
else if (palet= Component4) then (p_proc_tip4_maq3 := !p_proc_tip4_maq3 + 1.0) 
else if (palet= Component5) then (p_proc_tip5_maq3 := !p_proc_tip5_maq3 + 1.0) 
else if (palet= Component6) then (p_proc_tip6_maq3 := !p_proc_tip6_maq3 + 1.0) 
else if (palet= Component7) then (p_proc_tip7_maq3 := !p_proc_tip7_maq3 + 1.0) 
else if (palet= Component8) then (p_proc_tip8_maq3 := !p_proc_tip8_maq3 + 1.0) 
else if (palet= Component9) then (p_proc_tip9_maq3 := !p_proc_tip9_maq3 + 1.0) 
else if (palet= Component10) then (p_proc_tip10_maq3 := !p_proc_tip10_maq3 + 1.0) 
else if (palet= Component11) then (p_proc_tip11_maq3 := !p_proc_tip11_maq3 + 1.0) 
else (p_proc_tip12_maq3 := !p_proc_tip12_maq3 + 1.0))); 
 
  
(*Funció retornar().Funció de la transició Retornar. Conta el número de cops que es dispara la 
transició Retornar *) 
fun retornar ()= ( 
peces_retornades := !peces_retornades+1.0); 
 
(*Funció temps_retorn(maquina).Funció de la transició Retornar. Acumula la diferència de temps 
entre el temps de retorn i introducció per cada màquina, pel càlcul del grau d'ocupació *) 
fun temps_retorn (maquina) =( 
if (maquina = Maquina1) then (temps_retorn_maq1 :=IntInf.toInt (Time());temps_ocup_maq1 := 
(!temps_retorn_maq1 + 2 - !temps_introduccio_maq1);acum_temps_ocup_maq1 := 
!acum_temps_ocup_maq1 + !temps_ocup_maq1 ) 
else if (maquina = Maquina2) then (temps_retorn_maq2 := IntInf.toInt(Time());temps_ocup_maq2 := 
(!temps_retorn_maq2 + 2  - !temps_introduccio_maq2);acum_temps_ocup_maq2 := 
!acum_temps_ocup_maq2 + !temps_ocup_maq2 ) 
else (temps_retorn_maq3 := IntInf.toInt(Time());temps_ocup_maq3 := (!temps_retorn_maq3 + 2 - 
!temps_introduccio_maq3);acum_temps_ocup_maq3 := !acum_temps_ocup_maq3 + 
!temps_ocup_maq3 )); 
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(*Funció descarregar().Funció de la transició Descarregar. Conta el número de cops que es dispara la 
transició Descarregar *) 
fun descarregar ()= ( 
peces_descarregades := !peces_descarregades+1.0); 
 
(*Funció num_peces_acabades (palet).Funció de la transició Descarregar. Conta el número de peces 
que deixen el sistema segons el tipus*) 
fun num_peces_acabades (palet)= ( 
if (palet= Component1) then (p_acab_tip1 := !p_acab_tip1 + 1.0) 
else if (palet= Component2) then (p_acab_tip2 := !p_acab_tip2 + 1.0) 
else if (palet= Component3) then (p_acab_tip3 := !p_acab_tip3 + 1.0) 
else if (palet= Component4) then (p_acab_tip4 := !p_acab_tip4 + 1.0) 
else if (palet= Component5) then (p_acab_tip5 := !p_acab_tip5 + 1.0) 
else if (palet= Component6) then (p_acab_tip6 := !p_acab_tip6 + 1.0) 
else if (palet= Component7) then (p_acab_tip7 := !p_acab_tip7 + 1.0) 
else if (palet= Component8) then (p_acab_tip8 := !p_acab_tip8 + 1.0) 
else if (palet= Component9) then (p_acab_tip9 := !p_acab_tip9 + 1.0) 
else if (palet= Component10) then (p_acab_tip10 := !p_acab_tip10 + 1.0) 
else if (palet= Component11) then (p_acab_tip11 := !p_acab_tip11 + 1.0) 
else (p_acab_tip12 := !p_acab_tip12 + 1.0)); 
 
(*Funció temps_peces_sist (palet) .Funció de la transició Descarregar. Fa el sumatori del temps que 
triga cada tipus de peça en atravessar el sistema, dada utilitzada en el càlcul de temps promig en el 
sistema per cada tipus de peça *) 
fun temps_peces_sist (palet) = ( 
if (palet = Component1) then (temps_sort_tip1 := IntInf.toInt(Time()); 
      temps_tip1 := (!temps_sort_tip1 + 3 - 
!temps_arrib_tip1); 
      sum_temps_tip1 := !sum_temps_tip1 + 
!temps_tip1) 
else if (palet = Component2) then (temps_sort_tip2 := IntInf.toInt(Time()); 
      temps_tip2 := (!temps_sort_tip2 + 3 - 
!temps_arrib_tip2); 
      sum_temps_tip2 := !sum_temps_tip2 + 
!temps_tip2) 
else if (palet = Component3) then (temps_sort_tip3 := IntInf.toInt(Time()); 
      temps_tip3 := (!temps_sort_tip3 + 3 - 
!temps_arrib_tip3); 
      sum_temps_tip3 := !sum_temps_tip3 + 
!temps_tip3) 
else if (palet = Component4) then (temps_sort_tip4 := IntInf.toInt(Time()); 
      temps_tip4 := (!temps_sort_tip4 + 3 - 
!temps_arrib_tip4); 
      sum_temps_tip4 := !sum_temps_tip4 + 
!temps_tip4) 
else if (palet = Component5) then (temps_sort_tip5 := IntInf.toInt(Time()); 
      temps_tip5 := (!temps_sort_tip5 + 3 - 
!temps_arrib_tip5); 
      sum_temps_tip5 := !sum_temps_tip5 + 
!temps_tip5) 
else if (palet = Component6) then (temps_sort_tip6 := IntInf.toInt(Time()); 
      temps_tip6 := (!temps_sort_tip6 + 3 - 
!temps_arrib_tip6); 
      sum_temps_tip6 := !sum_temps_tip6 + 
!temps_tip6) 
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else if (palet = Component7) then (temps_sort_tip7 := IntInf.toInt(Time()); 
      temps_tip7 := (!temps_sort_tip7 + 3 - 
!temps_arrib_tip7); 
      sum_temps_tip7 := !sum_temps_tip7 + 
!temps_tip7) 
else if (palet = Component8) then (temps_sort_tip8 := IntInf.toInt(Time()); 
      temps_tip8 := (!temps_sort_tip8 + 3 - 
!temps_arrib_tip8); 
      sum_temps_tip8 := !sum_temps_tip8 + 
!temps_tip8) 
else if (palet = Component9) then (temps_sort_tip9 := IntInf.toInt(Time()); 
      temps_tip9 := (!temps_sort_tip9 + 3 - 
!temps_arrib_tip9); 
      sum_temps_tip9 := !sum_temps_tip9 + 
!temps_tip9) 
else if (palet = Component10) then (temps_sort_tip10 := IntInf.toInt(Time()); 
      temps_tip10 := (!temps_sort_tip10 + 3 - 
!temps_arrib_tip10); 
      sum_temps_tip10 := !sum_temps_tip10 + 
!temps_tip10) 
else if (palet = Component11) then (temps_sort_tip11 := IntInf.toInt(Time()); 
      temps_tip11 := (!temps_sort_tip11 + 3 - 
!temps_arrib_tip11); 
      sum_temps_tip11 := !sum_temps_tip11 + 
!temps_tip11) 
else (temps_sort_tip12 := IntInf.toInt(Time()); 
      temps_tip12 := (!temps_sort_tip12 + 3 - 
!temps_arrib_tip12); 
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E.2. Sistema amb buffers de màquina i estacions de 
càrrega dedicades. 
 E.2.1. Pàgina Jeràrquica. 
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E.2.2. Pàgina Model2A. 
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E.2.3. Subpàgina CarregaDescarrega. 
 
Figura E.9. Subpàgina CarregaDescarrega d'un sistema amb buffers de màquina i 
estacions de càrrega dedicades. 
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E.2.4. Subpàgina IntroduccioRetorn. 
 
Figura E.10. Subpàgina IntroduccioRetorn d'un sistema amb buffers de màquina i 
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E.2.4. Subpàgina Transferencia. 
 
Figura E.11. Subpàgina Transferencia d'un sistema amb buffers de màquina i estacions 
de càrrega dedicades. 
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E.2.5. Pàgina Declaracions. 
(*PAGINA DE LA DECLARACIO GLOBAL*) 
 
color Maquina = with Maquina1 | Maquina2 | Maquina3 timed;   (*Tipus relatiu a les maquines de 
processat*) 
color Component = with Component1 | Component2 | Component3 | Component4 | 
              Component5 | Component6 | Component7 | Component8 | 
Component9 | Component10 | Component11 | Component12 timed ;  (* 
Tipus relatiu a les peces que arriben*) 
color Palet = Component;  (*Tipus relatiu les paletes segons peces*) 
color Operador = with Operador1 timed;  (*Tipus relatiu al operari que carrega les peces*) 
color Vehicle = with Vehicle1 timed;  (*Tipus relatiu al vehicle que transporta les peces*) 
color PaletMaquina =  product Palet*Maquina timed;  (*Tipus relatiu a les paletes segons maquina 
en la que estiguin*) 
color ComponentMaquina = PaletMaquina;  (*Tipus relatiu als components segons la maquina on 
han treballat*)  
color Enter = int;  (*Tipus relatiu als valors enters *) 
color Token = with T;  (*Tipus relatiu a la marca d'inici del sistema*) 
color BufferEntrada = Maquina;  (*Tipus relatiu a les posicions de buffers d'entrada de les 
maquines*) 
color BufferSortida = Maquina;  (*Tipus relatiu a les posicions de buffers de sortida de les 
maquines*) 
color PaletBufferEntrada =  product Palet*BufferEntrada;  (*Tipus relatiu a les paletess segons 
buffer d'entrada on estiguin*)  
color PaletBufferSortida =  product Palet*BufferSortida;  (*Tipus relatiu a les paletes segons 
buffer de sortida on estiguin*) 
 
var token : Token;  (*Variable relativa a una marca*) 
var q1 :Enter;  (*Variable relativa a la quantitat de peces tipus Component1*)  
var q2 :Enter;  (*Variable relativa a la quantitat de peces tipus Component2*) 
var q3 :Enter;  (*Variable relativa a la quantitat de peces tipus Component3*) 
var q4 :Enter;  (*Variable relativa a la quantitat de peces tipus Component4*) 
var q5 :Enter;  (*Variable relativa a la quantitat de peces tipus Component5*) 
var q6 :Enter;  (*Variable relativa a la quantitat de peces tipus Component6*) 
var q7 :Enter;  (*Variable relativa a la quantitat de peces tipus Component7*) 
var q8 :Enter;  (*Variable relativa a la quantitat de peces tipus Component8*) 
var q9 :Enter;  (*Variable relativa a la quantitat de peces tipus Component9*) 
var q10 :Enter;  (*Variable relativa a la quantitat de peces tipus Component10*) 
var q11 :Enter;  (*Variable relativa a la quantitat de peces tipus Component11*) 
var q12 :Enter;  (* Variable relativa a la quantitat de peces tipus Component12*) 
var interval : Enter;  (*Variable relativa al temps d'arribada de cada component *) 
var maquina : Maquina;  (* Variable relativa a una maquina*) 
var component : Component;  (* Variable relativa a un component*) 
var operador : Operador;  (* Variable relativa a un operador *) 
var vehicle: Vehicle;  (* Variable relativa a un vehicle*) 
var palet : Palet;   (*Variable relativa a una paleta*) 
var bufferentrada : Maquina;  (*Variable relativa a  un buffer d'entrada d'una maquina*) 
var buffersortida : Maquina;  (*Variable relativa a  un buffer de sortida d'una maquina*) 
(* Variables de referencia utilizades per fer de contadors, gestionar el temps i  emmagatzemar 
resultats *) 
 
val Time = time; 
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(*VARIABLES DE LA FUNCIO TEMPS_INTERVAL*) 
val sum1 = ref 0; 
val sum2 = ref 0; 
val sum3 = ref 0; 
val sum4 = ref 0; 
val sum5 = ref 0; 
val sum6 = ref 0; 
val sum7 = ref 0; 
val sum8 = ref 0; 
val sum9 = ref 0; 
val sum10 = ref 0; 
val sum11 = ref 0; 
val sum12 = ref 0; 
 
(*VARIABLES DE LA FUNCIO DISTRIBUIR*) 
val peces_distribuides = ref 0.0; 
 
(*VARIABLES DE LA FUNCIO ARRIBAR*) 
val peces_arribades = ref 0.0; 
 
(*VARIABLES DE LA FUNCIO CARREGAR*) 
val peces_carregades = ref 0.0; 
 
(*VARIABLES DE LA FUNCIO INTRODUIR*) 
val peces_introduides = ref 0.0; 
 
(*VARIABLES DE LA FUNCIO TRANS_A_MAQ*) 
val peces_trans_a_maq = ref 0.0; 
 
(*VARIABLES DE LA FUNCIO PROCESSAR*) 
val peces_processades = ref 0.0; 
 
 (*VARIABLES DE LA FUNCIO TRANS_DE_MAQ*) 
val peces_trans_de_maq = ref 0.0; 
 
(*VARIABLES DE LA FUNCIO RETORNAR*) 
val peces_retornades = ref 0.0; 
 
(*VARIABLES DE LA FUNCIO DESCARREGAR*) 
val peces_descarregades = ref 0.0; 
 
(*VARIABLES DE LA FUNCIO ASSIG_PECES_MAQ*) 
val p_proc_tip1_maq1 = ref 0.0; 
val p_proc_tip2_maq1 = ref 0.0; 
val p_proc_tip3_maq1 = ref 0.0; 
val p_proc_tip4_maq1 = ref 0.0; 
val p_proc_tip5_maq1 = ref 0.0; 
val p_proc_tip6_maq1 = ref 0.0; 
val p_proc_tip7_maq1 = ref 0.0; 
val p_proc_tip8_maq1 = ref 0.0; 
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val p_proc_tip10_maq1 = ref 0.0; 
val p_proc_tip11_maq1 = ref 0.0; 
val p_proc_tip12_maq1 = ref 0.0; 
 
val p_proc_tip1_maq2 = ref 0.0; 
val p_proc_tip2_maq2 = ref 0.0; 
val p_proc_tip3_maq2 = ref 0.0; 
val p_proc_tip4_maq2 = ref 0.0; 
val p_proc_tip5_maq2 = ref 0.0; 
val p_proc_tip6_maq2 = ref 0.0; 
val p_proc_tip7_maq2 = ref 0.0; 
val p_proc_tip8_maq2 = ref 0.0; 
val p_proc_tip9_maq2 = ref 0.0; 
val p_proc_tip10_maq2 = ref 0.0; 
val p_proc_tip11_maq2 = ref 0.0; 
val p_proc_tip12_maq2 = ref 0.0; 
 
val p_proc_tip1_maq3 = ref 0.0; 
val p_proc_tip2_maq3 = ref 0.0; 
val p_proc_tip3_maq3 = ref 0.0; 
val p_proc_tip4_maq3 = ref 0.0; 
val p_proc_tip5_maq3 = ref 0.0; 
val p_proc_tip6_maq3 = ref 0.0; 
val p_proc_tip7_maq3 = ref 0.0; 
val p_proc_tip8_maq3 = ref 0.0; 
val p_proc_tip9_maq3 = ref 0.0; 
val p_proc_tip10_maq3 = ref 0.0; 
val p_proc_tip11_maq3 = ref 0.0; 
val p_proc_tip12_maq3 = ref 0.0;  
 
(*VARIABLES DE LA FUNCIO NUM_PECES_ACABADES*) 
val p_acab_tip1 = ref 0.0; 
val p_acab_tip2 = ref 0.0; 
val p_acab_tip3 = ref 0.0; 
val p_acab_tip4 = ref 0.0; 
val p_acab_tip5 = ref 0.0; 
val p_acab_tip6 = ref 0.0; 
val p_acab_tip7 = ref 0.0; 
val p_acab_tip8 = ref 0.0; 
val p_acab_tip9 = ref 0.0; 
val p_acab_tip10 = ref 0.0; 
val p_acab_tip11 = ref 0.0; 
val p_acab_tip12 = ref 0.0; 
 
(*VARIABLES DE LA FUNCIO INICIALITZAR*) 
val dispara_assignar = ref 0.0; 
 
(*VARIABLES DE LA FUNCIO RESULTATS*) 
val dispara_resultats = ref 0.0; 
 
(*VARIABLES DE LA FUNCIO SUM_DINS*) 
val peces_dins = ref 0.0; 
val sum_peces_dins = ref 0.0; 
 
Pàg. 182  Memòria 
 
 
(*VARIABLES DE LA FUNCIO SUM_PREPARAT*) 
val peces_preparat = ref 0.0; 
val sum_peces_preparat = ref 0.0; 
 
(*VARIABLES DE LA FUNCIO SUM_CUA_ENTRADA*) 
val peces_cua_entrada = ref 0.0; 
val sum_peces_cua_entrada = ref 0.0; 
 
(*VARIABLES DE LA FUNCIO TEMPS_TRANS_A_MAQ*) 
val temps_trans_a_maq1 = ref 0; 
val temps_trans_a_maq2 = ref 0; 
val temps_trans_a_maq3 = ref 0; 
 
(*VARIABLES DE LA FUNCIO TEMPS_TRANS_DE_MAQ*) 
val temps_trans_de_maq1 = ref 0; 
val temps_trans_de_maq2 = ref 0; 
val temps_trans_de_maq3 = ref 0; 
val temps_ocup_maq1 = ref 0; 
val temps_ocup_maq2 = ref 0; 
val temps_ocup_maq3 = ref 0; 
val acum_temps_ocup_maq1 = ref 0; 
val acum_temps_ocup_maq2 = ref 0; 
val acum_temps_ocup_maq3 = ref 0; 
 
(*VARIABLES DE LA FUNCIO TEMPS_ARRIBADA*) 
val temps_arrib_tip1 = ref 0; 
val temps_arrib_tip2 = ref 0; 
val temps_arrib_tip3 = ref 0; 
val temps_arrib_tip4 = ref 0; 
val temps_arrib_tip5 = ref 0; 
val temps_arrib_tip6 = ref 0; 
val temps_arrib_tip7 = ref 0; 
val temps_arrib_tip8 = ref 0; 
val temps_arrib_tip9 = ref 0; 
val temps_arrib_tip10 = ref 0; 
val temps_arrib_tip11 = ref 0; 
val temps_arrib_tip12 = ref 0; 
 
(*VARIABLES DE LA FUNCIO TEMPS_PECES_SIST*) 
val temps_sort_tip1 = ref 0; 
val temps_sort_tip2 = ref 0; 
val temps_sort_tip3 = ref 0; 
val temps_sort_tip4 = ref 0; 
val temps_sort_tip5 = ref 0; 
val temps_sort_tip6 = ref 0; 
val temps_sort_tip7 = ref 0; 
val temps_sort_tip8 = ref 0; 
val temps_sort_tip9 = ref 0; 
val temps_sort_tip10 = ref 0; 
val temps_sort_tip11 = ref 0; 
val temps_sort_tip12 = ref 0; 
 
val temps_tip1 = ref 0; 
val temps_tip2 = ref 0; 
val temps_tip3 = ref 0; 
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val temps_tip4 = ref 0; 
val temps_tip5 = ref 0; 
val temps_tip6 = ref 0; 
val temps_tip7 = ref 0; 
val temps_tip8 = ref 0; 
val temps_tip9 = ref 0; 
val temps_tip10 = ref 0; 
val temps_tip11 = ref 0; 
val temps_tip12 = ref 0; 
 
val sum_temps_tip1 = ref 0; 
val sum_temps_tip2 = ref 0; 
val sum_temps_tip3 = ref 0; 
val sum_temps_tip4 = ref 0; 
val sum_temps_tip5 = ref 0; 
val sum_temps_tip6 = ref 0; 
val sum_temps_tip7 = ref 0; 
val sum_temps_tip8 = ref 0; 
val sum_temps_tip9 = ref 0; 
val sum_temps_tip10 = ref 0; 
val sum_temps_tip11 = ref 0; 
val sum_temps_tip12 = ref 0; 
 
 
val fitxer_resultat = ref ""; 
 
(*Funció inicialitzar () .Funció de la transició Assignar. Inicialitza totes les variables*)  
fun inicialitzar () = ( 
let  
val q1 = 320; 
val q2 = 270; 
val q3 = 260; 
val q4 = 180; 
val q5 = 140; 
val q6 = 120; 
val q7 = 100; 
val q8 = 80; 
val q9 = 72; 
val q10 = 64; 
val q11 = 48; 
val q12 = 40; 
 
 
val nom_fitxer = "MODEL2A"^".txt"; 
 
val inicialitzar = ( 
fitxer_resultat := nom_fitxer; 
sum1:=0;sum2:=0;sum3:=0;sum4:=0;sum5:=0;sum6:=0; 
sum7:=0;sum8:=0;sum9:=0;sum10:=0;sum11:=0;sum12:=0; peces_distribuides := 0.0; 
peces_arribades := 0.0;peces_carregades := 0.0;peces_introduides := 0.0; 
peces_trans_a_maq := 0.0;peces_trans_de_maq := 0.0; 
peces_processades := 0.0;peces_retornades := 0.0;peces_descarregades := 0.0; 
p_proc_tip1_maq1 := 0.0;p_proc_tip2_maq1 := 0.0;p_proc_tip3_maq1 := 0.0; 
p_proc_tip4_maq1 := 0.0;p_proc_tip5_maq1 := 0.0;p_proc_tip6_maq1 := 0.0; 
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p_proc_tip7_maq1 := 0.0;p_proc_tip8_maq1 := 0.0;p_proc_tip9_maq1 := 0.0; 
p_proc_tip10_maq1 := 0.0;p_proc_tip11_maq1 := 0.0;p_proc_tip12_maq1 := 0.0; 
p_proc_tip1_maq2 := 0.0;p_proc_tip2_maq2 := 0.0;p_proc_tip3_maq2 := 0.0; 
p_proc_tip4_maq2 := 0.0;p_proc_tip5_maq2 := 0.0;p_proc_tip6_maq2 := 0.0; 
p_proc_tip7_maq2 := 0.0;p_proc_tip8_maq2 := 0.0;p_proc_tip9_maq2 := 0.0; 
p_proc_tip10_maq2 := 0.0;p_proc_tip11_maq2 := 0.0;p_proc_tip12_maq2 := 0.0; 
p_proc_tip1_maq3 := 0.0;p_proc_tip2_maq3 := 0.0;p_proc_tip3_maq3 := 0.0; 
p_proc_tip4_maq3 := 0.0;p_proc_tip5_maq3 := 0.0;p_proc_tip6_maq3 := 0.0; 
p_proc_tip7_maq3 := 0.0;p_proc_tip8_maq3 := 0.0;p_proc_tip9_maq3 := 0.0; 
p_proc_tip10_maq3 := 0.0;p_proc_tip11_maq3 := 0.0;p_proc_tip12_maq3 := 0.0; 
p_acab_tip1 := 0.0;p_acab_tip2 := 0.0;p_acab_tip3 := 0.0;p_acab_tip4 := 0.0;p_acab_tip5 := 
0.0;p_acab_tip6 := 0.0;p_acab_tip7 := 0.0;p_acab_tip8 := 0.0;p_acab_tip9 := 0.0;p_acab_tip10 := 
0.0;p_acab_tip11 := 0.0;p_acab_tip12 := 0.0;dispara_assignar := 0.0;dispara_resultats :=0.0 
;dispara_assignar := !dispara_assignar + 1.0; peces_dins := 0.0 ; sum_peces_dins:=0.0; peces_preparat 
:= 0.0;sum_peces_preparat := 0.0; peces_cua_entrada := 0.0; sum_peces_cua_entrada := 0.0; 
temps_trans_a_maq1 := 0;temps_trans_a_maq2 := 0;temps_trans_a_maq3 := 
0;temps_trans_de_maq1 := 0;temps_trans_de_maq2 := 0;temps_trans_de_maq3 := 0; 
temps_ocup_maq1 := 0;temps_ocup_maq2 := 0;temps_ocup_maq3 := 0; acum_temps_ocup_maq1 := 
0;acum_temps_ocup_maq2 := 0;acum_temps_ocup_maq3 := 0;temps_arrib_tip1 := 0;temps_arrib_tip2 
:= 0;temps_arrib_tip3 := 0;temps_arrib_tip4 := 0;temps_arrib_tip5 := 0;temps_arrib_tip6 := 
0;temps_arrib_tip7 := 0;temps_arrib_tip8 := 0;temps_arrib_tip9 := 0;temps_arrib_tip10 := 
0;temps_arrib_tip11 := 0;temps_arrib_tip12 := 0; temps_sort_tip1 := 0;temps_sort_tip2 := 
0;temps_sort_tip3 := 0;temps_sort_tip4 := 0;temps_sort_tip5 : 
= 0;temps_sort_tip6 := 0;temps_sort_tip7 := 0;temps_sort_tip8 := 0;temps_sort_tip9 := 
0;temps_sort_tip10 := 0;temps_sort_tip11 := 0;temps_sort_tip12 := 0; temps_tip1 :=0; temps_tip2 :=0; 
temps_tip3 :=0; temps_tip4 :=0; temps_tip5 :=0; temps_tip6 :=0; temps_tip7 :=0; temps_tip8 :=0; 
temps_tip9 :=0; temps_tip10 :=0; temps_tip11 :=0; temps_tip12 :=0; sum_temps_tip1 := 0; 
sum_temps_tip2 := 0; sum_temps_tip3 := 0; sum_temps_tip4 := 0; sum_temps_tip5 := 0; 
sum_temps_tip6 := 0; sum_temps_tip7 := 0; sum_temps_tip8 := 0; sum_temps_tip9 := 0; 





(*Funció recollir_resultats (). Funció de la transicio Resultats. Fa el càlcul de tots els paràmetres del 
sistema i els mostra através d'un fitxer de sortida*) 




val fitxer_sortida = TextIO.openOut (!fitxer_resultat); 
 
val temps = Time(); 
val temps_enter = IntInf.toInt temps; 
val temps_IntInf = IntInf.fromInt (temps_enter); 
val temps_real = IntInfToReal 0 temps_IntInf; 
 
val uoperari = (((!peces_carregades*3.0)+(!peces_descarregades*3.0))/ (temps_real)); 
val uvehicle = (((!peces_introduides*2.0)+(!peces_retornades*2.0))/(temps_real)) 
val ubuffers = (((!peces_trans_a_maq*1.0)+(!peces_trans_de_maq*1.0))/(temps_real)) 
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val umaquines = (umaq1 + umaq2 + umaq3)/3.0; 
val passos_sist =  !peces_arribades + !peces_carregades + !peces_introduides + !peces_processades + 
!peces_retornades + !peces_descarregades ; 
 





val umaquines = (umaq1 + umaq2 + umaq3)/3.0; 
val passos_sist =  !peces_arribades + !peces_carregades + !peces_introduides + !peces_processades + 
!peces_retornades + !peces_descarregades ; 
 
val cua_dins = !sum_peces_dins / passos_sist; 
val cua_preparat = !sum_peces_preparat / passos_sist; 
val cua_entrada = !sum_peces_cua_entrada / passos_sist; 
 
 
val omaq1IntInf = IntInf.fromInt (!acum_temps_ocup_maq1); 
val omaq2IntInf = IntInf.fromInt (!acum_temps_ocup_maq2); 
val omaq3IntInf = IntInf.fromInt (!acum_temps_ocup_maq3); 
 
val omaq1Real = IntInfToReal 0 omaq1IntInf; 
val omaq2Real = IntInfToReal 0 omaq2IntInf; 
val omaq3Real = IntInfToReal 0 omaq3IntInf; 
 
val omaq1 = omaq1Real / (temps_real); 
val omaq2 = omaq2Real / (temps_real); 
val omaq3 = omaq3Real / (temps_real); 
val omaq = (omaq1 + omaq2 + omaq3)/3.0; 
 
val sum_temps_tip1IntInf = IntInf.fromInt (!sum_temps_tip1); 
val sum_temps_tip2IntInf = IntInf.fromInt (!sum_temps_tip2); 
val sum_temps_tip3IntInf = IntInf.fromInt (!sum_temps_tip3); 
val sum_temps_tip4IntInf = IntInf.fromInt (!sum_temps_tip4); 
val sum_temps_tip5IntInf = IntInf.fromInt (!sum_temps_tip5); 
val sum_temps_tip6IntInf = IntInf.fromInt (!sum_temps_tip6); 
val sum_temps_tip7IntInf = IntInf.fromInt (!sum_temps_tip7); 
val sum_temps_tip8IntInf = IntInf.fromInt (!sum_temps_tip8); 
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val sum_temps_tip9IntInf = IntInf.fromInt (!sum_temps_tip9); 
val sum_temps_tip10IntInf = IntInf.fromInt (!sum_temps_tip10); 
val sum_temps_tip11IntInf = IntInf.fromInt (!sum_temps_tip11); 
val sum_temps_tip12IntInf = IntInf.fromInt (!sum_temps_tip12); 
 
val sum_temps_tip1Real = IntInfToReal 0 sum_temps_tip1IntInf; 
val sum_temps_tip2Real = IntInfToReal 0 sum_temps_tip2IntInf; 
val sum_temps_tip3Real = IntInfToReal 0 sum_temps_tip3IntInf; 
val sum_temps_tip4Real = IntInfToReal 0 sum_temps_tip4IntInf; 
val sum_temps_tip5Real = IntInfToReal 0 sum_temps_tip5IntInf; 
val sum_temps_tip6Real = IntInfToReal 0 sum_temps_tip6IntInf; 
val sum_temps_tip7Real = IntInfToReal 0 sum_temps_tip7IntInf; 
val sum_temps_tip8Real = IntInfToReal 0 sum_temps_tip8IntInf; 
val sum_temps_tip9Real = IntInfToReal 0 sum_temps_tip9IntInf; 
val sum_temps_tip10Real = IntInfToReal 0 sum_temps_tip10IntInf; 
val sum_temps_tip11Real = IntInfToReal 0 sum_temps_tip11IntInf; 
val sum_temps_tip12Real = IntInfToReal 0 sum_temps_tip12IntInf; 
 
val temps_promig_tip1 = sum_temps_tip1Real / (!p_acab_tip1); 
val temps_promig_tip2 = sum_temps_tip2Real / (!p_acab_tip2); 
val temps_promig_tip3 = sum_temps_tip3Real / (!p_acab_tip3); 
val temps_promig_tip4 = sum_temps_tip4Real / (!p_acab_tip4); 
val temps_promig_tip5 = sum_temps_tip5Real / (!p_acab_tip5); 
val temps_promig_tip6 = sum_temps_tip6Real / (!p_acab_tip6); 
val temps_promig_tip7 = sum_temps_tip7Real / (!p_acab_tip7); 
val temps_promig_tip8 = sum_temps_tip8Real / (!p_acab_tip8); 
val temps_promig_tip9 = sum_temps_tip9Real / (!p_acab_tip8); 
val temps_promig_tip10 = sum_temps_tip10Real / (!p_acab_tip10); 
val temps_promig_tip11 = sum_temps_tip11Real / (!p_acab_tip11); 
val temps_promig_tip12= sum_temps_tip12Real / (!p_acab_tip12); 
 
val temps_promig_peces = (temps_promig_tip1 + temps_promig_tip2+ temps_promig_tip3+ 
temps_promig_tip4+ temps_promig_tip5+ temps_promig_tip6+ temps_promig_tip7+ 
temps_promig_tip8+ temps_promig_tip9+ temps_promig_tip10+ temps_promig_tip11+ 





  TextIO.output (fitxer_sortida, ("\t MODEL 2A : SISTEMA AMB BUFFERS DE MAQUINA I 
ESTACIONS DE CARREGA DEDICADES AMB ARRIBADA DE PECES CONTROLADA 
\n")); 
  TextIO.output (fitxer_sortida, ("\t RESULTATS \n")); 
  TextIO.output (fitxer_sortida, ("Pronostic de requeriments de peces mesuals  \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!peces_distribuides))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de peces arribades \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!peces_arribades))); 
  TextIO.output (fitxer_sortida, ("\n")); 
    TextIO.output (fitxer_sortida, ("Numero de peces carregades \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!peces_carregades))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de peces introduides \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!peces_introduides))); 
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  TextIO.output (fitxer_sortida, ("Numero de peces transferides a maquina \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!peces_trans_a_maq))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de peces processades \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!peces_processades))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Numero de peces transferides de maquina \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!peces_trans_de_maq))); 
  TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de peces retornades \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!peces_retornades))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de peces descarregades \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!peces_descarregades))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Grau d'utilitzacio de l'operari \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (uoperari))); 
  TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Grau d'utilitzacio del vehicle \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (uvehicle))); 
TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Grau d'utilitzacio dels buffers \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (ubuffers))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Grau d'utilitzacio de la maquina 1 \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (umaq1))); 
  TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Grau d'utilitzacio de la maquina 2 \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (umaq2))); 
TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Grau d'utilitzacio de la maquina 3 \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (umaq3))); 
  TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Grau d'utilitzacio de les maquines  \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (umaquines))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de peces acabades tipus 1 \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!p_acab_tip1))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de peces acabades tipus 2 \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!p_acab_tip2))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de peces acabades tipus 3 \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!p_acab_tip3))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de peces acabades tipus 4 \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!p_acab_tip4))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de peces acabades tipus 5 \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!p_acab_tip5))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de peces acabades tipus 6 \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!p_acab_tip6))); 
  TextIO.output (fitxer sortida, ("\n"));
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  TextIO.output (fitxer_sortida, ("Numero de peces acabades tipus 7 \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!p_acab_tip7))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de peces acabades tipus 8 \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!p_acab_tip8))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de peces acabades tipus 9 \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!p_acab_tip9))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de peces acabades tipus 10 \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!p_acab_tip10))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de peces acabades tipus 11 \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!p_acab_tip11))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de peces acabades tipus 12 \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!p_acab_tip12))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de cops que dispara Assignar \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!dispara_assignar))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de cops que dispara Resultats \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!dispara_resultats))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de passos del sistema \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (passos_sist))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Promig de peces en cua abans de carregar \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (cua_dins))); 
TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Promig de peces en cua abans de introduir les peces a les maquines 
\t")); 
  TextIO.output (fitxer_sortida, (Real.toString (cua_preparat))); 
 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Promig de peces en cua d'entrada abans de transferir les peces a 
les maquines \t")); 
TextIO.output (fitxer_sortida, (Real.toString (cua_entrada))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Grau d'ocupacio de la maquina 1 \t")); 
TextIO.output (fitxer_sortida, (Real.toString (omaq1))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Grau d'ocupacio de la maquina 2 \t")); 
TextIO.output (fitxer_sortida, (Real.toString (omaq2))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Grau d'ocupacio de la maquina 3 \t")); 
TextIO.output (fitxer_sortida, (Real.toString (omaq3))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Grau d'ocupacio de les maquines \t")); 
TextIO.output (fitxer_sortida, (Real.toString (omaq))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Temps promig de peces al sistema \t")); 
TextIO.output (fitxer_sortida, (Real.toString (temps_promig_peces))); 
TextIO.output (fitxer_sortida, ("\n")); 
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Figura E.12. Pàgina Declaracions d'un sistema amb buffers de màquina i estacions de 
càrrega dedicades 
TextIO.output (fitxer_sortida, ("Temps promig de peces tipus 1  al sistema \t")); 
TextIO.output (fitxer_sortida, (Real.toString (temps_promig_tip1))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Temps promig de peces tipus 2  al sistema \t")); 
TextIO.output (fitxer_sortida, (Real.toString (temps_promig_tip2))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Temps promig de peces tipus 3  al sistema \t")); 
TextIO.output (fitxer_sortida, (Real.toString (temps_promig_tip3))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Temps promig de peces tipus 4  al sistema \t")); 
TextIO.output (fitxer_sortida, (Real.toString (temps_promig_tip4))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Temps promig de peces tipus 5  al sistema \t")); 
TextIO.output (fitxer_sortida, (Real.toString (temps_promig_tip5))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Temps promig de peces tipus 6  al sistema \t")); 
TextIO.output (fitxer_sortida, (Real.toString (temps_promig_tip6))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Temps promig de peces tipus 7  al sistema \t")); 
TextIO.output (fitxer_sortida, (Real.toString (temps_promig_tip7))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Temps promig de peces tipus 8  al sistema \t")); 
TextIO.output (fitxer_sortida, (Real.toString (temps_promig_tip8))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Temps promig de peces tipus 9  al sistema \t")); 
TextIO.output (fitxer_sortida, (Real.toString (temps_promig_tip9))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Temps promig de peces tipus 10  al sistema \t")); 
TextIO.output (fitxer_sortida, (Real.toString (temps_promig_tip10))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Temps promig de peces tipus 11  al sistema \t")); 
TextIO.output (fitxer_sortida, (Real.toString (temps_promig_tip11))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Temps promig de peces tipus 12  al sistema \t")); 
 
TextIO.output (fitxer_sortida, (Real.toString (temps_promig_tip12))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Temps de la simulacio \t")); 
TextIO.output (fitxer_sortida, (Int.toString (temps_enter))); 





(*Funció resultats().Funció de la transició Resultats. Conta el número de cops que es dispara la 
transició Resultats*) 
fun resultats ()= ( 
dispara_resultats := !dispara_resultats +1.0); 
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E.2.6. Pàgina de Funcions. 
(*PAGINA DE LA DECLARACIO TEMPORAL*) 
 
(*Funcio distribuir ().Funció de la transició Distribució Temporal. Conta el número de cops que es 
dispara la transició Distribució Temporal *) 
fun distribuir ()= ( 
peces_distribuides := !peces_distribuides +1.0); 
  
(*Funcio temps_interval (component).Funció de la transició Distribució Temporal. Aplica un 
interval d'arribada a les peces que arriben en funció del tipus que siguin. *) 
fun temps_interval (component)=  
(let  
val interval =  
(if (component = Component1) then  !sum1  
 else if (component = Component2) then  !sum2  
 else if (component = Component3) then  !sum3  
 else if (component = Component4) then  !sum4  
 else if (component = Component5) then  !sum5  
 else if (component = Component6) then  !sum6  
 else if (component = Component7) then  !sum7  
 else if (component = Component8) then  !sum8  
 else if (component = Component9) then  !sum9  
 else if (component = Component10) then  !sum10  
 else if (component = Component11) then  !sum11   
  else !sum12); 
val sumatori = (if ( component= Component1) then (sum1 := !sum1 + 90) 
 else if ( component= Component2) then (sum2 := !sum2 + 106) 
 else if ( component= Component3) then (sum3 := !sum3 + 110) 
 else if ( component= Component4) then (sum4 := !sum4 + 160) 
 else if ( component= Component5) then (sum5 := !sum5 + 205) 
 else if ( component= Component6) then (sum6 := !sum6 + 240) 
 else if ( component= Component7) then (sum7 := !sum7 + 288) 
 else if ( component= Component8) then (sum8 := !sum8 + 360) 
 else if ( component= Component9) then (sum9 := !sum9 + 400) 
 else if ( component= Component10) then (sum10 := !sum10 + 450) 
 else if ( component= Component11) then (sum11 := !sum11 + 600) 





(*Funció arribar().Funció de la transició Arribar. Conta el número de cops que es dispara la 
transició Arribar *) 
fun arribar ()= ( 
peces_arribades := !peces_arribades+1.0);  
 
(*Funció sum_dins().Funció de la transició Arribar. Acumula el sumatori de la diferència entre el 
número de cops que dispara la transició Arribar i Carregar, que es el número de peces que hi ha a al 
lloc Dins*) 
fun sum_dins ()= ( 
peces_dins := (!peces_arribades - !peces_carregades); 
sum peces dins := !sum peces dins + !peces dins );
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(*Funció temps_arribada (component). Funció de la transició Arribar. Agafa el temps d'arribada per a 
cada tipus de peça*) 
fun temps_arribada (component) = ( 
if (component = Component1) then (temps_arrib_tip1 := IntInf.toInt(Time())) 
else if (component = Component2) then (temps_arrib_tip2 := IntInf.toInt(Time())) 
else if (component = Component3) then (temps_arrib_tip3 := IntInf.toInt(Time()))else if (component = 
Component4) then (temps_arrib_tip4 := IntInf.toInt(Time()))else if (component = Component5) then 
(temps_arrib_tip5 := IntInf.toInt(Time()))else if (component = Component6) then (temps_arrib_tip6 := 
IntInf.toInt(Time()))else if (component = Component7) then (temps_arrib_tip7 := 
IntInf.toInt(Time()))else if (component = Component8) then (temps_arrib_tip8 := 
IntInf.toInt(Time()))else if (component = Component9) then (temps_arrib_tip9 := 
IntInf.toInt(Time()))else if (component = Component10) then (temps_arrib_tip10 := 
IntInf.toInt(Time()))else if (component = Component11) then (temps_arrib_tip11 := 
IntInf.toInt(Time())) 
else (temps_arrib_tip12 := IntInf.toInt(Time()))); 
 
(*Funció carregar().Funció de la transició Carregar. Conta el número de cops que es dispara la 
transició Carregar *) 
fun carregar ()= ( 
peces_carregades := !peces_carregades + 1.0); 
 
(*Funció sum_preparat().Funció de la transició Carregar. Acumula el sumatori de la diferència entre 
el número de cops que dispara la transició Carregar i Introduir, que es el número de peces que hi ha a 
al lloc Preparat*) 
fun sum_preparat ()= ( 
peces_preparat := (!peces_carregades - !peces_introduides); 
sum_peces_preparat := !sum_peces_preparat + !peces_preparat 
) ; 
   
 (*Funció introduir().Funció de la transició Introduir. Conta el número de cops que es dispara la 
transició Introduir *) 
fun introduir ()= ( 
peces_introduides := !peces_introduides+1.0);  
 
(*Funció sum_cua_entradat().Funció de la transició Introduir. Acumula el sumatori de la diferència 
entre el número de cops que dispara la transició Introduir i Transferir a la maquina, que es el número 
de peces que hi ha a al lloc En cua d’entrada*) 
 
fun sum_cua_entrada ()= ( 
peces_cua_entrada := (!peces_introduides - !peces_trans_a_maq); 
sum_peces_cua_entrada := !sum_peces_cua_entrada + !peces_cua_entrada ); 
 
(*Funció trans_a_maq ().Funció de la transició Transferir a la maquina. Conta el número de cops que 
es dispara la transició Transferir a la maquina *) 
fun trans_a_maq ()= ( 
peces_trans_a_maq := !peces_trans_a_maq+1.0); 
 
(*Funció temps_trans_a_maq (maquina). Funció de la transició Transferir a la maquina. 
Emmagatzema el temps en funció del tipus  de màquina en la que s'introdueixi*) 
fun temps_trans_a_maq (maquina) =( 
if (maquina = Maquina1) then (temps_trans_a_maq1 := IntInf.toInt(Time())) 
else if (maquina = Maquina2) then (temps_trans_a_maq2 := IntInf.toInt(Time())) 
else (temps_trans_a_maq3 := IntInf.toInt(Time()))); 
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(*Funció processar().Funció de la transició Processar. Conta el número de cops que es dispara la 
transició Processar *) 
fun processar ()= ( 
peces_processades := !peces_processades+1.0); 
 
(*Funció assig_peces_maq(palet,maquina).Funció de la transició Processar. Conta el número de peces  
processades en funció del tipus i la màquina on es processa *) 
fun assig_peces_maq (palet,maquina)= ( 
if (maquina= Maquina1) then 
if (palet= Component1) then (p_proc_tip1_maq1 := !p_proc_tip1_maq1 + 1.0) 
else if (palet= Component2) then (p_proc_tip2_maq1 := !p_proc_tip2_maq1 + 1.0) 
else if (palet= Component3) then (p_proc_tip3_maq1 := !p_proc_tip3_maq1 + 1.0) 
else if (palet= Component4) then (p_proc_tip4_maq1 := !p_proc_tip4_maq1 + 1.0) 
else if (palet= Component5) then (p_proc_tip5_maq1 := !p_proc_tip5_maq1 + 1.0) 
else if (palet= Component6) then (p_proc_tip6_maq1 := !p_proc_tip6_maq1 + 1.0) 
else if (palet= Component7) then (p_proc_tip7_maq1 := !p_proc_tip7_maq1 + 1.0) 
else if (palet= Component8) then (p_proc_tip8_maq1 := !p_proc_tip8_maq1 + 1.0) 
else if (palet= Component9) then (p_proc_tip9_maq1 := !p_proc_tip9_maq1 + 1.0) 
else if (palet= Component10) then (p_proc_tip10_maq1 := !p_proc_tip10_maq1 + 1.0) 
else if (palet= Component11) then (p_proc_tip11_maq1 := !p_proc_tip11_maq1 + 1.0) 
else (p_proc_tip12_maq1 := !p_proc_tip12_maq1 + 1.0) 
else if (maquina= Maquina2) then 
if (palet= Component1) then (p_proc_tip1_maq2 := !p_proc_tip1_maq2 + 1.0) 
else if (palet= Component2) then (p_proc_tip2_maq2 := !p_proc_tip2_maq2 + 1.0) 
else if (palet= Component3) then (p_proc_tip3_maq2 := !p_proc_tip3_maq2 + 1.0) 
else if (palet= Component4) then (p_proc_tip4_maq2 := !p_proc_tip4_maq2 + 1.0) 
else if (palet= Component5) then (p_proc_tip5_maq2 := !p_proc_tip5_maq2 + 1.0) 
else if (palet= Component6) then (p_proc_tip6_maq2 := !p_proc_tip6_maq2 + 1.0) 
else if (palet= Component7) then (p_proc_tip7_maq2 := !p_proc_tip7_maq2 + 1.0) 
else if (palet= Component8) then (p_proc_tip8_maq2 := !p_proc_tip8_maq2 + 1.0) 
else if (palet= Component9) then (p_proc_tip9_maq2 := !p_proc_tip9_maq2 + 1.0) 
else if (palet= Component10) then (p_proc_tip10_maq2 := !p_proc_tip10_maq2 + 1.0) 
else if (palet= Component11) then (p_proc_tip11_maq2 := !p_proc_tip11_maq2 + 1.0) 
else (p_proc_tip12_maq2 := !p_proc_tip12_maq2 + 1.0) 
else   
(if (palet= Component1) then (p_proc_tip1_maq3 := !p_proc_tip1_maq3 + 1.0) 
else if (palet= Component2) then (p_proc_tip2_maq3 := !p_proc_tip2_maq3 + 1.0) 
else if (palet= Component3) then (p_proc_tip3_maq3 := !p_proc_tip3_maq3 + 1.0) 
else if (palet= Component4) then (p_proc_tip4_maq3 := !p_proc_tip4_maq3 + 1.0) 
else if (palet= Component5) then (p_proc_tip5_maq3 := !p_proc_tip5_maq3 + 1.0) 
else if (palet= Component6) then (p_proc_tip6_maq3 := !p_proc_tip6_maq3 + 1.0) 
else if (palet= Component7) then (p_proc_tip7_maq3 := !p_proc_tip7_maq3 + 1.0) 
else if (palet= Component8) then (p_proc_tip8_maq3 := !p_proc_tip8_maq3 + 1.0) 
else if (palet= Component9) then (p_proc_tip9_maq3 := !p_proc_tip9_maq3 + 1.0) 
else if (palet= Component10) then (p_proc_tip10_maq3 := !p_proc_tip10_maq3 + 1.0) 
else if (palet= Component11) then (p_proc_tip11_maq3 := !p_proc_tip11_maq3 + 1.0) 
else (p_proc_tip12_maq3 := !p_proc_tip12_maq3 + 1.0))); 
 
(*Funció trans_de_maq ().Funció de la transició Transferir de la maquina. Conta el número de cops 
que es dispara la transició Transferir de la maquina *) 
fun trans_de_maq ()= ( 
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(*Funció temps_trans_de_maq (maquina).Funció de la transició Transferir de la maquina. Acumula la 
diferència de temps entre el temps de transferència  a la màquina i de la màquina per cada màquina, 
pel càlcul del grau d'ocupació *) 
fun temps_trans_de_maq (maquina) =( 
if (maquina = Maquina1) then (temps_trans_de_maq1 :=IntInf.toInt (Time());temps_ocup_maq1 
:= (!temps_trans_de_maq1  + 1 - !temps_trans_a_maq1);acum_temps_ocup_maq1 := 
!acum_temps_ocup_maq1 + !temps_ocup_maq1 ) 
else if (maquina = Maquina2) then (temps_trans_de_maq2 := 
IntInf.toInt(Time());temps_ocup_maq2 := (!temps_trans_de_maq2 + 1  - 
!temps_trans_a_maq2);acum_temps_ocup_maq2 := !acum_temps_ocup_maq2 + 
!temps_ocup_maq2 ) 
else (temps_trans_de_maq3 := IntInf.toInt(Time());temps_ocup_maq3 := 
(!temps_trans_de_maq3 + 1 - !temps_trans_a_maq3);acum_temps_ocup_maq3 := 
!acum_temps_ocup_maq3 + !temps_ocup_maq3 )); 
 
(*Funció retornar().Funció de la transició Retornar. Conta el número de cops que es dispara la 
transició Retornar *) 
fun retornar ()= ( 
peces_retornades := !peces_retornades+1.0); 
 
(*Funció descarregar().Funció de la transició Descarregar. Conta el número de cops que es dispara la 
transició Descarregar *) 
fun descarregar ()= ( 
peces_descarregades := !peces_descarregades+1.0); 
 
(*Funció num_peces_acabades (palet).Funció de la transició Descarregar. Conta el número de peces 
que deixen el sistema segons el tipus*) 
fun num_peces_acabades (palet)= ( 
if (palet= Component1) then (p_acab_tip1 := !p_acab_tip1 + 1.0) 
else if (palet= Component2) then (p_acab_tip2 := !p_acab_tip2 + 1.0) 
else if (palet= Component3) then (p_acab_tip3 := !p_acab_tip3 + 1.0) 
else if (palet= Component4) then (p_acab_tip4 := !p_acab_tip4 + 1.0) 
else if (palet= Component5) then (p_acab_tip5 := !p_acab_tip5 + 1.0) 
else if (palet= Component6) then (p_acab_tip6 := !p_acab_tip6 + 1.0) 
else if (palet= Component7) then (p_acab_tip7 := !p_acab_tip7 + 1.0) 
else if (palet= Component8) then (p_acab_tip8 := !p_acab_tip8 + 1.0) 
else if (palet= Component9) then (p_acab_tip9 := !p_acab_tip9 + 1.0) 
else if (palet= Component10) then (p_acab_tip10 := !p_acab_tip10 + 1.0) 
else if (palet= Component11) then (p_acab_tip11 := !p_acab_tip11 + 1.0) 
else (p_acab_tip12 := !p_acab_tip12 + 1.0)); 
 
(*Funció temps_peces_sist (palet) .Funció de la transició Descarregar. Fa el sumatori del temps que 
triga cada tipus de peça en atravessar el sistema, dada utilitzada en el càlcul de temps promig en el 
sistema per cada tipus de peça *) 
fun temps_peces_sist (palet) = ( 
if (palet = Component1) then (temps_sort_tip1 := IntInf.toInt(Time()); 
      temps_tip1 := (!temps_sort_tip1 + 3 - 
!temps_arrib_tip1); 
      sum_temps_tip1 := !sum_temps_tip1 + 
!temps_tip1) 
else if (palet = Component2) then (temps_sort_tip2 := IntInf.toInt(Time()); 
      temps_tip2 := (!temps_sort_tip2 + 3 - 
!temps_arrib_tip2); 
      sum_temps_tip2 := !sum_temps_tip2 + 
!temps_tip2) 
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Figura E.13. Pàgina Funcions d'un sistema amb buffers de màquina i estacions de 
càrrega dedicades 
else if (palet = Component3) then (temps_sort_tip3 := IntInf.toInt(Time()); 
      temps_tip3 := (!temps_sort_tip3 + 3 - 
!temps_arrib_tip3); 
      sum_temps_tip3 := !sum_temps_tip3 + 
!temps_tip3) 
else if (palet = Component4) then (temps_sort_tip4 := IntInf.toInt(Time()); 
      temps_tip4 := (!temps_sort_tip4 + 3 - 
!temps_arrib_tip4); 
      sum_temps_tip4 := !sum_temps_tip4 + 
!temps_tip4) 
else if (palet = Component5) then (temps_sort_tip5 := IntInf.toInt(Time()); 
      temps_tip5 := (!temps_sort_tip5 + 3 - 
!temps_arrib_tip5); 
      sum_temps_tip5 := !sum_temps_tip5 + 
!temps_tip5) 
else if (palet = Component6) then (temps_sort_tip6 := IntInf.toInt(Time()); 
      temps_tip6 := (!temps_sort_tip6 + 3 - 
!temps_arrib_tip6); 
      sum_temps_tip6 := !sum_temps_tip6 + 
!temps_tip6) 
else if (palet = Component7) then (temps_sort_tip7 := IntInf.toInt(Time()); 
      temps_tip7 := (!temps_sort_tip7 + 3 - 
!temps_arrib_tip7); 
      sum_temps_tip7 := !sum_temps_tip7 + 
!temps_tip7) 
else if (palet = Component8) then (temps_sort_tip8 := IntInf.toInt(Time()); 
      temps_tip8 := (!temps_sort_tip8 + 3 - 
!temps_arrib_tip8); 
      sum_temps_tip8 := !sum_temps_tip8 + 
!temps_tip8) 
else if (palet = Component9) then (temps_sort_tip9 := IntInf.toInt(Time()); 
      temps_tip9 := (!temps_sort_tip9 + 3 - 
!temps_arrib_tip9); 
      sum_temps_tip9 := !sum_temps_tip9 + 
!temps_tip9) 
else if (palet = Component10) then (temps_sort_tip10 := IntInf.toInt(Time()); 
      temps_tip10 := (!temps_sort_tip10 + 3 - 
!temps_arrib_tip10); 
      sum_temps_tip10 := !sum_temps_tip10 + 
!temps_tip10) 
else if (palet = Component11) then (temps_sort_tip11 := IntInf.toInt(Time()); 
      temps_tip11 := (!temps_sort_tip11 + 3 - 
!temps_arrib_tip11); 
      sum_temps_tip11 := !sum_temps_tip11 + 
!temps_tip11) 
else (temps_sort_tip12 := IntInf.toInt(Time()); 
      temps_tip12 := (!temps_sort_tip12 + 3 - 
!temps_arrib_tip12); 
      sum_temps_tip12 := !sum_temps_tip12 + 
!temps_tip12)); 
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E.3. Sistema amb estació de càrrega general i buffers a 
les màquines. 
 E.3.1. Pàgina Jeràrquica. 
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E.3.2. Pàgina Model3A52. 
 
 
Figura E.15. Model 3A52. 
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E.3.3. Subpàgina CarregaDescarrega. 
 
Figura E.17. Subpàgina CarregaDescarrega d'un sistema amb càrrega general i buffers a 
les màquines. 
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E.3.4. Subpàgina IntroduccioRetorn. 
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E.3.5. Subpàgina Transferencia. 
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E.3.6. Pàgina Declaracions. 
(*PAGINA DE LA DECLARACIO GLOBAL*) 
 
color Maquina = with Maquina1 | Maquina2 | Maquina3 timed;   (*Tipus relatiu a les maquines de 
processat*) 
color Component = with Component1 | Component2 | Component3 | Component4 | 
              Component5 | Component6 | Component7 | Component8 | 
Component9 | Component10 | Component11 | Component12 timed ;  (* 
Tipus relatiu a les peces que arriben*) 
color Palet = with Palet1 | Palet2 | Palet3 | Palet4 | Palet5 timed; (*Tipus relatiu a les paletes de 
proposit general*) 
color Operador = with Operador1 timed;  (*Tipus relatiu al operari que carrega les peces*) 
color Vehicle = with Vehicle1 timed;  (*Tipus relatiu al vehicle que transporta les peces*) 
color EstacioCarrega = with Estacio1  | Estacio2 timed; (*Tipus relatiu a les estacions de carrega 
general*) 
color Temps = int; (*Tipus relatiu al  temps enter*) 
color ComponentPaletEstacio = product Component * Palet * EstacioCarrega; (*Tipus relatiu a 
les peces segons el palet on van muntades i l'estacio de carrega on es troben*) 
color PaletEstacio = product Palet * EstacioCarrega; (*Tipus relatiu a les paletes segons 
l'estacio de carrega on es troben*) 
color ComponentPaletTemps = product Component * Palet * Temps; (*Tipus relatiu a les peces 
segons les paletes on van muntades i el temps d'arribada*) 
color ComponentPaletMaquina = product Component*Palet*Maquina; (*Tipus relatiu als 
components segons les paletes on van muntades i la maquina on es processa*) 
color ComponentPaletBufferE =  product Component*Palet*BufferEntrada; (*Tipus relatiu a 
les peces segons les paletes on van muntades i el buffer d'entrada on estiguin*)  
color ComponentPaletBufferS =  product Component*Palet*BufferSortida; (*Tipus relatiu a 
les peces segons les paletes on van muntades i el buffer de sortida on estiguin*) 
color Enter = int;  (*Tipus relatiu als valors enters *) 
color Token = with T;  (*Tipus relatiu a la marca d'inici del sistema*) 
color BufferEntrada = Maquina;  (*Tipus relatiu a les posicions de buffers d'entrada de les 
maquines*) 
color BufferSortida = Maquina;  (*Tipus relatiu a les posicions de buffers de sortida de les 
maquines*) 
 
var token : Token;  (*Variable relativa a una marca*) 
var q1 :Enter;  (*Variable relativa a la quantitat de peces tipus Component1*)  
var q2 :Enter;  (*Variable relativa a la quantitat de peces tipus Component2*) 
var q3 :Enter;  (*Variable relativa a la quantitat de peces tipus Component3*) 
var q4 :Enter;  (*Variable relativa a la quantitat de peces tipus Component4*) 
var q5 :Enter;  (*Variable relativa a la quantitat de peces tipus Component5*) 
var q6 :Enter;  (*Variable relativa a la quantitat de peces tipus Component6*) 
var q7 :Enter;  (*Variable relativa a la quantitat de peces tipus Component7*) 
var q8 :Enter;  (*Variable relativa a la quantitat de peces tipus Component8*) 
var q9 :Enter;  (*Variable relativa a la quantitat de peces tipus Component9*) 
var q10 :Enter;  (*Variable relativa a la quantitat de peces tipus Component10*) 
var q11 :Enter;  (*Variable relativa a la quantitat de peces tipus Component11*) 
var q12 :Enter;  (* Variable relativa a la quantitat de peces tipus Component12*) 
 
var interval : Enter;  (*Variable relativa al temps d'arribada de cada component *) 
var temps_arribada : Temps; (*Variable relativa al temps d'arribada per a cada component del 
sistema*) 
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var maquina : Maquina;  (* Variable relativa a una maquina*) 
var component : Component;  (* Variable relativa a un component*) 
var operador : Operador;  (* Variable relativa a un operador *) 
var vehicle: Vehicle;  (* Variable relativa a un vehicle*) 
var palet : Palet;   (*Variable relativa a una paleta*) 
var bufferentrada : Maquina;  (*Variable relativa a  un buffer d'entrada d'una maquina*) 
var buffersortida : Maquina;  (*Variable relativa a  un buffer de sortida d'una maquina*) 
var estacio : EstacioCarrega; (*Variable relativa a una estacio de carrega general*) 
 
(* Variables de referencia utilizades per fer de contadors, gestionar el temps i  emmagatzemar 
resultats *) 
val Time = time; 
 
(*VARIABLES DE LA FUNCIO TEMPS_INTERVAL*) 
val sum1 = ref 0; 
val sum2 = ref 0; 
val sum3 = ref 0; 
val sum4 = ref 0; 
val sum5 = ref 0; 
val sum6 = ref 0; 
val sum7 = ref 0; 
val sum8 = ref 0; 
val sum9 = ref 0; 
val sum10 = ref 0; 
val sum11 = ref 0; 
val sum12 = ref 0; 
 
(*VARIABLES DE LA FUNCIO DISTRIBUIR*) 
val peces_distribuides = ref 0.0; 
 
(*VARIABLES DE LA FUNCIO ARRIBAR*) 
val peces_arribades = ref 0.0; 
 
(*VARIABLES DE LA FUNCIO CARREGAR*) 
val peces_carregades = ref 0.0; 
 
(*VARIABLES DE LA FUNCIO INTRODUIR*) 
val peces_introduides = ref 0.0; 
 
(*VARIABLES DE LA FUNCIO TRANS_A_MAQ*) 
val peces_trans_a_maq = ref 0.0; 
 
(*VARIABLES DE LA FUNCIO PROCESSAR*) 
val peces_processades = ref 0.0; 
 
 (*VARIABLES DE LA FUNCIO TRANS_DE_MAQ*) 
val peces_trans_de_maq = ref 0.0; 
 
(*VARIABLES DE LA FUNCIO RETORNAR*) 
val peces_retornades = ref 0.0; 
 
(*VARIABLES DE LA FUNCIO DESCARREGAR*) 
val peces_descarregades = ref 0.0; 
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(*VARIABLES DE LA FUNCIO ASSIG_PECES_MAQ*) 
val p_proc_tip1_maq1 = ref 0.0; 
val p_proc_tip2_maq1 = ref 0.0; 
val p_proc_tip3_maq1 = ref 0.0; 
val p_proc_tip4_maq1 = ref 0.0; 
val p_proc_tip5_maq1 = ref 0.0; 
val p_proc_tip6_maq1 = ref 0.0; 
val p_proc_tip7_maq1 = ref 0.0; 
val p_proc_tip8_maq1 = ref 0.0; 
val p_proc_tip9_maq1 = ref 0.0; 
val p_proc_tip10_maq1 = ref 0.0; 
val p_proc_tip11_maq1 = ref 0.0; 
val p_proc_tip12_maq1 = ref 0.0; 
 
val p_proc_tip1_maq2 = ref 0.0; 
val p_proc_tip2_maq2 = ref 0.0; 
val p_proc_tip3_maq2 = ref 0.0; 
val p_proc_tip4_maq2 = ref 0.0; 
val p_proc_tip5_maq2 = ref 0.0; 
val p_proc_tip6_maq2 = ref 0.0; 
val p_proc_tip7_maq2 = ref 0.0; 
val p_proc_tip8_maq2 = ref 0.0; 
val p_proc_tip9_maq2 = ref 0.0; 
val p_proc_tip10_maq2 = ref 0.0; 
val p_proc_tip11_maq2 = ref 0.0; 
val p_proc_tip12_maq2 = ref 0.0; 
 
val p_proc_tip1_maq3 = ref 0.0; 
val p_proc_tip2_maq3 = ref 0.0; 
val p_proc_tip3_maq3 = ref 0.0; 
val p_proc_tip4_maq3 = ref 0.0; 
val p_proc_tip5_maq3 = ref 0.0; 
val p_proc_tip6_maq3 = ref 0.0; 
val p_proc_tip7_maq3 = ref 0.0; 
val p_proc_tip8_maq3 = ref 0.0; 
val p_proc_tip9_maq3 = ref 0.0; 
val p_proc_tip10_maq3 = ref 0.0; 
val p_proc_tip11_maq3 = ref 0.0; 
val p_proc_tip12_maq3 = ref 0.0;  
 
(*VARIABLES DE LA FUNCIO NUM_PECES_ACABADES*) 
val p_acab_tip1 = ref 0.0; 
val p_acab_tip2 = ref 0.0; 
val p_acab_tip3 = ref 0.0; 
val p_acab_tip4 = ref 0.0; 
val p_acab_tip5 = ref 0.0; 
val p_acab_tip6 = ref 0.0; 
val p_acab_tip7 = ref 0.0; 
val p_acab_tip8 = ref 0.0; 
val p_acab_tip9 = ref 0.0; 
val p_acab_tip10 = ref 0.0; 
val p_acab_tip11 = ref 0.0; 
val p_acab_tip12 = ref 0.0; 
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(*VARIABLES DE LA FUNCIO INICIALITZAR*) 
val dispara_assignar = ref 0.0; 
 
(*VARIABLES DE LA FUNCIO RESULTATS*) 
val dispara_resultats = ref 0.0; 
 
(*VARIABLES DE LA FUNCIO SUM_DINS*) 
val peces_dins = ref 0.0; 
val sum_peces_dins = ref 0.0; 
 
(*VARIABLES DE LA FUNCIO SUM_PREPARAT*) 
val peces_preparat = ref 0.0; 
val sum_peces_preparat = ref 0.0; 
 
(*VARIABLES DE LA FUNCIO SUM_CUA_ENTRADA*) 
val peces_cua_entrada = ref 0.0; 
val sum_peces_cua_entrada = ref 0.0; 
 
(*VARIABLES DE LA FUNCIO TEMPS_TRANS_A_MAQ*) 
val temps_trans_a_maq1 = ref 0; 
val temps_trans_a_maq2 = ref 0; 
val temps_trans_a_maq3 = ref 0; 
 
(*VARIABLES DE LA FUNCIO TEMPS_TRANS_DE_MAQ*) 
val temps_trans_de_maq1 = ref 0; 
val temps_trans_de_maq2 = ref 0; 
val temps_trans_de_maq3 = ref 0; 
val temps_ocup_maq1 = ref 0; 
val temps_ocup_maq2 = ref 0; 
val temps_ocup_maq3 = ref 0; 
val acum_temps_ocup_maq1 = ref 0; 
val acum_temps_ocup_maq2 = ref 0; 
val acum_temps_ocup_maq3 = ref 0; 
 
(*VARIABLES DE LA FUNCIO TEMPS_PECES_SIST*) 
val temps_sort_tip1 = ref 0; 
val temps_sort_tip2 = ref 0; 
val temps_sort_tip3 = ref 0; 
val temps_sort_tip4 = ref 0; 
val temps_sort_tip5 = ref 0; 
val temps_sort_tip6 = ref 0; 
val temps_sort_tip7 = ref 0; 
val temps_sort_tip8 = ref 0; 
val temps_sort_tip9 = ref 0; 
val temps_sort_tip10 = ref 0; 
val temps_sort_tip11 = ref 0; 
val temps_sort_tip12 = ref 0; 
 
val temps_tip1 = ref 0; 
val temps_tip2 = ref 0; 
val temps_tip3 = ref 0; 
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val temps_tip4 = ref 0; 
val temps_tip5 = ref 0; 
val temps_tip6 = ref 0; 
val temps_tip7 = ref 0; 
val temps_tip8 = ref 0; 
val temps_tip9 = ref 0; 
val temps_tip10 = ref 0; 
val temps_tip11 = ref 0; 
val temps_tip12 = ref 0; 
 
val sum_temps_tip1 = ref 0; 
val sum_temps_tip2 = ref 0; 
val sum_temps_tip3 = ref 0; 
val sum_temps_tip4 = ref 0; 
val sum_temps_tip5 = ref 0; 
val sum_temps_tip6 = ref 0; 
val sum_temps_tip7 = ref 0; 
val sum_temps_tip8 = ref 0; 
val sum_temps_tip9 = ref 0; 
val sum_temps_tip10 = ref 0; 
val sum_temps_tip11 = ref 0; 
val sum_temps_tip12 = ref 0; 
 
(*VARIABLES DE LA FUNCIO TEMPS_INTRODUIR*) 
 
val temps_introduccio = ref 0; 
 
val temps_ocup_estacio = ref 0; 
val acum_temps_ocup_estacio = ref 0; 
 
(*VARIABLES DE LA FUNCIO TEMPS_RETORNAR*) 
 
val temps_retorn1 = ref 0; 




val fitxer_resultat = ref ""; 
 
(*Funció inicialitzar () .Funció de la transició Assignar. Inicialitza totes les variables*)  
fun inicialitzar () = ( 
let  
val q1 = 319; 
val q2 = 269; 
val q3 = 259; 
val q4 = 179; 
val q5 = 139; 
val q6 = 120; 
val q7 = 100; 
val q8 = 80; 
val q9 = 72; 
val q10 = 64; 
val q11 = 48; 
val q12 = 40; 
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val nom_fitxer = "MODEL3A52"^".txt"; 
 
val inicialitzar = ( 
fitxer_resultat := nom_fitxer; 
sum1:=90;sum2:=106;sum3:=110;sum4:=160;sum5:=205;sum6:=0; 
sum7:=0;sum8:=0;sum9:=0;sum10:=0;sum11:=0;sum12:=0; peces_distribuides := 5.0; 
peces_arribades := 0.0;peces_carregades := 0.0;peces_introduides := 0.0; 
peces_trans_a_maq := 0.0;peces_trans_de_maq := 0.0; 
peces_processades := 0.0;peces_retornades := 0.0;peces_descarregades := 0.0; 
p_proc_tip1_maq1 := 0.0;p_proc_tip2_maq1 := 0.0;p_proc_tip3_maq1 := 0.0; 
p_proc_tip4_maq1 := 0.0;p_proc_tip5_maq1 := 0.0;p_proc_tip6_maq1 := 0.0; 
p_proc_tip7_maq1 := 0.0;p_proc_tip8_maq1 := 0.0;p_proc_tip9_maq1 := 0.0; 
p_proc_tip10_maq1 := 0.0;p_proc_tip11_maq1 := 0.0;p_proc_tip12_maq1 := 0.0; 
p_proc_tip1_maq2 := 0.0;p_proc_tip2_maq2 := 0.0;p_proc_tip3_maq2 := 0.0; 
p_proc_tip4_maq2 := 0.0;p_proc_tip5_maq2 := 0.0;p_proc_tip6_maq2 := 0.0; 
p_proc_tip7_maq2 := 0.0;p_proc_tip8_maq2 := 0.0;p_proc_tip9_maq2 := 0.0; 
p_proc_tip10_maq2 := 0.0;p_proc_tip11_maq2 := 0.0;p_proc_tip12_maq2 := 0.0; 
p_proc_tip1_maq3 := 0.0;p_proc_tip2_maq3 := 0.0;p_proc_tip3_maq3 := 0.0; 
p_proc_tip4_maq3 := 0.0;p_proc_tip5_maq3 := 0.0;p_proc_tip6_maq3 := 0.0; 
p_proc_tip7_maq3 := 0.0;p_proc_tip8_maq3 := 0.0;p_proc_tip9_maq3 := 0.0; 
p_proc_tip10_maq3 := 0.0;p_proc_tip11_maq3 := 0.0;p_proc_tip12_maq3 := 0.0; 
p_acab_tip1 := 0.0;p_acab_tip2 := 0.0;p_acab_tip3 := 0.0;p_acab_tip4 := 0.0;p_acab_tip5 := 
0.0;p_acab_tip6 := 0.0;p_acab_tip7 := 0.0;p_acab_tip8 := 0.0;p_acab_tip9 := 0.0;p_acab_tip10 := 
0.0;p_acab_tip11 := 0.0;p_acab_tip12 := 0.0;dispara_assignar := 0.0;dispara_resultats :=0.0 
;dispara_assignar := !dispara_assignar + 1.0; peces_dins := 0.0 ; sum_peces_dins:=0.0; peces_preparat 
:= 0.0;sum_peces_preparat := 0.0; peces_cua_entrada := 0.0; sum_peces_cua_entrada := 0.0; 
temps_trans_a_maq1 := 0;temps_trans_a_maq2 := 0;temps_trans_a_maq3 := 0;temps_trans_de_maq1 
:= 0;temps_trans_de_maq2 := 0;temps_trans_de_maq3 := 0; temps_ocup_maq1 := 0;temps_ocup_maq2 
:= 0;temps_ocup_maq3 := 0; acum_temps_ocup_maq1 := 
0;acum_temps_ocup_maq2 := 0;acum_temps_ocup_maq3 := 0;temps_sort_tip1 := 0;temps_sort_tip2 := 
0;temps_sort_tip3 := 0;temps_sort_tip4 := 0;temps_sort_tip5 : 
= 0;temps_sort_tip6 := 0;temps_sort_tip7 := 0;temps_sort_tip8 := 0;temps_sort_tip9 := 
0;temps_sort_tip10 := 0;temps_sort_tip11 := 0;temps_sort_tip12 := 0; temps_tip1 :=0; temps_tip2 :=0; 
temps_tip3 :=0; temps_tip4 :=0; temps_tip5 :=0; temps_tip6 :=0; temps_tip7 :=0; temps_tip8 :=0; 
temps_tip9 :=0; temps_tip10 :=0; temps_tip11 :=0; temps_tip12 :=0; sum_temps_tip1 := 0; 
sum_temps_tip2 := 0; sum_temps_tip3 := 0; sum_temps_tip4 := 0; sum_temps_tip5 := 0; 
sum_temps_tip6 := 0; sum_temps_tip7 := 0; sum_temps_tip8 := 0; sum_temps_tip9 := 0; 
sum_temps_tip10 := 0; sum_temps_tip11 := 0; sum_temps_tip12 := 0; temps_introduccio 






(*Funció recollir_resultats (). Funció de la transicio Resultats. Fa el càlcul de tots els paràmetres del 
sistema i els mostra através d'un fitxer de sortida*) 




val fitxer_sortida = TextIO.openOut (!fitxer_resultat); 
 
val temps = Time(); 
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val temps_enter = IntInf.toInt temps; 
val temps_IntInf = IntInf.fromInt (temps_enter); 
val temps_real = IntInfToReal 0 temps_IntInf; 
 
val uoperari = (((!peces_carregades*3.0)+(!peces_descarregades*3.0))/ (temps_real)); 
val uvehicle = (((!peces_introduides*2.0)+(!peces_retornades*2.0))/(temps_real)) 
val ubuffers = (((!peces_trans_a_maq*1.0)+(!peces_trans_de_maq*1.0))/(temps_real)) 
 












val umaquines = (umaq1 + umaq2 + umaq3)/3.0; 
val passos_sist =  !peces_arribades + !peces_carregades + !peces_introduides + !peces_processades + 
!peces_retornades + !peces_descarregades ; 
 





val umaquines = (umaq1 + umaq2 + umaq3)/3.0; 
val passos_sist =  !peces_arribades + !peces_carregades + !peces_introduides + !peces_processades + 
!peces_retornades + !peces_descarregades ; 
 
 
val cua_dins = !sum_peces_dins / passos_sist; 
val cua_preparat = !sum_peces_preparat / passos_sist; 
val cua_entrada = !sum_peces_cua_entrada / passos_sist; 
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val omaq1IntInf = IntInf.fromInt (!acum_temps_ocup_maq1); 
val omaq2IntInf = IntInf.fromInt (!acum_temps_ocup_maq2); 
val omaq3IntInf = IntInf.fromInt (!acum_temps_ocup_maq3); 
 
val omaq1Real = IntInfToReal 0 omaq1IntInf; 
val omaq2Real = IntInfToReal 0 omaq2IntInf; 
val omaq3Real = IntInfToReal 0 omaq3IntInf; 
 
val omaq1 = omaq1Real / (temps_real); 
val omaq2 = omaq2Real / (temps_real); 
val omaq3 = omaq3Real / (temps_real); 
val omaq = (omaq1 + omaq2 + omaq3)/3.0; 
 
val sum_temps_tip1IntInf = IntInf.fromInt (!sum_temps_tip1); 
val sum_temps_tip2IntInf = IntInf.fromInt (!sum_temps_tip2); 
val sum_temps_tip3IntInf = IntInf.fromInt (!sum_temps_tip3); 
val sum_temps_tip4IntInf = IntInf.fromInt (!sum_temps_tip4); 
val sum_temps_tip5IntInf = IntInf.fromInt (!sum_temps_tip5); 
val sum_temps_tip6IntInf = IntInf.fromInt (!sum_temps_tip6); 
val sum_temps_tip7IntInf = IntInf.fromInt (!sum_temps_tip7); 
val sum_temps_tip8IntInf = IntInf.fromInt (!sum_temps_tip8); 
val sum_temps_tip9IntInf = IntInf.fromInt (!sum_temps_tip9); 
val sum_temps_tip10IntInf = IntInf.fromInt (!sum_temps_tip10); 
val sum_temps_tip11IntInf = IntInf.fromInt (!sum_temps_tip11); 
val sum_temps_tip12IntInf = IntInf.fromInt (!sum_temps_tip12); 
 
val sum_temps_tip1Real = IntInfToReal 0 sum_temps_tip1IntInf; 
val sum_temps_tip2Real = IntInfToReal 0 sum_temps_tip2IntInf; 
val sum_temps_tip3Real = IntInfToReal 0 sum_temps_tip3IntInf; 
val sum_temps_tip4Real = IntInfToReal 0 sum_temps_tip4IntInf; 
val sum_temps_tip5Real = IntInfToReal 0 sum_temps_tip5IntInf; 
val sum_temps_tip6Real = IntInfToReal 0 sum_temps_tip6IntInf; 
val sum_temps_tip7Real = IntInfToReal 0 sum_temps_tip7IntInf; 
val sum_temps_tip8Real = IntInfToReal 0 sum_temps_tip8IntInf; 
val sum_temps_tip9Real = IntInfToReal 0 sum_temps_tip9IntInf; 
val sum_temps_tip10Real = IntInfToReal 0 sum_temps_tip10IntInf; 
val sum_temps_tip11Real = IntInfToReal 0 sum_temps_tip11IntInf; 
val sum_temps_tip12Real = IntInfToReal 0 sum_temps_tip12IntInf; 
 
val temps_promig_tip1 = sum_temps_tip1Real / (!p_acab_tip1); 
val temps_promig_tip2 = sum_temps_tip2Real / (!p_acab_tip2); 
val temps_promig_tip3 = sum_temps_tip3Real / (!p_acab_tip3); 
val temps_promig_tip4 = sum_temps_tip4Real / (!p_acab_tip4); 
val temps_promig_tip5 = sum_temps_tip5Real / (!p_acab_tip5); 
val temps_promig_tip6 = sum_temps_tip6Real / (!p_acab_tip6); 
val temps_promig_tip7 = sum_temps_tip7Real / (!p_acab_tip7); 
val temps_promig_tip8 = sum_temps_tip8Real / (!p_acab_tip8); 
val temps_promig_tip9 = sum_temps_tip9Real / (!p_acab_tip8); 
val temps_promig_tip10 = sum_temps_tip10Real / (!p_acab_tip10); 
val temps_promig_tip11 = sum_temps_tip11Real / (!p_acab_tip11); 
val temps_promig_tip12= sum_temps_tip12Real / (!p_acab_tip12); 
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val temps_promig_peces = (temps_promig_tip1 + temps_promig_tip2+ temps_promig_tip3+ 
temps_promig_tip4+ temps_promig_tip5+ temps_promig_tip6+ temps_promig_tip7+ 
temps_promig_tip8+ temps_promig_tip9+ temps_promig_tip10+ temps_promig_tip11+ 
temps_promig_tip12)/ 12.0;  
 
val oestacioIntInf = IntInf.fromInt (!acum_temps_ocup_estacio); 
val oestacioReal = IntInfToReal 0 oestacioIntInf; 






  TextIO.output (fitxer_sortida, ("\t MODEL 3A52 : SISTEMA AMB DUES ESTACIONS DE 
CARREGA GENERAL, 5 PALETS I  BUFFERS DE MAQUINA  AMB ARRIBADA DE PECES 
CONTROLADA\n")); 
  TextIO.output (fitxer_sortida, ("\t RESULTATS \n")); 
  TextIO.output (fitxer_sortida, ("Pronostic de requeriments de peces mesuals  \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!peces_distribuides))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de peces arribades \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!peces_arribades))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de peces carregades \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!peces_carregades))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de peces introduides \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!peces_introduides))); 
 
  TextIO.output (fitxer_sortida, ("Numero de peces transferides a maquina \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!peces_trans_a_maq))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de peces processades \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!peces_processades))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Numero de peces transferides de maquina \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!peces_trans_de_maq))); 
  TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de peces retornades \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!peces_retornades))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de peces descarregades \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!peces_descarregades))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Grau d'utilitzacio de l'operari \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (uoperari))); 
  TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Grau d'utilitzacio del vehicle \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (uvehicle))); 
TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Grau d'utilitzacio dels buffers \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (ubuffers))); 
  TextIO.output (fitxer_sortida, ("\n")); 
Pàg. 210  Memòria 
 
 
  TextIO.output (fitxer_sortida, ("Grau d'utilitzacio de la maquina 1 \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (umaq1))); 
  TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Grau d'utilitzacio de la maquina 2 \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (umaq2))); 
TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Grau d'utilitzacio de la maquina 3 \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (umaq3))); 
  TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Grau d'utilitzacio de les maquines  \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (umaquines))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de peces acabades tipus 1 \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!p_acab_tip1))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de peces acabades tipus 2 \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!p_acab_tip2))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de peces acabades tipus 3 \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!p_acab_tip3))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de peces acabades tipus 4 \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!p_acab_tip4))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de peces acabades tipus 5 \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!p_acab_tip5))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de peces acabades tipus 6 \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!p_acab_tip6))); 
  TextIO.output (fitxer_sortida, ("\n")); 
 TextIO.output (fitxer_sortida, ("Numero de peces acabades tipus 7 \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!p_acab_tip7))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de peces acabades tipus 8 \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!p_acab_tip8))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de peces acabades tipus 9 \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!p_acab_tip9))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de peces acabades tipus 10 \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!p_acab_tip10))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de peces acabades tipus 11 \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!p_acab_tip11))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de peces acabades tipus 12 \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!p_acab_tip12))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de cops que dispara Assignar \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!dispara_assignar))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de cops que dispara Resultats \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!dispara_resultats))); 
  TextIO.output (fitxer_sortida, ("\n")); 
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  TextIO.output (fitxer_sortida, ("Numero de passos del sistema \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (passos_sist))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Promig de peces en cua abans de carregar \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (cua_dins))); 
TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Promig de peces en cua abans de introduir les peces a les maquines 
\t")); 
  TextIO.output (fitxer_sortida, (Real.toString (cua_preparat))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Promig de peces en cua d'entrada abans de transferir les peces a les 
maquines \t")); 
TextIO.output (fitxer_sortida, (Real.toString (cua_entrada))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Grau d'ocupacio de la maquina 1 \t")); 
TextIO.output (fitxer_sortida, (Real.toString (omaq1))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Grau d'ocupacio de la maquina 2 \t")); 
TextIO.output (fitxer_sortida, (Real.toString (omaq2))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Grau d'ocupacio de la maquina 3 \t")); 
TextIO.output (fitxer_sortida, (Real.toString (omaq3))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Grau d'ocupacio de les maquines \t")); 
TextIO.output (fitxer_sortida, (Real.toString (omaq))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Temps promig de peces al sistema \t")); 
TextIO.output (fitxer_sortida, (Real.toString (temps_promig_peces))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Temps promig de peces tipus 1  al sistema \t")); 
TextIO.output (fitxer_sortida, (Real.toString (temps_promig_tip1))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Temps promig de peces tipus 2  al sistema \t")); 
TextIO.output (fitxer_sortida, (Real.toString (temps_promig_tip2))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Temps promig de peces tipus 3  al sistema \t")); 
TextIO.output (fitxer_sortida, (Real.toString (temps_promig_tip3))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Temps promig de peces tipus 4  al sistema \t")); 
TextIO.output (fitxer_sortida, (Real.toString (temps_promig_tip4))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Temps promig de peces tipus 5  al sistema \t")); 
TextIO.output (fitxer_sortida, (Real.toString (temps_promig_tip5))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Temps promig de peces tipus 6  al sistema \t")); 
TextIO.output (fitxer_sortida, (Real.toString (temps_promig_tip6))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Temps promig de peces tipus 7  al sistema \t")); 
TextIO.output (fitxer_sortida, (Real.toString (temps_promig_tip7))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Temps promig de peces tipus 8  al sistema \t")); 
TextIO.output (fitxer_sortida, (Real.toString (temps_promig_tip8))); 
TextIO.output (fitxer_sortida, ("\n")); 
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  TextIO.output (fitxer_sortida, ("Temps promig de peces tipus 9  al sistema \t")); 
TextIO.output (fitxer_sortida, (Real.toString (temps_promig_tip9))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Temps promig de peces tipus 10  al sistema \t")); 
TextIO.output (fitxer_sortida, (Real.toString (temps_promig_tip10))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Temps promig de peces tipus 11  al sistema \t")); 
TextIO.output (fitxer_sortida, (Real.toString (temps_promig_tip11))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Temps promig de peces tipus 12  al sistema \t")); 
TextIO.output (fitxer_sortida, (Real.toString (temps_promig_tip12))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Grau d'ocupacio de les estacions de carrega \t")); 
TextIO.output (fitxer_sortida, (Real.toString (oestacio))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Temps de la simulacio \t")); 
TextIO.output (fitxer_sortida, (Int.toString (temps_enter))); 





(*Funció resultats().Funció de la transició Resultats. Conta el número de cops que es dispara la 
transició Resultats*) 
fun resultats ()= ( 
dispara resultats := !dispara resultats +1.0); 
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E.3.6. Pàgina de Funcions. 
(*PAGINA DE LA DECLARACIO TEMPORAL*) 
 
(*Funcio distribuir ().Funció de la transició Distribució Temporal. Conta el número de cops que es 
dispara la transició Distribució Temporal *) 
fun distribuir ()= ( 
peces_distribuides := !peces_distribuides +1.0); 
  
(*Funcio temps_interval (component).Funció de la transició Distribució Temporal. Aplica un 
interval d'arribada a les peces que arriben en funció del tipus que siguin. *) 
fun temps_interval (component)=  
(let  
val interval =  
(if (component = Component1) then  !sum1  
 else if (component = Component2) then  !sum2  
 else if (component = Component3) then  !sum3  
 else if (component = Component4) then  !sum4  
 else if (component = Component5) then  !sum5  
 else if (component = Component6) then  !sum6  
 else if (component = Component7) then  !sum7  
 else if (component = Component8) then  !sum8  
 else if (component = Component9) then  !sum9  
 else if (component = Component10) then  !sum10  
 else if (component = Component11) then  !sum11   
  else !sum12); 
val sumatori = (if ( component= Component1) then (sum1 := !sum1 + 90) 
 else if ( component= Component2) then (sum2 := !sum2 + 106) 
 else if ( component= Component3) then (sum3 := !sum3 + 110) 
 else if ( component= Component4) then (sum4 := !sum4 + 160) 
 else if ( component= Component5) then (sum5 := !sum5 + 205) 
 else if ( component= Component6) then (sum6 := !sum6 + 240) 
 else if ( component= Component7) then (sum7 := !sum7 + 288) 
 else if ( component= Component8) then (sum8 := !sum8 + 360) 
 else if ( component= Component9) then (sum9 := !sum9 + 400) 
 else if ( component= Component10) then (sum10 := !sum10 + 450) 
 else if ( component= Component11) then (sum11 := !sum11 + 600) 





(*Funció arribar().Funció de la transició Arribar. Conta el número de cops que es dispara la 
transició Arribar *) 
fun arribar ()= ( 
peces_arribades := !peces_arribades+1.0);  
 
(*Funció sum_dins().Funció de la transició Arribar. Acumula el sumatori de la diferència entre el 
número de cops que dispara la transició Arribar i Carregar, que es el número de peces que hi ha a al 
lloc Dins*) 
fun sum_dins ()= ( 
peces_dins := (!peces_arribades - !peces_carregades); 
sum peces dins := !sum peces dins + !peces dins );
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(*Funció temps_arribada (). Funció de la transició Arribar. Agafa el temps d'arribada per totes les 
peces*) 
fun temps_arribada () = ( 
let  





(*Funció carregar().Funció de la transició Carregar. Conta el número de cops que es dispara la 
transició Carregar *) 
fun carregar ()= ( 
peces_carregades := !peces_carregades + 1.0); 
 
(*Funció sum_preparat().Funció de la transició Carregar. Acumula el sumatori de la diferència entre 
el número de cops que dispara la transició Carregar i Introduir, que es el número de peces que hi ha a 
al lloc Preparat*) 
fun sum_preparat ()= ( 
peces_preparat := (!peces_carregades - !peces_introduides); 
sum_peces_preparat := !sum_peces_preparat + !peces_preparat 
) ; 
   
 (*Funció introduir().Funció de la transició Introduir. Conta el número de cops que es dispara la 
transició Introduir *) 
fun introduir ()= ( 
peces_introduides := !peces_introduides+1.0);  
 
(*Funció sum_cua_entradat().Funció de la transició Introduir. Acumula el sumatori de la diferència 
entre el número de cops que dispara la transició Introduir i Transferir a la maquina, que es el número 
de peces que hi ha a al lloc En cua d’entrada*) 
fun sum_cua_entrada ()= ( 
peces_cua_entrada := (!peces_introduides - !peces_trans_a_maq); 
sum_peces_cua_entrada := !sum_peces_cua_entrada + !peces_cua_entrada ); 
 
(*Funció temps_introduir (estacio). Funció de la transició Introduir.. Emmagatzema el temps en funció 
de l’estació de càrrega i calcula la diferència respecte al temps de retorn, aquesta dada serveix pel 
càlcul del temps d’ocupació de l’estació de càrrega*) 
fun temps_introduir (estacio) =( 
temps_introduccio := IntInf.toInt(Time()); 
if (estacio=Estacio1) then (temps_ocup_estacio:= (!temps_introduccio + 2 - !temps_retorn1)) 
else (temps_ocup_estacio:= (!temps_introduccio + 2 - !temps_retorn2)); 
acum_temps_ocup_estacio := !acum_temps_ocup_estacio + !temps_ocup_estacio); 
 
(*Funció trans_a_maq ().Funció de la transició Transferir a la maquina. Conta el número de cops que 
es dispara la transició Transferir a la maquina *) 
fun trans_a_maq ()= ( 
peces_trans_a_maq := !peces_trans_a_maq+1.0); 
 
(*Funció temps_trans_a_maq (maquina). Funció de la transició Transferir a la maquina. 
Emmagatzema el temps en funció del tipus  de màquina en la que s'introdueixi*) 
fun temps_trans_a_maq (maquina) =( 
if (maquina = Maquina1) then (temps_trans_a_maq1 := IntInf.toInt(Time())) 
else if (maquina = Maquina2) then (temps_trans_a_maq2 := IntInf.toInt(Time())) 
else (temps_trans_a_maq3 := IntInf.toInt(Time()))); 
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(*Funció processar().Funció de la transició Processar. Conta el número de cops que es dispara la 
transició Processar *) 
fun processar ()= ( 
peces_processades := !peces_processades+1.0); 
 
(*Funció assig_peces_maq(palet,maquina).Funció de la transició Processar. Conta el número de peces  
processades en funció del tipus i la màquina on es processa *) 
fun assig_peces_maq (palet,maquina)= ( 
if (maquina= Maquina1) then 
if (palet= Component1) then (p_proc_tip1_maq1 := !p_proc_tip1_maq1 + 1.0) 
else if (palet= Component2) then (p_proc_tip2_maq1 := !p_proc_tip2_maq1 + 1.0) 
else if (palet= Component3) then (p_proc_tip3_maq1 := !p_proc_tip3_maq1 + 1.0) 
else if (palet= Component4) then (p_proc_tip4_maq1 := !p_proc_tip4_maq1 + 1.0) 
else if (palet= Component5) then (p_proc_tip5_maq1 := !p_proc_tip5_maq1 + 1.0) 
else if (palet= Component6) then (p_proc_tip6_maq1 := !p_proc_tip6_maq1 + 1.0) 
else if (palet= Component7) then (p_proc_tip7_maq1 := !p_proc_tip7_maq1 + 1.0) 
else if (palet= Component8) then (p_proc_tip8_maq1 := !p_proc_tip8_maq1 + 1.0) 
else if (palet= Component9) then (p_proc_tip9_maq1 := !p_proc_tip9_maq1 + 1.0) 
else if (palet= Component10) then (p_proc_tip10_maq1 := !p_proc_tip10_maq1 + 1.0) 
else if (palet= Component11) then (p_proc_tip11_maq1 := !p_proc_tip11_maq1 + 1.0) 
else (p_proc_tip12_maq1 := !p_proc_tip12_maq1 + 1.0) 
else if (maquina= Maquina2) then 
if (palet= Component1) then (p_proc_tip1_maq2 := !p_proc_tip1_maq2 + 1.0) 
else if (palet= Component2) then (p_proc_tip2_maq2 := !p_proc_tip2_maq2 + 1.0) 
else if (palet= Component3) then (p_proc_tip3_maq2 := !p_proc_tip3_maq2 + 1.0) 
else if (palet= Component4) then (p_proc_tip4_maq2 := !p_proc_tip4_maq2 + 1.0) 
else if (palet= Component5) then (p_proc_tip5_maq2 := !p_proc_tip5_maq2 + 1.0) 
else if (palet= Component6) then (p_proc_tip6_maq2 := !p_proc_tip6_maq2 + 1.0) 
else if (palet= Component7) then (p_proc_tip7_maq2 := !p_proc_tip7_maq2 + 1.0) 
else if (palet= Component8) then (p_proc_tip8_maq2 := !p_proc_tip8_maq2 + 1.0) 
else if (palet= Component9) then (p_proc_tip9_maq2 := !p_proc_tip9_maq2 + 1.0) 
else if (palet= Component10) then (p_proc_tip10_maq2 := !p_proc_tip10_maq2 + 1.0) 
else if (palet= Component11) then (p_proc_tip11_maq2 := !p_proc_tip11_maq2 + 1.0) 
else (p_proc_tip12_maq2 := !p_proc_tip12_maq2 + 1.0) 
else   
(if (palet= Component1) then (p_proc_tip1_maq3 := !p_proc_tip1_maq3 + 1.0) 
else if (palet= Component2) then (p_proc_tip2_maq3 := !p_proc_tip2_maq3 + 1.0) 
else if (palet= Component3) then (p_proc_tip3_maq3 := !p_proc_tip3_maq3 + 1.0) 
else if (palet= Component4) then (p_proc_tip4_maq3 := !p_proc_tip4_maq3 + 1.0) 
else if (palet= Component5) then (p_proc_tip5_maq3 := !p_proc_tip5_maq3 + 1.0) 
else if (palet= Component6) then (p_proc_tip6_maq3 := !p_proc_tip6_maq3 + 1.0) 
else if (palet= Component7) then (p_proc_tip7_maq3 := !p_proc_tip7_maq3 + 1.0) 
else if (palet= Component8) then (p_proc_tip8_maq3 := !p_proc_tip8_maq3 + 1.0) 
else if (palet= Component9) then (p_proc_tip9_maq3 := !p_proc_tip9_maq3 + 1.0) 
else if (palet= Component10) then (p_proc_tip10_maq3 := !p_proc_tip10_maq3 + 1.0) 
else if (palet= Component11) then (p_proc_tip11_maq3 := !p_proc_tip11_maq3 + 1.0) 
else (p_proc_tip12_maq3 := !p_proc_tip12_maq3 + 1.0))); 
 
(*Funció trans_de_maq ().Funció de la transició Transferir de la maquina. Conta el número de cops 
que es dispara la transició Transferir de la maquina *) 
fun trans_de_maq ()= ( 
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(*Funció temps_trans_de_maq (maquina).Funció de la transició Transferir de la maquina. Acumula la 
diferència de temps entre el temps de transferència  a la màquina i de la màquina per cada màquina, 
pel càlcul del grau d'ocupació *) 
fun temps_trans_de_maq (maquina) =( 
if (maquina = Maquina1) then (temps_trans_de_maq1 :=IntInf.toInt (Time());temps_ocup_maq1 := 
(!temps_trans_de_maq1  + 1 - !temps_trans_a_maq1);acum_temps_ocup_maq1 := 
!acum_temps_ocup_maq1 + !temps_ocup_maq1 ) 
else if (maquina = Maquina2) then (temps_trans_de_maq2 := IntInf.toInt(Time());temps_ocup_maq2 := 
(!temps_trans_de_maq2 + 1  - !temps_trans_a_maq2);acum_temps_ocup_maq2 := 
!acum_temps_ocup_maq2 + !temps_ocup_maq2 ) 
else (temps_trans_de_maq3 := IntInf.toInt(Time());temps_ocup_maq3 := (!temps_trans_de_maq3 + 1 - 
!temps_trans_a_maq3);acum_temps_ocup_maq3 := !acum_temps_ocup_maq3 + !temps_ocup_maq3 
)); 
 
(*Funció retornar().Funció de la transició Retornar. Conta el número de cops que es dispara la 
transició Retornar *) 
fun retornar ()= ( 
peces_retornades := !peces_retornades+1.0); 
 
(*Funció temps_retornar (estacio) .Funció de la transició Retornar.. Emmagatzema el temps en funció 
de l’estació de càrrega.*) 
fun temps_retornar (estacio) =( 
if (estacio=Estacio1) then (temps_retorn1 := IntInf.toInt(Time())) 
else (temps_retorn2 := IntInf.toInt(Time()))); 
 
(*Funció descarregar().Funció de la transició Descarregar. Conta el número de cops que es dispara la 
transició Descarregar *) 
fun descarregar ()= ( 
peces_descarregades := !peces_descarregades+1.0); 
 
(*Funció num_peces_acabades (palet).Funció de la transició Descarregar. Conta el número de peces 
que deixen el sistema segons el tipus*) 
fun num_peces_acabades (palet)= ( 
if (palet= Component1) then (p_acab_tip1 := !p_acab_tip1 + 1.0) 
else if (palet= Component2) then (p_acab_tip2 := !p_acab_tip2 + 1.0) 
else if (palet= Component3) then (p_acab_tip3 := !p_acab_tip3 + 1.0) 
else if (palet= Component4) then (p_acab_tip4 := !p_acab_tip4 + 1.0) 
else if (palet= Component5) then (p_acab_tip5 := !p_acab_tip5 + 1.0) 
else if (palet= Component6) then (p_acab_tip6 := !p_acab_tip6 + 1.0) 
else if (palet= Component7) then (p_acab_tip7 := !p_acab_tip7 + 1.0) 
else if (palet= Component8) then (p_acab_tip8 := !p_acab_tip8 + 1.0) 
else if (palet= Component9) then (p_acab_tip9 := !p_acab_tip9 + 1.0) 
else if (palet= Component10) then (p_acab_tip10 := !p_acab_tip10 + 1.0) 
else if (palet= Component11) then (p_acab_tip11 := !p_acab_tip11 + 1.0) 
else (p_acab_tip12 := !p_acab_tip12 + 1.0)); 
 
(*Funció temps_peces_sist (component, temps_arribada) .Funció de la transició Descarregar. Fa el 
sumatori del temps que triga cada tipus de peça en atravessar el sistema, dada utilitzada en el càlcul 
de temps promig en el sistema per cada tipus de peça *) 
fun temps_peces_sist (component, temps_arribada) = ( 
if (component = Component1) then (temps_sort_tip1 := IntInf.toInt(Time()); 
      temps_tip1 := (!temps_sort_tip1 + 3 -
temps_arribada); 
      sum_temps_tip1 := !sum_temps_tip1 + 
!temps_tip1) 
Pàg. 218  Memòria 
 
 
else if (component = Component2) then (temps_sort_tip2 := IntInf.toInt(Time()); 
      temps_tip2 := (!temps_sort_tip2 + 3 - 
temps_arribada); 
 
      sum_temps_tip2 := !sum_temps_tip2 + 
!temps_tip2) 
else if (component = Component3) then (temps_sort_tip3 := IntInf.toInt(Time()); 
      temps_tip3 := (!temps_sort_tip3 + 3 - 
temps_arribada); 
      sum_temps_tip3 := !sum_temps_tip3 + 
!temps_tip3) 
else if (component = Component4) then (temps_sort_tip4 := IntInf.toInt(Time()); 
      temps_tip4 := (!temps_sort_tip4 + 3 - 
temps_arribada); 
      sum_temps_tip4 := !sum_temps_tip4 + 
!temps_tip4) 
else if (component = Component5) then (temps_sort_tip5 := IntInf.toInt(Time()); 
      temps_tip5 := (!temps_sort_tip5 + 3 - 
temps_arribada); 
      sum_temps_tip5 := !sum_temps_tip5 + 
!temps_tip5) 
 
else if (component = Component6) then (temps_sort_tip6 := IntInf.toInt(Time()); 
      temps_tip6 := (!temps_sort_tip6 + 3 - 
temps_arribada); 
      sum_temps_tip6 := !sum_temps_tip6 + 
!temps_tip6) 
else if (component = Component7) then (temps_sort_tip7 := IntInf.toInt(Time()); 
      temps_tip7 := (!temps_sort_tip7 + 3 - 
temps_arribada); 
      sum_temps_tip7 := !sum_temps_tip7 + 
!temps_tip7) 
else if (component = Component8) then (temps_sort_tip8 := IntInf.toInt(Time()); 
      temps_tip8 := (!temps_sort_tip8 + 3 - 
temps_arribada); 
      sum_temps_tip8 := !sum_temps_tip8 + 
!temps_tip8) 
else if (component = Component9) then (temps_sort_tip9 := IntInf.toInt(Time()); 
      temps_tip9 := (!temps_sort_tip9 + 3 - 
temps_arribada); 
      sum_temps_tip9 := !sum_temps_tip9 + 
!temps_tip9) 
else if (component = Component10) then (temps_sort_tip10 := IntInf.toInt(Time()); 
      temps_tip10 := (!temps_sort_tip10 + 3 - 
temps_arribada); 
      sum_temps_tip10 := !sum_temps_tip10 + 
!temps_tip10) 
else if (component = Component11) then (temps_sort_tip11 := IntInf.toInt(Time()); 
      temps_tip11 := (!temps_sort_tip11 + 3 - 
temps_arribada); 
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else (temps_sort_tip12 := IntInf.toInt(Time()); 
      temps_tip12 := (!temps_sort_tip12 + 3 - 
temps_arribada); 
      sum_temps_tip12 := !sum_temps_tip12 + 
!temps_tip12));  
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E.4. Sistema amb un magatzem central de paletes. 
 E.4.1. Pàgina Jeràrquica. 
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E.4.2. Pàgina Model4A1. 
 
Figura E.23. Pàgina Model4A1. 
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E.4.3. Subpàgina CarregaDescarregaEmmagatzema. 
 
Figura E.25. Pàgina CarregaDescarregaEmmagatzema d'un sistema amb un magatzem 
central de paletes. 
 
Anàlisi i disseny de Sistemes de Fabricació Flexible mitjançant Xarxes de Petri Colorejades Pàg. 225 
   
 
Figura E.26. Segments de codi de la subpàgina CarregaDescarregaEmmagatzema d'un 
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E.4.4. Subpàgina Mou:EstacioMaquines. 
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E.4.5. Subpàgina Transferencia. 
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E.4.6. Subpàgina Mou:MaquinesEstacio. 
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E.4.7. Pàgina Declaracions. 
(*PAGINA DE LA DECLARACIO GLOBAL*) 
 
color Maquina = with Maquina1 | Maquina2 | Maquina3 timed;   (*Tipus relatiu a les maquines de 
processat*) 
color Component = with Component1 | Component2 | Component3 | Component4 | 
              Component5 | Component6 | Component7 | Component8 | 
Component9 | Component10 | Component11 | Component12 timed ;  (* 
Tipus relatiu a les peces que arriben*) 
color Palet = Component;  (*Tipus relatiu les paletes segons peces*) 
color Operador = with Operador1 timed;  (*Tipus relatiu al operari que carrega les peces*) 
color Vehicle = with Vehicle1 timed;  (*Tipus relatiu al vehicle que transporta les peces*) 
color PaletMaquina =  product Palet*Maquina timed;  (*Tipus relatiu a les paletes segons maquina 
en la que estiguin*) 
color Enter = int;  (*Tipus relatiu als valors enters *) 
color Token = with T;  (*Tipus relatiu a la marca d'inici del sistema*) 
color BufferEntrada = Maquina;  (*Tipus relatiu a les posicions de buffers d'entrada de les 
maquines*) 
color BufferSortida = Maquina;  (*Tipus relatiu a les posicions de buffers de sortida de les 
maquines*) 
color PaletBufferEntrada =  product Palet*BufferEntrada;  (*Tipus relatiu a les paletes segons buffer 
d'entrada on estiguin*)  
color PaletBufferSortida =  product Palet*BufferSortida;  (*Tipus relatiu a les paletes segons buffer 
de sortida on estiguin*) 
color EstacioCarrega = with Estacio1 timed; (*Tipus relatiu a una estacio de carrega general*) 
 
var token : Token;  (*Variable relativa a una marca*) 
var q1 :Enter;  (*Variable relativa a la quantitat de peces tipus Component1*)  
var q2 :Enter;  (*Variable relativa a la quantitat de peces tipus Component2*) 
var q3 :Enter;  (*Variable relativa a la quantitat de peces tipus Component3*) 
var q4 :Enter;  (*Variable relativa a la quantitat de peces tipus Component4*) 
var q5 :Enter;  (*Variable relativa a la quantitat de peces tipus Component5*) 
var q6 :Enter;  (*Variable relativa a la quantitat de peces tipus Component6*) 
var q7 :Enter;  (*Variable relativa a la quantitat de peces tipus Component7*) 
var q8 :Enter;  (*Variable relativa a la quantitat de peces tipus Component8*) 
var q9 :Enter;  (*Variable relativa a la quantitat de peces tipus Component9*) 
var q10 :Enter;  (*Variable relativa a la quantitat de peces tipus Component10*) 
var q11 :Enter;  (*Variable relativa a la quantitat de peces tipus Component11*) 
var q12 :Enter;  (* Variable relativa a la quantitat de peces tipus Component12*) 
var interval : Enter;  (*Variable relativa al temps d'arribada de cada component *) 
var maquina : Maquina;  (* Variable relativa a una maquina*) 
var component : Component;  (* Variable relativa a un component*) 
var operador : Operador;  (* Variable relativa a un operador *) 
var vehicle: Vehicle;  (* Variable relativa a un vehicle*) 
var palet : Palet;   (*Variable relativa a una paleta*) 
var bufferentrada : Maquina;  (*Variable relativa a  un buffer d'entrada d'una maquina*) 
var buffersortida : Maquina;  (*Variable relativa a  un buffer de sortida d'una maquina*) 
var estacio : EstacioCarrega; (*Variable relativa a  una estacio  carrega general*)   
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(* Variables de referencia utilizades per fer de contadors, gestionar el temps i  emmagatzemar 
resultats *) 
 
val Time = time; 
 
(*VARIABLES DE LA FUNCIO TEMPS_INTERVAL*) 
val sum1 = ref 0; 
val sum2 = ref 0; 
val sum3 = ref 0; 
val sum4 = ref 0; 
val sum5 = ref 0; 
val sum6 = ref 0; 
val sum7 = ref 0; 
val sum8 = ref 0; 
val sum9 = ref 0; 
val sum10 = ref 0; 
val sum11 = ref 0; 
val sum12 = ref 0; 
 
(*VARIABLES DE LA FUNCIO DISTRIBUIR*) 
val peces_distribuides = ref 0.0; 
 
(*VARIABLES DE LA FUNCIO ARRIBAR*) 
val peces_arribades = ref 0.0; 
 
(*VARIABLES DE LA FUNCIO CARREGAR*) 
val peces_carregades = ref 0.0; 
 
(*VARIABLES DE LA FUNCIO INTRODUIR*) 
val peces_introduides = ref 0.0; 
 
(*VARIABLES DE LA FUNCIO TRANS_A_MAQ*) 
val peces_trans_a_maq = ref 0.0; 
 
(*VARIABLES DE LA FUNCIO PROCESSAR*) 
val peces_processades = ref 0.0; 
 
 (*VARIABLES DE LA FUNCIO TRANS_DE_MAQ*) 
val peces_trans_de_maq = ref 0.0; 
 
(*VARIABLES DE LA FUNCIO RETORNAR*) 
val peces_retornades = ref 0.0; 
 
(*VARIABLES DE LA FUNCIO DESCARREGAR*) 
val peces_descarregades = ref 0.0; 
 
(*VARIABLES DE LA FUNCIO ASSIG_PECES_MAQ*) 
val p_proc_tip1_maq1 = ref 0.0; 
val p_proc_tip2_maq1 = ref 0.0; 
val p_proc_tip3_maq1 = ref 0.0; 
val p_proc_tip4_maq1 = ref 0.0; 
val p_proc_tip5_maq1 = ref 0.0; 
val p_proc_tip6_maq1 = ref 0.0; 
val p_proc_tip7_maq1 = ref 0.0; 
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val p_proc_tip8_maq1 = ref 0.0; 
val p_proc_tip9_maq1 = ref 0.0; 
val p_proc_tip10_maq1 = ref 0.0; 
val p_proc_tip11_maq1 = ref 0.0; 
val p_proc_tip12_maq1 = ref 0.0; 
 
val p_proc_tip1_maq2 = ref 0.0; 
val p_proc_tip2_maq2 = ref 0.0; 
val p_proc_tip3_maq2 = ref 0.0; 
val p_proc_tip4_maq2 = ref 0.0; 
val p_proc_tip5_maq2 = ref 0.0; 
val p_proc_tip6_maq2 = ref 0.0; 
val p_proc_tip7_maq2 = ref 0.0; 
val p_proc_tip8_maq2 = ref 0.0; 
val p_proc_tip9_maq2 = ref 0.0; 
val p_proc_tip10_maq2 = ref 0.0; 
val p_proc_tip11_maq2 = ref 0.0; 
val p_proc_tip12_maq2 = ref 0.0; 
 
val p_proc_tip1_maq3 = ref 0.0; 
val p_proc_tip2_maq3 = ref 0.0; 
val p_proc_tip3_maq3 = ref 0.0; 
val p_proc_tip4_maq3 = ref 0.0; 
val p_proc_tip5_maq3 = ref 0.0; 
val p_proc_tip6_maq3 = ref 0.0; 
val p_proc_tip7_maq3 = ref 0.0; 
val p_proc_tip8_maq3 = ref 0.0; 
val p_proc_tip9_maq3 = ref 0.0; 
val p_proc_tip10_maq3 = ref 0.0; 
val p_proc_tip11_maq3 = ref 0.0; 
val p_proc_tip12_maq3 = ref 0.0;  
 
(*VARIABLES DE LA FUNCIO NUM_PECES_ACABADES*) 
val p_acab_tip1 = ref 0.0; 
val p_acab_tip2 = ref 0.0; 
val p_acab_tip3 = ref 0.0; 
val p_acab_tip4 = ref 0.0; 
val p_acab_tip5 = ref 0.0; 
val p_acab_tip6 = ref 0.0; 
val p_acab_tip7 = ref 0.0; 
val p_acab_tip8 = ref 0.0; 
val p_acab_tip9 = ref 0.0; 
val p_acab_tip10 = ref 0.0; 
val p_acab_tip11 = ref 0.0; 
val p_acab_tip12 = ref 0.0; 
 
(*VARIABLES DE LA FUNCIO INICIALITZAR*) 
val dispara_assignar = ref 0.0; 
 
(*VARIABLES DE LA FUNCIO RESULTATS*) 
val dispara_resultats = ref 0.0; 
 
(*VARIABLES DE LA FUNCIO SUM_DINS*) 
val peces_dins = ref 0.0; 
val sum_peces_dins = ref 0.0; 
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(*VARIABLES DE LA FUNCIO SUM_PREPARAT*) 
val peces_preparat = ref 0.0; 
val sum_peces_preparat = ref 0.0; 
 
(*VARIABLES DE LA FUNCIO SUM_CUA_ENTRADA*) 
val peces_cua_entrada = ref 0.0; 
val sum_peces_cua_entrada = ref 0.0; 
 
(*VARIABLES DE LA FUNCIO TEMPS_TRANS_A_MAQ*) 
val temps_trans_a_maq1 = ref 0; 
val temps_trans_a_maq2 = ref 0; 
val temps_trans_a_maq3 = ref 0; 
 
(*VARIABLES DE LA FUNCIO TEMPS_TRANS_DE_MAQ*) 
val temps_trans_de_maq1 = ref 0; 
val temps_trans_de_maq2 = ref 0; 
val temps_trans_de_maq3 = ref 0; 
val temps_ocup_maq1 = ref 0; 
val temps_ocup_maq2 = ref 0; 
val temps_ocup_maq3 = ref 0; 
val acum_temps_ocup_maq1 = ref 0; 
val acum_temps_ocup_maq2 = ref 0; 
val acum_temps_ocup_maq3 = ref 0; 
 
(*VARIABLES DE LA FUNCIO TEMPS_ARRIBADA*) 
val temps_arrib_tip1 = ref 0; 
val temps_arrib_tip2 = ref 0; 
val temps_arrib_tip3 = ref 0; 
val temps_arrib_tip4 = ref 0; 
val temps_arrib_tip5 = ref 0; 
val temps_arrib_tip6 = ref 0; 
val temps_arrib_tip7 = ref 0; 
val temps_arrib_tip8 = ref 0; 
val temps_arrib_tip9 = ref 0; 
val temps_arrib_tip10 = ref 0; 
val temps_arrib_tip11 = ref 0; 
val temps_arrib_tip12 = ref 0; 
 
(*VARIABLES DE LA FUNCIO TEMPS_PECES_SIST*) 
val temps_sort_tip1 = ref 0; 
val temps_sort_tip2 = ref 0; 
val temps_sort_tip3 = ref 0; 
val temps_sort_tip4 = ref 0; 
val temps_sort_tip5 = ref 0; 
val temps_sort_tip6 = ref 0; 
val temps_sort_tip7 = ref 0; 
val temps_sort_tip8 = ref 0; 
val temps_sort_tip9 = ref 0; 
val temps_sort_tip10 = ref 0; 
val temps_sort_tip11 = ref 0; 
val temps_sort_tip12 = ref 0; 
 
val temps_tip1 = ref 0; 
val temps_tip2 = ref 0; 
val temps_tip3 = ref 0; 
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val temps_tip4 = ref 0; 
val temps_tip5 = ref 0; 
val temps_tip6 = ref 0; 
val temps_tip7 = ref 0; 
val temps_tip8 = ref 0; 
val temps_tip9 = ref 0; 
val temps_tip10 = ref 0; 
val temps_tip11 = ref 0; 
val temps_tip12 = ref 0; 
 
val sum_temps_tip1 = ref 0; 
val sum_temps_tip2 = ref 0; 
val sum_temps_tip3 = ref 0; 
val sum_temps_tip4 = ref 0; 
val sum_temps_tip5 = ref 0; 
val sum_temps_tip6 = ref 0; 
val sum_temps_tip7 = ref 0; 
val sum_temps_tip8 = ref 0; 
val sum_temps_tip9 = ref 0; 
val sum_temps_tip10 = ref 0; 
val sum_temps_tip11 = ref 0; 
val sum_temps_tip12 = ref 0; 
 
(*VARIABLES DE LA FUNCIO TEMPS_INTRODUIR*) 
val temps_introduccio = ref 0; 
val temps_ocup_estacio = ref 0; 
val acum_temps_ocup_estacio = ref 0; 
 
(*VARIABLES DE LA FUNCIO TEMPS_RETORNAR*) 
val temps_retorn = ref 0; 
 
(*VARIABLES DE LA FUNCIO ESTACIONAR_PALETS*) 
val palets_estacionats = ref 0.0; 
 
(*VARIABLES DE LA FUNCIO EMMAGATZEMAR_PALETS*) 
val palets_emmagatzemats = ref 0.0; 
 
(*VARIABLES DE LA FUNCIO EMMAGATZEMAR_NOVES*) 
val peces_emmagatzemades_noves = ref 0.0; 
 
(*VARIABLES DE LA FUNCIO ESTACIONAR*) 
val peces_estacionades = ref 0.0; 
 
(*VARIABLES DE LA FUNCIO MAQUINAR*) 
val peces_de_magatzem = ref 0.0; 
 
(*VARIABLES DE LA FUNCIO EMMAGATZEMAR_PROCESSADES*) 
val peces_emmagatzemades_processades = ref 0.0; 
 
(*VARIABLES DE LA FUNCIO SUM_ESPERA_MAQUINAR*) 
val peces_espera_maquinar = ref 0.0; 
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(*VARIABLES DE LA FUNCIO SUM_MAGATZEM*) 
val palets_magatzem = ref 0.0; 
val sum_palets_magatzem = ref 0.0; 
 
(*VARIABLES DE LA FUNCIO TEMPS_EMMAGATZEMAR_NOVES*) 
val temps_emmagatzemades = ref 0; 
 
(*VARIABLES DE LA FUNCIO TEMPS_ESTACIONAR*) 
val temps_estacionades = ref 0; 
 
(*VARIABLES DE LA FUNCIO TEMPS_ESTACIONAR_PALETS*) 
val temps_palets_estacionats = ref 0; 
 
(*VARIABLES DE LA FUNCIO TEMPS_EMMAGATZEMAR_PALETS*) 
val temps_palets_emmagatzemats = ref 0; 
val fitxer_resultat = ref ""; 
 
(*Funció inicialitzar () .Funció de la transició Assignar. Inicialitza totes les variables*)  
 
fun inicialitzar () = ( 
let  
val q1 = 320; 
val q2 = 270; 
val q3 = 260; 
val q4 = 180; 
val q5 = 140; 
val q6 = 120; 
val q7 = 100; 
val q8 = 80; 
val q9 = 72; 
val q10 = 64; 
val q11 = 48; 
val q12 = 40; 
 
val nom_fitxer = "MODEL4A1"^".txt"; 
 
val inicialitzar = ( 
fitxer_resultat := nom_fitxer; 
sum1:=0;sum2:=0;sum3:=0;sum4:=0;sum5:=0;sum6:=0; 
sum7:=0;sum8:=0;sum9:=0;sum10:=0;sum11:=0;sum12:=0; peces_distribuides := 0.0; 
peces_arribades := 0.0;peces_carregades := 0.0;peces_introduides := 0.0; 
peces_trans_a_maq := 0.0;peces_trans_de_maq := 0.0; 
peces_processades := 0.0;peces_retornades := 0.0;peces_descarregades := 0.0; 
p_proc_tip1_maq1 := 0.0;p_proc_tip2_maq1 := 0.0;p_proc_tip3_maq1 := 0.0; 
p_proc_tip4_maq1 := 0.0;p_proc_tip5_maq1 := 0.0;p_proc_tip6_maq1 := 0.0; 
p_proc_tip7_maq1 := 0.0;p_proc_tip8_maq1 := 0.0;p_proc_tip9_maq1 := 0.0; 
p_proc_tip10_maq1 := 0.0;p_proc_tip11_maq1 := 0.0;p_proc_tip12_maq1 := 0.0; 
p_proc_tip1_maq2 := 0.0;p_proc_tip2_maq2 := 0.0;p_proc_tip3_maq2 := 0.0; 
p_proc_tip4_maq2 := 0.0;p_proc_tip5_maq2 := 0.0;p_proc_tip6_maq2 := 0.0; 
p_proc_tip7_maq2 := 0.0;p_proc_tip8_maq2 := 0.0;p_proc_tip9_maq2 := 0.0; 
p_proc_tip10_maq2 := 0.0;p_proc_tip11_maq2 := 0.0;p_proc_tip12_maq2 := 0.0; 
p_proc_tip1_maq3 := 0.0;p_proc_tip2_maq3 := 0.0;p_proc_tip3_maq3 := 0.0; 
p_proc_tip4_maq3 := 0.0;p_proc_tip5_maq3 := 0.0;p_proc_tip6_maq3 := 0.0; 
p_proc_tip7_maq3 := 0.0;p_proc_tip8_maq3 := 0.0;p_proc_tip9_maq3 := 0.0; 
p proc tip10 maq3 := 0.0;p proc tip11 maq3 := 0.0;p proc tip12 maq3 := 0.0;
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p_acab_tip1 := 0.0;p_acab_tip2 := 0.0;p_acab_tip3 := 0.0;p_acab_tip4 := 0.0;p_acab_tip5 := 
0.0;p_acab_tip6 := 0.0;p_acab_tip7 := 0.0;p_acab_tip8 := 0.0;p_acab_tip9 := 0.0;p_acab_tip10 := 
0.0;p_acab_tip11 := 0.0;p_acab_tip12 := 0.0;dispara_assignar := 0.0;dispara_resultats :=0.0 
;dispara_assignar := !dispara_assignar + 1.0; peces_dins := 0.0 ; sum_peces_dins:=0.0; peces_preparat 
:= 0.0;sum_peces_preparat := 0.0; peces_cua_entrada := 0.0; sum_peces_cua_entrada := 0.0; 
temps_trans_a_maq1 := 0;temps_trans_a_maq2 := 0;temps_trans_a_maq3 := 0;temps_trans_de_maq1 
:= 0;temps_trans_de_maq2 := 0;temps_trans_de_maq3 := 0; temps_ocup_maq1 := 0;temps_ocup_maq2 
:= 0;temps_ocup_maq3 := 0; acum_temps_ocup_maq1 := 
0;acum_temps_ocup_maq2 := 0;acum_temps_ocup_maq3 := 0;temps_arrib_tip1 := 0;temps_arrib_tip2 
:= 0;temps_arrib_tip3 := 0;temps_arrib_tip4 := 0;temps_arrib_tip5 := 0;temps_arrib_tip6 := 
0;temps_arrib_tip7 := 0;temps_arrib_tip8 := 0;temps_arrib_tip9 := 0;temps_arrib_tip10 := 
0;temps_arrib_tip11 := 0;temps_arrib_tip12 := 0; temps_sort_tip1 := 0;temps_sort_tip2 := 
0;temps_sort_tip3 := 0;temps_sort_tip4 := 0;temps_sort_tip5 : 
= 0;temps_sort_tip6 := 0;temps_sort_tip7 := 0;temps_sort_tip8 := 0;temps_sort_tip9 := 
0;temps_sort_tip10 := 0;temps_sort_tip11 := 0;temps_sort_tip12 := 0; temps_tip1 :=0; temps_tip2 :=0; 
temps_tip3 :=0; temps_tip4 :=0; temps_tip5 :=0; temps_tip6 :=0; temps_tip7 :=0; temps_tip8 :=0; 
temps_tip9 :=0; temps_tip10 :=0; temps_tip11 :=0; temps_tip12 :=0; sum_temps_tip1 := 0; 
sum_temps_tip2 := 0; sum_temps_tip3 := 0; sum_temps_tip4 := 0; sum_temps_tip5 := 0; 
sum_temps_tip6 := 0; sum_temps_tip7 := 0; sum_temps_tip8 := 0; sum_temps_tip9 := 0; 
sum_temps_tip10 := 0; sum_temps_tip11 := 0; sum_temps_tip12 := 0; temps_introduccio :=0 
;temps_ocup_estacio :=0 ;acum_temps_ocup_estacio :=0;temps_retorn :=0; palets_estacionats 
:=0.0;palets_emmagatzemats := 0.0;peces_estacionades :=0.0; peces_emmagatzemades_noves := 
0.0;peces_de_magatzem :=0.0;peces_emmagatzemades_processades :=0.0; 
peces_espera_maquinar := 0.0;sum_peces_espera_maquinar := 0.0; palets_magatzem := 0.0; 
sum_palets_magatzem := 0.0; temps_emmagatzemades := 0;temps_estacionades := 





(*Funció recollir_resultats (). Funció de la transicio Resultats. Fa el càlcul de tots els paràmetres del 
sistema i els mostra através d'un fitxer de sortida*) 




val fitxer_sortida = TextIO.openOut (!fitxer_resultat); 
 
val temps = Time(); 
val temps_enter = IntInf.toInt temps; 
val temps_IntInf = IntInf.fromInt (temps_enter); 
val temps_real = IntInfToReal 0 temps_IntInf; 
 
val uoperari = (((!peces_carregades*3.0)+(!peces_descarregades*3.0)+(!palets_estacionats*5.0))/ 
(temps_real)); 




val ubuffers = (((!peces_trans_a_maq*1.0)+(!peces_trans_de_maq*1.0))/(temps_real)) 
 
val umaq1 = 
(((!p_proc_tip1_maq1*18.0)+(!p_proc_tip2_maq1*60.0)+(!p_proc_tip3_maq1*36.0)+(!p_proc_tip4_m
aq1*40.0)+(!p_proc_tip5_maq1*36.0)+(!p_proc_tip6_maq1*24.0)+(!p_proc_tip7_maq1*32.0) 


















val umaquines = (umaq1 + umaq2 + umaq3)/3.0; 
val passos_sist =  !peces_arribades + !peces_carregades + !palets_estacionats + 
!peces_emmagatzemades_noves + !peces_de_magatzem + !peces_introduides + 
!peces_trans_a_maq + !peces_processades + !peces_trans_de_maq + 
!peces_emmagatzemades_processades + !peces_estacionades + !palets_emmagatzemats + 
!peces_retornades + !peces_descarregades ; 
 
val cua_dins = !sum_peces_dins / passos_sist; 
val cua_preparat = !sum_peces_preparat / passos_sist; 
val cua_entrada = !sum_peces_cua_entrada / passos_sist; 
val cua_espera_maquinar = !sum_peces_espera_maquinar / passos_sist; 
val cua_magatzem = !sum_palets_magatzem / passos_sist; 
 
val omaq1IntInf = IntInf.fromInt (!acum_temps_ocup_maq1); 
val omaq2IntInf = IntInf.fromInt (!acum_temps_ocup_maq2); 
val omaq3IntInf = IntInf.fromInt (!acum_temps_ocup_maq3); 
 
val omaq1Real = IntInfToReal 0 omaq1IntInf; 
val omaq2Real = IntInfToReal 0 omaq2IntInf; 
val omaq3Real = IntInfToReal 0 omaq3IntInf; 
 
val omaq1 = omaq1Real / (temps_real); 
val omaq2 = omaq2Real / (temps_real); 
val omaq3 = omaq3Real / (temps_real); 
val omaq = (omaq1 + omaq2 + omaq3)/3.0; 
 
val sum_temps_tip1IntInf = IntInf.fromInt (!sum_temps_tip1); 
val sum_temps_tip2IntInf = IntInf.fromInt (!sum_temps_tip2); 
val sum_temps_tip3IntInf = IntInf.fromInt (!sum_temps_tip3); 
val sum_temps_tip4IntInf = IntInf.fromInt (!sum_temps_tip4); 
val sum_temps_tip5IntInf = IntInf.fromInt (!sum_temps_tip5); 
val sum_temps_tip6IntInf = IntInf.fromInt (!sum_temps_tip6); 
val sum_temps_tip7IntInf = IntInf.fromInt (!sum_temps_tip7); 
val sum_temps_tip8IntInf = IntInf.fromInt (!sum_temps_tip8); 
val sum_temps_tip9IntInf = IntInf.fromInt (!sum_temps_tip9); 
val sum_temps_tip10IntInf = IntInf.fromInt (!sum_temps_tip10); 
val sum_temps_tip11IntInf = IntInf.fromInt (!sum_temps_tip11); 
val sum_temps_tip12IntInf = IntInf.fromInt (!sum_temps_tip12); 
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val sum_temps_tip1Real = IntInfToReal 0 sum_temps_tip1IntInf; 
val sum_temps_tip2Real = IntInfToReal 0 sum_temps_tip2IntInf; 
val sum_temps_tip3Real = IntInfToReal 0 sum_temps_tip3IntInf; 
val sum_temps_tip4Real = IntInfToReal 0 sum_temps_tip4IntInf; 
val sum_temps_tip5Real = IntInfToReal 0 sum_temps_tip5IntInf; 
val sum_temps_tip6Real = IntInfToReal 0 sum_temps_tip6IntInf; 
val sum_temps_tip7Real = IntInfToReal 0 sum_temps_tip7IntInf; 
val sum_temps_tip8Real = IntInfToReal 0 sum_temps_tip8IntInf; 
val sum_temps_tip9Real = IntInfToReal 0 sum_temps_tip9IntInf; 
val sum_temps_tip10Real = IntInfToReal 0 sum_temps_tip10IntInf; 
val sum_temps_tip11Real = IntInfToReal 0 sum_temps_tip11IntInf; 
val sum_temps_tip12Real = IntInfToReal 0 sum_temps_tip12IntInf; 
 
val temps_promig_tip1 = sum_temps_tip1Real / (!p_acab_tip1); 
val temps_promig_tip2 = sum_temps_tip2Real / (!p_acab_tip2); 
val temps_promig_tip3 = sum_temps_tip3Real / (!p_acab_tip3); 
val temps_promig_tip4 = sum_temps_tip4Real / (!p_acab_tip4); 
val temps_promig_tip5 = sum_temps_tip5Real / (!p_acab_tip5); 
val temps_promig_tip6 = sum_temps_tip6Real / (!p_acab_tip6); 
val temps_promig_tip7 = sum_temps_tip7Real / (!p_acab_tip7); 
val temps_promig_tip8 = sum_temps_tip8Real / (!p_acab_tip8); 
val temps_promig_tip9 = sum_temps_tip9Real / (!p_acab_tip8); 
val temps_promig_tip10 = sum_temps_tip10Real / (!p_acab_tip10); 
val temps_promig_tip11 = sum_temps_tip11Real / (!p_acab_tip11); 
val temps_promig_tip12= sum_temps_tip12Real / (!p_acab_tip12); 
 
val temps_promig_peces = (temps_promig_tip1 + temps_promig_tip2+ temps_promig_tip3+ 
temps_promig_tip4+ temps_promig_tip5+ temps_promig_tip6+ temps_promig_tip7+ 
temps_promig_tip8+ temps_promig_tip9+ temps_promig_tip10+ temps_promig_tip11+ 
temps_promig_tip12)/ 12.0;  
 
val oestacioIntInf = IntInf.fromInt (!acum_temps_ocup_estacio); 
val oestacioReal = IntInfToReal 0 oestacioIntInf; 





 TextIO.output (fitxer_sortida, ("\t MODEL 4A1 : SISTEMA AMB MAGATZEM CENTRAL DE    
PALETS, UNA ESTACIO DE CARREGA I ARRIBADA DE PECES CONTROLADA\n")); 
 TextIO.output (fitxer_sortida, ("\t RESULTATS \n")); 
 TextIO.output (fitxer_sortida, ("Pronostic de requeriments de peces mesuals  \t")); 
 TextIO.output (fitxer_sortida, (Real.toString (!peces_distribuides))); 
 TextIO.output (fitxer_sortida, ("\n")); 
 TextIO.output (fitxer_sortida, ("Numero de peces arribades \t")); 
 TextIO.output (fitxer_sortida, (Real.toString (!peces_arribades))); 
 TextIO.output (fitxer_sortida, ("\n")); 
 TextIO.output (fitxer_sortida, ("Numero de peces carregades \t")); 
 TextIO.output (fitxer_sortida, (Real.toString (!peces_carregades))); 
 TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de palets estacionats \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!palets_estacionats))); 
  TextIO.output (fitxer_sortida, ("\n")); 
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  TextIO.output (fitxer_sortida, ("Numero de peces mogudes de l'estacio de carrega al magatzem 
\t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!peces_emmagatzemades_noves))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de peces mogudes del magatzem a les maquines \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!peces_de_magatzem))); 
  TextIO.output (fitxer_sortida, ("\n")); 
 TextIO.output (fitxer_sortida, ("Numero de peces introduides \t")); 
 TextIO.output (fitxer_sortida, (Real.toString (!peces_introduides))); 
 TextIO.output (fitxer_sortida, ("Numero de peces transferides a maquina \t")); 
 TextIO.output (fitxer_sortida, (Real.toString (!peces_trans_a_maq))); 
 TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Numero de peces processades \t")); 
 TextIO.output (fitxer_sortida, (Real.toString (!peces_processades))); 
 TextIO.output (fitxer_sortida, ("\n")); 
 TextIO.output (fitxer_sortida, ("Numero de peces transferides de maquina \t")); 
 TextIO.output (fitxer_sortida, (Real.toString (!peces_trans_de_maq))); 
TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de peces emmagatzemades processades \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!peces_emmagatzemades_processades))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de peces estacionades \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!peces_estacionades))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de peces retornades \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!peces_retornades))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de peces descarregades \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!peces_descarregades))); 
TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de palets emmagatzemats \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!palets_emmagatzemats))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Grau d'utilitzacio de l'operari \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (uoperari))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Grau d'utilitzacio del vehicle \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (uvehicle))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Grau d'utilitzacio dels buffers \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (ubuffers))); 
TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Grau d'utilitzacio de la maquina 1 \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (umaq1))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Grau d'utilitzacio de la maquina 2 \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (umaq2))); 
TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Grau d'utilitzacio de la maquina 3 \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (umaq3))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Grau d'utilitzacio de les maquines  \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (umaquines))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer sortida, ("\n")); 
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  TextIO.output (fitxer_sortida, ("Numero de peces acabades tipus 1 \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!p_acab_tip1))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de peces acabades tipus 2 \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!p_acab_tip2))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de peces acabades tipus 3 \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!p_acab_tip3))); 
  TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Numero de peces acabades tipus 4 \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!p_acab_tip4))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de peces acabades tipus 5 \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!p_acab_tip5))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de peces acabades tipus 6 \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!p_acab_tip6))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de peces acabades tipus 7 \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!p_acab_tip7))); 
  TextIO.output (fitxer_sortida, ("Numero de peces acabades tipus 8 \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!p_acab_tip8))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de peces acabades tipus 9 \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!p_acab_tip9))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de peces acabades tipus 10 \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!p_acab_tip10))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de peces acabades tipus 11 \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!p_acab_tip11))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de peces acabades tipus 12 \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!p_acab_tip12))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de cops que dispara Assignar \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!dispara_assignar))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de cops que dispara Resultats \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!dispara_resultats))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de passos del sistema \t")); 
TextIO.output (fitxer_sortida, (Real.toString (passos_sist))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Promig de peces en cua abans de carregar \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (cua_dins))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Promig de peces en cua abans de introduir les peces a les maquines     
\t")); 
  TextIO.output (fitxer_sortida, (Real.toString (cua_preparat))); 
  TextIO.output (fitxer_sortida, ("\n")); 
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  TextIO.output (fitxer_sortida, ("Promig de peces en cua abans de moure del magatzem a la 
maquina \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (cua_espera_maquinar))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Promig de peces en cua d'entrada abans de transferir les peces a 
les maquines \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (cua_entrada))); 
TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Promig de palets en cua abans de moure a l'estacio de 
carrega per carregar \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (cua_magatzem))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Grau d'ocupacio de la maquina 1 \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (omaq1))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Grau d'ocupacio de la maquina 2 \t")); 
TextIO.output (fitxer_sortida, (Real.toString (omaq2))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Grau d'ocupacio de la maquina 3 \t")); 
TextIO.output (fitxer_sortida, (Real.toString (omaq3))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Grau d'ocupacio de les maquines \t")); 
TextIO.output (fitxer_sortida, (Real.toString (omaq))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Temps promig de peces al sistema \t")); 
TextIO.output (fitxer_sortida, (Real.toString (temps_promig_peces))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Temps promig de peces tipus 1  al sistema \t")); 
TextIO.output (fitxer_sortida, (Real.toString (temps_promig_tip1))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Temps promig de peces tipus 2  al sistema \t")); 
TextIO.output (fitxer_sortida, (Real.toString (temps_promig_tip2))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Temps promig de peces tipus 3  al sistema \t")); 
TextIO.output (fitxer_sortida, (Real.toString (temps_promig_tip3))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Temps promig de peces tipus 4  al sistema \t")); 
TextIO.output (fitxer_sortida, (Real.toString (temps_promig_tip4))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Temps promig de peces tipus 5  al sistema \t")); 
TextIO.output (fitxer_sortida, (Real.toString (temps_promig_tip5))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Temps promig de peces tipus 6  al sistema \t")); 
TextIO.output (fitxer_sortida, (Real.toString (temps_promig_tip6))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Temps promig de peces tipus 7  al sistema \t")); 
TextIO.output (fitxer_sortida, (Real.toString (temps_promig_tip7))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Temps promig de peces tipus 8  al sistema \t")); 
TextIO.output (fitxer_sortida, (Real.toString (temps_promig_tip8))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Temps promig de peces tipus 9  al sistema \t")); 
TextIO.output (fitxer_sortida, (Real.toString (temps_promig_tip9))); 
TextIO.output (fitxer_sortida, ("\n")); 
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TextIO.output (fitxer_sortida, ("Temps promig de peces tipus 10  al sistema \t")); 
TextIO.output (fitxer_sortida, (Real.toString (temps_promig_tip10))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Temps promig de peces tipus 11  al sistema \t")); 
TextIO.output (fitxer_sortida, (Real.toString (temps_promig_tip11))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Temps promig de peces tipus 12  al sistema \t")); 
TextIO.output (fitxer_sortida, (Real.toString (temps_promig_tip12))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Grau d'ocupacio de l'estacio de carrega \t")); 
TextIO.output (fitxer_sortida, (Real.toString (oestacio))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Temps de la simulacio \t")); 
TextIO.output (fitxer_sortida, (Int.toString (temps_enter))); 






(*Funció resultats().Funció de la transició Resultats. Conta el número de cops que es dispara la 
transició Resultats*) 
fun resultats ()= ( 
dispara_resultats := !dispara_resultats +1.0); 
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E.4.8. Pàgina de Funcions. 
(*PAGINA DE LA DECLARACIO TEMPORAL*) 
 
(*Funcio distribuir ().Funció de la transició Distribució Temporal. Conta el número de cops que es 
dispara la transició Distribució Temporal *) 
fun distribuir ()= ( 
peces_distribuides := !peces_distribuides +1.0); 
  
(*Funcio temps_interval (component).Funció de la transició Distribució Temporal. Aplica un 
interval d'arribada a les peces que arriben en funció del tipus que siguin. *) 
fun temps_interval (component)=  
(let  
val interval =  
(if (component = Component1) then  !sum1  
 else if (component = Component2) then  !sum2  
 else if (component = Component3) then  !sum3  
 else if (component = Component4) then  !sum4  
 else if (component = Component5) then  !sum5  
 else if (component = Component6) then  !sum6  
 else if (component = Component7) then  !sum7  
 else if (component = Component8) then  !sum8  
 else if (component = Component9) then  !sum9  
 else if (component = Component10) then  !sum10  
 else if (component = Component11) then  !sum11   
  else !sum12); 
val sumatori = (if ( component= Component1) then (sum1 := !sum1 + 90) 
 else if ( component= Component2) then (sum2 := !sum2 + 106) 
 else if ( component= Component3) then (sum3 := !sum3 + 110) 
 else if ( component= Component4) then (sum4 := !sum4 + 160) 
 else if ( component= Component5) then (sum5 := !sum5 + 205) 
 else if ( component= Component6) then (sum6 := !sum6 + 240) 
 else if ( component= Component7) then (sum7 := !sum7 + 288) 
 else if ( component= Component8) then (sum8 := !sum8 + 360) 
 else if ( component= Component9) then (sum9 := !sum9 + 400) 
 else if ( component= Component10) then (sum10 := !sum10 + 450) 
 else if ( component= Component11) then (sum11 := !sum11 + 600) 





(*Funció arribar().Funció de la transició Arribar. Conta el número de cops que es dispara la 
transició Arribar *) 
fun arribar ()= ( 
peces_arribades := !peces_arribades+1.0);  
 
(*Funció sum_dins().Funció de la transició Arribar. Acumula el sumatori de la diferència entre el 
número de cops que dispara la transició Arribar respecte Carregar i Moure a estacio de carrega i 
carregar, que es el número de peces que hi ha a al lloc Dins*) 
fun sum_dins ()= ( 
peces_dins := (!peces_arribades - !peces_carregades - !palets_estacionats); 
sum peces dins := !sum peces dins + !peces dins );
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(*Funció temps_arribada (component). Funció de la transició Arribar. Agafa el temps d'arribada per a 
cada tipus de peça*) 
fun temps_arribada (component) = ( 
if (component = Component1) then (temps_arrib_tip1 := IntInf.toInt(Time())) 
else if (component = Component2) then (temps_arrib_tip2 := IntInf.toInt(Time())) 
else if (component = Component3) then (temps_arrib_tip3 := IntInf.toInt(Time()))else if (component = 
Component4) then (temps_arrib_tip4 := IntInf.toInt(Time()))else if (component = Component5) then 
(temps_arrib_tip5 := IntInf.toInt(Time()))else if (component = Component6) then (temps_arrib_tip6 := 
IntInf.toInt(Time()))else if (component = Component7) then (temps_arrib_tip7 := 
IntInf.toInt(Time()))else if (component = Component8) then (temps_arrib_tip8 := 
IntInf.toInt(Time()))else if (component = Component9) then (temps_arrib_tip9 := 
IntInf.toInt(Time()))else if (component = Component10) then (temps_arrib_tip10 := 
IntInf.toInt(Time()))else if (component = Component11) then (temps_arrib_tip11 := 
IntInf.toInt(Time())) 
else (temps_arrib_tip12 := IntInf.toInt(Time()))); 
 
(*Funció carregar().Funció de la transició Carregar. Conta el número de cops que es dispara la 
transició Carregar *) 
fun carregar ()= ( 
peces_carregades := !peces_carregades + 1.0); 
 
(*Funció sum_preparat().Funció de la transició Carregar. Acumula el sumatori de la diferència 
entre el número de cops que dispara la transició Carregar i Moure a estacio de carrega i carregar 
respecte  Introduir i Moure de estacio de carrega per emmagatzemar , que es el número de peces que 
hi ha a al lloc Preparat*) 
fun sum_preparat ()= ( 
peces_preparat := (!peces_carregades + !palets_estacionats - !peces_introduides - 
!peces_emmagatzemades_noves); 
sum_peces_preparat := !sum_peces_preparat + !peces_preparat 
) ; 
 
(*Funció estacionar_palets ().Funció de la transició Moure a estacio de carrega i carregar. Conta el 
número de cops que es dispara la transició Moure a estacio de carrega i carregar *) 
fun estacionar_palets ()= ( 
palets_estacionats := !palets_estacionats  +1.0); 
 
(*Funció temps_estacionar_palets () Funció de la transició Moure a estacio de carrega i carregar. 
Agafa el temps en que arriben les paletes a la transició Moure a estacio de carrega i carregar.*) 
fun temps_estacionar_palets () =( 
temps_palets_estacionats := IntInf.toInt(Time()); 
temps_estacionades := 0; 
temps_retorn := 0); 
 
(*Funció emmagatzemar_noves (). Funció de la transició Moure de estacio carrega per 
emmagatzemar. Conta el número de cops que es dispara la transició Moure de estacio carrega per 
emmagatzemar *) 
fun emmagatzemar_noves ()= ( 
peces_emmagatzemades_noves := !peces_emmagatzemades_noves +1.0); 
 
(*Funció sum_espera_maquinar ().Funció de la transició Moure de estacio carrega per 
emmagatzemar. Acumula el sumatori de la diferència entre el número de cops que dispara la 
transició Moure de estacio carrega per emmagatzemar i Moure de magatzem a la maquina , que es el 
número de peces que hi ha a al lloc Espera per maquinar*) 
fun sum_espera_maquinar ()= ( 
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peces_espera_maquinar := (!peces_emmagatzemades_noves - !peces_de_magatzem); 
sum_peces_espera_maquinar := !sum_peces_espera_maquinar + !peces_espera_maquinar) ; 
 
(*Funció temps_emmagatzemar_noves ().Funció de la transició Moure de estacio carrega per 
emmagatzemar.. Acumula la diferència de temps entre el temps de moure de l’estació de càrrega per 
emmagatzemar i l’arribada a l’estació de càrrega,pel càlcul del grau d'ocupació d’aquesta*) 
fun temps_emmagatzemar_noves () =( 
temps_emmagatzemades := IntInf.toInt(Time()); 
temps_ocup_estacio:= (!temps_emmagatzemades + 2 - !temps_retorn - !temps_estacionades - 
!temps_palets_estacionats); 
acum_temps_ocup_estacio := !acum_temps_ocup_estacio + !temps_ocup_estacio ); 
 
 (*Funció maquinar().Funció de la transició Moure de magatzem a la maquina. Conta el número de 
cops que es dispara la transició Moure de magatzem a la maquina *) 
fun maquinar ()= ( 
peces_de_magatzem := !peces_de_magatzem +1.0); 
 
 (*Funció introduir().Funció de la transició Introduir. Conta el número de cops que es dispara la 
transició Introduir *) 
fun introduir ()= ( 
peces_introduides := !peces_introduides+1.0);  
 
(*Funció sum_cua_entrada().Funció de la transició Introduir. Acumula el sumatori de la diferència 
entre el número de cops que dispara la transició Introduir i Moure de magatzem a la maquina 
respecte  Transferir a la maquina, que es el número de peces que hi ha a al lloc En cua d’entrada*) 
fun sum_cua_entrada ()= ( 
peces_cua_entrada := (!peces_introduides + !peces_de_magatzem - !peces_trans_a_maq); 
sum_peces_cua_entrada := !sum_peces_cua_entrada + !peces_cua_entrada ); 
 
(*Funció temps_introduir (). Funció de la transició Introduir. Acumula la diferència de temps entre 
el temps d’introducció a les màquines i l’arribada a l’estació de càrrega,pel càlcul del grau 
d'ocupació d’aquesta*) 
fun temps_introduir () =( 
temps_introduccio := IntInf.toInt(Time()); 
temps_ocup_estacio:= (!temps_introduccio + 2 - !temps_retorn - !temps_estacionades - 
!temps_palets_estacionats); 
acum_temps_ocup_estacio := !acum_temps_ocup_estacio + !temps_ocup_estacio ) 
 
(*Funció trans_a_maq ().Funció de la transició Transferir a la maquina. Conta el número de cops que 
es dispara la transició Transferir a la maquina *) 
fun trans_a_maq ()= ( 
peces_trans_a_maq := !peces_trans_a_maq+1.0); 
 
(*Funció temps_trans_a_maq (maquina). Funció de la transició Transferir a la maquina. 
Emmagatzema el temps en funció del tipus  de màquina en la que s'introdueixi*) 
 
fun temps_trans_a_maq (maquina) =( 
if (maquina = Maquina1) then (temps_trans_a_maq1 := IntInf.toInt(Time())) 
else if (maquina = Maquina2) then (temps_trans_a_maq2 := IntInf.toInt(Time())) 
else (temps_trans_a_maq3 := IntInf.toInt(Time()))); 
 
 (*Funció processar().Funció de la transició Processar. Conta el número de cops que es dispara la 
transició Processar *) 
fun processar ()= ( 
peces processades := !peces processades+1.0);
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(*Funció assig_peces_maq(palet,maquina).Funció de la transició Processar. Conta el número de peces  
processades en funció del tipus i la màquina on es processa *) 
fun assig_peces_maq (palet,maquina)= ( 
if (maquina= Maquina1) then 
if (palet= Component1) then (p_proc_tip1_maq1 := !p_proc_tip1_maq1 + 1.0) 
else if (palet= Component2) then (p_proc_tip2_maq1 := !p_proc_tip2_maq1 + 1.0) 
else if (palet= Component3) then (p_proc_tip3_maq1 := !p_proc_tip3_maq1 + 1.0) 
else if (palet= Component4) then (p_proc_tip4_maq1 := !p_proc_tip4_maq1 + 1.0) 
else if (palet= Component5) then (p_proc_tip5_maq1 := !p_proc_tip5_maq1 + 1.0) 
else if (palet= Component6) then (p_proc_tip6_maq1 := !p_proc_tip6_maq1 + 1.0) 
else if (palet= Component7) then (p_proc_tip7_maq1 := !p_proc_tip7_maq1 + 1.0) 
else if (palet= Component8) then (p_proc_tip8_maq1 := !p_proc_tip8_maq1 + 1.0) 
else if (palet= Component9) then (p_proc_tip9_maq1 := !p_proc_tip9_maq1 + 1.0) 
else if (palet= Component10) then (p_proc_tip10_maq1 := !p_proc_tip10_maq1 + 1.0) 
else if (palet= Component11) then (p_proc_tip11_maq1 := !p_proc_tip11_maq1 + 1.0) 
else (p_proc_tip12_maq1 := !p_proc_tip12_maq1 + 1.0) 
else if (maquina= Maquina2) then 
if (palet= Component1) then (p_proc_tip1_maq2 := !p_proc_tip1_maq2 + 1.0) 
else if (palet= Component2) then (p_proc_tip2_maq2 := !p_proc_tip2_maq2 + 1.0) 
else if (palet= Component3) then (p_proc_tip3_maq2 := !p_proc_tip3_maq2 + 1.0) 
else if (palet= Component4) then (p_proc_tip4_maq2 := !p_proc_tip4_maq2 + 1.0) 
else if (palet= Component5) then (p_proc_tip5_maq2 := !p_proc_tip5_maq2 + 1.0) 
else if (palet= Component6) then (p_proc_tip6_maq2 := !p_proc_tip6_maq2 + 1.0) 
else if (palet= Component7) then (p_proc_tip7_maq2 := !p_proc_tip7_maq2 + 1.0) 
else if (palet= Component8) then (p_proc_tip8_maq2 := !p_proc_tip8_maq2 + 1.0) 
else if (palet= Component9) then (p_proc_tip9_maq2 := !p_proc_tip9_maq2 + 1.0) 
else if (palet= Component10) then (p_proc_tip10_maq2 := !p_proc_tip10_maq2 + 1.0) 
else if (palet= Component11) then (p_proc_tip11_maq2 := !p_proc_tip11_maq2 + 1.0) 
else (p_proc_tip12_maq2 := !p_proc_tip12_maq2 + 1.0) 
else   
(if (palet= Component1) then (p_proc_tip1_maq3 := !p_proc_tip1_maq3 + 1.0) 
else if (palet= Component2) then (p_proc_tip2_maq3 := !p_proc_tip2_maq3 + 1.0) 
else if (palet= Component3) then (p_proc_tip3_maq3 := !p_proc_tip3_maq3 + 1.0) 
else if (palet= Component4) then (p_proc_tip4_maq3 := !p_proc_tip4_maq3 + 1.0) 
else if (palet= Component5) then (p_proc_tip5_maq3 := !p_proc_tip5_maq3 + 1.0) 
else if (palet= Component6) then (p_proc_tip6_maq3 := !p_proc_tip6_maq3 + 1.0) 
else if (palet= Component7) then (p_proc_tip7_maq3 := !p_proc_tip7_maq3 + 1.0) 
else if (palet= Component8) then (p_proc_tip8_maq3 := !p_proc_tip8_maq3 + 1.0) 
else if (palet= Component9) then (p_proc_tip9_maq3 := !p_proc_tip9_maq3 + 1.0) 
else if (palet= Component10) then (p_proc_tip10_maq3 := !p_proc_tip10_maq3 + 1.0) 
else if (palet= Component11) then (p_proc_tip11_maq3 := !p_proc_tip11_maq3 + 1.0) 
else (p_proc_tip12_maq3 := !p_proc_tip12_maq3 + 1.0))); 
 
(*Funció trans_de_maq ().Funció de la transició Transferir de la maquina. Conta el número de cops 
que es dispara la transició Transferir de la maquina *) 
fun trans_de_maq ()= ( 
peces_trans_de_maq := !peces_trans_de_maq+1.0); 
 
 
(*Funció temps_trans_de_maq (maquina).Funció de la transició Transferir de la maquina. Acumula la 
diferència de temps entre el temps de transferència  a la màquina i de la màquina per cada màquina, 
pel càlcul del grau d'ocupació *) 
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fun temps_trans_de_maq (maquina) =( 
if (maquina = Maquina1) then (temps_trans_de_maq1 :=IntInf.toInt (Time());temps_ocup_maq1 := 
(!temps_trans_de_maq1  + 1 - !temps_trans_a_maq1);acum_temps_ocup_maq1 := 
!acum_temps_ocup_maq1 + !temps_ocup_maq1 ) 
else if (maquina = Maquina2) then (temps_trans_de_maq2 := IntInf.toInt(Time());temps_ocup_maq2 := 
(!temps_trans_de_maq2 + 1  - !temps_trans_a_maq2);acum_temps_ocup_maq2 := 
!acum_temps_ocup_maq2 + !temps_ocup_maq2 ) 
else (temps_trans_de_maq3 := IntInf.toInt(Time());temps_ocup_maq3 := (!temps_trans_de_maq3 + 1 - 
!temps_trans_a_maq3);acum_temps_ocup_maq3 := !acum_temps_ocup_maq3 + !temps_ocup_maq3 
)); 
 
(*Funció retornar().Funció de la transició Retornar. Conta el número de cops que es dispara la 
transició Retornar *) 
fun retornar ()= ( 
peces_retornades := !peces_retornades+1.0); 
 
(*Funció temps_retornar () .Funció de la transició Retornar. Agafa el temps en que arriben les 
paletes a la transició Retornar.*) 
fun temps_retornar () =( 
temps_retorn := IntInf.toInt(Time()); 
temps_estacionades := 0; 
temps_palets_estacionats := 0); 
 
(*Funció emmagatzemar_processades (). Funció de la transició Moure de maquina a magatzem. 
Conta el número de cops que es dispara la transició Moure de maquina a magatzem. *) 
fun emmagatzemar_processades ()= ( 
peces_emmagatzemades_processades := !peces_emmagatzemades_processades +1.0); 
 
(*Funció estacionar ().Funció de la transició Moure de magatzem a estacio carrega. Conta el 
número de cops que es dispara la transició  Moure de magatzem a estacio carrega.*) 
fun estacionar ()= ( 
peces_estacionades := !peces_estacionades +1.0); 
 
(*Funció temps_estacionar ().Funció de la transició Moure de magatzem a estacio carrega. Agafa el 
temps en que arriben les paletes a la transició Moure de magatzem a estacio carrega.*) 
fun temps_estacionar () =( 
temps_estacionades := IntInf.toInt(Time()); 
temps_retorn := 0; 
temps_palets_estacionats := 0); 
 
(*Funció descarregar().Funció de la transició Descarregar. Conta el número de cops que es dispara la 
transició Descarregar *) 
fun descarregar ()= ( 
peces_descarregades := !peces_descarregades+1.0); 
 
(*Funció num_peces_acabades (palet).Funció de la transició Descarregar. Conta el número de peces 




Anàlisi i disseny de Sistemes de Fabricació Flexible mitjançant Xarxes de Petri Colorejades Pàg. 247 
   
 
fun num_peces_acabades (palet)= ( 
if (palet= Component1) then (p_acab_tip1 := !p_acab_tip1 + 1.0) 
else if (palet= Component2) then (p_acab_tip2 := !p_acab_tip2 + 1.0) 
else if (palet= Component3) then (p_acab_tip3 := !p_acab_tip3 + 1.0) 
else if (palet= Component4) then (p_acab_tip4 := !p_acab_tip4 + 1.0) 
else if (palet= Component5) then (p_acab_tip5 := !p_acab_tip5 + 1.0) 
else if (palet= Component6) then (p_acab_tip6 := !p_acab_tip6 + 1.0) 
else if (palet= Component7) then (p_acab_tip7 := !p_acab_tip7 + 1.0) 
else if (palet= Component8) then (p_acab_tip8 := !p_acab_tip8 + 1.0) 
else if (palet= Component9) then (p_acab_tip9 := !p_acab_tip9 + 1.0) 
else if (palet= Component10) then (p_acab_tip10 := !p_acab_tip10 + 1.0) 
else if (palet= Component11) then (p_acab_tip11 := !p_acab_tip11 + 1.0) 
else (p_acab_tip12 := !p_acab_tip12 + 1.0)); 
 
(*Funció temps_peces_sist (palet) .Funció de la transició Descarregar. Fa el sumatori del temps que 
triga cada tipus de peça en atravessar el sistema, dada utilitzada en el càlcul de temps promig en el 
sistema per cada tipus de peça *) 
fun temps_peces_sist (palet) = ( 
if (palet = Component1) then (temps_sort_tip1 := IntInf.toInt(Time()); 
      temps_tip1 := (!temps_sort_tip1 + 3 - 
!temps_arrib_tip1); 
      sum_temps_tip1 := !sum_temps_tip1 + 
!temps_tip1) 
else if (palet = Component2) then (temps_sort_tip2 := IntInf.toInt(Time()); 
      temps_tip2 := (!temps_sort_tip2 + 3 - 
!temps_arrib_tip2); 
      sum_temps_tip2 := !sum_temps_tip2 + 
!temps_tip2) 
 
else if (palet = Component3) then (temps_sort_tip3 := IntInf.toInt(Time()); 
      temps_tip3 := (!temps_sort_tip3 + 3 - 
!temps_arrib_tip3); 
      sum_temps_tip3 := !sum_temps_tip3 + 
!temps_tip3) 
else if (palet = Component4) then (temps_sort_tip4 := IntInf.toInt(Time()); 
      temps_tip4 := (!temps_sort_tip4 + 3 - 
!temps_arrib_tip4); 
      sum_temps_tip4 := !sum_temps_tip4 + 
!temps_tip4) 
else if (palet = Component5) then (temps_sort_tip5 := IntInf.toInt(Time()); 
      temps_tip5 := (!temps_sort_tip5 + 3 - 
!temps_arrib_tip5); 
      sum_temps_tip5 := !sum_temps_tip5 + 
!temps_tip5) 
else if (palet = Component6) then (temps_sort_tip6 := IntInf.toInt(Time()); 
      temps_tip6 := (!temps_sort_tip6 + 3 - 
!temps_arrib_tip6); 
      sum_temps_tip6 := !sum_temps_tip6 + 
!temps_tip6) 
else if (palet = Component7) then (temps_sort_tip7 := IntInf.toInt(Time()); 
      temps_tip7 := (!temps_sort_tip7 + 3 - 
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Figura E.31. Pàgina Funcions d'un sistema amb un magatzem central de paletes. 
!temps_arrib_tip7); 
      sum_temps_tip7 := !sum_temps_tip7 + 
!temps_tip7) 
else if (palet = Component8) then (temps_sort_tip8 := IntInf.toInt(Time()); 
      temps_tip8 := (!temps_sort_tip8 + 3 - 
!temps_arrib_tip8); 
      sum_temps_tip8 := !sum_temps_tip8 + 
!temps_tip8) 
else if (palet = Component9) then (temps_sort_tip9 := IntInf.toInt(Time()); 
      temps_tip9 := (!temps_sort_tip9 + 3 - 
!temps_arrib_tip9); 
      sum_temps_tip9 := !sum_temps_tip9 + 
!temps_tip9) 
else if (palet = Component10) then (temps_sort_tip10 := IntInf.toInt(Time()); 
      temps_tip10 := (!temps_sort_tip10 + 3 - 
!temps_arrib_tip10); 
      sum_temps_tip10 := !sum_temps_tip10 + 
temps_tip10) 
else if (palet = Component11) then (temps_sort_tip11 := IntInf.toInt(Time()); 
      temps_tip11 := (!temps_sort_tip11 + 3 - 
!temps_arrib_tip11); 
      sum_temps_tip11 := !sum_temps_tip11 + 
!temps_tip11) 
else (temps_sort_tip12 := IntInf.toInt(Time()); 
      temps_tip12 := (!temps_sort_tip12 + 3 - 
!temps_arrib_tip12); 
      sum_temps_tip12 := !sum_temps_tip12 + 
!temps_tip12)); 
 
(*Funció emmagatzemar_palets (). Funció de la transició Moure al magatzem. Conta el número de 
cops que es dispara la transició Moure al magatzem. *) 
fun emmagatzemar_palets ()= ( 
palets_emmagatzemats := !palets_emmagatzemats +1.0); 
 
(*Funció sum_magatzem (). Funció de la transició Moure al magatzem. Acumula el sumatori de la 
diferència entre el número de cops que dispara la transició Moure al magatzem i Moure a estacio de 
carrega i carregar, que es el número de peces que hi ha a al lloc En magatzem*) 
fun sum_magatzem ()= ( 
palets_magatzem := (!palets_emmagatzemats - !palets_estacionats); 
sum_palets_magatzem := !sum_palets_magatzem + !palets_magatzem );  
 
(*Funció temps_emmagatzemar_palets (). Funció de la transició Moure al magatzem. Acumula la 
diferència de temps entre el temps de moure paletes buides al magatzem  i l’arribada a l’estació de 
càrrega,pel càlcul del grau d'ocupació d’aquesta*) 
fun temps_emmagatzemar_palets () =( 
temps_palets_emmagatzemats := IntInf.toInt(Time()); 
temps_ocup_estacio:= (!temps_palets_emmagatzemats + 2 - !temps_retorn - !temps_estacionades 
); 
acum_temps_ocup_estacio := !acum_temps_ocup_estacio + !temps_ocup_estacio ) 
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E.5. Sistema amb un magatzem central limitat. 
 E.5.1. Pàgina Jeràrquica. 
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E.5.2. Pàgina Model5A4. 
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E.5.3. Subpàgina CarregaDescarregaEmmagatzema . 
 
Figura E.35. Subpàgina CarregaDescarregaEmmagatzema d'un sistema amb magatzem 
central limitat. 
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Figura E.36. Segments de codi de la subpàgina CarregaDescarregaEmmagatzema d'un 
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E.5.4. Subpàgina Mou:EstacionsMaquines. 
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E.5.5. Subpàgina Transferencia. 
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E.5.6. Subpàgina Mou:MaquinesEstacions. 
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E.5.7. Pàgina Declaracions. 
(*PAGINA DE LA DECLARACIO GLOBAL*) 
 
color Maquina = with Maquina1 | Maquina2 | Maquina3 timed;   (*Tipus relatiu a les maquines de 
processat*) 
color Component = with Component1 | Component2 | Component3 | Component4 | 
              Component5 | Component6 | Component7 | Component8 | 
Component9 | Component10 | Component11 | Component12 timed ;  (* 
Tipus relatiu a les peces que arriben*) 
color Palet = Component;  (*Tipus relatiu les paletes segons peces*) 
color Operador = with Operador1 timed;  (*Tipus relatiu al operari que carrega les peces*) 
color Vehicle = with Vehicle1 timed;  (*Tipus relatiu al vehicle que transporta les peces*) 
color PaletMaquina =  product Palet*Maquina timed;  (*Tipus relatiu a les paletes segons maquina 
en la que estiguin*) 
color Enter = int;  (*Tipus relatiu als valors enters *) 
color Token = with T;  (*Tipus relatiu a la marca d'inici del sistema*) 
color BufferEntrada = Maquina;  (*Tipus relatiu a les posicions de buffers d'entrada de les 
maquines*) 
color BufferSortida = Maquina;  (*Tipus relatiu a les posicions de buffers de sortida de les 
maquines*) 
color PaletBufferEntrada =  product Palet*BufferEntrada;  (*Tipus relatiu a les paletes segons buffer 
d'entrada on estiguin*)  
color PaletBufferSortida =  product Palet*BufferSortida;  (*Tipus relatiu a les paletes segons buffer 
de sortida on estiguin*) 
color EstacioCarrega = with Estacio1| Estacio2 timed; (*Tipus relatiu a les  estacions  de carrega 
generals*) 
color PaletEstacioCarrega =  product Palet*EstacioCarrega; (*Tipus relatiu a les  paletes segons 
la estacio de carrega on estiguin*) 
color Espai = with Espai1 |Espai2 | Espai3 | Espai4 timed; (*Tipus relatiu als  espais del 
magatzem central limitat*) 
color PaletEspai =  product Palet*Espai; (*Tipus relatiu a les  paletes segons l'espai del 
magatzem on estiguin*) 
 
var token : Token;  (*Variable relativa a una marca*) 
var q1 :Enter;  (*Variable relativa a la quantitat de peces tipus Component1*)  
var q2 :Enter;  (*Variable relativa a la quantitat de peces tipus Component2*) 
var q3 :Enter;  (*Variable relativa a la quantitat de peces tipus Component3*) 
var q4 :Enter;  (*Variable relativa a la quantitat de peces tipus Component4*) 
var q5 :Enter;  (*Variable relativa a la quantitat de peces tipus Component5*) 
var q6 :Enter;  (*Variable relativa a la quantitat de peces tipus Component6*) 
var q7 :Enter;  (*Variable relativa a la quantitat de peces tipus Component7*) 
var q8 :Enter;  (*Variable relativa a la quantitat de peces tipus Component8*) 
var q9 :Enter;  (*Variable relativa a la quantitat de peces tipus Component9*) 
var q10 :Enter;  (*Variable relativa a la quantitat de peces tipus Component10*) 
var q11 :Enter;  (*Variable relativa a la quantitat de peces tipus Component11*) 
var q12 :Enter;  (* Variable relativa a la quantitat de peces tipus Component12*) 
var interval : Enter;  (*Variable relativa al temps d'arribada de cada component *) 
var maquina : Maquina;  (* Variable relativa a una maquina*) 
var component : Component;  (* Variable relativa a un component*) 
var operador : Operador;  (* Variable relativa a un operador *) 
var vehicle: Vehicle;  (* Variable relativa a un vehicle*) 
var palet : Palet;   (*Variable relativa a una paleta*)
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var bufferentrada : Maquina;  (*Variable relativa a  un buffer d'entrada d'una maquina*) 
var buffersortida : Maquina;  (*Variable relativa a  un buffer de sortida d'una maquina*) 
var estacio : EstacioCarrega; (*Variable relativa a  una estacio  carrega general*)   
var espai : Espai; (*Variable relativa a  un espai del magatzem central limitat*) 
 
(* Variables de referencia utilizades per fer de contadors, gestionar el temps i  emmagatzemar 
resultats *) 
 
val Time = time; 
 
(*VARIABLES DE LA FUNCIO TEMPS_INTERVAL*) 
val sum1 = ref 0; 
val sum2 = ref 0; 
val sum3 = ref 0; 
val sum4 = ref 0; 
val sum5 = ref 0; 
val sum6 = ref 0; 
val sum7 = ref 0; 
val sum8 = ref 0; 
val sum9 = ref 0; 
val sum10 = ref 0; 
val sum11 = ref 0; 
val sum12 = ref 0; 
 
(*VARIABLES DE LA FUNCIO DISTRIBUIR*) 
val peces_distribuides = ref 0.0; 
 
(*VARIABLES DE LA FUNCIO ARRIBAR*) 
val peces_arribades = ref 0.0; 
 
(*VARIABLES DE LA FUNCIO CARREGAR*) 
val peces_carregades = ref 0.0; 
 
(*VARIABLES DE LA FUNCIO INTRODUIR*) 
val peces_introduides = ref 0.0; 
 
(*VARIABLES DE LA FUNCIO TRANS_A_MAQ*) 
val peces_trans_a_maq = ref 0.0; 
 
(*VARIABLES DE LA FUNCIO PROCESSAR*) 
val peces_processades = ref 0.0; 
 
 (*VARIABLES DE LA FUNCIO TRANS_DE_MAQ*) 
val peces_trans_de_maq = ref 0.0; 
 
(*VARIABLES DE LA FUNCIO RETORNAR*) 
val peces_retornades = ref 0.0; 
 
(*VARIABLES DE LA FUNCIO DESCARREGAR*) 
val peces_descarregades = ref 0.0; 
 
(*VARIABLES DE LA FUNCIO ASSIG_PECES_MAQ*) 
val p_proc_tip1_maq1 = ref 0.0; 
val p_proc_tip2_maq1 = ref 0.0; 
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val p_proc_tip3_maq1 = ref 0.0; 
val p_proc_tip4_maq1 = ref 0.0; 
val p_proc_tip5_maq1 = ref 0.0; 
val p_proc_tip6_maq1 = ref 0.0; 
val p_proc_tip7_maq1 = ref 0.0; 
val p_proc_tip8_maq1 = ref 0.0; 
val p_proc_tip9_maq1 = ref 0.0; 
val p_proc_tip10_maq1 = ref 0.0; 
val p_proc_tip11_maq1 = ref 0.0; 
val p_proc_tip12_maq1 = ref 0.0; 
 
val p_proc_tip1_maq2 = ref 0.0; 
val p_proc_tip2_maq2 = ref 0.0; 
val p_proc_tip3_maq2 = ref 0.0; 
val p_proc_tip4_maq2 = ref 0.0; 
val p_proc_tip5_maq2 = ref 0.0; 
val p_proc_tip6_maq2 = ref 0.0; 
val p_proc_tip7_maq2 = ref 0.0; 
val p_proc_tip8_maq2 = ref 0.0; 
val p_proc_tip9_maq2 = ref 0.0; 
val p_proc_tip10_maq2 = ref 0.0; 
val p_proc_tip11_maq2 = ref 0.0; 
val p_proc_tip12_maq2 = ref 0.0; 
 
val p_proc_tip1_maq3 = ref 0.0; 
val p_proc_tip2_maq3 = ref 0.0; 
val p_proc_tip3_maq3 = ref 0.0; 
val p_proc_tip4_maq3 = ref 0.0; 
val p_proc_tip5_maq3 = ref 0.0; 
val p_proc_tip6_maq3 = ref 0.0; 
val p_proc_tip7_maq3 = ref 0.0; 
val p_proc_tip8_maq3 = ref 0.0; 
val p_proc_tip9_maq3 = ref 0.0; 
val p_proc_tip10_maq3 = ref 0.0; 
val p_proc_tip11_maq3 = ref 0.0; 
val p_proc_tip12_maq3 = ref 0.0;  
 
(*VARIABLES DE LA FUNCIO NUM_PECES_ACABADES*) 
val p_acab_tip1 = ref 0.0; 
val p_acab_tip2 = ref 0.0; 
val p_acab_tip3 = ref 0.0; 
val p_acab_tip4 = ref 0.0; 
val p_acab_tip5 = ref 0.0; 
val p_acab_tip6 = ref 0.0; 
val p_acab_tip7 = ref 0.0; 
val p_acab_tip8 = ref 0.0; 
val p_acab_tip9 = ref 0.0; 
val p_acab_tip10 = ref 0.0; 
val p_acab_tip11 = ref 0.0; 
val p_acab_tip12 = ref 0.0; 
 
(*VARIABLES DE LA FUNCIO INICIALITZAR*) 
val dispara_assignar = ref 0.0; 
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(*VARIABLES DE LA FUNCIO RESULTATS*) 
val dispara_resultats = ref 0.0; 
 
(*VARIABLES DE LA FUNCIO SUM_DINS*) 
val peces_dins = ref 0.0; 
val sum_peces_dins = ref 0.0; 
 
 (*VARIABLES DE LA FUNCIO SUM_PREPARAT*) 
val peces_preparat = ref 0.0; 
val sum_peces_preparat = ref 0.0; 
 
(*VARIABLES DE LA FUNCIO SUM_CUA_ENTRADA*) 
val peces_cua_entrada = ref 0.0; 
val sum_peces_cua_entrada = ref 0.0; 
 
(*VARIABLES DE LA FUNCIO TEMPS_TRANS_A_MAQ*) 
val temps_trans_a_maq1 = ref 0; 
val temps_trans_a_maq2 = ref 0; 
val temps_trans_a_maq3 = ref 0; 
 
(*VARIABLES DE LA FUNCIO TEMPS_TRANS_DE_MAQ*) 
val temps_trans_de_maq1 = ref 0; 
val temps_trans_de_maq2 = ref 0; 
val temps_trans_de_maq3 = ref 0; 
val temps_ocup_maq1 = ref 0; 
val temps_ocup_maq2 = ref 0; 
val temps_ocup_maq3 = ref 0; 
val acum_temps_ocup_maq1 = ref 0; 
val acum_temps_ocup_maq2 = ref 0; 
val acum_temps_ocup_maq3 = ref 0; 
 
(*VARIABLES DE LA FUNCIO TEMPS_ARRIBADA*) 
val temps_arrib_tip1 = ref 0; 
val temps_arrib_tip2 = ref 0; 
val temps_arrib_tip3 = ref 0; 
val temps_arrib_tip4 = ref 0; 
val temps_arrib_tip5 = ref 0; 
val temps_arrib_tip6 = ref 0; 
val temps_arrib_tip7 = ref 0; 
val temps_arrib_tip8 = ref 0; 
val temps_arrib_tip9 = ref 0; 
val temps_arrib_tip10 = ref 0; 
val temps_arrib_tip11 = ref 0; 
val temps_arrib_tip12 = ref 0; 
 
(*VARIABLES DE LA FUNCIO TEMPS_PECES_SIST*) 
val temps_sort_tip1 = ref 0; 
val temps_sort_tip2 = ref 0; 
val temps_sort_tip3 = ref 0; 
val temps_sort_tip4 = ref 0; 
val temps_sort_tip5 = ref 0; 
val temps_sort_tip6 = ref 0; 
val temps_sort_tip7 = ref 0; 
val temps_sort_tip8 = ref 0; 
val temps_sort_tip9 = ref 0; 
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val temps_sort_tip10 = ref 0; 
val temps_sort_tip11 = ref 0; 
val temps_sort_tip12 = ref 0; 
 
val temps_tip1 = ref 0; 
val temps_tip2 = ref 0; 
val temps_tip3 = ref 0; 
val temps_tip4 = ref 0; 
val temps_tip5 = ref 0; 
val temps_tip6 = ref 0; 
val temps_tip7 = ref 0; 
val temps_tip8 = ref 0; 
val temps_tip9 = ref 0; 
val temps_tip10 = ref 0; 
val temps_tip11 = ref 0; 
val temps_tip12 = ref 0; 
 
val sum_temps_tip1 = ref 0; 
val sum_temps_tip2 = ref 0; 
val sum_temps_tip3 = ref 0; 
val sum_temps_tip4 = ref 0; 
val sum_temps_tip5 = ref 0; 
val sum_temps_tip6 = ref 0; 
val sum_temps_tip7 = ref 0; 
val sum_temps_tip8 = ref 0; 
val sum_temps_tip9 = ref 0; 
val sum_temps_tip10 = ref 0; 
val sum_temps_tip11 = ref 0; 
val sum_temps_tip12 = ref 0; 
 
(*VARIABLES DE LA FUNCIO TEMPS_INTRODUIR*) 
val temps_introduccio = ref 0; 
val temps_ocup_estacio = ref 0; 
val acum_temps_ocup_estacio = ref 0; 
 
(*VARIABLES DE LA FUNCIO TEMPS_RETORNAR*) 
val temps_retorn1 = ref 0; 
val temps_retorn2 = ref 0; 
 
(*VARIABLES DE LA FUNCIO ESTACIONAR_PALETS*) 
val palets_estacionats = ref 0.0; 
 
(*VARIABLES DE LA FUNCIO EMMAGATZEMAR_PALETS*) 
val palets_emmagatzemats = ref 0.0; 
 
(*VARIABLES DE LA FUNCIO EMMAGATZEMAR_NOVES*) 
val peces_emmagatzemades_noves = ref 0.0; 
 
(*VARIABLES DE LA FUNCIO ESTACIONAR*) 
val peces_estacionades = ref 0.0; 
 
(*VARIABLES DE LA FUNCIO MAQUINAR*) 
val peces_de_magatzem = ref 0.0; 
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(*VARIABLES DE LA FUNCIO EMMAGATZEMAR_PROCESSADES*) 
val peces_emmagatzemades_processades = ref 0.0; 
 
(*VARIABLES DE LA FUNCIO SUM_ESPERA_MAQUINAR*) 
val peces_espera_maquinar = ref 0.0; 
val sum_peces_espera_maquinar = ref 0.0; 
 
(*VARIABLES DE LA FUNCIO SUM_MAGATZEM*) 
val palets_magatzem = ref 0.0; 
val sum_palets_magatzem = ref 0.0; 
 
(*VARIABLES DE LA FUNCIO TEMPS_EMMAGATZEMAR_NOVES*) 
val temps_emmagatzemades = ref 0; 
 
(*VARIABLES DE LA FUNCIO TEMPS_ESTACIONAR*) 
val temps_estacionades1 = ref 0; 
val temps_estacionades2 = ref 0; 
 
(*VARIABLES DE LA FUNCIO TEMPS_ESTACIONAR_PALETS*) 
val temps_palets_estacionats1 = ref 0; 
val temps_palets_estacionats2 = ref 0; 
 
(*VARIABLES DE LA FUNCIO TEMPS_EMMAGATZEMAR_PALETS*) 
val temps_palets_emmagatzemats = ref 0; 
 
(*VARIABLES DE LA FUNCIO TEMPS_ENTRADA_ESPAIS1*) 
val temps_entrada_espai11 = ref 0; 
val temps_entrada_espai12 = ref 0; 
val temps_entrada_espai13 = ref 0; 
val temps_entrada_espai14 = ref 0; 
 
(*VARIABLES DE LA FUNCIO TEMPS_ENTRADA_ESPAIS2*) 
val temps_entrada_espai21 = ref 0; 
val temps_entrada_espai22 = ref 0; 
val temps_entrada_espai23 = ref 0; 
val temps_entrada_espai24 = ref 0; 
 
(*VARIABLES DE LA FUNCIO TEMPS_ENTRADA_ESPAIS3*) 
val temps_entrada_espai31 = ref 0; 
val temps_entrada_espai32 = ref 0; 
val temps_entrada_espai33 = ref 0; 
val temps_entrada_espai34 = ref 0; 
 
(*VARIABLES DE LA FUNCIO TEMPS_SORTIDA_ESPAIS1*) 
val temps_sortida_espai1 = ref 0; 
val temps_ocup_espai1 = ref 0; 
val temps_ocup_espai2 = ref 0; 
val temps_ocup_espai3 = ref 0; 
val temps_ocup_espai4 = ref 0; 
val acum_temps_ocup_espai = ref 0; 
 
(*VARIABLES DE LA FUNCIO TEMPS_SORTIDA_ESPAIS2*) 
val temps_sortida_espai2 = ref 0; 
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(*VARIABLES DE LA FUNCIO TEMPS_SORTIDA_ESPAIS3*) 
val temps_sortida_espai3 = ref 0; 
 
val fitxer_resultat = ref ""; 
 
(*Funció inicialitzar () .Funció de la transició Assignar. Inicialitza totes les variables*)  
 
fun inicialitzar () = ( 
let  
val q1 = 320; 
val q2 = 270; 
val q3 = 260; 
val q4 = 180; 
val q5 = 140; 
val q6 = 120; 
val q7 = 100; 
val q8 = 80; 
val q9 = 72; 
val q10 = 64; 
val q11 = 48; 
val q12 = 40; 
 
val nom_fitxer = "MODEL5A4"^".txt"; 
 
val inicialitzar = ( 
fitxer_resultat := nom_fitxer; 
sum1:=0;sum2:=0;sum3:=0;sum4:=0;sum5:=0;sum6:=0; 
sum7:=0;sum8:=0;sum9:=0;sum10:=0;sum11:=0;sum12:=0; peces_distribuides := 0.0; 
peces_arribades := 0.0;peces_carregades := 0.0;peces_introduides := 0.0; 
peces_trans_a_maq := 0.0;peces_trans_de_maq := 0.0; 
peces_processades := 0.0;peces_retornades := 0.0;peces_descarregades := 0.0; 
p_proc_tip1_maq1 := 0.0;p_proc_tip2_maq1 := 0.0;p_proc_tip3_maq1 := 0.0; 
p_proc_tip4_maq1 := 0.0;p_proc_tip5_maq1 := 0.0;p_proc_tip6_maq1 := 0.0; 
p_proc_tip7_maq1 := 0.0;p_proc_tip8_maq1 := 0.0;p_proc_tip9_maq1 := 0.0; 
p_proc_tip10_maq1 := 0.0;p_proc_tip11_maq1 := 0.0;p_proc_tip12_maq1 := 0.0; 
p_proc_tip1_maq2 := 0.0;p_proc_tip2_maq2 := 0.0;p_proc_tip3_maq2 := 0.0; 
p_proc_tip4_maq2 := 0.0;p_proc_tip5_maq2 := 0.0;p_proc_tip6_maq2 := 0.0; 
p_proc_tip7_maq2 := 0.0;p_proc_tip8_maq2 := 0.0;p_proc_tip9_maq2 := 0.0; 
p_proc_tip10_maq2 := 0.0;p_proc_tip11_maq2 := 0.0;p_proc_tip12_maq2 := 0.0; 
p_proc_tip1_maq3 := 0.0;p_proc_tip2_maq3 := 0.0;p_proc_tip3_maq3 := 0.0; 
p_proc_tip4_maq3 := 0.0;p_proc_tip5_maq3 := 0.0;p_proc_tip6_maq3 := 0.0; 
p_proc_tip7_maq3 := 0.0;p_proc_tip8_maq3 := 0.0;p_proc_tip9_maq3 := 0.0; 
p_proc_tip10_maq3 := 0.0;p_proc_tip11_maq3 := 0.0;p_proc_tip12_maq3 := 0.0; 
p_acab_tip1 := 0.0;p_acab_tip2 := 0.0;p_acab_tip3 := 0.0;p_acab_tip4 := 0.0;p_acab_tip5 := 
0.0;p_acab_tip6 := 0.0;p_acab_tip7 := 0.0;p_acab_tip8 := 0.0;p_acab_tip9 := 0.0;p_acab_tip10 := 
0.0;p_acab_tip11 := 0.0;p_acab_tip12 := 0.0;dispara_assignar := 0.0;dispara_resultats :=0.0 
;dispara_assignar := !dispara_assignar + 1.0; peces_dins := 0.0 ; sum_peces_dins:=0.0; peces_preparat 
:= 0.0;sum_peces_preparat := 0.0; peces_cua_entrada := 0.0; sum_peces_cua_entrada := 0.0; 
temps_trans_a_maq1 := 0;temps_trans_a_maq2 := 0;temps_trans_a_maq3 := 0;temps_trans_de_maq1 
:= 0;temps_trans_de_maq2 := 0;temps_trans_de_maq3 := 0; temps_ocup_maq1 := 0;temps_ocup_maq2 
:= 0;temps_ocup_maq3 := 0; acum_temps_ocup_maq1 := 
0;acum_temps_ocup_maq2 := 0;acum_temps_ocup_maq3 := 0;temps_arrib_tip1 := 0;temps_arrib_tip2 
:= 0;temps_arrib_tip3 := 0;temps_arrib_tip4 := 0;temps_arrib_tip5 := 0;temps_arrib_tip6 := 
0;temps_arrib_tip7 := 0;temps_arrib_tip8 := 0;temps_arrib_tip9 := 0;temps_arrib_tip10 :=  
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0;temps_arrib_tip11 := 0;temps_arrib_tip12 := 0; temps_sort_tip1 := 0;temps_sort_tip2 := 
0;temps_sort_tip3 := 0;temps_sort_tip4 := 0;temps_sort_tip5 : 
= 0;temps_sort_tip6 := 0;temps_sort_tip7 := 0;temps_sort_tip8 := 0;temps_sort_tip9 := 
0;temps_sort_tip10 := 0;temps_sort_tip11 := 0;temps_sort_tip12 := 0; temps_tip1 :=0; temps_tip2 :=0; 
temps_tip3 :=0; temps_tip4 :=0; temps_tip5 :=0; temps_tip6 :=0; temps_tip7 :=0; temps_tip8 :=0; 
temps_tip9 :=0; temps_tip10 :=0; temps_tip11 :=0; temps_tip12 :=0; sum_temps_tip1 := 0; 
sum_temps_tip2 := 0; sum_temps_tip3 := 0; sum_temps_tip4 := 0; sum_temps_tip5 := 0; 
sum_temps_tip6 := 0; sum_temps_tip7 := 0; sum_temps_tip8 := 0; sum_temps_tip9 := 0; 
sum_temps_tip10 := 0; sum_temps_tip11 := 0; sum_temps_tip12 := 0; temps_introduccio :=0 
;temps_ocup_estacio :=0 ;acum_temps_ocup_estacio :=0;temps_retorn1 :=0;temps_retorn2 :=0; 
palets_estacionats :=0.0;palets_emmagatzemats := 0.0;peces_estacionades :=0.0; 
peces_emmagatzemades_noves := 0.0;peces_de_magatzem :=0.0;peces_emmagatzemades_processades 
:=0.0; peces_espera_maquinar := 0.0;sum_peces_espera_maquinar := 0.0; palets_magatzem := 0.0; 
sum_palets_magatzem := 0.0; temps_emmagatzemades := 0;temps_estacionades1 := 0; 
temps_estacionades2 := 0;temps_palets_estacionats1 :=0;temps_palets_estacionats2 :=0; 




ada_espai33:=0;temps_entrada_espai34:=0; temps_sortida_espai1 :=0; temps_ocup_espai1 
:=0;temps_ocup_espai2 :=0;temps_ocup_espai3 :=0;temps_ocup_espai4 





(*Funció recollir_resultats (). Funció de la transicio Resultats. Fa el càlcul de tots els paràmetres del 
sistema i els mostra através d'un fitxer de sortida*) 




val fitxer_sortida = TextIO.openOut (!fitxer_resultat); 
 
val temps = Time(); 
val temps_enter = IntInf.toInt temps; 
val temps_IntInf = IntInf.fromInt (temps_enter); 
val temps_real = IntInfToReal 0 temps_IntInf; 
 
val uoperari = (((!peces_carregades*3.0)+(!peces_descarregades*3.0)+(!palets_estacionats*5.0))/ 
(temps_real)); 




val ubuffers = (((!peces_trans_a_maq*1.0)+(!peces_trans_de_maq*1.0))/(temps_real)) 
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val umaquines = (umaq1 + umaq2 + umaq3)/3.0; 
val passos_sist =  !peces_arribades + !peces_carregades + !palets_estacionats + 
!peces_emmagatzemades_noves + !peces_de_magatzem + !peces_introduides + !peces_trans_a_maq + 
!peces_processades + !peces_trans_de_maq + !peces_emmagatzemades_processades + 
!peces_estacionades + !palets_emmagatzemats + !peces_retornades + !peces_descarregades ; 
 
val cua_dins = !sum_peces_dins / passos_sist; 
val cua_preparat = !sum_peces_preparat / passos_sist; 
val cua_entrada = !sum_peces_cua_entrada / passos_sist; 
val cua_espera_maquinar = !sum_peces_espera_maquinar / passos_sist; 
val cua_magatzem = !sum_palets_magatzem / passos_sist; 
 
val omaq1IntInf = IntInf.fromInt (!acum_temps_ocup_maq1); 
val omaq2IntInf = IntInf.fromInt (!acum_temps_ocup_maq2); 
val omaq3IntInf = IntInf.fromInt (!acum_temps_ocup_maq3); 
 
val omaq1Real = IntInfToReal 0 omaq1IntInf; 
val omaq2Real = IntInfToReal 0 omaq2IntInf; 
val omaq3Real = IntInfToReal 0 omaq3IntInf; 
 
val omaq1 = omaq1Real / (temps_real); 
val omaq2 = omaq2Real / (temps_real); 
val omaq3 = omaq3Real / (temps_real); 
val omaq = (omaq1 + omaq2 + omaq3)/3.0; 
 
val sum_temps_tip1IntInf = IntInf.fromInt (!sum_temps_tip1); 
val sum_temps_tip2IntInf = IntInf.fromInt (!sum_temps_tip2); 
val sum_temps_tip3IntInf = IntInf.fromInt (!sum_temps_tip3); 
val sum_temps_tip4IntInf = IntInf.fromInt (!sum_temps_tip4); 
val sum_temps_tip5IntInf = IntInf.fromInt (!sum_temps_tip5); 
val sum_temps_tip6IntInf = IntInf.fromInt (!sum_temps_tip6); 
val sum_temps_tip7IntInf = IntInf.fromInt (!sum_temps_tip7); 
val sum_temps_tip8IntInf = IntInf.fromInt (!sum_temps_tip8); 
val sum_temps_tip9IntInf = IntInf.fromInt (!sum_temps_tip9); 
val sum_temps_tip10IntInf = IntInf.fromInt (!sum_temps_tip10); 
val sum_temps_tip11IntInf = IntInf.fromInt (!sum_temps_tip11); 
val sum_temps_tip12IntInf = IntInf.fromInt (!sum_temps_tip12); 
 
val sum_temps_tip1Real = IntInfToReal 0 sum_temps_tip1IntInf; 
val sum_temps_tip2Real = IntInfToReal 0 sum_temps_tip2IntInf; 
val sum_temps_tip3Real = IntInfToReal 0 sum_temps_tip3IntInf; 
val sum_temps_tip4Real = IntInfToReal 0 sum_temps_tip4IntInf; 
val sum_temps_tip5Real = IntInfToReal 0 sum_temps_tip5IntInf; 
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 val sum_temps_tip6Real = IntInfToReal 0 sum_temps_tip6IntInf; 
val sum_temps_tip7Real = IntInfToReal 0 sum_temps_tip7IntInf; 
val sum_temps_tip8Real = IntInfToReal 0 sum_temps_tip8IntInf; 
val sum_temps_tip9Real = IntInfToReal 0 sum_temps_tip9IntInf; 
val sum_temps_tip10Real = IntInfToReal 0 sum_temps_tip10IntInf; 
val sum_temps_tip11Real = IntInfToReal 0 sum_temps_tip11IntInf; 
val sum_temps_tip12Real = IntInfToReal 0 sum_temps_tip12IntInf; 
 
val temps_promig_tip1 = sum_temps_tip1Real / (!p_acab_tip1); 
val temps_promig_tip2 = sum_temps_tip2Real / (!p_acab_tip2); 
 val temps_promig_tip3 = sum_temps_tip3Real / (!p_acab_tip3); 
val temps_promig_tip4 = sum_temps_tip4Real / (!p_acab_tip4); 
val temps_promig_tip5 = sum_temps_tip5Real / (!p_acab_tip5); 
val temps_promig_tip6 = sum_temps_tip6Real / (!p_acab_tip6); 
val temps_promig_tip7 = sum_temps_tip7Real / (!p_acab_tip7); 
val temps_promig_tip8 = sum_temps_tip8Real / (!p_acab_tip8); 
val temps_promig_tip9 = sum_temps_tip9Real / (!p_acab_tip8); 
val temps_promig_tip10 = sum_temps_tip10Real / (!p_acab_tip10); 
val temps_promig_tip11 = sum_temps_tip11Real / (!p_acab_tip11); 
val temps_promig_tip12= sum_temps_tip12Real / (!p_acab_tip12); 
val temps_promig_peces = (temps_promig_tip1 + temps_promig_tip2+ temps_promig_tip3+ 
temps_promig_tip4+ temps_promig_tip5+ temps_promig_tip6+ temps_promig_tip7+ 
temps_promig_tip8+ temps_promig_tip9+ temps_promig_tip10+ temps_promig_tip11+ 
temps_promig_tip12)/ 12.0;  
 
val oestacioIntInf = IntInf.fromInt (!acum_temps_ocup_estacio); 
val oestacioReal = IntInfToReal 0 oestacioIntInf; 
val oestacio = oestacioReal / (temps_real*2.0); 
 
val omagatzemIntInf = IntInf.fromInt (!acum_temps_ocup_espai); 
val omagatzemReal = IntInfToReal 0 omagatzemIntInf; 





 TextIO.output (fitxer_sortida, ("\t MODEL 5A4 : SISTEMA AMB MAGATZEM CENTRAL DE 
PALETS LIMITAT A 4 ESPAIS, DUES ESTACIONS DE CARREGA I ARRIBADA DE PECES 
CONTROLADA\n")); 
 TextIO.output (fitxer_sortida, ("\t RESULTATS \n")); 
 TextIO.output (fitxer_sortida, ("Pronostic de requeriments de peces mesuals  \t")); 
 TextIO.output (fitxer_sortida, (Real.toString (!peces_distribuides))); 
TextIO.output (fitxer_sortida, ("\n")); 
 TextIO.output (fitxer_sortida, ("Numero de peces arribades \t")); 
 TextIO.output (fitxer_sortida, (Real.toString (!peces_arribades))); 
 TextIO.output (fitxer_sortida, ("\n")); 
 TextIO.output (fitxer_sortida, ("Numero de peces carregades \t")); 
 TextIO.output (fitxer_sortida, (Real.toString (!peces_carregades))); 
 TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de palets estacionats \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!palets_estacionats))); 
  TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Numero de peces mogudes de l'estacio de carrega al magatzem \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!peces_emmagatzemades_noves))); 
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  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de peces mogudes del magatzem a les maquines \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!peces_de_magatzem))); 
  TextIO.output (fitxer_sortida, ("\n")); 
 TextIO.output (fitxer_sortida, ("Numero de peces introduides \t")); 
 TextIO.output (fitxer_sortida, (Real.toString (!peces_introduides))); 
 TextIO.output (fitxer_sortida, ("Numero de peces transferides a maquina \t")); 
 TextIO.output (fitxer_sortida, (Real.toString (!peces_trans_a_maq))); 
 TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Numero de peces processades \t")); 
TextIO.output (fitxer_sortida, (Real.toString (!peces_processades))); 
 TextIO.output (fitxer_sortida, ("\n")); 
 TextIO.output (fitxer_sortida, ("Numero de peces transferides de maquina \t")); 
 TextIO.output (fitxer_sortida, (Real.toString (!peces_trans_de_maq))); 
TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de peces emmagatzemades processades \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!peces_emmagatzemades_processades))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de peces estacionades \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!peces_estacionades))); 
TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de peces retornades \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!peces_retornades))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de peces descarregades \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!peces_descarregades))); 
TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de palets emmagatzemats \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!palets_emmagatzemats))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Grau d'utilitzacio de l'operari \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (uoperari))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Grau d'utilitzacio del vehicle \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (uvehicle))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Grau d'utilitzacio dels buffers \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (ubuffers))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Grau d'utilitzacio de la maquina 1 \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (umaq1))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Grau d'utilitzacio de la maquina 2 \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (umaq2))); 
TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Grau d'utilitzacio de la maquina 3 \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (umaq3))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Grau d'utilitzacio de les maquines  \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (umaquines))); 
  TextIO.output (fitxer_sortida, ("\n")); 
 TextIO.output (fitxer_sortida, ("Numero de peces acabades tipus 1 \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!p_acab_tip1))); 
  TextIO.output (fitxer_sortida, ("\n")); 
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  TextIO.output (fitxer_sortida, ("Numero de peces acabades tipus 2 \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!p_acab_tip2))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de peces acabades tipus 3 \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!p_acab_tip3))); 
  TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Numero de peces acabades tipus 4 \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!p_acab_tip4))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de peces acabades tipus 5 \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!p_acab_tip5))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de peces acabades tipus 6 \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!p_acab_tip6))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de peces acabades tipus 7 \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!p_acab_tip7))); 
  TextIO.output (fitxer_sortida, ("Numero de peces acabades tipus 8 \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!p_acab_tip8))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de peces acabades tipus 9 \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!p_acab_tip9))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de peces acabades tipus 10 \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!p_acab_tip10))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de peces acabades tipus 11 \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!p_acab_tip11))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de peces acabades tipus 12 \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!p_acab_tip12))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de cops que dispara Assignar \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!dispara_assignar))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de cops que dispara Resultats \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (!dispara_resultats))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Numero de passos del sistema \t")); 
TextIO.output (fitxer_sortida, (Real.toString (passos_sist))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Promig de peces en cua abans de carregar \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (cua_dins))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Promig de peces en cua abans de introduir les peces a les 
maquines     \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (cua_preparat))); 
  TextIO.output (fitxer_sortida, ("\n")); 
 TextIO.output (fitxer_sortida, ("Promig de peces en cua abans de moure del magatzem a la 
maquina \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (cua_espera_maquinar))); 
  TextIO.output (fitxer_sortida, ("\n")); 
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TextIO.output (fitxer_sortida, ("Promig de peces en cua d'entrada abans de transferir les peces a les 
maquines \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (cua_entrada))); 
TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Promig de palets en cua abans de moure a l'estacio de carrega per 
carregar \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (cua_magatzem))); 
  TextIO.output (fitxer_sortida, ("\n")); 
  TextIO.output (fitxer_sortida, ("Grau d'ocupacio de la maquina 1 \t")); 
  TextIO.output (fitxer_sortida, (Real.toString (omaq1))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Grau d'ocupacio de la maquina 2 \t")); 
TextIO.output (fitxer_sortida, (Real.toString (omaq2))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Grau d'ocupacio de la maquina 3 \t")); 
TextIO.output (fitxer_sortida, (Real.toString (omaq3))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Grau d'ocupacio de les maquines \t")); 
TextIO.output (fitxer_sortida, (Real.toString (omaq))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Temps promig de peces al sistema \t")); 
TextIO.output (fitxer_sortida, (Real.toString (temps_promig_peces))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Temps promig de peces tipus 1  al sistema \t")); 
TextIO.output (fitxer_sortida, (Real.toString (temps_promig_tip1))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Temps promig de peces tipus 2  al sistema \t")); 
TextIO.output (fitxer_sortida, (Real.toString (temps_promig_tip2))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Temps promig de peces tipus 3  al sistema \t")); 
TextIO.output (fitxer_sortida, (Real.toString (temps_promig_tip3))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Temps promig de peces tipus 4  al sistema \t")); 
TextIO.output (fitxer_sortida, (Real.toString (temps_promig_tip4))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Temps promig de peces tipus 5  al sistema \t")); 
TextIO.output (fitxer_sortida, (Real.toString (temps_promig_tip5))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Temps promig de peces tipus 6  al sistema \t")); 
TextIO.output (fitxer_sortida, (Real.toString (temps_promig_tip6))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Temps promig de peces tipus 7  al sistema \t")); 
TextIO.output (fitxer_sortida, (Real.toString (temps_promig_tip7))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Temps promig de peces tipus 8  al sistema \t")); 
TextIO.output (fitxer_sortida, (Real.toString (temps_promig_tip8))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Temps promig de peces tipus 9  al sistema \t")); 
TextIO.output (fitxer_sortida, (Real.toString (temps_promig_tip9))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Temps promig de peces tipus 10  al sistema \t")); 
TextIO.output (fitxer_sortida, (Real.toString (temps_promig_tip10))); 
TextIO.output (fitxer_sortida, ("\n")); 
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TextIO.output (fitxer_sortida, ("Temps promig de peces tipus 11  al sistema \t")); 
TextIO.output (fitxer_sortida, (Real.toString (temps_promig_tip11))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Temps promig de peces tipus 12  al sistema \t")); 
TextIO.output (fitxer_sortida, (Real.toString (temps_promig_tip12))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Grau d'ocupacio de l'estacio de carrega \t")); 
TextIO.output (fitxer_sortida, (Real.toString (oestacio))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Grau d'ocupacio del magatzem \t")); 
TextIO.output (fitxer_sortida, (Real.toString (omagatzem))); 
TextIO.output (fitxer_sortida, ("\n")); 
TextIO.output (fitxer_sortida, ("Temps de la simulacio \t")); 
TextIO.output (fitxer_sortida, (Int.toString (temps_enter))); 






(*Funció resultats().Funció de la transició Resultats. Conta el número de cops que es dispara la transició 
Resultats*) 
fun resultats ()= ( 
dispara_resultats := !dispara_resultats +1.0); 
Pàg. 272  Memòria 
 
E.5.8. Pàgina de Funcions. 
(*PAGINA DE LA DECLARACIO TEMPORAL*) 
 
(*Funcio distribuir ().Funció de la transició Distribució Temporal. Conta el número de cops que es 
dispara la transició Distribució Temporal *) 
fun distribuir ()= ( 
peces_distribuides := !peces_distribuides +1.0); 
  
(*Funcio temps_interval (component).Funció de la transició Distribució Temporal. Aplica un 
interval d'arribada a les peces que arriben en funció del tipus que siguin. *) 
fun temps_interval (component)=  
(let  
val interval =  
(if (component = Component1) then  !sum1  
 else if (component = Component2) then  !sum2  
 else if (component = Component3) then  !sum3  
 else if (component = Component4) then  !sum4  
 else if (component = Component5) then  !sum5  
 else if (component = Component6) then  !sum6  
 else if (component = Component7) then  !sum7  
 else if (component = Component8) then  !sum8  
 else if (component = Component9) then  !sum9  
 else if (component = Component10) then  !sum10  
 else if (component = Component11) then  !sum11   
  else !sum12); 
val sumatori = (if ( component= Component1) then (sum1 := !sum1 + 90) 
 else if ( component= Component2) then (sum2 := !sum2 + 106) 
 else if ( component= Component3) then (sum3 := !sum3 + 110) 
 else if ( component= Component4) then (sum4 := !sum4 + 160) 
 else if ( component= Component5) then (sum5 := !sum5 + 205) 
 else if ( component= Component6) then (sum6 := !sum6 + 240) 
 else if ( component= Component7) then (sum7 := !sum7 + 288) 
 else if ( component= Component8) then (sum8 := !sum8 + 360) 
 else if ( component= Component9) then (sum9 := !sum9 + 400) 
 else if ( component= Component10) then (sum10 := !sum10 + 450) 
 else if ( component= Component11) then (sum11 := !sum11 + 600) 





(*Funció arribar().Funció de la transició Arribar. Conta el número de cops que es dispara la 
transició Arribar *) 
fun arribar ()= ( 
peces_arribades := !peces_arribades+1.0);  
(*Funció sum_dins().Funció de la transició Arribar. Acumula el sumatori de la diferència entre el 
número de cops que dispara la transició Arribar respecte Carregar i Moure a estacio de carrega i 
carregar, que es el número de peces que hi ha a al lloc Dins*) 
fun sum_dins ()= ( 
peces_dins := (!peces_arribades - !peces_carregades - !palets_estacionats); 
sum_peces_dins := !sum_peces_dins + !peces_dins ); 
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(*Funció temps_arribada (component). Funció de la transició Arribar. Agafa el temps d'arribada per a 
cada tipus de peça*) 
fun temps_arribada (component) = ( 
if (component = Component1) then (temps_arrib_tip1 := IntInf.toInt(Time())) 
else if (component = Component2) then (temps_arrib_tip2 := IntInf.toInt(Time())) 
else if (component = Component3) then (temps_arrib_tip3 := IntInf.toInt(Time()))else if (component = 
Component4) then (temps_arrib_tip4 := IntInf.toInt(Time()))else if (component = Component5) then 
(temps_arrib_tip5 := IntInf.toInt(Time()))else if (component = Component6) then (temps_arrib_tip6 := 
IntInf.toInt(Time()))else if (component = Component7) then (temps_arrib_tip7 := 
IntInf.toInt(Time()))else if (component = Component8) then (temps_arrib_tip8 := 
IntInf.toInt(Time()))else if (component = Component9) then (temps_arrib_tip9 := 
IntInf.toInt(Time()))else if (component = Component10) then (temps_arrib_tip10 := 
IntInf.toInt(Time()))else if (component = Component11) then (temps_arrib_tip11 := 
IntInf.toInt(Time())) 
else (temps_arrib_tip12 := IntInf.toInt(Time()))); 
 
(*Funció carregar().Funció de la transició Carregar. Conta el número de cops que es dispara la 
transició Carregar *) 
fun carregar ()= ( 
peces_carregades := !peces_carregades + 1.0); 
 
(*Funció sum_preparat().Funció de la transició Carregar. Acumula el sumatori de la diferència entre 
el número de cops que dispara la transició Carregar i Moure a estacio de carrega i carregar respecte  
Introduir i Moure de estacio de carrega per emmagatzemar ,  que es el número de peces que hi ha a al 
lloc Preparat*) 
fun sum_preparat ()= ( 
peces_preparat := (!peces_carregades + !palets_estacionats - !peces_introduides - 
!peces_emmagatzemades_noves); 
sum_peces_preparat := !sum_peces_preparat + !peces_preparat 
) ; 
 
(*Funció estacionar_palets ().Funció de la transició Moure a estacio de carrega i carregar. Conta el 
número de cops que es dispara la transició Moure a estacio de carrega i carregar *) 
fun estacionar_palets ()= ( 
palets_estacionats := !palets_estacionats  +1.0); 
 
(*Funció temps_estacionar_palets () Funció de la transició Moure a estacio de carrega i carregar. 
Agafa el temps en que arriben les paletes a la transició Moure a estacio de carrega i carregar.*) 
fun temps_estacionar_palets () =( 
temps_palets_estacionats := IntInf.toInt(Time()); 
temps_estacionades := 0; 
temps_retorn := 0); 
 
(*Funció temps_sortida_espais3 (espai) .Funció de la transició Moure a estacio carrega i carregar. 
Acumula la diferència de temps entre el temps en que es mou una paleta  a estacio carrega per 
carregar i l’arribada de la paleta  al magatzem,pel càlcul del grau d'ocupació d’aquest *) 
fun temps_sortida_espais3 (espai) =( 
temps_sortida_espai3 := IntInf.toInt(Time()); 
if (espai=Espai1) then   
(temps_ocup_espai1:= (!temps_sortida_espai3 + 5  - !temps_entrada_espai31); 
acum_temps_ocup_espai := !acum_temps_ocup_espai + !temps_ocup_espai1) 
else if (espai=Espai2) then   
(temps_ocup_espai2:= (!temps_sortida_espai3 + 5  - !temps_entrada_espai32); 
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acum_temps_ocup_espai := !acum_temps_ocup_espai + !temps_ocup_espai2) 
else if (espai=Espai3) then   
(temps_ocup_espai3:= (!temps_sortida_espai3 + 5  - !temps_entrada_espai33); 
acum_temps_ocup_espai := !acum_temps_ocup_espai + !temps_ocup_espai3) 
else   
(temps_ocup_espai4:= (!temps_sortida_espai3 + 5  - !temps_entrada_espai34); 
acum_temps_ocup_espai := !acum_temps_ocup_espai + !temps_ocup_espai4)); 
 
(*Funció emmagatzemar_noves (). Funció de la transició Moure de estacio carrega per 
emmagatzemar. Conta el número de cops que es dispara la transició Moure de estacio carrega per 
emmagatzemar *) 
fun emmagatzemar_noves ()= ( 
peces_emmagatzemades_noves := !peces_emmagatzemades_noves +1.0); 
 
(*Funció sum_espera_maquinar ().Funció de la transició Moure de estacio carrega per 
emmagatzemar. Acumula el sumatori de la diferència entre el número de cops que dispara la transició 
Moure de estacio carrega per emmagatzemar i Moure de magatzem a la maquina , que es el número de 
peces que hi ha a al lloc Espera per maquinar*) 
fun sum_espera_maquinar ()= ( 
peces_espera_maquinar := (!peces_emmagatzemades_noves - !peces_de_magatzem); 
sum_peces_espera_maquinar := !sum_peces_espera_maquinar + !peces_espera_maquinar) ; 
 
 (*Funció temps_emmagatzemar_noves ().Funció de la transició Moure de estacio carrega per 
emmagatzemar.. Acumula la diferència de temps entre el temps de moure de l’estació de càrrega per 
emmagatzemar i l’arribada a l’estació de càrrega,pel càlcul del grau d'ocupació d’aquesta*) 
fun temps_emmagatzemar_noves (estacio) =( 
temps_emmagatzemades := IntInf.toInt(Time()); 
if (estacio=Estacio1) then   
(temps_ocup_estacio:= (!temps_emmagatzemades + 2  - !temps_retorn1 - !temps_estacionades1 - 
!temps_palets_estacionats1) 
) 
else        
(temps_ocup_estacio:= (!temps_emmagatzemades + 2  - !temps_retorn2 - !temps_estacionades2 - 
!temps_palets_estacionats2) 
); 
acum_temps_ocup_estacio := !acum_temps_ocup_estacio + !temps_ocup_estacio); 
 
(*Funció temps_entrada_espais1 (espai) Funció de la transició Moure de  estacio de carrega per 
emmagatzemar. Agafa el temps en que mouen les paletes per emmagatzemar, en funció de l’espai del 
magatzem.*) 
fun temps_entrada_espais1 (espai) =( 
if (espai=Espai1) then  (temps_entrada_espai11 := IntInf.toInt(Time())) 
else if (espai=Espai2) then  (temps_entrada_espai12 := IntInf.toInt(Time())) 
else if (espai=Espai3) then  (temps_entrada_espai13 := IntInf.toInt(Time())) 
else (temps_entrada_espai14 := IntInf.toInt(Time()))); 
 (*Funció maquinar().Funció de la transició Moure de magatzem a la maquina. Conta el número de 
cops que es dispara la transició Moure de magatzem a la maquina *) 
fun maquinar ()= ( 
peces_de_magatzem := !peces_de_magatzem +1.0); 
 
(*Funció temps_sortida_espais1 (espai) .Funció de la transició Moure de magatzem a la maquina.. 
Acumula la diferència de temps entre el temps en que es mou una paleta  del magatzem a les 
màquines  i l’arribada de la paleta  al magatzem,pel càlcul del grau d'ocupació d’aquest *) 
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fun temps_sortida_espais1 (espai) =( 
temps_sortida_espai1 := IntInf.toInt(Time()); 
if (espai=Espai1) then   
(temps_ocup_espai1:= (!temps_sortida_espai1 + 2  - !temps_entrada_espai11); 
acum_temps_ocup_espai := !acum_temps_ocup_espai + !temps_ocup_espai1) 
else if (espai=Espai2) then   
(temps_ocup_espai2:= (!temps_sortida_espai1 + 2  - !temps_entrada_espai12); 
acum_temps_ocup_espai := !acum_temps_ocup_espai + !temps_ocup_espai2) 
else if (espai=Espai3) then   
(temps_ocup_espai3:= (!temps_sortida_espai1 + 2  - !temps_entrada_espai13); 
acum_temps_ocup_espai := !acum_temps_ocup_espai + !temps_ocup_espai3) 
else   
(temps_ocup_espai4:= (!temps_sortida_espai1 + 2  - !temps_entrada_espai14); 
acum_temps_ocup_espai := !acum_temps_ocup_espai + !temps_ocup_espai4)); 
 
(*Funció introduir().Funció de la transició Introduir. Conta el número de cops que es dispara la 
transició Introduir *) 
fun introduir ()= ( 
peces_introduides := !peces_introduides+1.0);  
 
(*Funció sum_cua_entrada().Funció de la transició Introduir. Acumula el sumatori de la diferència 
entre el número de cops que dispara la transició Introduir i Moure de magatzem a la maquina respecte  
Transferir a la maquina, que es el número de peces que hi ha a al lloc En cua d’entrada*) 
fun sum_cua_entrada ()= ( 
peces_cua_entrada := (!peces_introduides + !peces_de_magatzem - !peces_trans_a_maq); 
sum_peces_cua_entrada := !sum_peces_cua_entrada + !peces_cua_entrada ); 
 
(*Funció temps_introduir (estacio). Funció de la transició Introduir. Acumula la diferència de temps 
entre el temps d’introducció a les màquines i l’arribada a l’estació de càrrega,pel càlcul del grau 
d'ocupació d’aquesta*) 
fun temps_introduir (estacio) =( 
temps_introduccio := IntInf.toInt(Time()); 
if (estacio=Estacio1) then   
(temps_ocup_estacio:= (!temps_introduccio + 2  - !temps_retorn1 - !temps_estacionades1 - 
!temps_palets_estacionats1) 
) 
else       
(temps_ocup_estacio:= (!temps_introduccio + 2 - !temps_retorn2 - !temps_estacionades2 - 
!temps_palets_estacionats2) 
); 
acum_temps_ocup_estacio := !acum_temps_ocup_estacio + !temps_ocup_estacio); 
 
(*Funció trans_a_maq ().Funció de la transició Transferir a la maquina. Conta el número de cops que 
es dispara la transició Transferir a la maquina *) 
fun trans_a_maq ()= ( 
peces_trans_a_maq := !peces_trans_a_maq+1.0); 
 
(*Funció temps_trans_a_maq (maquina). Funció de la transició Transferir a la maquina. 
Emmagatzema el temps en funció del tipus  de màquina en la que s'introdueixi*) 
fun temps_trans_a_maq (maquina) =( 
if (maquina = Maquina1) then (temps_trans_a_maq1 := IntInf.toInt(Time())) 
else if (maquina = Maquina2) then (temps_trans_a_maq2 := IntInf.toInt(Time())) 
else (temps_trans_a_maq3 := IntInf.toInt(Time()))); 
 
 




 (*Funció processar().Funció de la transició Processar. Conta el número de cops que es dispara la 
transició Processar *) 
fun processar ()= ( 
peces_processades := !peces_processades+1.0); 
 
 
(*Funció assig_peces_maq(palet,maquina).Funció de la transició Processar. Conta el número de peces  
processades en funció del tipus i la màquina on es processa *) 
fun assig_peces_maq (palet,maquina)= ( 
if (maquina= Maquina1) then 
if (palet= Component1) then (p_proc_tip1_maq1 := !p_proc_tip1_maq1 + 1.0) 
else if (palet= Component2) then (p_proc_tip2_maq1 := !p_proc_tip2_maq1 + 1.0) 
else if (palet= Component3) then (p_proc_tip3_maq1 := !p_proc_tip3_maq1 + 1.0) 
else if (palet= Component4) then (p_proc_tip4_maq1 := !p_proc_tip4_maq1 + 1.0) 
else if (palet= Component5) then (p_proc_tip5_maq1 := !p_proc_tip5_maq1 + 1.0) 
else if (palet= Component6) then (p_proc_tip6_maq1 := !p_proc_tip6_maq1 + 1.0) 
else if (palet= Component7) then (p_proc_tip7_maq1 := !p_proc_tip7_maq1 + 1.0) 
else if (palet= Component8) then (p_proc_tip8_maq1 := !p_proc_tip8_maq1 + 1.0) 
else if (palet= Component9) then (p_proc_tip9_maq1 := !p_proc_tip9_maq1 + 1.0) 
else if (palet= Component10) then (p_proc_tip10_maq1 := !p_proc_tip10_maq1 + 1.0) 
else if (palet= Component11) then (p_proc_tip11_maq1 := !p_proc_tip11_maq1 + 1.0) 
else (p_proc_tip12_maq1 := !p_proc_tip12_maq1 + 1.0) 
else if (maquina= Maquina2) then 
if (palet= Component1) then (p_proc_tip1_maq2 := !p_proc_tip1_maq2 + 1.0) 
else if (palet= Component2) then (p_proc_tip2_maq2 := !p_proc_tip2_maq2 + 1.0) 
else if (palet= Component3) then (p_proc_tip3_maq2 := !p_proc_tip3_maq2 + 1.0) 
else if (palet= Component4) then (p_proc_tip4_maq2 := !p_proc_tip4_maq2 + 1.0) 
else if (palet= Component5) then (p_proc_tip5_maq2 := !p_proc_tip5_maq2 + 1.0) 
else if (palet= Component6) then (p_proc_tip6_maq2 := !p_proc_tip6_maq2 + 1.0) 
else if (palet= Component7) then (p_proc_tip7_maq2 := !p_proc_tip7_maq2 + 1.0) 
else if (palet= Component8) then (p_proc_tip8_maq2 := !p_proc_tip8_maq2 + 1.0) 
else if (palet= Component9) then (p_proc_tip9_maq2 := !p_proc_tip9_maq2 + 1.0) 
else if (palet= Component10) then (p_proc_tip10_maq2 := !p_proc_tip10_maq2 + 1.0) 
else if (palet= Component11) then (p_proc_tip11_maq2 := !p_proc_tip11_maq2 + 1.0) 
else (p_proc_tip12_maq2 := !p_proc_tip12_maq2 + 1.0) 
else   
(if (palet= Component1) then (p_proc_tip1_maq3 := !p_proc_tip1_maq3 + 1.0) 
else if (palet= Component2) then (p_proc_tip2_maq3 := !p_proc_tip2_maq3 + 1.0) 
else if (palet= Component3) then (p_proc_tip3_maq3 := !p_proc_tip3_maq3 + 1.0) 
else if (palet= Component4) then (p_proc_tip4_maq3 := !p_proc_tip4_maq3 + 1.0) 
else if (palet= Component5) then (p_proc_tip5_maq3 := !p_proc_tip5_maq3 + 1.0) 
else if (palet= Component6) then (p_proc_tip6_maq3 := !p_proc_tip6_maq3 + 1.0) 
else if (palet= Component7) then (p_proc_tip7_maq3 := !p_proc_tip7_maq3 + 1.0) 
else if (palet= Component8) then (p_proc_tip8_maq3 := !p_proc_tip8_maq3 + 1.0) 
else if (palet= Component9) then (p_proc_tip9_maq3 := !p_proc_tip9_maq3 + 1.0) 
else if (palet= Component10) then (p_proc_tip10_maq3 := !p_proc_tip10_maq3 + 1.0) 
else if (palet= Component11) then (p_proc_tip11_maq3 := !p_proc_tip11_maq3 + 1.0) 
else (p_proc_tip12_maq3 := !p_proc_tip12_maq3 + 1.0))); 
 
(*Funció trans_de_maq ().Funció de la transició Transferir de la maquina. Conta el número de cops 
que es dispara la transició Transferir de la maquina *) 
fun trans_de_maq ()= ( 
peces_trans_de_maq := !peces_trans_de_maq+1.0); 
 
Anàlisi i disseny de Sistemes de Fabricació Flexible mitjançant Xarxes de Petri Colorejades Pàg. 277 
   
 
 
(*Funció temps_trans_de_maq (maquina).Funció de la transició Transferir de la maquina. Acumula la 
diferència de temps entre el temps de transferència  a la màquina i de la màquina per cada màquina, 
pel càlcul del grau d'ocupació *) 
fun temps_trans_de_maq (maquina) =( 
if (maquina = Maquina1) then (temps_trans_de_maq1 :=IntInf.toInt (Time());temps_ocup_maq1 := 
(!temps_trans_de_maq1  + 1 - !temps_trans_a_maq1);acum_temps_ocup_maq1 := 
!acum_temps_ocup_maq1 + !temps_ocup_maq1 ) 
else if (maquina = Maquina2) then (temps_trans_de_maq2 := IntInf.toInt(Time());temps_ocup_maq2 := 
(!temps_trans_de_maq2 + 1  - !temps_trans_a_maq2);acum_temps_ocup_maq2 := 
!acum_temps_ocup_maq2 + !temps_ocup_maq2 ) 
else (temps_trans_de_maq3 := IntInf.toInt(Time());temps_ocup_maq3 := (!temps_trans_de_maq3 + 1 - 
!temps_trans_a_maq3);acum_temps_ocup_maq3 := !acum_temps_ocup_maq3 + !temps_ocup_maq3 
)); 
 
(*Funció retornar().Funció de la transició Retornar. Conta el número de cops que es dispara la 
transició Retornar *) 
fun retornar ()= ( 
peces_retornades := !peces_retornades+1.0); 
 
(*Funció temps_retornar () .Funció de la transició Retornar. Agafa el temps en que arriben les paletes 
a la transició Retornar segons l’estació de carrega on vagin.*) 
fun temps_retornar (estacio) =( 
if (estacio = Estacio1) then (temps_retorn1 := IntInf.toInt(Time()); 
         temps_estacionades1 := 0; 
         temps_palets_estacionats1 := 0) 
else       (temps_retorn2 := IntInf.toInt(Time()); 
         temps_estacionades2 := 0; 
         temps_palets_estacionats2 := 0)); 
(*Funció emmagatzemar_processades (). Funció de la transició Moure de maquina a magatzem. Conta 
el número de cops que es dispara la transició Moure de maquina a magatzem. *) 
fun emmagatzemar_processades ()= ( 
peces_emmagatzemades_processades := !peces_emmagatzemades_processades +1.0); 
 
(*Funció temps_entrada_espais2 (espai). Funció de la transició Moure de maquina a magatzem. 
Agafa el temps en que mouen les paletes de les màquines al magatzem,, en funció de l’espai del 
magatzem.*) 
fun temps_entrada_espais2 (espai) =( 
if (espai=Espai1) then  (temps_entrada_espai21 := IntInf.toInt(Time())) 
else if (espai=Espai2) then  (temps_entrada_espai22 := IntInf.toInt(Time())) 
else if (espai=Espai3) then  (temps_entrada_espai23 := IntInf.toInt(Time())) 
else (temps_entrada_espai24 := IntInf.toInt(Time()))); 
 
(*Funció estacionar ().Funció de la transició Moure de magatzem a estacio carrega. Conta el número 
de cops que es dispara la transició  Moure de magatzem a estacio carrega.*) 
fun estacionar ()= ( 
peces_estacionades := !peces_estacionades +1.0); 
 
(*Funció temps_estacionar (estacio).Funció de la transició Moure de magatzem a estacio carrega. 
Agafa el temps en que arriben les paletes a la transició Moure de magatzem a estacio carrega.*) 
! 
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fun temps_estacionar (estacio) =( 
if (estacio = Estacio1) then  (temps_estacionades1 := IntInf.toInt(Time()); 
         temps_retorn1 := 0; 
         temps_palets_estacionats1 := 
0) 
else        (temps_estacionades2 := 
IntInf.toInt(Time()); 
         temps_retorn2 := 0; 
         temps_palets_estacionats2 := 
0)); 
 
(*Funció temps_sortida_espais2 (espai) .Funció de la transició Moure de magatzem a estacio de 
carrega. Acumula la diferència de temps entre el temps en que es mou una paleta  del magatzem a 
l’estació de càrrega  i l’arribada de la paleta  al magatzem,pel càlcul del grau d'ocupació d’aquest *) 
fun temps_sortida_espais2 (espai) =( 
temps_sortida_espai2 := IntInf.toInt(Time()); 
if (espai=Espai1) then   
(temps_ocup_espai1:= (!temps_sortida_espai2 + 2  - !temps_entrada_espai21); 
acum_temps_ocup_espai := !acum_temps_ocup_espai + !temps_ocup_espai1) 
else if (espai=Espai2) then   
(temps_ocup_espai2:= (!temps_sortida_espai2 + 2  - !temps_entrada_espai22); 
acum_temps_ocup_espai := !acum_temps_ocup_espai + !temps_ocup_espai2) 
else if (espai=Espai3) then   
(temps_ocup_espai3:= (!temps_sortida_espai2 + 2  - !temps_entrada_espai23); 
acum_temps_ocup_espai := !acum_temps_ocup_espai + !temps_ocup_espai3) 
else   
(temps_ocup_espai4:= (!temps_sortida_espai2 + 2  - !temps_entrada_espai24); 
acum_temps_ocup_espai := !acum_temps_ocup_espai + !temps_ocup_espai4)); 
 
(*Funció descarregar().Funció de la transició Descarregar. Conta el número de cops que es dispara la 
transició Descarregar *) 
fun descarregar ()= ( 
peces_descarregades := !peces_descarregades+1.0); 
 
(*Funció num_peces_acabades (palet).Funció de la transició Descarregar. Conta el número de peces 
que deixen el sistema segons el tipus*) 
fun num_peces_acabades (palet)= ( 
if (palet= Component1) then (p_acab_tip1 := !p_acab_tip1 + 1.0) 
else if (palet= Component2) then (p_acab_tip2 := !p_acab_tip2 + 1.0) 
else if (palet= Component3) then (p_acab_tip3 := !p_acab_tip3 + 1.0) 
else if (palet= Component4) then (p_acab_tip4 := !p_acab_tip4 + 1.0) 
else if (palet= Component5) then (p_acab_tip5 := !p_acab_tip5 + 1.0) 
else if (palet= Component6) then (p_acab_tip6 := !p_acab_tip6 + 1.0) 
else if (palet= Component7) then (p_acab_tip7 := !p_acab_tip7 + 1.0) 
else if (palet= Component8) then (p_acab_tip8 := !p_acab_tip8 + 1.0) 
else if (palet= Component9) then (p_acab_tip9 := !p_acab_tip9 + 1.0) 
else if (palet= Component10) then (p_acab_tip10 := !p_acab_tip10 + 1.0) 
else if (palet= Component11) then (p_acab_tip11 := !p_acab_tip11 + 1.0) 
else (p_acab_tip12 := !p_acab_tip12 + 1.0)); 
 
(*Funció temps_peces_sist (palet) .Funció de la transició Descarregar. Fa el sumatori del temps que 
triga cada tipus de peça en atravessar el sistema, dada utilitzada en el càlcul de temps promig en el 
sistema per cada tipus de peça *) 
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fun temps_peces_sist (palet) = ( 
if (palet = Component1) then (temps_sort_tip1 := IntInf.toInt(Time()); 
     temps_tip1 := (!temps_sort_tip1 + 3 - !temps_arrib_tip1); 
      sum_temps_tip1 := !sum_temps_tip1 + 
!temps_tip1) 
else if (palet = Component2) then (temps_sort_tip2 := IntInf.toInt(Time()); 
      temps_tip2 := (!temps_sort_tip2 + 3 - 
!temps_arrib_tip2); 
      sum_temps_tip2 := !sum_temps_tip2 + 
!temps_tip2) 
else if (palet = Component3) then (temps_sort_tip3 := IntInf.toInt(Time()); 
      temps_tip3 := (!temps_sort_tip3 + 3 - 
 !temps_arrib_tip3); 
      sum_temps_tip3 := !sum_temps_tip3 + 
!temps_tip3) 
else if (palet = Component4) then (temps_sort_tip4 := IntInf.toInt(Time()); 
      temps_tip4 := (!temps_sort_tip4 + 3 - 
!temps_arrib_tip4); 
      sum_temps_tip4 := !sum_temps_tip4 + 
!temps_tip4) 
else if (palet = Component5) then (temps_sort_tip5 := IntInf.toInt(Time()); 
      temps_tip5 := (!temps_sort_tip5 + 3 - 
!temps_arrib_tip5); 
      sum_temps_tip5 := !sum_temps_tip5 + 
temps_tip5) 
else if (palet = Component6) then (temps_sort_tip6 := IntInf.toInt(Time()); 
      temps_tip6 := (!temps_sort_tip6 + 3 - 
!temps_arrib_tip6); 
      sum_temps_tip6 := !sum_temps_tip6 + 
!temps_tip6) 
else if (palet = Component7 
) then (temps_sort_tip7 := IntInf.toInt(Time()); 
      temps_tip7 := (!temps_sort_tip7 + 3 - 
 
!temps_arrib_tip7); 
      sum_temps_tip7 := !sum_temps_tip7 + 
!temps_tip7) 
else if (palet = Component8) then (temps_sort_tip8 := IntInf.toInt(Time()); 
      temps_tip8 := (!temps_sort_tip8 + 3 - 
!temps_arrib_tip8); 
      sum_temps_tip8 := !sum_temps_tip8 + 
!temps_tip8) 
else if (palet = Component9) then (temps_sort_tip9 := IntInf.toInt(Time()); 
      temps_tip9 := (!temps_sort_tip9 + 3 - 
!temps_arrib_tip9); 
      sum_temps_tip9 := !sum_temps_tip9 + 
!temps_tip9) 
else if (palet = Component10) then (temps_sort_tip10 := IntInf.toInt(Time()); 
      temps_tip10 := (!temps_sort_tip10 + 3 - 
!temps_arrib_tip10); 
      sum_temps_tip10 := !sum_temps_tip10 + 
 











else if (palet = Component11) then (temps_sort_tip11 := IntInf.toInt(Time()); 
      temps_tip11 := (!temps_sort_tip11 + 3 - 
!temps_arrib_tip11); 
      sum_temps_tip11 := !sum_temps_tip11 + 
!temps_tip11) 
else (temps_sort_tip12 := IntInf.toInt(Time()); 
      temps_tip12 := (!temps_sort_tip12 + 3 - 
!temps_arrib_tip12); 
      sum_temps_tip12 := !sum_temps_tip12 + 
!temps_tip12)); 
 
(*Funció emmagatzemar_palets (). Funció de la transició Moure al magatzem. Conta el número de 
cops que es dispara la transició Moure al magatzem. *) 
fun emmagatzemar_palets ()= ( 
palets_emmagatzemats := !palets_emmagatzemats +1.0); 
 
(*Funció sum_magatzem (). Funció de la transició Moure al magatzem. Acumula el sumatori de la 
diferència entre el número de cops que dispara la transició Moure al magatzem i Moure a estacio de 
carrega i carregar, que es el número de peces que hi ha a al lloc En magatzem*) 
fun sum_magatzem ()= ( 
palets_magatzem := (!palets_emmagatzemats - !palets_estacionats); 
sum_palets_magatzem := !sum_palets_magatzem + !palets_magatzem );  
 
(*Funció temps_emmagatzemar_palets (). Funció de la transició Moure al magatzem. Acumula la 
diferència de temps entre el temps de moure paletes buides al magatzem  i l’arribada a l’estació de 
càrrega,pel càlcul del grau d'ocupació d’aquesta*) 
fun temps_emmagatzemar_palets (estacio) =( 
temps_palets_emmagatzemats := IntInf.toInt(Time()); 
if (estacio= Estacio1) then  
(temps_ocup_estacio:= (!temps_palets_emmagatzemats + 2  - !temps_retorn1 - 
!temps_estacionades1 ); 
acum_temps_ocup_estacio := !acum_temps_ocup_estacio + !temps_ocup_estacio) 
else 
(temps_ocup_estacio:= (!temps_palets_emmagatzemats + 2  - !temps_retorn2  
- !temps_estacionades2 ); 
acum_temps_ocup_estacio := !acum_temps_ocup_estacio + !temps_ocup_estacio)); 
 
(*Funció temps_entrada_espais3 (espai). Funció de la transició Moure al magatzem. Agafa el temps 
en que mouen les paletes de les màquines al magatzem, en funció de l’espai del magatzem.*) 
fun temps_entrada_espais3 (espai) =( 
if (espai=Espai1) then  (temps_entrada_espai31 := IntInf.toInt(Time())) 
else if (espai=Espai2) then  (temps_entrada_espai32 := IntInf.toInt(Time())) 
else if (espai=Espai3) then  (temps_entrada_espai33 := IntInf.toInt(Time())) 
else (temps_entrada_espai34 := IntInf.toInt(Time()))); 
