Introduction
Knowledge spillovers facilitate the transfer of knowledge and ideas between firms, researchers, and research teams. The transmission of knowledge can be done in different ways. Individuals may learn by being exposed to or by studying different innovations or new technologies without any personal interaction with their developers. A second type of spillover occurs through interaction between individual researchers who discuss and exchange ideas and information. Academic research may provide a good example for these two types of spillovers. One may learn new ideas by reading and studying papers and academic research without any personal interaction with authors of the papers. The second form of knowledge spillover is by interacting with coauthors and colleagues. and applications available on the Internet, with 114,751 projects and 160,104 contributors (in June 2006) . Each Sourceforge project page links to a "developer page" that contains a list of registered team members. 5 As the development of the OSS projects is done in the public domain and the developers can be identified by their email addresses, we can use this information to construct the two-mode network of projects and developers. For the "project network," we say that two OSS projects are connected if there are developers who participate in both projects. In the related "developers network," two developers are connected if they work on the same OSS project. 6 Interestingly, both the project network and the contributor network consist of one "giant" connected component and many smaller unconnected networks.
It is not easy to measure the success of open-source software. Unlike commercial software, open-source software is not sold or licensed, and there are no revenues or any measures of economic success. One way to measure project success is to examine the number of times a project has been downloaded. Although this is not always an ideal measure, downloads are a very good measure of success for open-source software. 7 The objective of our article is to improve our understanding of knowledge spillovers by examining their role in the development and success of OSS projects. Our focus is on the role of direct and indirect spillovers and the relative importance of project spillovers and contributor spillovers. We show that whenever there are direct project spillovers, there should be a positive correlation between project success and the degree of the project; this is intuitive, as the degree of a project is the number of projects with which the project has a direct link (common developers). When there are indirect project spillovers as well, we show that there should be a positive correlation between project success and project closeness centrality. This is intuitive as well, because closeness centrality is the inverse of the sum of all distances between the project and all other projects; thus, it measures how far each project is from all the other projects in the network. (We show in Section 3 that closeness centrality captures both direct and indirect spillovers.) In an analogous fashion, direct and indirect contributor spillovers are related to the contributor degree and contributor closeness centrality.
We first empirically examine the association between project success and network measures. We show that network architecture is indeed associated with project success: projects in the giant component have on average four times more downloads than projects outside the giant component. Further, we find that closeness is positively and significantly associated with higher downloads. This result is consistent with the presence of both direct and indirect project spillovers. There is not always, however, a positive association between the degree of the project and project success. This result is consistent with no evidence for hyperbolic (i.e., especially strong) direct spillovers.
We then empirically examine the association between contributor spillovers and project success. Interestingly, we find that none of the contributor centrality measures are positively associated with success; therefore, we find no association between contributor knowledge spillovers and project success.
Finally, we change the definition of a link and define projects to be "strongly" linked if and only if they have at least two contributors in common; we obtain a dramatic effect on network structure. In this new network, the largest component of strongly connected projects consists of only 259 projects (versus 27,246 projects in the giant component in the previous network). We show that strong connections matter and that there is a large difference between the average (and the median) number of downloads between projects in the large connected component in the strongly connected network and other projects in the giant component. 5 Sourceforge.net facilitates collaboration of software developers, designers, and other contributors by providing a free of charge centralized resource for managing projects, communications, and code. 6 One can actually construct a weighted network where the weight of a link in the project network is the number of developers who jointly participate in two projects and the weight of a link in the contributor network is the number of projects on which two developers work together.
7 Downloads are also often used as a measure of impact of academic articles on the web. The Social Science Research Network, for example, provides information on the number of downloads for the papers on its website.
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Our article is related to Grewal, Lilien, and Mallapragada (2006) , who use Sourceforge data and investigate (using a sample of 108 open-source projects) how the network embeddedness of projects and project managers influences the success of projects. Although the paper uses some of the network measures that we employ, the paper addresses very different issues. Our article focuses on knowledge spillovers that occur through the interaction between different researchers or developers who collaborate on different research projects. Our article also distinguishes between project spillovers and contributors' spillovers and between direct and indirect spillovers.
Academic research is another area in which contributors' identities are publicly observed. For example, Goyal, van der Leij, and Moraga-Gonzalez (2006) construct the coauthorship network in economics using data on all published papers that were included in EconLit from 1970 to 2000 and study the properties of this network. Our focus, however, is not on the properties of the network per se, but rather on the relationship between network architecture and success.
Our article is also related to Calvo-Armengol, Patacchini, and Zenou (2009) and Ahuja (2000) , who also consider the relationship between network structure and performance. CalvoArmengol et al. use data on an adolescent friendship network and focus on how the existing network structure affects pupils' school performance. Ahuja (2000) examines the relationship between the network formation of technical collaboration among firms in the chemical industry (from 1981 to 1991) and innovation, as measured by U.S. patents. Other papers also relate to the literature that study the effect of network structure on behavior (e.g., Ballester, Calvo-Armengol, and Zenou, 2006; Calvo-Armengol and Jackson, 2004; Ioannides and Datcher-Loury, 2005; Goeree et al., 2010; Jackson and Yariv, 2007; Karlan et al., 2009). 8 This article is also related to the large literature identifying neighborhood effects, nonmarket interactions, and spillovers in public, labor, and education settings. A primary concern in this literature is the endogenous determination of spillovers-good examples are Manski (2000) , Sacerdote (2001) , and Angrist and Lang (2004) . This literature has focused on finding institutional settings that impose a level of randomness that allows one to eliminate the selection effect and identify the causal effect of neighbors on each other. For instance, Sacerdote uses random assignment of roommates for Dartmouth College freshmen. The issue of causality is important in our work as well. This article does not have an analogous source of randomness or exogeneity, but rather uses various cuts of the data to evaluate the importance of endogeneity bias in driving the results. In the industrial organization (IO) literature, Rysman (2004) considers network effects.
The two-mode network of contributors and projects
We obtained our data by "spidering" the website sourceforge.net, which is the largest OSS development website. 9 The data were retrieved from sourceforge.net during June 2006 and includes 114,751 projects and 160,104 contributors who were listed in these projects. 10 The contributors are identified by unique user names they chose when they registered as members in sourceforge. The site's information structure is rooted in projects. The interface of sourceforge.net allows almost all of the information about the projects to be viewed by anyone.
11 Each project has a project page, which is a standardized home page that links to all the services and information made available by sourceforge.net for that project. The project page itself contains important descriptive information about the project, such as a statement of purpose, the intended audience, license, operating system, and so forth.
Each project page links to a "statistics page" that shows various activity measures, such as the number of downloads. Each project page also links to a "developers page" that has a list of The data we obtained from sourceforge.net form a two-mode network of projects and contributors. A two-mode network is a network partitioned into two types of nodes, projects and contributors. We can use the two-mode network to construct two different one-mode networks: (i) the contributor network and (ii) the project network.
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Contributor network:
• The nodes of this network are the contributors, that is the distinct names (or emails) of the contributors.
• There is a link between two different contributor nodes if the two contributors participated in at least one OSS project together.
• Each link may have a value which reflects the number of projects in which the contributors jointly contributed.
Project network:
• The nodes of this network are the OSS projects.
• There is a link between two different project nodes if there are contributors who participate in both projects.
• Each link may have a value which reflects the number of contributors who participate in both projects. 12 We construct our project network by defining two projects as linked if there are contributors who work on both of them. One can construct different types of networks based on common application, language, and so forth; that is, two projects are connected if they are written for the same application. In our empirical analysis, we control for these variables. Although defining networks based on application and language does capture some aspects of knowledge spillovers, the thrust of our research is on knowledge spillovers created by individuals. We thus focus on the networks that are defined by having common contributors. 13 Although these projects do not provide links between contributors, such contributors who work on multiple projects provide links among projects.
C RAND 2011. Because our data are a snapshot taken at a particular date, it is possible that projects with one contributor are projects at an early stage of development. There are six levels of development that range from the planning stage to a mature status. There is an additional status reserved for projects that are inactive. Table 2 provides the distribution of the development status for single-contributor and multicontributor projects.
Observation 2: The distributions of the development status for single-contributor and multicontributor projects are similar. Thus, the possibility that the single-contributor projects are in some way infant projects seems remote.
Of course, in our analysis, we will control for the time for which the project has been in existence and the stage of development, and we will examine whether our results are robust to the exclusion of single-contributor projects.
The network of contributors. For the contributor network, there is a link between contributors i and j if they have worked on at least one project in common. The set of contributors can be divided into components such that all of the contributors in a component are connected to one another and there is no sequence of links among contributors in different components. The distribution of the components is shown in Table 3 . There is a "giant" component, which consists of 55,087 contributors, or approximately 45% of the contributors, and many small components as well.
For every contributor in the network, we can define the degree as the number of links between that contributor and other contributors in the network.
14 Table 4 shows the distribution of degree in the contributor network. There are 47,787 contributors who work only in single-contributor projects and therefore have a degree of zero. At the other end of the spectrum, 491 contributors worked on projects in common with more than 256 other contributors. Observation 3: Despite the fact that more than 90% of the contributors worked only on one or two projects more than a third of the contributors belong to a giant component of 55,087 connected contributors. The other connected components are relatively small with relatively few contributors.
The network of projects. In the project network, a node is a project and there is a link between two projects if and only if there are contributors who have contributed to both projects. Table 5 shows the distribution of connected components of the project network. Table 6 shows the distribution of degree for the project network. The degree of a project is the number of other projects with which that project has a link.
Observation 4: (i)
The project network has a very special structure. There is one giant connected component with 27,246 projects (approximately 24% of the projects at the Sourceforge website) and many very small unconnected components. Remarkably, the second largest connected component has only 27 projects.
(ii) Two thirds of the projects have a degree less than or equal to 1. At the other end of the spectrum, 370 projects have a degree greater than 32.
Knowledge spillovers
Learning is done by individuals. It is possible to distinguish between two types of spillovers: project spillovers and contributor spillovers. In both cases, it is the contributors themselves who facilitate the spillovers. But the question is: do contributors "learn" from working on a particular project, or do they learn from other individuals who collaborate with them? In the former case, we will say that there are "projects spillovers"; in the latter case, there are "contributor spillovers." It is typically very difficult to distinguish between these two types of spillovers. We are able to examine this issue empirically because the unique data set we constructed has detailed information on both projects and contributors.
We start by considering spillovers between projects. Such spillovers can either be direct or indirect. Direct spillovers occur when projects have a common developer who transfers information and knowledge from one project to another. Project spillovers may also be indirect, when knowledge is transferred from one project to another even when the two projects are not directly linked (i.e., they have no common contributor). The indirect spillover route involves a learning mechanism such that a developer who participates in project X acquires knowledge when he participates in project Y and then employs the knowledge on project X. Another project-X developer (who does not work on project Y) then uses that knowledge on project Z. This distinction can be summarized by the following definition.
Definition 1: (i) Direct project spillovers exist whenever there are knowledge spillovers between projects that are directly connected, that is they have common contributors. (ii) Indirect project spillovers exist whenever there are knowledge spillovers between projects that are not directly connected, that is, projects for which there are no common contributors.
An alternative approach would be to assume that contributors accumulate knowledge and that there are knowledge spillovers among the contributors. This case involves the contributor network. We again can distinguish between direct and indirect knowledge spillovers allowing contributors to learn indirectly from other developers even though they do not work together on the same project.
Definition 2: (i) Direct contributor spillovers exist whenever there are knowledge spillovers between contributors who are directly connected, that is they work together on the same project.
(ii) Indirect contributor spillovers exist whenever there are knowledge spillovers between contributors who are not directly connected.
Because we do not directly observe spillovers, we will examine the relationship between the network structure and project success in order to identify the relative importance of the different types of knowledge spillovers. We briefly discuss the network measures that are relevant for our analysis. We define these measures in terms of the project network case (the definitions for the contributor network are analogous).
(i) The degree of a project is the number of projects with which it has a direct link or common developers. (ii) Closeness centrality is defined for every project as the inverse of the sum of all distances between the project and all other projects multiplied by the number of other projects. Intuitively, closeness centrality measures how far each project is from all the other projects in the network. According to this definition, closeness centrality lies in the range [0,1]. Formally, for any two nodes i, j ∈ N , the distance or degree of separation between them (denoted d (i, j) ) is the length of the geodesic between them where a geodesic is the shortest path between two nodes. Closeness centrality is calculated as
Analogously, we can construct the contributor network and derive the network characteristics for each contributor, that is, the degree and the closeness centrality of each contributor.
We now briefly discuss the relationship between the type of spillovers we have in mind and the network characteristics that we use. We discuss these relationships for the project spillover case, but an analogous structure exists for the contributor spillover case. Assume that all the projects are symmetric except for their position in the network and that the expected success level of each project (without any spillovers) is given by α. Assume further that each project also receives a positive (constant) spillover from all connected projects. Thus, the success level of each project i is α plus β multiplied by the number of direct links of each project,
where D i is the degree of project i in the network and β is the magnitude of the direct spillovers. Now assume that the project also enjoys positive spillovers from projects that are indirectly connected, but that these spillovers are subject to decay. We assume that the greater the distance between the project in the project network, the fewer the indirect spillovers. Formally, when the distance between project i and j is denoted as d(i,j), we assume that the expected success of each project is S i = α + j γ /d (i, j) , where γ is the magnitude of the spillovers.
16 Using (1) above, project i's success can be rewritten as
where C c (i) is the measure of project i's closeness centrality. When (3) holds, the spillovers are fully captured by the closeness measure of each project. Despite this, there are both direct and indirect spillovers. It is possible that direct and indirect spillovers have different impacts. We can capture this by the following (more general) specification:
When β = 0, there are no additional spillovers from directly connected projects above and beyond those captured by its closeness measure and (4) reduces to (3). When β > 0, the spillovers have a "hyperbolic" structure: there are additional spillovers from directly connected projects.
We will estimate equation (4) and examine whether, accounting for the effect of all the control variables (which we will add to the regression), degree and closeness are associated with a larger number of downloads. If the estimated coefficient on closeness is positive and significant, there is evidence for both direct and indirect project spillovers.
17 If the estimated coefficient on degree (β) is also positive and significant, there is evidence for a hyperbolic structure with especially strong direct spillovers among connected projects. If γ = 0 but β is positive, we have evidence for direct spillovers only, that is, there are no indirect spillovers. If both γ and β equal zero, there is no evidence for any direct or indirect spillovers.
Direct and indirect project spillovers: empirical analysis
We wish to examine whether and what type of knowledge spillovers plays is a role in the development of OSS projects. We start our empirical analysis by defining a measure of success and different control variables that identify the important characteristics of OSS projects. Our analysis of the type of knowledge spillovers will be carried out in the following stages. In this section, we will examine the association between project network measures and success. We will then examine the association between contributor network measures and success (Section 5) and then the importance of thick or strong ties among projects (Section 6).
Measuring success/output in the project network. Defining or measuring the success of an open-source project is problematic. There are no prices and no sales. The projects are in the public domain and there is no need to request permission or provide payment for using OSS. One way to measure project success is to examine the number of times a project has been downloaded. Although this is not always an ideal measure, downloads are a very good measure of success for open-source software. Unlike downloads of academic papers, users will not typically download a project (and its code) unless it will be useful to them for some task.
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Every month, the sourceforge.net staff chooses a "project of the month." Although we do not know the exact criteria that are employed in choosing the project of the month, these projects are likely to be very "successful." We obtained data on the project of the month for the 42 month period ending in June 2006. The project of the month projects have an especially large number of downloads.
19 Project of the month projects are typically in advanced stages (stages 4, 5, and 6); 38 of the 42 projects of the month are either in stage 4, stage 5, or stage 6. The 38 projects of the month in advance stages had on average 6,028,560 downloads, versus 30,206 downloads (on average) for the other 35,821 projects in advanced stages. The median number of downloads for projects of the month in advance stages was 1,154,469 versus 483 for other projects in advance stages. This suggests that the number of project downloads is an attractive measure of use and value.
There are several different download measures that we can use: (i) the total number of downloads since the project was initiated at sourceforge.net, (ii) the maximum number of downloads in any month, and (iii) the number of recent downloads. The correlation among these download measures is, however, quite high. Because it contains the most information, we chose to use the total number of downloads in our analysis. Henceforth, when we refer to downloads, we mean the total number of downloads and denote downloads as the total number of downloads for the 42 month period for which we have data. We further define ldownloads ≡ ln(1 + downloads), where "ln" indicates the natural logarithm. 17 There are possible alternative explanations for a positive association between degree and closeness and downloads; we discuss this issue in Section 4. 18 In some cases, the number of downloads is small relative to the number of contributors. In such cases, the number of downloads may be affected by the fact that developers may need to download the code of the project when working on the project. When we restrict our analysis to projects with more than 200 downloads, and a download/contributor ratio of at least 10/1 (so that the number of downloads is at least an order of magnitude larger than the number of developers), our results remain qualitatively unchanged; hence, our results are robust to the possibility of developer downloads. See Section 4.
19 Given that there are only 42 such projects of the month, we cannot use this as our measure of success.
Network and control variables (project characteristics)
For our empirical analysis, we employ the project network variables ldegree = ln(1 + degree) and lcloseness = ln(0.05 + closeness), 20 where degree and closeness are defined in Section 3. In addition to downloads and the network variables, we have data for a group of control variables that include the amount of time that the project has been in existence, the stage of development, the number of operating systems for which the program was written, the number of languages in which the program is written, as well as several other control variables:
• The variable years_since is the number of years that have elapsed since the project first appeared at sourceforge: lyears_since = ln(years_since).
• The variable cpp is the number of contributors who participated in the project: lcpp = ln(cpp).
• The dummy variable ds_j refers to the stage where j ranges from one to six. There is an additional stage, denoted inactive, which means the project is no longer active. See Table 2 . A few of the projects are considered to be in multiple stages. Hence, for a particular project, it is possible that both ds_3 and ds_4 could be equal to one.
• The variable count_trans is the number of languages in which the project appears including English. Virtually all of the projects (95%) are available in English. The other popular languages include German (5% of the projects), French (4%), and Spanish (3%). lcount_trans = ln(count_trans).
• The variable count_op_sy is the number of operating systems (i.e., formats) in which the project is compatible. Some of the projects are available for several operating systems. The main operating systems in which the projects were written include Windows (32% of the projects), Posix (26%), and Linux (21%) lcount_op_sy = ln(count_op_sy).
• The variable count_topics is the number of topics included in the project description. Popular topics include the Internet (16% of the projects), software development (14%), communications software (11%), and games and entertainment software (10%). lcount_topics = ln(count_topics).
• The variable count_aud is the number of main audiences for which the project was intended.
The main audiences are developers (35%), end users (30%), and system administrators (13%). Some of the products are intended for multiple main audiences whereas other projects are not intended for these main audiences but rather just for niche audiences, that is, just for a particular industry (i.e., telecommunications) or just for very sophisticated end users. lcount_aud = ln(1 + count_aud).
Clearly, there are different ways to construct these variables. For example, we could have simply counted the key operating systems, or used dummy variables for these operating systems. Similarly, we could have defined dummy variables for main audiences or we could have added up the number of main audiences together with the number of niche audiences. We chose the definitions that seemed most natural. Our main results regarding the number of contributors and the network variables are robust to alternative definitions of these control variables.
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Empirical results. We estimate a simple log/log model of the form ldownloads i = α + βN i + γ C i + ε i , where the subscript i refers to the project. N i is the natural logarithm of the network variables and C i is the natural logarithm of the control variables. 22 For binary ({0,1}) variables, we of course do not employ logarithms; ε i is a random error term. 20 The reason we add such a small number is that the mean value of closeness is 0.14. 21 Contributor effort is not observable. As we discussed in the Introduction, the main reward to OSS contributors is being included in the list of contributors. Thus, the incentive they have is to provide the sufficient effort to accomplish this status. Hence, effort is not likely correlated with network measures or the control variables-and hence, the absence of data on effort does not bias our results. 22 The relationship between the number of contributors and downloads is likely nonlinear: additional contributors are likely associated with a larger number of downloads, but the marginal effect of each additional contributor declines as the number of contributors increases. The same is likely true for the relationship between the network variables and C RAND 2011.
We have data on 114,450 observations for all of the network variables as well as on years_since.
23 However, data on the stage of development and the count variables are incomplete; data on all of the control variables are available only for 66,511 projects. Because there is no selection issue, 24 we use only the data on the 66,511 projects for which we have complete information. We use information from all the projects to construct the network variables that are included in the database. We first conduct an analysis using these projects and examine the association between degree (and the control variables) and success. We then examine the giant component in detail (18,697 projects for which there is complete information), which enables us to include closeness in the analysis. 25 The effect of degree (as well as other effects) may depend on whether the project is in the giant component or not; we therefore introduce the variable giant_comp, which is a dummy variable that takes on the value one if the project is in the giant component, and the value zero otherwise. In order to allow for the possibility that the association between degree and downloads and between the number of contributors and downloads depends on whether the project is inside or outside of the giant component, we also include the following interaction variables in the analysis:
• lgiant_degree = ldegree * giant_comp,
By including the interaction variables, we allow for the possibility that there will be different download "elasticities" for projects inside and projects outside of the giant component.
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Descriptive statistics of the variables are shown in Table A1 in the Appendix. Table A1 shows that projects in the giant component have on average many more downloads than projects outside of the giant component (42,751 vs. 10,959). Further, projects in the giant component are on average (i) older than projects outside of the giant component (3.63 years vs. 2.70 years), (ii) have more contributors (3.84 vs. 1.61), and (iii) have a larger degree (6.26 vs. 1.18). 27 The results of a regression with all 66,511 observations are shown in the first column of Table 7 .
The effect of the number of contributors. The estimated coefficients show that the association between downloads and the number of contributors is positive-projects with more contributors have a greater number of downloads. For projects outside of the giant component, the estimated "contributor" elasticity is 0.46. This effect is statistically significant. The estimated contributor elasticity is virtually twice as large for projects in the giant component: 0.90 (0.46 + 0.44). The difference in the estimated contributor elasticity between projects in the giant component and projects outside of the giant component is statistically significant: additional contributors are associated with greater increases in output for projects in the giant component than in the nonconnected component. This result obtains despite the fact that there are many more contributors (on average) for projects in the giant component (3.84 vs. 1.61).
The effect of the project's degree.
The association between the degree of the project and the number of downloads is positive and statistically significant both for projects inside the giant component and for projects outside of the giant component. For projects outside of the giant downloads as well. This suggests that a "log/log" model is appropriate. We examine alternative functional forms below. There, we indeed find that the log/log specification has a higher adjusted R 2 that, both the log/linear and linear/linear specifications. 23 There are 114,751 total projects, but we are missing data on downloads for a small number of them (301). 24 See Griliches (1986) and Greene (1993) . 25 The values of degree and closeness centrality are calculated using the software program Pajek, which is a software program for large-network analysis. See pajek.imfm.si/doku.php. 26 The addition of different slopes for the control variables based on whether the project was inside or outside of the giant component has no effect on the main results regarding the number of contributors and the degree of the project. 27 Correlations among the network centrality variables in the giant component are shown in Table A2 . component, the degree elasticity is 0.19, whereas the degree elasticity for projects inside the giant component is 0.14. Both of these magnitudes are statistically significant from zero; the difference in the magnitudes is not significantly different from zero.
The effect of the control variables. The estimated coefficient of lyears_since is positive (1.42) and statistically significant. Projects that have been active longer have more downloads, and the estimated coefficient suggests that a doubling of the time a project has been active is associated with 142% more downloads. The estimated coefficients on the stage variables have the expected signs. By and large, projects that are in more advanced stages are associated with more downloads. Similarly, projects written for several operating systems, projects available in more languages, projects written for more main audiences, and projects that span more topics are associated with more downloads as well. From Observation 5, we can conclude that the network architecture does affect the number of downloads, which suggests that there are knowledge spillovers among the projects. Our next step is to introduce the variable lcloseness into the regression (see the second regression in Table 7 ). Because closeness is only comparable across linked networks, this regression is done for the giant component only (18,697 observations) . Note that in the new regression the estimated contributor elasticity (0.87, t = 16.71) and the estimated coefficient on lyears_since (1.68, t = 31.08) are again positive and statistically significant. The estimated coefficients on the stage and count variables again have the expected signs and are qualitatively similar to those in the first regression in Table 7 .
This regression also shows that the estimated closeness elasticity (0.69, t = 3.21) is statistically significant. Controlling for closeness, there is still a positive association between the number of downloads and the degree of the project. The estimated degree elasticity (0.079, t = 2.10) is also statistically significant in this regression.
Observation 6: Closeness is positively and significantly associated with higher downloads. This suggests that indirect spillovers are important.
The second regression in Table 7 indicates that the estimated coefficient on degree is also positive and significant. This suggests that there are hyperbolic direct spillovers as well. We now will conduct several robustness tests in order to examine whether these results are robust.
Robustness analysis.
In this section, we will examine whether the results in the second regression in Table 7 are robust by examining established projects only, projects with more than one contributor, and projects with a relatively large number of downloads. We then examine the robustness of the results to functional form, to possible endogeneities, and to including an additional network centrality measure. We conclude this section by examining alternative interpretations of the results.
Established projects, more than one contributor, and a large number of downloads. Nascent projects may not have reached a steady-state number of contributors. Personnel additions are probably more likely for relatively new products. Here we examine whether our results are robust to using only established projects in the analysis. We also restrict the anaslysis to projects in existence for at least 2 years. For similar reasons, we also restrict the analysis here to projects with more than one contributor. (We focus henceforth on the second regression in Table 7 because this regression includes degree and closeness.)
In some cases, the number of downloads is small relative to the number of contributors. In such cases, the number of downloads may be affected by the fact that developers may need to download the code of the project when working on the project. Hence, we also restrict our analysis to projects with more than 200 downloads and a download/contributor ratio of at least 10/1 (so that the number of downloads is at least an order of magnitude larger than the number of developers).
When we include all of the above robustness "restrictions" together (projects with more than one contributor, projects in existence for more than 2 years, projects with more than 200 downloads, and a download/contributor ratio of at least 10/1), we are left with 6,397 observations. We again find that the estimated contributor elasticity (0.76, t = 22.21), the estimated closeness elasticity (0.71, t = 3.28), and the estimated degree elasticity (0.19, t = 5.07) are positive and statistically significant. The robustness analysis thus suggests that the results regarding the contributor elasticity, closeness, and degree are robust to all of these changes. These results are shown in the first regression in Table A3 .
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Robustness to functional form. When we run a log/linear regression (the dependent variable remains in logarithms, but the independent variables are in levels), we have the following results: the estimated coefficient on closeness is positive and statistically significant both for a regression with all observations in the giant component as well as for a regression (6,397 observations) with all three robustness restrictions discussed above. The estimated coefficient on degree is insignificant in a regression with all observations in the giant component; it is positive and statistically significant in a regression with all three robustness restrictions in Table A3 .
When we run a linear/linear regression (both the dependent variable and the independent variables are in levels), rather than a log/log regression, the estimated coefficient on closeness is still positive and statistically significant. The estimated coefficient on degree is positive, but no longer statistically significant. This result holds both for a regression with all observations in the giant component (18,697) as well as for a regression (6,397 observations) with all three robustness restrictions. 29 We can thus conclude that the positive and statistically significant results regarding closeness are robust to functional form. The results on degree are not completely robust to functional form.
Potential endogeneities. Degree could be endogenous in our data set. Here, the interpretation would be that developers may want to be associated with more successful projects. This would make degree endogenous. (This is sometimes referred to as the chicken vs. egg issue.)
Closeness could also be endogenous under the following scenario: developers may want to work on a particular project so that a developer on that project can "introduce" them to a developer (on another project) who they would like to meet. Because our network is a fairly thin one (many projects and relatively few developers) and the average project in our data set has fewer than four contributors to a project in the giant component, it is unlikely that this indirect contact mechanism would play any role. It would likely be much easier and much more effective to simply contact the programmer directly. Nevertheless, we wish to address this potential endogeneity as well.
With the exception of Calvo-Armengol et al. (2009), we are not aware of any empirical papers in the social network literature that estimate a structural model and (hence) are able to econometrically deal with the endogeneity issue by using instruments. Unfortunately, neither Calvo-Armengol et al. (2009) nor other theoretical models (such as König et al., 2008) are appropriate for our setting. Even if we could develop a structural model, it would likely depend on variables such as effort or marginal cost that are not observable.
Hence, we must address the potential endogeneity of degree and closeness in another way. One way to address this issue is indeed to only consider relatively young projects. The "joining popular projects" effect is likely to be less of a factor for relatively young projects. When we run a regression with projects less than 3.63 years old (the mean age of the projects in the giant component) with more than 200 downloads and a download/contributor ratio greater than 10, we find the following 30 : the estimated coefficient on closeness remains positive and statistically significant (0.54, t = 2.37), while the estimated coefficient on degree (0.0038, t = 0.09) is not statistically significant. (These results appear in the second regression in Table A3 .)
This suggests that degree is indeed potentially endogenous. Nevertheless, the estimated coefficient on closeness is virtually unchanged. These results suggest that closeness is not endogenous and that, despite the potential endogeneity of degree, the results for closeness remain qualitatively unchanged. Our main conclusion, that there are both direct and indirect spillovers, holds despite the potential endogeneity of degree.
The flow of information: betweenness centrality. In this section, we consider another centrality measure-betweenness centrality-and we examine whether our results are robust to its inclusion. Before we define betweenness centrality, we will illustrate this measure by using the (thick) project network shown in Figure A1 . We can see that this network has an interesting structure. There are three clusters or groups of highly connected projects. 31 The three clusters remain connected as part of one component only because project 81 is connected to all these three groups. Project 81 has a relatively small degree, but its position in the network is unique and central. This position is relevant for an additional type of knowledge spillover. Assume, for example, that the three groups in Figure A1 describe a friendship network among people. Moreover, assume that each cluster in this network is a group of friends who are similar in their backgrounds and preferences. Suppose that the knowledge transmitted in this network is about the quality of a restaurant or a movie. In this case, the information received from members of the same group would be more 29 The linear/linear specification has a very low adjusted R 2 (0.04). In contrast, the log/linear specification has an adjusted R 2 of 0.25; the log/log specification (regression 1 in Table A3 ) has an adjusted R 2 of 0.28. 30 We did include projects with a single contributor here because they are important when examining young projects. 31 Each has some periphery networks that are connected only to one particular group. C RAND 2011. valuable than information received from members of other groups. On the other hand, there are research settings where ideas come from groups of researchers who think and solve problems in different ways. It is possible that in such an environment the more valuable knowledge spillovers come from outside of the research group's inner core. In these cases, the position of project 81 ( Figure A1 ), which is linked to several different clusters of projects, may benefit from valuable knowledge spillovers from the different clusters of projects.
We capture this effect by introducing betweenness centrality into our empirical analysis. Betweenness centrality is defined as the proportion of all geodesics between pairs of other nodes that include this node.
32 Betweenness captures the notion that a node is considered "central" if it serves as a valuable juncture between other nodes. Project 81 in Figure A1 indeed has relatively high betweenness. Formally, the betweenness of a node i is given by
where γ jk is the number of distinct geodesics between the nodes j and k which are distinct from i, and γ jk (i) is the number of such geodesics which include i. 33 When we add betweenness to the analysis and run a regression (6,397 observations) with all three robustness restrictions, we find that the estimated coefficient on degree is insignificant, while the estimated coefficient on closeness remains positive and statistically significant (coeff = 0.45, t = 2.08.). This again suggests that our results on closeness are again robust. The estimated coefficient on betweenness is positive and statistically significant, suggesting the possibility of an additional type of knowledge spillover. (These results appear in the third regression in Table A3 ).
Robustness results above show that the estimated coefficient on closeness remains positive and statistically significant in all robustness specifications, whereas degree becomes insignificant in several instances. Note that a positive coefficient on closeness provides evidence for both direct and indirect spillovers. Because the coefficient on degree becomes insignificant in several robustness regressions, we do not find convincing evidence for hyperbolic direct spillovers.
Observation 7: Both direct and indirect spillovers are important. Closeness is positively and significantly associated with higher downloads. However, we do not find convincing evidence for hyperbolic direct spillovers as, controlling for closeness, there is not always a positive association between the degree of the project and the number of downloads.
Alternative interpretations of the results. Positive correlations are, of course, not sufficient for identifying a knowledge spillover. Indeed, the interpretation of a direct knowledge spillover would be problematic if there were only a few highly productive developers and these productive developers signed up for many projects and also caused their projects to have high downloads. In such a case, degree would be significant in the regression, yet there would be no knowledge spillover.
We went back and excluded projects that had developers who worked on five or more projects (i.e., "star" contributors). In this new robustness regression, we included the robustness restrictions from above (more than one contributor, projects that were at least 2 years old, projects with more than 200 downloads, and a download/contributor ratio greater than 10.) We had 2,917 observations in this regression. The summary of the regression results (for the network variables) is as follows: both the estimated coefficient on closeness (0.77, t = 2.51) and the estimated coefficient on degree (0.38, t = 4.54) remain positive and statistically significant.
There is also an alternative explanation (i.e., nonspillover story) regarding the positive correlation between closeness and success: if highly productive developers work together (a few to a project), their projects will be high in "connectedness" because they will be linked to other projects characterized by many links even if there is no spillover. Although this story is plausible in a small, relatively tightly connected network, it is unlikely in our network, which is huge and fairly thinly connected (see Table 1 ). This suggests that the interpretation of degree and closeness as knowledge spillovers is reasonable in our case.
Contributor network characteristics and project success
Up until this point, we have focused on project network characteristics and the way they are associated with the success of projects. Our next step is to focus on contributor network characteristics and to examine their relation to project success.
The effect of contributor characteristics. We construct the contributor network and derive the network characteristics for each contributor. In order to examine the relationship between these characteristics and project success, we need to look at the group of contributors who participate in each project and define measures that capture the network characteristics of these contributors. For each project, we form a list of contributors and construct the following variables 34 :
(i) the average degree of the contributors in a project; (ii) the average closeness centrality of the contributors to a project.
The above variables differ respectively from the degree of a project and the closeness centrality of a project. For example, consider project A with two contributors (denoted I and II), each of whom works on one other project. This means that project A has a (project) degree equal to two. Further suppose that contributor I also works on project B, and that there are three other distinct contributors to project B. Similarly, suppose that contributor II also works on project C, and that there are again three additional distinct contributors to project C. The contributor degree of contributor I equals four (because he/she participates with four other contributors in two different open-source projects). Similarly, the contributor degree of II is four as well. Hence, the average contributor degree of project A is four. Whereas the degree of the project and the average degree of the contributors to a project are relatively highly correlated in our data set (0.44), 35 there is virtually no correlation between the closeness centrality of a project and the average closeness centrality of its contributors (0.03).
We first ran a regression similar to the second regression in Table 7 with the two contributor network variables instead of the two project network variables. Neither the average closeness centrality of the contributors to a project (coefficient = 0.12, t = 1.59) nor the average degree of the contributors on a project (−0.019, t = −0.72) are statistically significant. When we include both the project and contributor centrality variables in the regression, we find that project centrality measures (degree and closeness) are again highly associated with success, whereas the contributor centrality variables are not associated with project success.
Observation 8: Our analysis indicates that with respect to OSS development, it is the project spillovers which are important and not the contributor spillovers. Specifically, direct and indirect project spillovers are associated with project success whereas knowledge spillovers between individual contributors are not associated with project success.
Our analysis examined two types of spillovers: spillovers between projects and spillovers between individuals. In both cases it is the contributors themselves who facilitate the spillovers. But the question is: do they learn from working on a particular project or do they learn from other individuals who collaborate with them? Observation 8 states an interesting result: in the world of OSS projects, spillovers occur between projects and not between participants. 34 Our results are robust to employing the maximum degree and maximum closeness centrality of the contributors on a project rather than the average degree and closeness centrality of the contributors on a project. 35 This is the correlation between the natural logarithm of the variables, because we use those in the analysis.
The star effect. Some of the contributors in our data set work on many projects. The question is whether these individuals have special talents or abilities that make a significant contribution to the projects in which they participate. We define a "star" as a contributor who worked on five or more projects. Clearly, having a star contributor gives a project more connections with other projects. Indeed, we find that stars are much more common in projects that are in the giant component. Specifically, 45% of the projects in the giant component have at least one star, whereas only 8% of the projects outside of the giant component have a star. An interesting question is whether having a star in the team of developers has an effect on the success of a project.
To examine this, we add a dummy variable (denoted star)-which takes on the value one if the project has at least one star and takes on the value zero otherwise-to the second regression in Table 7 . The estimated star contributor is negative (−0.14, t = −1.94). Because degree and star are highly correlated, one possibility is that any positive effect associated with a star is picked up by degree.
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Observation 9: After controlling for network centrality measures, star programmers do not make any significant contribution to project success. That is, star programmers do not make a difference beyond that captured by changes in the network measures of the projects in which they participate. Note that our above conclusion is with respect to having a star working for the project and holding the degree and the structure of the network fixed. Clearly, when a star contributor chooses to work for a certain project he changes the network structure and in particular the network characteristics of the project for which he works. Hence, the above observation suggests that any additional contributions made by star contributors are fully taken into account by the change in the network measures.
The importance of strong ties
So far, we have defined two projects to be linked if there was at least one contributor in common between them. But the potential of spillovers between projects may depend also on the number of contributors who participated in both projects. To capture this effect, we change the definition of a link and focus only on "strong" (or thick) links. Two projects are strongly linked if they have at least two contributors in common. That is, we define a new network in which the nodes are still projects, but the links are only strong (thick) links.
Redefining the network has a dramatic effect on its structure. Previously, in a network in which one contributor in common was sufficient for a link, there was a giant component of 27,246 projects. In the strongly connected network, the largest component of strongly connected projects consists of only 259 projects. There are four other smaller strongly connected components with between 50 and 75 projects. No other components have more than 27 projects.
37
A comparison between projects in the (i) large strongly connected component, (ii) the four smaller strongly connected components, and (iii) other projects in the giant component is presented below in Table 8 .
38
Observation 10: Strong ties matter. There is a large difference in the median (and the average) number of downloads between projects in the largest strongly connected component, projects in the four smaller strongly connected components, and other projects in the giant component. 36 The estimated coefficient on closeness (0.68, t = 3.17) is unaffected by the addition of star. 37 Figure A1 shows the structure of the largest component in the "strongly connected" network. 38 The same qualitative result obtains if we restrict the analysis to projects in stages 4-6. In such a case, the medium (mean) numbers of downloads are 11,230 (155,428) for projects in the largest strongly connected component, 2,896 (85,204) for projects in the four smaller strongly connected components, and 1,419 (73,532) for other projects in the giant component. 
Conclusion
Knowledge spillovers are an important part of any learning or R&D process. There are two possible mechanisms that facilitate such spillovers. One possibility is that an individual (or a firm) observes the outcome of an R&D effort of another individual, that is, a new technology or a patent, and learns about its own R&D process. A more direct mechanism is the interaction between different individuals who communicate with their colleagues, exchange emails, switch jobs and projects, and collaborate in different research ventures. The first type of spillover is easier to model as a dynamic process in which any advance or success involving one project positively affects the success of related projects. The second type of learning spillover crucially depends on the "collaboration" network of interaction among individuals who are involved in the learning process. The OSS project network provided a unique opportunity for examining the effect of the properties of both the project network and the contributor network on the success of different projects. We found that there is a positive association between project closeness centrality and project success, which suggests the existence of both direct and indirect project knowledge spillovers. We found no evidence, however, for any association between contributor closeness centrality and project success, suggesting that contributor spillovers play a lesser role in project success. In light of these results, an important additional step would be to open the "black box" of OSS projects, attempting to collect data on actual communication among team members and (controlling for the structure of the collaboration network) investigate the relationship between actual communication among team members and the success of different projects. 
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