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 SANASTO 
Internet-portaali 
Portaali (Portal) on internetpalvelu, mikä tarjoaa yhtenäisen käyttöliittymän aikaisemmin 
erillisiin palveluihin tai reitin muihin palveluihin. 
 
Nosto 
Helsingin Sanomien nimitys Oman kaupungin etusivulla oleville uutissisällöille. 
 
Mesta 
Helsingin Sanomien nimitys Omassa kaupungissa oleville toimipaikoille. 
 
JavaScript 
Internetympäristöissä käytettävä kieli, mikä mahdollistaa dynaamisia toiminnallisuuksia. 
 
Ajax (Asynchronous JavaScript And XML) 
Tekniikka, jolla internetsivun sisältöä pysytään muuttamaan ilman, että koko sivua pitää 
ladata uudestaan. 
 
POI (Point Of Interest) 
Muun muassa navigaattoreissa käytettävä tietokanta alueen palveluista, jotka näkyvät 
kartalla. 
 
JSR-168/286 
Java-maailman tärkeimmät portaalimääritykset. Määrittelevät miten portletin ympäristö, eli 
portaali, toimii ja keskustelee yhdessä. 
 
XML (eXtensible Markup Language) 
Kuvauskieli, jota käytetään sekä formaattina tiedonvälitykseen järjestelmien välillä että 
formaattina dokumenttien tallentamiseen. 
 
CSS (Cascading Style Sheets) 
CSS-tiedostoa käytetään internetsivujen tyylittelyyn ja sen avulla ehdotetaan, miten sivu 
pitäisi näyttää. 
 
SSO (Single Sign-On) 
Kertakirjautuminen. Yhdistää monen eri palvelun sisäänkirjautumiset. Käyttäjä voi kirjau-
tua sisään toisessa palvelussa ja siirtyä toiseen, itsenäiseen, palveluun kirjautumatta uu-
destaan. 
 
WSDL (Web Service Description Language) 
XML-perustainen kieli, jota käytetään kuvaamaan web-palveluja. 
 
API (Application Programming Interface) 
Ohjelmointirajapinta. Käyttöliittymä, jolla eri ohjelmat voivat tehdä pyyntöjä ja vaihtaa tieto-
ja eli keskustella keskenään. 
 
SOA (Service-Oriented Architecture) 
Palvelukeskeinen arkkitehtuuri, SOA, on arkkitehtuuritason suunnittelutapa, jolla eri järjes-
telmien toiminnot ja prosessit on suunniteltu toimimaan itsenäisinä, avoimina ja joustavina 
palveluina. 
  
Open Source 
Avoin lähdekoodi. Avoimen lähdekoodin ohjelmissa lähdekoodi on käyttäjän nähtävillä.  
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1 JOHDANTO 
Yksi suurten internetsivujulkaisujen haasteista ja samalla mahdollisuuksista 
on ollut suurten kävijämassojen tavoittelu. Rahalliseen voittoon pyrkivät si-
vustot tarvitsevat runsaasti kävijöitä, jotta sivuston lanseeraus ja ylläpito olisi 
kannattavaa. Sivuston kiinnostavuus on yksi vetonaula näiden kävijämäärien 
tavoitteluun. Tämän takia sivustoilla pitää olla jatkuvaa uudistusta, kehitystä 
ja sisällön muuttumista. Tässä asiassa sivuston tekninen toteutus on suu-
ressa osassa. Viisaasti suunniteltu ja hyvin tehty sivuston tekninen alusta 
mahdollistaa parhaimmillaan sivuston helpon kehityksen ja muunneltavuu-
den ilman syvällistä teknistä tietämystä. 
Tämä työ tehtiin Sanoma News Oy:n Helsingin Sanomien digimedia-
yksikölle kesällä 2009. Työssä tutkittiin Liferay-portaalin (Liferay Portal) so-
veltuvuutta ja sen tuomia etuuksia Oma kaupunki –palveluun. Liferay-
portaali on avoimen lähdekoodin Java-pohjainen internetportaali, mikä on 
tarkoitettu erilaisten verkkosivujen tuottamiseen. Tarkoituksena oli ottaa 
käyttöön  monipuolinen portaaliympäristö ja sen ohella helppokäyttöiset työ-
kalut nopeaan ja helppoon kehitykseen. 
Työssä tutkittiin muun muassa muuttuvan sisällön, kuten toimituksen teke-
mien nostojen vaikutusta kävijämääriin. Tämän tarkoituksena oli näyttää 
helppojen ja yksinkertaisten sisällönmuutoksien vaikutusta kävijämääriin. 
Nostoilla tarkoitetaan pääasiassa Helsingin Sanomien toimituksen tekemiä 
sisällön lisäyksiä, joita ovat yleensä erilaiset julkkishaastattelut tai erilaiset 
kaupunkioppaat. Nämä ovat osa nopeaa sivustokehitystä, koska näin saa-
daan uutta sisältöä nopeasti palveluun. Tutkimuksen alla olivat myös Omas-
sa kaupungissa olleet erilaiset kampanjat, kuten keväällä järjestetty Unicefin 
TAP-vesikampanja, missä listattiin kampanjassa mukana olleet ravintolat 
Omaan kaupunkiin ja lisättiin samalla karttaan jokaisen kyseessä olevan ra-
vintolan kohdalle koko ajan näkyvillä olevat TAP-logot, jotta ne erottuisivat 
joukosta. 
Osana tätä tutkimusta tehtiin myös oma portlet-sovellus, minkä tarkoitukse-
na oli selvittää, kuinka helppoa portlettien valmistus, liittäminen sivulle ja 
käyttö on. Tämä portletti liittyi Vartti.fi yhteistyöhön, missä Omaan kaupun-
kiin tarvittiin Vartin uutisten nostoboksi. 
2 
 
Tämän työn tarkoituksena on vastata seuraavaan tutkimuskysymykseen: 
Voidaanko Liferay-portaalialustalla rakentaa verkkopalvelu, jossa sisällön 
tuottaminen, muokkaus ja ylläpito on helppoa ja joustavaa. Kokevatko kulut-
tajat ja mainostajat sen mielenkiintoiseksi. Palaavatko ja viettävätkö he 
enemmän aikaa palvelussa. 
Tarkoituksena on näyttää, kuinka Liferayn tarjoama portlet-teknologia on 
erinomainen työkalu Oma kaupunki –palveluun. Sen tarjoamat ominaisuudet 
tuovat palveluun runsaasti muunneltavuutta ja helppokäyttöisyyttä. Näitä 
ominaisuuksia ovat muun muassa Ajax-tekniikkaa käyttävä ulkoasu, mikä 
mahdollistaa helpon portlettien asettelun sivulla. Myös sisällönhallinnan 
helppous takaa jokaiselle halukkaalle mahdollisuuden olla mukana kehittä-
mässä Oma kaupunki –palvelua. Omat ja valmiiksi asennetut portletit tuovat 
helposti uutta sisältöä palveluun.  
2 OMA KAUPUNKI 
Oma kaupunki on Helsingin Sanomien vuonna 2007 elokuussa lanseeraama 
ilmainen paikallishakupalvelu. Palvelun ideana on tuoda kaikki pääkaupunki-
seudun tapahtumat ja paikat, kuten ravintolat, kaupat, korjaamot jne. tietoi-
neen ja yhteystietoineen käyttäjien ulottuville. Käyttäjillä on mahdollisuus 
myös itse tuottaa sisältöä. Esimerkiksi suosikkiravintolalle voi antaa plussaa 
tai kirjoittaa kommentin (kuva 1). Myös oman yrityksensä voi lisätä palveluun 
ilmaiseksi, jos sitä ei vielä sieltä löydy. Tämä käyttäjien lisäämä sisältö on 
kaikkien muiden palvelua käyttävien ihmisten nähtävillä ja on olennainen osa 
palvelun ideaa. Omasta kaupungista löytyy paljon Helsingin Sanomien toimi-
tuksen tekemää sisältöä. Lähes viikoittain vaihtuva vasemman palstan julk-
kisnosto listaa julkisuuden henkilöiden lempipaikkoja. 
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Kuva 1. Mestan kommentointi onnistuu helposti Arviot-välilehdellä 
Uusimmat lisäykset, kuten uudet mestat tai kuvat, on listattu Oman maail-
man etusivulle, joten käyttäjä näkee heti uuden sisällön. Etusivulle on listattu 
myös paljon muutakin hyödyllistä, kuten ajankohdasta riippuen erilaisia 
ajankohtaisia listauksia mestoista. Näitä ovat esimerkiksi kirpputorit tai te-
rassit. Omasta kaupungista löytää myös kattavan oppaan kaupunkiin. Lista-
uksista löytää muun muassa maukkaimmat ruokailuvinkit ja hienoimmat näh-
tävyydet. 
Omassa kaupungissa on ollut myös paljon erilaisia kampanjoita. Näistä mai-
nittakoon 2009 keväällä ollut TAP-vesikampanja (kuva 2), missä mukana ol-
leissa ravintoloissa pystyi lahjoittamaan euron UNICEFille ravintolalaskunsa 
päälle. Oma kaupunki oli mukana kampanjassa listaamalla kaikki TAP-
ravintolat kartalla ns. POI-kohteina (Point of interest). Myös pääkaupunki-
seudun R-kioskit löytyvät kartalta helposti havaittavina POI-kohteina. 
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Kuva 2. TAP-vesikampanjassa kartalle lisättiin kiinteät vesilasit ilmaisemaan kam-
panjassa mukana olevia ravintoloita ja kahviloita. 
Oman kaupungin ulkoasu koostuu monista osista, portleteista, jotka kaikki 
ovat itsenäisiä, liikuteltavia palikoita (kuva 3). Suurin osa portleteista on tehty 
räätälöitynä Omaa kaupunkia varten, mutta myös Liferayn omia, kuten esi-
merkiksi journal- ja kirjautumisportlettia, on käytetty hyväksi palvelussa vain 
ulkoasua sopivammaksi muokaten. Journal-portletista enemmän sivulla 17 
kappaleessa 4.3.1. 
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Kuva 3. Oman kaupungin etusivu koostuu monesta portletista. Sivu on jaettu kol-
meen palstaan, joissa jokainen ”neliökulmio” on erillinen portletti. 
(omakaupunki.hs.fi) 
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3 LIFERAY-PORTAALIYMPÄRISTÖ 
3.1 Liferay 
Liferay portal on maailman johtava avoimen lähdekoodin portaali. Liferay 
pohjautuu avoimiin standardeihin kuten JSR-168:aan ja JSR-286:een ja se 
on rakennettu parhailla Java- ja Web 2.0 -teknologioilla. [22] 
Liferayn mukana tulee yli 60 valmista portlettia, joita voi räätälöidä tarpeen 
mukaan omaan käyttöönsä. Liferay tukee palvelukeskeistä arkkitehtuuria, 
jolla eri tietojärjestelmien toiminnot ja prosessit on suunniteltu toimimaan it-
senäisinä, avoimina ja joustavina palveluina. Tämä mahdollistaa erilaisten 
taustajärjestelmien integroimisen ja vuorovaikutuksen. Palvelun asetuksien 
määrittäminen ja uusien sisältöjen lisääminen on tehty mahdollisimman hel-
poksi, mikä tekee Liferayn käytöstä helppoa. 
Liferayssa on käytössä Single Sign-On (SSO), mikä mahdollistaa sen, että 
kaikki tarvittavat palvelut ja järjestelmät ovat käytettävissä kirjautumalla 
SSO:n kautta sisään. Liferayn käyttäjähallinta on myös laaja. Käytettävissä 
on yhteisöjä ja organisaatioita, toisin sanoen ryhmiä, mikä mahdollistaa jous-
tavuutta ja helpon ylläpidon. Eri ryhmiä varten voidaan myös helposti tehdä 
erilaisia suljettuja portaalisivustoja, joissa on vain tarvittavia toiminnallisuuk-
sia ja portletteja. 
Ulkoasu on toteutettu käyttämällä dynaamisia tekniikoita, kuten Ajax-
tekniikkaa. Ajaxista kerrotaan lisää sivulla 9 kappaleessa 3.3. Tämä tekee 
sovelluksista vuorovaikutteisia ja parantaa täten käyttömukavuutta. Muun 
muassa portlettien sijoitus tapahtuu reaaliaikaisesti raahaamalla hiirellä niitä 
haluamiinsa paikkoihin. Valittavana on myös monia valmiita sivun sommitte-
lumalleja (rakenteita), mikä helpottaa portlettien sijoittamista. 
Liferay on käännetty valmiiksi 22 eri kielelle, joihin Suomi on päässyt mu-
kaan. Tarvittaessa Liferay mahdollistaa uusien kielien lisäämisen tai yksit-
täisten sanojen muokkaamisen. 
Liferay on tehty Java-kielellä, mikä on yleisin maailmalla käytetty ohjelmisto-
kieli. Tästä kerrotaan lisää sivulla 9 kappaleessa 3.2.3. 
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3.2 Arkkitehtuurit ja alustat 
Liferay-portaali tukee kaikkia yleisimpiä sovelluspalvelimia, tietokantoja ja 
käyttöjärjestelmiä. Liferay tukee myös tunnetuimpia ja käytetyimpiä arkkiteh-
tuureja ja palveluja, joten se on erittäin kehittäjäystävällinen (kuva 4).  
 
Kuva 4. Arkkitehtuurit ja web-palvelut (liferay.com) 
3.2.1 Arkkitehtuurit ja palvelut 
Liferayn käyttämä palvelukeskeinen arkkitehtuuri, SOA, on tekniikoista ja oh-
jelmointikielistä riippumaton arkkitehtuuritason suunnittelutapa, jonka tarkoi-
tuksena on saada erilaisia palveluja toimimaan yhdessä avoimien standardi-
en rajapintojen kautta. Tällä pyritään mahdollistamaan järjestelmien joustava 
vuorovaikutus ja entistä avoimempien sekä helpommin integroitavien järjes-
telmien toteuttaminen. SOA-mallissa ajatellaan jokaisen järjestelmän sisältä-
vän palvelurajapinnan, minkä kautta sovellus voi tarjota toimintojaan ulko-
puolelle, periaatteessa verkon kautta kaikille sallimilleen järjestelmille. 
SOA:ssa palvelujen välinen kommunikointi tapahtuu asymmetrisesti stan-
dardi-muotoisilla XML-sanomilla. Standardi perustuu WSDL-kuvaukseen. 
SOA:sta kerrotaan lisää sivulla 15 kappaleessa 4.2. 
3.2.2 LAMP 
Liferay on suunniteltu toimimaan monella erilaisella kokoonpanolla [kuva 5]. 
Liferay toimii niin Windowsilla kuin myös Linuxilla. Myös Unix-pohjaiset, ku-
ten Applen Mac OS, on tuettu. Www-palvelimissa ja servlet-alustoissa on 
myös paljon valinnan varaa.  
Oma kaupunki perustuu niin kutsuttuun LAMP-pakettiin. LAMP on kokoelma 
avoimen lähdekoodin ohjelmia, jotka muodostavat kattavat www-palvelut. 
LAMP-lyhenne tulee seuraavista sanoista.  
8 
 
P • PHP/Perl/Python, ohjelmointikieli. Voidaan korvata 
myös esimerkiksi Javalla. 
M • MySQL, Tietokantaohjelmisto. Tyypillisin vaihtoehto, 
mutta voi olla myös jokin toinen tietokanta, esimer-
kiksi Microsoft SQL tai Oracle. 
A • Apache, Palvelinohjelmisto. Voi olla myös esimer-
kiksi Windowsin käyttämä IIS, jolloin pakettia kutsu-
taan nimellä WIMP. 
L • Linux, Käyttöjärjestelmä. Voi olla myös Windows, 
jolloin pakettia kutsutaan nimellä WAMP. 
LAMP-paketti on vapaasti muunneltavissa omaan käyttöön sopivammaksi ja 
Omassa kaupungissa näin on tehtykin tietokannan ja ohjelmointikielen osal-
ta. 
Oman kaupungin Linux-palvelimen päällä toimii Java Servlet -alusta Apache 
Tomcat, jonka päällä on JBoss J2EE –pohjautuva sovelluspalvelin, jolle on 
asennettu Liferay-portaali. Tietokantana on MySQL:n sijaan Oracle. Koska 
Liferay on ohjelmoitu Java-kielellä, toimii palvelimen kielenä Java. 
 
Kuva 5. Liferayn tukemat järjestelmät (liferay.com) 
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3.2.3 J2EE / Java EE 
Liferay-portaali on ohjelmoitu Java-ohjelmointikielellä, ja se käyttää J2EE-
alustaa (Java 2 Platform, Enterprise Edition), mikä on laajennettu versio Sun 
Microsystemsin J2SE-standardista (Java 2 Platform, Standard Edition). 
J2EE:n mukainen sovelluspalvelin mahdollistaa muun muassa Liferayn käyt-
tämän portlet-teknologian ja monia muita keskenään yhteensopivia ohjel-
mointirajapintoja. J2EE-nimi muutettiin vuonna 2006 version 1.4 jälkeen Ja-
va EE 5:ksi. Tällä hetkellä uusin Java EE versio on 6.  
J2EE/Java EE -sovelluspalvelin tarjoaa säiliöt (Container) erilaisille ajettavil-
le sovelluksille. Säiliöitä on neljää erilaista, joista EJB- ja Web-säiliöt ajetaan 
palvelinpuolella. Sovellus- ja Applet-säiliöt ovat asiakkaan puolella ajettavia 
säiliöitä. Asiakkaan puolella ajettavat säiliöt voivat kuitenkin hyödyntää myös 
palvelimella olevia palveluita. 
• JavaBeans-säiliö (Enterprise JavaBeans (EJB) container): Hallinnoi 
EJB-komponenttien suoritusta palvelimella. 
• Web-säiliö (Web container): Hallinnoi Web-komponenttien suoritusta 
palvelimella. 
• Sovellus-säiliö (Application client container): Hallinnoi asiakaspuo-
len (client) komponenttien suoritusta internetselaimessa. 
• Applet-säiliö (Applet container): Hallinnoi applettien suorittamista. 
Koostuu asiakaspuolen internet-selaimesta ja Java-lisäosasta (plug-
in). Applet ajetaan asiakkaan selaimessa. 
3.3 Teknologiat ja standardit 
Kuten aiemmin on kerrottu, Liferayssa on valmiina todella kattava tuki erilai-
sille teknologioille ja standardeille. Näitä ovat muun muassa paljon käytetyt 
Ajax, Java J2EE/JEE, jQuery Javascript Framework, hibernate, Ruby, 
Spring, Struts ja PHP. Liferay käyttää hyväkseen Web 2.0 –teknologioita. 
Web 2.0:lla viitataan uusiin tekniikoihin, sivuston vuorovaikutteisuuteen ja 
avoimuuteen.  
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Teknologiat 
Liferayssa käytetään tehokkaasti hyväksi jQuery-kirjastoa. jQuery on Ja-
vaScript-kirjasto, mikä tekee HTML-sivujen animoinnista, vuorovaikutuksesta 
ja Ajax-toiminnoista yksinkertaista. Yksi Liferayn Ajax-toiminto on esimerkiksi 
raahaustoiminto, millä portaalin portletit voi laittaa paikoilleen hiiren kursorilla 
raahaamalla. Ajax mahdollistaa sen, että vain osaa sivuston tiedoista voi-
daan päivittää eikä siis koko sivua tarvitse päivittää. Ajax hyödyntää 
XMLHttpRequest-objektia, mikä mahdollistaa tiedon asynkronisen siirron. 
Spring 
Spring Framework on Omassa kaupungissa käytettävä J2EE-
ohjelmointirunko. Spring Framework pohjautuu paljon käytettyyn Struts-
ohjelmointirunkoon ja on kehitetty versio tästä jo hieman vanhasta ohjel-
mointirungosta. Springin tarkoituksena on parantaa Javan olemassa olevia 
ongelmia, kuten suorituskykyä. Spring sisältää monia moduuleita erilaisia 
tarkoituksia varten. Moduulien välistä komminikointia hoitaa Spring Core –
moduuli. Moduulit muodostavat sovellukseen täten monta erillistä, itsenäistä 
osaa, joiden kehitys ja testaus ovat helppoja ja tehokkaita. Spring Frame-
work osaa yhteistyön myös muiden ohjelmointirunkojen kanssa. Omassa 
kaupungissa on käytetty kantayhteyksiin Hibernate-ohjelmointirunkoa. 
Hibernate 
Hibernate (kuva 6) on sovelluksen ja tietokannan välissä sijaitseva avoimen 
lähdekoodin Java ORM -kirjasto (object-relational mapping).  Hibernate toi-
mii koneistona tietokantojen rivien muuttamisessa olioiksi ja takaisin. Tämä 
helpottaa merkittävästi kantakyselyjä, koska monimutkaisia SQL-lausekkeita 
ei tarvita. Hibernate pitää myös huolen tietoturvasta, validoinnista ja siitä, et-
tä tieto pysyy ehyenä. Hibernate sisältää myös tietokantayhteyksiä nopeut-
tavan ominaisuuden, mikä estää turhat tietokannan kirjoitusoperaatiot. Teh-
täessä tietokantapäivityksiä vain muutetut kentät päivitetään. Tällä on suuri 
merkitys isojen kävijämäärien omaavien verkkopalvelujen suorituskyvyssä. 
11 
 
 
Kuva 6. Hibernaten arkkitehtuuri 
Hibernate käyttää omaa SQL:n kaltaista, mutta tehokkaampaa objekti-
pohjaista HQL-kieltä (Hibernate Query Language). Hibernaten konfiguraatiot 
tehdään xml-tiedostossa, missä määritellään luokkien objektien ja tietokan-
nan taulujen väliset yhteydet. 
Portlet-standardi 
Portletit (Portlet) ovat www-sivuilla sijaitsevia dynaamisia sisällönosia, kom-
ponentteja. Portletteja hallinnoi Portlet API, mikä tarjoaa niille rajapinnan ja 
säiliön niiden suorittamiseen. Portlet-teknologia mahdollistaa dynaamisen, 
personoidun sovelluskokonaisuuden. Portletit eivät siis muodosta kokonaista 
sivua, vaan ne ovat vain osa sitä. Tämän takia portleteilla ei ole muun mu-
assa omaa www-osoitetta. 
JSR-168:n (Java Specification Request) pohjalta on syntynyt Portlet API ja 
muut työkalut portlettien käsittelemiseen. Jotta Liferay olisi mahdollisimman 
yhteensopiva muiden tuotteiden kanssa, Liferayn portletit käyttävät avoimia 
JSR-168 ja JSR-286 –standardeja. Myös muut toiminnot on toteutettu avoi-
milla ja eniten käytetyillä standardeilla, kuten muun muassa AJAX:lla, iCa-
lendar & Microformat:lla ja OpenSearch:lla. JSR-standardit määrittelevät Ja-
van toiminnallisuuksia. JSR-168 ja JSR-286 ovat Javan portaalimäärityksiä. 
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Näiden määritysten avulla esimerkiksi portaali osaa käsitellä portletteja ja 
sen toimintoja määritellyllä tavalla. 
3.4 Muut portlet-teknologiaan pohjautuvat portaalit 
Erilaisia portaaleja löytyy paljon. Jo pelkästään Liferayn kaltaisia open sour-
ce portlet -teknologiaan pohjautuvia Java-portaaleja löytyy helposti ainakin 
parikymmentä. Nämä portaalit lienevätkin suosituimpia portaaleja, sillä open 
source mahdollistaa portaalin vapaan kehityksen ja muokkaamisen. Myös 
portlet ja Java-pohjaisuus tuo monia etuja palveluun, kuten laajan yhteenso-
pivuuden, laajennettavuuden ja muunneltavuuden. 
Suuria portlet-teknologiaa tarjoavia portaalivalmistajia ovat muunmuassa Li-
feray, IBM, Drupal, Fatwire, JBoss ja Oracle (taulukko 1). 
Taulukko 1. Suurimpien portlet-teknologiaa tarjoavien portaalivalmistajien vertailua 
 
Liferay Por-
tal Standard 
Edition 
IBM 
Websphere 
Portal Ser-
ver 
Drupal 
Open-
source 
JBoss Por-
tal 
Oracle 
WebLogic 
Portal 
Käyttö-
järjes-
telmä 
Alustariip-
pumaton 
AIX, HP-UX, 
Linux, Sola-
ris, Win-
dows, i5/OS, 
z/OS 
Alustariip-
pumaton 
Alustariip-
pumaton 
Alustariip-
pumaton 
Lisens-
si 
MIT, vapaa 
ohjelmistoli-
senssi (il-
mainen) 
Kaupallinen, 
(maksulli-
nen) 
GNU, vapaa 
ohjelmistoli-
senssi (il-
mainen) 
LGPL, vapaa 
ohjelmistoli-
senssi (il-
mainen) 
Kaupallinen, 
(maksulli-
nen) 
Ohjel-
mointi-
kieli 
J2EE J2EE PHP J2EE J2EE 
Portlet 
API JSR-286 JSR-286 - JSR-286 JSR-168 
Portaalien suurimmat erot tulevat esiin muun muassa mukana tulevien val-
miiden portlettien ja toimintojen kautta. Esimerkiksi Liferayn mukaan on pa-
kattu muun muassa 22 eri kieltä, sisäänrakennettu sisällönhallinta ja yli 60 
valmista portlettia. 
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4 LIFERAYN JA PORTLETTIEN HYÖDYNTÄMINEN OMASSA KAUPUNGISSA 
4.1 Miksi Liferay valittiin? 
Oman kaupungin määrittelyn yksi tärkeimpiä kysymyksiä oli toimivan palve-
linratkaisun valitseminen.  
Valitsemista helpotti tieto siitä, että palvelimen alustan tuli olla Java-
pohjainen. Tämä johtui Javan tärkeinä pidetyistä ominaisuuksista, kuten 
muun muassa laitteistoriippumattomuudesta, modulaarisuudesta ja skaalau-
tuvuudesta. Liferayn valitsemiseen vaikutti valmiin asiantuntemuksen ja ko-
kemuksen lisäksi erityisesti sen erinomainen skaalautuvuus ja valmis tuki 
Node-ratkaisuun, eli kloonattuihin palvelinesiintymiin, millä käyttäjien aiheut-
tamaa liikennettä voidaan tasapainottaa usealle palvelimelle ja täten nopeut-
taa ja turvata palvelua. Oman kaupungin kloonatut palvelinesiintymät kes-
kustelevat keskenään ja pitävät täten tiedot yhtenäisinä.  
Palvelimien edessä sijaitseva kuormantasaaja, Citrixin NetScaler, pitää huo-
len siitä, että liikenne ohjataan tasaisesti kaikille palvelinesiintymille. NetSca-
ler sisältää myös välimuistipalvelun, jonka avulla useimmin ladatut sivut 
saadaan käyttäjälle nopeammin. NetScaler on VIP (Virtual IP) -reititin, joka 
ohjaa käyttäjän Apache web-serverille, mikä ProxyPassia käyttäen ohjaa 
käyttäjän oikeaan palveluun uudestaan NetScalerin kuormanjaon kautta 
(kuva 7). Kahdennetut palvelimet pitävät huolen siitä, että katkoksia ei syn-
ny. Tietokanta on toteutettu aktiivisena ja passiivisena tietokantana. Jos ak-
tiiviseen kantaa tulee ongelma, käynnistetään passiivinen kanta, jolloin siitä 
tulee aktiivinen 
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Kuva 7.  Oman kaupungin palvelinkuvaus 
Portlet-pohjaisella ratkaisulla saatiin aikaiseksi haluttua nopeaa kehitystä. 
Portlettien valmistus tai muun muassa journal-portlettien muokkaus ei vaadi 
erillisten kokoamisten (build) tekoa, minkä takia uutta sisältöä saadaan no-
peasti esille ilman ulkoisia kustannuksia. Buildin tarkoituksena on kehittää 
toimintoja ensin tiettyyn pisteeseen, jonka jälkeen uudet toiminnot testataan 
tuotantoa vastaavassa testiympäristössä. Onnistuneen testauksen jälkeen 
valmis paketti tuodaan tuotantoon. Tämä toimintatapa minimoi mahdolliset 
ohjelmointivirheet tuotannossa, koska uudet toiminnot ovat aina testattu toi-
miviksi. Suunnittelussa kiinnitettiin huomiota myös portlettien uudelleenkäyt-
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töön Sanoma-konsernin muissa palveluissa. Liferayn ympärillä on myös pal-
jon yhteisötoimintaa, kuten esimerkiksi uusien open source -portlettien te-
koa. Nämä käyttäjien tekemät portletit ovat vapaasti ladattavissa Liferayn si-
vuilla. 
4.2 Skaalautuminen 
Liferayn ja Java-alustan vahvuuksia on sen skaalautuminen. Oman kaupun-
gin toiminta on jaettu moneen eri paikkaan. Muun muassa käyttäjähallinta on 
toteutettu sisäisen käyttäjähallinnan lisäksi Helsingin Sanomien omassa 
käyttäjähallinnassa, mitkä on synkronoitu keskenään. Tämä mahdollistaa 
sen, että Omassa kaupungissa tehdyt tunnukset toimivat myös kaikissa 
muissa Helsingin Sanomien palveluissa ja sama toisinpäin.  Omaan kau-
punkiin tulee myös esimerkiksi öisin päivityksiä muista Helsingin Sanomien 
palveluista. 
Liferayn käyttämä SOA tarjoaa mahdollisuuden käyttää Sanoman olemassa 
olevia ulkoisia toimintoja, kuten LLDS (LiveLink Discovery Server) -
hakumoottoria, Jive sosiaalista yhteisö –ohjelmistoa, Microsoftin Bing kartta-
palvelua ja muun muassa HS-toimituksen käyttämää LEO-Event-
tapahtumatietokantajärjestelmää (kuva 8).  
Oman kaupungin käyttämien ulkoisten palvelujen välissä sijaitsee integraa-
tioalusta (Integration platform, IBM Message Broker). Tämä on tosin käytös-
sä tällä hetkellä vain MMS-viestipalvelussa. IBM Message Broker toimii 
XML-sanomilla, WSDL-kuvauskielellä ja tarjoaa rajapinnan SOA-palveluiden 
käyttöön. Tästä on hyötyä varsinkin silloin, kun samoila taustapalveluilla on 
monia käyttäjiä. Mahdolliset muutokset pitää tehdä näin vain yhteen paik-
kaan. 
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Kuva 8. Oman kaupungin tekninen arkkitehtuuri 
Tämä tekee Omasta kaupungista, ja samalla muistakin Helsingin Sanomien 
palveluista, erittäin skaalautuvan palvelukokonaisuuden. 
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4.3 Nopea kehitys 
4.3.1 Journal 
Oman kaupungin eniten käytössä oleva portletti on Liferayn tarjoama journal 
(kuva 9, kuva 10).  
 
Kuva 9. Journal-portletin näkymä nor-
maalille kävijälle 
 
Kuva 10. Journal-portletin näkymä si-
säänkirjautuneelle ylläpitäjälle 
Journal-portletit ovat itsenäisiä, tyhjiä portletteja, joilla voi lisätä uutta sisältöä 
sivustolle helposti. Integroitu editori auttaa uuden sisällön laatimisessa, eikä 
html-tietämystä tarvita (kuva 11). Journal-portletin muokkausnäkymän tuotos 
näyttää lähes tai täysin samalta kuin lopputulos. Kokeneimmille käyttäjille on 
myös mahdollisuus kirjoittaa suoraan muun muassa html- ja JavaScript-
koodia ja saada näin ollen sivustolle monimutkaisempaa, uutta sisältöä. 
Journal-portletti sisältää myös oman kuvapankin, mihin voi siirtää omissa si-
sällöissä käyttämiä kuvia. 
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Kuva 11. Journal-portletin muokkausnäkymä 
Journal-portletit tallennetaan kantaan, missä niitä voi säilyttää ja uusiokäyt-
tää myöhempää käyttöä varten (kuva 12). Tämä mahdollistaa sisällön val-
mistamisen etukäteen tai vanhojen journal-nostojen esillepanon uudelleen. 
Portleteille on myös mahdollista laittaa yksilöity vanhentumisaika, jolloin 
portletin sisältö piilotetaan automaattisesti ennalta määritettynä aikana. 
 
Kuva 12. Journal-portletin sisältöjen haku ja listaus 
Kyseinen järjestelmä tekee sisällönhallinnasta erittäin helppoa ja nopeaa. 
Uuden sisällön tuottaminen Journal-portletteja hyödyntäen ei vaadi välttä-
mättä mitään teknistä tietämystä.  
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4.3.2 Oman portletin kehitystyö 
Oman portletin kehitys lähti liikkeelle Vartti.fi-yhteistyöstä, minkä edellytyk-
senä Oman kaupungin mestasivulle piti laittaa Vartin uutislaatikko. Vartti 
kuuluu Sanoma-kaupunkilehdille ja tarjoaa muun muassa pääkaupunkiseu-
dun uusimmat uutiset ja tapahtumat internetissä. Koska Vartti.fi:n käyttämät 
palstojen leveydet eivät täsmänneet Oman kaupungin leveyksiin, niin laatik-
koa piti kaventaa sopivaksi. Tällä asialla ei vaivattu Vartti.fi:n tekijöitä, vaan 
uutisboksi päätettiin tehdä itse. Tästä lähti liikkeelle oman portletin teko. 
Ideana oli kaapata uutislaatikon koodi ja muuttaa sitä niin, että se sopisi 
Omaan kaupunkiin. 
Koska Liferay tukee yleisiä JSR-168- ja JSR-286 -portlet-standardeja, niin 
portlettien tekoon löytyy paljon ohjeita ympäri internetiä. Uusimmissa Life-
rayn versioissa uuden portletin teko tapahtuu yksinkertaisimmillaan lisäämäl-
lä pelkän jsp-tiedoston palveluun käyttämällä liferayn omaa portlettien hallin-
nointiportlettia, jolloin itse Liferay tekee tarvittavat toimenpiteet. Tällöin port-
lettiin ei kuitenkaan saa välttämättä haluttuja toimintoja. Oman kaupungin 
käyttämä Liferay-versio on sen verran vanha, että se vaatii vielä hieman 
monimutkaisemman portlettien kehityksen. Myös harjoituksen vuoksi halut-
tiin tehdä portletti alusta loppuun ilman Liferayn automatisoituja ominaisuuk-
sia. 
Portletin tekoon käytettiin Eclipse IDE for Java EE Developers –sovellusta, 
mikä on tarkoitettu muun muassa Javan web-sovelluksien tekoon. Tekoa 
helpottamaan Eclipseen asennettiin vielä Portal Pack for Eclipse –laajennus 
(kuva 13), millä oman luomuksensa pystyy muuttamaan suoraan JSR 
286/168 –tyyppiseksi portletiksi. Laajennus tekee automaattisesti tarvittavan 
luokan ja JSP-tiedostot. Tässä tapauksessa luokan tarkoituksena on käyttää 
JSP-tiedostoa portletin sisällön luomiseen. Portletin sisältö on mahdollista 
määritellä suoraan luokan sisällä, mutta tässä tapauksessa sisältö on eritelty 
JSP-tiedostoon.  
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Kuva 13. Portal Pack for Eclipse. Yksinkertainen velho auttaa portletin alkuunsaami-
sessa 
Portal Pack for Eclipseä käytettäessa on mahdollista valita, mitä näkymiä 
käytetään. View, Edit ja Help ovat portlettien käyttämät näkymät. Tässä ta-
pauksessa käytettiin vain View-näkymää, koska muille ei ollut tarvetta. Potle-
tin sisältö päätettiin kirjoittaa erilliseen jsp-tiedostoon, vaikka sisällön pystyisi 
kirjoittamaan myös suoraan portletin luokkaan. Tämän jälkeen ohjelma tekee 
tarvittavat tiedostot. 
Portlettien tekoon on mahdollista käyttää myös valmista Liferayn 
com.liferay.portlet.JSPPortlet–luokkaa. Tämä mahdollistaa perus-portletin 
tekemisen ilman omaa java portlet -luokkaa. Tässä työssä Java-luokka teh-
tiin kuitenkin harjoituksen vuoksi itse. 
VarttiNewsPortlet.java 
01: package com.ok; 
02: import javax.portlet.GenericPortlet; 
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03: import javax.portlet.ActionRequest; 
04: import javax.portlet.RenderRequest; 
05: import javax.portlet.ActionResponse; 
06: import javax.portlet.RenderResponse; 
07: import javax.portlet.PortletException; 
08: import java.io.IOException; 
09: import javax.portlet.PortletRequestDispatcher; 
10: public class VarttiNewsPortlet extends GenericPortlet { 
11:    public void doView(RenderRequest request, RenderResponse 
response) throws PortletException, IOException { 
12:       PortletRequestDispatcher dispatcher = 
getPortletContext().getRequestDispatcher("/WEB-
INF/jsp/vartti_view.jsp"); 
13:       dispatcher.include(request, response); 
14:    } 
15:    public void processAction(ActionRequest request, ActionRe-
sponse response) throws PortletException, IOException { } 
16: } 
Luokka perii GenericPortlet-luokan, mikä sisältää portletin näyttämiseen tar-
vittavan doView-metodin. View-näkymä toimii portlettien oletusnäkymänä ja 
doView-metodissa määritellään portletin sisällön näyttäminen. PortletRe-
questDispatcher-rajapinta määrittelee objektin, mihin sisällytetään näytettävä 
sisältö. Tässä tapauksessa haetaan ensin jsp-tiedoston sisältö dispatcher-
objektiin, mikä sitten tulostetaan sivulle dispatcher.include-käskyllä. Jotta 
portletti saataisiin näkyviin, on sille tehtävä myös konfiguraatiotiedostot, port-
let.xml ja web.xml. 
Portlet.xml 
01: <?xml version='1.0' encoding='UTF-8' ?> 
02: <portlet-app 
xmlns='http://java.sun.com/xml/ns/portlet/portlet-
app_1_0.xsd' xmlns:xsi='http://www.w3.org/2001/XMLSchema-
instance' 
xsi:schemaLocation='http://java.sun.com/xml/ns/portlet/portle
t-app_1_0.xsd http://java.sun.com/xml/ns/portlet/portlet-
app_1_0.xsd' version='1.0'> 
03:    <portlet> 
04:    <portlet-name>vartti</portlet-name> 
05:    <display-name>Vartti Oma Kaupunki</display-name> 
06:    <portlet-class>com.ok.VarttiNewsPortlet </portlet-class> 
07:    <expiration-cache>0</expiration-cache> 
08:    <supports> 
09:       <mime-type>text/html</mime-type> 
10:       <portlet-mode>view</portlet-mode> 
11:    </supports> 
12:    <portlet-info> 
13:       <title>Vartti Oma Kaupunki</title> 
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14:       <short-title>VarttiOK</short-title> 
15:    </portlet-info> 
16:       </portlet> 
17: </portlet-app> 
Portlet.xml sisältää pääelementin portlet-app, mikä määrittelee portletin 
skeeman eli rakenteen. Tämän jälkeen alkaa itse portletin määritys. Portlet-
name on uniikki portletin nimi, jolla portletti on tunnistettavissa. Display-
name –elementin avulla voidaan määritellä selkeämpi nimi portletille. Portlet-
class -elementti määrittelee portletin käyttämän luokan, mikä on tässä tapa-
uksessa edellä tehty Java-luokka VarttiNewsPortlet. Tässä kohdassa portlet-
class–elementtiin olisi voitu laittaa myös Liferayn oma 
com.ok.VarttiNewsPortlet–luokka, jolloin omaa luokkaa ei olisi tarvittu. Expi-
ration-cache 0 estää portlettia menemästä välimuistiin. Tämä on hyvä olla, 
jotta portletti näyttää koko ajan tuoreimmat tiedot, ja tässä portletissa ne ovat 
Vartti.fi-uutisia. Portletin tukemat asiat määritellään supports-elementissä. 
Mime-type määrittelee tulostettavan materiaalin muodon ja portlet-mode tu-
ettavat näkymät. View-näkymää ei tosin ole pakko määritellä, koska portlet-
tien on pakko tukea oletuksena tätä päänäkymää. Koska portletin käyttämä 
JSP-tiedosto tulostaa normaalia html-koodia, on sen tietotyyppi text/html. 
Portlet-info-elementissä määritellään portletin käyttäjälle näkyviä tietoja. Näi-
tä voi olla vaikka portletin otsikko. Portlet.xml voi sisältää paljon muitakin 
määritysiä, mutta niitä ei käydä tässä läpi, koska niitä ei tarvittu tässä. 
Web.xml 
01: <?xml version="1.0" encoding="UTF-8"?> 
02: <!DOCTYPE web-app PUBLIC "-//Sun Microsystems, Inc.//DTD Web 
Application 2.3//EN" "http://java.sun.com/dtd/web-
app_2_3.dtd"> 
03: <web-app id="vartti"> 
04:    <display-name>vartti</display-name> 
05:    <listener> 
06:       <listener-class> 
com.liferay.portal.kernel.servlet.PortletContex tListener 
</listener-class> 
07:    </listener> 
08:    <servlet> 
09:       <servlet-name>vartti</servlet-name> 
10:       <servlet-class> 
com.liferay.portal.kernel.servlet.PortletServlet 
</servlet-class> 
11:       <init-param> 
12:          <param-name>portlet-class</param-name> 
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13:          <param-value>com.ok.VarttiNewsPortlet  
</param-value> 
14:       </init-param> 
15:       <load-on-startup>0</load-on-startup> 
16:    </servlet> 
17:    <servlet-mapping> 
18:       <servlet-name>vartti</servlet-name> 
19:       <url-pattern>/vartti/*</url-pattern> 
20:    </servlet-mapping> 
21:    <taglib> 
22:       <taglib-uri> http://java.sun.com/portlet</taglib-uri> 
23:       <taglib-location>/WEB-INF/tld/liferay-portlet.tld 
</taglib-location> 
24:    </taglib> 
25: </web-app> 
 
Normaalissa portletissa Web.xml-tiedoston tarvitsisi sisältää vain muutaman 
rivin. Koska tämä portletti tulee Liferay-ympäristöön, tarvitsee siihen tehdä 
muutoksia. 
Tiedoston alussa määritellään taas tiedoston rakenne, skeema. Tämän jäl-
keen määritetään web-app-elementissä id ja display-name, mitkä ovat samat 
kuin portlet-name-elementissä portlet.xml-tiedostossa. Listener- ja Servlet–
elementeissä määritetään sovelluksen käyttämät tapahtumakuuntelijat ja 
servletit. Tässä tapauksessa käytettiin Liferayn omia perusluokkia. Servlet-
elementti sisältää myös init-param-elementin, missä alustetaan sovelluksen 
oma luokka, VarttiNewsPortlet. Load-on-startup määrittelee, ladataanko 
servletti automaattisesti sovelluksen käynnistettäessä. Koska portletin ei tar-
vitse suorittaa mitään taustatoimintoja, sitä ei tarvitse ladata automaattisesti 
ja riittää, että se näytetään kun halutaan. Servlet-mapping määrittelee yh-
teydet servletin ja url:n välillä. Lopuksi taglib-elementti vielä kuvaa JSP:n 
merkintäkirjaston. 
Liferay-portlet.xml 
Seuraavat tiedostot määrittelevät Liferayn ja portletin välisiä suhteita. Life-
ray-portlet.xml määrittelee erityisesti Liferay-portaalille tarkoitettuja portlet-
asetuksia.  
01: <?xml version="1.0"?> 
02: <!DOCTYPE liferay-portlet-app PUBLIC "-//Liferay//DTD Portlet 
Application 4.3.0//EN" "http://www.liferay.com/dtd/liferay-
portlet-app_4_3_0.dtd"> 
03: <liferay-portlet-app> 
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04:    <portlet> 
05:       <portlet-name>vartti</portlet-name> 
06:       <use-default-template>true</use-default-template> 
07:       <restore-current-view>false</restore-current-view> 
08:       <instanceable>true</instanceable> 
09:       <render-weight>1</render-weight> 
10:       <header-css>/css/custom.css</header-css> 
11:    </portlet> 
12: </liferay-portlet-app> 
Liferay-portlet.xml on lähes samanlainen kuin portlet.xml. Portlet-name–
elementissä määritellään portletin nimi, mikä on oltava sama kuin port-
let.xml-tiedostossa. Use-default-templatella voi määritellä, käytetäänkö port-
letissa Liferayn omaa ulkoasua. Restore-current-view liittyy portletin suuren-
nusmahdollisuuteen. Instanceable määrittelee portletin esiintymille uniikin 
id:n ja mahdollistaa täten portletin käytön monessa paikassa samalla sivulla 
samaan aikaan. Render-weightillä voi määrittää portletin näyttämiselle suu-
remman prioriteetin. Header-css määrittelee portletille oman css-
tyylitiedoston. 
Liferay-display.xml 
01: <?xml version="1.0"?> 
02: <!DOCTYPE display PUBLIC "-//Liferay//DTD Display 4.0.0//EN" 
"http://www.liferay.com/dtd/liferay-display_4_0_0.dtd"> 
03: <display> 
04:    <category name="category.vartti"> 
05:       <portlet id="vartti" /> 
06:    </category> 
07: </display> 
Liferay sisältää graafisen valikon, mikä sisältää kaikki asennetut portletit 
(kuva 14). Tästä valikosta voi hiirellä vetämällä siirtää portletteja paikoilleen. 
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Kuva 14. Kirjautuneen ylläpitäjän näkymä portlettien listasta. Portletin saa paikoil-
leen painamalla Lisää-painiketta tai raahaamalla sen hiirellä paikoilleen 
Liferay-display määrittelee portletin näkyvyyden portlet-valikossa. Portlet-id 
on oltava sama nimi kuin portlet.xml ja liferay-portlet.xml –tiedostojen portlet-
name kentässä. Category name –elementtiin laitetaan portletille sopiva ka-
tegoria. Jos kategoriaa ei ole olemassa, se luodaan. 
Liferay-plugin-package.xml 
Liferay-plugin-package on vaihtunut uusimmissa Liferayn versioissa xml-
tiedostosta liferay-plugin-package.properties –tiedostoksi. Tiedoston merki-
tys on kuitenkin pysynyt samana.  
01: <?xml version="1.0"?> 
02: <!DOCTYPE plugin-package PUBLIC "-//Liferay//DTD Plugin Pack-
age 4.3.0//EN" "http://www.liferay.com/dtd/liferay-plugin-
package_4_3_0.dtd"> 
03: <plugin-package> 
04:    <name>vartti</name> 
05:    <module-id>OmaKaupunki/vartti/1.0.0/war</module-id> 
06:    <types> 
07:       <type>portlet</type> 
08:    </types> 
09:    <short-description>Vartti News Portlet</short-description> 
10:    <change-log>First version</change-log> 
11:    <page-url>http://omakaupunki.hs.fi</page-url> 
12:    <author>Viljami Koskela</author> 
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13:    <licenses> 
14:       <license osi-approved="false">Proprietary</license> 
15:    </licenses> 
16:    <liferay-versions> 
17:       <liferay-version>4.2.*</liferay-version> 
18:       <liferay-version>4.3.*</liferay-version> 
19:    </liferay-versions> 
20: </plugin-package> 
Liferay-plugin-package sisältää kaiken sen tiedon, mikä näytetään Liferayn 
portletinhallinnassa. Näitä tietoja ovat muun muassa portletin kuvaus, tekijä 
ja yhteensopiva Liferayn versio. 
Liferay-portlet.tld 
Tld-tiedosto määrittelee portletin jsp-tiedostossa käytettäviä kustomoituja ta-
geja. Tämä tiedosto löytyy myös /webapps/ROOT/WEB-INF/tld-kansiosta. 
Tiedosto on kuitenkin lisättävä mukaan pakettiin, jotta portletin asennus ja 
toiminta onnistuisivat.  
Vartti_view.jsp 
Portletin varsinainen sisältö on Vartti_view.jsp-tiedostossa. Tiedoston sisältö 
on aivan normaalia jsp-koodia. Tässä portletissa Vartin uutisboksi oli saata-
va mahtumaan Oman kaupungin palstaan, joten sen leveyttä oli muunnetta-
va. Boksin leveyden määritti erillinen css-tiedosto. Tässä tapauksessa uutis-
boksin lähdekoodia muokattiin lennossa sopivaksi. Koska portletin käyttämät 
css-määritykset määriteltiin jo Liferay-portlet.xml –tiedostossa, niin lähde-
koodista poistettiin kokonaan css-määritykset ja muut turhat koodinpätkät. 
01: <%@page contentType="text/html"%> 
02: <%@page pageEncoding="UTF-8"%> 
 
03: <%@ page import="javax.portlet.*"%> 
04: <%@ page import="java.io.*" %> 
05: <%@ page import="java.net.*" %> 
06: <%@ page import="java.lang.String" %> 
07: <%@ page import="java.util.regex.*" %> 
 
08: <% 
09: response.setContentType("text/html"); 
 
10: final String remove1 = "<html><head><meta content=\"text/html; 
charset=utf-8\" http-equiv=\"Content-Type\"/><LINK 
type=\"text/css\" rel=\"stylesheet\" href=\"/vartti-
themes/css/vartti/varttiboksi.css\"/></head><body 
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class=\"body bodyVartti\" 
style=\"border:0px;margin:0px;padding:0px\">"; 
11: final String remove2 = "</body></html>"; 
12: String inputLine; 
 
13: URL vartti = new URL("http://www.vartti.fi/vartti/newsbox"); 
14: URLConnection vn = vartti.openConnection(); 
15: InputStreamReader isr = new InputStream-
Reader(vn.getInputStream()); 
 
16: try { 
17:    BufferedReader in = new BufferedReader(isr); 
18:    try { 
19:       while ((inputLine = in.readLine()) != null) { 
20:          inputLine = input-
Line.replaceAll(Pattern.quote(remove1), ""); 
21:          inputLine = input-
Line.replaceAll(Pattern.quote(remove2), ""); 
22:          out.println(inputLine); 
23:       } 
24:    } finally { in.close(); } 
25: } finally { isr.close(); } 
26: %> 
Koska jsp-tiedostot ovat osin javaa, ne tarvitsevat kirjastoja tiettyjen toiminto-
jen toteuttamiseen. Tiedoston alussa ladataan tarvittavat kirjastot koodin 
suorittamista varten ja määritellään merkistö ja tulostettava materiaali, mikä 
on html-kieltä. Itse jsp-koodi merkitään alkavaksi <% -merkillä ja loppuvaksi 
%> -merkillä. JSP on serverin päässä suoritettavaa koodia, jota selain ei siis 
näe. Selaimelle täytyy täten määritellä sisällön muoto. Heti jsp:n alettua se-
laimelle määritetään annettava sisällön muoto, siis html. Tämä varmistaa 
sen, että selain osaa käsitellä tulostettavaa tietoa. Seuraavaksi määritetään 
lähdekoodista poistettavat tiedot muuttujiin. URLConnection-luokka osaa ot-
taa yhteyden internetsivulle ja ladata tämän sisällön muuttujaan. Tämä luok-
ka tarvitsee osoitteen, mikä määritetään URL-luokalla. Kun lähdekoodi on 
luettu, se tallennetaan käyttämällä InputStreamReader-luokkaa. InputSt-
reamReader muuttaa bittivirran kirjaimiksi, mikä mahdollistaa lähdekoodin 
selkokielisen muokkaamisen. Lähdekoodi käydään läpi while-silmukalla 
käyttämällä BufferedReader-luokkaa. Tässä vaiheesssa koodia käydään läpi 
rivi kerrallaan, poistetaan koodin alussa määritetyt merkkijonot ja tulostetaan 
sivulle. Lopuksi yhteydet ja lukijat suljetaan ja poistetaan.  
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Lopuksi siirretään tiedostot oikeisiin kansioihin seuraavan taulukon mukai-
sesti (taulukko 2). 
Taulukko 2. Portletin tiedostojen sijainti 
Hakemisto / Tiedosto Kuvaus 
Vartti/ Juurihakemisto. Täällä sijaitsee vartin 
uutisboksin käyttämät kuvatiedostot. 
Vartti/CSS/custom.css Uudet css-määritykset 
Vartti/WEB-INF/liferay-display.xml Liferayn portlet-listan konfiguraatiot 
Vartti/WEB-INF/liferay-plugin-package.xml Liferayn portlet-managerin konfigu-
raatiot 
Vartti/WEB-INF/liferay-portlet.xml Liferay-portletin konfiguraatiot 
Vartti/WEB-INF/portlet.xml Portletin konfiguraatiot 
Vartti/WEB-INF/web.xml Sovellukset konfiguraatiot 
Vartti/WEB-INF/classes/com/ok/ 
VarttiNewsPortlet.class 
Portletin käyttämä portlet-luokka 
Vartti/WEB-INF/jsp/vartti_view.jsp JSP-tiedosto, eli portletin sisällön koodi 
Vartti/WEB-INF/lib/util-bridges.jar 
Vartti/WEB-INF/lib/util-java.jar 
Vartti/WEB-INF/lib/util-taglib.jar 
JSP-tiedosto 
Portletin käyttämien luokkien ja meto-
dien kirjastot 
Vartti/WEB-INF/tld/liferay-portlet.tld Liferay-portletin käyttämien tagien 
määritykset 
Jotta uutisportletti näkyisi oikein, on Vartin uutisboksin käyttämät kuvat vielä 
kopioitava portletin juurihakemistoon. Myös portletin käyttämät kirjastot on 
kopioitava sille tarkoitettuun lib-kansioon. Nämä tiedostot löytyvät myös esi-
merkiksi Liferayn webapps/ROOT/WEB-INF/lib–kansiosta, josta liferayn 
omat portletit niitä käyttävät. 
Ennen kuin portletti voidaan siirtää Liferayhin, pitää se pakata war-
tiedostoksi. Tämän voi tehdä esimerkiksi pakkaamalla tiedostot haluamal-
laan ohjelmalla ensin zip-muodossa ja nimeämällä sitten tiedosto war-
päätteiseksi. Nyt war-paketin juurihakemistossa on siis kansi kansiota, css ja 
web-inf ja tarvittavat kuvatiedostot. 
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Paketti on valmis siirrettäväksi palvelimelle. Tämän voi tehdä helpoiten Life-
rayn Päivitysten hallinta –portletilla, minkä avulla oman portletin voi siirtää 
palvelimelle muutamalla hiiren näpäytyksellä (kuva 15). 
 
Kuva 15. Valmiin portletin lisäys palveluun tapahtuu yksinkertaisesti selaamalla port-
letin war-paketin koneelta ja painamalla Asenna. 
Kun portletti on siirretty palvelimelle, se asennetaan automaattisesti palveli-
melle. Portletin asennusta voi seurata palvelimen lokitiedostosta. 
01: INFO  [com.liferay.portal.kernel.deploy.auto.AutoDeployDir] 
Processing vartti.war 
02: INFO  
[com.liferay.portal.deploy.auto.PortletAutoDeployListener] 
Copying portlets for /opt/portal/liferay/deploy/vartti.war 
03: INFO  [STDOUT]   Expanding: 
/opt/portal/liferay/deploy/vartti.war into 
/tmp/20090716131756576 
04: INFO  [STDOUT]   Copying 1 file to /tmp/20090716131756576/WEB-
INF 
05: INFO  [STDOUT]   Copying 22 files to /opt/portal/jboss-
tomcat/server/default/deploy/vartti.war 
06: INFO  [STDOUT]   Copying 1 file to /opt/portal/jboss-
tomcat/server/default/deploy/vartti.war 
07: INFO  [STDOUT]   Deleting directory /tmp/20090716131756576 
08: INFO  
[com.liferay.portal.deploy.auto.PortletAutoDeployListener] 
Portlets for /opt/portal/liferay/deploy/vartti.war copied 
09: INFO  [org.jboss.web.tomcat.tc5.TomcatDeployer] deploy, 
ctxPath=/vartti, warUrl=.../deploy/vartti.war/ 
10: INFO  
[com.liferay.portal.deploy.hot.PluginPackageHotDeployListener
] Reading plugin package for vartti 
11: INFO  
[com.liferay.portal.deploy.hot.PluginPackageHotDeployListener
] Plugin package OmaKaupunki/vartti/1.0.0/war registered 
12: INFO  [com.liferay.portal.deploy.hot.PortletHotDeployListener] 
Registering portlets for vartti 
13: INFO  [com.liferay.portal.deploy.hot.PortletHotDeployListener] 
Portlets for vartti registered successfully 
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Portletin asennuksessa kestää vain joitain sekunteja. Tämän jälkeen portletti 
on portlet-listassa ja valmiina vedettävissä paikoilleen (kuva 16). 
 
Kuva 16. Vartti.fi-uutislaatikko Omassa kaupungissa 
31 
 
5 TULOKSET 
Oman kaupungin kävijäkunta on kasvanut vuosittain. Julkaisuvuonna 2007 
Omassa kaupungissa oli noin 50 000 viikkokävijää. Tästä kyseinen viikkokä-
vijäluku on noussut vuoteen 2009 jopa noin 90 000 viikkokävijään. Tämän 
perusteella voidaan sanoa, että Oman kaupungin jatkuva kehitys (kuva 17) 
on saanut ihmiset kiinnostumaan ja olemaan aktiivisia palvelussa. 
 
Kuva 17. Oman kaupungin kehitys vuosina 2007–2008 
Vuonna 2007 palvelun avaamisen yhteydessä palveluun lisättiin noin 4000 
eri kohdetta, tai Oman kaupungin kielellä ”mestaa”, pohjaksi. Tästä luku on 
moninkertaistunut vuoteen 2009 mennessä ja marraskuussa 2009 mestoja 
on kertynyt jo noin 13 600 kappaletta. Luku kasvaa päivittäin ja myös jo ole-
massa olevia mestoja päivitetään tuoreemmilla tiedoilla ylläpitäjien ja käyttä-
jien toimesta. Normaalien mestojen lisäksi Oma kaupunki mahdollistaa myös 
yksityisien mestojen lisäämisen, mikä ei näy hakutuloksissa. Tämän kaltaisia 
haulta piiloitettuja yksityisiä paikkoja on kertynyt joitain kymmeniä.  
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Oman kaupungin kampanjat ja uudistukset ovat näkyneet tilastoissa muun 
muassa kävijöiden kasvuna ja aktiivisuuden lisääntymisenä (kuva 18). Jous-
tavan alustan ansiosta kampanjoiden istutus palveluun on ollut nopeaa ja 
kustannustehokasta, koska erillistä kokoamista (build) ei tarvitse tehdä.  
 
Kuva 18. Oman kaupungin kävijätilaston kehitys 2007–2009 (TNS Metrix) 
Madventures goes Helsinki 
14.11.-12.12.2008 
(viikot 46-50) 
 
 
Palvelun julkaiseminen 
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Vuoden 2008 loppupuolella 14.11.–12.12 Omassa kaupungissa käynnistyi 
Madventures Goes Helsinki – kampanja, missä Madventuresin tuottaman si-
sällön avulla tavoiteltiin uusia kävijöitä HS.fi/omakaupunki-palveluun. Kam-
panjaa mainostettiin muun muassa bannereilla (kuva 19) Helsingin Sanomi-
en muissa internetpalveluissa. 
 
Kuva 19. Madventures Goes Helsinki -banneri 
Kilpailun avulla pyrittiin aktivoimaan käyttäjiä arvioimaan Oman kaupungin 
mestoja ja lisäämään kuvia palveluun. Kampanja oli onnistunut, ja viikkokä-
vijämäärä kasvoi kampanjan aikana lähes 90 000 kävijään. Uusia rekisteröi-
tyneitä käyttäjiä saatiin kampanjaviikkoina kolme kertaa enemmän kuin nor-
maalisti, lisäksi uusia kuvia ja mesta-arvioita lisättiin moninkertaisesti nor-
maaliviikkoihin verrattuna. 
Kampanjan istuttaminen Omaan kaupunkiin ei vaatinut lainkaan ulkoista työ-
voimaa, vaan kaikki Oman kaupungin muutokset pystyttiin tekemään talon 
sisällä. Kampanjassa muutamat Madventuresin suosittelemat paikat muutet-
tiin ”Madventures-mestoiksi”. Näihin mestoihin lisättiin muun muassa kuvia, 
Madventures-logo. Samankaltaiset mestat saivat myös omat kokoelma-sivut 
kartan muodossa (kuva 20). 
34 
 
  
Kuva 20. Madventures-kampanjan yksi kokoelmasivuista 
Yhteistyö Radio Helsingin kanssa toi Oma kaupunki -palvelun etusivulle Ra-
dio Helsingin nettiradion (kuva 21), millä kävijät voivat kuunnella Radio Hel-
singin livelähetystä. Tämän lisääminen palveluun oli nopeaa ja vaivatonta 
käyttämällä valmista Journal-portlettia, mihin radion istutus tapahtui hetkes-
sä iframe-tekniikkaa hyödyntämällä.  
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Kuva 21. Radio Helsingin nettiradio Oman kaupungin etusivulla 
Samanlainen yhteistyö tehtiin myös Huuto.net:in kanssa lisäämällä Oman 
kaupungin etusivulle Huuto.net:in 3 suosituinta kohdetta sisältävän laatikon. 
Vartti.fi-yhteistyötä varten tehty uutisportletti on tuonut Oman kaupungin si-
vulta Vartti.fi-sivustolle TNS Metrix -internetsivustojen yleisömittauksen mu-
kaan noin 7000–8000 uniikkia kävijää kuukaudessa. 
Liferay on ollut muun muassa Oman kaupungin kehittäjiltä ja ylläpitäjiltä saa-
tujen hyvien kokemusten takia käytössä myös Helsingin Sanomien matkai-
lupalvelun, omamaailma.hs.fi, käytössä (kuva 22).  
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Kuva 22. Oman maailman etusivu (omamaailma.hs.fi) 
6 JATKOKEHITYS 
Vuoden 2010 osalta Oman kaupungin suurin uudistus tulee olemaan vielä 
konseptitasolla oleva Oman kaupungin uusi versio ”2.0”. Uuden version on 
tarkoitus korvata nykyinen versio vuoden 2010 keskivaiheilla. 
Oman kaupungin uudessa 2.0 versiossa on suunnitteilla runsaasti uudistuk-
sia. Suurimpina muutoksina voidaan pitää ajatusta siitä, että Oman kaupun-
gin ideaa saatetaan laajentaa muun muassa yhteistyöhön Sanoma News – 
konsernin omistamiin kaupunkilehtiin. Täten palvelu tarjoaisi muun muassa 
kattavat uutis- ja hakupalvelut ja muita Omassa kaupungissa ja muissa pal-
veluissa jo olemassa olevia toimintoja. 
Nykyiseen Omaan kaupunkiin ollaan myös tekemässä jonkin verran pienke-
hitystä tämän ja ensi vuoden puolella. Työn alla ovat muun muassa Hae-
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tuimmat hakusanat –portletti (kuva 23) ja Viikon kysymys –portletti. Hae-
tuimmat hakusanat –portletilla pyritään aktivoimaan käyttäjiä käyttämään 
enemmän Oman kaupungin hakua ehdottamalla haetuimpia hakusanoja 
haun yhteydessä. Portletti on jo testausvaiheessa ja tulee pian ilmestymään 
Oman kaupungin hakusivulle. 
 
Kuva 23. Haetuimmat hakusanat -portletti ehdottelee haetuimpia hakusanoja 
Viikon kysymys –portletti toteutetaan käyttämällä Liferayn omaan poll-
portlettia. Ennen kun portletti voidaan asettaa Omaan kaupunkiin, on portle-
tin ulkoasu muokattava Omaan kaupunkiin enemmän sopivammaksi. Portlet-
tiin kuuluu oikeastaan kaksi portlettia, joista toinen on tarkoitettu kysymysten 
lisäämiseen ja toinen näyttämiseen. Näyttämiseen tarkoitettu portletti on tar-
koitus lisätä palvelun etusivulle ja on kaikkien käyttävien saatavilla. Lisäys-
portletti sijoitetaan erilliselle sivulle ja on vain ylläpitäjän käytettävissä. 
Omassa kaupungissa on seurattu käyttäjien toimintaa vuodesta 2008 niin 
kutsutulla ”stadin-kingi” pisteytyksellä. Jokainen käyttäjän tekemä toiminta, 
kuten uuden mestan tai kuvan lisäys tai vaikka kommentointi lisää käyttäjän 
pistesaldoa, joka kattaa viisi eri tasoa. Tasot ovat Nolla, Jehu, Kiho, Stara ja 
Kingi (kuva 24). 
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Kuva 24. Omalla profiilisivulla näkee muun muassa oman "statuksensa" sivun 
oikeassa yläreunassa. 
Nyt omaan kaupunkiin ollaan suunnittelemassa kävijöiden aktiivisuuden pal-
kitsemista. Tämä voisi olla esimerkiksi Stadin kingin, eli suurimman piste-
määrän omaavan henkilön ”hehkutusta” etusivulla. Myös suurimmat nousijat, 
eli pienessä ajassa paljon pisteitä saaneet henkilöt, pääsisivät etusivulle. 
Mobiilisovellusten kasvanut suosio on tuonut monen yrityksen palvelut myös 
mobiilialustoille. Muun muassa tänä vuonna ilmestyneet matkapuhelimille 
optimoitu internetsivusto http://m.hs.fi ja HS.fi iPhone-sovellus ovat olleet 
suuressa suosiossa. Apple iPhone -kosketusnäyttömatkapuhelimelle tehty 
sovellus HS.fi oli noin kaksi kuukautta (heinä-elokuu) Apple AppStoren lis-
taykkösena ilmaisissa sovelluksissa (kuva 25).  
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Kuva 25. Ilmainen HS.fi-mobiilisovellus oli listaykkösenä noin 2 kuukautta Applen 
App Storessa 
Sovellus onkin ladattu tällä hetkellä noin 15 000 kertaa (marraskuu 2009). 
Hs.fi-mobiilituloksista voidaan uskoa, että erilaiset mobiilisovellukset ja mo-
biililaitteille optimoidut web-sivustot ovat nykyaikaa (kuva 26). 
 
Kuva 26. Hs.fi mobiilin käytön kasvu näkyy selvästi. Kuvassa sinisellä m.hs.fi mobiili-
optimoitu web-sivusto ja vihreällä HS.fi iPhone-sovellus. Kuvan vaakaviivalla vuoden 
2009 viikkonumero ja pystyviivalla käyttäjämäärä. 
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Liferayssa on valmis tuki mobiililaitteille. Liferay tunnistaa automaattisesti si-
vuilla vierailevat mobiililaitteet ja tarjoaa valmiit mobiililaitteiden pieniä näyt-
töjä varten suunnitellut teemat, jotka näytetään normaalin sivun sijaan.  
Tämä tarkoittaa sitä, että myös Oma kaupunki tulee luultavasti jossain vai-
heessa saamaan oman, kattavan mobiilisovelluksensa ja/tai mobiililaitteille 
optimoidun sivustonsa. Tämä tosin toteutunee vasta vuonna 2010 uuden 
Oma kaupunki 2.0 –version jälkeen. Mobiilipalvelussa voidaan hyödyntää 
muun muassa nykyaikaisten matkapuhelimien GPS-sijaintitietoja (Global 
Positioning System, satelliittipaikannusjärjestelmä) ja tuoda näytölle auto-
maattisesti muun muassa lähiseutujen uutisia ja auki olevia ravintoloita. 
7 YHTEENVETO 
Työskentely Oman kaupungin kanssa yli kahden vuoden ajan on ollut haas-
tavaa ja innostavaa. Pieniä ongelmiakin on esiintynyt johtuen pääosin Life-
ray-portaalituotteen tuoreudesta. Tämän takia kokeneita osaajia ei ole ollut 
alkuvaiheessa saatavilla. Oman kaupungin tekninen toiminta on kuitenkin 
muotoutunut lyhyessä ajassa hyvin toimivaksi eikä mitään suuria ongelmia 
ole enää esiintynyt. 
Työni tarkoituksena oli todistaa, voidaanko Liferay-portaalialustalla rakentaa 
verkkopalvelu, jossa sisällön tuottaminen, muokkaus ja ylläpito on niin help-
poa ja joustavaa, että sekä kuluttajat että mainostajat kokevat sen mielen-
kiintoiseksi, jolloin palaavat ja viettävät enemmän aikaa palvelussa. 
Tutkimus (käytännön esimerkkeinä muun muassa kappaleet 4.2 ja 4.3) 
osoitti, että Liferay sopii Oman kaupungin kaltaiselle palvelulle. Java-
pohjaisten web-alustojen tarjoamat edut ovat erittäin kattavat ja SOA-
tyylinen arkkitehtuuri yhdistää vaivattomasti erilaiset taustapalvelut keske-
nään. Myös uusimmat teknologiat tuovat sivustolle dynaamisia ja graafisesti 
edistyksellisiä ominaisuuksia, jolloin sivun käytettävyys paranee entisestään. 
Liferayn suurin ilonaihe on ehdottomasti ollut sen valmis journal-portletti, mi-
kä on sopinut monipuolisten käyttömahdollisuuksien vuoksi Oman kaupun-
gin toimintaan täydellisesti. Tämä samainen portletti on samalla myös sääs-
tänyt runsaasti aikaa ja kustannuksia palvelun pienkehityksessä. 
Uusien portlettien ja sisällön jatkuva tuominen palveluun on saanut ihmiset 
entistä aktiivisemmiksi palvelun käytössä. Kuten kappaleessa 5 on kerrottu, 
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kampanjat ovat onnistuneet hyvin ja uudet käyttäjät ovat löytäneet palvelun 
muun muassa juuri tätä kautta. 
Yhteenvetona voidaan todeta, että valittua teknistä alustaa (Liferay) voidaan 
pitää sopivana valintana Oman kaupungin tyyliseen verkkopalveluun. 
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