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Можливі варіанти розвитку проекту розро-
бки програмного забезпечення представляють-
ся як безліч операційних маршрутів, серед яких 
виділена область допустимих траєкторій. 
Управління розглядається як діяльність, що пе-
решкоджає виходу траєкторії з області допус-
тимості. У рамках цих угод описуються страте-
гії управління, прийняті в існуючих методоло-
гіях. З позицій стратегічних концепцій обгово-
рюються жорсткі та гнучкі методології.  
 
Актуальність теми. Якість планування 
розвитку проекту залежить, від точності вста-
новлення для кожного етапу операційних мар-
шрутів, які є оптимальні для досягнення цілей 
проекту (або виробничої функції). При такому 
розгляді розробки програмного забезпечення, 
методика (точніше, метод) - це здатність під-
тримати проходження операційного маршруту 
за допомогою певних приписів, угод, рекомен-
дацій та регламентів. Не слід плутати цей тер-
мін з поняттям методики використання інстру-
менту, яке пов'язується не з конкретною функ-
цією, а з потенційною реалізацією різних функ-
цій. Методологія - це, по-перше, стратегія, яка 
відображає напрями побудови та виконання 
системи діяльностей, тобто угоди про те, яким 
чином має розвиватися система; по-друге, набір 
методів, засобів та інструментів, які узгоджені 
зі стратегією. 
 
Мета і завдання дослідження. Мета – це 
дослідження методологічних стратегій мене-
джменту проектів програмного забезпечення та 
ефективного управління проектами інформа-
ційно-обчислювальної системи, що використо-
вується в нафтогазовій галузі. 
Проект загалом можна представити у ви-
гляді конуса операційних маршрутів, центр 
якого відповідає задуму, а підстава - безлічі 
всіх варіантів завершення проекту. На підставі 
конуса виділяється цільова область - варіанти 
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Дане дослідження спрямоване на вирішення питань менеджменту проектів програмного забезпечення. 
Менеджмент проекту ґрунтується на використанні визначених знань, умінь, засобів і методів для досяг-
нення поставленої мети. Досвід реалізації навіть відносно нескладних проектів свідчить, що труднощі, з 
якими стикаються розробники, обумовлені браком знань про сучасні методи та засоби ведення проекту, 
відсутності методології створення інформаційних систем, а також невмінням організувати ефективну 
проектну команду. Досліджено принципи теорії управління проектами з розробки програмного забезпечен-
ня, планування, контролю та оптимізації процесів розробки програмного забезпечення. Обґрунтовано осно-
вні поняття управління проектами, класифікація проектів та задач управління проектами, проаналізовано 
системні підходи та методи управління проектами. 
Ключові слова: програмне забезпечення, інформаційні системи, інформаційно-обчислювальна система, 
менеджмент. 
 
Данное исследование направлено на решение вопросов менеджмента проектов программного обеспе-
чения. Менеджмент проекта основывается на использовании определенных знаний, умений, средств и ме-
тодов для достижения поставленной цели. Опыт реализации даже относительно несложных проектов 
свидетельствует, что трудности, с которыми сталкиваются разработчики, обусловленные недостатком 
знаний о современных методах и средства ведения проекта, отсутствия методологии создания информа-
ционных систем, а также неумением организовать эффективную проектную команду. Исследованы прин-
ципы теории управления проектами по разработке программного обеспечения, планирования, контроля и 
оптимизации процессов разработки программного обеспечения. Обоснованы основные понятия управления
проектами, классификация проектов и задач управления проектами, проанализированы системные подходы 
и методы управления проектами. 
Ключевые слова: программное обеспечение, информационные системы, информационно-вычисли-
тельная система, менеджмент. 
 
The research work is intended to solve the issues in management of software projects. The project management 
is based on application of the certain knowledge, skills, means and methods for the goal to be achieved. The 
implementation experience of even comparatively simple projects proves that the difficulties which are faced 
developers with are caused by lack of knowledge about modern methods and means of running the project, absence 
of methodology for creating information systems as well incapability to arrange an efficient project team. The 
theory principles of projects management in software development, planning checking and optimization of software 
development processes have been researched. The main notions for projects management, projects classification 
and tasks for projects management have been proved and the system concepts and methods of projects management 
have been investigated. 
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завершення проекту, що відповідає меті розро-
бки. Траєкторії, які ведуть в цільову область, є 
допустимими (рис. 1). 
 
Рисунок 1 – Конус операційних маршрутів 
проекту 
 
Якщо розробка проекту не керована мене-
джером, то ймовірність того, що його траєкто-
рія виявиться допустимою, вельми невисока - 
занадто розрізняються цілі діяльностей, які 
спонтанно формуються у виконавців. З цієї 
причини впроваджується діяльність менеджера, 
одна з цілей якої - не допустити відхилення 
траєкторій діяльності виконавців від цільової 
області проекту. Для цього у керівника повинні 
бути засоби, що дають змогу виявляти відхи-
лення, та інструменти впливу, призначені для 
коректування відхилень. Багато різних мето-
дик, що використовуються на практиці, можна 
враховувати до даних засобів і інструментів. 
Так, саме за принципом виявлення відхилень і 
швидкого коректування будується робота ме-
неджера в рамках підходу екстремального про-
грамування. Науковець Бек у викладі цього 
підходу наводить метафору водіння автомобіля, 
якому уподібнюється розвиток проекту. Водій 
просто коректує рух таким чином, щоб машина 
не відхилялася від полотна шосе. У вигляді 
схеми це може бути зображено так, як зобра-
жено на рис. 2. 
 
Рисунок 2 – З'ясування відхилень і  
коректування траєкторії 
 
Водночас контроль діяльності проекту за-
галом є надскладним завданням, а тому потріб-
ні як кошти (багато з методик екстремального 
програмування та інших методологій призна-
чено саме для цього), так і спеціальні заходи. 
Останнє призводить до двох стратегій розвитку 
проекту, які розглядаються нижче. 
Для реалізації загальної глобальної задачі 
проекту вона розбивається на під задачі, які 
вирішуються послідовно. Кожне рішення при-
зводить до результатів, що використовуються 
наступним завданням. Зокрема, воно дає мож-
ливість уточнити постановку задачі і коло дія-
льностей, які доцільно активізувати. Таким чи-
ном, операційні маршрути проекту загалом 
розбиваються на послідовність етапів зі своїми 
локальними цілями. 
Постановка завдання кожного етапу харак-
теризується: 
• суб'єктом-виконавцем; 
• термінами вирішення завдання; 
• виділеними ресурсами; 
• засобами, інструментами та методами ви-
рішення завдань; 
• контрольними заходами, що дають мож-
ливість упевнитися, що завдання етапу вирішені. 
До кінця етапу ставляться так звані конт-
рольні точки, які призначені для того, щоб під-
вести локальні підсумки і перехідити до робіт 
наступного етапу. Інструментами діяльності в 
контрольних точках є контрольні заходи. Якщо 
з'ясовується, що завдання етапу може бути не 
виконано, тобто траєкторія, що реалізує діяль-
ність етапу, вийшла з допустимої області, то 
виконуються дії з метою повернення траєкторії 
в цю область. Зокрема, використовуються схе-
ми з'ясування відхилень і коригування траєкто-
рії. Контрольна точка - це своєрідний бар'єр, 
який треба подолати, щоб перейти до робіт на-
ступного етапу. 
Продовження робіт після заходів в контро-
льних точках залежить від того, в якому стані 
опинився проект. Так визначається зміст робіт 
чергового етапу і поділ подальших робіт нада-
лі. Так, якщо задача пройденого етапу включа-
ла з'ясування ринкової ситуації, то результатом 
її рішення може виявитися, що слід віддати пе-
ревагу придбанню продукту, а не його розроб-
ці. Як наслідок, подальша робота щодо досяг-
нення кінцевих цілей проекту повинна змінити 
характер: місце діяльності з виготовлення по-
винно бути зайнято закупівлею та постачанням 
готового виробу. Інші варіанти результату ви-
рішення цього завдання – форсування робіт, 
додаткові інвестиції (наприклад, в рекламу)  
і т.д. 
Якщо поділ роботи на етапи залишається 
незадовільним, то він, у свою чергу, розбива-
ється на локальні етапи, роботи або завдання, 
що допускають відносно автономне керування 
тим чи іншим способом, у тому числі шляхом 
з'ясування відхилень і коригування, а також 
можуть бути враховані додаткові контрольні 
точки. Якщо ресурсне забезпечення проекту, 
можливості виконавців і залежності між робо-
тами за результатами допускають суміщення 
робіт, то вони можуть виконуватися паралель-
но, а для синхронізації встановлюються додат-
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кові контрольні точки. Розпаралелювання може 
підтримуватися діяльністю менеджерів за на-
прямками. 
Стратегія визначення етапів отримала на-
зву послідовного розвитку проектів. Це істори-
чно перша стратегія, якої дотримувалися підчас 
розробки програмних проектів, а тому для неї 
існує багато методик та їх варіантів, але всі во-
ни укладаються в схему, зображену на рис. 3. 
Зі схеми видно, що послідовний розвиток 
скорочення обсягу конуса операційних марш-
рутів досягається за рахунок розбиття його на 
ряд більш дрібних конусів. 
Скорочення обсягу конуса операційних 
маршрутів можна добитися шляхом виокрем-
лення в загальному завданні проекту таких її 
частин, які стають прийнятними (доступними) 
для управління. На відміну від попередньої 
стратегії, тут як перша, так і наступні виділя-
ють завдання, які частково вирішують пробле-
ми користувача. Кожного разу будується про-
грамний виріб, який в застосовуватися на прак-
тиці, навіть, якщо неповністю задовольняють 
потреби користувача. Таким чином, в даній 
стратегії замість підзадач виділяються вимоги, 
які планується реалізовувати. У сукупності ви-
мог виділяється перша порція, потім наступна і 
т.д., які послідовно, від релізу (випуск програ-
много забезпечення) до релізу наближають 
програмний виріб до стану, що задовольняє 
проект, і потреби користувачів у вирішенні їх-
ніх завдань. 
Кожне з часткових рішень називається іте-
рацією проекту, а стратегія такої розробки - 
ітеративним розвитком проекту або ітератив-
ним нарощуванням можливостей системи. В 
результаті виконання однієї ітерації будується 
самостійний програмний виріб, залежний від 
результатів попередніх ітерацій. Принципово: 
реліз ітерації ніколи не скасовує користуваль-
ницьких можливостей, досягнутих на попере-
дніх ітераціях. 
Принципи та методи вибору вимог для ре-
алізації на поточній ітерації в різних методоло-
гіях можуть розрізнятися істотно, але всі схо-
дяться в одному: завдання ітерації повинні бути 
досяжні для менеджменту. В іншому, спектр 
підходів простягається від обліку актуальності 
для користувача і до глибокого аналізу всіх ви-
мог, відомих і передбачуваних на даний мо-
мент. Це проводиться з метою визначення такої 
архітектури системи, яка допускає послідовне 
ітеративне нарощування можливостей без пе-
реробки результату попередніх ітерацій. Взага-
лі, стосовно архітектури можна класифікувати 
всі ітеративні методології, що проявляються в 
тому, яке місце в проекті займають підготовчі 
роботи до ітерації. 
На рисунку 4 у вигляді схеми зображено 
стратегію ітеративного нарощування можливо-
стей системи. 
Прямокутники, зображені поблизу основ 
конусів операційних маршрутів ітерацій, відпо-
відають вимогам: виділено блок вимог, призна-
чений для реалізації; пунктиром - відпрацьовані 
вимоги. Кількість прямокутників при переході 
від ітерації до ітерації зростає, що відображає 
надходження нових вимог в ході розвитку про-
екту. 
При розгляді схеми ітеративного нарощу-
вання можливостей системи легко зауважити, 
що конуси ітерацій можна, принаймні візуаль-
но, представляти як конуси етапів. А чи не мо-
жна у зв'язку з цим вважати ітеративну страте-
гію окремим випадком послідовної схеми ви-
значення етапів – в якому кожен етап є ітера-
ція? Відповідь на це питання найчастіше нега-
тивна. Справа в тому, що поділ діяльності, яке 
ми назвали стратегією визначення етапів, при-
пускає мету виконання, пов'язану з викорис-
танням отриманих результатів на наступному 
етапі. А ця умова для ітеративного нарощуван-
ня не завжди виконується. Але, якщо крім того, 
що в ході ітерації готується реліз системи, вона 
передбачає побудову бази для реалізації насту-
пної ітерації, то розгляд ітерацій як етапів про-
екту досить природній. Однак, залишається ще 
одна відмінність: при поетапному розподілі 
проекту зазвичай ціль і зміст усіх етапів визна-
чаються на початкових стадіях, тоді як ітерати-
вне нарощування не пов'язане з цим припущен-
ням і, більш того, навіть кількість ітерацій, не 
кажучи вже про їх зміст, не фіксується заздале-
гідь. 
Важливо зазначити, що стратегія ітератив-
ного нарощування не фіксує методику роботи в 
рамках ітерації. Виконання вимоги видимості 
завдань ітерації дає підставу для того, щоб роз-
робку ітерації підпорядковувати будь-якій 
стратегії. За рахунок звуження завдання про-
 
Рисунок 3 – Послідовний розвиток проекту 
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екту розробники можуть послабити вимоги ви-
димості і вирішити задачу ітерації як розробку 
самостійного проекту, наприклад підпорядку-
вати його послідовній стратегії, і це звичайний 
шлях реалізації. Найчастіше немає необхідності 
розглядати розробку ітерації проекту як вкла-
дений ітеративний проект, так як у користува-
чів не виникає потреби в переході до дрібного 
релізу, "вкладеному" у більш загальний реліз. 
Проте іноді готують так звані “білди системи” - 
її варіанти, які поставляються в ході експлуата-
ції релізу, наприклад, для швидкого виправлен-
ня помилок. 
Визначаючи стратегії послідовного та іте-
ративного розвитку проекту, ми виходили з то-
го, що контроль діяльності проекту - завдання, 
що вимагає спеціальних організаційних підхо-
дів. Загальною метою є створення програмного 
продукту в упорядкований процес, в рамках 
якого розвиток проекту можна зробити більш 
прогнозованим і ефективним. Для цього, зазви-
чай, створюється детальний опис процесу роз-
робки системи, особливе місце в якому займає 
планування. Інакше кажучи, створюється ме-
тод, за допомогою якого передбачається побу-
дова даної системи. В подальшому методи ке-
рування проектом узагальнюються, і в резуль-
таті досвід їх застосування перетворюється в 
методику, або, як зараз прийнято говорити, ме-
тодологію. Нерідко при такому формуванні ме-
тодики - методології фіксуються проміжні і ви-
падкові рішення, що опинилися корисними че-
рез специфіку вдалих проектів. Поряд з усім 
корисним, ці рішення оголошуються обов'язко-
вими, стандартними, їх потрібно застосовувати 
і тоді, коли вихідні передумови втрачені. Щоб 
слідувати таким методологіями, доводиться 
виконувати безліч різних приписів, що упові-
льнює темпи основних програмних робіт. Тому 
їх називають великоваговими або жорсткими. 
Жорсткі методології привабливі для замо-
вників програмних проектів, які завжди можуть 
перевірити, чи дійсно процес розробки впоряд-
кований і результати відповідають планам. 
Природно пов'язувати цю можливість з органі-
зацією, яка отримує замовлення і забезпечує 
його менеджмент, оскільки крім побажань ор-
ганізацій – можливий адміністративний конт-
роль. 
В даний час створено стандарти зрілості 
процесів розробки програмного забезпечення. 
Серед них найбільш поширеною є пропозиція 
Інституту програмної інженерії при Універси-
теті Карнегі-Меллона - так звана модель SW-
CMM (Capability Maturity Model for Software). 
Цю модель можна вважати загальноприйнятою, 
оскільки на неї найчастіше орієнтуються замо-
вники, зокрема з Міністерства оборони США, 
пропонуючи проекти тільки тим організаціям, 
які сертифіковані на рівнях зрілості “чотири” і 
“п’ять”. Зазначено, що модель CMM було сфо-
рмовано при вагомому впливі практики війсь-
кових замовлень з їх жорсткою процедурою 
контролю і звітності. Пропозиції CMM для ви-
значення зрілості організації спираються на те, 
які процедури управління програмними проек-
тами, відстеження їх розвитку та інші мене-
джерські методи прийняті в якості фірмового 
стандарту. Методології програмування, побу-
довані на базі цих пропозицій, часто розгляда-
ють як еталон жорсткості. 
На противагу жорстким методологіям, 
останнім часом сформувався компромісний 
підхід, який об'єднано загальним терміном 
«agile development». На українську мову його 
переводять як швидкий розвиток, гнучкі мето-
дології (див. переклад статті М. Фаулера) і на-
віть "спритні технології"). У новому підході 
намагаються надати можливість полегшеної 
організованої роботи програмним колективам, 
 
Рисунок 4 – Ітеративне нарощування можливостей системи. 
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коли перевантаженість стандартизованого про-
цесу перешкоджає ефективності. Вони претен-
дують на те, що їх застосування можливо на-
віть тоді, коли не вдається досить точно пред-
ставити проект на початку його створення. У 
цих випадках пропонується залучення замов-
ника до формування завдань та коригування 
припущень протягом усього розвитку проекту. 
За його допомогою намагаються виявляти, най-
більш точно і без зайвих бюрократичних про-
цедур, актуальні потреби користувачів, що 
склалися в даний момент. В результаті з'явля-
ється можливість вказати саме ті вимоги, реалі-
зація яких є необхідною і допускає максималь-
но короткі терміни випуску релізу. 
Всі методології швидкого розвитку орієн-
туються на стратегію ітеративного нарощуван-
ня можливостей системи, але з частковою від-
мовою від постулату незмінності апріорної ар-
хітектури. При цьому не тільки допускається, 
але навіть передбачається, що архітектура сис-
теми, а значить і програмний код, будуть змі-
нюватися при переході від релізу до релізу. Всі 
вони надають розробникам значно більшу сво-
боду, ніж, приміром, вимоги стандартів CMM. 
Але не слід думати, що цей підхід повністю 
скасовує жорсткі методології і, як визначають 
Боем і Тюрнер, необхідний баланс між свобо-
дою швидких методологій і дисципліною. 
Більш детально охарактеризувати всі ме-
тодології швидкого розвитку спільно є немож-
ливим - занадто різні їх вихідні принципи, за-
надто залежні вони від специфіки колективів, 
які займаються розробками програмного забез-
печення. На стратегічному рівні їх дійсно об'-
єднує так званий «Agile Manifesto», прийнятий 
ентузіастами в лютому 2001 року в містечку 
Сноуберд (США), який зводиться до чотирьох 
постулатів: 
• індивідууми та їх взаємодія є важливішим 
від процесів та інструментів; 
• працездатне програмне забезпечення є 
важливішим від ведення обширної документа-
ції; 
• співпраця із замовником є важливішою 
від самого процесу укладення контракту; 
• готовність до змін є важливішою за до-
тримання пунктів плану від слідування планом. 
Мабуть, ніхто не стане заперечувати ці по-
ложення. Але чи можна всерйоз говорити про 
відмову від того, що зазначено в правій частині 
кожного з тез маніфесту, якщо прагнути до ви-
готовлення надійних програмних продуктів? 
Адже і автори так званих монументальних ме-
тодологій в свій час теж прагнули поліпшити 
процес розробки програмного забезпечення! І 
чи не вийде так, що, прагнучи до полегшення 
процесу, доведеться вводити надмірно жорстку 
дисципліну, при якій тільки й можна буде від-
повідати маніфесту. Зрозуміло, у кожного під-
ходу є межі застосування, і якщо не виходити 
за їх межі, то можна гарантувати відповідну 
якість. Успішність багатьох гнучких розробок 
вказує на те, що цей підхід досить змістовний. 
З точки зору теорії діяльності, стратегічне 
розмежування між жорсткими та швидкими 
методологіями пов'язано з характером видів 
діяльності, на підтримку яких націлений кожен 
з підходів. Для жорстких методологій характе-
рне прагнення забезпечити розробників рецеп-
тами, що не вимагають обговорень, тобто по-
трібно виконувати відомі приписи, дотримува-
тися регламентів, щоб відповідні операційні 
маршрути наближали до допустимих траєкто-
рій. Іншими словами, жорсткі методології під-
тримують переважно такі діяльності, які можна 
назвати імперативними. У цій підтримці велику 
питому вагу має орієнтація на методи-припису, 
яким підпорядковуються засоби та інструменти 
як елементи діяльності. Тому тут значне місце 
приділяється плануванню, вимірам процесу з 
метою його відстеження, менеджменту як дія-
льності, що забезпечує не тільки корекцію не-
припустимих траєкторій, але і прийняття рі-
шень в не детермінованих випадках, тобто тоді, 
коли утруднений підбір відповідного рецепту 
для розробників. 
На відміну від традиційних підходів швид-
кі методології орієнтуються на те, що діяль-
ність з виробництва програмного забезпечення 
по своїй суті є переважно креативними, тобто 
такими, в яких від розробників вимагається не 
тільки розпізнавання ситуацій та застосування 
в них відомих методів, але і конструювання 
нових методів дій. А це інший, більш високий 
рівень знань і умінь. Як зазначає Фаулер, про-
цес розробки програмного забезпечення по-
стійно адаптується до мінливих вимог користу-
вачів і є принципово непередбачуваний. Ця 
якість обумовлює креативність діяльності не 
тільки на початку проекту, але й протягом 
усього його розвитку. Непередбачуваність і 
креативність розробки програмного забезпе-
чення вказує на те, що готових рецептів на всі 
випадки життя просто не вистачить, а тому се-
ред елементів діяльності засоби та інструменти 
повинні мати більшу питому вагу, ніж методи. 
У таблиці 1 подано порівняння жорстких і 
швидких стратегій в методологіях програму-
вання. 
З цього порівняння можна зробити висно-
вок, що швидкий процес більше відповідає 
проектам, в яких вимагається до повної міри 
використовувати творчий потенціал співробіт-
ників. При жорстких методологіях серед інших 
показників цінності співробітника істотне місце 
займає здатність виконувати приписи, старан-
ність, тоді як при швидких підходах - ініціати-
вність, прагнення до взаємодопомоги. У жорст-
кому проекті замовник протиставлений вико-
навцям (одна з функцій менеджера безпосеред-
ньо пов'язана із забезпеченням взаємодії із за-
мовником), а необхідною умовою швидкого 
проекту є тісна співпраця з замовником, як з 
членом команди виконавців. 
Таким чином, вже на стратегічному рівні 
можна розмежувати сфери адекватного викори-
стання двох підходів. Це розмежування безпо-
середньо випливає з їхнього зіставлення. Зро-
зуміло, що у багатьох випадках можливі обидва 
варіанти організації проектної діяльності. Од-
нак, пристосованість жорстких методологій до 
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імперативності вказує на можливість і виправ-
даність впровадження технологій, тоді як твор-
чого процесу швидкого підходу технології мо-
жуть сприяти лише як набір інструментів, при-
чому далеко не завжди достатньо повний. Тут 
варто пояснити, що ми розуміємо під техноло-
гіями. Це розуміння відображає наступне ви-
значення. Технологія як діяльність - це середо-
вище підтримки виконання діяльності, що во-
лодіє засобами та інструментами, а також ме-
тодами їх застосування. Неухильне дотримання 
цих методів гарантовано забезпечить виробни-
цтво програмних продуктів, тобто отримання з 
наданих ресурсів і матеріалів, продукту-
результату, відповідного цілям, в необхідному 
обсязі, за певний час і з прийнятним рівнем 
якості. 
У визначенні явно проглядається викорис-
тання понять трикутника менеджменту проек-
тів та елементів діяльності. Додатковим в ньо-
му те, що воно фіксує детермінований процес 
виробництва, в якому немає місця творчості. 
Саме творчість перешкоджає гарантіям отри-
мання очікуваного результату в задані терміни. 
Коли говорять про детерміновану діяль-
ність, зазвичай під цим розуміють, що відсутні 
непередбачені, а значить, і не забезпечені мето-
дами дій ситуації. У контексті поняття техноло-
гії, крім того, слід виділити й інший аспект де-
термінізму – в'язку методів і цілей, якій підпо-
рядковані задані засоби та інструменти. Коли 
детермінізм порушується, тобто доводиться 
вирішувати проблеми вибору або стикатися з 
непередбаченими ситуаціями, настає кінець 
технології, і розробка вступає в область реміс-
ничого виробництва, яке, можливо, є більш 
привабливою (за рахунок творчої складової), і 
цілком може призводити до підвищення якості, 
але не гарантує а ні результату, а ні дотримання 
термінів. 
Розробники жорстких методологій старан-
но і послідовно витісняли “недетермінізм” з 
виробництва програмного забезпечення. Там, 
де це не вдавалося, вони виставляли своєрідні 
огорожі: з одного боку, це типові прийоми, вка-
зівки та рекомендації, а з іншого - перевірка 
результатів, контрольні заходи і багато іншого. 
Але, незважаючи на появу різноманітних мето-
дик, засобів та інструментів підтримки управ-
ління, які змушені застосовувати менеджери, 
особливого успіху досягти їм не вдалося. При-
чина - вже не раз згадувана мінливість вимог, і 
властива природі людини схильність допускати 
помилки на всіх рівнях роботи. Відділяти ситу-
ації від можливих помилок, допомагати їх по-
шуку, використовуючи засоби автоматизації, 
здатні ліквідувати багато рутинних операцій. 
Тому можна говорити про деяку технологіза-
цію. Але від цього креативний процес програ-
мування не став подібний до того, що демон-
струє матеріальне виробництво або, наприклад, 
бухгалтерський облік. 
Представлене визначення технології до-
сить конструктивне в будь-якій ситуації. Якщо 
елементи діяльності визначено, то можна зада-
вати цілком конкретні питання, що дають змогу 
з'ясувати технологічність. Але, на жаль, переві-
рка галузі розробки програмного забезпечення 
на практиці свідчать про те, що технологічність 
її діяльностей характеризується фрагментарніс-
тю: окремі види робіт, доведені навіть до рівня 
автоматизації комплексної технології, що охоп-
лює весь процес, ніхто не пропонує. Швидше за 
все, складність виробництва програмного за-
безпечення, а також об'єктивна непередбаче-
ність його, не дає можливості говорити про 




Таблиця 1 – Порівняння жорстких і швидких стратегій в методологіях програмування 
Жорсткі методології Швидкі методології 
Орієнтація на передбачувані процеси розробки 
програмного забезпечення з чітко визначени-
ми цілями.  
Усвідомлення того, що процеси розробки про-
грамного забезпечення в принципі непередба-
чуваними. 
Розпізнавання ситуацій і застосування готових 
методів.  
Розпізнавання ситуацій та конструювання ме-
тодів для роботи в них. 
Планування з визначенням етапів: з обсягом 
робіт, з ресурсами, з термінами та рівнем яко-
сті робіт. 
Дотримання балансу між параметрами проек-
ту: обсягами робіт, ресурсами, термінами і 
рівнем якості робіт. 
Замовник - суб'єкт, зовнішній по відношенню 
до проекту, що впливає на розробку тільки 
через надання ресурсів і контроль результатів, 
у тому числі, з поетапними термінами вико-
нання проекту. 
Замовник (його представник) - член команди 
розробників, наділений правом впливати на 
розробку; його головною метою є відстеження 
актуальності завдань, що вирішуються. 
Рольовий розподіл праці працівників проекту.  Спільна діяльність співробітників і колективна 
відповідальність за результати. 
Дисципліна і підпорядкування. Самодисципліна і співробітництво. 
Знеособлений процес, виконавці якого визна-
чаються тільки за кваліфікаційними вимогами. 




Дослідження та методи аналізу 
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