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Abstract 
In model-based development, designers develop models of complex engineered systems from combinations of building blocks, and then 
simulate the system behavior. The design process is assisted by multi-domain system modeling and simulation tools. These tools should be able 
to allow users to understand and validate the simulated behavior in terms of parameters and their dependencies with effective use of 
quantitative information, such as simulation results, experiments, and catalog data, in the system model. This paper proposes a tool that 
displays the parameters and their dependencies in system models written in Modelica, and integrates these models with numerical data. The 
latter feature is useful for evaluating quantitative performance. 
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1. Introduction 
Modern complex engineered systems such as hybrid 
vehicles, wind-turbines, and medical instruments consist of a 
large number of system components. The behavior of these 
systems is realized by interactions among system components 
in various domains (e.g., structural, kinematic, electric, and 
information domains) [1]. Due to the variety and number of 
such interactions, collaborations among the experts of specific 
domains are inevitable for the sharing of design information in 
product development.  
Model-based development (MBD) [2] promotes the use of 
computational models and numerical simulations to validate 
designs and prototypes of complex engineered systems. MBD 
aims to reduce the cost and time in product development [3]. 
Today, MBD is frequently introduced at the early stage of 
product development (known as frontloading of MBD) [4], 
when designers are seeking a variety of design concepts with 
many degrees of freedom, evaluating the validity of design 
concepts regarding given system-level function requirements 
and identifying major constraints (and/or trade-offs) that must 
be resolved in later developmental processes. At this stage, 
computational models and numerical simulations are used to 
express and visualize preliminary design concepts rather than 
to analyze and optimize the concepts.  
System modeling and simulation tools (e.g., [5-8]) support 
MBD in the early stage of product development. Using these 
tools, designers can construct a system model, convert the 
model to a system of equations that govern the system 
behavior, and numerically simulate this behavior. These tools 
are also equipped with libraries of building blocks in various 
engineering domains (such as mechanics and electronics), 
enabling efficient modeling of design concepts.  
Nevertheless, the simulated behavior is not readily 
interpretable by designers whose rationale is not formally 
defined in the model. In this paper, the authors argue that such 
limitation arises from lack of appropriate aspects (viewpoints 
or perspectives). For instance, device ontology [9] is a 
knowledge representation focusing on the structural aspect of 
a system. As such, device ontology can suitably represent the 
modular structure of a system. Another knowledge 
representation, process ontology [10], focuses on the physical 
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phenomena occurring within a system or between a system 
and its environment. Process ontology is suitable for 
demonstrating the state changes (i.e., behavior) of a system. 
Function modeling [11] can describe the intentions and 
desires of designers and users (or humans in a wider sense) 
regarding the functions of a system and their dependency. 
Such aspects should be appropriately chosen according to the 
objective defined at a specific stage in product development. 
Furthermore, the definition of a system model should be 
chosen so that the definition can support construction and 
visualization of a system model from the chosen aspects.  
This paper proposes a tool that supports the design and 
analysis of a system model. Specifically, it enables designers 
to visualize the parameters of a system and their dependencies. 
Such an aspect is crucial for evaluating the numerical 
relationships among the parameters derived from, for instance, 
a set of experiments and simulations. An automated algorithm 
implemented on the proposed tool is presented. The algorithm 
converts a system model written in Modelica [12, 13] and 
developed on a system modeling and simulation tool [8] to an 
equivalent model visualized from a parameter-based aspect. 
The paper also presents another feature of the proposed tool, 
which integrates the model with numerical datasets. Related 
work [14, 15] proposed methods to model and manage the 
parameters (attributes or properties) of a system and their 
dependency in product development. Considering the 
similarity of the aspect, the algorithms implemented on the 
presented tool can be used on these methods in related work. 
2. System architecture and model-based development 
2.1. Features of system modeling and simulation tools 
Fig. 1 shows an MBD-based design process using system 
modeling and simulation tools. The major sub-processes 
supported by these tools are: 
 
x Modeling: Designers construct a system model by 
connecting preliminary defined building blocks (system 
components). 
x Compilation: The system model is converted into a system 
of equations, comprising a number of differential equations 
and arithmetic constraints.  
x Simulation: The equation system is numerically solved to 
obtain the behavior of the system.  
 
While all of these tools support the compilation and 
simulation processes, they differ in their libraries of building 
blocks for specific product types. For instance, some tools 
contain a library of building blocks dedicated to simulating 
vehicle dynamics. Such a library decreases the effort involved 
in developing an executable vehicle model [5]. Nevertheless, 
these tools do not allow users to create building tools when 
the desired building blocks are undefined [16].  
Designers may overlook a crucial part of simulation results 
regardless of their quality and encounter difficulty in 
systematically generate design alternatives based on the 
results. To support designers in such occasions, the following 
types of support, which has not been realized in these tools, 
are crucial.  
 
x Interpretation support: A manipulation of the simulated 
system behavior (e.g., visualization) that provides 
designers with valuable information supporting their 
decisions in product development.  
x Suggestion support: Advancement of the interpretation 
support that provides concrete suggestions regarding the 
design (modification) of the system, with reference to its 
given specifications.  
 
These supports have been discussed in qualitative 
reasoning studies [9, 10] and applied to conceptual (and 
functional) design [11] for several decades. Separately, MBD 
has become increasingly enhanced by knowledge gleaned 
from industrial practice and enrichment of component 
libraries, such as the Modelica Standard Library [12]. 
Interdisciplinary integration of specialized research 
contributions and current work in MBD system modeling and 
simulation may uniquely contribute to the interpretation and 
suggestion supports. For instance, an interpretation support 
based on the classification of parameters regarding 
numerically simulated behavior is reported in [17].  
 
Fig. 1. A design process developed with system modeling and simulation. 
2.2. Device ontology and Modelica 
Device ontology [9] expresses a system as numerous 
devices or components, each characterized by a set of 
parameters and their physical connectivity. Device terminals 
are connected by conduits. While the parameters of a device 
are related within the device, the parameters of different 
devices are related through their physical connectivity. 
Hierarchical relations among devices are also defined.  
System modeling and simulation tools (e.g., [5-8]) employ 
device ontology for system modeling. One of the major 
modeling languages based on device ontology is Modelica 
[12], which is widely used in system modeling and simulation 
tools. Modelica has been continuously developed by 
European universities and research institutes. In Modelica, the 
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devices, terminals, and conduits are called components, 
connectors, and connections, respectively. The connections 
among the components of a system are described by a set of 
equations. Each connection indicates an equality coupling and 
a sum-to-zero coupling, which constrains the relations among 
the variables of connected components. For instance, a 
connection between two components in the electrical domain 
(e.g., a resistor and a condenser) defines the direction and size 
of current flow, and matches the voltage, at the common 
connection.  
Fig. 2 shows a model of a DC motor developed on such a 
tool (this example adopts OMEdit on OpenModelica [8]). The 
model is built from seven components and connections. Since 
connections do not explicitly define causal relations or input-
output variables, a modeling process based on device 
ontology is referred to as acausal modeling [13]. The 
components are defined in the Modelica Standard Library 
(MSL), which includes the class definitions of primitive 
components in various engineering domains. The latest 
version of MSL (ver. 3.2) contains as many as 1200 primitive 
components. MSL may be freely used and extended by users. 
 
Fig. 2. A DC motor model developed using OMEdit on OpenModelica.  
The Modelica model consists of numerous parameters and 
equations for simulating system behavior. Designers validate 
and verify the model [18] by altering some parameter values 
and their related physical phenomena and constraints, and 
analyzing the resulting behavior. For instance, they check 
whether the simulated behavior replicates the desired behavior 
(verification), and whether the constructed model is based on 
the intended physical phenomena (validation). However, the 
model in Fig. 2, which is shown from the structural aspect of 
device ontology, does not provide the necessary information 
(such as physical phenomena) for validation and verification. 
Thus, other aspect(s) of the model should be offered to 
designers.   
3. The proposed tool 
The tool presented in this section provides an alternative 
perspective of the system model in Modelica; namely, the 
parameters of the system model and their dependencies. It 
also integrates the system model with other numerical 
information obtained from a set of experiments and 
simulations. 
3.1. Architecture of the proposed tool 
Fig. 3 shows the architecture of the proposed tool. 
Designers input two types of information to the tool. The first 
is a physical model defined by its components and their 
connectivity, developed on OMEdit on OpenModelica [8]. 
The physical model is compiled with JModelica to generate 
an executable model [19], referring to the component 
definition in MSL. Furthermore, JModelica provides 
application programming interfaces (APIs) in Python, 
enabling access to all equations and simulation variables in 
the compiled model. The second information type is a data 
model. It includes information outside of the physical domain 
(e.g., cost) and experimental results of complex physical 
phenomena, which do not have compatible Modelica models. 
The data model is stored in a table (spread-sheet) format.  
 
Fig. 3. The architecture of the proposed tool 
3.2. Representation of a system model 
In the proposed tool, the system model is defined by a 
directed graph, whose nodes are classified as components, 
parameters, relations, data, functions, or conditions. The 
model comprises a physical model and a data model. The 
physical model of the DC motor introduced in Section 2 and 
the accompanying data model will be discussed in Section 4.  
The physical model consists of a set of components, their 
parameters, and the relations among the parameters. The 
relations represent equations and/or procedures (i.e., 
algorithms) involving the parameters. Relations between 
components constitute the tree hierarchy of the components. 
The representation of the physical model is based on that 
used in the function-behavior-state (FBS) modeling [11], 
which explicitly defines the structural and behavioral 
descriptions of a product in terms of entities, attributes, 
physical phenomena, and relations. FBS modeling has been 
used to formally represent products on the Knowledge 
Intensive Engineering Framework [20] and CAD for system 
architecting [21]. Components, parameters, and relations in 
the model are compatible with entities, attributes, and 
physical-phenomena in FBS modeling. However, the 
elements of the model used in this study are not currently 
compatible with the functions in FBS modeling.  
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Each of the datasets comprising the data model includes a 
set of numerical parameter values. Examples of data sets are 
product specifications in catalogues and the simulation results 
of physical models. Some parameters in the data model are 
compatible with those in the physical model, while parameters 
such as cost, with no direct relevance to the physical behavior, 
are not. The data model also includes functions and conditions. 
Functions describe the relations among the parameters in the 
physical and the data models. The elements of the data sets to 
be visualized on the interface of the proposed tool are filtered 
by the conditions (see Section 4).  
Fig. 4 shows the specification of the system model as the 
union of the physical model and the data model. Designers 
cannot directly model relations and parameters on OMEdit, 
and thus they are not explicitly visible. They are generated 
after compiling the physical model. Table 1 summarizes the 
categories of arcs connecting the system model elements.  
 
 
Fig. 4. The system model used on the proposed tool 
 Table 1. Classification of arcs in the directed graph system model. 





1 Component Component Component has Component (i.e., 
hierarchical component composition) 
2 Component Parameter Component has Parameter 
3 Relation Parameter Relation includes Parameter (e.g., 
variables of an equation)  
4 Data Parameter Data consists of Parameter values 
5 Function Parameter Function includes Parameter (e.g., 
variables of an equation) 
6 Condition Parameter Condition includes Parameter (e.g., 
variables of an inequality relation) 
7 Parameter Parameter Two Parameters defined on the data 
model are directly related. 
4. Features of the proposed tool 
4.1. Visualization of a system model 
Fig. 5 shows the physical model of a DC motor, which is 
derived from the Modelica model of a DC motor shown in Fig. 
2. The model shows the parameters and their relations as a 
member of the system model. Orange circles represent 
parameters that remain unchanged throughout the simulation 
process (i.e., simulation constants). Green circles represent 
parameters whose values alter throughout the simulation (i.e., 
simulation variables), and which govern the system behavior. 
Diamonds indicate relation nodes, representing equations 
defined in the model. Parameters included in the expressed 
equations are connected to their corresponding relation nodes 
(ID 3 in Table1). The interface also explicitly shows the 
memberships of parameters to components (black rectangles) 
and the hierarchy of entities (ID 2 and ID 1 in Table 1). 
Components Entities in the model are obtained from the 
names of simulation variables, which are expressed in dot-
separated format (e.g., inductor.p.v). The rightmost symbol in 
the simulation variable name specifies a parameter; the 
remainder specifies the partial hierarchy of entities.  
 
 
Fig. 5. The physical model of a DC motor derived from the Modelica model. 
The layout of the model displayed on the interface in Fig.5 
is determined by an optimization routine. The input to each 
step in the routine is an ordered hierarchy of components and 
their parameters (i.e., an ordered list comprising the child 
components and parameters of a component). The layout is 
then calculated by an algorithm based on the two-dimensional 
tree map algorithm [22]. The coordinates of the relation nodes 
are the gravitational centers of the coordinates of their 
connected parameters. The routine outputs the total length of 
the arcs in the model, each of which connects a parameter to a 
relation node. The routine is iteratively run by an optimization 
algorithm based on the simulated annealing. The objective 
function to be minimized is the total arc length, and the 
optimization variables are an ordered hierarchy of entities and 
their parameters.  
4.2. Visualization and manipulation of numerical data sets 
The tool visualizes numerical datasets as a member of the 
system model. This visualization helps designers to 
understand the quantitative relations among the parameters in 
the system model. These features are illustrated in Figs. 6-x.  
The performance of the components of a DC motor (e.g., 
resistor) is assumed to be dependent on the characteristic 
value of a parameter (e.g., resistance) of the corresponding 
component. Such quantitative dependencies are obtained from 
catalogues and experiments. In this study, such a data is 
stored in a table (spread sheet) format and imported to the tool. 
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For instance, Fig. 6 shows the data table including 
performance of the DC motor as a whole and the 
characteristic parameter values of resistor1.R, inductor1.L, 
emf1.k, and load.J. In the data table, these parameters are 
classified into input (performance) and output (the other four 
parameters). At the import of the data table, two-dimensional 
plots relating the parameters in the data table are generated as 
shown in Fig. 7. At the import, new parameter node 
performance and data node performance.csv (data itself) are 
added. Fig. 7 shows four two-dimensional plots connecting 
performance (as input) and the other four parameters (output), 
in which the data node, related parameters, generated plot 
figures, are enclosed with rectangles with rounded corners, 
ovals, and diamonds.  
 
 
Fig. 6. A data table imported to the proposed tool. 
 
Fig. 7. Visualizing two-dimensional plots derived from the data table in Fig. 6. 
Similarly, the price of the components depends on their 
own characteristic parameter values. As shown in Fig. 8, the 
tool visualizes relation between the components prices and the 
characteristics of components with two-dimensional plots.  
 
 
Fig. 8. Visualizing two-dimensional plots representing the component price. 
Furthermore, designers can introduce functions and 
conditions that generate and filter the elements in the 
imported data sets, respectively. For instance, the total price 
and score are calculated by adding two function nodes, 
PriceCalc_ndata and ScoreCalc_ndata. The functions are 
defined by the following expressions, respectively. 
priceinductorpriceresistorpriceemfpricetotal .1.1.1_    (1) 
pricetotaleperformancscoretotal _/_                               (2) 
 
After defining the expressions, the proposed tool calculates 
the value at the left hand side of the expressions. It is done by 
extracting all (non-overlapping) values of the right hand side 
of the expressions defined in the given data sets so far, and 
considering all combinations of the input arguments. All of 
these combinations and their resulting outputs are registered 
as pairs in a new numerical dataset. For this reason, the 
number of data generated from the functions increases by a 
combinatorial order. Fig. 9 shows the calculation of 
total_price based on inductor1.price, resistor1.price, and 
emf1.price. Fig. 10 shows the calculation of total_score based 
on performance and total_price. Fig. 10 also shows the 
relations between all parameters appeared in the data sets and 
function expressions in the form of two-dimensional plots 
mentioned above.  
 
Fig. 9. Total price calculation by aggregating component prices. 
 
Fig. 10. All parameter relations used for total score calculation.  
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In Fig. 11 (a), the two-dimensional plots show the 
relationship between total_score (y-axis) and total_price (x-
axis). The tool further supports filtering of the plots to be 
visualized by adding inequality relations. For instance, Fig. 11 
(b) shows the part of the plots in Fig. 11 (a), which satisfies 
the following inequality relation.  
3.0!eperformanc                                                                    (3) 
 
Fig. 11. Score distribution under variations on component selection. 
5. Discussions 
System modeling and simulation tools have become crucial 
instruments in the early-stage development of complex 
engineered systems. Computational tools used in this context 
have to be evaluated in terms of scalability.  
A limitation of the proposed tool regarding scalability at 
this moment is the generation of new data set with a function 
expression. When a function expression consists of 
parameters <1, 2, …, n> and each parameter has <m1, m2, …, 
mn> numerical values (stored in the existing data sets), the 
function expression generates m1*m2*, …, *mn values, which 
are partly displayed in individual two dimensional plot figures. 
Although it has not been implemented yet, a measure to 
decrease the number of the plots is interpolation of the 
existing data sets.  
Furthermore, the degree of scalability of the proposed tool 
depends on that of input models, namely, the physical model 
written in Modelica and a numerical data set in a spread-sheet 
format. The authors succeeded in the visualization of a 
parameter-based model derived from a Modelica model 
representing an electric vehicle. The model consists of more 
than 100 parameters [17].  
As mentioned in Section 2, the current tools do not support 
interpretation of simulation results and suggestion of design 
alternatives. One of the recent efforts by the authors is to 
develop an interpretation support based on the classification 
of parameters regarding numerically simulated behavior is 
reported in [17].  
6. Summary 
System modeling and simulation tools have become crucial 
instruments in the early-stage development of complex 
engineered systems. Since these tools employ device ontology 
to model the system, they preclude system-level validation 
and verification in terms of the parameters and their 
dependencies. The tool proposed in this paper displays the 
parameters and their inter-relationships, and integrates the 
model with numerical data. The latter feature is useful for 
quantifying the performance of the system. In future work, the 
simulated behavior will guide the development of 
interpretation and suggestion supports, with reference to the 
given system-level requirements.  
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