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 Περίληψη 
Η αρχιτεκτονική ασφαλείας που προτείνεται στην διατριβή είναι 
προσανατολισµένη στο να δώσει λύσεις σε κατανεµηµένες εφαρµογές Πλέγµατος 
(Grid) ευαίσθητες σε χρόνο απόκρισης. Πεδίο εφαρµογής της είναι τα Πλέγµατα 
Μετρήσεων και Ελέγχου (Instrumentation Grids), επέκταση των Συστηµάτων 
Υπολογιστικού Πλέγµατος (Computational Grids). Τα Instrumentation Grids είναι 
κατανεµηµένα συστήµατα τεχνολογιών πλέγµατος, τα οποία προσφέρουν 
αποµακρυσµένη πρόσβαση σε όργανα «µετρήσεων και ελέγχου». Βασική 
προδιαγραφή στα περιβάλλοντα αυτά αφορά στον περιορισµένο χρόνο απόκρισης 
των κατανεµηµένων λειτουργιών των οργάνων. Η αρχιτεκτονική ασφαλείας που 
υιοθετείται στα παραδοσιακά Grids βασίζεται σε Υποδοµή Δηµοσίου Κλειδιού (PKI) 
και δηµιουργεί συνήθως  µεγάλες καθυστερήσεις. Για τον λόγο αυτό προτείνουµε µια 
νέα αρχιτεκτονική ασφαλείας βασισµένη στο πρωτόκολλο Kerberos. Η αρχιτεκτονική 
µας αποτελείται τέσσερα υποσυστήµατα: Το Kerberos KDC που αποτελεί την Τρίτη 
Έµπιστη Οντότητα του συστήµατος, το KrbClient που αλληλεπιδρά µε την 
αρχιτεκτονική εκ µέρους του λογισµικού πελάτη, ο Access Control Manager (ACM) 
που προστατεύει τις υπηρεσίες ελέγχου του Instrumentation Grid και το Policy 
Repository που αποθηκεύει τους κανόνες πρόσβασης (authorization) των 
κατανεµηµένων πόρων. Στα πλαίσια της διατριβής υλοποιήθηκε πρότυπη 
αρχιτεκτονική ασφαλείας βασισµένη σε ενδιάµεσο λογισµικό Υπηρεσιών Ιστού (Web 
Services). Οι µετρήσεις που πραγµατοποιήσαµε επιβεβαιώνουν πως η προτεινόµενη 
αρχιτεκτονική βελτιώνει σηµαντικά την απόδοση στις λειτουργίες ασφαλείας 
(Ταυτοποίηση, Εξουσιοδότηση και Ακεραιότητα Μηνύµατος) αντικαθιστώντας την 
Κρυπτογραφία Δηµοσίου Κλειδιού των Computational Grids µε Συµµετρική 
Κρυπτογραφία. Η βελτίωση γίνεται εντονότερη κάτω από υψηλό υπολογιστικό 
φορτίο στις υπηρεσίες µετρήσεων και ελέγχου των οργάνων. 
  
 Abstract 
In this thesis we propose a security architecture that provides a solution to distributed 
Grid applications with delay sensitive requirements. These applications are usually 
encountered within an Instrumentation Grid, an extension of a Computational Grid. 
Instrumentation Grids are distributed systems that follow Grid technologies to interact 
with remote distributed instruments. One of their main requirements is low latency 
times. This may not be satisfied with security architectures adopted in Computational 
Grids based on Public Key Infrastructure (PKI). For that reason we propose an 
alternate security architecture based on the Kerberos protocol. Our architecture is 
composed of four components: The Kerberos KDC that acts as a Third Trusted Party, 
the KrbClient that represents the client, the Access Control Manager (ACM) that 
protects the services of the Instrumentation Grid and the Policy Repository which 
stores the access rules (authorization) of the distributed resources. We validated our 
architecture by implementing a prototype built on Web Service middleware. Our 
experiments showed a significant performance improvement in authentication, 
authorization and message integrity processes over legacy Grid security architectures. 
The improvement becomes substantial under heavy processing load of the remote 
instrumentation services. 
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Εισαγωγή 
12 
1. Εισαγωγή	  
1.1. Περιγραφή	  του	  Προβλήματος	  
Στην παρούσα διδακτορική διατριβή προτείνεται µια Αρχιτεκτονική Ασφαλείας 
που έχει ως σκοπό την βελτίωση της απόδοσης των λειτουργιών ασφαλείας σε 
κατανεµηµένες εφαρµογές Πλέγµατος (Grid). O κύριος στόχος είναι τα 
Instrumentation Grids, κατανεµηµένα συστήµατα µετρήσεων και ελέγχου οργάνων 
που ακολουθούν την γενική αρχιτεκτονική Συστηµάτων Υπολογιστικού Πλέγµατος 
(Computational Grid).  
Ειδοποιός διαφορά των Instrumentation Grids µε τα Computational Grid είναι 
συνήθως ο κατά τάξη µεγέθους µεγαλύτερος αριθµός οντοτήτων (instruments) σε 
σχέση µε υπολογιστικούς και αποθηκευτικούς πόρους (computing and storage 
resources), καθώς και η απαίτηση για αυστηρούς περιορισµούς στους χρόνους 
απόκρισης που εξαρτώνται από τις προδιαγραφές των συγκεκριµένων εφαρµογών 
µετρήσεων και ελέγχου. Οι απαιτήσεις ασφαλείας σε ένα Instrumentation Grid µπορεί 
να είναι ιδιαίτερα σηµαντικές λόγω της κρισιµότητας των εφαρµογών 
παρακολούθησης και ελέγχου κρισίµων υποδοµών µέσω δικτύων τύπου Internet (π.χ. 
αποµακρυσµένος µετρήσεις και έλεγχος επιταχυντών, συστηµάτων παραγωγής 
ηλεκτρικής ενέργειας κτλ.). 
Στα σύγχρονα Grids η αλληλεπίδραση µεταξύ χρηστών, πόρων και συστηµάτων 
γίνεται µέσω Υπηρεσιών (Services). Η έννοια της Υπηρεσίας είναι βασική και 
επιτρέπει προτυποποιηµένες διαπροσωπίες κατασκευάζοντας ένα ανοιχτό Grid, όπου 
εύκολα νέοι χρήστες και εφαρµογές µπορούν να προστεθούν.  
Η ασφάλεια παίζει κύριο ρόλο σε ένα κατανεµηµένο περιβάλλον όπως τα Grids 
(Computational & Instrumentation) όπου οι διαµεριζόµενοι πόροι (υπολογιστές, 
αποθηκευτικός χώρος και όργανα) ανήκουν σε διαφορετικούς οργανισµούς µιας 
Οµοσπονδιακής δοµής (Federation). Τα συστήµατα ασφαλείας ταυτοποιούν 
(authenticate) αµοιβαία τους χρήστες και τους κατανεµηµένους πόρους (µέσω 
υπηρεσιών), εξουσιοδοτούν (authorize) τους χρήστες µε συγκεκριµένα δικαιώµατα 
στους πόρους και διασφαλίζουν την εµπιστευτικότητα της ανταλλαγής µηνυµάτων. 
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Τα Computational Grids βασίστηκαν σε κρυπτογραφία Δηµοσίου Κλειδιού, µε την 
χρήση ηλεκτρονικών πιστοποιητικών (X.509 Certificates) και πληρεξούσιων 
πιστοποιητικών (proxy certificates) για την πιστοποίηση των χρηστών και πόρων. Οι 
αντίστοιχες υλοποιήσεις των αρχιτεκτονικών ασφαλείας επιτρέπουν την ταυτόχρονη 
ταυτοποίηση σε πολλούς πόρους και υπηρεσίες (single sign-on), την εκπροσώπηση 
του χρήστη (delegation) µε την χρήση προσωρινών πληρεξούσιων πιστοποιητικών 
(proxy certificates) και την εγκατάσταση ασφαλών κρυπτογραφηµένων συνδέσεων.  
Σε εφαρµογές Grid ευαίσθητες σε χρόνο απόκρισης, όπως είναι τα 
Instrumentation Grids, η χρήση κρυπτογραφίας Δηµοσίου Κλειδιού µπορεί να 
αποδειχτεί απαγορευτική. Η κρυπτογραφία Δηµοσίου Κλειδιού βασίζεται σε δύσκολα 
υπολογιστικά προβλήµατα (NP-Hard) και παρουσιάζει µεγάλη υπολογιστική 
πολυπλοκότητα σε σχέση µε την Συµµετρική Κρυπτογραφία. Το γεγονός αυτό την 
καθιστά ακατάλληλη για λειτουργίες ασφαλείας που υπόκεινται σε αυστηρές 
απαιτήσεις απόδοσης. Στα Instrumentation Grids, ο έλεγχος µια συσκευής ή ενός 
οργάνου θέτει συγκεκριµένους περιορισµούς στους χρόνους απόκρισης που 
εξαρτώνται από το όργανο που είναι υπό έλεγχο. Τέτοια όργανα µπορεί να είναι ένα 
επιταχυντής σωµατιδίων, ένα τηλεσκόπιο, µετεωρολογικά όργανα κτλ. 
1.2. Προτεινόμενη	  Λύση	  
Στην παρούσα διατριβή προτείνεται µια Αρχιτεκτονική Ασφαλείας που 
καλύπτει όλες τις απαιτήσεις ασφαλείας ενός Instrumentation Grid 
(συµπεριλαµβανοµένης της διαλειτουργικότητας µε Computational Grids) 
λαµβάνοντας υπόψη τις αυξηµένες απαιτήσεις απόδοσης (µικροί χρόνοι απόκρισης 
και αυξηµένο φορτίο ανταλλαγής µηνυµάτων µετρήσεων και ελέγχου).  
Η αρχιτεκτονική µας ορίζει όλα τα υποσυστήµατα (components) ασφαλείας και 
προδιαγράφει την αλληλεπίδρασή τους µε το Instrumentation Grid. Η λύση που 
προτείνουµε βασίζεται στο πρωτόκολλο Kerberos για την αµοιβαία ταυτοποίηση 
χρηστών και υπηρεσιών. Ορίζει µια περιοχή ασφαλείας (security domain), όπου όλες 
οι κρυπτογραφικές λειτουργίες βασίζονται σε κρυπτογραφία Συµµετρικού Κλειδιού. 
Με τον τρόπο αυτό αποφεύγεται πλήρως η κρυπτογραφία δηµοσίου κλειδιού κατά 
την αλληλεπίδραση ενός χρήστη µε ένα όργανο, βελτιώνοντας την απόδοση των 
λειτουργιών ασφαλείας σε σηµαντικό βαθµό. 
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Η προτεινόµενη αρχιτεκτονική ακολουθεί την προσέγγιση πελάτη/εξυπηρετητή 
και λειτουργεί σε επίπεδο µηνύµατος, µέσω των οποίων επικοινωνούν οι υπηρεσίες 
ενός Grid. Ορίζει ένα υποσύστηµα, τον Access Control Manager (ACM) που 
επιτρέπει: 
 Ταυτοποίηση (Authentication), Εξουσιοδότηση (Authorization) και 
Ακεραιότητα (Integrity) µηνυµάτων που ανταλλάσσουν τα διαφορετικά 
συστήµατα και χρήστες του Instrumentation Grid.  
 Παρέχει έλεγχο πρόσβασης (Authorization) των αιτήσεων των πελατών στις 
υπηρεσίες ου Instrumentation Grid. 
Η αρχιτεκτονική συµπληρώνεται από το υποσύστηµα KDC του εξυπηρετητή 
Kerberos που αποτελεί η Τρίτη Έµπιστη Αρχή  (Third Trusted Party), το λογισµικό 
του πελάτη KrbClient που αναλαµβάνει και υλοποιεί όλες τις αλληλεπιδράσεις του 
λογισµικού πελάτη µε την αρχιτεκτονική και τέλος την υπηρεσία εύρεσης της 
πολιτικής πρόσβασης σε υπηρεσίες που προστατεύονται από την προτεινόµενη 
αρχιτεκτονική. 
Η απαίτηση διαλειτουργικότητας µε τα Computational Grids, τα οποία 
βασίζονται σε κρυπτογραφία Δηµοσίου Κλειδιού και ανήκουν σε διαφορετικές 
περιοχές ασφαλείας, υλοποιείται µε αυτόµατο µηχανισµό που ορίζουµε στην 
αρχιτεκτονική ασφαλείας. Πραγµατοποιείται αντιστοιχίζοντας την ταυτότητα του 
χρήστη/εφαρµογής σε ένα ηλεκτρονικό πιστοποιητικό X.509 µε την ταυτότητα του 
πρωτοκόλλου Kerberos που ακολουθεί η διατριβή. 
Η Αρχιτεκτονική Ασφαλείας υλοποιήθηκε σε περιβάλλον Java. Η απόδοσή της 
επιβεβαιώθηκε πειραµατικά µε εξοµοιώσεις (emulations) και ανάλυση των 
αποτελεσµάτων ανταλλαγής µηνυµάτων µεταξύ πελατών και εξυπηρετητή σε τοπικό 
δίκτυο. Η κίνηση µηνυµάτων προέκυψε από σενάρια προσοµοίωσης υψηλού και 
χαµηλού φορτίου ανά πελάτη. Η προτεινόµενη αρχιτεκτονική, συγκρινόµενη µε 
αντίστοιχη παραδοσιακή υλοποίηση ασφαλούς µεταφοράς µηνυµάτων σε Grid, 
παρουσίασε σηµαντική βελτίωση επεκτείνοντας κατά ~50% την µέγιστη 
ρυθµαπόδοση σε µηνύµατα το δευτερόλεπτο.  
1.3. Παρουσίαση	  Περιεχομένων	  
Η παρούσα διατριβή διαρθρώνεται ως εξής: 
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Το Κεφάλαιο 2 παρουσιάζει το γενικό περιβάλλον εφαρµογής της 
αρχιτεκτονικής ασφαλείας που αναπτύξαµε (Computational & Instrumentation Grids, 
Service Oriented Architecture – SOA και Τεχνολογίες Web Services).  
Το Κεφάλαιο 3 περιγράφει τις λειτουργίες ασφαλείας που άπτονται της 
διατριβής (Κρυπτογραφία Συµµετρικού και Δηµοσίου Κλειδιού, Authentication και 
Authorization σε Grids, το πρωτόκολλο Kerberos, τεχνολογίες ασφαλείας των Web 
Services). 
Το Κεφάλαιο 4 αναλύεται το πρόβληµα µε µεγαλύτερη λεπτοµέρεια και 
παρουσιάζει την αρχιτεκτονική ασφαλείας, καθορίζοντας και περιγράφοντας τα 
υποσυστήµατα της και ορίζοντας τους κανόνες και την λειτουργία τους. 
Στο Κεφάλαιο 5 παρουσιάζεται η υλοποίηση της αρχιτεκτονικής (βασικοί 
µηχανισµοί, τεχνολογίες και εργαλεία λογισµικού που χρησιµοποιήσαµε στην 
υλοποίηση των τµηµάτων της αρχιτεκτονικής µας). 
Στο Κεφάλαιο 6  παρουσιάζονται τα αποτελέσµατα της αρχιτεκτονικής 
ασφαλείας κατά την λειτουργία εξοµοίωσης. Εκτίθενται σενάρια προσοµοίωσης 
κίνησης µηνυµάτων, µετρήσεις των επιδόσεων (ρυθµαπόδοση, καθυστέρηση) και 
συγκρίσεις µε αντίστοιχη παραδοσιακή υλοποίηση ασφαλείας σε Grids.  
Τέλος στο Κεφάλαιο 7 παρουσιάζουµε τα συµπεράσµατα και τις µελλοντικές 
επεκτάσεις της αρχιτεκτονικής. 
Computational και Instrumentation Grid 
16 
2. Computational	  και	  Instrumentation	  Grids	  
 
2.1. Εισαγωγή	  
Στο παρόν κεφάλαιο θα γίνει η απαραίτητη παρουσίαση του περιβάλλοντος 
κατανεµηµένης Αρχιτεκτονικής Πλέγµατος (Grid) που αποτελεί το γενικότερο 
πλαίσιο της διατριβής. Συγκεκριµένα σε αυτό το κεφάλαιο θα καλύψουµε τα εξής 
θέµατα: 
 Computational Grids: Στην περίπτωσή µας αποτελεί το περιβάλλον που 
υποστηρίζει batch λειτουργίες, βοηθητικές ενός real time Instrumentation 
Grid, π.χ. µαζικής αποθήκευσης παραγόµενων δεδοµένων. 
 Instrumentation Grids: Το κυρίως περιβάλλον που δραστηριοποιείται η 
αρχιτεκτονική ασφαλείας.  
 SOA και Τεχνολογίες Web Services: Η επικρατούσα εξέλιξη στις 
Αρχιτεκτονικές Grid που µεταξύ άλλων παρέχουν το τεχνικό υπόστρωµα 
της αρχιτεκτονικής ασφαλείας. 
Δεν γίνεται παρουσίαση των θεµάτων ασφάλειας σχετικών µε την διατριβή. Σε 
αυτά θα αφιερώσουµε το επόµενο κεφάλαιο.  
2.2. Computational	  Grids	  
2.2.1. Ορισμός	  Grid	  Computing	  
Ο όρος Υπολογιστικό Πλέγµα (Grid Computing) εφευρέθηκε στο βιβλίο “The 
Grid: Blueprint for a New Computing Infrastructure” [Fost99], όπου 
χρησιµοποιήθηκε η εξής µεταφορά: η ευκολία πρόσβασης του καθένα στην 
κατανάλωσης της υπολογιστικής ισχύς όπως συµβαίνει και µε την κατανάλωση 
ηλεκτρικής ενέργειας σε ένα δίκτυο ηλεκτρισµού (Electric Power Grid).  
Τα Συστήµατα Τεχνολογιών Πλέγµατος όπως ορίζει ο Ian Foster στο [Fost02c] 
είναι ένα σύστηµα που τηρεί τρεις αρχές: 
Computational και Instrumentation Grid 
17 
1. Οι πόροι που συµµετέχουν στο Grid δεν βρίσκονται κάτω από κεντρική 
διαχείριση 
2. Χρησιµοποιούνται ανοιχτά πρότυπα, πρωτόκολλα και διαπροσωπίες 
3. Οι συνδυασµένοι πόροι προσφέρουν αυξηµένη ποιότητα υπηρεσίας ώστε το 
άθροισµα των πόρων που συµµετέχουν  στην υπηρεσία να είναι µεγαλύτερο 
από το άθροισµα της αξίας του κάθε πόρου ξεχωριστά. 
2.2.2. Εισαγωγή	  στα	  Computational	  Grids	  
Τα Συστήµατα Τεχνολογιών Πλέγµατος (Computational Grids) είναι 
συστήµατα που ακολουθούν τις αρχές των κατανεµηµένων συστηµάτων, 
δηµιουργώντας εφαρµογές που επεκτείνονται από τα στενά όρια ενός οργανισµού. 
Συνδυάζουν υπολογιστικούς πόρους (computing resources) που προέρχονται από 
διαφορετικούς οργανισµούς, τόσο σε επιχειρησιακό όσο και σε διαχειριστικό επίπεδο. 
Επιτυγχάνεται µε την δικτυακή σύνδεση «χαλαρά» συνδεδεµένων (loosely coupled)  
υπολογιστών. 
Βασικό συστατικό των Grids είναι το ενδιάµεσο λογισµικό – middleware 
πάνω στο οποίο χτίζεται ένα τέτοιο σύστηµα. Το λογισµικό αυτό παρέχει την 
αναγκαία λειτουργικότητα ώστε να συνεργάζονται τα κατανεµηµένα συστήµατα σε 
ένα οµοσπονδιακό περιβάλλον (federated environment). Πρότυπη υλοποίηση 
middleware είναι το Globus Toolkit [GLOBUS] [Fost97],  το οποίο βασίζεται σε 
αυτόνοµα συστήµατα λογισµικού (components). Κάθε component εκτελεί 
συγκεκριµένες λειτουργίες, όπως εύρεση υπολογιστικής ισχύος, αποθηκευτικού 
χώρου, πληροφορίες για το φόρτο του κάθε κόµβου/πόρου κ.α. Το Globus Toolkit 
προσφέρει όλες τις εφαρµογές, τα εργαλεία και τις υπηρεσίες για την κατασκευή ενός 
Computational Grid και υποστηρίζεται από την κοινότητα Globus Alliance 
[GlobusAlliance]. Από έκδοση 4 [Fost05], [Fost06a] όπως και το Globus Crux 
Toolkit [CruxToolkit], που αποτελεί την επόµενη γενιά, ακολουθούν τις αρχές των 
Service Oriented Architecture - SOA. Σήµερα βρίσκεται στην έκδοση 5 [GLOBUS]. 
Βασική επίσης είναι η ιδέα των Εικονικών Οργανισµών (Virtual 
Organizations -VOs), βάση των οποίων δίνονται οι ρόλοι πρόσβασης µέσα στο Grid. 
Εκτείνονται έξω από τα στενά όρια του οργανισµού και επιτρέπουν την δηµιουργία 
συνόλων (VOs) που περιλαµβάνουν χρήστες  και πόρους (υπολογιστές, 
αποθηκευτικός χώρος, βάσεις δεδοµένων κτλ.), τα οποία είναι µέρος των οργανισµών 
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που συµµετέχουν στο Grid. Επιτρέπουν στους χρήστες τους να µοιράζονται τους 
πόρους µε βάση συγκεκριµένες πολιτικές ανά VO, µέσω των οποίων επιτρέπεται η  
δηµιουργία εικονικών επιστηµονικών κοινοτήτων, οι οποίες χρησιµοποιούν 
υπολογιστικούς πόρους κατανεµηµένους σε όλο τον κόσµο και έχουν κοινούς 
επιστηµονικούς σκοπούς. Περισσότερα για τα VOs θα δούµε στην ενότητα 3.4.3.2. 
Τα  Computational Grids προτάθηκαν κυρίως από την επιστηµονική κοινότητα 
για να δώσουν λύση στο πρόβληµα της εξεύρεσης πόρων υψηλής επεξεργαστικής 
ισχύος, οι οποίοι είναι απαραίτητοι για την επεξεργασία τεράστιου όγκου δεδοµένων 
που προκύπτουν από επιστηµονικά πειράµατα. Σε αυτά συγκαταλέγονται πειράµατα 
Φυσικής Υψηλών Ενεργειών όπως αυτά του Large Hadron Collider - LHC [LHC] 
του CERN που αρχικά χρησιµοποιούσε το European Data Grid [EDG], το Grid 
Physics Network - GriPhyN [GriPhyN] [Nefe06], το Network for Earthquake 
Engineering and Simulation – NEES [NEES]. Το γενικευµένο ευρείας κλίµακας 
Ευρωπαϊκό Grid υλοποιήθηκε µέσω του έργου EGEE – Enabling Grids for E-
sciencE [EGEE10], [EGEE]. Για να έχουµε µια αίσθηση των απαιτήσεων, 
αναφέρουµε πως ο επιταχυντής Large Hadron Collider (LHC), ο οποίος έχει 
κατασκευαστεί στο CERN, υπολογίζεται ότι κατά την λειτουργία του θα παράγει 
περίπου 15 Petabytes (15 εκατοµµύρια Gigabytes) δεδοµένων ετησίως [LHCD]. Σε 
αυτά τα δεδοµένα έχουν πρόσβαση χιλιάδες επιστήµονες από όλο τον κόσµο, οι 
οποίοι τα αναλύουν χρησιµοποιώντας το Computational Grid που έχει χτιστεί για 
αυτό το σκοπό. 
Η εξέλιξη των Grids βασίζεται στην εξέλιξη του middleware. Στο Σχήµα 1 
βλέπουµε την εξέλιξη του EGEE. Αποτέλεσµά του, όσον αφορά το λογισµικό, είναι 
το gLite [gLite]. Η προσπάθεια του EGEE συνεχίζει ως έργο EGI [EGI] το οποίο ως 
φιλοσοφία ακολουθεί το αυτόνοµο µοντέλο συντονισµού εθνικών προσπαθειών. 
Σηµαντικό χαρακτηριστικό των Grids, είναι η δηµιουργία λογισµικού και 
συστηµάτων µέσα από την διαδικασία του ελεύθερου λογισµικού – λογισµικού 
ανοιχτού κώδικα (free and open-source software) και των ανοιχτών προτύπων, 
επιτρέποντας στα νεότερα έργα να εξελιχθούν χρησιµοποιώντας τα αποτελέσµατα 
των προηγούµενων.  
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Σχήµα 1: Η ιστορία του EGEE µέχρι το 2004 [Mite04] 
Στη συνέχεια του ενότητας θα δούµε τα δοµικά συστατικά ενός Grid, θα 
αναφερθούµε στα Instrumentation Grids που αποτελούν το κυρίως περιβάλλον της 
διατριβής και θα παρουσιάσουµε εν συντοµία τις SOA και τις τεχνολογίες Web 
Services.  
2.2.3. Δομή	  Computational	  Grid	  
Ένα ενδεικτικό Computational Grid (βλέπε και Σχήµα 2) όπως το gLite [gLite] 
αποτελείται από: 
 User Interface (UI): Προσφέρει στον τελικό χρήστη την πρόσβαση στο 
Grid. Συνήθως είναι ένας υπολογιστής στον οποίο έχουν εγκατασταθεί τα 
εργαλεία πρόσβασης ως Command Line Interface – CLI. Εναλλακτικά το 
UI µπορεί να είναι µια web εφαρµογή, όπως το Ganga [GANG] και το 
GridSphere [GSPH]. Επιτρέπει την ταυτοποίηση του χρήστη στο Grid, την 
προβολή των πόρων που είναι κατάλληλοι για την εκτέλεση µιας 
συγκεκριµένης εργασίας (job), την υποβολή εργασιών προς εκτέλεση, την 
ακύρωση εργασιών, την ανάκτηση του αποτελέσµατος ολοκληρωµένων 
εργασιών κτλ. 
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 Computing Element (CE): Αντιπροσωπεύει ένα υπολογιστικό πόρο 
(resource) στο  Grid, ο οποίος µπορεί να είναι ένα cluster ή ένα σύνολο από 
τοπικούς υπολογιστικούς κόµβους που ονοµάζονται Worker Nodes (WNs). 
Το CE προσφέρει τις υπηρεσίες (services): Grid Gate (GG) που είναι το 
γενικό interface πρόσβασης στους WNs ή στο cluster, Information Service 
που ενηµερώνει το Grid για την κατάσταση του CE και το Local Resource 
Management System (LRMS)  το οποίο είναι το batch system που 
φροντίζει την εκτέλεση των εργασιών που υποβάλλονται στο CE. 
Παραδείγµατα του LRMS είναι το Condor [Litz88] [Condor], το OpenPBS 
[PBS] και το Torque [Stap06].  
 
Σχήµα 2: Τυπική Δοµή ενός Computational Grid 
 Worker Node (WN): Οι Worker Nodes είναι οι κόµβοι του Grid όπου 
εκτελούνται οι εργασίες των χρηστών. Τρέχουν ειδικό λογισµικό που τους 
επιτρέπει να συνεργάζονται µε το CE που ανήκουν. 
 Storage Element (SE): Προσφέρει µια οµογενοποιηµένη διαπροσωπία 
προς αποθηκευτικούς πόρους. Οι αποθηκευτικοί πόροι σε ένα Grid είναι 
συνήθως σειρές από δίσκους (disk arrays) ή ένα Mass Storage Systems 
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(MSS) που συνδυάζει δίσκους και αποθηκευτικές ταινίες. Στο SE 
προσφέρεται η υπηρεσία (service) Storage Resource Manager (SRM), η 
οποία διαχειρίζεται τους αποθηκευτικούς πόρους προσφέροντας 
δυνατότητες όπως κράτηση (reservation) αποθηκευτικού χώρου, µεταφορά 
από δίσκο σε ταινία, µεταφορά από SE σε SE κτλ. Υλοποιήσεις του SRM 
είναι το gLite Disk Pool Manger [Stew07] και το CERN Advanced 
STORage manager (CASTOR) [Baud03]. Τα πρωτόκολλα µεταφοράς που 
χρησιµοποιεί το SRM είναι το GridFTP [Allc03] και το Remote File I/O 
(RFIO) του CASTOR. 
 Resource Broker (RB): Είναι ο κόµβος ο οποίος φιλοξενεί την υπηρεσία 
Workload Management System (WMS) [Avel04]. Το WMS δέχεται τις 
εργασίες των χρηστών (jobs), αναλαµβάνει να τις στέλνει σε κατάλληλα 
CEs και να ανακτά το αποτέλεσµα εκτέλεσής τους. Οι εργασίες 
περιγράφονται µε την γλώσσα Job Description Language – JDL και 
υποβάλλονται µέσω του UI στο WMS. To WMS χρησιµοποιεί την 
υπηρεσία MatchMaker για ανακαλύψει που σε ποιο CE και WNs θα στείλει 
την κάθε εργασία ώστε να τηρηθούν οι προδιαγραφές όπως ορίζονται στην 
περιγραφή της εργασίας (στο JDL). 
 Information Service: Είναι µια υπηρεσία που υπάρχει σε όλους τους 
κόµβους του Grid και επιτρέπει την ανακάλυψη των πόρων και την 
ανάκτηση πληροφοριών σχετικές µε την κατάστασή τους. Η δοµή των  
δεδοµένων για την παρακολούθηση και ανακάλυψη των πόρων του Grid 
ακολουθεί το GLUE Schema [Andr09]. Συγκεκριµένη υλοποίησή του είναι 
το Monitoring and Discovery Service (MDS) [MDS] του Globus Toolkit. 
2.3. Instrumentation	  Grid	  
Ένα Instrumentation Grid αφορά στον έλεγχο οργάνων µετρήσεων και ελέγχου. 
Στο [Wang04c], στο GridCC [GRIDCC], στο DORII [DORI] και στο [Iosu04] 
προτείνεται η χρήση τεχνολογιών Grid για το έλεγχο κατανεµηµένων συσκευών 
µετρήσεων και ελέγχου (Instrumentation Grid ή Sensor Grid). Ενδεικτικές 
εφαρµογές που µελετήθηκαν στο GridCC, όπου ο έλεγχος συσκευών και οργάνων 
αποτελεί βασική λειτουργία είναι: (i) το Synchrotron Radiation Sotorage Ring 
στην Elletra [ELLETRA], (ii) το Run Control System of Data Acquisition System που 
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ανήκει στο Compact Muon Solenoid (CMS) detector του Large Hadron Collider 
(LHC) [CMS08] του CERN (iii)_ έλεγχος ενός Δικτύου Κατανοµής Ηλεκτρικής 
Ενέργειας (Power Grid) [Irvi04]. 
 
Σχήµα 3: Αρχιτεκτονική ενός Instrumentation Grid 
 
Τέτοια συστήµατα Instrumentation Grids είναι πολύπλοκα και ανοµοιογενή. 
Περιλαµβάνουν ένα τεράστιο αριθµό από όργανα, αισθητήρες (sensors) (O(104)) και 
επιστηµονικό εξοπλισµό που συµµετέχουν σε ένα πείραµα. Ο εξοπλισµός αυτός 
αποτελείται από διαφορετικά υποσυστήµατα και λογισµικά που πιθανόν ανήκουν σε 
διαφορετικούς προµηθευτές, ακολουθούν διαφορετικές τεχνολογίες. Ο κεντρικός 
έλεγχος τους, γίνεται από εφαρµογές που χρησιµοποιούν τα εγγενή πρωτόκολλα των 
συστηµάτων (π.χ. συστήµατα SCADA [SCAD]) και γίνεται σε ένα κλειστό 
ελεγχόµενο περιβάλλον. Ωστόσο, παρουσιάζει ενδιαφέρον η δυνατότητα 
αποµακρυσµένου ελέγχου µε ασφάλεια από Virtual Control Rooms µέσω 
κατανεµηµένων Instrumentation Grids, όπως φαίνεται στο Σχήµα 3. 
Στο GridCC που είναι µια υλοποίηση ενός Instrumentation Grid προτάθηκε το 
Instrument Element (IE) [Friz06] [Lell07], το οποίο (κατ αναλογία του CE στο 
Computational Grid) είναι ένα σύνολο υπηρεσιών που προσφέρουν την απαιτούµενη 
Computational και Instrumentation Grid 
23 
διαπροσωπία ώστε να ενεργοποιήσουν τον αποµακρυσµένο έλεγχο και επίβλεψη 
φυσικών οργάνων και συσκευών. Μαζί µε πόρους (resources) και υπηρεσίες 
(services) που υπάρχουν σε συνεργαζόµενα Computational Grids, (Computing 
Element (CE), το Storage Element (SE), ο Resource Broker (RB) κτλ.) 
προσφέρουν ολοκληρωµένες υπηρεσίες στην διεξαγωγή ενός πειράµατος, 
χρησιµοποιώντας το Grid. Στο Σχήµα 3 απεικονίζεται η σχέση ενός Instrumentation 
Grid µε ένα Computational Grid. 
 
Σχήµα 4: Ενδεικτική Αρχιτεκτονική Instrumentation Grid µε την χρήση Instrument Elements 
(IEs) [Linz09] 
 
Στο Σχήµα 4 παρουσιάζεται µε µεγαλύτερη λεπτοµέρεια η δοµή ενός 
Instrumentation Grid µε χρήση IEs. Κεντρικό component αποτελεί το IE. Αυτό 
συµπεριλαµβάνει ένα σύνολο από Instrument Managers (ΙΜs). Κάθε IM µπορεί µέσω 
τοπικού δικτύου να έχει πρόσβαση σε ένα όργανο µετρήσεων και ελέγχου, µέσω του 
API που το όργανο προσφέρει. Το IM είναι ο οδηγός για το είδος του οργάνου που 
ελέγχεται και είναι συγκεκριµένος για κάθε όργανο, αφού σχετίζεται µε το API του. 
Το IE ορίζει ένα κοινό interface για όλα τα IMs, οµογενοποιώντας την πρόσβαση στα 
όργανα και προσφέροντας επιπλέον υπηρεσίες συνεργαζοµένων Computational 
Grids. Τέτοιες υπηρεσίες είναι: Η ασφαλής πρόσβαση (Ταυτοποίηση - Authentication 
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& Εξουσιοδότηση - Authorization) µέσω γενικών υποδοµών ασφαλείας που 
λειτουργούν στα πλαίσια των Computational Grids και η χρήση της τεράστιας 
αποθηκευτικής ικανότητα των SEs για την αποθήκευση δεδοµένων που παράγει το 
όργανο. 
Τα Instrumentation Grids αποτελεί το περιβάλλον που δραστηριοποιείται η 
αρχιτεκτονική ασφαλείας που προτείνουµε. Έρχεται να συνεισφέρει στην 
απαιτούµενη αύξηση της απόδοσης µεταφρασµένη σε µικρότερους χρόνους 
καθυστέρησης (delay times) για τον έλεγχο του οργάνου και σε αυξηµένη ικανότητα 
επεξεργασίας ασφαλών µηνυµάτων ελέγχου στο IE. Λεπτοµερής παρουσίαση της 
αρχιτεκτονικής ασφαλείας θα παρουσιαστεί στο 4ο Κεφάλαιο. 
Το κατανεµηµένο περιβάλλον Grid (Computational & Instrumentation) 
εντάσσονται στο γενικότερο πλαίσιο της αρχιτεκτονικής SOA (Service Oriented 
Architecture), που προτείνει την χρήση της υπηρεσίας (service) ως δοµικό συστατικό 
ενός κατανεµηµένου συστηµάτων, συνήθως υλοποιηµένο µε βάση τις τεχνολογίες 
Web Services (WS). 
2.4. Αρχιτεκτονικές	  SOA	  και	  Web	  Services	  
Οι Υπηρεσιοστρεφείς Αρχιτεκτονικές (Service Oriented Architecture - 
SOA) είναι ένα σύνολο από ευέλικτες σχεδιαστικές αρχές που χρησιµοποιούνται 
κατά τον σχεδιασµό κατανεµηµένων αρχιτεκτονικών. Δοµικό συστατικό των SOA 
είναι η έννοια της Υπηρεσίας (Service). 
Οι προδιαγραφές και τα πρότυπα στις Αρχιτεκτονικές SOA εκπορεύονται από 
Οργανισµούς Ανοιχτών Προτύπων, όπως το OASIS [OASIS], το Open Group 
[OPENGRO] και το OMG [OMG], όπου συµµετέχουν εταιρίες και φορείς που 
δραστηριοποιούνται στο χώρο. Αποτέλεσµα της δουλειάς τους είναι πρότυπα, 
ορολογίες, γλώσσες περιγραφής SOA και πρότυπες αρχιτεκτονικές, που συχνά 
αλληλεπικαλύπτονται. 
2.4.1. Ορισμός	  των	  SOA	  
Στο [Kreg09] παρουσιάζεται µια µέθοδος που θα διευκολύνει τους 
εµπλεκόµενους (system architects, developers, organizations) στην κατανόηση των 
προτύπων των SOA. Εκεί προτείνονται οι βασικές αρχές (SOA Principles): Service, 
Real World Effect, Visibility, Service Description, Policies and Contracts, Execution 
Context και Interaction. Εκτός από το πρώτο (service), οι υπόλοιπες αρχές είναι στην 
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ουσία χαρακτηριστικά της ίδιας της υπηρεσίας και θα περιγραφούν στην ενότητα 
2.4.2. 
Ο ορισµός για τα SOA του OASIS [OASIS] που δίνεται στο Reference Model 
for Service Oriented Architecture 1.0, SOA-RM [MacK06] είναι: 
Τα SOA είναι ένα υπόδειγµα (paradigm) για την οργάνωση και 
χρησιµοποίηση κατανεµηµένων δυνατοτήτων (capabilities) που µπορεί να 
είναι υπό τον έλεγχο διαφορετικών οργανισµών (ownership domains). 
Προσφέρει ένα οµογενοποιηµένο τρόπο για την προσφορά, ανακάλυψη και 
αλληλεπίδραση µε τις προσφερόµενες από τους οργανισµούς δυνατότητες, 
στοχεύοντας στην παραγωγή συνεπών αποτελεσµάτων µε µετρήσιµες 
προϋποθέσεις και προσδοκίες. 
Η έννοια της Υπηρεσίας (Service) αποτελεί κεντρική έννοια στα SOA γιατί 
αποκαλύπτει µια κατανεµηµένη δυνατότητα, όπως θα περιγράψουµε στην επόµενη 
ενότητα. 
2.4.2. Ορισμός	  της	  Υπηρεσίας	  σύμφωνα	  με	  τα	  SOA	  
Σύµφωνα µε το OpenGroup [OGSOA] µια Υπηρεσία: 
 Είναι µια λογική αναπαράσταση µιας επαναλαµβανόµενης 
Επιχειρησιακής Δραστηριότητας που έχει συγκεκριµένο αποτέλεσµα. 
 Είναι αυτόνοµη ώστε να υπάρχει δυνατότητα ευέλικτης σύνθεσης άλλων 
υπηρεσιών και να µην επηρεάζεται από δυσλειτουργίες άλλων υπηρεσιών. 
 Μπορεί να είναι σύνθετη και να αποτελείται από άλλες υπηρεσίες. 
 Ακολουθεί την λογική του Μαύρου Κουτιού (Black Box) για τους 
καταναλωτές της Υπηρεσίας. 
Το Reference Model for SOA [MacK06] του OASIS δίνει έµφαση στο πως 
πρέπει να είναι οι υπηρεσίες SOA για να καταναλωθούν. Συγκεκριµένα γίνεται 
αντιστοίχιση των αναγκών (Needs) ενός Καταναλωτή (Consumer) µε τις 
δυνατότητες  (Capabilities) πόρων (resources) µέσω ενός Παρόχου Υπηρεσίας 
(Service Provider - SP). Στα πλαίσια αυτά, µια Υπηρεσία SOA έχει τα εξής 
χαρακτηριστικά: 
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 Περιγραφή Υπηρεσίας (Service Description): Είναι η απαραίτητη 
πληροφορία για να µπορέσει κάποιος  consumer να ανακαλύψει την 
υπηρεσία, να κατανοήσει τι αυτή προσφέρει και τέλος να την 
χρησιµοποιήσει. Είναι αναγκαία απαίτηση, ειδικά όταν οι consumers της 
υπηρεσίας προέρχονται από διαφορετικές διαχειριστικές περιοχές. 
 Ορατότητα (Visibility): Η σχέση των SPs και των consumers σε µια 
υπηρεσία SOA πρέπει να είναι διαφανής µε την παροχή περιγραφών των 
λειτουργιών, των τεχνικών απαιτήσεων, των περιορισµών, της πολιτικής 
και των µηχανισµών πρόσβασης στην υπηρεσία. 
 Αλληλεπίδραση (Interaction): Διεξάγεται µε την ανταλλαγή µηνυµάτων 
µεταξύ service provider και consumers, µέσω των οποίων ανταλλάσσεται 
πληροφορία.  
 Αποτέλεσµα Αντιληπτό στον Πραγµατικό Κόσµο (Real World Effect): 
Είναι το φυσικό αποτέλεσµα χρήσης µια υπηρεσίας. Μπορεί να είναι η 
επιστροφή πληροφορίας ή η αλλαγή κατάστασης της οντότητας που 
προσφέρει την δυνατότητα. 
 Περιβάλλον Εκτέλεσης (Execution Context): Είναι το σύνολο των 
τεχνικών και επιχειρησιακών στοιχείων που δηµιουργούν το µονοπάτι 
µεταξύ αυτών που διαθέτουν τους πόρους (resources) ή δυνατότητες 
(capabilities) και των SPs επιτρέποντας έτσι την αλληλεπίδραση των 
υπηρεσιών µε τους καταναλωτές τους. Προσφέρει ένα Σηµείο Απόφασης 
(Decision Point) για τις εφαρµοζόµενες στην υπηρεσία πολιτικές και τα 
αντίστοιχα συµβόλαια. 
 Συµβόλαιο και Πολιτική (Contract & Policy): Μια πολιτική 
αντιπροσωπεύει ένα είδος περιορισµού και προϋποθέσεων στην χρήση, 
εγκατάσταση ή περιγραφή µιας υπηρεσίας  µεταξύ των συµµετεχόντων 
(Consumers και SPs). Το συµβόλαιο αντιπροσωπεύει την συµφωνία µεταξύ 
δύο ή περισσοτέρων συµβαλλόντων, όπως Consumers, SPs και κατόχων 
των δυνατοτήτων (capabilities) ή πόρων (resources) µιας υπηρεσίας.  
Να τονίσουµε πως τα SOA δεν είναι µια συγκεκριµένη αρχιτεκτονική αλλά 
αρχιτεκτονικές-σχεδιαστικές αρχές βασισµένες στην έννοια της υπηρεσίας. Για αυτό 
κάθε λύση που σχεδιάζεται ακολουθώντας την προσέγγιση SOA πρέπει να δίνει λύση 
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στα ιδιαίτερα προβλήµατα της περιοχής ενδιαφέροντος που εφαρµόζεται σεβόµενη 
παράλληλα τις βασικές αρχές της.  
2.4.3. Πρότυπες	  Αρχιτεκτονικές	  SOA	  
Η προτυποποίηση  στα SOA δεν περιορίζεται µόνο στις γενικές αρχές της 
υπηρεσίας όπως τις παρουσιάσαµε στο 2.4.2, αλλά προτείνονται Πρότυπες 
Αρχιτεκτονικές (Reference Architectures) όπως του OASIS Reference 
Architecture for SOA [Este09]. Οι αρχιτεκτονικές αυτές προϋποθέτουν µια κοινή 
γλώσσα για την κατανόηση σηµαντικών χαρακτηριστικών της λύσης SOA, η οποία 
εξειδικεύει τους όρους και συνθήκες της κάθε περιοχής ενδιαφέροντος. Ωστόσο δεν 
επεκτείνεται σε θέµατα που άπτονται στην δηµιουργία, χρήση και κατοχή ενός 
συστήµατος SOA. Αυτά εξειδικεύονται σε συγκεκριµένες υλοποιήσεις. 
Μια πρότυπη αρχιτεκτονική SOA για Grids είναι το OGSA [Fost06b]. Η ιδέα  
αυτή αρχικά περιγράφηκε στο [Fost02a]. Η ανάπτυξη της αρχιτεκτονικής έχει 
προέλθει από τον οργανισµό Global Grid Forum (GGF), ο οποίος ενώθηκε το 2006 
µε τον οργανισµό Enterprise Grid Alliance και δηµιουργήθηκε το Open Grid Forum 
(OGF) [OGF]. Υλοποιεί τις Υπηρεσίες ως Web Services (συντακτικό XML και 
πρωτόκολλο µεταφοράς µηνυµάτων SOAP πάνω από πρωτόκολλο HTTP, βλέπε την 
επόµενη ενότητα)  και παρέχει, εν συντοµία, κατανεµηµένη αλληλεπίδραση και 
υπολογιστική ισχύ βασισµένη σε υπηρεσίες. Καλύπτει την διαλειτουργικότητα σε 
ετερογενή συστήµατα, έτσι ώστε να µπορούν διαφορετικοί τύποι πόρων (resources) 
να επικοινωνούν και να µοιράζονται πληροφορίες.  
Η αρχιτεκτονική OGSA ορίζει εφτά ανεξάρτητες υπηρεσίες: Infrastructure 
services, Execution Management services, Data services, Resource Management 
services, Security services, Self-Management services και Information services.  
2.5. Web	  Services	  
Στο Web Services Glossary [Hass04] του οργανισµού W3C [W3C] δίνεται ο 
εξής ορισµός: 
“Ένα Web Service είναι ένα σύστηµα λογισµικού σχεδιασµένο να 
υποστηρίζει την διάδραση µηχανής-προς-µηχανή µέσω δικτύου. 
Διαθέτει µία διαπροσωπία (interface) που περιγράφεται σε µορφή ικανή 
προς επεξεργασία από µηχανή (συγκεκριµένα µε τη Web Service 
Definition Language - WSDL). Τα άλλα συστήµατα αλληλεπιδρούν µε 
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το Web Service µε τρόπο που προδιαγράφεται στην περιγραφή WSDL 
χρησιµοποιώντας µηνύµατα SOAP, που συνήθως µεταφέρονται µε 
HTTP, µε την χρήση της XML για την µετατροπή των δεδοµένων 
(XML Serialization) και σε συνεργασία µε άλλα πρότυπα σχετικά µε το 
Web.”  
Στην συνέχεια της ενότητας θα παρουσιάσουµε την στοίβα των πρωτοκόλλων 
Web Services και τα περιφερειακά πρωτόκολλα που προσφέρουν αυξηµένες 
δυνατότητες στα Web Services. 
2.5.1. Τα	  Είδη	  και	  η	  βασική	  Στοίβα	  Πρωτοκόλλων	  Web	  Services	  
Το βασικό χαρακτηριστικό των WSs είναι η απλότητα στην δηµιουργία τους. 
Ακολουθούν µια πολυεπίπεδη διαστρωµάτωση πρωτοκόλλων, ορίζοντας µια 
Αρχιτεκτονική Web Services και παρέχουν την βασική λειτουργικότητα ανά 
επίπεδο και ανεξάρτητα του συστήµατος που προσφέρεται η υπηρεσία ή της γλώσσας 
κατασκευής της. Η ανεξαρτησία αυτή αποτελεί το βασικό προτέρηµα σε σχέση µε 
άλλα πρωτόκολλα επικοινωνίας µεταξύ µηχανών όπως η Common Object Request 
Broker Architecture – CORBA [CORBA] του οργανισµού Object Management 
Group [OMG],  το πρωτόκολλο Java Remote Method Invocation - RMI [Woll96] 
(Java specific), ή του Distributed Component Object Model (DCOM) [DCOM] της 
Microsoft (.NET specific).  
Τα Web Services (WSs) διαχωρίζονται σε τρία βασικά είδη: 
 Remote Procedure Calls – RPC: To Web Service αντιστοιχίζεται σε µια 
λογική ή φυσική λειτουργία του κατανεµηµένου συστήµατος. Ο τρόπος 
αυτός είναι ο πιο φυσικός όταν ήδη υπάρχει το σύστηµα µε καθορισµένες 
τις λειτουργίες του, επειδή ουσιαστικά γίνεται έκθεση των λειτουργιών 
αυτών ως Web Service. Ωστόσο, επειδή φέρει πολλές λεπτοµέρειες του 
API του αντίστοιχου κατανεµηµένου συστήµατος, το Web Service δεν 
υποστηρίζει την χαλαρή διασύνδεση (loosely coupling) consumer (client) 
και service (server) και την αυτονοµία των υπηρεσιών που απαιτείται σε 
µια αρχιτεκτονική SOA. 
 RESTful (Representational State Transfer – REST) [Boot04]: 
βασίζονται σε µεταφορά κατάστασης µε χρήση XML, URI και HTTP. Το 
REST [Fiel00] όπως όλες οι αρχιτεκτονικές τεχνοτροπίες (architectural 
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patterns), ορίζει ένα σύνολο κανόνων που αφορούν υποσυστήµατα και 
συνδέσεις µεταξύ τους. Το REST ως βασική σχεδιαστική αρχή θεωρεί µια 
αρχιτεκτονική πελάτη-εξυπηρετητή χωρίς µνήµη, όπου τα Web Services 
αντιµετωπίζονται ως πόροι που αναγνωρίζονται από τα URL τους και είναι 
διαχειρίσιµοι µέσω αυτών. Δεν ορίζουν συγκεκριµένο συµβόλαιο, το οποίο 
στα SOAP Web Services εκφράζεται µέσω του WSDL. Επίσης 
χρησιµοποιούν ως operations τις µεθόδους του πρωτοκόλλου HTTP.  Το 
γεγονός έλλειψης συµβολαίου και της χρήσης των περιορισµένων µεθόδων 
HTTP (βασικές εντολές GET, POST, PUT, DELETE [Field99]) 
αποτρέπουν την ευρεία χρήση τους σε ένα περιβάλλον SOA. Τέλος η µη 
διατήρηση κατάστασης (state) από την ίδια την υπηρεσία ανά πελάτη 
καθιστά τα RESTful Web Services ακατάλληλα για περιβάλλοντα 
Computational Grid. Για τον λόγο αυτό δεν θα επεκταθούµε παραπάνω σε 
αυτές. 
 Message Oriented: Το Web Service σε αυτήν την περίπτωση βασίζεται 
στην µεταγωγή µηνυµάτων (Messaging System). Θεωρούνται τα 
καταλληλότερα για χρήση σε περιβάλλον SOA. 
Από τα παραπάνω είδη WSs, που τεχνικά διαχωρίζονται στο πως δοµούν την 
πληροφορία και σχεδιαστικά, πως αντιµετωπίζουν τις κατανεµηµένες δυνατότητες 
που παρέχονται από τους διαφόρους παρόχους. Τα RPC και RESTful δεν 
περιλαµβάνονται στο πλαίσιο διαλειτουργικότητας [Ball04] των WSs, όπως το ορίζει 
ο οργανισµός Web Services Interoperability Organization [WS-I]. 
Αντίθετα, τα WSs που είναι message oriented µπορούν να προσφέρουν την 
λειτουργία της χαλαρής διασύνδεσης (loose coupling), απαραίτητη για συστήµατα 
SOA και περιγράφονται στο πλαίσιο διαλειτουργικότητας του WS-I. Στην διατριβή 
όταν αναφερόµαστε σε WSs αναφερόµαστε στα message oriented. 
Η κύρια στοίβα των βασικών πρωτοκόλλων από το επίπεδο µεταφοράς προς το 
επίπεδο της εφαρµογής, συµπεριλαµβανοµένου και των βασικών πρωτοκόλλων 
ορισµού και αναζήτησης υπηρεσιών, απεικονίζονται στο Σχήµα 5 είναι: 
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Σχήµα 5: Αρχιτεκτονική Web Services [Boot04] 
 Επίπεδο Μεταφοράς (Υπηρεσίας) (Communications): Είναι υπεύθυνο 
για την µεταφορά µηνυµάτων µεταξύ του πελάτη και του παρόχου της 
υπηρεσίας. Τα πρωτόκολλα που δύναται να χρησιµοποιηθούν είναι τα 
HTTP [Fiel99], SMTP [Post82] [Klen08], FTP [Post85], BEEP [Rose01] 
κ.α. το ευρέως διαδεδοµένο είναι το HTTP µε τη χρήση των διευθύνσεων 
URL (Uniform Resource Location). Δεν αποκλείονται όµως και άλλα 
πρωτόκολλα που µπορούν να δράσουν ως µέσο µεταφοράς των 
µηνυµάτων. 
 Επίπεδο Μηνυµάτων (Messages): Είναι υπεύθυνο για την κωδικοποίηση 
των µηνυµάτων σε µορφή XML [XML], ώστε να είναι δυνατή η 
κωδικοποίηση/αποκωδικοποίηση της πληροφορίας στα δύο άκρα. Σε αυτό 
το επίπεδο ανήκουν πρωτόκολλα όπως το SOAP 1.2 [Mitr07] [Gudg07], 
που περιγράφουν το κυρίως µήνυµα, το πρότυπο WS-Addressing 
[Gudg06] που προδιαγράφει ονοµατολογία υπηρεσίας ανεξάρτητη του 
επιπέδου µεταφοράς. Επίσης συµπεριλαµβάνονται τα πρωτόκολλα που 
υποστηρίζουν λειτουργίες ασύγχρονων ειδοποιήσεων όπως τα WS-
BrokeredNotification [Chap06], WS-BaseNotification [Grah06a] και 
WS-Topics [Vamb06]. Το πρότυπο  Attachments Profile [Ferr04] 
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προδιαγράφει πως ενσωµατώνονται συνηµµένα σε ένα µήνυµα Web 
Services.  
 Επίπεδο Περιγραφής Υπηρεσίας (WSDL Descriptions): Η περιγραφή 
µιας υπηρεσίας ορίζεται µε την χρήση XML Schema [Fall04]. Αποκαλείται 
WSDL Document της υπηρεσίας [Chris01] και χρησιµοποιείται για να 
περιγράψει το public interface (διαπροσωπία) ενός Web Service και 
εποµένως να διευκολύνει την τεχνική  «κατανάλωσή» του από ένα 
ενδιαφερόµενο. Η ίδια η διαπροσωπία µαζί µε το URL της υπηρεσίας, 
παρέχονται από τεχνικής άποψης από το πρωτόκολλο WSDL (Web Service 
Definition Language) στις εκδόσεις 1.1 [Chris01], 1.2 [Chin03] και 2.0 
[WSDL2.0]. Μέσω WSDL µπορεί να πραγµατοποιηθεί η αυτόµατη 
κατανάλωση µιας υπηρεσίας και αποτελεί βασικό πρωτόκολλο στα  SOAP 
Web Services. Επιπλέον στο επίπεδο της περιγραφής ορίζονται και άλλα 
πρωτόκολλα που διευκολύνουν την χρήση της Υπηρεσίας καλύπτοντας την 
σηµασιολογική ανάγκη αλλά την περιγραφή των διαφόρων πολιτικών που 
ακολουθεί η ίδια η υπηρεσία. Η σηµασιολογική περιγραφή δίνεται µε 
πρωτόκολλα όπως το Web Services Semantics (WSDL-S) [Akki05].  
 Επίπεδο Ανακάλυψης (Υπηρεσίας): Συγκεντρώνει σε ένα κοινό 
αποθετήριο της πληροφορίας για την τοποθεσίας και την περιγραφή της 
Υπηρεσίες Ιστού. Αυτές τις πληροφορίες τις δηµοσιεύουν οι ίδιες οι 
υπηρεσίες. Το πρωτόκολλο Universal Description Discovery and 
Integration UDDI [Clem04] έχει προταθεί από το OASIS για αυτόν το 
σκοπό. 
2.5.2. Web	  Services	  και	  Grids	  
Τα πρότυπα και πρωτόκολλα των Web Services που αναφέραµε παραπάνω, 
προσδίδουν την απαραίτητη λειτουργικότητα στα Web Services ώστε να µπορούν να 
χρησιµοποιηθούν ως Υπηρεσίες σε µια SOA Αρχιτεκτονική προσαρµοσµένη σε 
Computational Grids. Όπως αναφέρθηκε στην ενότητα 2.2.2, από την έκδοση 4 του 
Globus Toolkit τα Web Services χρησιµοποιούνται ως τεχνολογική υποδοµή για την 
παροχή υπηρεσιών στο Grid. Τα Grid βασίζονται σε δύο έννοιες: τους 
κατανεµηµένους πόρους (resources) και τις υπηρεσίες (services). Η διαχείριση 
πόρων απαιτεί υποστήριξη κατάστασης (stateful resources) ενώ τα Web Services και 
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το πρωτόκολλο ανταλλαγής µηνυµάτων SOAP δεν την προσφέρουν (stateless 
protocols). 
Η επέκταση των Web Services ώστε να χειρίζονται καταστάσεις (states) σε 
πόρους (resources) γίνεται µε το πρωτόκολλο Web Services Resource Framework – 
WSRF [Bank06]. Το WSRF παρέχει ένα σύνολο από λειτουργίες που µπορούν να 
υλοποιηθούν από το Web Service για να αποκτήσει κατάσταση (stateful). Στην 
περιγραφή WSDL µιας υπηρεσίας ορίζει ένα έγγραφο XML, το Resource Properties, 
το οποίο περιγράφει την κατάσταση (state) ενός WS-Resource (στην ορολογία WSRF 
ο πόρος αποκαλείται WS-Resource [Grah06b]). To Resource Properties είναι 
διαφορετικό ανά υπηρεσία και σχετίζεται µε τις ιδιότητες του πόρου (WS-Resource) 
που αυτή αντιπροσωπεύει. Ο έλεγχος της κατάστασης του πόρου γίνεται µε την 
προσθήκη στο WS των εξής λειτουργιών πάνω στο Resource Properties:  
 GetResourceProperty ή GetMultipleResourceProperties που επιστρέφει µια 
τιµή ενός συγκεκριµένου ή πολλαπλών στοιχείων (XML Elements) του 
Resource Property,  
 QueryResourceProperties που επιτρέπει την εκτέλεση ενός ερωτήµατος 
(π.χ. XPATH) στο Resource Properties,  
 UpdateResourceProperties που επιτρέπει την ενηµέρωση τιµών 
συγκεκριµένων στοιχείων του Resource Properties,  
 InsertResourceProperties που επιτρέπει την εισαγωγή τιµής συγκεκριµένων 
νέων στοιχείων στο Resource Properties,  
 DeleteResourceProperties που αφαιρεί τιµές από συγκεκριµένα στοιχεία 
και τέλος το  
 SetResourceProperties που επιτρέπει συνδυασµό από διαγραφές, εισαγωγές 
και ενηµερώσεις σε στοιχειά του Resource Properties. 
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3. Αρχιτεκτονικές	  Ασφαλείας	  
3.1. Εισαγωγή	  	  
Στο παρόν Κεφάλαιο θα µελετήσουµε τα θέµατα ασφάλειας που άπτονται των 
ενδιαφερόντων της διατριβής. Συγκεκριµένα, θα δούµε τα βασικά θέµατα των 
λειτουργιών και αρχιτεκτονικών ασφαλείας, θα αναφερθούµε στην βασική θεωρία 
της κρυπτογραφίας, τους κύριους µηχανισµούς ταυτοποίησης και τις σχετικές 
τεχνολογίες Web Services Security που θα µας απασχολήσουν στην διατριβή. 
Η Ασφάλεια των Πληροφοριακών Συστηµάτων (Information Security) 
ασχολείται µε την ασφάλεια των πληροφοριών. Ακολουθεί ως αρχές την “CIA 
Triad” - Confidentiality-Integrity-Availability (Εµπιστευτικότητα, Ακεραιότητα, 
Διαθεσιµότητα). Ωστόσο έχουν προταθεί και εναλλακτικές ταξινοµήσεις των 
βασικών αρχών,  όπως η Parkerian Hexad [Park98]. Αυτή επεκτείνει την τριάδα 
CIA προτείνοντας έξι  ατοµικά στοιχεία (atomic elements), τα οποία δεν µπορούν να 
διασπασθούν σε απλούστερα. Αυτά είναι: Confidentiality, Possession, Integrity, 
Authenticity, Availability και Utility (Εµπιστευτικότητα, Κατοχή, Ακεραιότητα, 
Αυθεντικότητα, Διαθεσιµότητα και Χρήση). Όλες οι άλλες λειτουργίες ασφάλειας 
είναι παράγωγα αυτών των ατοµικών στοιχείων.  
Ο ορισµός Αρχιτεκτονικής Ασφαλείας σύµφωνα µε το [OSA2010] µπορεί να 
αποδοθεί σαν: 
Η Αρχιτεκτονική Ασφαλείας είναι τα σχεδιαστικά στοιχεία 
που περιγράφουν πώς οι έλεγχοι ασφάλειας (=µέτρα 
ασφαλείας) τοποθετούνται και σχετίζονται µε την συνολική 
Αρχιτεκτονική του Συστήµατος. Αυτοί οι έλεγχοι υπηρετούν 
τον σκοπό της διατήρησης των χαρακτηριστικών ποιότητας 
του συστήµατος, ανάµεσα τους: την εµπιστευτικότητα, 
ακεραιότητα, διαθεσιµότητα, υπευθυνότητα και διαβεβαίωση 
(confidentiality, integrity, availability, accountability and 
assurance). 
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Μια αρχιτεκτονική ασφαλείας υλοποιεί ένα σύστηµα ασφαλείας. Σηµαντική 
ιδιότητά του είναι: 
«Ένα σύστηµα ασφαλείας είναι ισχυρό όσο και ο πιο 
αδύνατος κρίκος του» [Ferg10] 
Η παραπάνω ιδιότητα πρέπει να λαµβάνεται πάντα υπόψη από τον σχεδιαστή 
της αρχιτεκτονικής. 
Στα πλαίσια της διατριβής θα ασχοληθούµε µε το τµήµα της Ασφάλειας των 
Πληροφοριακών Συστηµάτων που αφορά στην Ασφάλεια των Επικοινωνιών, 
δηλαδή την ασφαλή ανταλλαγή δεδοµένων µέσω δικτύου. Θα επικεντρωθούµε στα 
αντίστοιχα πρωτόκολλα και µηχανισµούς 
Στην συνέχεια του κεφαλαίου θα δούµε ένα ευρύ σύνολο λειτουργιών 
ασφαλείας και τα είδη κρυπτογραφίας που βασίζονται, θα αναφερθούµε στους 
µηχανισµούς ταυτοποίησης που αφορούν την παρούσα διατριβή και τέλος στις 
τεχνολογίες/µηχανισµούς προστασίας µηνυµάτων SOAP (Web Services) που 
άπτονται των ενδιαφερόντων της διατριβής. 
3.2. Λειτουργίες	  Ασφαλείας	  
Όλες οι λειτουργίες ασφάλειας βασίζονται στην κρυπτογραφία. Αποτελούν τις 
πρωταρχικές λειτουργίες  που χρησιµοποιεί ο σχεδιαστής µιας εφαρµογής ή ενός 
συστήµατος βάση των προδιαγραφών που του θέτονται. Οι βασικές λειτουργίες 
ασφαλείας παρουσιάζονται στον Πίνακα 1. 
Πίνακας 1: Λειτουργίες Ασφάλειας Πληροφοριακών Συστηµάτων [Mene97] 
Λειτουργίες Ασφάλειας Επεξήγηση 
Ιδιωτικότητα ή Εµπιστευτικότητα (Privacy 
or Confidentiality) 
Η δυνατότητα που έχει µια οντότητα να διατηρεί την 
πληροφορία κρυφή από όλους, εκτός από αυτούς που 
είναι διαπιστευµένοι να την δουν 
Ακεραιότητα Δεδοµένων (Data Integrity) Η λειτουργία της επιβεβαίωσης ότι η πληροφορία δεν 
έχει αλλαχθεί από µη εξουσιοδοτηµένη οντότητα ή µε 
άγνωστο τρόπο 
Ταυτοποίηση οντότητας (Entity 
Authentication or Identification) 
Η επιβεβαίωση της ταυτότητας οντότητας (πχ 
ατόµου, υπολογιστή, πιστωτικής κάρτας κτλ). 
Ταυτοποίηση Μηνύµατος (Message 
Authentication) 
Η επιβεβαίωση της αυθεντικότητας της πληροφορίας 
που µεταδίδεται σε ένα µήνυµα, δηλαδή η 
επιβεβαίωση της ταυτότητας του αποστολέα. 
Υπογραφή (Signature) Ο µηχανισµός που «δένει» πληροφορία µε µια 
οντότητα 
Αρχιτεκτονικές Ασφαλείας 
35 
Εξουσιοδότηση ή Έγκριση (Authorization) Η µεταβίβαση σε µια άλλη οντότητα της δυνατότητας 
να κάνει κάποια συγκεκριµένη ενέργεια στην 
πληροφορία 
Επικυροποίηση (Validation) Ένας τρόπος για να έγκριση προς µια οντότητα σε 
κάποιο συγκεκριµένο χρόνο να χρησιµοποιήσει ή να 
διαχειριστεί πληροφορία ή πόρους 
Έλεγχος Πρόσβασης (Access Control) Επιτρέπει την πρόσβαση στους πόρους (που ελέγχει) 
σε προνοµιούχες οντότητες. 
Πιστοποίηση (Certification) Η εσώκλειση πληροφορίας από µια έµπιστη οντότητα. 
Χρονοσήµανση (Timestamping) Η καταγραφή του χρόνου δηµιουργίας ή ύπαρξης της 
πληροφορίας 
Μαρτυρία (Witnessing) Η επαλήθευση της δηµιουργίας ή της ύπαρξης 
πληροφορίας από µια οντότητα διαφορετική από τον 
δηµιουργό της 
Απόδειξη (Receipt) Η επιβεβαίωση ότι η πληροφορία έχει ληφθεί 
Επιβεβαίωση (Confirmation) Η επιβεβαίωση ότι οι υπηρεσίες έχουν προσφερθεί 
Κατοχή (Ownership) Ένας τρόπος που παρέχει σε µία οντότητα που κατέχει 
το νοµικό δικαίωµα της κατοχής, να χρησιµοποιεί ή 
να µεταβιβάζει ένα πόρο σε τρίτους 
Ανωνυµία (Anonymity) Η απόκρυψη της ταυτότητας µια οντότητας που 
συµµετέχει σε µία διαδικασία 
Μη Άρνηση Ενεργειών (Non-Repudiation) Η εµπόδιση της άρνησης παρελθόντων υποχρεώσεων 
ή πράξεων 
Άρση Εµπιστοσύνης (Revocation) Η άρση της Πιστοποίησης ή Έγκρισης 
Οι παραπάνω λειτουργίες ασφάλειας είναι παράγωγα των πρωταρχικών  αρχών 
(τριάδα CIA και Parkerian Hexad) που είδαµε στην ενότητα 3.1.  Υπόστρωµά τους 
αποτελεί η κρυπτογραφία και αυτές µε την σειρά τους αποτελούν τα δοµικά κοµµάτια 
οποιασδήποτε αρχιτεκτονικής ασφαλείας. Όσον αφορά την κρυπτογραφία, υπάρχουν 
δύο βασικές προσεγγίσεις: Κρυπτογραφία Συµµετρικού Κλειδιού και η 
Κρυπτογραφία Δηµοσίου Κλειδιού. Τα είδη αυτά θα τα παρουσιάσουµε στην 
επόµενη ενότητα. 
3.3. Είδη	  κρυπτογραφίας	  
Η κρυπτογραφία είναι η επιστήµη και η τέχνη της απόκρυψης της πληροφορίας. 
Χρησιµοποιείται για την ταυτοποίηση οντοτήτων (χρηστών και υπηρεσιών), 
υλοποίηση ψηφιακών υπογραφών και πολλών άλλων λειτουργιών ασφαλείας όπως 
είδαµε στον Πίνακα 1.  
Η κρυπτογράφηση είναι ουσιαστικά η πράξη της εφαρµογής ενός αλγόριθµου 
κρυπτογράφησης (cipher) σε ένα καθαρό κείµενο (cleartext) µε βάση κάποιο 
κλειδί (key) και έχει ως αποτέλεσµα το κρυπτογραφηµένο κείµενο (ciphertext).  Το 
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καθαρό κείµενο µπορεί να ανακτηθεί από το κρυπτογραφηµένο µόνο µε την 
εφαρµογή του αλγορίθµου και του κατάλληλου κλειδιού στο κρυπτογραφηµένο 
κείµενο. 
Υπάρχουν ουσιαστικά δύο βασικές κατηγορίες αλγορίθµων κρυπτογραφίας που 
χρησιµοποιούνται στην επιστήµη της Πληροφορικής: Η Κρυπτογραφία Συµµετρικού 
Κλειδιού και η Κρυπτογραφία Δηµοσίου Κλειδιού. Στην συνέχεια της ενότητας 
παρουσιάζουµε τα δύο  είδη εν συντοµία. 
3.3.1. Κρυπτογραφία	  Συμμετρικού	  Κλειδιού	  	  
Στην συµµετρική κρυπτογραφία οι συµµετέχοντες στην ανταλλαγή των 
κρυπτογραφηµένων δεδοµένων µοιράζονται το ίδιο κλειδί. Οι συµµετέχοντες στην 
ανταλλαγή µηνυµάτων (αποστολέας και παραλήπτης) ανταλλάσσουν µηνύµατα 
κρυπτογραφηµένα µε συµφωνηθέντα αλγόριθµο και τα  αποκρυπτογραφούν µε το 
κοινό κλειδί. 
 Υπάρχουν ουσιαστικά τρία είδη αλγορίθµων κρυπτογράφησης συµµετρικού 
κλειδιού:  
 Αλγόριθµοι που λειτουργούν σε τµήµατα (block ciphers)  
 Αλγόριθµοι που λειτουργούν σε ροή πληροφορίας (stream ciphers)  
 Αλγόριθµοι επιβεβαίωσης ταυτότητας µηνύµατος (Hashed Message 
Authentication Codes)  
Οι αλγόριθµοι τµηµάτων (block ciphers)  χρησιµοποιούν ως είσοδο ένα 
τµήµα (block) προκαθορισµένου µεγέθους του καθαρού κειµένου και εφαρµόζοντας 
το συµµετρικό κλειδί παράγουν ένα τµήµα του κρυπτογραφηµένου κειµένου ίδιου 
µεγέθους. Μερικοί από τους συνηθισµένους αλγόριθµους τµηµάτων είναι οι Data 
Encryption Standard (DES) και triple-DES [FIPS46-3], Advanced Encryption 
Standard (AES) [FIPS197] [Daem99],  Blowfish [Schn94], CAST-128 [Adam97], 
RC5 [Rive94] και IDEA [Xuej91]. 
Στους αλγορίθµους ροής πληροφορίας (stream ciphers), η έξοδος του 
αλγορίθµου είναι µια κρυπτογραφηµένη ροή που δηµιουργείται από την συσχέτιση 
(correlation) σε επίπεδο bit ή χαρακτήρα του καθαρού κειµένου (ως ροή) µε ένα απλό 
τυχαίο κείµενο, το οποίο αποτελεί την εσωτερική κατάσταση του αλγορίθµου και 
αλλάζει δυναµικά κατά την διάρκεια του χρήσης του αλγορίθµου. Η κατάσταση αυτή 
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αρχικοποιείται µε το κλειδί κρυπτογράφησης. Γνωστός αλγόριθµος ροής είναι ο RC4 
[Rive87], ο οποίος χρησιµοποιείται στο SSL/TLS [Dier06] και στο WEP [WEP]. 
Είναι ιδιαίτερα ταχύς  αλγόριθµος, ωστόσο παρουσιάζει αδυναµία στην αρχικοποίηση 
του και στα ψευδοτυχαία κλειδιά που χρησιµοποιεί [Fluh01]. Επίσης µπορεί να 
χρησιµοποιηθεί ως αλγόριθµος ροής και κάποιος αλγόριθµος block cipher 
τροποποιώντας όµως τον τρόπο λειτουργίας του, π.χ. ο AES, χρησιµοποιείται στο 
πρωτόκολλο ασφάλειας WPA2 [WPA2] [CCMP]των ασύρµατων δικτύων Wi-Fi. 
Οι αλγόριθµοι Hashed Message Authentication Codes (HMACs) [RSAfaq] 
παράγουν πληροφορία ταυτοποίησης κάθε µηνύµατος, η οποία και προστίθεται στο 
κυρίως µήνυµα. Ένα HMAC παράγεται µε την κρυπτογράφηση του αποτελέσµατος 
κατακερµατισµού του µηνύµατος µε την χρήση συµµετρικού αλγορίθµου και 
κλειδιού. Με τον τρόπο αυτό διασφαλίζεται η ακεραιότητα του µηνύµατος από 
παρεµβάσεις τρίτων. Εάν επιπλέον απαιτείται και εµπιστευτικότητα στην µετάδοση 
του µηνύµατος θα πρέπει να κρυπτογραφηθεί και το κυρίως µήνυµα. 
Οι συναρτήσεις κατακερµατισµού (hash functions) που χρησιµοποιούνται 
από τον αλγόριθµο HMAC έχουν ως είσοδο ένα µήνυµα οποιουδήποτε µεγέθους, και 
έξοδο µια σταθερού µήκους τιµή κατακερµατισµού (digest) µεταξύ 128 και 512 bits, 
ανάλογα τον αλγόριθµο. Βασικό χαρακτηριστικό των συναρτήσεων 
κατακερµατισµού είναι η αδυναµία να βρεθεί το αρχικό µήνυµα από την τιµή 
κατακερµατισµού. Ωστόσο οι συναρτήσεις κατακερµατισµού παρουσιάζουν το 
µειονέκτηµα των συγκρούσεων, δηλαδή µπορεί δύο διαφορετικά µηνύµατα να έχουν 
την ίδια τιµή κατακερµατισµού. Ως αλγόριθµοι αντιµετωπίζουν πρόβληµα ασφάλειας 
όταν ένας τρίτος (hacker) µπορεί για µια τιµή κατακερµατισµού να βρίσκει το αρχικό 
µήνυµα. Αλγόριθµοι ασθενείς σε επιθέσεις [Wang04b] είναι οι παλαιότεροι  MD4 
[Rive92a] και MD5 [Rive92b]. Ισχυρότερος είναι ο SHA-1 [FIPS180-2] αλλά 
προτείνονται ακόµα ισχυρότεροι όπως ο SHA-256 [FIPS180-2]. 
Η κρυπτογραφία συµµετρικού κλειδιού αποτελεί την βασική λύση που 
χρησιµοποιείται από την πλειοψηφία των µηχανισµών ασφαλείας. Γενικά, η 
εφαρµογή κρυπτογραφικών αλγορίθµων σε ένα µήνυµα επιβαρύνει την απόδοση του 
συστήµατος που τις εκτελεί. Ωστόσο οι συµµετρικοί αλγόριθµοι εµφανίζουν σαφώς 
καλύτερη απόδοση από τους αλγορίθµους δηµοσίου κλειδιού που θα δούµε στην 
συνέχεια. Όµως, το βασικό πρόβληµα που αντιµετωπίζει ο σχεδιαστής ενός 
συστήµατος ασφαλείας, όταν χρησιµοποιεί συµµετρική κρυπτογραφία, είναι να 
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προδιαγράψει ένα ασφαλή τρόπο να διανοµής των συµµετρικών κλειδιών 
κρυπτογράφησης. Το πρόβληµα αυτό αντιµετωπίζεται µε διάφορους τρόπους π.χ. 
χρήση κρυπτογραφίας δηµοσίου κλειδιού για την µετάδοση συµµετρικών κλειδιών 
(SSL/TLS) όπως θα δούµε στην επόµενη ενότητα ή µε την χρήση του πρωτοκόλλου 
Kerberos (ενότητα 3.4.2). 
3.3.2. Κρυπτογραφία	  	  Δημοσίου	  Κλειδιού	  
Η κρυπτογραφία Δηµοσίου Κλειδιού  (Public Key Cryptography) αποτελεί 
σχετικά νέα εξέλιξη στο χώρο της κρυπτογραφίας (1976)  και ήταν καθοριστική για 
τη µεγάλη διάδοση των ηλεκτρονικών συναλλαγών µέσω δικτύων και Internet. 
Βασίστηκε στην σχεδόν παράλληλη, αλλά ανεξάρτητη έρευνα των Whitfield Diffie 
και Martin Hellman και του Ralph C. Merkle, οι οποίοι πρότειναν τα πρωτόκολλα 
ανταλλαγής κλειδιών Diffie-Hellman key exchange [Diff76a] και Merkle’s Puzzles 
[Merk78] αντίστοιχα.  
Η σηµαντική λειτουργική διαφορά της κρυπτογραφίας Δηµοσίου Κλειδιού σε 
σχέση µε την κρυπτογραφία συµµετρικού είναι ότι δεν απαιτείται οι 
συναλλασσόµενοι να ανταλλάσσουν εµπιστευτικά κλειδιά ανά δύο. Βασίζονται σε 
ασύµµετρους αλγόριθµους, οι οποίοι,  δηµιουργούν ένα µαθηµατικά συσχετιζόµενο 
ζευγάρι κλειδιών, του ιδιωτικού και του δηµόσιου. Είναι δοµηµένοι µε τέτοιο 
τρόπο ώστε ο υπολογισµός του ιδιωτικού κλειδιού από το δηµόσιο να είναι 
υπολογιστικά αδύνατος, αν και τα δύο κλειδιά είναι µεταξύ τους συσχετισµένα. 
Βασίζονται σε υπολογιστικά δύσκολα προβλήµατα (NP-Hard), όπως στο µαθηµατικό 
πρόβληµα διακριτών λογαρίθµων (discrete logarithm problem) της Θεωρίας των 
Αριθµών, του αλγόριθµου Diffie-Hellman. 
Μοιράζοντας το δηµόσιο κλειδί σε όλους τους δυνατούς παραλήπτες, και 
κρατώντας προστατευµένο το ιδιωτικό κλειδί, είναι δυνατόν να υλοποιηθούν όλες οι 
βασικές λειτουργίες ασφάλειας: 
 Εµπιστευτικότητα (Confidentiality): (Σχήµα 6) Ο αποστολέας 
κρυπτογραφεί το µήνυµα µε το δηµόσιο κλειδί του παραλήπτη. Το µήνυµα 
µπορεί να αποκρυπτογραφηθεί µόνο µε το ιδιωτικό κλειδί του παραλήπτη. 
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Σχήµα 6: Εµπιστευτικότητα (Confidentiality) µε την χρήση Κρυπτογραφίας Δηµοσίου Κλειδιού 
 Ακεραιότητα (Integrity) και Ταυτοποίηση Μηνύµατος (Message 
Authenticity): Γίνεται µέσω ηλεκτρονικών υπογραφών. Ο αποστολέας 
παράγει µια ηλεκτρονική υπογραφή, δηλαδή κρυπτογραφεί µε το ιδιωτικό του 
κλειδί το αποτέλεσµα µιας συνάρτησης κατακερµατισµού πάνω στο µήνυµα. 
Στην συνέχεια ενσωµατώνει την υπογραφή στο µήνυµα. Τέλος ο παραλήπτης 
µπορεί να επιβεβαιώσει µέσω του δηµοσίου κλειδιού του αποστολέα και της 
υπογραφής του µηνύµατος ότι το µήνυµα προέρχεται από τον αποστολέα 
(ταυτοποίηση µηνύµατος) και δεν έχει τροποποιηθεί (ακεραιότητα) κατά την 
µεταφορά. Η όλη διαδικασία περιγράφεται στο Σχήµα 7. Τον ρόλο των 
ψηφιακών υπογραφών όταν έχουµε χρήση συµµετρικής κρυπτογραφίας 
γίνεται µέσω των ΗMAC όπως είδαµε. Σε σχέση µε τις ψηφιακές υπογραφές, 
υπάρχει µια σηµαντική διαφορά: ο υπολογισµός και η επιβεβαίωση του 
HMAC γίνεται µε το ίδιο κλειδί. Εποµένως µόνο ο παραλήπτης µπορεί να 
επιβεβαιώσει το µήνυµα. Στις ψηφιακές υπογραφές την δυνατότητα αυτή την 
έχουν όλοι µέσω του δηµοσίου κλειδιού. 
 
Σχήµα 7: Ταυτοποίηση και Ακεραιότητα Μηνύµατος µε την χρήση Ψηφιακών Υπογραφών 
Οι αλγόριθµοι κρυπτογράφησης γνωρίζουν ευρεία διάδοση. Ο αλγόριθµος 
Diffie-Hellman έχει προταθεί από τον οργανισµό IETF ως ένας µηχανισµός που 
µπορεί να χρησιµοποιηθεί για ανταλλαγή κλειδιών στο  Internet (Internet Key 
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Exchange – IKE [Kivi03]). Ωστόσο, ο περισσότερο διαδεδοµένος αλγόριθµος είναι 
ο RSA [Rive78]. Βασίζεται στο πρόβληµα παραγοντοποίησης ακεραίων αριθµών 
(integer factorization problem). Χρησιµοποιείται κυρίως στο ηλεκτρονικό εµπόριο 
και είναι ο πρώτος αλγόριθµος δηµοσίου κλειδιού κατάλληλος για κρυπτογράφηση 
και ηλεκτρονική υπογραφή. Οφείλει ιστορικά την επικράτησή του ως ο κυρίαρχος 
αλγόριθµος δηµοσίου κλειδιού στην δηµιουργία Αρχής Πιστοποίησης (Certification 
Authority) βασισµένη σε αυτόν από την RSA Security. Η RSA Security που κατέχει 
τα δικαιώµατα (patent) του αλγορίθµου, δηµιούργησε (spinoff) την VeriSign 
[VeriSign], η οποία κατέχει δεσπόζουσα θέση ανάµεσα στις Αρχές Πιστοποίησης.  
Λόγω της ασύµµετρης πολυπλοκότητας των αλγορίθµων που χρησιµοποιεί η  
κρυπτογραφία δηµοσίου κλειδιού, εµφανίζει υψηλές υπολογιστικές απαιτήσεις τόσο 
στην κρυπτογράφηση όσο και στην αποκρυπτογράφηση. Εξαιτίας αυτού, κατά την 
ανταλλαγή µηνυµάτων, οι αλγόριθµοι δηµοσίου κλειδιού χρησιµοποιούνται για την 
κρυπτογράφηση ενός συµµετρικού κλειδιού, το οποίο έχει χρησιµοποιηθεί µαζί µε 
ένα συµµετρικό αλγόριθµο για κρυπτογράφηση του µηνύµατος. Όσον αφορά την 
απόδοσή τους, η RSA Security [RSAPerf] αναφέρει ότι η πολυπλοκότητα του RSA 
είναι O(k2) για λειτουργίες που βασίζονται στο δηµόσιο κλειδί (κρυπτογράφηση και 
επιβεβαίωση υπογραφής), O(k3) για τις λειτουργίες που βασίζονται στο ιδιωτικό 
κλειδί (αποκρυπτογράφηση και δηµιουργία υπογραφής), και O(k4) για την 
παραγωγή κλειδιών (ιδιωτικού και δηµοσίου). Συγκρίνοντας τον µε τον 
συµµετρικό αλγόριθµο DES, αυτός είναι τουλάχιστον 100 φορές πιο γρήγορος από 
τον RSA όταν υλοποιούνται µε λογισµικό και 1.000 ως 10.000 γρηγορότερος 
χρησιµοποιώντας υλοποιήσεις που βασίζονται σε hardware. 
Το µειονέκτηµα που παρουσιάζει η κρυπτογραφία δηµοσίου κλειδιού, όσον 
αφορά την απόδοσή της στις διάφορες κρυπτογραφικές λειτουργίες, το αντισταθµίζει 
µε την ευκολία που προσφέρει στην ανταλλαγή κλειδιών στην υλοποίηση του 
µηχανισµού της ηλεκτρονικής υπογραφής επιτρέπει τις εξής λειτουργίες ασφαλείας: 
Ταυτοποίηση, Επιβεβαίωση Λήψης  (receipt) και µη Άρνηση Ενεργειών (non 
repudiation).  
Στην συνέχεια του κεφαλαίου θα δούµε τους βασικούς µηχανισµούς 
Ταυτοποίησης που ασχολείται η διατριβή. Αυτοί βασίζονται σε λειτουργίες 
κρυπτογραφίας και προσφέρουν την απαραίτητη διανοµή κλειδιών µεταξύ 
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συναλλασσοµένων ώστε να επιτελεστούν οι αναγκαίες λειτουργίες που ορίζει µια 
αρχιτεκτονική ασφαλείας. 
3.4. Πρωτόκολλα	  και	  Συστήματα	  Ταυτοποίησης	  
Η λειτουργία της ταυτοποίησης (Authentication) µιας οντότητας βασίζεται στην 
επιβεβαίωση συγκεκριµένων παραγόντων (factors). Παράγοντες ταυτοποίησης 
µπορεί να είναι  η επίδειξη µυστικής πληροφορίας (π.χ. password), η κατοχή κάποιου 
αυστηρά προσωπικού αντικειµένου (π.χ. smartcard, hasp), βιοµετρικό αποτύπωµα, 
µαρτυρία τρίτης έµπιστης οντότητας (π.χ. Third Trusted Party) [Brai06]. 
Η Ταυτοποίηση αποτελεί βασική λειτουργία σε οποιαδήποτε αρχιτεκτονική 
ασφαλείας. Η Ταυτοποίηση µπορεί να χρησιµοποιεί έναν παράγοντα - weak 
authentication (π.χ. username-password), δύο παράγοντες – two-factor authentication 
(username-password και one-time password) ή και παραπάνω παράγοντες. 
Αυξάνοντας τους παράγοντες γενικά αυξάνεται το επίπεδο ασφάλειας της 
Ταυτοποίησης.  
Σηµαντική επίσης είναι η λειτουργία Single Sign On - SSO. Η λειτουργία αυτή 
είναι αναγκαία σε κατανεµηµένα συστήµατα όπως τα Grids γιατί επιτρέπει σε µια 
οντότητα να ταυτοποιείται µία φορά και να αποκτά πρόσβαση σε πολλά συστήµατα 
για ένα ορισµένο χρονικό διάστηµα.  
Ιδιαίτερο ενδιαφέρον εµφανίζουν λύσεις σε οµοσπονδιακό περιβάλλον 
(Federated Authentication) όπου η ταυτοποίηση σε ένα περιοχή ασφαλείας 
κοινοποιείται σε συνδεόµενες περιοχές. Τέτοιες λύσεις είναι ευρέως διαδεδοµένες 
στο Internet, όπως το OpenID [OpenID] να υποστηρίζεται από όλους τους µεγάλους 
παρόχους υπηρεσιών και ιστοχώρων στο Διαδίκτυο [OIDMEMBER]. Το OpenID 
είναι ένα ανοιχτό πρότυπο που επιτρέπει στους χρήστες, µε την ταυτότητα που έχουν 
σε ένα πάροχο υπηρεσίας, να ταυτοποιούνται σε τρίτες υπηρεσίες και ιστοχώρους, 
επιτρέποντας να έχουν ουσιαστικά µια κοινή ταυτότητα. Η διάδοση του είναι  µεγάλη 
φτάνοντας το ένα δισεκατοµµύριο λογαριασµούς [Kiss09] και υποστήριξη τους από 
εννέα εκατοµµύρια web sites. 
Οι ανοιχτές λύσεις τύπου OpenID δεν προορίζονται για επιχειρησιακά 
περιβάλλοντα, γιατί  βασίζονται στην παραδοχή ότι η πραγµατική πιστοποίηση της 
ταυτότητας του χρήστη δεν είναι κρίσιµη ιδιότητα, αλλά ενδιαφέρον παρουσιάζει η 
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µοναδικότητα µιας δηλωθείσας ταυτότητας. Επίσης δεν υποστηρίζονται συστήµατα 
και υπηρεσίες, αλλά µόνο χρήστες. 
Στην διατριβή, ωστόσο, δεν χρησιµοποιήσαµε τέτοια πρωτόκολλα λόγο του 
περιβάλλοντος που κινείται και καλείται να δώσει λύση. Τα Computational Grids 
βασίζονται σε τεχνολογίες Δηµοσίου Κλειδιού για την ταυτοποίηση και τις 
κρυπτογραφικές λειτουργίες τους. Άλλα περιβάλλοντα κατανεµηµένης επεξεργασίας 
χρησιµοποιούν πρωτόκολλα ταυτοποίησης µε βάση το πρωτόκολλο Kerberos (π.χ. 
Windows Active Directory). Η λύση που προτείναµε στην διατριβή είναι συνδυασµός 
των δύο ανωτέρων αρχιτεκτονικών. Στην συνέχεια της παρούσης ενότητας θα δούµε 
µε µεγαλύτερη λεπτοµέρεια αυτές τις τεχνολογίες. 
3.4.1. Υποδομή	  Δημοσίου	  Κλειδιού	  (Public	  Key	  Infrastructure	  -­‐	  PKI)	  
Η κρυπτογραφία Δηµοσίου Κλειδιού για να γίνει λειτουργική σε κατανεµηµένα 
περιβάλλοντα χρειάζεται την απαραίτητη Υποδοµή Δηµοσίου Κλειδιού (Public Key 
Infrastructure – PKI). Η υποδοµή είναι αναγκαία, γιατί παίζει τον ρόλο της  Τρίτης 
Έµπιστης Οντότητας (Third Trusted Party – TTP)  που οι συνδιαλλασσόµενοι 
γνωρίζουν και εµπιστεύονται εκ των προτέρων. Προποµπός θεωρήθηκε η χρήση 
Δηµόσιου Αρχείου [Diff76b] και η δουλεία του Kohnfelder [Kohn78]. Σε επόµενο 
στάδιο προτάθηκαν και τυποποιήθηκαν τα Πιστοποιητικά X.509 [ITU05], [Adam99] 
που χρησιµοποιήθηκαν αρχικά για ταυτοποίηση πρόσβασης στους καταλόγους X.500 
[X.500].  
Η επιρροή από το X.500 είναι φανερή στα πιστοποιητικά X.509, εξαιτίας της 
ιεραρχικής δοµής που ακολουθούν. Η ιεραρχική δοµή αποτελείται από µια ακολουθία 
κόµβων που ονοµάζονται Relative Distinguished Names – RDN οι οποίοι 
σχηµατίζουν ένα Distinguished Name – DN (π.χ. o=ntua, ou=ece, ou=netmode, 
cn=moralis). Το DN αποτελεί το µοναδικό αναγνωριστικό του Πιστοποιητικού 
X.509.  
Ένα Πιστοποιητικό Χ.509 V3 αποτελείται από τρία τµήµατα [Hous02], 
Certificate, Certificate Signature Algorithm και Certificate Signature Value όπως 
παρουσιάζεται στο Σχήµα 8. 
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Σχήµα 8: Δοµή Πιστοποιητικού X.509 v3 
Τα πεδία των τριών τµηµάτων είναι: 
 Πιστοποιητικό (Certificate)  
o Version: Η έκδοση που ακολουθεί το Πιστοποιητικό (v1, v2 ή v3) 
o serialNumber: Ο σειριακός αριθµός του Πιστοποιητικού 
o algorithm id: Το αναγνωριστικό των αλγορίθµων (κατακερµατισµού 
και κρυπτογράφησης) που χρησιµοποιήθηκαν για την υπογραφή π.χ. 
md5WithRSAEncryption 
o issuer: Η Εκδούσα Αρχή (Certification Authority) 
o validity: Οι ηµεροµηνίες έναρξης και λήξης ισχύος του 
Πιστοποιητικού 
o subject: Το όνοµα του κατόχου του Πιστοποιητικού 
o subjectPublicKeyInfo: Ο αλγόριθµος του δηµοσίου κλειδιού και το 
δηµόσιο κλειδί 
o issuerUniqueId: Το µοναδικό αναγνωριστικό της εκδούσας αρχής  
o subjectUniqueID: Το µοναδικό αναγνωριστικό του Πιστοποιητικού 
(DN) 
o extensions: Επεκτάσεις, όπως πεδίο χρήσης του κλειδιού (key usage) 
κτλ. 
 Αλγόριθµος Υπογραφής Πιστοποιητικού (Certificate Signature 
Algorithm): O αλγόριθµος που χρησιµοποιήθηκε από την Εκδούσα Αρχή 
(Certification Authority) για την υπογραφή του πιστοποιητικού 
 Κείµενο Ψηφιακής Υπογραφής (Certificate Signature Value): H  τιµή 
της υπογραφής (κρυπτογραφηµένο κείµενο) µε την οποία η Εκδούσα Αρχή 
επιβεβαιώνει την εγκυρότητα του πιστοποιητικού 
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Στην υποδοµή PKI τον ρόλο της Third Trusted Party τον παίζει η Αρχή 
Πιστοποίησης - Certification Authority (CA). Βρίσκεται συνήθως εκτός δικτύου 
και υπογράφει τα πιστοποιητικά των χρηστών και υπηρεσιών. Άλλη βασική αρχή 
είναι η Αρχή Εγγραφής (Registration Authority - RA), η οποία πιστοποιεί τους 
χρήστες, παραλαµβάνει την αίτηση πιστοποιητικού και την προωθεί στην Αρχή 
Πιστοποίησης. Το γεγονός, ότι η Αρχή Πιστοποίησης είναι εκτός δικτύου, την 
προστατεύει από επιθέσεις. Ιδανικά θα ήταν επιθυµητό να υπήρχε µια παγκόσµια 
Αρχή Πιστοποίησης, ωστόσο, αυτό για ευνόητους λόγους (πολιτικούς, οργανωτικούς) 
αυτό είναι αδύνατο. Υπάρχουν ωστόσο πολλά Μοντέλα Οργάνωσης Εµπιστοσύνης 
µεταξύ Υποδοµών Δηµοσίου Κλειδιού. Συγκεκριµένα παρουσιάζονται [Perl99]:  α) 
Απλό Μοντέλο µιας CA., β) µια CA µε πολλαπλές RA, γ) Ολιγαρχία από CA και δ) 
µια CA που εκδίδει δικαιώµατα σε άλλες CA. Τα µοντέλα αυτά απεικονίζονται στον 
Πίνακα 2. 
Πίνακας 2: Μοντέλα Οργάνωσης Εµπιστοσύνης µεταξύ Υποδοµών Δηµοσίου Κλειδιού 
α) Απλό Μοντέλο µιας CA 
 
β) µια CA µε πολλαπλές RAs 
 
γ) Ολιγαρχία από CAs 
 
δ) µια CA που µεταβιβάζει δικαιώµατα σε 
άλλες CAs 
 
 
Ένα βασικό θέµα του PKI είναι η ανάκληση ή ακύρωση ενός πιστοποιητικού. 
Αυτή γίνεται αυτόµατα όταν αυτό λήξει ή όταν ανακληθεί. Η ανάκληση κοινοποιείται 
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µέσω Λιστών Ανάκλησης Πιστοποιητικών (Certificate Revocation Lists -  
CRLs). Ο µηχανισµός αυτός είναι αρκετά προβληµατικός [Gutm02], γιατί η 
ανάκληση δεν γίνεται άµεσα και µπορεί να περάσει µεγάλο χρονικό διάστηµα για να 
ενηµερωθούν οι συνδιαλλασσόµενοι για την ανάκληση. Επίσης δεν υπάρχουν 
προτυποποιηµένοι και αυτοµατοποιηµένοι µηχανισµοί ενηµέρωσης χρηστών για τις 
αλλαγές που συµβαίνουν στις Revocations Lists και επαφίεται στους χρήστες να 
ενηµερώνονται για ανακληµένα πιστοποιητικά. Συνήθως ο µέσος χρήστης αρκείται 
στα certificates των CAs (δηµόσια κλειδιά) που είναι αποθηκευµένες στο browser του 
από το οποία επιβεβαιώνει την ταυτότητα ενός server µέσω του υπογεγραµµένου από 
µία CA server certificate. Αυτό από µόνο του δεν εξασφαλίζει ότι το server certificate 
είναι έγκυρο, γιατί µπορεί να έχει ανακληθεί και να βρίσκεται σε Revocation List. 
Να σηµειωθεί πως όταν δεν απαιτείται πιστοποίηση από Τρίτη Έµπιστη 
Οντότητα, µπορούν να εκδοθούν αυτόνοµα πιστοποιητικά (self-signed Certificates) 
για ένα server, υπογράφοντας το πιστοποιητικό µε το ιδιωτικό κλειδί του server. 
Η υποδοµή PKI αποτελεί την βάση ταυτοποίησης σε συστήµατα Grid όπως θα 
δούµε στην ενότητα 3.4.3. Επιτρέπει την ταυτοποίηση του χρήστη σε πολλαπλούς 
πόρους µέσω της µεταβίβασης των διαπιστευτηρίων που προκύπτουν κατά την 
ταυτοποίηση του/της µέσα στο πλέγµα. 
3.4.2. Kerberos	  
Το πρωτόκολλο Kerberos βασίζεται στο πρωτόκολλο Needham-Schroeder 
[Need78] και δηµιουργήθηκε στα πλαίσια του έργου Athena [ATHENA] [Mill87] 
του MIT µε σκοπό να παρέχει δικτυακή ταυτοποίηση χρηστών. Η πρώτη έκδοση του 
είναι η έκδοση 4 [Neum94], και ακολούθησε η έκδοση 5 [Neum05].  Χρησιµοποιεί 
συµµετρική κρυπτογραφία. Αποτελεί το πρωτόκολλο  ταυτοποίησης σε Microsoft 
Active Directory [MSAC]. 
Το πρωτόκολλο βασίζει στην λειτουργία του στην ύπαρξη του Kerberos Key 
Distribution Center (KDC) που λειτουργεί σαν Τρίτη Έµπιστη Οντότητα (Third 
Trusted Party - TTP). To KDC ταυτοποιεί αµοιβαία χρήστες και υπηρεσίες, 
µοιράζοντάς τους ταυτόχρονα συµµετρικό κλειδί για την κρυπτογραφηµένη 
επικοινωνία µεταξύ τους. Αποτελείται από δύο υπηρεσίες: α) την υπηρεσία AS 
(Authentication Server) που ταυτοποιεί τον πελάτη και β) την υπηρεσία TGS (Ticket 
Granting Server) που εκδίδει τα διαπιστευτήρια που στην περίπτωση του Kerberos 
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λέγονται εισιτήρια (service tickets) για την πρόσβαση σε συγκεκριµένες υπηρεσίες 
που ζητά ο πελάτης. 
Η ταυτοποίηση βασίζεται στη δοµή του «εισιτηρίου» (Kerberos ticket). 
Ένα ticket του πρωτοκόλλου Kerberos είναι µια συµµετρικά κρυπτογραφηµένη 
δοµή µε το κλειδί της υπηρεσίας για την οποία προορίζεται. Περιέχει τα εξής 
στοιχεία: 
 Την ταυτότητα του πελάτη 
 Την διεύθυνση του πελάτη 
 Το κλειδί της συνόδου (session key) 
 Μια χρονική σήµανση (timestamp), µέχρι την οποία είναι έγκυρο το 
κλειδί 
 Flags του εισιτηρίου που σηµατοδοτούν επιπλέον δυνατότητες 
Το εισιτήρια, όπως αναφέραµε κρυπτογραφούνται µε το κλειδί της 
υπηρεσίας, εποµένως κανένας εκτός από την ίδια την υπηρεσία δεν µπορεί να 
εξάγει την πληροφορία που εσωκλείουν. 
Το πρωτόκολλο υποστηρίζει την ταυτοποίηση ενός χρήστη (Principal) σε 
διαφορετικές περιοχές ασφαλείας, που στην ορολογία του πρωτοκόλλου Kerberos 
λέγονται realms. Το realm ενός χρήστη ακολουθεί το µοναδικό όνοµά του. Για την 
inter-realm ταυτοποίηση απαιτείται οι διαχειριστές περιοχών ασφαλείας να έχουν 
εγκαταστήσει κρυπτογραφικό κλειδί για τέτοια χρήση. Επίσης οι περιοχές ασφαλείας 
µπορεί να οργανωθούν ιεραρχικά µε τη κάθε περιοχή να µοιράζεται µε τον γονέα της 
(parent) κοινό κλειδί. Αν δεν ακολουθείται ιεραρχική οργάνωση, θα χρειαστεί 
αναζήτηση σε βάση που διατηρεί τις σχέσεις εµπιστοσύνης (trust) µεταξύ των 
περιοχών ασφαλείας (realms). 
Στα flags ενός εισιτηρίου περιλαµβάνεται η πληροφορία για το αν είναι έγκυρο 
(valid), ανανεώσιµο (renewable), µεταχρονολογηµένο (postdated),  πληρεξούσιο 
(proxy), προωθούµενο (forwardable) κ.α. 
Στην συνέχεια θα εξηγήσουµε την λειτουργία του πρωτοκόλλου Kerberos 
και των συστηµάτων/υπηρεσιών που το αποτελούν σε  βήµατα: 
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a. O πελάτης πιστοποιείται στον Authentication Server (AS) του KDC και 
επιδεικνύει τα διαπιστευτήρια του. Ως απάντηση λαµβάνει δύο µηνύµατα: 
i) ένα κλειδί συνόδου πελάτη/TGS κρυπτογραφηµένο µε το συµµετρικό 
κλειδί του και ii) ένα ειδικό εισιτήριο που λέγεται Ticket Granting Ticket – 
TGT. Αυτό προορίζεται για την υπηρεσία Ticket Granting Service –TGS 
του KDC, και είναι κρυπτογραφηµένο µε το συµµετρικό κλειδί της 
υπηρεσίας TGS. 
b. Όταν ο πελάτης θέλει να ταυτοποιηθεί σε µία υπηρεσία, στέλνει  την 
πρώτη φορά δύο µηνύµατα στην υπηρεσία TGS: i) το TGT που απέκτησε 
στο βήµα a και ii) ένα µήνυµα ταυτοποίησης που περιέχει χρονοσήµανση, 
την διεύθυνση του πελάτη και την υπηρεσία. Το µήνυµα αυτό είναι 
κρυπτογραφηµένο µε το κλειδί συνόδου (session key) πελάτη/TGS.  
c. Η υπηρεσία TGS λαµβάνει από το TGT  το session key πελάτη/TGS και µε 
βάση αυτό ταυτοποιεί τον χρήστη επιβεβαιώνοντας το 2ο µήνυµα. Παράγει 
ένα session key πελάτη/υπηρεσίας και ένα εισιτήριο του πελάτη στην 
υπηρεσία (service ticket). Επιστρέφει στον πελάτη δύο µηνύµατα: i) ένα 
εισιτήριο πελάτη-υπηρεσίας (service ticket) (κρυπτογραφηµένο µε το 
κλειδί της υπηρεσίας) και ii) το session key πελάτη/υπηρεσίας 
κρυπτογραφηµένο µε το κλειδί πελάτη/TGS. 
d. Ο πελάτης πλέον µπορεί να ταυτοποιηθεί στην υπηρεσία και να 
επικοινωνήσει µε ασφάλεια. Η διαδικασία της ταυτοποίησης στην 
υπηρεσία πραγµατοποιείται µε δύο µηνύµατα: i) το service ticket του 
βήµατος c και ii) ένα µήνυµα ταυτοποίησης (authentication message) που 
περιέχει µια χρονοσήµανση και την διεύθυνση του πελάτη, 
κρυπτογραφηµένο µε το session key  πελάτη/υπηρεσίας. 
e. Η υπηρεσία ταυτοποιείται στον πελάτη στέλνοντας ένα µήνυµα που 
περιέχει την τιµή της χρονοσήµανση που έλαβε στο βήµα d αυξηµένη κατά 
1 βήµα. Με αυτό αποδεικνύει στον πελάτη ότι είναι η ίδια η υπηρεσία, 
αφού µπορεί να διαβάσει το εισιτήριο πελάτη/υπηρεσίας 
(κρυπτογραφηµένο µε το κλειδί της υπηρεσίας) και από το δεύτερο µήνυµα 
να διαβάσει την χρονοσήµανση. 
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Ακολουθώντας τα παραπάνω βήµατα, ο πελάτης και η υπηρεσία έχουν 
ταυτοποιηθεί αµοιβαία και µοιράζονται ένα κοινό συµµετρικό κλειδί συνόδου (session 
key). Στην συνέχεια ο πελάτης και η υπηρεσία µπορούν να υλοποιήσουν τις 
υπόλοιπες λειτουργίες ασφαλείας µέσα από το ήδη κρυπτογραφηµένο κανάλι 
έµπιστης επικοινωνίας. Η ταυτοποίηση των µηνυµάτων γίνεται ουσιαστικά µε 
χρονοσηµάνσεις (timestamps), ώστε να αποφευχθούν οι επιθέσεις επανάληψης 
(replay attacks). Η λειτουργία αυτή απαιτεί αυστηρό συγχρονισµό των ρολογιών 
µεταξύ πελάτη και υπηρεσίας, αλλιώς η ταυτοποίηση αποτυγχάνει.  
Οι αρχικές υλοποιήσεις του πρωτοκόλλου Kerberos έπασχαν από την αδυναµία 
διανοµής των συµµετρικών κλειδιών και  βασίζονταν σε προεγκατάσταση των 
συµµετρικών κλειδιών στο KDC µέσα από διαδικασίες εκτός δικτύου (π.χ. µε 
ανθρώπινη συνεννόηση πρόσωπο µε πρόσωπο). Οι νεώτερες υλοποιήσεις 
υποστηρίζουν στη φάση αρχικοποίησης την χρήση του πρωτοκόλλου Public Key 
Cryptography for Initial Authentication in Kerberos - PKINIT [Zhu06]. Αυτό 
επιτρέπει την χρήση ψηφιακών πιστοποιητικών (digital certificates) X.509 για την 
αρχική είσοδο στο KDC (βήµα a. ανωτέρω). 
Η σηµαντική αδυναµία του πρωτοκόλλου Kerberos πηγάζει από την ύπαρξη 
του KDC  µέσα στο δίκτυο. Αφενός αποτελεί σηµείο αποτυχίας (single point of 
failure). Σε περίπτωση αστοχίας, η οποία µπορεί να οφείλεται σε αστοχία υλικού ή σε 
διαδικτυακές επιθέσεις άρνησης υπηρεσίας (Distributed Denial of Service - DDoS 
attacks), κανένας δεν µπορεί να χρησιµοποιήσει τις υπηρεσίες. Συνήθως επιλύεται µε 
την ύπαρξη πολλαπλών KDCs που ενεργοποιούνται σε περίπτωση αστοχίας. 
Αφετέρου, το KDC αποτελεί πρωτεύον στόχος των κακόβουλων χρηστών σε ένα 
σύστηµα. Σε περίπτωση που κάποιος αποκτήσει τον έλεγχο του KDC, όλο το  
σύστηµα ταυτοποίησης καταρρέει γιατί ο εισβολέας µπορεί να αποκτήσει την 
ταυτότητα οποιουδήποτε χρήστη ή υπηρεσίας. 
Παρόλα τα παραπάνω µειονεκτήµατα, ο Kerberos αποτελεί µια πλήρη λύση 
ταυτοποίησης, προτυποποιηµένη που βρίσκει µεγάλη διάδοση. Αποτελεί το 
πρωτόκολλο ταυτοποίησης πολλών αρχιτεκτονικών και συστηµάτων, 
συµπεριλαµβανοµένου και των  MS Windows Domains. Επίσης υλοποιεί την 
ταυτοποίηση στην Αρχιτεκτονικής Ασφαλείας που προτείνουµε. 
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3.4.3. Ασφάλεια	  σε	  Computational	  Grids	  
Τα Computational Grids εκτείνονται µεταξύ πολλαπλών ανεξάρτητων 
οργανισµών και διαχειριστικών οντοτήτων. Το γεγονός αυτό θέτει επιπλέον 
απαιτήσεις από την αρχιτεκτονική ασφαλείας. Οι απαιτήσεις αυτές είναι: 
 Πως θα γίνει η ασφαλής αντιπροσώπευση των χρηστών από ενδιάµεσες 
υπηρεσίες (delegation) 
 Πολιτικές ασφαλείας και πως αυτές ορίζουν την εξουσιοδότηση των 
χρηστών στους πόρους (authorization) 
Η ταυτοποίηση (authentication) των χρηστών στα Grids βασίζεται στο GSI 
και η εξουσιοδότηση (authorization) σε Virtual Organizations (VOs) (Εικονικούς 
Οργανισµούς). Στην συνέχεια θα αναλύσουµε παρακάτω το GSI αλλά την χρήση των 
VOs για την εξουσιοδότηση σε Grids. 
3.4.3.1. Ταυτοποίηση	  (Authentication)	  στα	  Computational	  Grids	  	  
Η defacto τεχνολογία ταυτοποίησης χρηστών σε Computational Grid είναι το  
Grid Security Infrastructure (GSI) [Fost01]. Βασίζεται σε Κρυπτογραφία 
Δηµοσίου Κλειδιού και σε Υποδοµή Δηµοσίου Κλειδιού (PKI)  χρησιµοποιώντας 
πιστοποιητικά X.509 µεταξύ τελικών χρηστών µέσω του κόµβου διασύνδεσης - User 
Interface (UI) και των κατανεµηµένων υπηρεσιών της αρχιτεκτονικής Grid, όπως 
περιγράψαµε στην ενότητα 2.2.3. 
Το GSI εισάγει µια σηµαντική επέκταση στο PKI µε τα προσωρινά 
Πιστοποιητικά Πληρεξουσίου  (Proxy Certificates) [Tuec04] στην όλη διαδικασία 
ασφαλής ταυτοποίησης του χρήστη. Τα proxy certificates είναι επέκταση των 
πιστοποιητικών X.509. Επιτρέπουν την λειτουργία  αντιπροσώπευσης (delegation) 
ενός χρήστη από έναν ενδιάµεσο κόµβου του Grid,  ο οποίος στην συνέχεια µπορεί 
να καλεί άλλες τελικές υπηρεσίες εκ µέρους του χρήστη. Οι υπηρεσίες αυτές 
λαµβάνουν τα διαπιστευτήριά του αρχικού χρήστη  µέσω του πληρεξούσιου κόµβου 
µε την µορφή proxy certificate που ξεκινά από τον αρχικό χρήστη. Μαζί µε το αρχικό 
proxy certificate ο αρχικός χρήστης δίνει στον πληρεξούσιο κόµβο και ένα 
προσωρινό ζεύγος κλειδιών (public και private keys). Ο πληρεξούσιος κόµβος 
αναµεταδίδει στις άλλες υπηρεσίες το proxy certificate (που περιέχει προσωρινό 
public key του αρχικού χρήστη) και το υπογράφει µε το private key που έλαβε από 
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τον αρχικό χρήστη. Έτσι οι τελικές υπηρεσίες επαληθεύουν πως ο πληρεξούσιος 
κόµβος δρα εκ µέρους του αρχικού χρήστη. 
Η λειτουργία Delegation είναι βασική σε περιβάλλον Grid, γιατί επιτρέπει 
στις υπηρεσίες εκτέλεσης, π.χ. σε έναν Resource Broker (RB) να εκτελεί τις 
επιµέρους υπηρεσίες µίας ροής εργασίας (workflow) ενός χρήστη, εκ µέρους του 
χρήστη και χρησιµοποιώντας τα δικαιώµατά του. Η λειτουργία αυτή είναι ιδιαίτερη 
χρήσιµη σε εργασίες των Grids που απαιτούν πολλές ηµέρες για την ολοκλήρωση 
τους και κλήση πολλών άλλων υπηρεσιών όπως περιγράφονται στη ροή εργασίας.   
Επίσης, µε το proxy certificate απαλλάσσεται ο αρχικός χρήστης από να 
χρησιµοποιεί τα µόνιµα διαπιστευτήριά του (long-term keys, password) για 
πρόσβαση σε πολλαπλές κατανεµηµένες υπηρεσίες: Αντ’ αυτού η πρόσβαση γίνεται 
µέσω του πληρεξούσιου κόµβου µε την χρήση των proxy certificates υλοποιώντας 
την λειτουργία Single Sign On (SSO). 
Το µειονέκτηµα των proxy certificates είναι πως αν υποκλαπούν ή αν ο 
πληρεξούσιος κόµβος κάνει κατάχρηση της εξουσιοδότησης δηµιουργούν µεγάλο 
ζήτηµα ασφαλείας στην αξιοπιστία του χρήστη. Για το λόγο είναι προσωρινά (έχουν 
µικρή διάρκεια ζωής, συνήθως 12 ώρες) και δεν χρησιµοποιούνται για κρίσιµες 
συναλλαγές.  
Τα Proxy Certificates ακολουθούν την δοµή ενός πιστοποιητικού X.509, µε 
τις εξής διαφορές: α) το πληρεξούσιο πιστοποιητικό εσωκλείει εκτός από το 
πιστοποιητικό και το ιδιωτικό κλειδί κρυπτογράφησης, β) έχει µικρή διάρκεια 
ζωής και γ) στις επεκτάσεις του πιστοποιητικού (extensions, δείτε 3.4.1) ορίζεται η 
πληροφορία του proxy. Αυτή περιλαµβάνει το είδος του Proxy Certificate [PrCert]  
(Full Proxy, Limited Proxy, Independent Proxy, Restricted Proxy), µε τα Full 
Proxy να επιτρέπουν όλες τις λειτουργίες που επιτρέπονται και στο πιστοποιητικό της 
οντότητας, και µε Limited Proxy όλες εκτός την εκτέλεση εργασιών. To DN του 
proxy certificate αποτελείται από το DN του χρήστη µε την προσάρτηση του 
µοναδικού σειριακού αριθµού που παράγει ο χρήστης (π.χ. o=ntua, ou=ece, 
ou=netmode, cn=moralis, cn=32432423). 
Τα Computational Grid της επιστηµονικής κοινότητας στην Ευρώπη έχουν 
ιδρύσει τον οργανισµό EU Grid Policy Management Authority - EUGridPMA 
[EUGridPMA], ο οποίος συντονίζει τις εθνικές προσπάθειες στον τοµέα της 
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πιστοποίησης, εκδίδοντας οδηγίες για την διαδικασία πιστοποίησης και λειτουργίας 
τους. Παρόµοιες προσπάθειες επεκτάθηκαν σε όλο τον κόσµο µε τους οργανισµούς 
Asian Pacific Grid PMA (APGridPMA)  και The America Grid PMA (TAGPMA). 
Ακολουθούν ουσιαστικά την ιεραρχική µορφή οργάνωσης PKI που παρουσιάστηκε 
στον Πίνακα 2 (δ) της ενότητας 3.4.1. 
3.4.3.2. Εξουσιοδότηση	  (Authorization)	  στα	  Computational	  Grids	  
Η εξουσιοδότηση των χρηστών ενός Computational Grid βασίζεται στην 
οµαδοποίησή τους σε Εικονικούς Οργανισµούς (Virtual Organizations – VOs). 
Σύµφωνα µε το [Fost01], ένας VO είναι ένα σύνολο χρηστών ή/και ιδρυµάτων, που 
ανήκουν σε διαφορετικούς φυσικούς Οργανισµούς και έχουν κοινούς κανόνες 
διαµοιρασµού των πόρων. Παραδείγµατα VOs είναι οι Φυσικοί και τα 
όργανα/συσκευές/υπολογιστές που διαθέτουν για την εκτέλεση ενός συνεργατικού 
πειράµατος (π.χ. το πείραµα Compact Muon Solenoid - CMS [CMS] του Large 
Hadron Collider – LHC του CERN), τα µέλη µια κοινοπραξίας που έχουν σκοπό να 
κατασκευάσουν ένα αεροπλάνο κ.α. Οι VOs είναι δυνατόν να διαφέρουν σηµαντικά 
µεταξύ τους στο σκοπό, στην εµβέλεια, στο µέγεθος, στη δοµή και στην κοινωνική 
τους σύνθεση. 
Η εξουσιοδότηση χρηστών στους πόρους και στις υπηρεσίες στα Grids στις 
πρώτες υλοποιήσεις τους ακολούθησε την απλή προσέγγιση της χρήσης του 
gridmap-file σε κάθε κόµβο του Grid. Αυτός είναι ένας απλός µηχανισµός όπου σε 
ένα αρχείο αντιστοιχίζονται οι χρήστες του Grid (όπως εκφράζονται µε το DN του 
µόνιµου πιστοποιητικού τους X.509) σε  τοπικούς χρήστες των υπηρεσιών του 
κόµβου. O έλεγχος πρόσβασης (εξουσιοδότηση) ακολούθως γινόταν µε βάση τα 
δικαιώµατα (ρόλους) τοπικών χρηστών του συστήµατος. Η λίστα αυτή υπήρχε σε 
κάθε κόµβο του Grid και η ανανέωσή της γινόταν µε ftp,  από κάποιο έµπιστο ftp site. 
Ωστόσο, η λύση χρήσης του gridmap-file δεν είναι εύκολα διαχειρίσιµη σε 
εφαρµογές ευρείας κλίµακας, όπου απαιτείται µεγάλος αριθµός χρηστών και πόρων, 
διότι αυξάνει το µέγεθός του υπερβολικά και απαιτεί κεντρική διαχείριση για όλους 
τους VOs. Για αυτό, προτάθηκαν λύσεις όπως το Community Authorization 
Service CAS [Pear02] και Virtual Organizations Management Membership 
Service (VOMS) [Alfi03]. Οι λύσεις αυτές επιτρέπουν στον ίδιο τον VO να 
διαχειριστεί τους χρήστες του, τους ρόλους και τις δυνατότητές τους, αφήνοντας 
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παράλληλα στους διαχειριστές των πόρων να έχουν τον απόλυτο έλεγχο πρόσβασης 
σε τοπικές υπηρεσίες ευθύνης τους. 
Ένας χρήστης-µέτοχος ενός VO παράγει ένα GSI proxy certificate το οποίο 
αποστέλλει σε ένα εξυπηρετητή VOMS.  Ο εξυπηρετητής, αφού αναζητήσει (σε βάση 
που διατηρεί για κάθε VO) την οµάδα, τους ρόλους και τις δυνατότητες του χρήστη 
(user capabilities) παράγει από το ληφθέν proxy, ένα νέο proxy certificate του 
χρήστη, στο οποίο έχει προσθέσει τις εξουσιοδοτήσεις του. Αυτό το proxy είναι το 
Attribute Certificate [Alfi05]. 
Παρουσιάζοντάς  ο χρήστης το Attribute Certificate σε µια υπηρεσία, 
πραγµατοποιείται η ταυτοποίηση του χρήστη και  ταυτόχρονα µέσω του Attribute 
Certificate η υπηρεσία αναγνωρίζει σε ποιο VO  ο χρήστης ανήκει και τους ρόλους 
που έχει. Με βάση αυτά και την τοπική πολιτική πρόσβασης, ορίζεται το επίπεδο 
πρόσβασης του χρήστη στην υπηρεσία. 
3.5. Πρωτόκολλα	  Ασφαλείας	  των	  Web	  Services	  
Τα Web Services παρέχουν τους βασικούς µηχανισµούς για την δηµιουργία 
κατανεµηµένων εφαρµογών που επεκτείνονται στα σηµερινά σύνθετα ετερογενή 
περιβάλλοντα.  
 
Σχήµα 9: Η στοίβα πρωτοκόλλων WS-* που συµπεριλαµβάνει το Security [Sing07] 
Τα πρωτόκολλα ασφαλείας Web Services είναι σχεδιασµένα να δίνουν λύση σε 
ένα κοµµάτι του προβλήµατος ασφαλής επικοινωνίας. Στο [Sing07] όπως βλέπουµε 
και στο Σχήµα 9 περιγράφεται η στοίβα των πρωτοκόλλων ασφαλείας των WS. Η 
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προτυποποίηση λαµβάνει χώρα µέσα στους µεγάλους οργανισµούς προτυποποίησης 
όπως o W3C και OASIS και σηµαντικές εταιρίες του χώρου της  πληροφορικής όπως 
η IBM, Microsoft και VeriSign έχουν συµβάλλει στην προτυποποίηση τους [Neal03]. 
Στην συνέχεια της παρούσας ενότητας θα παρουσιάσουµε τα κύρια 
πρωτόκολλα ασφαλείας που αφορούν άµεσα ή έµµεσα την παρούσα διατριβή. 
Συγκεκριµένα θα παρουσιάσουµε το WS-Security και θα αναλύσουµε στη συνέχεια 
µηχανισµούς που χρησιµοποιεί, όπως το XML Encryption, XML Digital Signatures, 
WS-SecureConversation, αλλά και επικουρικούς µηχανισµούς και συγκεκριµένα WS-
Policy και WS-Trust. Το πρωτόκολλο WS-Security χρησιµοποιείται από την 
αρχιτεκτονική που προτείνεται στην παρούσα διατριβή για την µεταφορά των 
µηνυµάτων σε µορφή XML  και µε το πρωτόκολλο ανταλλαγής µηνυµάτων SOAP. 
3.5.1. Web	  Services’	  end-­‐to-­‐end	  Security	  
Παραδοσιακά, τα πρωτόκολλα που εφαρµόζονται στο Internet για να 
προστατέψουν τις τηλεπικοινωνίες, εφαρµόζονται πάνω από το επίπεδο της 
µεταφοράς (transport). Τέτοιες τεχνολογίες είναι το SSL (Secure Sockets Layer) και 
το TLS (Transport Layer Security) [Dier06] που προστατεύουν συγκεκριµένες 
εφαρµογές αντιστοιχισµένες σε συνόδους (TCP sessions) π.χ. ασφαλής σύνδεση http 
(https). Εναλλακτικά το πρωτόκολλο IPSec (Internet Protocol Security) [Kent96] 
προσφέρει κρυπτογράφηση ανά πακέτο IP ακολουθώντας συµµετρική 
κρυπτογράφηση µετά από µια φάση ανταλλαγής κλειδιών που ορίζει µία ασφαλή 
σύνοδο. Τα πρωτόκολλα προσφέρουν ταυτοποίηση, ακεραιότητα και 
εµπιστευτικότητα δεδοµένων ορίζοντας µία ασφαλή σύνοδο (session) από σηµείο-σε-
σηµείο (point-to-point). Σε περιπτώσεις επεξεργασίας από ενδιάµεσους κόµβους 
(π.χ. Http proxies), απαιτούνται δύο ασφαλείς συνδέσεις: Μία σύνοδος µέχρι τον 
ενδιάµεσο κόµβο και µια δεύτερη ως τον τελικό κόµβο.  
Οι τεχνολογίες ασφαλείας των Web Services που θα αναφερθούµε, 
εφαρµόζονται στο επίπεδο του µηνύµατος (Message Security) και επιτυγχάνεται 
ασφάλεια από  άκρο-σε-άκρο (end-to-end). Η end-to-end  λειτουργία βασίζεται στην 
µεταφορά των security tokens  και των διαπιστευτηρίων (credentials) µέσα στο 
µήνυµα εφαρµόζοντας λειτουργίες ασφαλείας (κρυπτογράφηση και ηλεκτρονικές 
υπογραφές) σε όλο το µήνυµα ή µέρος του.  
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Σε σενάρια όπου τα µηνύµατα SOAP χρειάζεται να περάσουν µέσω πολλαπλών 
ενδιάµεσων που εκτελούν λειτουργίες πάνω στο µήνυµα (π.χ.  Firewalls και proxies 
που εκτελούν δροµολόγηση στο επίπεδο του µηνύµατος στέλνοντας το στην 
αντίστοιχη εφαρµογή), τα πρωτόκολλα TLS και IPSec σε επίπεδο συνόδου (session 
network protocol) δεν παρέχουν την αναγκαία λειτουργικότητα των end-to-end 
ασφαλών επικοινωνιών. Η εφαρµογή της ασφάλειας στο επίπεδο του µηνύµατος 
(µηνύµατος SOAP) απαιτείται για να προσδώσει την αναγκαία λειτουργικότητα. 
Ένας επίσης σηµαντικός λόγος, ο οποίος επιβάλλει σε κάποιες σενάρια την 
χρήση ασφάλειας end-to-end είναι οι εφαρµογές που απαιτούν διαφορετικά επίπεδα 
διαβάθµισης ασφαλείας της µεταδιδόµενης πληροφορίας. Η πληροφορία σχετικά µε 
την ασφάλεια του µηνύµατος πρέπει να αποτυπώνεται καθαρά στο µήνυµα, ώστε να 
είναι προσπελάσιµη από τους παραλήπτες του µηνύµατος για περαιτέρω επεξεργασία. 
Η λειτουργία αυτή δεν είναι δυνατόν να υλοποιηθεί µε µηχανισµού ασφαλείας σε 
επίπεδο συνόδου (session) που µπορεί να περιλαµβάνει πολλά µηνύµατα. 
3.5.2. WS-­‐Security	  
Ο µηχανισµός WS-Security (WSS) [Nada06a] προσφέρει message security 
και επιτρέπει ασφαλείς ανταλλαγές µηνυµάτων SOAP end-to-end. Προσφέρει ένα 
σύνολο από επεκτάσεις στο πρωτόκολλο SOAP, οι οποίες επιτρέπουν την 
υλοποίηση ακεραιότητας, εµπιστευτικότητας και ταυτοποίησης του µηνύµατος. 
Τα βασικά χαρακτηριστικά συνοψίζονται παρακάτω: 
 Υποστήριξη διαφορετικών ειδών Αντικειµένων Ασφαλείας (Security 
Tokens Formats), π.χ. X.509 και Kerberos. Αυτά τα security tokens 
φέρουν την πληροφορία που απαιτείται για να ταυτοποιηθεί ο 
αποστολέας του µηνύµατος στην υπηρεσία 
 Πολλαπλές Περιοχές Εµπιστοσύνης (multiple Trust Domains) 
 Πολλαπλές τεχνολογίες Κρυπτογράφησης και Ηλεκτρονικές 
Υπογραφές (Digital Signatures) ή HMACs (Hashed Message 
Authentication Codes) για τµήµατα του ιδίου µηνύµατος SOAP 
 End-to-end ασφάλεια του περιεχοµένου του µηνύµατος 
Το πρωτόκολλο WS-Security επιτρέπει την ασφαλή ανταλλαγή µηνυµάτων 
SOAP από πελάτη σε εξυπηρετητή. Ωστόσο, δεν µπορεί αυτόνοµα να προσφέρει την 
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αναγκαία λειτουργικότητα ασφαλείας σε ένα οµοσπονδιακό περιβάλλον µε 
ετερογενείς µηχανισµούς ασφαλείας. Σε ένα τέτοιο περιβάλλον κάθε οργανισµός 
έχει την δική του αρχιτεκτονική και πολιτική ασφαλείας που βασίζεται σε 
συγκεκριµένες τεχνολογίες. Μέσα στην αρχιτεκτονική ασφαλείας του κάθε 
οργανισµού δεσπόζει το σύστηµα του Παροχέα Ταυτότητας (Identity Provider). Οι 
Identity Providers είναι οντότητες που διατηρούν στοιχεία των υπόλοιπων οντοτήτων 
στο σύστηµα (χρήστες, υπολογιστές, εξυπηρετητές, υπηρεσίες) και εκδίδουν 
διαπιστευτήρια (credentials) σε χρήστες και υπηρεσίες και επιβεβαιώνουν τα 
εκδιδόµενα διαπιστευτήρια. Σε ένα περιβάλλον που υπάρχει µόνο µία Περιοχή 
Ασφαλείας (Security Domain) και ουσιαστικά ένας Identity Provider το πρωτόκολλο 
WS-Security µπορεί να δώσει λύση. Σε οµοσπονδιακά περιβάλλοντα το WS-Security 
που περιγράψαµε µπορεί να προσφέρει λύση συνεπικουρούµενο από επιπλέον 
υπηρεσίες (Web Services), όπως το WS-Trust για την εγκαθίδρυση trust µεταξύ των 
domains. 
Η προδιαγραφή του WS-Security ορίζει δύο τµήµατα: Το πρώτο ακολουθεί την 
προδιαγραφή Core και το δεύτερο τα Token Profiles.  
3.5.2.1. WS-­‐Security	  Core	  
Η προδιαγραφή Core ορίζει ένα µοντέλο ασφαλείας για να προσφέρει 
εµπιστευτικότητα, ακεραιότητα και ταυτοποίηση του µηνύµατος SOAP, 
χρησιµοποιώντας Ηλεκτρονικές Υπογραφές, HMAC και Security Tokens.  
Συγκεκριµένα, η εµπιστευτικότητα του µηνύµατος επιτυγχάνεται µε την 
κρυπτογράφηση του σώµατος ή ακόµα και επιλεγµένων τµηµάτων του µηνύµατος 
SOAP µέσω του προτύπου XML-Encryption που θα δούµε στην 3.5.3.  Η 
ακεραιότητα και η ταυτοποίηση του µηνύµατος επιτυγχάνεται µε Ηλεκτρονικές 
Υπογραφές  ή HMAC στο σώµα ή σε στοιχεία του µηνύµατος µέσω των  XML 
Digital Signatures που παρουσιάζονται στην ενότητα 3.5.4. 
H προδιαγραφή WS-Security ορίζει επίσης πως τα διάφορα Security Tokens 
προστίθενται στο µήνυµα, αλλά δεν προδιαγράφει πως εκδίδονται, αποκτούνται, 
ανανεώνονται, εγκυροποιούνται από τους συµµετέχοντες στην ανταλλαγή 
µηνυµάτων. Αυτές είναι λεπτοµέρειες υλοποίησης που µπορεί να διαφοροποιούνται 
σύµφωνα µε τους διαφορετικούς µηχανισµούς ασφαλείας και τα συστήµατα. 
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Όλη η πληροφορία ασφάλειας του µηνύµατος SOAP που προορίζεται για ένα 
συγκεκριµένο παραλήπτη προστίθεται στην επικεφαλίδα ασφαλείας (XML element 
<wss:security>), η οποία προστίθεται στην επικεφαλίδα του µηνύµατος SOAP. Εάν 
το µήνυµα προορίζεται για περισσότερους από έναν παραλήπτες, µπορεί να υπάρχουν 
ισάριθµες επικεφαλίδες ασφαλείας. Μέσα στην επικεφαλίδα ασφαλείας µπορούν να 
προστεθούν διάφορα security tokens, όπως φαίνονται στον Πίνακα 3. 
Πίνακας 3:Security Tokens του πρωτοκόλλου WS-Security (WSS Core) 
Security Tokens Περιγραφή 
Username Tokens Προστίθεται προαιρετικά και προσφέρει ένα Όνοµα Χρήστη 
(username). 
Binary Security 
Tokens  
Είναι αντικείµενα σε ψηφιακή µορφή (όχι XML), όπως Χ.509 
Ηλεκτρονικά Πιστοποιητικά και Kerberos tickets. 
XML Tokens Χρησιµοποιείται για Αντικείµενα Ασφαλείας βασισµένα στην XML. 
EncryptedData 
Tokens 
Για να κρυπτογραφεί άλλα αντικείµενα ασφαλείας (όταν χρειάζεται) 
χρησιµοποιώντας ένα ενθυλακωµένο στο µήνυµα κλειδί ή µία 
αναφορά σε ένα άλλο κλειδί κρυπτογράφησης (π.χ. ιδιωτικό κλειδί 
του παραλήπτη). 
SecurityTokenRefer
ence Elements 
Προσφέρει µια αναφορά σε ένα αντικείµενο ασφαλείας ή κάποιον 
µηχανισµό που πρέπει να χρησιµοποιηθεί για να ανακτηθεί το κλειδί 
κρυπτογράφησης ή ηλεκτρονικής υπογραφής. Περιέχει µια Απευθείας 
Αναφορά που χρησιµοποιεί ένα URI Key Identifier που δείχνει προς 
ένα αντικείµενο ασφαλείας ή µια ενθυλακωµένη αναφορά.  
Signatures Επιδεικνύει την γνώση ενός κλειδιού που σχετίζεται µε ένα συνοδεύον 
αντικείµενο ασφαλείας. Ένα Αντικείµενο Υπογραφής (Signature 
Token) περιέχει µια XML  Υπογραφή που µπορεί να είναι 
ενθυλακωµένη σε µια κεφαλίδα ασφαλείας. 
XML Encryption 
Reference List  
Απαριθµεί σε λίστα όλα τα κρυπτογραφηµένα <xenc: EncryptedData> 
όπου είναι όλα τα κρυπτογραφηµένα XML  στοιχεία µέσα στο φάκελο 
του SOAP. 
H επικεφαλίδα ασφαλείας πρέπει να περιέχει τουλάχιστον ένα Security Token ή 
µια αναφορά σε αυτό, ώστε να µπορεί ο παραλήπτης να βρει  τα διαπιστευτήρια που 
χρησιµοποιήθηκαν για την προστασία του µηνύµατος. Μετά, ανάλογα µε την 
λειτουργία ασφαλείας (εµπιστευτικότητα ή ακεραιότητα), µπορεί τα στοιχεία του 
µηνύµατος SOAP να αντικατασταθούν από τα κρυπτογραφηµένα στοιχεία που 
περιέχουν το κρυπτογραφηµένο κείµενο (ciphertext) και να προστεθεί σε αυτό µια 
Ηλεκτρονική Υπογραφή.  
3.5.2.2. WS-­‐Security	  X.509	  και	  Kerberos	  Token	  Profiles	  
Εκτός από την προδιαγραφή Core, υπάρχουν επιπλέον προδιαγραφές που 
ανήκουν στο WS-Security (WSS), οι οποίες ορίζουν µε ακρίβεια πως χειρίζονται 
συγκεκριµένα Security Tokens όπως το WSS Χ.509 Certificate Token Profile 
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[Nada06b], το WSS Kerberos Token Profile [Nada06c] και  το WSS SAML Token 
Profile [Monz06]. Ως επεκτάσεις στο προδιαγραφή Core, έχουν σκοπό, 
ακολουθώντας τις γενικές αρχές της, να καλύψουν τις εξειδικευµένες απαιτήσεις του 
κάθε µηχανισµού ασφαλείας. 
Τα Kerberos και X.509 Certificate Token Profiles αποτελούν αντικείµενο 
µελέτης της διατριβής και παρουσιάζεται λεπτοµερώς τη λειτουργία τους στις 
ενότητες 6.2.4 και 6.2.3 αντίστοιχα. Εν συντοµία, το WSS X.509 Token Profile ορίζει 
πως ένα Χ.509 Certificate ενσωµατώνεται ως Binary Security Token µέσα στην 
επικεφαλίδα ασφαλείας του µηνύµατος SOAP και πως ενσωµατώνονται οι αναφορές 
σε πιστοποιητικά ως SecurityTokenReferences. Ορίζει τριών ειδών αναφορές σε 
X.509 Certificate: Αναφορά σε Certificate Subject, αναφορά σε Binary Token (X.509 
Certificate) και αναφορά σε Issuer and Serial number ενός Certificate. Με βάση την 
αναφορά ή το ίδιο το certificate (ενσωµατωµένο ως Binary Token) η υπηρεσία µπορεί 
να βρει το πιστοποιητικό που χρησιµοποιήθηκε για να υπογράψει/κρυπτογραφήσει το 
µήνυµα, από εκεί να ανακτήσει το δηµόσιο κλειδί του αποστολέα και να επαληθεύσει 
την υπογραφή (εφόσον υπάρχει) χρησιµοποιώντας XML Signatures και να 
αποκρυπτογραφήσει το κρυπτογραφηµένο στοιχείο. Συνήθως όταν χρησιµοποιείται 
WSS X.509 Token Profile, σε κάθε µήνυµα χρησιµοποιείται το δηµόσιο κλειδί της 
υπηρεσίας για να κρυπτογραφηθεί και να αποσταλεί ένα συµµετρικό κλειδί στο 
µήνυµα. Η υπηρεσία-παραλήπτης του µηνύµατος αποκρυπτογραφεί το συµµετρικό 
κλειδί και το χρησιµοποιεί στην συνέχεια για να αποκρυπτογραφήσει τα στοιχεία που 
µηνύµατος που αυτό έχει χρησιµοποιηθεί (µέσω της XML Encryption Reference 
List). Να σηµειωθεί ότι κάθε µήνυµα SOAP έχει αυτόνοµο µηχανισµό ασφαλείας και 
µπορεί να αποτελείται από πολλά πακέτα IP. 
To WSS Kerberos Token Profile ορίζει πως ένα Kerberos Service Ticket 
ενσωµατώνεται σε ένα WSS προστατευµένο µήνυµα και πως µέσω αυτού επιτρέπει 
στην υπηρεσία να ταυτοποιήσει και να επαληθεύσει υπογραφές και 
αποκρυπτογραφήσει το µήνυµα. Ορίζει πως στο πρώτο µήνυµα στέλνεται το Service 
Ticket ως Binary Security Token. Με βάση αυτό ταυτοποιείται το µήνυµα στην 
υπηρεσία και στα επόµενα αποστέλλεται µια αναφορά σε αυτό ως 
SecurityTokenReference. Το πρωτόκολλο ορίζει πως οι υπογραφές στο µήνυµα 
πρέπει να είναι HMAC και πρέπει να ακολουθείται συµµετρική κρυπτογράφηση για 
να κρυπτογραφηθούν στοιχεία του µηνύµατος SOAP. 
Αρχιτεκτονικές Ασφαλείας 
58 
3.5.3. XML	  Encryption	  
Το πρότυπο XML Encryption παρέχει τους κανόνες για την κρυπτογράφηση 
και αποκρυπτογράφηση Εγγράφων XML µε την βοήθεια Security Tokens 
(Ηλεκτρονικά Πιστοποιητικά, Εισιτήρια Kerberos κτλ.). Η κρυπτογράφηση µπορεί να 
εφαρµοστεί σε όλο το έγγραφο XML ή σε µέρη αυτού. Το πρότυπο έχει προταθεί από 
το W3C XML Encryption Working Group [Imam02] και χρησιµοποιείται από το 
πρότυπο WS-Security για να παρέχει εµπιστευτικότητα µηνύµατος. 
Το XML Encryption (XML-Enc), επιτρέπει στα ανταλλασσόµενα Έγγραφα 
XML, να διατηρούν ασφαλείς και απροστάτευτες καταστάσεις της πληροφορία 
ακόµα και στο ίδιο έγγραφο. Συγκεκριµένα µπορεί να χρησιµοποιηθεί για να 
κρυπτογραφεί: 
 Όλο το έγγραφο XML 
 Ένα στοιχείο (xml element) του εγγράφου XML 
 Το περιεχόµενο ενός στοιχείου XML 
 Binary Δεδοµένα, π.χ. ψηφιοποιηµένες εικόνες µέσα σε ένα 
Έγγραφο XML 
Τα κλειδιά για κρυπτογράφηση/αποκρυπτογράφηση µπορεί να είναι είτε 
συµµετρικά είτε ασύµµετρα, ακολουθώντας τους µηχανισµούς της Συµµετρικής και 
της Δηµοσίου Κλειδιού Κρυπτογραφίας αντίστοιχα. Αρκετοί κρυπτογραφικοί 
µηχανισµοί υποστηρίζονται από το πρότυπο (π.χ. Triple-DES, AES-128, RSA-1.5, 
Diffie Hellman, SHA1 κτλ.). Μπορεί επίσης το χρήστης να ορίσει δικούς του 
αλγόριθµους ακολουθώντας το συντακτικό και τις συστάσεις του προτύπου. 
Το XML Encryption δίνει την δυνατότητα κρυπτογράφησης όλου ή µέρους 
ενός αρχείου XML παράγοντας ένα κρυπτογραφηµένο στοιχείο XML στην θέση του. 
Το κρυπτογραφηµένο στοιχείο περιέχει το κρυπτογραφηµένο κείµενο (ciphertext) και 
προαιρετικά α) την µέθοδο κρυπτογράφησης (αλγόριθµο) του στοιχείου, β) 
πληροφορία σχετικά µε την ανάκτηση του κρυπτογραφικού κλειδιού και γ) των 
παραµέτρων κρυπτογράφησης που χρησιµοποιήθηκαν κατά την κρυπτογράφηση και 
είναι απαραίτητα κατά την λειτουργία της αποκρυπτογράφησης, π.χ. 
Ηµεροµηνία/Ώρα κρυπτογράφησης, encoding για την µετατροπή του σε character 
oriented (π.χ. Base64) κτλ. 
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Το πρότυπο XML-Enc χρησιµοποιείται από το WS-Security για να παρέχει 
κρυπτογράφηση των στοιχείων του µηνύµατος SOAP, προσφέροντας λύση στο 
πρόβληµα της εµπιστευτικότητας του µηνύµατος. 
3.5.4. XML	  Digital	  Signature	  
Το πρότυπο XML Digital Signature [Bart08] ορίζει το συντακτικό και τους 
κανόνες επεξεργασίας των Ψηφιακών Υπογραφών σε µορφή XML. Μια Ψηφιακή 
Υπογραφή σε XML µπορεί να εφαρµοστεί σε οποιοδήποτε ψηφιακό περιεχόµενο, 
συµπεριλαµβανοµένων εγγράφων XML όπως µηνύµατα SOAP. Οι υπογραφές 
σχετίζονται µε ψηφιακό περιεχόµενο µε την χρήση Μοναδικού Αναγνωριστικού 
Πόρου (Unique Resource Identifier – URI). Ένα έγγραφο XML µπορεί να περιέχει 
παραπάνω από µια υπογραφές XML, που σχετίζονται µε στοιχεία του εγγράφου ή 
είναι υπογραφές διαφορετικών οντοτήτων πάνω στο έγγραφο ή στοιχείων αυτού. 
Οι ψηφιακές υπογραφές XML, όταν χρησιµοποιούνται στις επικοινωνίες 
βασισµένες στο πρωτόκολλο SOAP, µπορούν να προσφέρουν ταυτοποίηση 
(authentication), ακεραιότητα (integrity), µη άρνηση ενεργειών (non-
repudiation) στο µήνυµα. Αν και ο όρος Ψηφιακή Υπογραφή αναφέρεται σε 
Κρυπτογραφία Δηµοσίου Κλειδιού, οι Ψηφιακές Υπογραφές XML µπορούν να 
χρησιµοποιήσουν Συµµετρική Κρυπτογραφία. Σε αυτήν την περίπτωση ονοµάζονται 
Hashed Message Authentication Codes (HMAC), όπως είδαµε και στην 
παράγραφο 3.3.1. 
Στην γενική περίπτωση, µια Ψηφιακή Υπογραφή ενός εγγράφου είναι ένα 
αντικείµενο που παράγεται από εφαρµογή συνάρτησης κατακερµατισµού του 
Εγγράφου και την κρυπτογράφηση της παραγόµενης τιµής. Οι Ψηφιακές Υπογραφές 
XML (XML Signatures) ακολουθούν αυτόν τον κανόνα και συµµορφώνονται µε το 
πρότυπο XML. Εποµένως, µια Υπογραφή XML ενθυλακώνεται σε έγγραφο XML ή 
σε SOAP µήνυµα ως ένα στοιχείο υπογραφής  (Signature Element). 
Μια τυπική XML Signature σύµφωνα µε τις προδιαγραφές συνοδεύεται 
από: 
 Το στοιχείο SignedInfo, που περιλαµβάνει αναφορά στο αλγόριθµο 
κανονικοποίησης (π.χ. Base64), στο αλγόριθµο υπογραφής (π.χ. RSA) 
και στον αριθµό των αναφορών 
 Το στοιχείο SignatureValue,  το οποίο περιέχει την τιµή της υπογραφής 
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 (προαιρετικά) το στοιχείο KeyInfo που επιτρέπει σε ένα παραλήπτη να 
αποκτήσει τα διαπιστευτήρια που απαιτούνται να επικυρώσει την 
υπογραφή και 
 (προαιρετικά) το στοιχείο Object, που ορίζει την κωδικοποίηση και το 
τύπο MIME και χρησιµοποιείται για ενηµερωτικούς σκοπούς. 
 Η προδιαγραφή XML Signature, από το σχεδιασµό της, δεν επιβάλει την 
χρήση µια συγκεκριµένης πολιτικής εµπιστοσύνης. Ο υπογράφων ενός εγγράφου 
δεν είναι υποχρεωµένος  να ενσωµατώσει κάποια πληροφορία κλειδιού. Μπορεί  
όµως να ενσωµατώσει ένα στοιχείο που ορίζει το ίδιο το κλειδί, ένα όνοµα κλειδιού, 
ένα πιστοποιητικό X.509 κτλ. Εναλλακτικά, µπορεί να ενσωµατωθεί ένας σύνδεσµος 
προς την τοποθεσία που βρίσκεται όλη η πληροφορία για το κλειδί. 
Αξίζει να τονίσουµε πως τόσο οι µηχανισµοί που υλοποιούν/ακολουθούν την 
προδιαγραφή XML Signature αλλά και XML-Enc επιβαρύνουν την απόδοση 
(performance) εξαιτίας την κανονικοποίησης (canonicalization) που εκτελούν πριν 
την υπογραφή/κρυπτογράφηση του µηνύµατος SOAP [Zhan07]. Το canonicalization 
ενός αρχείου XML είναι η µετατροπή του σε µια «κανονική» µορφή, όπου έχουν 
αφαιρεθεί κενά, έχουν µπει σε σειρά και έχουν αφαιρεθεί τα πλεονάζοντα 
namespaces, έχουν µετατραπεί τα σχετικά URI σε απόλυτα κτλ. [Boye08].  Η 
κανονικοποίηση είναι απαραίτητη για να εφαρµόζονται οι αλγόριθµοι 
κατακερµατισµού (hashing) και κρυπτογράφησης σε αποστολέα και παραλήπτη στο 
ίδιο ακριβώς κείµενο, γιατί οι XML parsers µπορεί να αλλοιώνουν τα µηνύµατα (π.χ. 
αφαιρούν κενά). Η διαδικασία parsing προηγείται στον παραλήπτη της επεξεργασίας 
των στοιχείων ασφαλείας (digital signatures, Security Tokens κτλ.). 
3.5.5. WS-­‐SecureConversation	  
Η προδιαγραφή WS-SecureConversation [Nada09] εντάσσεται στις 
προδιαγραφές ασφαλείας των Web Services. Χρησιµοποιείται συνήθως σε συνέργεια 
των WS-Security, WS-Trust και WS-Policy που θα δούµε στην επόµενη ενότητα για 
να επιτρέψει συµµετοχή των περιεχοµένων ασφαλείας.  
Η προδιαγραφή WS-Security, όπως είδαµε, παρέχει τους µηχανισµούς για να 
προστατεύει ένα µήνυµα SOAP προς τη µία κατεύθυνση. Σε περιπτώσεις όπου 
απαιτούνται πολλαπλές ανταλλαγές µηνυµάτων, είναι πιο αποδοτικό να 
δηµιουργηθεί ένα είδος συνόδου µεταξύ της υπηρεσίας και του καταναλωτή της, 
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ώστε να µειωθεί το βάρος χειρισµού των πληροφοριών ασφαλείας ανά µήνυµα. Η 
προδιαγραφή WS-SecureConversation παρέχει την ζητούµενη λειτουργικότητα µέσω 
επεκτάσεων στους βασικούς µηχανισµούς του WS-Security. Σκοπός του είναι να 
επιτρέψει τη δηµιουργία συµφωνίας περιεχοµένου ασφαλείας (security context) µέσω 
ενός security context token και τον να ορισθεί κλειδί συνόδου όταν γίνονται 
πολλαπλές ανταλλαγές µηνυµάτων.  
Η αποτελεσµατική επεξεργασία µηνυµάτων που παρέχει ο µηχανισµός εξαιτίας 
του γεγονότος ότι δηµιουργεί συνοδό, βελτιώνει την συνολική απόδοση της 
υπηρεσίας σε επόµενες ανταλλαγές µηνυµάτων. Συνοψίζοντας, οι κύριοι στόχοι 
του  WS-SecureConversation είναι: 
 Να ορίσει πως το security context token εγκαθίσταται, 
 Να περιγράψει πως τα security context tokens τροποποιούνται και τέλος 
 Να ορίσει πως τα παραγόµενα κλειδιά υπολογίζονται και 
µεταβιβάζονται στο µήνυµα 
To security context token δεν αποτελεί από µόνο του λύση ασφαλείας, αλλά 
είναι δοµικό στοιχείο που µπορεί να χρησιµοποιηθεί µε άλλα πρωτόκολλα που 
βασίζονται σε Web Services (όπως το WS-Security) για να διευκολύνει στην 
δηµιουργία ενός µεγάλου φάσµατος µοντέλων ασφαλείας και τεχνολογιών εντός του 
πρωτοκόλλου SOAP. 
3.5.6. WS-­‐Policy	  και	  WS	  Trust	  
Το πρότυπο WS-Policy [Veda07a] είναι πρόταση του W3C  που ορίζει πως 
ένα Web Service µπορεί να δηµοσιεύσει την πολιτική ασφαλείας του, ως µέρος 
ενός εγγράφου WSDL. Μια πολιτική όπως ορίζεται στο πρότυπο είναι µια συλλογή 
από εναλλακτικές πολιτικές, οι οποίες µε την σειρά τους είναι µια συλλογή από µία ή 
παραπάνω διαβεβαιώσεις πολιτικής. Οι εναλλακτικές πολιτικές δεν είναι 
ταξινοµηµένες, εποµένως δεν υπάρχει η έννοια της προτεραιότητας/προτίµησης 
µεταξύ των εναλλακτικών. Το πρότυπο WS-Policy ορίζει τις δυνατότητες και τους 
περιορισµούς των πολιτικών, π.χ. αναγκαία security tokens, υποστηριζόµενοι 
αλγόριθµοι κρυπτογράφησης, κανόνες ιδιωτικότητας, πρωτόκολλα µεταφοράς, 
πολιτικές ιδιωτικότητας, σχήµατα ταυτοποίησης, χαρακτηριστικά Ποιότητας 
Υπηρεσίας (QoS) σε ενδιάµεσους και τελικούς κόµβους. Επίσης έχει σχεδιαστεί να 
λειτουργεί µαζί µε άλλα πρωτόκολλα Υπηρεσιών Ιστού, όπως τα WSDL και UDDI.  
Αρχιτεκτονικές Ασφαλείας 
62 
Το πρότυπο WS-Policy συµπληρώνεται µε το πρότυπο Attachments (WS-
PolicyAttachment [Veda07b]), όπου ορίζεται πως οι πολιτικές ενσωµατώνονται στο 
WSDL. Ένας πελάτης που επιθυµεί να καλέσει µια υπηρεσία, µπορεί να εξετάσει την 
δηµοσιευµένη πολιτική της µέσω WSDL, να µαζέψει τα αναγκαία διαπιστευτήρια και 
να την καλέσει. Όταν η υπηρεσία λάβει µια αίτηση από ένα πελάτη/χρήστη, εξετάζει 
εάν ικανοποιεί τις διαβεβαιώσεις πολιτικής και δρα ανάλογα. 
Σε περιβάλλοντα πολλαπλών περιοχών εµπιστοσύνης ασφαλείας (security trust 
domains), οι συνδιαλλασσόµενοι από διαφορετικές περιοχές πρέπει να αποφασίσουν 
εάν µπορούν να «εµπιστευτούν» τα διαπιστευτήρια της άλλης πλευράς. 
Συγκεκριµένα, δυο συνδιαλλασσόµενοι για να επικοινωνήσουν µε ασφάλεια, πρέπει 
να ανταλλάξουν διαπιστευτήρια ασφαλείας (άµεσα ή έµµεσα). Η λύση σε αυτό το 
πρόβληµα δίνεται µε το WS-Trust. 
Το πρωτόκολλο WS-Trust [Nada07] είναι ένα πρότυπο του οργανισµού 
προτυποποίησης OASIS [OASIS] από το 2007 και περιγράφει ένα πλαίσιο για 
µοντέλα εµπιστοσύνης διαφορετικών περιοχών ασφαλείας που µπορούν να 
ενσωµατωθούν σε Web Services. Προδιαγράφει διάφορα χαρακτηριστικά ενός 
security token στο µήνυµα αίτησης, όπως η περίοδος ζωής του, το µέγεθος του 
κλειδιού, οι τύποι των κλειδιών και ο εκδότης του.  
Το πρότυπο WS-Trust ορίζει την υπηρεσία Security Token Service (STS) και 
ένα απλό πρωτόκολλο αίτησης/απάντησης για την αίτηση/έκδοση/επαλήθευση 
security tokens, τα οποία περιγράφονται µέσω του πρωτοκόλλου WS-Policy και 
χρησιµοποιούνται από στο πρωτόκολλο WS-Security. Η υπηρεσία STS δρα ως 
Identity Provider µεταξύ των διαφορετικών security domains και ο πρωταρχικός 
σκοπός της είναι η έκδοση identity security tokens, τα οποία περιέχουν ισχυρισµούς  
(claims) για την ταυτότητα του αιτούντα. Ένας πελάτης ζητά να ανταλλάξει ένα 
security token µε ένα token που καταλαβαίνει η υπηρεσία στο άλλο domain, 
στέλνοντας µια αίτηση RequestSecurityToken (RST) στην υπηρεσία STS. Η 
υπηρεσία STS απαντάει µε ένα µήνυµα RequestSecurityTokenResponse (RSTR), που 
περιέχει το νέο security token. 
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4. Προτεινόμενη	  Αρχιτεκτονική	  
4.1. Εισαγωγή	  
Στο παρόν κεφάλαιο, θα παρουσιάσουµε την αρχιτεκτονική ασφαλείας που 
προτείνεται στη διατριβή. Σκοπός µας είναι ο σχεδιασµός µιας αρχιτεκτονικής 
ασφαλείας, η οποία ταυτοποιεί και εξουσιοδοτεί χρήστες ή ενδιάµεσες υπηρεσίες, 
αλλά παράλληλα βελτιώνει την ποιότητα της υπηρεσίας προσφέροντας µικρότερους 
χρόνους απόκρισης στις τελικές υπηρεσίες. Έχει σχεδιαστεί για Instrumentation 
Grids, τα οποία σέβονται τις αρχές των Υπηρεσιοστρεφών Αρχιτεκτονικών (SOA). 
Το γενικό περιβάλλον παρουσιάσθηκε στο 2ο Κεφάλαιο.  
Η υλοποίηση της αρχιτεκτονικής θα παρουσιασθεί εκτενώς στο 5ο Κεφάλαιο 
και τα αποτελέσµατα της στο 6ο Κεφάλαιο. Το παρόν κεφάλαιο διαρθρώνεται ως 
εξής: Αρχικά παρουσιάζονται οι βασικές αρχές που ακολουθήσαµε και η 
προτεινόµενη Αρχιτεκτονική Ασφαλείας.  Ακολουθεί η ανάλυση της, 
παρουσιάζοντας την συνολική λειτουργία της σε βήµατα και την λειτουργία του κάθε 
υποσυστήµατος (component)  ξεχωριστά. Στην συνέχεια του κεφαλαίου ακολουθεί η 
διαστρωµάτωση των πρωτοκόλλων ασφαλείας της αρχιτεκτονική και η συµµόρφωσή 
της µε τα πρότυπα των Συστηµάτων Υπολογιστικού Πλέγµατος - Computational 
Grid. 
4.2. 	  Απαιτήσεις	  της	  Προτεινόμενης	  Αρχιτεκτονικές	  	  
Στην παρούσα ενότητα θα παρουσιαστούν οι απαιτήσεις ασφαλείας που πρέπει 
να τηρεί η προτεινόµενη αρχιτεκτονική.  Ακολουθώντας τις αρχές των Computational 
Grids και των αρχών ασφαλείας όπως περιγράφονται στις ενότητες 3.4.3, 3.1 και 3.2, 
οι βασικές απαιτήσεις από υποσυστήµατα ασφαλείας µιας τέτοιας αρχιτεκτονικής 
είναι [Butl00]: 
 Single Sign on (SSO): Ένας χρήστης παρουσιάζει τα διαπιστευτήρια 
του και ταυτοποιείται µία φορά. Εφεξής µπορεί να χρησιµοποιεί 
πολλαπλούς πόρους, εφόσον φυσικά διαθέτει την απαραίτητη 
εξουσιοδότηση, χωρίς την ανάγκη να τους παρουσιάσει τα 
διαπιστευτήριά του. Διαπιστευτήρια µπορεί να είναι το username-
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password ή η κατοχή ενός ιδιωτικού κλειδιού που αντιστοιχεί σε ένα 
ηλεκτρονικό πιστοποιητικό. Τα Computational Grids χρησιµοποιούν 
ηλεκτρονικά πιστοποιητικά και συγκεκριµένα proxy certificates. 
 Εξουσιοδότηση (Authorization) σε κατανεµηµένους πόρους: Ένας 
χρήστης αποκτά πρόσβαση σε ένα πόρο σύµφωνα µε την τοπική 
πολιτική πρόσβασης που εφαρµόζεται σε κάθε πόρο. 
 Μεταβίβαση Διαπιστευτηρίων (Credential Delegation): Ένας 
χρήστης µπορεί να µεταβιβάσει τα διαπιστευτήρια τους σε ενδιάµεσες 
υπηρεσίες για να εκτελέσουν εργασίες εκ µέρους του. Πραγµατοποιείται 
µε την χρήση proxy certificates. 
 Ακεραιότητα της Επικοινωνίας (Integrity): Τα δεδοµένα που 
ανταλλάσσονται µέσω δικτύου δεν πρέπει να µπορούν να αλλοιωθούν 
από κάποιον ενδιάµεσο. 
 Εµπιστευτικότητα της Επικοινωνίας (Confidentiality): Τα δεδοµένα 
δεν πρέπει να αποκαλύπτονται σε µη εξουσιοδοτηµένα συστήµατα ή 
χρήστες. 
Παράλληλα µε τις παραπάνω απαιτήσεις ασφαλείας που διέπουν τα συνήθη 
Συστήµατα Υπολογιστικού Πλέγµατος, σκοπός της προτεινόµενης αρχιτεκτονικής 
ασφαλείας να βελτιώσει την απόδοση των λειτουργιών ασφαλείας (ταυτοποίηση – 
ακεραιότητα – εµπιστευτικότητα) µε σκοπό να βελτιώσουν την απόδοση κατά την 
λειτουργία ελέγχου των πόρων σε Instrumentation Grids, τα οποία παρουσιάσαµε 
στην ενότητα 2.3. 
Στην περίπτωση του Instrumentation Grid, η βελτίωση της απόδοσης αφορά  
κυρίως τον συνολικό χρόνο απόκρισης µιας ενέργειας ελέγχου σε µια εφαρµογή και 
κατά δεύτερο λόγο την βελτίωση της απόδοσης στην υπηρεσία του Grid που ελέγχει 
τα όργανα, π.χ. στο Instrument Element. Ο συνολικός χρόνο απόκρισης εξαρτάται 
από την καθυστέρηση του δικτύου (Round Trip Time RTT) και τον χρόνο 
επεξεργασίας της αίτησης στον εξυπηρετητή όπου βρίσκεται η υπηρεσία ελέγχου. Ο 
χρόνος εξυπηρέτησης της αίτησης είναι ένας σύνθετος χρόνος και αποτελείται από το 
χρόνους της αποκωδικοποίησης του µηνύµατος, του χρόνου των λειτουργιών 
ασφαλείας (αποκρυπτογράφησης, ταυτοποίησης κ.α.) και τέλος του χρόνου της 
εξυπηρέτησης του αιτήµατος στην υπηρεσία. Όσον αφορά τη βελτίωση της απόδοσης 
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στο Instrument Element (IE), αυτό αφορά την αύξηση του ρυθµού επεξεργασίας 
µηνυµάτων (message throughput). 
Ο κύριος στόχος της διατριβής είναι να βελτιώσει τον χρόνο απόκρισης 
υπηρεσίας όσον αφορά τις απαραίτητες λειτουργίες ασφαλείας των 
διαδικτυακών πόρων που ελέγχονται µέσω αντίστοιχων υπηρεσιών (IEs), 
βελτιώνοντας τον συνολικό χρόνο απόκρισης της εφαρµογής και την 
διαδραστικότητα που αντιλαµβάνεται ο τελικός χρήστης/εφαρµογή και 
βελτιώνοντας την ρυθµαπόδοση της υπηρεσίας ελέγχου των πόρων.  
Όπως είδαµε στο 3ο Κεφάλαιο η ταυτοποίηση σε εφαρµογές υπολογιστικού 
πλέγµατος γίνεται µε την χρήση του Grid Security Infrastructure – GSI. Το GSI 
βασίζεται σε κρυπτογραφία Δηµοσίου Κλειδιού. Σύµφωνα µε το GSI, η ταυτότητα 
ενός χρήστη είναι ένα πιστοποιητικό X.509. Κατά την ανταλλαγή µηνυµάτων σε 
τέτοια συστήµατα έχουµε 2 στάδια. Σε πρώτο στάδιο έχουµε την ανταλλαγή κλειδιού 
συµµετρικής κρυπτογράφησης, το οποίο κρυπτογραφείται µε κρυπτογραφία 
Δηµοσίου Κλειδιού και σε δεύτερο στάδιο έχουµε την ανταλλαγή µηνυµάτων 
χρησιµοποιώντας το κλειδί που ανταλλάχθηκε στο πρώτο στάδιο.  Αυτή η λειτουργία 
πραγµατοποιείται σε κάθε συνοδό επικοινωνίας (session). 
Αυτός ο µικτός τρόπος κρυπτογραφίας µειώνει τις υπολογιστικές απαιτήσεις 
σηµαντικά σε σχέση µε την λειτουργία βασισµένη αποκλειστικά σε κρυπτογραφία 
Δηµοσίου Κλειδιού, ωστόσο το βάρος της ασύµµετρης 
κρυπτογράφησης/αποκρυπτογράφησης κατά την ανταλλαγή του συµµετρικού 
κλειδιού, σε περιβάλλοντα όπου έχουµε µεγάλο αριθµό µηνυµάτων, προσθέτει 
µεγάλο υπολογιστικό φόρτο. Αυτό είναι περισσότερο εµφανές στον εξυπηρετητή ή 
στην Υπηρεσία που εξυπηρετεί µηνύµατα πολλών πελατών. Την πολυπλοκότητα της 
Κρυπτογραφίας Δηµοσίου Κλειδιού την είδαµε στην παράγραφο 3.3.2. Φυσικό 
αποτέλεσµα του επιπλέον υπολογιστικού φόρτου στην Υπηρεσία είναι η 
εξυπηρέτηση λιγότερων µηνυµάτων στην µονάδα του χρόνου. 
Η χρήση κρυπτογραφίας Δηµοσίου κλειδιού έχει ως άµεση συνέπεια την 
εξυπηρέτηση λιγότερων µηνυµάτων και εποµένως την αύξηση του χρόνου απόκρισης 
υπό υψηλό υπολογιστικό φορτίο. Επίσης στην περίπτωση µιας Αρχιτεκτονικής SOA 
που βασίζεται σε Web Services, κάθε µήνυµα είναι αυτόνοµο. Αυτό σηµαίνει πως τα 
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δύο στάδια που περιγράψαµε επαναλαµβάνονται σε κάθε µήνυµα και εποµένως η 
επιβάρυνση στην απόδοση είναι σηµαντική. 
Στην Αρχιτεκτονική Ασφαλείας της διατριβής ακολουθήσαµε την αρχή της 
εξολοκλήρου χρήσης συµµετρικής κρυπτογραφίας κατά την επικοινωνία µε τον 
εξυπηρετητή που αντιπροσωπεύει τα όργανα. Αυτό επιτυγχάνεται µε την χρήση του 
Πρωτοκόλλου Kerberos [Neum05], το οποίο το παρουσιάσαµε στην ενότητα 3.4.2. 
Το πρωτόκολλο Kerberos περιγράφει όλους τους απαραίτητους µηχανισµούς για να 
πιστοποιηθεί ένας χρήστης ή µια εφαρµογή σε πόρους και υπηρεσίες ενός δικτύου. 
Χρησιµοποιεί αποκλειστικά συµµετρική κρυπτογραφία για να µοιράσει τα 
συµµετρικά κλειδιά, τα οποία θα χρησιµοποιηθούν στην συνέχεια για την ασφαλή 
επικοινωνία. 
Ωστόσο, η χρήση του πρωτοκόλλου Kerberos σε ένα Περιβάλλον 
Υπολογιστικού Πλέγµατος δεν µπορεί να υιοθετηθεί όπως είναι, γιατί κάθε χρήστης 
αναγνωρίζεται στο Grid, όπως είδαµε και στην ενότητα 3.4.3, από ένα ηλεκτρονικό 
πιστοποιητικό χρήστη Χ.509 ή από ένα Πιστοποιητικό Ενδιαµέσου (Proxy 
Certificate) [Tuec04]. Τα proxy certificates εκδίδονται από τους χρήστες και 
προωθούνται σε ενδιάµεσες υπηρεσίες/συστήµατα για να τους εκπροσωπούν και να 
προβούν σε  ενέργειες εκ µέρους τους, χρησιµοποιώντας τα δικαιώµατά τους (βλέπε 
παράγραφο 3.4.3.1). 
Το πρόβληµα συµβατότητας πιστοποιητικών – Kerberos, αντιµετωπίζεται από 
την αρχιτεκτονική ασφαλείας που προτείνουµε στην διατριβή, πιστοποιώντας αρχικά 
τον χρήστη µε το ηλεκτρονικό πιστοποιητικό του και στην συνέχεια αντιστοιχίζοντάς 
το αυτόµατα σε µία ταυτότητα του πρωτοκόλλου Kerberos. Η αντιστοίχηση 
πραγµατοποιείται µε την χρήση του πρωτοκόλλου Public Key Cryptography for 
Initial Authentication in Kerberos - PKINIT [Zhu06]. Στην συνέχεια η επικοινωνία 
του χρήστη µε τις εφαρµογές γίνεται εξολοκλήρου µε χρήση συµµετρικής 
κρυπτογράφησης. Ως χρήστης µπορεί επίσης να είναι µια οποιαδήποτε υπηρεσία που 
κατέχει κάποιο proxy certificate και δρα εκ µέρους του χρήστη. 
Στο Σχήµα 10 δείχνουµε την εικόνα ενός Computational Grid συνδεόµενο µε 
Instrumentation Grid (Πλέγµα Συσκευών). Παρουσιάζεται η γενική αρχιτεκτονική σε 
δύο επίπεδα. Το πάνω επίπεδο που περιλαµβάνει το κλασικό Υπολογιστικό Πλέγµα 
(Computational Grid), στο οποίο έχουµε απεικονίσει τις βασικές υπηρεσίες και το 
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κάτω επίπεδο που περιλαµβάνει το Πλέγµα Ελέγχου Συσκευών (Instrumentation 
Grid) το οποίο αλληλεπιδρά µε κλασικό Υπολογιστικό Πλέγµα. 
 
Σχήµα 10: Γενική Αρχιτεκτονική Διατριβής 
4.3. Παρουσίαση	  Αρχιτεκτονικής	  Ασφαλείας	  
Το πρόβληµα που καλείται να λύσει η αρχιτεκτονική ασφαλείας είναι η 
βελτίωση στο απόδοσης και ειδικά των χρόνων απόκρισης της υπηρεσίας όσον 
αφορά τις λειτουργίες ασφαλείας των διαδικτυακών πόρων που ανήκουν σε 
Instrumentation Grid, βελτιώνοντας τον συνολικό χρόνο απόκρισης της εφαρµογής, 
δηλαδή την διαδραστικότητα που αντιλαµβάνεται ο τελικός χρήστης. Στο 2ο 
Κεφάλαιο όπως και στην προηγούµενη ενότητα αναφερθήκαµε στα Instrumentation 
Grids, το οποίο αποτελεί το περιβάλλον της αρχιτεκτονικής µας. Τα  Instrumentation 
Grids χρησιµοποιούν τροποποιηµένο ενδιάµεσο λογισµικό (Grid Middleware) για να 
προσφέρουν την διαλειτουργικότητα των κατανεµηµένων πόρων που στην 
πλειοψηφία τους είναι όργανα µετρήσεων και ελέγχου.  
Τα Computational Grids χρησιµοποιούν ως υποδοµή ασφαλείας το GSI (βλέπε 
3.4.3.1), το οποίο βασίζεται σε κρυπτογραφία Δηµοσίου Κλειδιού. Η προτεινόµενη 
Υπολογιστικό Πλέγμα (SOA)
Πλέγμα Ελέγχου Συσκευών
Adapter
Μηχανή Ροών Εργασίας
1 2 3 4
Kerberos
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αρχιτεκτονική ασφαλείας έρχεται να αντικαταστήσει το GSI κατά την επικοινωνία 
των τµηµάτων του Instrumentation Grid µε τις συσκευές. Το GSI, αν και παρέχει την 
απαραίτητη λειτουργικότητα, κρίναµε ακατάλληλο να χρησιµοποιηθεί στον έλεγχο 
συσκευών λόγω της κρυπτογραφίας Δηµοσίου Κλειδιού. Συγκεκριµένα, κατά την 
λειτουργία ενός Web Services based Instrumentation Grid,  κάθε µήνυµα SOAP 
αντιµετωπίζεται ως ξεχωριστό session (στο επίπεδο του WS-Security). Σε κάθε 
µήνυµα απαιτείται η ανταλλαγή κλειδιού συµµετρικής κρυπτογράφησης µε την 
χρήση κρυπτογραφίας Δηµοσίου Κλειδιού. Αυτό επιβαρύνει σηµαντικά την απόδοση.  
Ακόµα και αν προσπαθήσουµε να βελτιώσουµε την απόδοση εγκαθιστώντας 
session, χρησιµοποιώντας µηχανισµούς πάνω από το WS-Security όπως το WS-
SecureConversation (δες παράγραφο 3.5.5), το πρόβληµα δεν εξαλείφεται πλήρως. 
Αντιθέτως προστίθεται ένα επιπλέον πρωτόκολλο στην επεξεργασία του µηνύµατος 
αυξάνοντας την υπολογιστική πολυπλοκότητα και το σηµαντικότερο παραµένει το 
πρόβληµα της αρχικοποίησης της συνόδου (session) µε την χρήση κρυπτογραφίας 
Δηµοσίου Κλειδιού τουλάχιστον κατά το πρώτο µήνυµα στο session. Το πρόβληµα 
της αρχικοποίησης της συνόδου µπορεί να γίνει έντονο σε περιβάλλοντα 
Instrumentation Grid, όταν υπάρχει µια υπηρεσία η οποία διαχειρίζεται πολλά όργανα 
και οι αιτήσεις. Σε αυτήν την περίπτωση είναι πιθανή η δηµιουργία για συνόδους 
ελέγχου µε την µορφή χιονοστιβάδας, δηλαδή να έχουµε πολλές αιτήσεις σε µικρό 
χρονικό διάστηµα. Στην κατηγορία αυτή ανήκουν πολύπλοκα όργανα µε τεράστιο 
αριθµό αισθητήρων (O(104)) όπως το CMS του Large Hadron Collider  του CERN 
[CMS08].  
Η αρχιτεκτονική που προτείνουµε αντιµετωπίζει το πρόβληµα απόδοσης που θα 
προέκυπτε µε κρυπτογραφία Δηµοσίου Κλειδιού µε την χρήση αποκλειστικά 
συµµετρικής κρυπτογραφίας κατά την αποστολή ανεξάρτητων µηνυµάτων SOAP, 
προστατευµένων µε WS Security. Η διανοµή των συµµετρικών κλειδιών γίνεται µε 
την χρήση του πρωτοκόλλου Kerberos (3.4.2) και για αυτό χρησιµοποιείται το WS-
Security Kerberos Token Profile (βλέπε 3.5.2.2) για να προστατέψουµε τα µηνύµατα  
SOAP. Να υπενθυµίσουµε πως το WS Security δεν απαιτεί την διατήρηση 
καταστάσεων ασφαλείας ανά σύνοδο (stateless protocol). Ειδικότερα όµως το 
Kerberos Token Profile διατηρεί την κατάσταση ασφαλείας ανά σύνοδο µε την χρήση 
του session key και εποµένως εισάγει την κατάσταση (state) στην αρχιτεκτονική 
ασφαλείας, ενώ τα Web Services που προστατεύονται µπορεί να είναι stateless.  Η 
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ιδιότητα αυτή καθιστά την επιλογή του πρωτοκόλλου Kerberos καθοριστική για την 
απόδοση της αρχιτεκτονικής ασφαλείας σε ένα Instrumentation Grid µε απαιτήσεις 
διαλειτουργικότητας µε αρχιτεκτονικές Grid βασισµένες σε Web Services.  
Παράλληλα η πρότασή µας προσφέρει end-to-end security (ενότητα 3.5.1) όπως 
και το GSI θα µπορούσε µε την χρήση του WS-Security X.509 Token Profile. Με τον 
τρόπο αυτό αποφεύγονται υλοποιήσεις τύπου point-to-point security όπως το SSL 
(π.χ. https), όπου µια ασφαλής σύνοδος γίνεται µεταξύ client και proxy, αντί client 
και server.  
Η προτεινόµενη Αρχιτεκτονική Ασφαλείας είναι πλήρης προσφέροντας 
ταυτοποίηση αλλά και έλεγχο πρόσβασης σε επίπεδο µηνύµατος.  Σχεδιάστηκε ώστε 
να µπορεί εύκολα να εγκατασταθεί σε περιβάλλον Grid, όπου ο χρήστης του 
συστήµατος είτε είναι φυσικό πρόσωπο είτε είναι µηχανή που δρα εκ µέρους κάποιου 
φυσικού προσώπου, µπορεί να πιστοποιηθεί µία φορά (SSO) και να λάβει 
διαπιστευτήρια, τα οποία στην συνέχεια µπορεί να τα χρησιµοποιήσει ώστε να 
επικοινωνήσει µε υπηρεσίες που ελέγχουν πόρους, όπως συσκευές και όργανα 
µετρήσεων και ελέγχου. Παράλληλα διατηρεί την απαραίτητη διαλειτουργικότητα µε 
το GSI, ώστε να το Instrumentation Grid να συνδέεται µε υπάρχουσες υποδοµές 
Computing Grid. 
Οι υπηρεσίες «ελέγχου» προστατεύονται από ειδικό υποσύστηµα της 
αρχιτεκτονικής που ονοµάζεται Access Control Manager (ACM). Το ACM αφενός 
προστατεύει την υπηρεσία πιστοποιώντας τις αιτήσεις-µηνύµατα (Authorization) και 
αφετέρου εκτελεί τον έλεγχο πρόσβασης (Authorization), αντιπαραβάλλοντας την 
ταυτότητα προέλευση του κάθε µηνύµατος µε Κανόνες Πρόσβασης (Access Rules). 
Οι κανόνες αυτοί περιγράφουν ποιος µπορεί να έχει πρόσβαση ανά πόρο-συσκευή 
που προστατεύεται από το ACM. και θα αναλυθούν µε µεγαλύτερη λεπτοµέρεια στην 
ενότητα 4.4.3. 
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Σχήµα 11: Προτεινόµενη Αρχιτεκτονική Ασφαλείας 
Στο  Σχήµα 11 παρουσιάζεται η προτεινόµενη αρχιτεκτονική ασφαλείας. 
Αποτελείται από τα εξής υποσυστήµατα – τµήµατα λογισµικού (components): 
 Kerberos Key Distribution Server (KDC): παρέχει την ταυτοποίηση 
σύµφωνα µε το πρωτόκολλο Kerberos.  
 KrbClient: παρέχει µια προγραµµατιστική διαπροσωπία (Application 
Programmable Interface - API), η οποία δίνει την δυνατότητα στον 
προγραµµατιστή που δηµιουργεί το λογισµικό που υλοποιεί την πλευρά 
του πελάτη της αρχιτεκτονικής ασφαλείας. Κρύβει από τον 
προγραµµατιστή την πολυπλοκότητα που έχουν οι κρυπτογραφικές 
λειτουργίες, οι λειτουργίες σύνθεσης του ασφαλούς µηνύµατος SOAP και 
η διαχείριση των διαπιστευτηρίων του χρήστη (user credentials). 
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 Access Control Manager (ACM): προστατεύει την Υπηρεσία 
πιστοποιώντας τα εισερχόµενα µηνύµατα και ελέγχοντας την πρόσβαση σε 
επίπεδο λειτουργιών του πόρου. 
 Policy Repository: ενεργεί ως συνολικό αποθετήριο κανόνων για την 
αρχιτεκτονική ασφαλείας. Ως αποθετήριο περιέχει όλους του Τοπικούς 
Κανόνες πρόσβασης για κάθε υπηρεσία, τους οποίους ανακτά σε περιοδικά 
διαστήµατα από το ACM της κάθε υπηρεσίας. Εναλλακτικά, θα µπορούσε 
να λειτουργήσει προωθώντας του κανόνες στα αντίστοιχα ACM, όταν 
υπάρχουν αλλαγές. 
Θεωρούµε το γενικό περιβάλλον όπως περιγράφτηκε στο 2ο Κεφάλαιο και 
αναφέρθηκε στην προηγούµενη ενότητα. Το περιβάλλον αυτό είναι ένα 
Instrumentation Grid, το οποίο περιέχει στοιχεία Ελέγχου Συσκευών και οργάνων. 
Ένα στοιχείο ελέγχου είναι το Instrument Element (IE), το οποίο ακολουθώντας 
λογική SOA, αντιπροσωπεύει µία ή περισσότερες συσκευές και προσφέρει τις 
λειτουργίες ελέγχου ως Υπηρεσία. Θεωρούµε επίσης πως η υλοποίηση των 
Υπηρεσιών γίνεται µε την χρήση Web Services. Το Instrumentation τοποθετείται δεν 
υπάρχει αυτόνοµο, αλλά τοποθετείται µέσα σε ένα γενικό Σύστηµα Υπολογιστικού 
Πλέγµατος (Computational Grid), όπου υπάρχουν υποσυστήµατα όπως Computing 
Elements (CE) και Storage Elements (SE), τα οποία όµως θεωρούνται εξωτερικά 
συστήµατα από την πλευρά της προτεινόµενης αρχιτεκτονικής ασφαλείας, ωστόσο 
επικοινωνούν µε τα IEs. 
Η αναγκαία διαλειτουργικότητα µε τα υπάρχοντα Υπολογιστικά Πλέγµατα 
επιτυγχάνεται, όπως αναφέραµε και στην παράγραφο 4.2, µε την χρήση του 
πρωτοκόλλου PKINIT. Τα πιστοποιητικά X.509 χρησιµοποιούνται για την αρχική 
ταυτοποίηση στην περιοχή ασφαλείας που ορίζεται από το Kerberos KDC και στην 
συνέχεια καλούνται οι υπηρεσίες που βρίσκονται προστατευµένες από το ACM. Ο 
έλεγχος πρόσβασης (Access Control) επιτυγχάνεται µε την χρήση απλών κανόνων 
πρόσβασης στο επίπεδο του ACM, που βρίσκεται στην πλευρά του παρόχου της 
Υπηρεσίας (IE στην περίπτωσή µας), και επιτρέπει έλεγχο σε επίπεδο λεπτοµέρειας 
του αντίστοιχου πόρου, που ο κανόνας περιγράφει.  
Η βελτίωση της απόδοσης σε σχέση µε τα Grids βασισµένα στο GSI, 
επιτυγχάνεται µέσω της αποκλειστικής χρήσης, κατά την ασφαλή ανταλλαγή 
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µηνυµάτων, συµµετρικής κρυπτογραφίας. Όλες οι κρυπτογραφικές λειτουργίες που 
εφαρµόζονται σε κάθε µήνυµα, είναι συµµετρικής φύσης, λόγο του πρωτοκόλλου 
Kerberos, το οποίο επιτρέπει να µοιρασθούν συµµετρικά κλειδιά στους 
συµµετέχοντες στην επικοινωνία (πελάτης – υπηρεσία).  
Αναλύοντας µε µεγαλύτερη λεπτοµέρεια πως λειτουργεί το πρωτόκολλο 
Kerberos µέσα στην αρχιτεκτονική, βλέπουµε δηµιουργείται µια σύνοδος στο επίπεδο 
ασφαλείας της αρχιτεκτονικής. Αυτό γίνεται µέσω του εισιτηρίου, όπως είδαµε στην 
ενότητα 3.4.2, το οποίο είναι ένα ψηφιακό αντικείµενο, κρυπτογραφηµένο µε το 
ιδιωτικό κλειδί της Υπηρεσίας. Προορίζεται για την συγκεκριµένη Υπηρεσία που 
ζητείται και περιέχει τα στοιχεία του πελάτη, ένα συµµετρικό κλειδί και τη διάρκεια 
ζωής του κλειδιού. Το κλειδί αυτό ονοµάζεται Κλειδί Συνόδου (session key). Με 
αυτό το κλειδί γίνονται όλες οι κρυπτογραφικές λειτουργίες, οι οποίες είναι 
απαραίτητες για την ταυτοποίηση και προστασία των περιεχοµένων ενός µηνύµατος. 
Χρησιµοποιείται τόσο από τον πελάτη όσο και την Υπηρεσία για την περαιτέρω 
επικοινωνία. Ορίζει µια Σύνοδο µεταξύ πελάτη και υπηρεσίας. 
Σηµαντική παρατήρηση είναι πως η ταυτοποίηση και ο έλεγχος πρόσβασης 
ενεργοποιείται στο επίπεδο µηνύµατος, ενώ παράλληλα διατηρείται κατάσταση 
ασφάλειας τόσο στον πελάτη όσο και στην υπηρεσία µέσω του κλειδιού συνόδου. 
Εποµένως οι πελάτες έχοντας µια φορά εκδώσει και χρησιµοποιήσει το εισιτήριο, 
µπορούν για την διάρκεια ζωής του εισιτηρίου να επικοινωνούν ασφαλώς µε την 
υπηρεσία. 
4.4. Ανάλυση	  Αρχιτεκτονικής	  
Στην ανάλυση της αρχιτεκτονικής θα δούµε τον κύκλο αποστολής ενός 
µηνύµατος σε µια συσκευή που προστατεύεται από την αρχιτεκτονική ασφαλείας. 
Επίσης θα αναλύσουµε κάθε τµήµα της αρχιτεκτονικής µε λεπτοµέρεια και θα δούµε 
τις βασικές λειτουργίες του ελέγχου πρόσβασης, της αντιστοίχισης των 
διαπιστευτηρίων (credential mappings) και τον µηχανισµό αντιπροσώπευσης χρήστη 
(delegation). 
4.4.1. Η	  λειτουργία	  σε	  βήματα	  
Η περιγραφή της λειτουργίας της αρχιτεκτονικής ασφαλείας αποτελείται από τα 
βήµατα-ενέργειες που θα περιγραφούν στην συνέχεια. Στο Σχήµα 11 στα βήµατα 3, 4 
και 6 είναι µη υποχρεωτικά, και χρησιµοποιούνται για να προσφέρουν στον πελάτη 
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τις λειτουργίες προώθησης διαπιστευτηρίων για εκπροσώπηση του από την υπηρεσία 
και ενηµέρωση του για τους κανόνες πρόσβασης στους πόρους που αντιπροσωπεύει η 
υπηρεσία. Στόχος των συγκεκριµένων ενεργειών είναι  εύρυθµη λειτουργία του 
Συστήµατος Υπολογιστικού Πλέγµατος ελέγχου συσκευών/οργάνων. 
 
Σχήµα 12: Αλληλουχία Μηνυµάτων (Message Sequence Flow) 
Θεωρούµε το σενάριο που το λογισµικό που πελάτη θέλει να καλέσει µια 
υπηρεσία προστατευµένη από την αρχιτεκτονική ασφαλείας που προτείνεται στην 
διατριβή. Στο Σχήµα 12 παρουσιάζονται η αλληλουχία µηνυµάτων και διακρίνουµε 
τα εξής βήµατα: 
1. Authenticate to Kerberos Authentication Server: Το τµήµα της 
αρχιτεκτονικής ασφαλείας που υλοποιεί τις λειτουργίες του πελάτη 
(KrbClient), αρχικοποιείται από το λογισµικό του πελάτη µε το 
πιστοποιητικό X.509 ή κατάλληλο πιστοποιητικό ενδιαµέσου (proxy 
certificate), το οποίο ανήκει σε έναν χρήστη. Στην συνέχεια, ο KrbClient 
ταυτοποιεί τον χρήστη στην Υπηρεσία Ταυτοποίησης (AS) του Kerberos. 
Με την επιτυχή ταυτοποίηση του λαµβάνει ο KrbClient ένα ειδικό εισιτήριο 
που ονοµάζεται Ticket Granting Ticket (TGT). Χρησιµοποιώντας αυτό το 
εισιτήριο και για την διάρκεια ζωής του, στις επόµενες κλήσεις προς KDC 
δεν χρειάζεται να καλέσει την υπηρεσία ταυτοποίησης. Η διάρκεια ζωής 
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του TGT προτείνεται στην αρχιτεκτονική µας να είναι ίση ή µικρότερη της 
διάρκειας των αρχικών διαπιστευτηρίων, εφόσον αυτά έχουν διάρκεια ζωής, 
όπως συµβαίνει µε τα proxy certificates, ή µιας τιµή που θα προκύπτει από 
τα σενάρια χρήσης. Σε κάθε περίπτωση µετά την λήξη του, απαιτείται 
ανανέωση. Το TGT χρησιµοποιείται από το KrbClient για να ζητήσει 
εισιτήρια υπηρεσιών µέσω της υπηρεσίας Ticket Granting Service (TGS) 
του KDC. . Η λειτουργία του TGS προσφέρει στην προτεινόµενη 
αρχιτεκτονική την λειτουργία του Single Sign On - SSO. 
2. Request Tickets for the Instrument Element (IE): Όταν το λογισµικό του 
πελάτη θέλει να καλέσει µια υπηρεσία προστατευµένη από το ACM, 
χρησιµοποιεί το KrbClient API. Μέσω αυτού δηµιουργείται ένα 
αντικείµενο, το οποίο την πρώτη φορά, ζητά από το TGS ένα εισιτήριο για 
την ζητούµενη υπηρεσία, παρουσιάζοντας το TGT.  
3. Request Access Rules: Αυτό το βήµα είναι προαιρετικό. Πριν καλέσει µια 
υπηρεσία, ο KrbClient µπορεί να ζητήσει από το Αποθετήριο Κανόνων 
(Policy Repository) εάν υπάρχει κανόνας πρόσβασης που να επιτρέπει την 
κλήση. Με αυτόν τον τρόπο η άρνηση πρόσβασης είναι γνωστή πριν 
καλέσει την υπηρεσία και δεν επιβαρύνεται το σύστηµα µε άσκοπες 
κλείσεις υπηρεσιών. Όπως αναφέραµε και πιο πάνω, το Policy Repository 
έχει συγκεντρωµένη όλη την πολιτική για το σύστηµα που περιγράφει η 
αρχιτεκτονική ασφαλείας. 
4. Delegate Proxy Certificate: Αν χρειάζεται, ο KrbClient µπορεί αυτόµατα 
να προωθήσει (delegate) το αρχικό πιστοποιητικό, εκδίδοντας ένα νέο 
πιστοποιητικό ενδιαµέσου (proxy certificate) προς την Υπηρεσία 
Delegation Service. Αυτή η υπηρεσία υπάρχει στο container που βρίσκεται 
το IE και επιτρέπει την επικοινωνία της υπηρεσίας εκ µέρους του χρήστη µε 
άλλους πόρους του Υπολογιστικού Πλέγµατος όπως Storage Elements και 
Computing Elements. 
5. WS Security Protected SOAP Request: Έχοντας ανακτήσει το εισιτήριο 
της υπηρεσίας στο βήµα 2, ο KrbClient επικοινωνεί µε την υπηρεσία  µε την 
αποστολή ενός µηνύµατος SOAP, το οποίο είναι προστατευόµενο µε το 
πρωτόκολλο Web Service Security. Συγκεκριµένα, το SOAP εµπεριέχει 
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στην επικεφαλίδα του το εισιτήριο της υπηρεσίας. Ένα εισιτήριο υπηρεσίας 
περιλαµβάνει το αναγνωριστικό του πελάτη, την διεύθυνση IP του, το 
διάστηµα που είναι έγκυρο, και το κλειδί του συνόδου. Όλα αυτά είναι 
κρυπτογραφηµένα µε το κλειδί της υπηρεσίας. Εποµένως µόνο η εν λόγο 
υπηρεσία µπορεί να το διαβάσει. Η λειτουργία αυτή υλοποιεί την 
διαδικασία της ταυτοποίησης του µηνύµατος, για το πρώτο µήνυµα, και 
µέσω του κλειδιού συνόδου για τα επόµενα. Η ασφαλής επικοινωνία 
διασφαλίζεται µε την χρήση συµµετρικής κρυπτογραφίας µε κλειδί αυτό της 
συνόδου. Ο πελάτης έχει την επιλογή να κρυπτογραφήσει ή/και να 
υπογράψει ψηφιακά το µήνυµα SOAP. Η κρυπτογράφηση του µηνύµατος 
προσφέρει εµπιστευτικότητα µηνύµατος (message confidentiality), ενώ η 
ψηφιακή υπογραφή ή το HMAC προσφέρει µόνο ακεραιότητα µηνύµατος 
(message integrity). Επίσης µπορούν να χρησιµοποιηθούν χρονοσηµάνσεις 
(Timestamps) για να προστατέψουν το σύστηµα από επιθέσεις επανάληψης 
(replay attacks). Στην συνέχεια ελέγχεται στο µήνυµα σε σχέση µε τους 
κανόνες πρόσβασης και αν αυτοί επιτρέπουν πρόσβαση του χρήστη προς 
τον πόρο που ζήτησε και την λειτουργία πάνω σε αυτόν. 
6. Push Local Rules (Async): Το βήµα 6 ενεργοποιείται ασύγχρονα µόνο 
όταν συµβεί αλλαγή στους κανόνες πρόσβασης της υπηρεσίας (στο Σχήµα 
12  η αλλαγή κανόνων συνέβη πριν την κύρια ανταλλαγή µηνυµάτων, αλλά 
θα µπορούσε να συµβεί σε οποιαδήποτε χρονική στιγµή). Οι κανόνες 
πρόσβασης προωθούνται στο αποθετήριο κανόνων Policy Repository. 
Αυτός είναι ο επιλεγµένος τρόπος λειτουργίας του αποθετηρίου. 
Εναλλακτικά, ανάλογα µε την εφαρµογή, θα µπορούσε το Policy Repository 
να ανακτά τους κανόνες περιοδικά από τις διάφορες υπηρεσίες. 
4.4.2. Παρουσίαση	  των	  τμημάτων	  της	  αρχιτεκτονικής	  
Στην παρούσα ενότητα θα αναφερθούµε στα διάφορα τµήµατα της 
αρχιτεκτονικής που παρουσιάστηκαν στην ενότητα 4.3 µε µεγαλύτερη λεπτοµέρεια, 
αναλύοντας την λειτουργία τους και παρουσιάζοντας τα πρωτόκολλα και πρότυπα, 
στα οποία βασίστηκαν. Η υλοποίηση της αρχιτεκτονικής παρουσιάζεται στο 5ο 
Κεφάλαιο. 
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4.4.2.1. KrbClient	  
Ο KrbClient, υλοποιείται ως Java API, εκτελεί όλες τις λειτουργίες ασφαλείας 
και διαχειρίζεται όλα τα διαπιστευτήρια του χρήστη που σχετίζονται µε το λογισµικό 
πελάτη. Έχουµε ουσιαστικά τρεις συµµετέχοντες: 1) Το χρήστη (άνθρωπος ή µηχανή 
που δρα εκ µέρους ανθρώπου, π.χ. Workflow engine), 2) τον πελάτη που είναι το 
λογισµικό που υλοποιεί όλες τις λειτουργίες πελάτη στο σύστηµα και 3) ο KrbClient 
που είναι το τµήµα (component) της αρχιτεκτονικής που υλοποιεί όλες τις λειτουργίες 
ασφάλειας εκ µέρους του πελάτη και κατ’ επέκταση του χρήστη.  Ακολουθεί η 
περιγραφή λειτουργίας του KrbClient: 
 Αρχικά τα διαπιστευτήρια του χρήστη (X.509 certificate ή proxy certificate 
[Tuec04] ή VOMS1 proxy [ALFI03]) µεταβιβάζονται από το λογισµικό του 
πελάτη στο KrbClient. Το διαπιστευτήρια αυτά  ταυτοποιούν τον χρήστη 
στο Grid.  
 Χρησιµοποιώντας το δοθέν πιστοποιητικό, ο  KrbClient ταυτοποιεί τον 
χρήστη στο Kerberos Key Distribution Center – KDC και λαµβάνει τα 
διαπιστευτήρια του Κέρβερου που είναι το TGT, όπως είδαµε και 
παραπάνω. Συγκεκριµένα επικοινωνεί µε την υπηρεσία Authentication 
Server – AS του KDC. Η διαδικασία ταυτοποίησης στο KDC µέσω 
πιστοποιητικού επιτυγχάνεται µέσω του πρωτοκόλλου PKINIT. Παρόλα 
αυτά η αρχιτεκτονική δεν εξαιρεί την χρήση και άλλων µεθόδων όπως την 
χρήση username-password. O KrbClient πλέον διατηρεί και χειρίζεται όλα 
τα διαπιστευτήρια του χρήστη, τα οποία είναι Ηλεκτρονικά Πιστοποιητικά 
Χ.509,  το Kerberos TGT και Service Tickets του χρήστη για 
συγκεκριµένες υπηρεσίες. 
 Στην συνέχεια όταν κάποιος ο χρήστης µέσω του λογισµικού του πελάτη 
θελήσει να επικοινωνήσει µε µία υπηρεσία, o KrbClient, επικοινωνεί πριν 
την πρώτη κλήση µε TGS του  KDC και λαµβάνει εισιτήριο (Service 
Ticket + session key, Σχήµα 12) για την συγκεκριµένη υπηρεσία. Στην 
συνέχεια εφαρµόζει όλες τις κρυπτογραφικές λειτουργίες στο περιεχόµενο 
του µηνύµατος SOAP, χρησιµοποιώντας το κλειδί συνόδου που πήρε ως 
απάντηση µαζί µε το εισιτήριο από το TGT και προσθέτει στην 
                                                
1 VOMS = Virtual Organization Management Service. Διαχειρίζεται την εγγραφή 
ενός χρήστη σε ένα Εικονικό Οργανισµό (Virtual Organization - VO) 
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επικεφαλίδα το εισιτήριο της υπηρεσίας. Η επιλογή των κρυπτογραφικών 
λειτουργιών είναι του πελάτη. Τέλος αποστέλλει το µήνυµα. 
 Σε επόµενες κλήσεις προς την συγκεκριµένη υπηρεσία που ζητά το 
λογισµικό του πελάτη, ο KrbClient χρησιµοποιεί το κλειδί συνόδου 
(Session Key), για την διάρκεια ζωής του εισιτηρίου.Τα µηνύµατα που 
αποστέλλονται ακολουθούν το πρωτόκολλο Web Services Security, 
Kerberos Token Profile 1.1.  Το συγκεκριµένο profile ορίζει πως 
χειριζόµαστε τα Kerberos tickets  µέσα σε ένα µήνυµα SOAP. 
Περισσότερα για τα  WSS Profiles αναφέρθηκαν στην παράγραφο 3.5.2 
της διατριβής. 
4.4.2.2. Kerberos	  Key	  Distribution	  Center	  –	  KDC	  
Το KDC είναι η Τρίτη Έµπιστη Αρχή (Third Trusted Party - TTP) της 
αρχιτεκτονικής ασφαλείας που παρουσιάζουµε στην διατριβή. Σκοπός της είναι να 
ταυτοποιεί αµοιβαία χρήστες και υπηρεσίες και να µοιράζει µέσω του µηχανισµού 
των εισιτηρίων τα κρυπτογραφικά κλειδιά ώστε να επιτρέψει την ασφαλή 
επικοινωνία µεταξύ τους. Βασική λειτουργία αποτελεί η υποστήριξη του 
πρωτοκόλλου PKINIT, η οποία επιτρέπει την χρήση ηλεκτρονικών πιστοποιητικών 
X.509 και  προσωρινών Proxy Certificates.  
4.4.2.3. Access	  Control	  Management	  -­‐	  ACM	  
Ο ACM είναι το βασικό τµήµα της αρχιτεκτονικής που προτείνει η διατριβή και 
χειρίζεται την ασφάλεια της τελικής υπηρεσίας, π.χ. το  Instrument Element που 
είδαµε στην ενότητα 2.3. Η υπηρεσία µαζί µε τον ACM ακολουθούν το 
προγραµµατιστικό µόρφηµα (programming pattern) της Chain of Responsibility και ο 
ίδιος ο ACM ακολουθεί το State pattern [Vlis99]. O ACM µπορεί να εγκατασταθεί 
µπροστά από οποιαδήποτε υπηρεσία και να επεξεργαστεί το µήνυµα SOAP πριν αυτό 
φτάσει στην τελική υπηρεσία.  
Ένα εισερχόµενο µήνυµα στο ACM µπορεί να έχει ένα ή περισσότερα από τα 
παρακάτω χαρακτηριστικά σύµφωνα µε το πρότυπο Kerberos Token Profile του Web 
Service Security: 
i. Να περιέχει ένα εισιτήριο Kerberos 
ii. Να είναι κρυπτογραφηµένο 
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iii. Να είναι υπογεγραµµένο ηλεκτρονικά (µε πρόσθεση HMAC – δες 
παράγραφο 3.3.1) 
iv. Να περιέχει χρονοσήµανση (timestamp) 
Με την παραλαβή του εισερχοµένου µηνύµατος, ο ACM, εκτελεί τους εξής 
ελέγχους: 
i. Αν το µήνυµα είναι υπογεγραµµένο, επαληθεύει την υπογραφή. Οι 
υπογραφές στην περίπτωση συµµετρικής κρυπτογραφίας υλοποιούνται µε 
την χρήση Message Authentication Codes όπως περιγράψαµε στην 
παράγραφο 3.3.1. 
ii. Αν το µήνυµα είναι κρυπτογραφηµένο, το αποκρυπτογραφεί 
iii. Πιστοποιεί την προέλευση του µηνύµατος. Αυτό γίνεται 
αποκρυπτογραφώντας το εισιτήριο που ενσωµατώνεται στο πρώτο µήνυµα, 
εξάγοντας  και το session key. Στα επόµενα µηνύµατα χρησιµοποιεί αυτό 
το session key   
iv. Διαβάζει την χρονοσήµανση (timestamp) και ελέγχει αν το µήνυµα 
βρίσκεται εντός ενός έγκυρου χρονικού διαστήµατος 
v. Τέλος ελέγχει αν ο χρήστης έχει πρόσβαση σύµφωνα µε την τοπική 
πολιτική ασφαλείας σε συγκεκριµένη λειτουργία του πόρου 
Στην περίπτωση της κρυπτογράφησης του µηνύµατος µπορούµε, για λόγους 
απόδοσης, να παρακάµψουµε την πιστοποίηση µέσω ηλεκτρονικής υπογραφής. Στην 
γενική της περίπτωση η πρακτική αυτή δεν είναι ορθή, αλλά αν στο 
κρυπτογραφηµένο µέρος του µηνύµατος περιµένουµε συγκεκριµένη δοµή όπως 
εντολή – όρισµα τότε η κρυπτογράφηση µπορεί να είναι αρκετή. Αν το µήνυµα δεν 
αποκρυπτογραφηθεί σωστά, δεν θα περιέχει έγκυρη εντολή και εποµένως 
απορρίπτεται. Στην περίπτωση του Instrumentation Grid τα µηνύµατα ελέγχου έχουν 
συνήθως προκαθορισµένη δοµή και εποµένως αρκεί η κρυπτογράφηση. Σε 
περίπτωση µεταφοράς αδόµητης πληροφορίας, π.χ. γραφήµατα, εικόνες κτλ. τότε 
απαιτείται και ηλεκτρονική υπογραφή για την ακεραιότητα του µηνύµατος.  
Η χρονοσήµανση (timestamp)  προστατεύει την υπηρεσία από επιθέσεις 
επανάληψης (replay attacks). Οι επιθέσεις αυτές προκαλούνται όταν ο επιτιθέµενος, ο 
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οποίος βρίσκεται στο δικτυακό µονοπάτι  των µηνυµάτων, ακούει, αντιγράφει 
µηνύµατα και τα οποία τα επαναλαµβάνει. 
Μετά τον έλεγχο των ηλεκτρονικών υπογραφών, την αποκρυπτογράφηση του 
περιεχοµένου και την πιστοποίηση του µηνύµατος, ο ACM ελέγχει αν η 
συγκεκριµένη εντολή µπορεί να εκτελεσθεί µε βάση του τοπικούς κανόνες 
πρόσβασης. 
Το διάγραµµα καταστάσεων λειτουργίας του ACM απεικονίζεται στο Σχήµα 
13. 
 
Σχήµα 13: Διάγραµµα Καταστάσεων του ACM 
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O ACM χρησιµοποιεί µηχανισµούς που διατηρούν την κατάσταση ασφαλείας. 
Οι µηχανισµοί αυτοί διατηρούν την σύνοδο σε επίπεδο ασφάλειας µεταξύ του πελάτη 
και της υπηρεσίας µε σκοπό να βελτιώσουν την απόδοση της ανταλλαγής 
µηνυµάτων. Στο πρώτο µήνυµα, το οποίο ορίζει τον συνοδό σε επίπεδο ασφαλείας 
µέσω του κλειδιού συνόδου, στέλνεται το εισιτήριο του Κέρβερου, ενώ στα επόµενα 
µόνο ένα hash προς αυτό το εισιτήριο, δεδοµένου ότι ο ACM κράτησε το εισιτήριο 
από το πρώτο µήνυµα. 
Τέλος όταν ο τοπικός διαχειριστής της υπηρεσίας αλλάζει κάποιους τοπικούς 
κανόνες, ο ACM ανανεώνει τους κανόνες στο Policy Repository. 
4.4.2.4. Policy	  Repository	  
Το Policy Repository στην αρχιτεκτονική ασφαλείας παίζει τον ρόλο του 
συλλέκτη πληροφορίας ελέγχου πρόσβασης (authorization). Η πληροφορία αυτή 
όπως έχουµε αναφέρει µπορεί να προωθείται από τα διάφορα ACMs καθώς 
τροποποιείται. Εναλλακτικά, µπορεί οι τροποποιήσεις να γίνονται στο ίδιο το Policy 
Repository και να προωθούνται προς τα ACMs. Ακολουθώντας την δεύτερη 
προσέγγιση, το  Policy Repository, λειτουργεί ουσιαστικά ως µια απλοποιηµένη 
πλατφόρµα κατανεµηµένου Policy Management [Slom94], δρώντας ως Policy 
Decision Point (PDP) [West01]. Το Policy Repository επιτρέπει την κεντρική επιλογή 
της πολιτικής πρόσβασης, ενώ τα ACMs λειτουργούν ως Policy Enforcing Points 
(PEP), όπου εφαρµόζεται η πολιτική. Στην πρώτη προσέγγιση, δηλαδή όταν οι 
κανόνες προωθούνται προς το Policy Repository, η επιλογή και εφαρµογή τους 
γίνεται τοπικά. Σε αυτήν την περίπτωση o ACM παίζει τον ρόλο του PEP και PDP 
ταυτόχρονα. Στην δεύτερη προσέγγιση οι κανόνες καθορίζονται κεντρικά και 
υλοποιούνται από τους εν µέρει ACMs. 
Η επιλογή µιας από τις δύο προσεγγίσεις εξαρτάται κάθε φορά από την 
φιλοσοφία ακολουθεί η αρχιτεκτονική του Υπολογιστικού Πλέγµατος. Αν µια 
κεντρικοποιηµένη αρχή, π.χ. ένας οργανισµός ελέγχει το Grid, τότε ενδείκνυται η 
προσέγγιση PEP στο Policy Repository και PDP στο ACM, αφού απλοποιεί την 
διαχείριση της πολιτικής πρόσβασης. Αλλιώς αν οι πόροι προς έλεγχο ανήκουν σε 
διαφορετικούς οργανισµούς, η πολιτική πρόσβασης ενδείκνυται να εφαρµόζεται 
τοπικά, από τους επιµέρους διαχειριστές των οργανισµών. 
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4.4.3. Ταυτότητες	  και	  Έλεγχος	  Πρόσβασης	  (Authorization)	  
Στην παρούσα ενότητα θα εµβαθύνουµε στους µηχανισµούς ελέγχου 
πρόσβασης και διαχείρισης ταυτοτήτων της προτεινόµενης αρχιτεκτονικής. Ο 
έλεγχος πρόσβασης στις λειτουργίες ενός οργάνου/συσκευής εξαρτάται από την 
πολιτική πρόσβασης που ορίζει ο οργανισµός στον οποίο ανήκει το όργανο, για τον 
κάθε Virtual Organization (VO) χρηστών του Grid.  
Η ταυτότητα ενός χρήστη σε έναν οργανισµό απεικονίζεται στην προτεινόµενη 
αρχιτεκτονική ασφαλείας µε ένα όνοµα (principal_name). Αυτό προκύπτει από τον 
συνδυασµό του Μοναδικού Ονόµατος (Distinguished Name – DN), του Εκδότη 
(Issuer) και του Σειριακού Αριθµού  (Serial Number) στο πιστοποιητικό X.509. 
Θυµίζουµε ότι το Χ.509 χρησιµοποιείται για την αρχική ταυτοποίηση (authentication) 
του χρήστη στο Kerberos KDC, το οποίο στη συνέχεια υλοποιεί τη λειτουργία του 
Single Sign On (SSO) και χρησιµοποιεί συµµετρική κρυπτογραφία για βελτίωση της 
επίδοσης των λειτουργιών ασφαλείας. Για τον υπολογισµό του principal_name και 
τον τρόπο απεικόνισης του θα δούµε περισσότερα στην παράγραφο 4.4.4.  
Στην αρχιτεκτονική ασφαλείας  που προδιαγράφουµε δεν ορίζονται ταυτότητες 
µόνο για τους χρήστες αλλά και για τις υπηρεσίες. Ακολουθώντας την ορολογία του 
πρωτοκόλλου Kerberos, κάθε χρήστης ή υπηρεσία ανήκει σε µια περιοχή ασφαλείας 
(Realm) και αναγνωρίζεται µέσω µιας µοναδικής ταυτότητας (Principal). Αυτή 
ορίζεται ως ο παρακάτω συνδυασµός: 
principal_name/instance@REALM  
ή εναλλακτικά ακολουθώντας ορολογία 
Υπολογιστικού Πλέγµατος 
principal_name/group@VO 
Ο όρος principal_name ορίζει το όνοµα του χρήστη ή της υπηρεσίας, ο όρος 
instance καθορίζει τον ρόλο ενός χρήστη/υπηρεσίας ως προς επιθυµητά αυξηµένα 
δικαιώµατα πρόσβασης σε πόρους του Grid (π.χ. admin, webmaster, resource owner) 
και REALM ή VO ορίζει τον οργανισµό που ανήκει. Το REALM είναι ορολογία του 
πρωτοκόλλου Kerberos, όπως είδαµε στην παράγραφο 3.4.2, και είναι ανάλογο του 
Virtual Organization (VO) στα Computational Grids. Η ύπαρξη των REALMs/VOs, 
όπως και σε όλα τα ιεραρχικά συστήµατα ονοµατοδοσίας, επιτρέπει ένα 
αναγνωριστικό χρήστη να ορίζεται µοναδικά σε ένα περιβάλλον που υπάρχουν 
ανεξάρτητοι οργανισµοί που ορίζουν τα ονόµατα και τους ρόλους των 
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χρηστών/υπηρεσιών τους ανεξάρτητα ο ένας από τον άλλο. Το πρωτόκολλο  
Kerberos υλοποιεί µηχανισµούς ταυτοποίησης των χρηστών (authentication) και 
υποβοηθάει τον έλεγχο πρόσβασης (authorization). Το συνολικό σχήµα πρόσβασης 
επιβεβαιώνει τους ρόλους (instances) των χρηστών όπως είναι καταχωρηµένοι σε 
βάση δεδοµένων στο KDC, σύµφωνα και µε τις αρχές του Role Based Access Control 
[RBAC].  
Ο κάθε χρήστης µπορεί να  έχει παραπάνω από ένα ρόλο (instances) µε τον 
οποίο ελέγχεται η πρόσβασή του στους διαφορετικούς πόρους. Οι οµάδες µε κοινούς 
κανόνες πρόσβασης σε κάθε πόρο είναι επιθυµητό να ταυτίζονται µε  τα ρόλους στα 
Virtual Organization του Grid, όπως αυτές ορίζονται σε έναν εξυπηρετητή VOMS 
(παράγραφο 3.4.3.2). 
Σύµφωνα µε την προτεινόµενη αρχιτεκτονική, ο τελικός έλεγχος πρόσβασης 
(authorization) γίνεται κατά περίπτωση από τον ACM των συγκεκριµένων πόρων και 
σύµφωνα µε τοπικές πολιτικές. Οι ρόλοι (instances) που περιλαµβάνονται στο 
Principal  αντανακλούν επιθυµίες ενός χρήστη καταχωρηµένες στο KDC και δεν 
είναι υποχρεωτικοί για όλους τους πόρους. Συγκεκριµένα το KDC εκδίδει προς τους 
χρήστες εισιτήρια υπηρεσιών (Kerberos Service Tickets) τα οποία ενσωµατώνουν την 
ταυτότητα του χρήστη (principal_name) τους επιθυµητούς ρόλους και το VO που 
ανήκει (principal_name/instance@VO).  Η διαδικασία πρόσβασης ολοκληρώνεται 
στον ACM που διαβάζει το εισιτήριο του χρήστη για υπηρεσίες τις οποίες αυτός 
ελέγχει. Με τον τρόπο αυτόν υλοποιεί την ταυτοποίηση (authentication) ενός χρήστη 
και αναζητά σε τοπική λίστα κανόνων πρόσβασης, τον κανόνα που συµφωνεί µε την 
ταυτότητα και την αίτηση του χρήστη (authorization). Ένας κανόνας πρόσβασης 
ορίζεται ως εξής: 
principal_name – instance - VO - WS_URL – operation -  operationAttribute 
όπου  η τριάδα < principal_name, instance, VO> είναι το Principal του χρήση, 
WS_URL είναι η διεύθυνση του Web Service του πόρου (π.χ.  Instrument Element), 
operation είναι η συγκεκριµένη λειτουργία του πόρου που αντιστοιχίζεται σε 
συγκεκριµένη λειτουργία του Web Service και operationAttribute είναι οι παράµετροι 
που µπορούν να τεθούν/εκτελεστούν, εφόσον η λειτουργία  απαιτεί παραµέτρους. 
Θυµίζουµε ότι µια υπηρεσία τύπου Web Service µπορεί να περιλαµβάνει πολλαπλές 
λειτουργίες (operations). 
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Ένας κανόνας ουσιαστικά ορίζει ένα χρήστη που ανήκει σε µία οµάδα/ρόλο 
(instance) και σε ένα REALM/VO, ο οποίος µπορεί να καλέσει µια λειτουργία µε 
συγκεκριµένες παραµέτρους στο Web Service. Η προκαθορισµένη πολιτική 
πρόσβασης είναι η «άρνηση πρόσβασης» (default deny). Αυτό σηµαίνει πως αν δεν 
βρεθεί κανόνας που την επιτρέπει την πρόσβαση τότε το µήνυµα SOAP 
απορρίπτεται.  
Οι ρόλοι (instances) επιτρέπουν να έχουµε µειωµένο αριθµό κανόνων και 
εποµένως βελτιωµένη απόδοση σε συστήµατα µε πολλούς χρήστες, αφού οι κανόνες 
πρόσβασης εφαρµόζονται  από το ACM στις ρόλους αντί στους µεµονωµένους 
χρήστες.  
4.4.4. Μηχανισμοί	  Αντιστοίχισης	  	  (Mapping	  Mechanisms)	  
Ένας από τις βασικές απαιτήσεις της αρχιτεκτονικής ασφαλείας είναι η 
διαλειτουργικότητα (interoperability)  του Instrumentation Grid µε τις υπάρχουσες 
υποδοµές Computational Grid. Προς αυτή την κατεύθυνση χρησιµοποιούνται 
µηχανισµοί Αντιστοίχισης Ταυτότητας (Mapping Mechanisms) αλλά και η 
υποστήριξη διαπιστευτηρίων (proxy delegation) όπως θα δούµε στην επόµενη 
ενότητα. 
Η προτεινόµενη αρχιτεκτονική ασφάλειας ορίζει µία περιοχή ασφαλείας  
(security domain), όπου το πρωτόκολλο Kerberos χρησιµοποιείται για την 
ταυτοποίηση των µηνυµάτων µεταξύ των οντοτήτων που συµµετέχουν σε αυτήν. 
Ωστόσο, ο χρήστης/υπηρεσία που προέρχεται από ένα περιβάλλον Computational 
Grid, αναγνωρίζεται µε ένα Ηλεκτρονικό Πιστοποιητικό X.509 και χρειάζεται να 
αποκτήσει την αντίστοιχη ταυτότητα στην περιοχή ασφαλείας που ορίζει η 
αρχιτεκτονική µας. 
Απαιτείται, λοιπόν, ο ορισµός ενός αλγορίθµου αντιστοίχισης της ταυτότητας 
του χρήστη από ψηφιακά πιστοποιητικά X.509 σε διαπιστευτήρια Kerberos. Ως 
αποτέλεσµα, ο χρήστης/υπηρεσία λαµβάνει µια ταυτότητα Kerberos Principal, όπως 
είδαµε στο 4.3, µε την µορφή της τριάδας <principal_name, instance, VO>. 
Συγκεκριµένα, το πεδίο Virtual Organization VO εξάγεται από το πιστοποιητικό 
Χ.509 του GSI. Το instance που ορίζει τον ρόλο του χρήστη, µπορεί να αποσπαστεί 
από ένα VOMS Attribute Certificate του GSI. Τα VOMS Attribute Certificates 
[Cias06] είναι Proxy Certificates, τα οποία όµως περιέχουν και attributes που 
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«χαρακτηρίζουν» τον χρήστη ή την υπηρεσία και ουσιαστικά του αποδίδουν ένα 
ρόλο. Είναι ένα υπερσύνολο ενός πιστοποιητικού X.509 στο οποίο έχουν 
κωδικοποιηθεί τα χαρακτηριστικά (ρόλοι) του χρήστη στο VO. Με βάση τα 
παραπάνω ορίζουµε τον αλγόριθµο που επιτρέπει την κατασκευή ταυτότητας 
Kerberos από πιστοποιητικό X.509. 
Ο αλγόριθµος είναι ο εξής: Εξάγουµε το µοναδικό αναγνωριστικό 
(Distinguished Name – DN) στο  πιστοποιητικό Χ.509. Αυτό στην συνέχεια 
κατακερµατίζεται µε µια συνάρτηση κατακερµατισµού (hashing function), π.χ. MD5 
και κωδικοποιείται κατά Base64 από µορφή binary σε character oriented. Το 
αποτέλεσµα κατακερµατισµού και κωδικοποίησης του DN χρησιµοποιείται ως ένα 
principal_name µήκους 224 bit. Ο κατακερµατισµός γίνεται, επειδή το DN δεν είναι 
έγκυρο για χρήση ως Kerberos Principal, λόγο του ό,τι περιέχει µη έγκυρους 
χαρακτήρες όπως “/”, κενά  κτλ. Στην συνέχεια από το VOMS Attribute Certificate, 
εφόσον έχει παρασχεθεί, καθορίζουµε τον ρόλο του χρήστη (instance). Επειδή τα 
attributes,  µπορεί να είναι πολλαπλά, στην προτεινόµενη αρχιτεκτονική, θεωρούµε 
το πρώτο attribute ως το ρόλο του χρήστη. Τέλος το principal συµπληρώνεται από το 
VO που το λαµβάνουµε είτε από το πιστοποιητικό Χ.509 είτε από το VOMS 
Attribute Certificate. 
Ο παραπάνω αλγόριθµος υλοποιείται στο KrbClient και επιτρέπει την αυτόµατη 
αντιστοίχιση του δοθέντος πιστοποιητικού σε Kerberos Principal. Η αντίστροφη 
διαδικασία, δηλαδή πως ένα Kerberos Principal αντιστοιχίζεται σε συγκεκριµένο 
πιστοποιητικό X.509 δεν µπορεί να αυτοµατοποιηθεί λόγω της συνάρτησης 
κατακερµατισµού που χρησιµοποιήθηκε κατά την παραγωγή του principal_name από 
το DN του πιστοποιητικού  Χ.509. Υπενθυµίζεται, ότι όπως αναφέρθηκε στην 
παράγραφο 3.3.1, οι  συναρτήσεις κατακερµατισµού (hash functions) δεν είναι 
αµφίδροµες. Εποµένως, η αντίστροφη διαδικασία που ολοκληρώνει την απαίτηση 
διαλειτουργικότητας µε τα Computational Grids υλοποιήθηκε ενσωµατώνοντας το 
DN στην επικεφαλίδα ασφαλείας του  µηνύµατος SOAP όπως θα δούµε στην 
επόµενη παράγραφο. 
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4.4.5. Υποστήριξη	  Αντιπροσώπευσης	  Διαπιστευτηρίων	  
Η αντιπροσώπευση διαπιστευτηρίων που έχει περιγραφεί στο [Welc04] είναι 
µια σηµαντική λειτουργία σε Computational Grids. Επιτρέπει στον χρήστη να 
εκχωρεί την αντιπροσώπευση µέρους των δικαιωµάτων του σε µια άλλη οντότητα 
(proxy). Στο περιβάλλον του Instrumentation Grid που χρησιµοποιείται για τον 
έλεγχο οργάνων, όπως αυτό που θεωρούµε στην αρχιτεκτονική ασφαλείας της 
διατριβής, η αντιπροσώπευση διαπιστευτηρίων είναι υψηλής σηµασίας, διότι 
επιτρέπει λόγου χάριν σε Instrument Elements να καλέσουν και να χρησιµοποιήσουν 
πόρους διασυνδεόµενου Computational Grid εκ’ µέρους του χρήστη του 
Instrumentation Grid. Ένα χαρακτηριστικό παράδειγµα είναι όταν µια συσκευή στο 
Instrumentation Grid που συλλέγει πληθώρα στοιχείων (π.χ. µετεωρολογικός 
σταθµός), αντιπροσωπεύεται από µία υπηρεσία Instrument Element (ΙΕ) και πρέπει 
να αποθηκεύσει τα καταγραφέντα δεδοµένα σε ένα Storage Element (SE) ενός 
Computational Grid χρησιµοποιώντας υπηρεσία GridFtp του SE. 
Ο µηχανισµός αντιπροσώπευσης διαπιστευτηρίων που χρησιµοποιούµε είναι 
του gLite [gLite] που υλοποιεί το πρωτόκολλο αντιπροσώπευσης (Delegation 
Protocol) [DELEG], [Snel04]. Είναι µια υπηρεσία τύπου Web Service η οποία 
επιτρέπει σε έναν χρήστη να προωθήσει proxy certificate στον εξυπηρετητή όπου 
απαιτείται αντιπροσώπευση. Την υπηρεσία την ονοµάζουµε Υπηρεσία 
Αντιπροσώπευσης (Delegation Service) και βρίσκεται στον ίδιο εξυπηρετητή µε την 
Υπηρεσία που θα χρησιµοποιήσει τα προωθούµενα διαπιστευτήρια. Στο παράδειγµα 
της προηγούµενη παραγράφου, η υπηρεσία που  καλεί το GridFtp ενός Storage 
Element, είναι το Instrument Element και λαµβάνει το  proxy certificate από το 
Delegation Service που βρίσκεται στον ίδιο εξυπηρετητή.  
Στην συνέχεια θα περιγράψουµε πως λειτουργεί ο µηχανισµός καθώς και τις 
τροποποιήσεις που κάναµε για να ενταχθεί στην προτεινόµενη αρχιτεκτονική. 
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Σχήµα 14: Μεταβίβαση Διαπιστευτηρίων (Delegate Proxy Certificate) 
Στο Σχήµα 14 παρουσιάζουµε ένα σενάριο χρήσης (use case). Ας υποθέσουµε 
ότι µια υπηρεσία Service_A χρειάζεται να καλέσει µια άλλη υπηρεσία Service_B, εκ’ 
µέρους ενός χρήστη. Απαιτείται ο χρήστης να µεταβιβάσει τα διαπιστευτήρια του 
στην υπηρεσία Service_A. Αυτό επιτυγχάνεται µε τον χρήστη να παράγει ένα 
πληρεξούσιο πιστοποιητικό (proxy certificate), το οποίο προωθεί στην υπηρεσία 
Service_A και συγκεκριµένα στην Υπηρεσίας Αντιπροσώπευσής της, 
πραγµατοποιώντας µια αυτόνοµη κλήση σε αυτή (delegate Proxy).  Στην συνέχεια η 
υπηρεσία Service_A µπορεί να χρησιµοποιήσει το πληρεξούσιο πιστοποιητικό για να 
επικοινωνήσει µε την υπηρεσία Service_B (Call Service using Proxy).  
Το απλό σενάριο που περιγράψαµε παραπάνω βρίσκει εφαρµογή αρκετά συχνά 
στο περιβάλλον που προστατεύεται από την προτεινόµενη αρχιτεκτονική ασφαλείας. 
Παραδείγµατος χάριν, µε εντολή προς το IE που αντιπροσωπεύει µια συσκευή που 
παράγει δεδοµένα (Service_A), ο χρήστης ζητά να αποθηκευτούν τα δεδοµένα σε ένα 
Storage Element µε την χρήση της υπηρεσίας GridFtp (Service_B) που βρίσκεται σε 
ένα SE.  
Ένα IE λαµβάνει πολλές εντολές από πολλούς χρήστες. Πρέπει να του 
παρέχεται η δυνατότητα να διαχωρίζει για κάθε εντολή ποιος χρήστης την έχει 
εκτελέσει. Μέσω της αρχιτεκτονικής µας γνωρίζει την ταυτότητα 
principal_name/instance@VO του πρωτοκόλλου Kerberos. Ωστόσο για να εκτελέσει 
την µεταφορά πρέπει να γνωρίζει και την ταυτότητα του χρήστη στο Computational 
Grid κατά GSI, όπως ορίζεται από το Distinguished Name (DN) του X.509. Μέσω 
αυτού µπορεί το IE να ανακτήσει από την Υπηρεσία Αντιπροσώπευσης το αντίστοιχο 
proxy certificate και να καλέσει µια υπηρεσία στο Computational Grid (π.χ. GridFtp).  
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Στην υλοποίηση του gLite, το DN µεταφέρεται από το πελάτη στην υπηρεσία 
IE µέσω του πιστοποιητικού του και πρωτοκόλλου https (http over SSL). Ωστόσο 
στην αρχιτεκτονική που προτείνουµε, δεν χρησιµοποιούµε SSL. Η αρχιτεκτονική 
βασίζεται σε WS Security  για την µεταφορά µηνυµάτων. Για να µπορέσουµε να 
µεταφέρουµε το DN, το ενσωµατώνουµε στην επικεφαλίδα WS Security Header του 
µηνύµατος SOAP. Η επικεφαλίδα περιέχει επίσης το Kerberos Principal, το οποίο 
είναι το κατατµηµένο DN, όπως είδαµε στην παράγραφο 4.4.4. O ACM της 
υπηρεσίας Service_A επαληθεύει την κατάτµηση του DN (Kerberos Principal) µε το 
DN όπως έχει εισαχθεί στην επικεφαλίδα. Ακολουθεί στην συνέχεια η διαδικασία του 
Σχήµα 14 όπως περιγράφηκε παραπάνω. 
4.5. Ένταξη	  προτεινόμενης	  αρχιτεκτονικής	  ασφαλείας	  σε	  ένα	  γενικό	  
πλαίσιο	  διαλειτουργικότητας	  
Στην παρούσα ενότητα θα µελετήσουµε πως εντάσσεται η προτεινόµενη 
αρχιτεκτονική ασφαλείας σε ένα γενικό πλαίσιο διαλειτουργικότητας.  Θεωρούµε ένα 
Instrumentation Grid σε συνεργασία µε ένα Computational Grid, που ακολουθούν τις 
αρχές SOA και των τεχνολογιών Web Services.  
 
 
Σχήµα 15: Διαστρωµάτωση των πρωτοκόλλων Ασφάλειας της προτεινόµενης Αρχιτεκτονικής 
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Στο Σχήµα 15 παρουσιάζεται η στοίβα των πρωτοκόλλων µεταφοράς και 
ασφαλείας που χρησιµοποιεί η αρχιτεκτονική. Τα πρωτόκολλα αυτά επιτρέπουν την 
λειτουργία της και ορίζουν την διαλειτουργικότητα µε άλλες υποδοµές 
Computational Grid. Το βέλος στο σχήµα καθορίζει τη κατεύθυνση των αιτήσεων. 
Στην ανάλυσή µας θεωρούµε τρεις συµµετέχοντες: Τον Client, το Instrument 
Element (παρέχει τις λειτουργίες ελέγχου ενός οργάνου) και το Computational Grid 
Service (παρέχει Υπηρεσία ενός κλασικού Grid, όπως το GridFtp). Ως 
Instrumentation Security Domain ορίζεται η περιοχή ασφάλειας που προστατεύεται 
από την αρχιτεκτονική ασφαλείας µας. Το Computational Grid Service είναι εκτός 
αρχιτεκτονικής και προστατεύεται µε Grid Security Infrastructure (GSI).  Τα επίπεδα 
των πρωτοκόλλων της αρχιτεκτονικής είναι (από κάτω προς τα πάνω): 
 HTTP: Είναι το πρωτόκολλο µεταφοράς πάνω στο οποίο µεταφέρονται 
τα µηνύµατα SOAP από τον Client στο Instrument Element 
 SOAP Layer: Αποτελεί το επίπεδο που παρέχει την λειτουργία της 
ανταλλαγής δοµηµένης πληροφορίας µε την µορφή αυτόνοµων 
µηνυµάτων. Ορίζει την µορφή του µηνύµατος που περιέχει τον Φάκελο  
(SOAP:Envelope) που περιέχει µία επικεφαλίδα (SOAP:Header) και το 
σώµα του µηνύµατος (SOAP:Body). Στο σώµα του µηνύµατος SOAP 
µπαίνει η αίτηση του πελάτη  προς το Instrument Element 
  WS Security Layer (Kerberos Token Profile): Ορίζει µια επικεφαλίδα 
ασφαλείας (Security Header) που ενσωµατώνεται στη επικεφαλίδα του 
µηνύµατος SOAP και προδιαγράφει πως τα διαπιστευτήρια του 
πρωτοκόλλου Kerberos µεταφέρονται µέσα στα µηνύµατα SOAP και πως 
η πληροφορία µέσα στο σώµα του µηνύµατος κρυπτογραφείται και 
υπογράφεται. Επίσης µέσω της ενσωµάτωσης του DN του αντίστοιχου 
Χ.509 διευκολύνει τον µηχανισµό αντιπροσώπευσης διαπιστευτηρίων, 
όπως είδαµε στην παράγραφο 4.4.5. Οι λειτουργίες αυτού του επιπέδου 
παρέχονται στη πλευρά του πελάτη από τον KrbClient και στην πλευρά 
του Instrument Element από τον ACM 
  Kerberos Security Layer – Mapping Mechanisms (X.509 to 
Kerberos): Επιτρέπει την ταυτοποίηση του κάθε µηνύµατος SOAP 
χρησιµοποιώντας το πρωτόκολλο Kerberos. Σε αυτό το επίπεδο βρίσκεται 
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η διανοµή των κλειδιών µέσω των εισιτηρίων υπηρεσιών που εκδίδει το 
KDC. Οι µηχανισµοί αντιστοίχισης (Mapping Mechanisms) παρέχουν την 
µηχανισµό αντιστοίχισης ταυτότητας από X.509 σε Kerberos Principal. 
Οι λειτουργίες αυτού του επιπέδου υλοποιούνται από τα KrbClient και 
ACM σε συνεργασία µε το Kerberos KDC 
 GSI, X.509 Security Layer: Ορίζει το επίπεδο GSI που εκτείνεται σε όλο 
το Grid, συµπεριλαµβανοµένου και του Instrumentation Security Domain 
της αρχιτεκτονικής µας. Καθορίζεται από το πιστοποιητικό ή το proxy 
X.509 του χρήστη που χρησιµοποίησε µέσω του PKINIT για την αρχική 
ταυτοποίηση στην αρχιτεκτονική ασφαλείας  που αφορά στο 
Instrumentation Grid όπως είδαµε µε λεπτοµέρεια στην παράγραφο 4.4.1 
 Delegation of Proxy Certificates: Είναι το επίπεδο όπου ένα 
πιστοποιητικό µεταβιβάζεται από µια υπηρεσία σε µια άλλη επιτρέποντας 
της να δρα εκ µέρους του χρήστη του Instrumentation Grid σε υπηρεσίες 
του Computational Grid. Παρέχεται από το Delegation Service όπως 
είδαµε στην παράγραφο 4.4.5. 
Στην συνέχεια εξετάζουµε την συµβατότητα της αρχιτεκτονικής µας µε τις 
αρχές του πλαισίου αναφοράς OGSA που  αναφερθήκαµε στην ενότητα 2.4.3. Το 
Open Grid Services Architecture (OGSA)  ορίζει τα συστατικά των Computational 
Grids ως τµήµατα µιας Υπηρεσιοστρεφούς Αρχιτεκτονικής (SOA) µε την χρήση Web 
Services ως την κύρια υποδοµή. Σηµειώνουµε πως στα πλαίσια του OGSA δεν 
ορίζονται µηχανισµοί σε χαµηλότερα επίπεδα (π.χ. Kerberos, PKI κτλ.), αλλά 
παρέχεται µια υψηλής εποπτείας ανάλυση των τµηµάτων και των λειτουργιών που 
πρέπει να προσφέρει η αρχιτεκτονική, ώστε να διευκολυνθεί η ανάπτυξη τέτοιων 
συστηµάτων. 
Η βασική θεωρία  για το πλαίσιο OGSA τέθηκε από το I. Foster [Fost02a]. Η 
τρέχουσα έκδοσή της [Fost06b] ορίζει µια οµάδα από επτά βασικές λειτουργικότητες 
(core capabilities) που απαιτούνται για να υποστηριχθούν Σύστηµα Υπολογιστικού 
Πλέγµατος και εφαρµογών: Infrastructure Services, Execution Management Services, 
Data Services, Resource Management Services, Security Services, Self-Management 
Services και Information Services. Κάθε µία από τις βασικές λειτουργικότητες 
καλύπτει µια συγκεκριµένη περιοχή της αρχιτεκτονικής ενός Computational Grid. 
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Όσον αφορά τις Υπηρεσίες Ασφαλείας (Security Services) [Naga08], ορίζονται 
συγκεκριµένες λειτουργικές δυνατότητες που περιλαµβάνουν την Ταυτοποίηση 
(Authentication), Αντιστοίχηση Ταυτότητας (Identity Mapping), Έλεγχος Πρόσβασης 
(Authorization), Μετατροπή Διαπιστευτηρίων (Credential Conversion), Έλεγχος 
Διαδικασιών Ασφαλείας (Audit) και Ασφαλής Καταγραφή Γεγονότων (Secure 
Logging). Η αρχιτεκτονική OGSA καθορίζει ένα περιβάλλον διαλειτουργικότητας 
µεταξύ διαφορετικών περιοχών ασφαλείας (security domains), οι οποίες βασίζονται 
σε διαφορετικές αρχές ασφάλειας,  π.χ. πιστοποιητικά τύπου X.509 και Kerberos 
Tokens, και περιγράφει τις υπηρεσίες που επιτρέπουν αυτήν την λειτουργικότητα.  
 
Σχήµα 16: Γενικά Στοιχεία ενός Μοντέλου Ασφάλειας Υπολογιστικού Πλέγµατος [Fost06b] 
Στο Σχήµα 16 παρουσιάζονται τα στοιχεία του µοντέλου Ασφαλείας του 
Computational Grid, όπως ορίζονται στην OGSA. Έχουµε επισηµάνει µε κίτρινο 
χρώµα τα µέρη της OGSA που αντιστοιχούν σε λειτουργίες της αρχιτεκτονικής µας. 
Συγκεκριµένα: 
 Credential and Identity Translation (Single Logon) (Μετατροπή 
Διαπιστευτηρίων και Ταυτότητας): Πραγµατοποιείται µε την χρήση του 
συστήµατος ταυτοποίησης του Kerberos και του µηχανισµού PKINIT, οι 
οποίοι ταυτοποιούν και παρέχουν εισιτήρια υπηρεσιών σε χρήστες που 
αναγνωρίζονται µε πιστοποιητικό. Μπορούν στην συνέχεια 
χρησιµοποιώντας τα εισιτήρια να έχουν πρόσβαση σε διάφορους 
κατανεµηµένους πόρους µέσα στο Instrumentation Grid, χωρίς να 
χρειάζεται να επανασυνδεθούν (re-login), δηλαδή υλοποιούν την 
διαδικασία Single-Sign-On (SSO). 
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 Mapping Rules (Κανόνες Απεικόνισης): Επιτρέπουν την αντιστοίχιση 
GSI πιστοποιητικών και Χ.509 proxy certificates που συµµορφώνονται µε 
το RFC 3820 σε Kerberos Principals. Τους κανόνες τους παρουσιάσαµε 
στην παράγραφο 4.4.4. Η αντίθετη διαδικασία διευκολύνεται από την 
αρχιτεκτονική µας µε την ενσωµάτωση του DN του Χ.509 στην 
επικεφαλίδα ασφαλείας του µηνύµατος SOAP. 
 Access Control Enforcement (Επιβολή Μηχανισµών Πρόσβασης): 
Πραγµατοποιείται στον ACM µέσω των τοπικών κανόνων του κάθε πόρου 
(resource) που δηµοσιεύονται στο Policy Repository. 
 Service End-point Policy (Πολιτική Υπηρεσίας): Περιγράφεται µέσω 
του συνόλου των τοπικών κανόνων πρόσβασης. 
 Authorization Policy (Πολιτική Πρόσβασης): Επιτρέπει µόνο σε χρήστες 
καθορισµένων ρόλων να χειρίζονται τις λειτουργίες των οργάνων – 
συσκευών. Υλοποιείται µέσω των τοπικών κανόνων πρόσβασης. 
 User and Key Management (Διαχείριση Χρηστών και Κλειδιών): 
Πραγµατοποιείται στο Kerberos KDC. Μέσω της υπηρεσίας TGS και του 
µηχανισµού του service ticket, µοιράζονται τα κλειδιά στους 
συναλλασσόµενους. 
 Bindings Security (Δεσµεύσεις Μηχανισµών Ασφαλείας): 
Πραγµατοποιούνται µε την υιοθέτηση του πρωτοκόλλου WS Security 
Kerberos Token Profile, για την µεταφορά των διαπιστευτηρίων (Kerberos 
service tickets) και την παροχή ασφάλειας στα µηνύµατα SOAP που 
ανταλλάσσονται µεταξύ του πελάτη και της υπηρεσίας. 
Επίσης, πρέπει να επισηµάνουµε πως το πλαίσιο OGSA δεν ορίζει την 
υποχρεωτική υιοθέτηση όλων των αρχών του, αλλά ένα υποσύνολο είναι αρκετό για 
να χαρακτηρίσει ένα Grid ως συµβατό µε το OGSA. Αρκεί να χρησιµοποιεί τις 
βασικές αρχές όπως ορίζονται στα OGSA/SOA. Η αρχιτεκτονική ασφαλείας της 
διατριβής ικανοποιεί ένα επαρκές υποσύνολο και µπορεί εύκολα να συνυπάρξει µε 
ένα Computational Grid που ακολουθεί τις αρχές OGSA. 
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5. Υλοποίηση	  Αρχιτεκτονικής	  
5.1. Τεχνολογίες	  που	  χρησιμοποιήσαμε	  
Στο προηγούµενο κεφάλαιο παρουσιάσαµε την Αρχιτεκτονική Ασφαλείας που 
προτείνεται στην διατριβή και εξηγήσαµε την λειτουργία της. Στο παρόν κεφάλαιο θα 
παρουσιάσουµε µια πρότυπη υλοποίηση της αρχιτεκτονικής ασφαλείας, η οποία 
βασίζεται σε Java SE 1.4. Ο κώδικας βρίσκεται αναρτηµένος στο αποθετήριο κώδικα 
που χρησιµοποιεί το σύστηµα CVS [CVS]:  
http://ulisse.elettra.trieste.it/cgi-bin/viewcvs.cgi/gridcc/wp2/security/ 
Η ανάπτυξή του έχει γίνει µε την χρήση του περιβάλλοντος ανάπτυξης ανοιχτού 
λογισµικού Eclipse IDE [ECLIPSE]. 
Η αρχιτεκτονική ασφαλείας που προτείνεται στην διατριβή, η οποία 
παρουσιάστηκε στο προηγούµενο κεφάλαιο, αποτελείται από τα εξής τµήµατα: 
 Kerberos KDC 
 KrbClient 
 ACM 
 Policy Repository 
Ως KDC χρησιµοποιήσαµε τον Heimdal Kerberos [HEIMDAL], εξαιτίας του 
γεγονότος ότι ήταν ο µοναδική υλοποίηση ανοιχτού λογισµικού που υποστήριζε, όταν 
ξεκινήσαµε την υλοποίηση, την λειτουργία ταυτοποίησης µε την χρήση ηλεκτρονικού 
πιστοποιητικού, δηλαδή το πρωτόκολλο PKINIT [Zhu06]. Ωστόσο η λειτουργία αυτή 
υποστηρίζεται πλέον και από την πιο διαδεδοµένη υλοποίηση ανοιχτού λογισµικού, 
αυτή του MIT Kerberos [MITKERB]. Η επιλογή του KDC γενικά δεν επηρεάζει την 
αρχιτεκτονική αρκεί να ακολουθεί το πρότυπο Kerberos και τα αντίστοιχα RFC για 
πιστοποιητικά Χ.509 και proxy certificates κατά RFC 3820 [Tuec04]. 
Τα υπόλοιπα τµήµατα της αρχιτεκτονικής υλοποιήθηκαν σε γλώσσα 
προγραµµατισµού Java SE 1.4. Θα παρουσιάσουµε τις βασικές βιβλιοθήκες, οι οποίες 
δίνουν την απαραίτητη υποδοµή της αρχιτεκτονικής: 
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 Axis 1.3 [AXIS]: Παρέχει τις λειτουργίες και το υπόβαθρο Web Services 
στο λογισµικό που αναπτύξαµε. Επιτρέπει ο κώδικας που γράφουµε να 
µπορεί να χρησιµοποιηθεί από ένα Web Service. Επιπλέον παρέχει όλες τις 
αναγκαίες συναρτήσεις στην επεξεργασία των µηνυµάτων SOAP.  
 WSS4J [WSS4J]: Είναι η βασική βιβλιοθήκη που παρέχει την λειτουργίες 
του πρωτοκόλλου Web Services Security SOAP Message Security 1.1.  
 BouncyCastle [BONCA]: Ακολουθεί το Java Cryptography Architecture 
(JCA) και το Java Cryptography Extensions (JCE) και παρέχει την 
υλοποίηση όλων των κρυπτογραφικών αλγορίθµων συµµετρικού και 
δηµοσίου κλειδιού. 
Εκτός από τις παραπάνω βιβλιοθήκες χρησιµοποιήσαµε ένα µεγάλο πλήθος 
άλλων βιβλιοθηκών οι οποίες εξαρτώνται από αυτές. Για λόγους απλότητας τις 
παραλείψαµε, ωστόσο µπορεί να βρεθούν στο αποθετήριο κώδικα CVS. 
Η υλοποίηση ήταν εφικτή µε την χρήση µιας επιπλέον βιβλιοθήκης, της 
Kerberos15.jar. Αυτήν την δηµιουργήσαµε εµείς από το πηγαίο κώδικα της Java SE 
1.5. Ο λόγος που έγινε αυτό είναι για να έχουµε πλήρη πρόσβαση στο Generic 
Security Services Application Program Interface – GSS-API [Wray00], το οποίο 
είναι ένα γενικό API για ταυτοποίηση πελάτη/εξυπηρετητή. Από την έκδοση 5 του 
πρωτοκόλλου Kerberos, υποστηρίζεται το GSS-API [Zhu05], εποµένως οποιοδήποτε 
λογισµικό που το υποστηρίζει, υποστηρίζει ταυτόχρονα και την ταυτοποίηση µέσω 
του πρωτοκόλλου Kerberos. Το πρόβληµα είναι πως το GSS-API όπως περιέχεται 
στην Java, δεν εµπεριέχει το πρωτόκολλο PKINIT. Εποµένως υπήρχε η ανάγκη να 
καλέσουµε κάποιο εξωτερικό λογισµικό και συγκεκριµένα την init που παρέχει ο 
Heimdal Kerberos, για να πραγµατοποιήσουµε αρχική ταυτοποίηση (βήµα a. στην 
παράγραφο 3.4.2) και αφού λάβουµε το TGT στην συνέχεια να χρησιµοποιήσουµε τις 
υπόλοιπες κλήσεις από το GSS-API. Ωστόσο το GSS-API όπως υλοποιείται στην 
Java δεν επιτρέπει την πρόσβαση σε επιµέρους λειτουργίες (µε χρήση obfuscated 
code, δηλαδή αλλάζοντας τα κατανοητά ονόµατα συναρτήσεων µε τυχαίο τρόπο). 
Κάνοντας πάλι build τον πηγαίο κώδικα της Java, είχαµε στην διάθεση µας τις 
αναγκαίες λειτουργίες του GSS-API. 
Στην συνέχεια του κεφαλαίου θα δώσουµε περισσότερες λεπτοµέρειες για 
υλοποίηση της αρχιτεκτονικής ασφαλείας και συγκεκριµένα για τα τµήµατα 
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λογισµικού server - ACM, client - KrbClient και Policy Repository. Όλα αυτά έχουν 
ενσωµατωθεί, για µεγαλύτερη ευκολία χρήσης από άλλα συστήµατα, σε µια 
βιβλιοθήκη Java  την gridcc-sec.jar. Η υλοποίηση υιοθέτησε την λογική των handlers 
ώστε να υπάρχει ευελιξία στην ανάπτυξη (modular, component based architecture) 
και να αποφευχθεί µια µονολιθική αρχιτεκτονική. 
5.2. Handlers	  
Οι Handlers που ονοµάζονται και Interceptors στα διάφορα προγραµµατιστικά 
περιβάλλοντα (frameworks), χρησιµοποιούνται για να χτίζονται υπηρεσίες. 
Χρησιµοποιήθηκαν Web Service handlers  του περιβάλλοντος AXIS 1.x. Παρόµοιοι 
handlers υπάρχουν στις επόµενες εκδόσεις του AXIS [AXIS2] και στο νεότερο 
Apache CXF [CXF]. Αν και δεν είναι απόλυτα συµβατοί µεταξύ τους, η έννοια των 
handlers/interceptors παραµένει κοινή [ICXF]. Αποτελούν το βασικό δοµικό 
συστατικό στην δηµιουργία µιας υπηρεσίας και επιτρέπουν την κατασκευή 
επαναχρησιµοποιήσιµων τµηµάτων λογισµικού, που επιτελούν µια συγκεκριµένη 
επεξεργασία σε ένα εισερχόµενο ή εξερχόµενο µήνυµα µιας υπηρεσίας. Διακρίνονται 
σε κοινούς Java handlers που υλοποιούν συγκεκριµένη προγραµµατιστική λογική, και 
handlers  πρωτοκόλλων όπως του SOAP, όπου επεξεργάζονται µέρος τους 
µηνύµατος, σύµφωνα µε το πρωτόκολλο. Συνδέονται ο ένας µετά τον άλλο σε µορφή 
αλυσίδας. Δηλαδή η έξοδος ενός handler είναι η είσοδος στον επόµενο στην αλυσίδα. 
Σε µια υπηρεσία που χρησιµοποιεί το πρωτόκολλο http για την µεταφορά των 
µηνυµάτων SOAP, o τελευταίος handler στον πελάτη και ο πρώτος handler στον 
εξυπηρετητή στην αποστολή/λήψη ενός µηνύµατος SOAP είναι ο  http handler. Στην 
µεριά του πελάτη, ο http handler λαµβάνει το µήνυµα και το ενσωµατώνει σε ένα http 
request, προσθέτοντας την επικεφαλίδα http. Στην µεριά του εξυπηρετητή κάνει την 
αντίθετη διαδικασία, παραδίδοντας το µήνυµα SOAP στον επόµενο handler, 
παράγοντας παράλληλα αντικείµενο Java που περιέχει την επικεφαλίδα του http 
request. 
Στην συνέχεια στο Σχήµα 17 παρουσιάζεται ένα υποθετικό παράδειγµα όπου 
έχουµε µια ανταλλαγή µηνυµάτων SOAP (request-response), κατά την οποία η 
υπηρεσία και ο πελάτης επικοινωνούν µε ασφάλεια χρησιµοποιώντας τους handlers  
ACM και KrbClient API που υλοποιούν τις λειτουργίες των ACM και KrbClient που 
περιγράψαµε στο προηγούµενο κεφάλαιο. Εκτός από αυτούς τους δύο handlers που 
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προσφέρουν τις ζητούµενες λειτουργίες ασφάλειας, συµµετέχει στην όλη 
επεξεργασία και ένα Handler A. Αυτός επιτελεί µια άλλη λειτουργία στο µήνυµα 
SOAP, η οποία µας είναι αδιάφορη για το παράδειγµά µας. Γενικά οι handlers που 
είναι υπεύθυνοι για την ασφάλεια ενός µηνύµατος SOAP τοποθετούνται τελευταίοι 
στην µεριά του πελάτη και πρώτοι στην µεριά του εξυπηρετητή, εξαιρώντας πάντα 
τον http handler.  
 
Σχήµα 17: Παράδειγµα ενός πελάτη µε µια Υπηρεσία µε την χρήση των handlers της 
Αρχιτεκτονικής Ασφαλείας 
Ο λόγος που ακολουθείται η συγκεκριµένη σειρά στους security handlers 
(τελευταίος handler στον client – πρώτος handler στον server), όπως βλέπουµε και 
στο Σχήµα 17, είναι ότι ένας security handler µπορεί να αλλάξει δραστικά ένα 
µήνυµα ώστε να µην διαβάζονται τα στοιχεία του µηνύµατος (xml elements), όταν 
παραδείγµατος χάριν κρυπτογραφεί το σώµα του µηνύµατος SOAP. Μετά την 
κρυπτογράφηση, κανένας handler δεν θα µπορεί να τα επεξεργαστεί τα 
κρυπτογραφηµένα στοιχεία του µηνύµατος. Ο σηµαντικότερος λόγος όµως είναι πως 
εάν ο security handler εφαρµόζει ηλεκτρονική υπογραφή στο µήνυµα, τότε δεν 
µπορεί να γίνει καµία αλλαγή µετά την εφαρµογή της στο µήνυµα από κανέναν και 
εποµένως πρέπει να είναι ο τελευταίος handler της αλυσίδας στην πλευρά του client 
και πρώτος στην πλευρά του server. Αλλιώς θα ακυρωθεί η εγκυρότητα της 
υπογραφής αφού το µήνυµα θα έχει αλλάξει και εποµένως θα απορριφθεί από τον 
παραλήπτη. 
 
5.3. Υλοποίηση	  του	  ACM	  
Η υλοποίηση του Access Control Manager (ACM) της αρχιτεκτονικής µας 
πραγµατοποιήθηκε ως Axis Handler. Ένας Handler είναι ουσιαστικά ένας 
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προεπεξεργαστής ενός µηνύµατος SOAP. Υπενθυµίζεται ότι ο ACM υλοποιεί το 
server τµήµα της αρχιτεκτονικής µας. 
 Ο ACM handler έχει ακολουθήσει την δοµή του Web Services Security for 
Java (WSS4J) security handler [WSS4J]. Χρησιµοποιεί την βιβλιοθήκη WSS4J, η 
οποία υποστηρίζει το πρότυπο WSS όπως είδαµε στην παράγραφο 3.5.2 και 
συγκεκριµένα τα profiles: 
 Web Services Security: SOAP Message Security 1.1 
 Username Token Profile 1.1 
 X.509 Certificate Token Profile 1.1 
Ο WSS4J handler δεν υποστηρίζει το πρωτόκολλο Kerberos Token Profile 
του WSS. Στην υλοποίηση του ACM, επεκτείναµε την βιβλιοθήκη  WSS4J και 
προσθέσαµε την απαραίτητη υποστήριξη του Kerberos Token Profile. 
Στο Σχήµα 18 παρουσιάζεται  σχηµατικά η αρχιτεκτονική του ACM handler 
που υλοποιήσαµε. 
 
Σχήµα 18: Αρχιτεκτονική του ACM 
Ο ACM handler υλοποιεί την κεντρική λογική  (ACM Handler Logic) όπως 
αυτή παρουσιάστηκε στο Σχήµα 13 στην παράγραφο 4.4.2.3. Ταυτοποιεί το µήνυµα, 
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ελέγχει την πρόσβαση σύµφωνα µε τους κανόνες πρόσβασης. Χρησιµοποιεί τα εξής 
υποσυστήµατα: 
 KrbContext Listener: Το αντικείµενο αυτό ορίζει µέσα σε Java Servlet 
Engine που λειτουργεί ως container για το Web Service (στην υλοποίηση 
µας χρησιµοποιήσαµε για container τον Tomcat 5.28 [TOMCAT]) την 
κοινή πληροφορία που µοιράζονται όλα τα στιγµιότυπα του ACM handler 
που µπορεί να τρέχουν ταυτόχρονα (ένα για κάθε εισερχόµενο µήνυµα). 
Αρχικοποιεί τον ACM handler, π.χ. διαβάζει το Kerberos Key του ACM, 
διαβάζει όλες τις µεταβλητές περιέχονται στο ACMHandler.properties, 
διαβάζει τους τοπικούς κανόνες και τους αποστέλλει στο Policy Repository 
και δηµιουργεί τα αντικείµενα Security Session Hash Table και Access Rule 
Hash Table. Τα δύο αυτά αντικείµενα είναι πίνακες κατακερµατισµού 
(hash tables). Ο πρώτος πίνακας περιέχει όλη την πληροφορία για την 
κατάσταση (state) κάθε συνόδου, όπως το Kerberos Principal, το 
sessionKey και την ηµ/νια λήξης του ticket. Ο δεύτερος πίνακας αφορά το 
authorization και περιέχει όλους τους κανόνες (Access Rules) που 
φυλάσσονται στο  αρχείο rules.properties τύπου Java properties file. Τέλος 
η αποστολή των τοπικών κανόνων στο Policy Repository γίνεται µε την 
χρήση αντίστοιχου Web Service (δες παράγραφο 5.5). 
 ACM Security Engine: Είναι η κύρια µηχανή επεξεργασίας του 
µηνύµατος SOAP. Ακολουθεί το προγραµµατιστικό µόρφηµα 
(Programming Pattern) Singleton. Το µόρφηµα Singleton, όταν 
ακολουθείται από ένα αντικείµενο, ορίζει πως µπορεί να υπάρχει µόνο ένα 
στιγµιότυπο του αντικειµένου σε µια Εικονική Μηχανή Java (Java Virtual 
Machine - JVM). Διασφαλίζει ότι κάθε µήνυµα θα το επεξεργαστεί το ίδιο 
αντικείµενο, δηλαδή η µηχανή ACM Security Engine στην περίπτωσή µας. 
Εποµένως διατηρείται η κατάσταση σε διαδοχική αποστολή µηνυµάτων και  
αυτά παραδίδονται στην υπηρεσία µε την σειρά άφιξης τους. Η 
επεξεργασία των διαφόρων λειτουργιών στο µήνυµα SOAP, γίνεται από 
τους διάφορους SOAP Security  Processors.  Η µηχανή φροντίζει την ορθή 
σειρά εκτέλεσής τους, ελέγχοντας την επικεφαλίδα ασφαλείας του 
µηνύµατος SOAP. 
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 SOAP Security Processors: εκτελούν συγκεκριµένες λειτουργίες στο 
µήνυµα SOAP. Συγκεκριµένα: 
o Kerberos Token Processor: Ελέγχει αν υπάρχουν Kerberos Tokens 
στο µήνυµα SOAP, πιστοποιεί την ταυτότητα του χρήστη µε βάση το 
token (εισιτήριο - Kerberos ticket στην περίπτωση αυτή) και 
αποθηκεύει στο Security Session Hash Table το session key και τα 
στοιχεία του εισιτηρίου. Με αυτόν το τρόπο ορίζεται µια σύνοδος 
Kerberos  στο Security Session Hash Table µε βάση το κλειδί της 
συνόδου και στα επόµενα µηνύµατα δεν είναι αναγκαία η αποστολή 
του Kerberos token. 
o Signature Processor: Ελέγχει το είδος υπογραφής (digital signature ή 
MAC) για ένα στοιχείο του µηνύµατος και καλεί τον αντίστοιχο 
processor για να επιβεβαιώσει την υπογραφή. 
o Distinguished Name (DN) Processor: Βρίσκει το DN του χρήστη που 
αντιστοιχεί σε ένα ηλεκτρονικό πιστοποιητικό X.509. Χρησιµοποιείται 
για την εκπροσώπηση του χρήστη µέσω του Delegation Service (βλέπε 
βήµα 4, παράγραφο 4.4.1). 
o Derived Key Token Processor: Ανάλογα µε το είδος του processor 
(Kerberos Token, Token Reference Processor, κτλ.) εξάγει το κλειδί. 
Στην περίπτωση του Kerberos είναι το κλειδί της συνόδου που 
βρίσκεται είτε στο Kerberos Token είτε, εάν έχει δηµιουργηθεί η 
σύνοδος, βρίσκεται από το Security Session HashTable. 
o Reference List Processor: Ελέγχει όλες τις αναφορές στα διάφορα 
στοιχεία (XML elements) του µηνύµατος SOAP, µε βάση αυτές 
ανακτά τα αντίστοιχα κλειδιά κρυπτογράφησης και αποκρυπτογραφεί 
το µήνυµα. 
o Token Reference Processor: Υποστηρίζει αναφορές σε Kerberos 
Tokens και µε βάση αυτές βρίσκει το κλειδί συνόδου από το Security 
Session Hash Table. 
Ο αλγόριθµος που υλοποιεί ο ACM Handler  (ACM Handler Logic) 
συνοψίζεται ως εξής: 
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1. Αρχικά αποκωδικοποιεί (parses) το εισερχόµενο µήνυµα SOAP. Η 
διαδικασία αυτή επιστρέφει το µήνυµα SOAP ως ένα αντικείµενο Java. 
2. Στην συνέχεια καλείται η ACM Security Engine για να επεξεργαστεί 
την επικεφαλίδα ασφαλείας του µηνύµατος. Αυτή καλεί ανάλογα µε τα 
στοιχεία του µηνύµατος τους διάφορους processors. Εφόσον η 
επεξεργασία είναι επιτυχής,  µε το πέρας αυτού του βήµατος έχει 
ταυτοποιηθεί και αποκρυπτογραφηθεί το µήνυµα. 
3. Στην συνέχεια τροποποιεί το σώµα του αρχικού µηνύµατος SOAP 
αντικαθιστώντας µε το αποτέλεσµα που έλαβε από την ACM Security 
Engine. Για παράδειγµα, αντικαθιστά τα κρυπτογραφηµένα στοιχεία µε 
τα αντίστοιχα αποκρυπτογραφηµένα. 
4. Κατασκευάζει νέα επικεφαλίδα για το µήνυµα SOAP. Σε αυτή δεν 
περιέχεται ο αρχικός Security Header, αφού η επεξεργασία ασφαλείας 
έχει ολοκληρωθεί. 
5. Ελέγχει αν έχει παρέλθει το έγκυρο χρονικό διάστηµα σε περίπτωση που 
υπάρχει χρονοσήµανση (timestamp) στο µήνυµα SOAP. 
6. Τέλος ελέγχει αν υπάρχει κανόνας πρόσβαση (message authorization) 
διαβάζοντας τον Access Rule Hash Table και επιτρέπει την πρόσβαση 
εφόσον βρεθεί ο αντίστοιχος κανόνας. Για περισσότερες λεπτοµέρειες 
για την διαδικασία ελέγχου πρόσβασης δείτε την παράγραφο 4.4.3. 
Σε αυτό το σηµείο τελειώνει η παρουσίαση της υλοποίησης του ACMHandler.  
5.4. Υλοποίηση	  του	  Kerberos	  KrbClient	  API	  
Το KrbClient API της αρχιτεκτονικής, ενθυλακώνεται σε µια κλάση Java, 
ονοµαζόµενη krbClient, η οποία παρέχει και την υλοποίηση του. Μπορεί εύκολα να 
ενσωµατωθεί σε οποιαδήποτε αρχιτεκτονική ασφαλείας client (π.χ. user portal ή 
αυτόνοµη client εφαρµογή) σύµφωνα µε τις ιδιοµορφίες διαφόρων υλοποιήσεων 
client. Δεν υλοποιήσαµε handlers, όπως στην περίπτωση του server, δίνοντας έµφαση 
στην υλοποίηση του API, απαραίτητου για την ένταξη διαφόρων clients στην 
αρχιτεκτονική µας. Η πιθανή υλοποίηση handler θα πρέπει να είναι προσαρµοσµένη 
στα προγραµµατιστικά περιβάλλοντα υλοποίησης clients, τα οποία ίσως να θέλουν 
ειδική διαχείριση, π.χ. clients βασισµένοι σε portlets [JCR168], τα οποία δεν 
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µοιράζονται state information µεταξύ τους. Πάντως κατάλληλοι handlers θα 
µπορούσαν να ενσωµατωθούν στην προτεινόµενη αρχιτεκτονική client ώστε να 
διευκολυνθεί ο προγραµµατιστής του  client software στην χρήση της αρχιτεκτονικής 
Οι ρυθµίσεις του  krbClient, αποθηκεύονται στο clientConfig.properties. 
Τέτοιες ρυθµίσεις είναι το REALM/VO  του χρήστη και το DNS name του KDC. 
Βασική δυνατότητα του krbClient είναι να διατηρεί την κατάσταση του χρήστη, 
λόγου χάρη τα εισιτήρια των υπηρεσιών (service tickets), το TGT κ.α. 
Οι δηµόσιοι µέθοδοι (public methods) του krbClient που επιτρέπουν την 
ταυτοποίηση (authentication) εξωτερικών χρηστών στον KDC (login) και την 
διαχείριση των διαπιστευτηρίων τους (tickets) είναι: 
 init_krb: Εκτελεί το login ενός χρήστη µε ένα username/password  στο 
KDC και αποθηκεύει ένα TGT. Χρησιµοποιεί εξωτερικό kinit πρόγραµµα 
 init_java: Εκτελεί το login ενός χρήστη µε ένα username/password  στο 
KDC και αποθηκεύει ένα TGT. Χρησιµοποιεί την kinit που είναι 
ενσωµατωµένη στην Java και δεν υποστηρίζει το πρωτόκολλο PKINIT 
 init_X509: Εκτελεί το login ενός χρήστη µε ένα πιστοποιητικό X.509 και 
µε το αντίστοιχο ιδιωτικό κλειδί και αποθηκεύει ένα TGT. Χρησιµοποιεί 
την init που παρέχει ο Heimdal Kerberos που υποστηρίζει το πρωτόκολλο 
PKINIT 
 init_proxy: Εκτελεί το login ενός χρήστη µε ένα πιστοποιητικό 
πληρεξουσίου X.509 (proxy certificate) και αποθηκεύει ένα TGT. 
Χρησιµοποιεί  την init που παρέχει ο Heimdal Kerberos που υποστηρίζει το 
πρωτόκολλο PKINIT 
 getTGTPath: Επιστρέφει τη θέση (directory path) του TGT στο σύστηµα 
αρχείων (file system) 
 destroy: Καταστρέφει το TGT και όλα τα service tickets 
 setREALM: Εγγράφει την τιµή της µεταβλητή Kerberos REALM του 
χρήστη 
 setKDC: Εγγράφει τη διεύθυνση (IP address ή DNS name) του ενεργού 
KDC που χρησιµοποιείται 
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 getDN: Επιστρέφει το Distinguished Name του χρήστη σε περίπτωση που 
χρησιµοποίησε πιστοποιητικό ή πιστοποιητικό πληρεξουσίου για να κάνει 
login στο KDC 
Οι ακόλουθες µέθοδοι χρησιµοποιούνται για την απόκτηση εισιτηρίων 
υπηρεσιών (service tickets) και διαχείριση αυτών: 
 requestServiceTicket: Δέχεται ως όρισµα το όνοµα µιας υπηρεσίας και 
επιστρέφει ένα εισιτήριο (service ticket) για την χρήση της. Χρησιµοποιεί 
την υπηρεσία TGS του KDC 
 renewServiceTicket: Δέχεται σαν όρισµα το όνοµα µιας υπηρεσίας και 
ανανεώνει το εισιτήριο της (service ticket). Χρησιµοποιεί την υπηρεσία 
TGS  του KDC 
 getRequestedServices: Επιστρέφει όλα τα ονόµατα των υπηρεσιών για τις 
οποίες έχουν εκδοθεί εισιτήρια (service tickets) και διατηρούνται µέσα στο 
αντικείµενο krbClient 
 getServiceTicket: Επιστρέφει το εισιτήριο (service ticket) για ένα όνοµα 
υπηρεσίας που είναι αποθηκευµένο στο αντικείµενο krbClient 
Η κυρίως λειτουργία του API προσφέρεται από την παρακάτω µέθοδο: 
 callKrbService: Δέχεται ως ορίσµατα: (1) ένα αντικείµενο κλήσης (AXIS 
call object) προς µια υπηρεσία (έχει προηγηθεί η ανάκτηση εισιτηρίου της 
υπηρεσίας), (2) αν θα γίνει κρυπτογράφηση ή/και ηλεκτρονική υπογραφή 
στο σώµα του µηνύµατος και (3) τα δεδοµένα (data) κλήσης που θέλουµε 
να στείλουµε µε το µήνυµα. Εναλλακτικά αντί των δεδοµένων του 
µηνύµατος (3), µπορεί να δεχτεί ένα XML Document ή έναν SOAP 
Envelope (δηλαδή ένα ολόκληρο  SOAP µήνυµα). Όταν δέχεται ως 
παράµετρο τα data της κλήσης, παράγει εσωτερικά το µήνυµα SOAP που 
στέλνει. Στις άλλες περιπτώσεις δεν χρειάζεται. 
Παρακάτω  στον Πίνακα 4 ακολουθεί ένα απλό παράδειγµα χρήσης του 
KrbClient API. 
Πίνακας 4: Απλό Παράδειγµα χρήσης του KrbClient API 
public class testKrbAPI { 
 boolean bodyEncryption=true, bodySigning=true; 
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 String userPrincipal= “username@REALM”, servicePrincipal= “serviceName@REALM”; 
Object[] callparam = { “this is the data”}; 
 
 public static void main(String[] args) { 
 krbClient krbclient = new krbClient; 
 krbclient.init_krb(userprincipal, password); 
 krbclient.requestServiceTicket(servicePrincipal); 
 testClient client = new testClient; 
 Call call = client.callService(); 
 Object obj = krbclient.callKrbService(callparam, call, servicePrincipal, 
bodyEncryption, bodySigning); 
} 
} 
 
5.5. Υλοποίηση	  του	  Policy	  Repository	  
Το Policy Repository έχει υλοποιηθεί ως ένα Web Service, το οποίο παράγεται 
από αντίστοιχο αρχείο WSDL. Εφόσον γνωρίζαµε εκ των προτέρων την πληροφορία 
που θέλουµε να αποθηκεύεται, ορίσαµε µέσα σε ένα WSDL file τις λειτουργίες που 
θέλαµε να παρέχει στην αρχιτεκτονική. Στην συνέχεια µέσω της WSDL2Java 
παράγαµε τον κώδικα Java stub για το Web Service Policy Repository. Ο κώδικας 
συµπληρώθηκε στα κατάλληλα σηµεία µε τις εντολές αποθήκευσης σε Βάση 
Δεδοµένων MySQL [MYSQL]. 
Συγκεκριµένα ορίσαµε δύο λειτουργίες (Web Service Operations): 
 getRules 
 setRules 
Ως παράµετρο λαµβάνουν µια υπηρεσία και επιστρέφουν µια λίστα από 
εγγραφές RuleTuple. Στον Πίνακα 5, παρουσιάζεται ο τύπος του RuleTuple, σε XML 
Schema. 
Πίνακας 5: Ορισµός του RuleTuple σε XML Schema 
<complexType name="RuleTuple"> 
    <sequence> 
     <element name="command" nillable="true" type="xsd:string"/> 
     <element name="instrumentManagerID" nillable="true" type="xsd:string"/> 
     <element name="operation" nillable="true" type="xsd:string"/> 
     <element name="parameterName" nillable="true" type="xsd:string"/> 
     <element name="srv_princ" nillable="true" type="xsd:string"/> 
     <element name="subgroup" nillable="true" type="xsd:string"/> 
     <element name="username" nillable="true" type="xsd:string"/> 
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     <element name="vo" nillable="true" type="xsd:string"/> 
    </sequence> 
</complexType> 
 
Οι  τύπος RuleTuble περιγράφει το είδος της πληροφορίας που περιγράψαµε 
στην ενότητα 4.4.3, τροποποιηµένο όµως, ώστε να καλύπτει τις ανάγκες ενός 
Instrument Element που περιγράψαµε στην ενότητα 2.3. 
Η πληροφορία αυτή διατηρείται σε µια βάση δεδοµένων. Χρησιµοποιήσαµε 
MySQL και δηµιουργήσαµε έναν πίνακα µε τα στοιχεία του RuleTuple. Η 
επικοινωνία µε την βάση γίνεται µε την χρήση της βιβλιοθήκης JDBC. 
Η πρόσβαση στο Policy Repository ελέγχεται µε ACM handler. Για το λόγο 
αυτό ορίσαµε το Policy Repository ως υπηρεσία στο KDC. Έτσι οι ACMs στο server 
για να αποθηκεύσουν τους τοπικούς τους κανόνες µε ασφάλεια χρησιµοποιούν το 
KrbClient API, ζητώντας εισιτήριο (service ticket) για την υπηρεσία του Policy 
Repository και καλούν την λειτουργία setRules. Την ίδια διαδικασία ακολουθεί και το 
λογισµικό του πελάτη (client) για να καλέσει την λειτουργία getRules. Το Policy 
Repository διαθέτει τοπικούς κανόνες πρόσβασης, που επιτρέπουν ώστε οι 
λειτουργίες εγγραφής να επιτρέπονται µόνο από το τα ACMs, ενώ δικαιώµατα 
ανάγνωσης παρέχονται σε όλους τους ταυτοποιηµένους χρήστες. 
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6. Πειραματική	  Επαλήθευση	  και	  Αξιολόγηση	  της	  
Προτεινόμενης	  Αρχιτεκτονικής	  Ασφαλείας	  
6.1. Εισαγωγή	  
Στα Κεφάλαια 4 και 5 της διατριβής παρουσιάσαµε την προτεινόµενη 
αρχιτεκτονική ασφαλείας, η οποία έχει σκοπό να βελτιώσει την απόδοση των 
λειτουργιών ασφαλείας ενός Instrumentation Grid. Η αρχιτεκτονική που σχεδιάσαµε 
και υλοποιήσαµε καλύπτει όλες τις βασικές αρχές του πλαισίου OGSA (ενότητα 4.5) 
και µπορεί εύκολα να συνεργαστεί µε οποιαδήποτε Computational Grid ακολουθεί 
αυτές τις αρχές.  
Στο παρόν κεφάλαιο θα επαληθεύσουµε πειραµατικά την αρχιτεκτονική 
εξοµοιώνοντας τη προστασία µιας υπηρεσίας (ενός Web Service). Συγκεκριµένα θα 
µετρήσουµε  την απόδοση του ACM handler (ενότητα 5.3) που ακολουθεί το 
Kerberos Token Profile στην επεξεργασία ασφαλών µηνυµάτων και θα το 
συγκρίνουµε µε αυτή του WSS4J handler – Χ.509 Token Profile. Να 
σηµειώσουµε πως σε ένα Instrumentation Grid η στενωπός της αρχιτεκτονικής είναι 
το Instrument Element σαν υπηρεσία που µπορεί να αντιπροσωπεύει πολλά όργανα-
συσκευές και να εξυπηρετεί πολλούς χρήστες. 
 Στην συνέχεια του κεφαλαίου θα δούµε το δοκιµαστικό περιβάλλον (testbed) 
που δηµιουργήσαµε, τα σενάρια που χρησιµοποιήσαµε, την µεθοδολογία που 
ακολουθήσαµε και τα αποτελέσµατα που εξάγαµε. 
6.2. Δοκιμαστικό	  Περιβάλλον	  και	  Σενάρια	  
Δηµιουργήσαµε ένα δοκιµαστικό περιβάλλον για να µπορέσουµε να 
µετρήσουµε και να εκτιµήσουµε την απόδοση της προτεινόµενης αρχιτεκτονικής 
ασφαλείας και συγκεκριµένα των µηχανισµών µεταφοράς προστατευµένων 
µηνυµάτων. Οι διαδικασία login (µέσω του pkinit) στο KDC δεν µετρήθηκε, γιατί δεν 
παίζει κανένα ρόλο κατά την αλληλεπίδραση του πελάτη µε την υπηρεσία. Συµβαίνει 
συνήθως προκαταβολικά της συνόδου ελέγχου (π.χ. αν το λογισµικό του πελάτη είναι 
ένα portal κατά την είσοδο του στο portal και όχι κατά την αλληλεπίδραση του µε την 
υπηρεσία).  
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Στο δοκιµαστικό περιβάλλον συγκρίναµε την απόδοση της υλοποίησης ACM 
Kerberos Token Profile handler, µε την υλοποίηση του WSS4J X.509 Token 
Profile handler. Η δεύτερη υλοποίηση εκπροσωπεί την απόδοση µιας εναλλακτικής 
λύσης που θα έβρισκε χρήση σε ένα  Instrumentation Grid βασισµένο στο GSI. Ισχύει 
πάντα η  προϋπόθεση ότι χρησιµοποιείται ασφάλεια στο επίπεδο του µηνύµατος 
(SOAP) και όχι στο επίπεδο της µεταφοράς  (http). 
6.2.1. Δοκιμαστικό	  Περιβάλλον	  
Το δοκιµαστικό περιβάλλον που δηµιουργήσαµε αποτελείται από ένα 
εξυπηρετητή, όπου τρέχει µια απλή υπηρεσία  “echo” Web Service και οι 
ACM/WSS4J handlers µε 16 πελάτες (χρήστες) στο ίδιο τοπικό δίκτυο. Ο 
εξυπηρετητής έχει έναν διπύρηνο AMD64 X2 4.400 (2200MHz), 2GB φυσικής 
µνήµης, 2x120GB σκληρούς δίσκους σε διάταξη Raid 1. Το λειτουργικό σύστηµα 
είναι Linux Debian 4.0 και χρησιµοποιεί τον πυρήνα συµµετρικής πολυεπεξεργασίας 
(SMP kernel) 64 bit.  
Το λογισµικό του πελάτη έχει εγκατασταθεί σε ένα µικτό περιβάλλον από 16 
υπολογιστές µε Windows XP ή Linux. Υλοποιήθηκε σε περιβάλλον Java 1.5. Οι 
πελάτες έχουν την δυνατότητα να στέλνουν µηνύµατα echo µέσω πρωτοκόλλου 
SOAP µε καθορισµένο ρυθµό αποστολής και µέγεθος µηνύµατος. Επίσης έχουν τις 
δυνατότητες να κρυπτογραφούν το σώµα του µηνύµατος SOAP χρησιµοποιώντας τον 
προτυποποιηµένο αλγόριθµο κρυπτογράφησης AES128 [Daem02] και να προσθέτουν 
ηλεκτρονική υπογραφή του σώµατος του µηνύµατος στην επικεφαλίδα ασφαλείας 
του. Χρησιµοποιούν φυσικά το   KrbClient API που είδαµε στις ενότητες 4.4.2.1 και 
5.4. 
Το λογισµικό της υπηρεσίας echo Web Service που χρησιµοποιούµε για να 
δοκιµάσουµε την αρχιτεκτονική υλοποιείται µε Apache Axis 1.3 [AXIS],  εκτελείται 
σε ένα Java 1.5 64bit Edition Java Virtual Machine (JVM) και είναι εγκατεστηµένο 
σε Jakarta Tomcat 5.28 Servlet Server. 
Ο κώδικας του ACM, που χρησιµοποιούµε, έχει υλοποιηθεί ως Axis Handler, 
όπως είδαµε στην ενότητα 5.3. Οι Handlers µπορούν να εγκατασταθούν κατά την 
επεξεργασία ενός µηνύµατος SOAP στον εξυπηρετητή πριν ή µετά από το ίδιο Web 
Service, τροποποιώντας το µήνυµα SOAP κατά περίπτωση. O ACM χειρίζεται ό,τι 
έχει σχέση µε την ταυτοποίηση και τον έλεγχο πρόσβασης σε κάθε µήνυµα SOAP 
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σύµφωνα µε την αρχιτεκτονική µας. Υλοποιεί για την µεταφορά των µηνυµάτων το 
WSS Kerberos Token Profile και χρησιµοποιεί την βιβλιοθήκη Apache WSS4J. Για 
την ακρίβεια επεκτείνει τον υπάρχον WSS4J Handler που παρέχει η βιβλιοθήκη. 
Η σύγκριση γίνεται µε τον παρεχόµενο handler από την βιβλιοθήκη WSS4J ,  ο 
οποίος υλοποιεί το WSS X.509 Token Profile. Για τις κρυπτογραφικές λειτουργίες 
χρησιµοποιήσαµε και στις δύο υλοποιήσεις την ίδια βιβλιοθήκη κρυπτογράφησης την 
BouncyCastle JCE [BONCA], που υλοποιεί το πρότυπο Java Cryptography Extension 
(JCE) [JCE02],. Η χρήση των ίδιων βιβλιοθηκών µας εξασφαλίζει ότι θα έχουν την 
ίδια επίδοση όσον αφορά τις κρυπτογραφικές τους λειτουργίες. 
6.2.2. Σενάρια	  Μετρήσεων	  
Τα σενάρια που θα παρουσιάσουµε έχουν σκοπό να µετρήσουν την απόδοση 
της επεξεργασίας των λειτουργιών ασφαλείας στην πλευρά της υπηρεσίας 
χρησιµοποιώντας ασφάλεια στο επίπεδο µηνύµατος, τόσο υπό χαµηλό όσο και υπό 
υψηλό υπολογιστικό φορτίο (άνω του 90%). Ως ασφάλεια στο επίπεδο του 
µηνύµατος ορίζουµε τις εξής λειτουργίες: 
1. Ταυτοποίηση Μηνύµατος (Message Authentication) 
2. Ακεραιότητα Μηνύµατος (Message Integrity) 
3. Εµπιστευτικότητα Μηνύµατος (Message Confidentiality) 
Η ταυτοποίηση του µηνύµατος αφορά στην επιβεβαίωση της ταυτότητας του 
αποστολέα. Μαζί µε τον έλεγχο ακεραιότητας των µηνυµάτων παρέχεται µέσω 
ηλεκτρονικών υπογραφών ή κωδικών HMAC. Η εµπιστευτικότητα του µηνύµατος 
διασφαλίζεται µέσω της κρυπτογράφησης του περιεχοµένου. 
Η απόδοση εκτιµήθηκε µετρώντας το µέσο ρυθµό µηνυµάτων (SOAP 
messages/sec), τον ρυθµό µετάδοσης πληροφορίας (message payload) και των 
επιµέρους χρόνων επεξεργασίας των λειτουργιών ασφαλείας. Οι χρόνοι αυτοί 
ορίζονται σε επόµενη ενότητα 6.3. Είναι σηµαντικό να µετρηθούν/ποσοτικοποιηθούν 
οι σχετικές διαφορές στην απόδοση µεταξύ  των λειτουργιών της ηλεκτρονικής 
υπογραφής και κρυπτογράφησης, αν και αναµένουµε ίδια συµπεριφορά αφού 
βασίζονται στις ίδιες κρυπτογραφικές αρχές. Τέτοια αποτελέσµατα θα ήταν πολύ 
χρήσιµα στο να αποφασιστεί ποια µέθοδος (Πιστοποίηση – Ακεραιότητα – 
Εµπιστευτικότητα) θα µπορούσε να χρησιµοποιηθεί στις διάφορες εφαρµογές 
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Instrumentation Grid ώστε σύµφωνα µε τις απαιτήσεις τους να βρεθεί η χρυσή τοµή 
ανάµεσα σε απόδοση και ασφάλεια. 
Τα σενάρια που θα εξετάσουµε, τα χωρίζουµε σε δύο κύριες κατηγορίες:  
A) Υπό αυξανόµενο αριθµό πελατών (που αναλογεί σε αναλογικά 
αυξανόµενο υπολογιστικό φορτίο του echo Web Service) 
a. SC12: Μελέτη απόδοσης των λειτουργιών ασφαλείας, προσφέροντας 
µόνο Εµπιστευτικότητα Μηνύµατος (µόνο κρυπτογράφηση), 
αυξάνοντας τον αριθµό πελατών και κρατώντας σταθερό το µέγεθος 
των µηνυµάτων και τον ρυθµό τους ανά πελάτη  
B) Υπό αυξανόµενο µέγεθος µηνυµάτων SOAP σε υψηλό συνολικό φορτίο 
echo Web Service από σταθερό αριθµό πελατών 
a. SC2: Μελέτη απόδοσης λειτουργιών ασφαλείας, προσφέροντας 
Ταυτοποίηση, Ακεραιότητα και Εµπιστευτικότητα Μηνύµατος 
(κρυπτογράφηση και ηλεκτρονικές υπογραφές) για αυξανόµενα 
µεγέθη µηνύµατος.  
b. SC3: Μελέτη απόδοσης λειτουργιών ασφαλείας, προσφέροντας 
Ταυτοποίηση και Ακεραιότητα Μηνύµατος (µόνο ηλεκτρονικές 
υπογραφές ή HMAC) για αυξανόµενα µεγέθη µηνύµατος 
Το υπολογιστικό φορτίο που αναφέρουµε δεν προκαλείται από εξωγενείς 
παράγοντες, αλλά από την ίδια την λειτουργία της υπηρεσίας. Αυξάνοντας το ρυθµό 
ή/και τους πελάτες που επικοινωνούν µε την υπηρεσία, αυξάνεται το υπολογιστικό 
φορτίο. Η Υπηρεσία για τα πειράµατα µας έπρεπε να προκαλεί µικρό σταθερό 
υπολογιστικό φορτίο, ώστε να έχουµε καθαρή εικόνα για την απόδοση των δύο 
υπό σύγκριση µηχανισµών. Έτσι επιλέξαµε την πιο απλή υπηρεσία που είναι ένα 
“echo” Web Service, δηλαδή µια υπηρεσία που απλά επιστρέφει στον πελάτη το 
µήνυµα που έλαβε. 
Επίσης, δεν έχουµε συµπεριλάβει στα σενάρια µας την λειτουργία ελέγχου 
πρόσβασης (authorization) που προσφέρει ο ACM, αφού ουσιαστικά θα ήταν κοινός 
                                                
2 Οι µετρήσεις στο SC1 έγιναν χωρίς να είναι ενεργοποιηµένος ο SMP  kernel, για 
αυτό παρουσιάζουν µειωµένη απόδοση σε σχέση µε τα SC2  και SC3. Πάντως, η 
χρήση του SMP kernel δεν επηρεάζει την συγκριτική επίδοση των δύο handlers που 
είναι και το ζητούµενο 
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παράγοντας στις συγκρίσεις. Ο χρόνος για να ανακληθεί η πολιτική από την µνήµη 
RAM (στην υλοποίηση µας) σε κάθε σενάριο θα είναι ο ίδιος και εποµένως ο έλεγχος 
πρόσβασης θα επηρέαζε την απόδοση κατά ένα σταθερό παράγοντα. Εξάλλου ο 
βασικός µας σκοπός είναι να δώσουµε έµφαση στην απόδοση των ασφαλών 
ανταλλαγών µηνυµάτων, αφού επιβαρύνουν την απόδοση της επεξεργασίας κατά 
σηµαντικό βαθµό. Μια εκτίµηση της διαφοράς των κρυπτογραφικών αλγορίθµων 
κρυπτογράφησης συµµετρικού και δηµοσίου κλειδιού είδαµε στην παράγραφο 3.3.2. 
Ωστόσο αναφέρονται καθαρά στους αλγόριθµους και δεν αντικατοπτρίζουν τις 
διαφορές σε ένα κατανεµηµένο περιβάλλον ανταλλαγής µηνυµάτων.  
Λεπτοµερής  περιγραφή του σεναρίων παρουσιάζονται στον Πίνακα 6. 
Πίνακας 6: Μεθοδολογία σεναρίων υπό µεταβαλλόµενο υπολογιστικό φορτίο 
Σενάριο Περιγραφή 
SC1 (υπό αυξανόµενο αριθµό 
πελατών,  σταθερό ρυθµό αποστολής 
ανά πελάτη, αυξανόµενο 
υπολογιστικό φορτίο, σταθερό 
µέγεθος µηνύµατος) 
Στο SC1, οι πελάτες στέλνουν µηνύµατα 
σταθερού µεγέθους µε σταθερό ρυθµό (21 
µηνύµατα/sec). Το µέγεθος του µηνύµατος 
έχει ορισθεί σε  60 bytes. Το σώµα του 
µηνύµατος  (message payload) 
κρυπτογραφείται. Εκτελούµε τις µετρήσεις, 
αρχικά µε ένα πελάτη και σε κάθε 
επανάληψη προσθέτουµε ένα πελάτη, µέχρι 
να έχουµε 6 πελάτες να στέλνουν 
ταυτόχρονα. Ο αριθµός των µηνυµάτων 
που στέλνουν είναι 10.000 ο καθένας και 
ξεκινούν ταυτόχρονα. 
SC2, SC3 (αυξανόµενο µέγεθος 
µηνύµατος, υπό σταθερό αριθµό 
πελατών, µέγιστος ρυθµός αποστολής 
µηνυµάτων από του πελάτες, υψηλό 
υπολογιστικό φορτίο) 
Η µεθοδολογία που ακολουθήσαµε στα 
σενάρια SC2 και SC3, αφορά 16 πελάτες 
που στέλνουν µε τον µέγιστο ρυθµό τους. 
Κάθε πελάτης στέλνει συνολικά 10.000 
µηνύµατα (συνολικά 160.000). Όλοι οι 
πελάτες ξεκινούν την αποστολή 
ταυτόχρονα. Οι µετρήσεις 
επαναλαµβάνονται µε µέγεθος µηνύµατος 
60, 400, 800, 1600 και 3200. 
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Σε σενάρια αποµακρυσµένου ελέγχου ενός Instrumentation Grid που στοχεύει η 
αρχιτεκτονική µας, έχουµε γενικά µικρά µηνύµατα ελέγχου (<1000 bytes), εποµένως 
δεν υπάρχει κατάτµηση σε  πακέτα IP. Ωστόσο, συµπεριλάβαµε στις µετρήσεις και 
µεγαλύτερα µεγέθη (π.χ. 1600 και 3200 bytes), τα οποία υπόκεινται σε κατάτµηση. 
Με αυτό τον τρόπο θα µπορούσαµε να παρατηρούµε αν υπάρχει επίπτωση της 
κατάτµηση πακέτων στην χρονική καθυστέρηση και να δούµε την εν γένει 
συµπεριφορά καθώς αυξάνει το µέγεθος των µηνυµάτων. Επισηµάνουµε ότι 
αναφερόµαστε το µέγεθος του µηνύµατος πριν την κρυπτογράφηση και όχι στο 
µέγεθος του µηνύµατος SOAP που είναι σαφώς µεγαλύτερο, διότι συµπεριλαµβάνει 
την επικεφαλίδα του µηνύµατος (συµπεριλαµβανοµένης και της επικεφαλίδας 
ασφαλείας). 
Για να εκτιµήσουµε την απόδοση της υπηρεσίας echo Web Service που 
προστατεύεται από την αρχιτεκτονική µας, µετράµε κατά την διάρκεια του 
πειράµατος τον αριθµό των µηνυµάτων SOAP και τους αντίστοιχους υπολογιστικούς 
χρόνους για κάθε handler (βλέπε 6.2.1) που υλοποιεί το κάθε πρωτόκολλο (Kerberos 
Token Profile και Certificate Token Profile). Μόνο η κατεύθυνσης λήψης του 
εξυπηρετητή προστατεύεται καθώς µας ενδιαφέρει να δούµε την απόδοση σε αυτό το 
σηµείο και όχι στους πελάτες.  
Ακολουθεί στην συνέχεια η παράθεση των λεπτοµερειών ανά µηχανισµό που 
υιοθετήθηκαν σε κάθε σενάριο. 
6.2.3. X.509	  Certificates	  
Στο σενάριο SC1, όπου προσφέρεται Εµπιστευτικότητα Μηνύµατος 
(κρυπτογραφώντας το σώµα του µηνύµατος SOAP) αυξάνοντας τον αριθµό πελατών, 
σε κάθε αποστολή µηνύµατος, ο client:  
α) Κρυπτογραφεί το σώµα του µηνύµατος SOAP µε τυχαία επιλογή 
συµµετρικού κλειδιού ανά µήνυµα (χρησιµοποιώντας τον αλγόριθµο AES128),  
β) Δηµιουργεί επικεφαλίδα WS Security, κρυπτογραφεί το συµµετρικό κλειδί 
µε τον αλγόριθµο κρυπτογράφησης δηµοσίου κλειδιού RSA15, 
χρησιµοποιώντας το δηµόσιο κλειδί του WSS4J Χ.509 Token Profile handler 
της υπηρεσίας,  
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γ) Προσθέτει στην κεφαλίδα WS Security το κρυπτογραφηµένο συµµετρικό 
κλειδί µαζί µε την αναφορά στον εκδότη και στο σειριακό αριθµό του 
πιστοποιητικού X.509 που χρησιµοποιήθηκε κατά την κρυπτογράφηση του 
κλειδιού  
δ) Αντικαθιστά στο σώµα του µηνύµατος το αρχικό κείµενο (cleartext) µε το 
κρυπτογραφηµένο (ciphertext).  
Στην πλευρά του server, ο WSS4J X.509 Token Profile handler:  
α) Ανακτά από την τοπική αποθήκη κλειδιών το ιδιωτικό κλειδί της υπηρεσίας 
και µε βάση αυτό  
β) Αποκρυπτογραφεί το συµµετρικό κλειδί και  
γ) Αποκρυπτογραφεί µε το συµµετρικό κλειδί το σώµα του µηνύµατος. Τέλος 
αντικαθιστά το κρυπτογραφηµένο σώµα µε το αποκρυπτογραφηµένο, αφαιρεί 
την επικεφαλίδα ασφαλείας  και το προωθεί στην υπηρεσία. 
Στο σενάριο SC2, το οποίο προσφέρει Ταυτοποίηση, Ακεραιότητα και 
Εµπιστευτικότητα Μηνύµατος (µέσω κρυπτογράφησης και υπογραφής του σώµατος 
του µηνύµατος) για αυξανόµενα µεγέθη µηνύµατος, κάθε πελάτης: 
α) Αρχικά κρυπτογραφεί µε ένα τυχαίο συµµετρικό κλειδί το σώµα του 
µηνύµατος SOAP χρησιµοποιώντας τον αλγόριθµο κρυπτογράφησης AES128, 
υλοποιώντας το πρότυπο XML-Enc που περιγράφεται στην παράγραφο 3.5.3,  
β) Υπογράφει το σώµα µήνυµα ακολουθώντας το πρότυπο XML Digital 
Signature (δες την παράγραφο 3.5.4). Το τυχαίο συµµετρικό κλειδί  
κρυπτογράφησης µεταφέρεται µέσα στην επικεφαλίδα ασφαλείας µηνύµατος 
κρυπτογραφηµένο µε τον αλγόριθµο δηµοσίου κλειδιού RSA15 µε την χρήση 
του δηµοσίου κλειδιού της υπηρεσίας. Το µήνυµα σε αυτήν την περίπτωση 
αποτελείται από το κρυπτογραφηµένο σώµα και που περιέχει µια επικεφαλίδα 
WS Security, η οποία περιέχει µια αναφορά στο εκδότη και στο σειριακό 
αριθµό του πιστοποιητικού X.509 της υπηρεσίας. Και τέλος 
γ) Προσθέτει µια ηλεκτρονική υπογραφή στην επικεφαλίδα ασφαλείας µαζί µε 
την αντίστοιχη αναφορά στον εκδότη και στο σειριακό αριθµό του 
πιστοποιητικού X.509 του πελάτη που χρησιµοποιήθηκε για την υπογραφή. Η 
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κρυπτογράφηση προσφέρει Εµπιστευτικότητα, ενώ η ψηφιακή υπογραφή 
Ταυτοποίηση και Ακεραιότητα. 
Στην πλευρά του εξυπηρετητή, στο σενάριο SC2, όταν λαµβάνεται ένα µήνυµα, 
ο WSS4J handler: 
 α) Ανακτά το ιδιωτικό κλειδί της υπηρεσίας και το δηµόσιο κλειδί του πελάτη 
από την τοπική αποθήκη κλειδιών Υποδοµής Δηµοσίου Κλειδιού -ΥΔΚ  (PKI 
keystore). Στην ΥΔΚ αποθηκεύονται όλα τα κλειδιά της υπηρεσίας αλλά και 
των πελατών που είναι εξουσιοδοτηµένοι να έχουν πρόσβαση στην υπηρεσία. 
Επόµενο βήµα, αφού ανακτήσει τα κλειδιά,  
β) Χρησιµοποιεί το ιδιωτικό κλειδί του για να αποκρυπτογραφήσει το 
συνηµµένο συµµετρικό κλειδί στο µήνυµα,  
γ) Επαληθεύει την ηλεκτρονική υπογραφή µε το δηµόσιο κλειδί του πελάτη, 
εποµένως ταυτοποιείται ο µήνυµα και τέλος  
δ) Αποκρυπτογραφεί µε το συµµετρικό κλειδί το σώµα του µηνύµατος. Το 
µήνυµα µεταβιβάζεται αποκρυπτογραφηµένο και απογυµνωµένο από όλη την 
πληροφορία ασφαλείας (κεφαλίδα ασφαλείας, ηλεκτρονικές υπογραφές κτλ) 
στην τελική υπηρεσία που το εξυπηρετεί. 
Όσον αφορά το σενάριο SC3, όπου προσφέρεται Ταυτοποίηση και 
Ακεραιότητα Μηνύµατος για αυξανόµενα µεγέθη µηνύµατος, ο handler ασφαλείας 
του πελάτη:  
α) Κρυπτογραφεί το σώµα του SOAP µηνύµατος,  
β) Δηµιουργεί µια επικεφαλίδα WS Security όπου προσθέτει την υπογραφή µε 
αναφορά στον εκδότη και στον σειριακό αριθµό του X.509 πιστοποιητικού του 
πελάτη. Και τέλος  
γ) Όταν το µήνυµα ληφθεί στον εξυπηρετητή, o WSS4J handler της υπηρεσίας 
ανακτά από το δηµόσιο κλειδί του πελάτη από την τοπική αποθήκη κλειδιών 
της ΥΔΚ και εγκρίνει ή απορρίπτει το µήνυµα ανάλογα µε το αποτέλεσµα 
ελέγχου της ηλεκτρονικής υπογραφής. 
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6.2.4. Kerberos	  Tokens	  
Στην περίπτωση του Kerberos Token Profile µετά από αρχική ταυτοποίησης 
ενός χρήστη χρησιµοποιούµε αποκλειστικά συµµετρική κρυπτογραφίας και στα τρία 
σενάρια. Το σενάριο SC3 που απαιτεί και ηλεκτρονικές υπογραφές ανά µήνυµα που 
υλοποιούνται µε την χρήση κωδικών HMAC (Hashed Message Authentication 
Code) που περιγράψαµε στην ενότητα 3.3.1. Οι κώδικες HMAC στην περίπτωσή µας 
παράγονται  χρησιµοποιώντας τον αλγόριθµο κατακερµατισµού SHA1 στο σώµα του 
µηνύµατος SOAP και κρυπτογραφώντας το αποτέλεσµα µε τον συµµετρικό 
αλγόριθµο AES 128. Στο σενάριο SC2 λόγω του γεγονότος ότι στο πρωτόκολλο 
Kerberos ο πελάτης και ο εξυπηρετητής µοιράζονται κοινό κλειδί και περιµένουµε σε 
Instrumentation Grids δεδοµένα καθορισµένης µορφής (π.χ. µια εντολή) ο HMAC 
παραλείπεται (βλέπε παράγραφο 4.4.2.3). 
Και στα τρία σενάρια στην περίπτωση που χρησιµοποιείται ο ACM handler, 
όταν λαµβάνει το πρώτο µήνυµα SOAP, δηµιουργείται µια σύνοδος στο επίπεδο του 
WS Security. Η σύνοδος ορίζεται από το session key που βρίσκεται στο εισιτήριο της 
υπηρεσίας (service ticket) που στέλνεται στο πρώτο µήνυµα και διαρκεί όσο διαρκεί 
αυτό (περισσότερα είδαµε στην παράγραφο 4.3). Στα επόµενα µηνύµατα της συνόδου 
γίνεται απλή αναφορά του session key µέσα στην επικεφαλίδα των µηνυµάτων.   
Το λογισµικό του πελάτη και στα τρία σενάρια SC1, SC2 και SC3 καλεί σε 
επαναληπτικό βρόχο την υπηρεσία echo Web Service χρησιµοποιώντας το KrbClient 
API  (βλέπε ενότητα 5.4), το οποίο αποτελεί αναπόσπαστο µέρος της προτεινόµενης 
αρχιτεκτονικής. Η διαδικασία ακολουθεί τα εξής βήµατα: 
α) Ο client αρχικοποιεί ένα αντικείµενο krbClient, παρέχοντας του το 
πιστοποιητικό Χ.509 του πελάτη,  
β) Με βάση το πιστοποιητικό του πελάτη, το αντικείµενο krbClient ταυτοποιεί 
τον πελάτη στο Kerberos KDC και ως αποτέλεσµα λαµβάνει ένα TGT όπως 
είδαµε στην παράγραφο 4.4.2.1. Υλοποιείται µε αυτό τον τρόπο η λειτουργία 
Single Sign On - SSO,  
γ) Στην συνέχεια ο krbClient εξετάζει το URL της υπηρεσίας και ανακτά το 
εισιτήριο της υπηρεσίας (service ticket), χρησιµοποιώντας το TGT και 
καλώντας την υπηρεσία TGS του Kerberos KDC.  
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δ) Ο krbClient δηµιουργεί επικεφαλίδα ασφαλείας WS Security µέσα στο 
µήνυµα SOAP και προσθέτει το εισιτήριο της υπηρεσίας echo Web Service. 
Μέσα στην επικεφαλίδα ασφαλείας του µηνύµατος SOAP, το εισιτήριο 
ονοµάζεται Kerberos Token. Τέλος, 
ε) Ο krbClient χρησιµοποιεί το κλειδί της συνόδου (session key) που επιστρέφει 
η υπηρεσία TGS µαζί  µε το εισιτήριο της υπηρεσίας για να  κρυπτογραφήσει ή 
να υπογράψει τα SOAP µηνύµατα στα τρία σενάρια (SC1, SC2 και SC3). 
Ειδικότερα, στο σενάριο SC1, το αντικείµενο krbClient κρυπτογραφεί το σώµα 
του µηνύµατος µε την χρήση του κλειδιού της συνόδου που λαµβάνει µαζί µε την 
λήψη του εισιτηρίου της υπηρεσίας. Το ίδιο κλειδί εµπεριέχεται και µέσα στο 
εισιτήριο της υπηρεσίας. Υπενθυµίζουµε (βλέπε παράγραφο 3.4.2) πως το εισιτήριο 
της υπηρεσίας (service ticket) είναι µια δοµή, που περιλαµβάνει µεταξύ των άλλων 
(πελάτης, διάρκεια ζωής του εισιτήριου κτλ.) το κλειδί συνόδου. Το εισιτήριο της 
υπηρεσίας είναι κρυπτογραφηµένο µε το συµµετρικό κλειδί της υπηρεσίας echo, 
εποµένως µόνο η ίδια η υπηρεσία µπορεί να το διαβάσει. Η ενσωµάτωση του 
εισιτηρίου µέσα στην επικεφαλίδα ασφαλείας γίνεται µόνο για το πρώτο µήνυµα. Στα 
επόµενα µηνύµατα και για την διάρκεια ζωής του εισιτηρίου στέλνεται µια αναφορά 
στο εισιτήριο της υπηρεσίας,  όπως ορίζεται στο πρωτόκολλο WS Security Kerberos 
Token Profile. Η τιµή της αναφοράς προκύπτει από την χρήση της συνάρτησης 
κατακερµατισµού (hashing function) SHA1 πάνω στο εισιτήριο της υπηρεσίας.  
Στην πλευρά του server, ο ACM handler: 
α) Αρχικά εξάγει το εισιτήριο από το πρώτο µήνυµα του πελάτη και το  
αποθηκεύει τοπικά στον πίνακα κατακερµατισµού Session Hash Table (δες 
παράγραφο 5.3), χρησιµοποιώντας ως κλειδί στον πίνακα κατακερµατισµού την 
τιµή κατάτµησης (hash value) του εισιτηρίου,  
β) Στην συνέχεια και για το πρώτο µήνυµα µε το ενσωµατωµένο στο εισιτήριο 
κλειδί συνόδου αποκρυπτογραφεί το σώµα του µηνύµατος. Για τα επόµενα 
µηνύµατα, το κλειδί συνόδου δεν στέλνεται µέσα στο εισιτήριο, αλλά στέλνεται 
µια αναφορά σε αυτό. Η αναφορά βρίσκεται στην επικεφαλίδα ασφαλείας του 
µηνύµατος SOAP και παραπέµπει στο τοπικά αποθηκευµένο  κλειδί συνόδου. 
Τέλος,  
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γ) Ο ACM handler αντικαθιστά το κρυπτογραφηµένο σώµα του µηνύµατος µε 
την αποκρυπτογραφηµένη τιµή του, αφαιρεί την κεφαλίδα ασφαλείας και 
προωθεί το µήνυµα στην τελική υπηρεσία. Η κρυπτογράφηση ακολουθεί το 
πρότυπο XML-Enc που είδαµε στην παράγραφο 3.5.3. 
Στο σενάριο SC2, το αντικείµενο KrbClient, κατά την αποστολή των 
µηνυµάτων, κρυπτογραφεί και υπογράφει το σώµα του µηνύµατος SOAP µε το κλειδί 
συνόδου που λαµβάνει κατά την ανάκτηση του εισιτηρίου της υπηρεσίας. Ως 
αλγόριθµο κρυπτογράφησης χρησιµοποιεί τον AES128 και για υπογραφές προσθέτει 
ένα Hashed Message Authentication Code – HMAC (δες παράγραφο 3.3.1). Όπως και 
στο SC1 στο πρώτο µήνυµα προσθέτει το εισιτήριο της υπηρεσίας στην επικεφαλίδα 
ασφαλείας, ενώ στα επόµενα µηνύµατα, όπως περιγράψαµε και στην προηγούµενη 
παράγραφο, στέλνει αναφορά προς το εισιτήριο την τιµή κατακερµατισµού του 
εισιτηρίου. Επιπλέον στις επικεφαλίδες όλων των µηνυµάτων προστίθεται ο κώδικας 
HMAC για ταυτοποίηση και έλεγχο ακεραιότητάς τους.  
Στο σενάριο SC3, ο πελάτης προσθέτει µόνο την ηλεκτρονική υπογραφή. Η 
επεξεργασία του µηνύµατος είναι πανοµοιότυπη του σεναρίου SC2, αφαιρώντας την 
λειτουργία της κρυπτογράφησης του σώµατος του µηνύµατος. 
6.3. Παράμετροι	  Αξιολόγησης	  
Τα σενάρια και η µεθοδολογία που περιγράψαµε παραπάνω έχουν ως σκοπό 
την συγκριτική µελέτη των δύο µηχανισµών (handlers) . Η περίπτωση της χρήσης του 
ACM handler αντικατοπτρίζει την απόδοση της προτεινόµενης αρχιτεκτονικής  κατά 
τον έλεγχο των συσκευών/οργάνων σε ένα Instrumentation Grid, ενώ η περίπτωση 
του WSS4J handler,  που χρησιµοποιεί ηλεκτρονικά πιστοποιητικά X.509 αντιστοιχεί 
στην χρήση κρυπτογραφίας δηµοσίου κλειδιού που θα χρησιµοποιούσαµε  σε ένα 
Computational Grid βασισµένο σε GSI για τον έλεγχο των συσκευών/οργάνων, αν 
δεν παρέµβαινε η αρχιτεκτονική ασφαλείας που προτείνεται στην διατριβής. 
Στις µετρήσεις τροποποιήσαµε ελαφρώς τους handlers, ώστε να καταγράφονται 
οι χρόνοι έναρξης και λήξης επεξεργασίας των διαφόρων λειτουργιών του handler 
ώστε. Οι λειτουργίες που καταγράψαµε για τους δύο handlers (ACM και WSS4J) 
είναι: 
 SOAP Processing: Αξιολογείται µε τον χρόνο που χρειάζεται ένας WSS 
handler για να λάβει το µήνυµα SOAP από τον HTTP handler και να το 
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αποκωδικοποιήσει (de-serialize). Η λειτουργία της αποκωδικοποίησης 
περιλαµβάνει την επεξεργασία των δεδοµένων XML και την µετατροπή 
των ακολουθιών χαρακτήρων (strings) σε δοµές της γλώσσας 
προγραµµατισµού που χρησιµοποιείται. Στην περίπτωση µας παράγονται 
Java objects. Αποτελεί σηµαντική στενωπό απόδοσης όπως έχει δειχτεί 
στην σχετική βιβλιογραφία [Chiu02], [Ghaz05]. 
 Security Request Processing: Αξιολογείται µε τον χρόνο που απαιτείται 
για να επεξεργαστεί ο handler όλα τα security tokens (π.χ. Kerberos Ticket, 
X.509 Certificate), να εξάγει από αυτά τα κλειδιά κρυπτογράφησης, να 
επαληθεύσουν τις ηλεκτρονικές υπογραφές και να αποκρυπτογραφήσουν 
το µήνυµα (εφόσον είναι κρυπτογραφηµένο) 
 Request to Axis: Αξιολογείται µε τον χρόνο που απαιτείται για να 
ξαναδηµιουργηθεί το µήνυµα, αφαιρώντας όλα τα στοιχεία ασφάλειας και 
(εφόσον το αρχικό µήνυµα ήταν κρυπτογραφηµένο) να αντικατασταθεί το 
κρυπτογραφηµένο µήνυµα (ciphertext) µε το αποκρυπτογραφηµένο 
(cleartext) 
 Verify header, cert, timestamp: Αξιολογείται µε τον χρόνο που απαιτείται 
για την τελική επαλήθευση της επικεφαλίδας, του πιστοποιητικού και της 
χρονοσήµανσης (timestamp) εάν υπάρχει 
 Total Handler Processing: Αξιολογείται µε τον συνολικό χρόνο 
επεξεργασίας του WS Security που πραγµατοποιείται σε κάθε handler. 
Αυτός ο χρόνος είναι το άθροισµα των χρόνων. 
Εκτός από τους παραπάνω χρόνους, για να µπορέσουµε να αποκτήσουµε µια 
καλύτερη κατανόηση πως ο κάθε µηχανισµός αποδίδει, µετράµε την Μέση 
Ρυθµαπόδοση (Average_Throughput)  των µηνυµάτων SOAP (messages/sec) που 
εξυπηρετεί η Υπηρεσία καθόλη την διάρκεια του πειράµατος. Το µέγεθος αυτό είναι 
σηµαντικό για εφαρµογές  ευαίσθητες σε καθυστερήσεις όπως αυτές του 
Instrumentation Grid: Οι συνόδοι (sessions) που δηµιουργούνται µεταξύ των πελατών 
και της υπηρεσίας, συνήθως, απαιτούν ένα µεγάλο αριθµό µικρών µηνυµάτων µε 
σκοπό να µειώσουν τον µέσο χρόνο απόκρισης (average latency) (latency) και την 
διασπορά της καθυστέρησης (delay jitter) µιας υπό ελέγχου συσκευής. Η Μέση 
Ρυθµαπόδοση υπολογίζεται µετρώντας τον αριθµό των εισερχοµένων µηνυµάτων 
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SOAP και διαιρώντας τον µε τον χρόνο που απαιτήθηκε για να ολοκληρωθεί το 
πείραµα.  
Βασιζόµενοι στη Μέση Ρυθµαπόδοση, υπολογίζουµε την Ενεργή 
Ρυθµαπόδοση (Effective Throughput), η οποία ορίζεται ως: 
Effective Throughput = (Average_Throughput)*(SOAP_Body_Size)  
Όπου SOAP_Body_Size αναφέρεται στο µέγεθος της πληροφορίας που 
µεταδίδεται πριν την κρυπτογράφησή της. 
Το µέγεθος του Effective Throughput (σε bytes/sec), όπως το ορίσαµε 
παραπάνω, εκφράζει τον µέσο ρυθµό των πραγµατικών δεδοµένων που στέλνονται 
από τον πελάτη στην υπηρεσία, εξαιρώντας τα σταθερά κόστη µεταφοράς 
(overheads). Στα κόστη µεταφοράς η επικεφαλίδα ασφαλείας, η επικεφαλίδα του http 
και τέλος τις επικεφαλίδες των πρωτοκόλλων TCP και IP. Ωστόσο, αυτές οι 
επικεφαλίδες µπορούν για λόγους απλότητας να θεωρηθούν σχεδόν ιδίου µεγέθους 
για τους δύο υπό εξέταση µηχανισµούς (Kerberos και X.509 Token Profiles), και 
εποµένως να αγνοηθούν κατά την σύγκριση των δύο handlers. 
Τέλος ένα ακόµα µέγεθος που αξιολογήσαµε είναι ο Μέσος Χρόνος 
Εξυπηρέτησης (σε sec) που προκύπτει από την µέση τιµή του Total Handler 
Processing Time και εκφράζει τον χρόνο (µέση τιµή) που χρειάζεται ένας handler να 
εξυπηρετήσει µια αίτηση, διεκπεραιώνοντας όλες τις λειτουργίες ασφαλείας όπως 
περιγράφηκαν. 
6.4. Μετρήσεις	  και	  Αποτελέσματα	  
6.4.1. Σενάριο	  SC1	  –	  Εμπιστευτικότητα	  μηνύματος	  υπό	  αυξανόμενο	  αριθμό	  
πελατών	  
Στο σενάριο SC1 διερευνούµε πως οι δύο handlers ασφαλείας συµπεριφέρονται 
καθώς αυξάνεται ο αριθµός των πελατών (χρηστών) και εποµένως αυξάνεται και 
υπολογιστικό φορτίο στον handler. Όπως αναφέραµε, κάθε πελάτης αποστέλλει 
µηνύµατα µε σταθερό ρυθµό (21 µηνύµατα/sec) και µε σταθερό µέγεθος του σώµατος 
του µηνύµατος SOAP (60 bytes).  
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Σχήµα 19: Μέση Ρυθµαπόδοση για αυξανόµενο αριθµό πελατών 
Στο Σχήµα 19, παρουσιάζεται ο µέσος ρυθµός µηνυµάτων για τους δύο 
handlers σε συνάρτηση µε την αύξηση των πελατών (χρηστών) που συµµετέχουν. 
Όπως παρατηρούµε, και οι δύο handlers (ACM Kerberos Token handler και 
WSS4J X.509 Token handler) που υλοποιούν τα πρωτόκολλα WS Kerberos Token 
Profile και X.509 Certificate Token Profile αντίστοιχα, παρουσιάζουν ίδια 
συµπεριφορά µέχρι τους τέσσερις πελάτες. Παρατηρώντας την χρησιµοποιούµενη 
υπολογιστική χρήση κατά την εκτέλεση των πειραµάτων, διαπιστώσαµε ότι ο X.509 
handler χρησιµοποιούσε περισσότερη υπολογιστική ισχύ σε σχέση µε τον Kerberos 
handler. Συγκεκριµένα όταν χρησιµοποιήσαµε τέσσερις πελάτες, η επεξεργαστική 
χρήση ήταν  ~90% στην περίπτωση του X.509, ενώ στην περίπτωση του Kerberos 
ήταν ~65%. Η διαφορά στην επεξεργαστική χρήση οφείλεται ουσιαστικά στον 
διαφορετικό τρόπο εξαγωγής του ιδιωτικού κλειδιού κρυπτογράφησης, αφού όλοι οι 
άλλοι παράγοντες (αλγόριθµοι κρυπτογράφησης σώµατος µηνύµατος, 
αποκωδικοποίηση µηνύµατος SOAP κτλ.) είναι κοινοί. Ο αλγόριθµος Δηµοσίου 
Κλειδιού RSA που χρησιµοποιεί ο X.509 handler για να εξάγει το συµµετρικό κλειδί, 
όπως είδαµε και στο 6.2.3,  συµβάλει στην υψηλή επεξεργαστική χρήση. Η διαφορά 
στην υπολογιστική χρήση επιτρέπει στον Kerberos handler να παρέχει βελτιωµένη 
απόδοση εξυπηρετώντας πλήρως µέχρι 6 πελάτες και φτάνοντας το Μέση 
Ρυθµαπόδοση στα 107 µηνύµατα/sec. 
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Σχήµα 20: Μέσος χρόνος εξυπηρέτησης στον handler µια αίτησης (Total Handler Processing) 
Στο Σχήµα 20 παρουσιάζουµε την επεκτασιµότητα (scalability) της λύσης που 
προτείνουµε σε συνάρτηση µε τον αριθµό των πελατών. Αν και µέχρι τους 4 πελάτες 
η ρυθµαπόδοση είναι σχεδόν πανοµοιότυπη για τις δύο προσεγγίσεις, όπως φαίνεται 
στο Σχήµα 19, στο Σχήµα 20 αποκαλύπτεται ότι ο ACM handler παρουσιάζει 
σηµαντικά µικρότερους χρόνους εξυπηρέτησης και εποµένως καλύτερους χρόνος 
απόκρισης της υπηρεσίας. Ακόµα και σε περιπτώσεις που η υπολογιστική ισχύς είναι 
αρκετή, ο µικρότερος χρόνος απόκρισης που παρουσιάζει η λύση που προτείνουµε 
στην αρχιτεκτονική, κάνει την προσέγγιση µας καλύτερη για λύσεις όπου ο χρόνος 
απόκρισης είναι σηµαντικός, όπως στα Instrumentation Grids. Στην συνέχεια θα 
δούµε του χρόνους που απαιτούν οι λειτουργίες ασφαλείας στο σενάριο SC1. 
 
Σχήµα 21: Μέσος Χρόνος Επεξεργασίας Λειτουργιών Ασφαλείας Αίτησης  (Security Request 
Processing) 
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Ο Μέσος Χρόνος Επεξεργασίας που απαιτούν οι λειτουργίες ασφάλειας σε 
συνάρτηση του  αριθµού πελατών παρουσιάζεται στο Σχήµα 21 µε χρήση των 
τροποποιήσεων που κάναµε στους handlers (δες παράγραφο 6.3). Από το σχήµα αυτό 
προκύπτει πως οι χρόνοι των λειτουργιών ασφαλείας (εξαγωγή συµµετρικού κλειδιού 
και αποκρυπτογράφηση του µηνύµατος) είναι οι κύριοι υπεύθυνοι για την διαφορά 
στην συνολική επεξεργασία του handler που είδαµε στο Σχήµα 20. Επίσης βλέπουµε 
πως αυτοί οι χρόνοι αυξάνουν µε την αύξηση των πελατών στο σύστηµα και µάλιστα 
στην περίπτωση του X.509 handler η αύξηση γίνεται µεγαλύτερη, διευρύνοντας την 
διαφορά επεξεργασίας των δύο µηχανισµών. 
 
Σχήµα 22: Μέσες τιµές Χρόνων Επεξεργασίας του ACM Kerberos Token handler 
Στα Σχήµατα 22 και 23 παρουσιάζονται ο συνολικός και οι επιµέρους µέσοι 
χρόνοι επεξεργασίας των δύο handlers σαν συνάρτηση του αριθµού των πελατών. 
Επιβεβαιώνεται ότι ο χρόνος SOAP Processing που εκφράζει την αποκωδικοποίηση 
του µηνύµατος SOAP είναι σηµαντικός όπως άλλωστε έχει αναφερθεί στην σχετική 
βιβλιογραφία [Chiu02], [Ghaz05]. Παρατηρούµε επίσης πως οι ο χρόνος Security 
Request Processing  είναι συγκρίσιµος εξίσου σηµαντικός: Στην περίπτωση του 
WSS4J Χ.509 Token handler είναι περίπου διπλάσιος από τον SOAP Processing, ενώ 
στην προτεινόµενη αρχιτεκτονική (ACM Kerberos Token handler) είναι περίπου 
ίσος.  
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Σχήµα 23: Μέσες τιµές Χρόνων Επεξεργασίας του WSS4J X.509 Token handler 
6.4.2. Σενάριο	  SC2	  –	  Ταυτοποίηση,	  Ακεραιότητα	  και	  Εμπιστευτικότητα	  
Μηνύματος	  υπό	  αυξανόμενο	  μέγεθος	  μηνυμάτων	  SOAP	  σε	  υψηλό	  
υπολογιστικό	  φορτίο	  
Στην παρούσα ενότητα, θα παρουσιάσουµε τα συγκριτικά αποτελέσµατα 
σύµφωνα µε το σενάριο SC2. Οι λειτουργίες της ταυτοποίηση-ακεραιότητα-
εµπιστευτικότητα µηνύµατος σε κάθε handler προσφέρονται µέσω των µηχανισµών 
ψηφιακής υπογραφής και κρυπτογράφησης, όπως είδαµε στις παραγράφους 6.2.3 και 
6.2.4. Επίσης επισηµάνουµε πως ο υπολογιστικός φόρτος στους handlers 
δηµιουργείται κυρίως από επεξεργασία των µηνυµάτων που αποστέλλουν οι 16 
πελάτες. Η απλή υπηρεσία “echo” που επιλέξαµε επιβαρύνει ελάχιστα στον 
υπολογιστικό φόρτο. 
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Σχήµα 24: Μέση Ρυθµαπόδοση για ACM Kerberos Token Profile και WSS4J Χ.509 Certificate 
Token Profile handlers για διαφορετικά µεγέθη του σώµατος του SOAP µηνύµατος 
Στο Σχήµα 24 παρουσιάζεται η µεταβολή της Μέσης Ρυθµαπόδοσης 
χρησιµοποιώντας κρυπτογράφηση και ηλεκτρονικές υπογραφές ως συνάρτηση του 
µεγέθους του σώµατος του µηνύµατος. Παρατηρούµε ότι υπάρχει φθίνουσα απόδοση 
και των δύο λύσεων καθώς το µέγεθος αυξάνει. Η λύση του Kerberos που 
ενσωµατώνει η αρχιτεκτονική της διατριβής παρουσιάζει σηµαντικά µεγαλύτερη 
απόδοση όπως φαίνεται και στον Πίνακα 7. 
Πίνακας 7: Μέση Ρυθµαπόδοση µε χρήση κρυπτογράφησης και ηλεκτρονικών υπογραφών για 
Kerberos και X.509 Token Profiles 
SOAP Body Size (bytes) 60 400 800 1600 3200 
X509 (messages/sec) 226 222 218 
 
209 
 
195 
 
Kerberos (messages/sec) 342 332 324 298 273 
Gain %  
(|X509 - Kerberos|/X509)*100 
51 49 48 43 40 
O πίνακας παρουσιάζει αριθµητικά τα αποτελέσµατα που απεικονίζονται στο 
Σχήµα 24 µαζί µε το υπολογισµένο κέρδος απόδοσης επί τις % του Kerberos handler 
σε σχέση µε τον X.509 handler. 
Όπως παρατηρούµε στο Σχήµα 24 και στον Πίνακα 7, η προσέγγιση του ACM 
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που υλοποιεί το πρωτόκολλο Kerberos προσφέρει σηµαντικά βελτιωµένη απόδοση 
της Μέση Ρυθµαπόδοση ειδικά για µικρές τιµές µεγέθους σώµατος µηνύµατος που 
αναµένουµε σε ένα Instrumentation Grid. Ειδικότερα, η προσέγγιση Kerberos 
πετυχαίνει 51% βελτίωση πάνω από την προσέγγιση X.509 σε µέγεθος σώµατος 
µηνύµατος 60 bytes. Αυτή η βελτίωση οφείλεται στην ταχύτερη και αποδοτικότερη 
εξαγωγή συµµετρικών κλειδιών που εµφανίζει η υλοποίηση του µηχανισµού 
Kerberos, διότι ακολουθείται συµµετρική κρυπτογραφία. Αντίθετα, στην περίπτωση 
του X.509 handler υιοθετείται ασύµµετρη κρυπτογραφία για την εξαγωγή του 
συµµετρικού κλειδιού. Οι διαφορές ανάµεσα στους δύο handlers µειώνονται καθώς 
αυξάνεται το µέγεθος του σώµατος του µηνύµατος (π.χ. 40% για µέγεθος 3200 
bytes), καθώς και οι δύο προσεγγίσεις (Kerberos και X.509) χρησιµοποιούν 
συµµετρική κρυπτογραφία για την αποκρυπτογράφηση του σώµατος του µηνύµατος: 
Καθώς το µέγεθος του κρυπτογραφηµένου µηνύµατος µεγαλώνει, αυξάνονται οι 
επεξεργαστικές απαιτήσεις της αποκρυπτογράφησης του σώµατος σε σχέση µε την 
λειτουργία εξαγωγής των συµµετρικών κλειδιών. 
 
Σχήµα 25: Effective Throughput για διαφορετικά µεγέθη Σώµατος SOAP µηνύµατος 
Παρόµοιες παρατηρήσεις και αποτελέσµατα εξάγονται, όπως είναι 
αναµενόµενο, εξετάζοντας την συµπεριφορά του Effective Throughput ως συνάρτηση 
του µεγέθους µηνύµατος (Σχήµα 25). Παρατηρούµε ότι αν και ο αριθµός των 
µηνυµάτων µειώνεται, η πληροφορία που µεταδίδεται αυξάνεται. Και σε αυτήν την 
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περίπτωση ο µηχανισµός του Kerberos εµφανίζει αυξηµένη απόδοση λόγο των 
περισσότερων µηνυµάτων που µπορεί να εξυπηρετεί. Επίσης παρατηρούµε από τα 
Σχήµατα 24 και 25 ότι η όλη διαδικασία και στους δύο handlers περιορίζεται κυρίως 
από την Ρυθµαπόδοση µηνυµάτων (µηνύµατα/sec), και όχι από τον όγκο της 
πληροφορίας που µεταδίδεται (bytes/sec). Άλλωστε, στις περιπτώσεις που µας 
ενδιαφέρουν, δηλαδή σε περιβάλλον Instrumentation Grid, το µέγεθος την 
Ρυθµαπόδοσης µηνυµάτων παίζει το βασικό ρόλο. 
 
Σχήµα 26: Υπολογιστικοί Χρόνοι χρησιµοποιώντας Kerberos Security ταυτοποίηση-
ακεραιότητα-εµπιστευτικότητα µηνύµατος 
Στα Σχήµατα 26 και 27 απεικονίζονται οι µέσες τιµές των διαφόρων 
υπολογιστικών χρόνων, όπως τους ορίσαµε στην ενότητα 6.3, για τον Kerberos και 
X.509 Certificate handler αντίστοιχα. Παρατηρούµε πως ο συνολικός υπολογιστικός 
χρόνος στην περίπτωση του WSS4J X.509 Token handler είναι σχεδόν διπλάσιος από 
αυτόν του ACM Kerberos Token. Αυτή η διαφορά στην απόδοση οφείλεται στους 
λόγους που αναφέραµε στο SC1. 
Υπολογίσαµε επίσης την Τυπική Απόκλιση (Standard Deviation σ) στα 
δεδοµένα των δύο µετρήσεων (X.509-Kerberos) και βρήκαµε ότι είναι περίπου 25ms 
για τον Kerberos handler και περίπου 38ms για τον X.509 handler για όλα τα µεγέθη 
σώµατος SOAP µηνύµατος. 
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Σχήµα 27: Υπολογιστικοί Χρόνοι χρησιµοποιώντας τον WSS4J X.509 Token handler για 
ταυτοποίηση-ακεραιότητα-εµπιστευτικότητα µηνύµατος 
Το στατιστικό µέγεθος της Τυπικής Απόκλισης αντικατοπτρίζει την 
διαφοροποίηση της καθυστέρησης (delay jitter). Είναι σηµαντικό µέγεθος σε 
Instrumentation Grids, αφού εξασφαλίζει µεγαλύτερη σταθερότητα στην 
καθυστέρηση µεταξύ µηνυµάτων και εποµένως αυξηµένη δυνατότητα οµαλότερου 
ελέγχου στο χρήστη (better user experience). 
6.4.3. Σενάριο	  SC3	  –	  Ταυτοποίηση	  και	  Ακεραιότητα	  Μηνύματος	  υπό	  
αυξανόμενο	  μέγεθος	  μηνυμάτων	  SOAP	  σε	  υψηλό	  υπολογιστικό	  
φορτίο	  
Τα Σχήµατα 28 και 29 απεικονίζουν την βελτίωση της απόδοσης της 
υλοποίησης µας του ACM Kerberos Token handler σε σχέση µε αυτήν του WSS4J 
X.509 Certificate handler στο σενάριο SC3. Όπως είναι αναµενόµενο, τα 
αποτελέσµατα ακολουθούν την ίδια τάση σε σχέση µε το SC2. Υπενθυµίζουµε πως η 
ακεραιότητα του µηνύµατος εξασφαλίζεται εφαρµόζοντας στο σώµα του µηνύµατος 
SOAP στην µεν περίπτωση των πιστοποιητικών X.509 µε ηλεκτρονικές υπογραφές, 
στη δε περίπτωση του πρωτοκόλλου Kerberos µε κωδικούς HMAC. 
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Σχήµα 28: Μέση Ρυθµαπόδοση για τους WSS4J Χ.509 Token και ACM Kerberos Token 
handlers µε χρήση ψηφιακών υπογραφών στο µήνυµα (ταυτοποίηση-ακεραιότητα µηνύµατος) 
Το πλεονέκτηµα των HMAC που υιοθετεί ο ACM Kerberos Token handler 
κατά την ανταλλαγή µηνυµάτων, για την παροχή ταυτοποίησης και ακεραιότητας 
µηνύµατος είναι εµφανές, σε σχέση µε τις ηλεκτρονικές υπογραφές που χρησιµοποιεί 
ο WSS4J X.509 Token handler. Οι κωδικοί HMAC βασίζονται σε συµµετρική 
κρυπτογραφία, ενώ οι ηλεκτρονικές υπογραφές (Digital Signatures)  βασίζονται σε 
κρυπτογραφία Δηµοσίου Κλειδιού.  
Επίσης, παρατηρούµε ότι στο SC3 έχουµε εµφανή βελτίωση σε σχέση µε τα 
αποτελέσµατα του σεναρίου SC2. Στο SC3 η Μέση Ρυθµαπόδοση του ACM handler 
αγγίζει τα 473 µηνύµατα/sec ενώ στο SC2 έχουµε 342 µηνύµατα/sec. Η βελτίωση 
κατά 38% στην Μέση Ρυθµαπόδοση επιτυγχάνεται στο SC3 θυσιάζοντας την 
εµπιστευτικότητα µηνύµατος που παρέχεται µέσω της κρυπτογράφησης του σώµατος 
στο SC2.  Εποµένως επαφίεται στον σχεδιαστή µιας εφαρµογής ενός Instrumentation 
Grid να επιλέξει  την ασφάλεια των µηνυµάτων που επιθυµεί. 
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Σχήµα 29: Effective Throughput για τα δύο handlers µε την χρήση ηλεκτρονικών υπογραφών 
για ταυτοποίηση-ακεραιότητα µηνύµατος 
Τα Σχήµατα 30 και 31 παρουσιάζουν αναλυτικά τους αντίστοιχους χρόνους 
επεξεργασίας των handlers όπως και στα προηγούµενα σενάρια. Οι χρόνοι 
βρίσκονται σε συµφωνία µε τους χρόνους στο σενάριο SC2. Ωστόσο παρουσιάζουν 
µικρότερους συνολικούς χρόνους που οφείλονται στο µικρότερο χρόνο επεξεργασίας 
των λειτουργιών ασφαλείας (Security Request Processing), καθώς δεν απαιτείται 
χρόνος για να αποκρυπτογραφήσουν το µήνυµα, παρά µόνο να επαληθεύσουν την 
ψηφιακή υπογραφή. 
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Σχήµα 30: Χρόνοι Επεξεργασία του ACM Kerberos Token handler µε χρήση ηλεκτρονικών 
υπογραφών (HMAC) 
 
Σχήµα 31: Χρόνοι Επεξεργασίας του WSS4J X.509 Certificate handler µε την χρήση 
ηλεκτρονικών υπογραφών (Digital Signature) 
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7. Συμπεράσματα	  	  
7.1. Σύνοψη	  
Στην παρούσα διατριβή προτάθηκε και υλοποιήθηκε µια αρχιτεκτονική 
ασφαλείας που έχει ως στόχο δώσει λύση στο πρόβληµα της απόδοσης του 
συστήµατος ασφαλείας ενός Instrumentation Grid, βελτιώνοντας τους χρόνους 
απόκρισης των υπηρεσιών. Ένα Instrumentation Grid είναι ένα κατανεµηµένο 
σύστηµα µετρήσεων και ελέγχου οργάνων που ακολουθεί την αρχιτεκτονική και το 
ενδιάµεσο λογισµικό ενός Computational Grid. Στην εκδοχή του Instrumentation 
Grid που θεωρήσαµε, τα όργανα µετρήσεων και ελέγχου αντιµετωπίζονται ως πόροι 
και οι λειτουργίες είναι προσβάσιµες στο υπόλοιπο Grid µέσω κατάλληλων 
υπηρεσιών (π.χ. Instrument Elements - IEs) ακολουθώντας τις γενικές αρχές των 
SOA και των Web Services.  Στο περιβάλλον των Instrumentation Grid, ο έλεγχος 
των οργάνων επιβάλλει αµεσότητα στο έλεγχο και εποµένως µικρούς χρόνους στην 
απόκριση των ενεργειών ελέγχου των επιστηµονικών οργάνων.  
Η αρχιτεκτονική ασφαλείας που σχεδιάσαµε και υλοποιήσαµε, ως 
προσανατολισµένη σε τεχνολογίες Web Services, προσφέρει ταυτοποίηση, 
εµπιστευτικότητα και ακεραιότητα των µηνυµάτων SOAP που ελέγχουν τις 
λειτουργίες του οργάνων. Τα µηνύµατα αποστέλλονται από τους πελάτες (χρήστης – 
ροές εργασίας) προς τις υπηρεσίες που αντιπροσωπεύουν τα όργανα. Οι λειτουργίες 
ασφαλείας στο µήνυµα (authentication, integrity, confidentiality)  προσφέρονται 
υιοθετώντας το πρωτόκολλο WS Security. Βασίζεται στο πρωτόκολλο Kerberos για 
να παρέχει Single Sign On (SSO) και ασφαλή ανταλλαγή κλειδιών (µέσω service 
tickets) µεταξύ υπηρεσιών και πελατών, ορίζοντας µια ασφαλή σύνοδο (session) 
µεταξύ τους που να ικανοποιεί τις αυξηµένες απαιτήσεις χρόνου απόκρισης ενός 
Instrumentation Grid. Για το λόγο αυτό χρησιµοποιεί κρυπτογραφία συµµετρικού 
κλειδιού για όλες τις λειτουργίες ασφαλείας στην ανταλλαγή µηνυµάτων από χρήστες 
σε οι οποίοι εξ’ αρχής έχουν ταυτοποιηθεί στο Kerberos KDC.  Μόνο η αρχική 
ταυτοποίηση του χρήστη γίνεται µε βάση την ασύµµετρη κρυπτογραφία Δηµοσίου 
Κλειδιού µέσω του πρωτοκόλλου PKINIT. Η αρχιτεκτονική µας είναι σχεδιασµένη 
να λειτουργεί ως µέρος µιας ευρύτερης αρχιτεκτονικής Grid (OGSA) και προσφέρει 
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διαλειτουργικότητα µε την defacto υποδοµή ασφαλείας για Grid, το GSI  που 
βασίζεται σε PKI. Την υποστήριξη του GSI την υλοποιήσαµε µε την χρήση του 
πρωτοκόλλου PKINIT που επιτρέπει το login στο Kerberos KDC µε την χρήση 
πιστοποιητικών Χ.509, ορίζοντας κανόνες και µηχανισµούς αντιστοίχισης ταυτότητας  
Kerberos Principal σε X.509 Certificate και υποστήριξης της εκπροσώπευσης 
χρηστών (proxy delegation). Τέλος η αρχιτεκτονική µας υποστηρίζει έλεγχο 
πρόσβασης (authorization) µε την χρήση απλών κανόνων πρόσβασης και µε βάση τον 
ρόλο του χρήστη για τον έλεγχο των συσκευών. 
Η αρχιτεκτονική που υλοποιήσαµε αποτελείται από 4 υποσυστήµατα: Kerberos 
KDC, KrbClient, ACM και Policy Repository.  
To Kerberos KDC αποτελεί την Third Trusted Party – TTP της αρχιτεκτονικής, 
η οποία ταυτοποιεί χρήστες αρχικά (SSO) και στην συνέχεια τους παρέχει εισιτήρια 
(service tickets) για να καλέσουν τις υπηρεσίες και να γίνει η αµοιβαία ταυτοποίηση 
χρηστών και υπηρεσιών. Επίσης µέσω του µηχανισµού των service tickets µοιράζει 
κρυπτογραφικά κλειδιά για την ασφαλή και ταχεία επικοινωνία µεταξύ τους. 
O KrbClient σχεδιάστηκε και υλοποιήθηκε ώστε να παρέχει στον  
προγραµµατιστή του λογισµικού πελάτη (client software) τις λειτουργίες της 
αρχιτεκτονικής ασφαλείας, µέσω ενός API. Επιτρέπει την ταυτοποίηση του χρήστη 
µέσω πιστοποιητικού GSI Χ.509, αιτείται αυτόµατα την έκδοση Kerberos service 
ticket για την υπηρεσία που θέλει να έχει πρόσβαση ο χρήστης, ενσωµατώνει σε κάθε 
αίτηση του χρήστη (SOAP Request) τα διαπιστευτήρια ασφαλείας (service tickets) 
για το πρώτο µήνυµα SOAP (στα επόµενα στέλνει αναφορά σε αυτά) και 
κρυπτογραφεί/υπογράφει το σώµα του µηνύµατος. H επεξεργασία ασφαλείας που 
εφαρµόζει στο µήνυµα ακολουθεί το πρωτόκολλο WS Security Kerberos Token 
Profile. Τέλος o KrbClient διατηρεί την κατάσταση ασφαλείας του χρήστη, δηλαδή 
το πιστοποιητικό του και τα εισιτήρια (TGT και service tickets) του. Υλοποιήθηκε ως 
κλάση Java ώστε να ενσωµατώνεται εύκολα σε οποιαδήποτε αρχιτεκτονική client. 
Ο Access Control Manager (ACM) είναι το βασικό υποσύστηµα της 
αρχιτεκτονικής που σχεδιάσαµε για να µειώσουµε τους χρόνους απόκρισης  των 
υπηρεσιών του Instrumentation Grid, µέσω της βελτίωσης στην απόδοση των 
λειτουργιών ασφαλείας. Προστατεύει, όπως είδαµε στο 4ο και 5ο Κεφάλαιο, την 
υπηρεσία, παρέχοντας ταυτοποίηση (authentication), ακεραιότητα, εµπιστευτικότητα 
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και έλεγχο πρόσβασης (authorization) σε επίπεδο του µηνύµατος. Υποστηρίζει το 
πρωτόκολλο Kerberos για τον ορισµό συνόδου ανταλλαγής µηνυµάτων µε βάση το 
κλειδί του εισιτηρίου. Επίσης ο ACM αρνείται ή επιτρέπει την πρόσβαση στο όργανο 
µέσω των τοπικών κανόνων που εκφράζουν την τοπική πολιτική που θέτει ο 
διαχειριστής του πόρου/οργάνου πίσω από την υπηρεσία. O ACM υλοποιήθηκε σε 
περιβάλλον Java µε χρήση του AXIS και βιβλιοθήκης WSS4J. Δηµιουργήθηκε ως 
handler που εµπλέκεται στην επεξεργασία του µηνύµατος, εκτελώντας όλες τις 
λειτουργίες ασφαλείας. Τέλος δηµιουργήθηκαν οι απαραίτητες κλάσεις για να 
υποστηριχθεί το WSS Kerberos Token Profile, αφού δεν υπήρχε η απαραίτητη 
υποστήριξη από την βιβλιοθήκη WSS4J. 
Το Policy Repository σχεδιάστηκε ως αποθετήριο των τοπικών κανόνων 
πρόσβασης (authorization) λειτουργώντας πληροφοριακά. Προσφέρει στο λογισµικό 
του πελάτη την συνολική εικόνα πρόσβασης στο Instrumentation Grid, δηλαδή τι 
επιτρέπεται να εκτελέσει σε κάθε υπηρεσία ο χρήστης. Έχει υλοποιηθεί ως Web 
Service µε αποθήκευση των κανόνων σε βάση δεδοµένων. 
Τα αποτελέσµατα των εξοµοιώσεων (emulation) που παρουσιάσαµε στο 6ο 
Κεφάλαιο επιβεβαίωσαν την προσδοκώµενη από την αρχιτεκτονική βελτίωση στην 
απόκριση της υπηρεσίας. Χρησιµοποιώντας διάφορα σενάρια παραγωγής κίνησης 
(παραγόµενη από διαφορετικούς υπολογιστές σε τοπικό δίκτυο TCP/IP) συγκρίναµε 
την απόδοση του ACM και του WSS4J handler (εγκατεστηµένων σε έναν 
εξυπηρετητή στο τοπικό δίκτυο). Οι µετρήσεις των handlers αντικατοπτρίζουν την 
απόδοση των λειτουργιών ασφαλείας και συγκεκριµένα των πρωτοκόλλων WSS 
Kerberos Token Profile και WSS X.509 Certificate Token Profile. Στα σενάρια 
υψηλής κίνησης µηνυµάτων προέκυψε σηµαντική διαφορά (µέχρι και 50%) στην 
ρυθµαπόδοση και τους χρόνους εξυπηρέτησης µηνυµάτων. Η υλοποίηση µας επίσης 
συµπεριφέρεται καλύτερα, προσφέροντας µικρότερους χρόνους επεξεργασίας και 
εποµένως µικρότερους χρόνους απόκρισης της υπηρεσίας και σε σενάρια χαµηλής 
κίνησης. 
7.2. Ανοιχτά	  Θέματα	  –	  Μελλοντικές	  Κατευθύνσεις	  
Από τα θέµατα της διατριβής που παρουσιάστηκαν ανακύπτουν µερικές 
µελλοντικές κατευθύνσεις και επεκτάσεις όπως: 
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 Μια επέκταση της αρχιτεκτονικής είναι η υποστήριξη του πρωτοκόλλου 
WS-Policy (βλέπε παράγραφο 3.5.6), ώστε να ορίζεται στο αρχείο WSDL  
η πολιτική ασφαλείας της υπηρεσίας που προστατεύεται από τον ACM. 
Έτσι ενηµερώνονται τρίτοι χρήστες  για τους κανόνες χρήσης υπηρεσιών 
του Instrumentation Grid και διευκολύνεται η «κατανάλωση» της 
υπηρεσίας από ευρύτερο κοινό ή από χρήστες διαφορετικών περιοχών 
ασφαλείας σε οµόσπονδο (federated) περιβάλλον. Εξετάζοντας το αρχείο 
WSDL θα µπορούσε ένας οποιοσδήποτε εξωτερικός client µιας 
προστατευµένης υπηρεσίας να ανακαλύψει τις παραµέτρους ασφαλείας της 
ώστε να προβεί σε όλες τις απαραίτητες ενέργειες για να αποκτήσει 
διαπιστευτήρια συµβατά µε την συγκεκριµένη υπηρεσία.  
 Η αρχιτεκτονική όπως παρουσιάστηκε χρησιµοποιεί ως Third Trusted 
Party (TTP) το Key Distribution Center (KDC) του Kerberos. Μια πιθανή 
επέκταση θα ήταν η χρήση  της  υπηρεσία Security Token Service (STS) 
του πρωτοκόλλου WS-Trust µπροστά από το KDC. Αυτή, όπως είδαµε 
στην ενότητα 3.5.6, δρα ως TTP µεταξύ διαφορετικών περιοχών ασφαλείας 
(security domain). Το πρωτόκολλο όπως ορίζεται απαιτεί η υπηρεσία να 
επικοινωνεί µε το STS για να ταυτοποιήσει τον χρήστη. Με την υιοθέτηση 
του STS θα διευκολύναµε την ταυτοποίηση του πελάτη  σε ένα federated 
περιβάλλον. Πιθανές επεκτάσεις αφορούν στην διαλειτουργικότητα µε 
υλοποιήσεις SAML π.χ. Shibboleth [Scav05]. 
 Η υλοποίηση της αρχιτεκτονικής είναι βασισµένη σε AXIS 1.4. Μια λογική 
επέκταση της αρχιτεκτονικής είναι η ανάπτυξη του λογισµικού ACM 
βασισµένο σε νεότερα frameworks όπως το Apache CXF. Μια τέτοια 
υλοποίηση θα έκανε την αρχιτεκτονική εύκολα ενσωµατώσιµη σε 
βιβλιοθήκες τρίτων που θέλουν να υιοθετήσουν την αρχιτεκτονική µας σε 
συστήµατα που αναπτύσσονται µε υπηρεσίες τους σε Java. 
 Η αρχιτεκτονική ασφαλείας είναι προσανατολισµένη στην παρούσα φάση 
σε SOAP Web Services. Ωστόσο όπως είδαµε και στην ενότητα 2.5.1 
υπάρχουν και τα  RESTful Web Services που βασίζονται στο πρωτόκολλο 
http. Σε κάποιες περιπτώσεις τέτοιες υπηρεσίες θα µπορούσαν να 
καλύψουν τις ανάγκες απλών πόρων, όπου οι λειτουργίες (operations) που 
προσφέρει το http αρκούν. Μια λογική επέκταση της διατριβής θα ήταν η 
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υποστήριξη και των REST Web Services. Τα κύρια στοιχεία της 
αρχιτεκτονικής θα ήταν ίδια (ACM, KrbClient, KDC, Policy Repository). 
Ωστόσο, µια τέτοια προσέγγιση θα απαιτούσε αλλαγές στον κώδικα του 
πελάτη (KrbClient) και δηµιουργία ενός διαφορετικού ACM, ο οποίος θα 
λειτουργούσε σαν http handler. Το λογισµικό του πελάτη µπορεί να ορίσει 
στατικά  ή ακόµα και δυναµικά (εφόσον υπάρχουν οι απαραίτητοι 
µηχανισµοί ανακάλυψης του τύπου της υπηρεσίας) αν η υπηρεσία που 
καλείται είναι τύπου SOAP ή REST. Ο KrbClient θα εκτελούσε τον 
αντίστοιχο κώδικα που αντιστοιχεί στον τύπου του ACM (SOAP ή REST) 
για την περαιτέρω επικοινωνία. Πάντως να τονίσουµε ότι ένα πιθανό 
µειονέκτηµα των RESTful Web Services είναι η υποστήριξη ασφάλειας 
point-to-point και όχι end-to-end, όπως είδαµε στην ενότητα 3.5.1. 
 Η αρχιτεκτονική ασφαλείας που προτείνουµε θα µπορούσε να 
ενσωµατωθεί σε υπηρεσίες Instrumentation Grid υλοποιηµένες µε 
µοντέρνες τεχνικές του Software Engineering, όπως είναι ένα Enterprise 
Service Bus (ESB) [ESB]. Τα ESBs προσφέρουν µια αρχιτεκτονική δοµή 
που δρα ως ενδιάµεσος (middleware) µεταξύ των διαφόρων συστηµάτων 
και λειτουργεί ως δίαυλος (bus) επικοινωνίας µεταξύ τους, υποστηρίζοντας 
τα πρότυπα πρωτόκολλα messaging (SOAP, REST, RMI κτλ.) και τους 
µετασχηµατισµούς µεταξύ τους. Τα ESBs  επιτρέπουν την δηµιουργία 
υπηρεσιών SOA. Η αρχιτεκτονική µας θα µπορούσε να ενσωµατωθεί ως 
ένα στοιχείο του ESB πχ. χρησιµοποιώντας τεχνολογίες όπως το Java 
Business Integration [JBI]. Το JBI θα µπορούσε να προσφέρει µια 
υλοποίηση του ACM που να µπορεί  να ενσωµατωθεί σε διαφορετικές 
υλοποιήσεις του ESB, όπως το Apache ServiceMix [SERMIX] και το 
OpenESB [OESB]. 
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