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ABSTRACT 
AUTOMATIC GENERATION OF DATA CONVERSION-PROGRAMS 
USING A DATA DESCRIPTION LANGUAGE (DDL) 
by Jesus A. Ramirez 
Supervisor: Noah S. Prywes 
The ul t imate  goal of the  research described i n  t h i s  
d i s se r t a t i on  is  generally d i rec ted  towards t he  automatic 
generation of programs t o  perform da ta  processing, based an 
spec i f ica t ions  of the  desi red functions and systems. The 
d i s se r t a t i on  describes a Processor which has been developed 
t o  generate such programs i n  the  context of f i l e  conversion. 
The Processor accepts a s  an input  descr ipt ions  of Source and 
Target F i l e s  i n  a Data Description Language (DDL). It pro- 
duces a s  an output a conversion program capable of converting 
the  Source F i l e  and producing the  Target F i le .  To specify  
va l ida t ion  c r i t e r i a ,  data s ecu r i t y ,  summaries and repor t s ,  t he  ) 
w e r  u t i l i z e s  a Data Manipulation Language (PML). This repor t  8 
describes the Data Description and Data Manipulation Languages 
(DDL/DML), the  operation of the  Processor, and includes a user  
guide and f u l l  documentation of t h e  processing system. The 
j 
I 4 
research was conducted i n  the  Moore School of E l e c t r i c a l  
Engineering, University of Pennsylvania and u t i l i z e d  the  UNICOLL . 
IBM 370/165 computer system. 
The c o n t r i b u t i m s  of t h e  research are i n  s eve ra l  d i rec t ions ,  
primarily i n  providing a useable Processor t h a t  traa, been 
-ii- 
adequately documented and t e s t e d  f o r  i t s  r e l i a b i l i t y  and 
dependabi l i ty .  Novel methods of  implementation have been 
used t o  implement t h e  Processor i t s e l f .  I n  p a r t i c u l a r ,  methods 
-- have been employed t o  automat ica l ly  genera te  major p o r t i o n s  
of t h e  Processor using compiler-compiler methodology. I n  
conjunction with t h i s  l a t t e r  a c t i v i t y  a new meta-language 
t o  desc r ibe  t h e  syn tax  and encoding of t h e  DDL was developed. 
The DDL t h a t  has  been developed is t o  a l a r g e  ex ten t  
s i m i l a r  t o  da ta  d e f i n i t i o n  f a c i l i t i e s  of COBOL o r  PL/1. The 
DDL is i n  t h a t  r e spec t  English-l ike;  however, i t  possesses  
much more ex tens ive  f a c i l i t i e s  t o  desc r ibe  d a t a  s t r u c t u r e  and 
organ iza t ion  than those  provided i n  COBOL o r  PLI1. 
The Processor automat ica l ly  produces conversion programs 
i n  PL/1, and has i t s e l f  been programmed i n  PL/1. . 
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1.1 Summary of  Research Reported 
The u l t ima te  g o a l  of t h e  research  descr ibed i n  t h i s  
d i s s e r t a t i o n  is genera l ly  d i r e c t e d  towards t h e  automat ic  
genera t ion  of programs t o  perform d a t a  process ing,  based on 
s p e c i f i c a t i o n s  of  t h e  des i red  funct ions  and systems. The 
d i s s e r t a t i o n  desc r ibes  a Processor  which has  been developed t o  
genera te  such programs f o r  t h e  l i m i t e d  a p p l i c a t i o n  of  f i l e  
conversion. The Processor accep t s  a s  an inpu t  d e s c r i p t i o n s  of 
Source and Target F i l e s  i n  a Data Descr ip t ion  Language (DDL). It 
produces a s  an output  a conversion program capable of conver t ing  
t h e  Source F i l e  and producing t h e  Target  F i l e .  To s p e c i f y  
v a l i d a t i o n  c r i t e r i a ,  d a t a  s e c u r i t y ,  surmnaries and r e p o r t s ,  t he  user 
u t i l i z e s  a Data Manipulation Language (DML) . This r epor t  desc r ibes  
t h e  Data Descr ip t ion  and Data Manipulation Languages (DDL/DML), 
t h e  opera t ion  of t h e  Processor ,  and inc ludes  a use r  guide and 
f u l l  documentation of the  process ing system. The research  was 
conducted i n  the  Moore School of E l e c t r i c a l  Engineering, Univers i ty  
of Pennsylvania and u t i l i z e d  t h e  UNICOLL IB?I 370/165 computer system. 
The Processor  automat ica l ly  produces conversion programs 
i n  PL/1, i.e., w e  use PL/1 as an in te rmedia te  o b j e c t  language i n  
the  compilat ion process  of DDL s t a t ements  i n t o  machine code. The 
main reason is t h a t  i n  genera t ing  PL/l o b j e c t  code i t  is much easier 
f o r  the  compiler w r i t e r  t o  debug the  compiler.  
The Processor i t s e l f  has been programed i n  P L / ~ ,  b a s i c a l l y  
s i n c e  it allows us t o  produce a much b e t t e r  documented system 
desc r ip t ion .  
The need f o r  an e f f i c i e n t  method of convert ing da ta  
organiza t ion  i n  view of new use r  needs o r  f o r  use  wi th  d i f f e r e n t  
programs o r  d i f f e r e n t  computers has  been recognized by t h e  
community of EDP use r s .  P resen t ly ,  a u s e r  can re-organize da ta  
by e i t h e r  w r i t i n g  h i s  own s p e c i a l  sof tware ,  i . e . ,  w r i t i n g  a new 
program f o r  each f i l e  t o  be t r a n s l a t e d ,  o r  by using the  d a t a  
d e s c r i p t i o n  f a c i l i t i e s  contained i n  t h e  p rograming  languages - 
such a s  COBOL, FORTRAN, PL/1, RPG, e t c , ,  ope ra t ing  systems and 
d a t a  management systems a v a i l a b l e  f o r  a p a r t i c u l a r  computer. 
The Stored Data Descript ion and Trans la t ion  (SDDT), t a sk  
group of the  CODASYL Systems Committee have defined Data 
Trans la t ion  as :  
" the  process whereby da ta  s t o r e d  i n  a form t h a t  can be  
processed on one computer (the source  f i l e )  can be t r a n s l a t e d  
i n t o  a form ( t a r g e t  f i l e )  which can be  used by t h e  same o r  
d i f f e r e n t  processing systems on a poss ib ly  d i f f e r e n t  computer." 
There are two main approaches t o  the  s o l u t i o n  of  t h e  Data 
Trans la t ion  (conversion) problem. One c o n s i s t s  of b u i l d i n g  the  
c a p a b i l i t y  of convert ing d a t a  from e x t e r n a l  sources  and formats 
i n t o  s p e c i f i c  d a t a  management systems o r  progranming languages. 
Tbis c a p a b i l i t y  is then l i m i t e d  t o  t h e  s p e c i f i c  computer system 
and d a t a  management system o r  p r o g r a m i n g  language when i t  has  
been incorporated.  The o t h e r  approach which has  been adopted 
he re  is t o  develop a genera l  " u t i l i t y "  which w i l l  convert  d a t a  
between programs and/or  computer systems. Its power, then ,  w i l l  
be  genera l  and n o t  l i m i t e d  t o  a s p e c i f i c  progr-ng o r  computer 
system. 
The f i r s t  s t e p  towards t h e  s o l u t i o n  of t h e  g e n e r a l  Data 
Conversion p'rogram was t h e  design of a Data Descr ip t ion  Language 
(DDL). As Prywes and Smith [PRE 721 have s a i d :  
"Simply speaking,  a DDL is a language which enab les  a 
person t o  desc r ibe  every aspect  of a d a t a  o rgan iza t ion ,  
from the  i n t e r r e l a t i o n  among elements of t h e  o rgan iza t ion  
t o  its represen ta t ion  a s  a l i n e a r  s t r i n g  and its p o s i t i o n i n g  
on a s p e c i f i c  s t o r a g e  medium. Such d e s c r i p t i o n s  can s e r v e  
a s  a b a s i s  f o r  organiz ing o r  conver t ing  t h e  r e s p e c t i v e  
d a t a  bases automatical ly."  
Work on t h i s  a r e a  is repor ted  by Taylor  [TAY 71) and 
Smith [SMI 711. Taylor ' s  research  w a s  d i r e c t e d  toward the  
s p e c i f i c a t i o n  of the  mapping of d a t a  s t r u c t u r e s  t o  l i n e a r  s t o r a g e  
spaces.  Smith's research  w a s  d i r e c t e d  toward the  genera l i zed  da ta  
t r a n s l a t i o n  problem. Concurrent t o  t h i s  work t h e  r e sea rch  has 
been done by the  CODASYL Data Base Task Group [CODASYL 71). They 
have def ined a DDL and a DML us ing COBOL as t h e i r  framework. 
The DDL t h a t  has been developed is t o  a l a r g e  e x t e n t  similar 
t o  d a t a  , d e f i n i t i o n  f a c i l i t i e s  of COBOL o r  PL/l. The DDL is i n  
t h a t  r e s p e c t  English-l ike;  however, i t  possesses  much more ex tens ive  
f a c i l i t i e s  t o  desc r ibe  d a t a  s t r u c t u r e  and organiza t ion  than 
those  provided i n  COBOL o r  PL/1. 
1.2 Summary of Contr ibut ions  
The con t r ibu t ions  of the  research  a r e  i n  s e v e r a l  d i r e c t i o n s ,  
p r imar i ly  i n  providing the  f i r s t  useable  Processor t o  convert  
d a t a  using a Data Desc r ip t ive  language. The Processor has been 
adequately documented and t e s t e d  f o r  i ts  r e l i a b i l i t y  and 
dependabi l i ty .  Novel methods of implementation have been used t o  
implement t h e  Processor i t s e l f .  I n  p a r t i c u l a r ,  methods have been 
employed t o  automat ica l ly  genera te  the  Syn tac t i c  Analysis  Program 
(SAP) using compiler-compiler methodology i . e . ,  a Syn tac t i c  Analysis 
Program Generator (SAPG) was b u i l t  and i n  conjunction wi th  t h i s  
latter a c t i v i t y  a new meta-language t o  desc r ibe  t h e  syn tax  and 
encoding of  t h e  DDL language was developed. The SAPG provides an 
over r id ing  advantage over  hand-coded SAP'S i n  t h a t  i t  e a s i l y  allows 
changes t o  t h e  syn tax  of a language. I n  t h e  case of DDL, a 
completely success fu l  change (from t h e  DDL designed by D. Smith 
[SMI 711 t o  the  DDL used i n  t h i s  d i s s e r t a t i o n )  was accomplished 
i n  less than a week. We a l s o  found t h a t  automatic genera t ion  of 
t h e  Syntax Analysis Program v i a  SAPG g r e a t l y  speeds up and reduces 
the  work requi red  t o  implement the  Processor.  
W e  d id  n o t  at tempt t o  use a methodology f o r  automatic code 
genera t ion  i n  t h e  Processor,  s i n c e  the  DDL Processor is b u i l t  t o  
genera te  s p e c i f i c a l l y  conversion programs, and t h e r e f o r e  we 
concluded t h a t  r e sea rch  on au tomat ic  gene ra t ion  of  code f o r  
gene ra l  purpose Language compi le rs ,  such a s  FORTRAN, would not  
apply t o  t h e  DDL Processor .  Therefore ,  we hand-coded t h e  code 
gene ra t ion  of  t h e  DDL Processo r  i n  PL/1 We assume t h a t  thcrchy 
we achieved b e t t e r  e f f i c i e n c y  i n  t h e  gene ra t ion  of t h e  conversion 
program from t h e  DDL sou rce  s t a t e m e n t s .  
A t  t h e  conclus ion  of t h e  r e sea rch  we came a c r o s s  t h e  work 
of Fang [FAN 723 where he  p r e s e n t s  t h e  system FOLDS. This  system 
'is t h e  f i r s t  a t t empt  a t  d e s c r i b i n g  t h e  code gene ra t ion  (semantics)  
of  a  compiler  v i a  a procedura l  meta-semantic language i n  a d d i t i o n  
t o  a s y n t a c t i c  d e s c r i p t i o n .  Neve r the l e s s  g iven  t h e  n a t u r e  of 
t h e  DDL Processor  t h e  u t i l i z a t i o n  of such meta-semantic language 
w i l l  n o t  s i m p l i f y  t h e  problem of b u i l d i n g  t h e  P roces so r  s i n c c  t h e  
compiler  w r i t e r  v i l l  end up w r i t i n g  almost  e x a c t l y  t h e  snmc l o g i c  
we wrote  i n  PL/1 i n  t h e  meta-semantic language.  
The DDL used i n  t h i s  d i s s e r t a t i o n  i s  based on a subset of 
the  DDL designed by Smith [S?!I 711, b u t  improvement i n  t h e  l a t t e r  
were made t o  remove d i f f i c u l t i e s  of use and i n  implementat ion.  
W e  l a t e r  modified i t  f o r  t h e  purpose of s i m p l i f v i n g  i t  f o r  ea se  of 
use  and e a s e  of implementat ion,  and c a l l e d  i t  DDL/DPIL v e r s i o n  1.0. 
By changing t h e  s y n t a x  of  Smi th ' s  DDL we reduced t h e  amount of 
w r i t i n g ,  f o r  example, i n  t h e  s p e c i f i c a t i o n  of sou rce  f i e l d  t o  t a r -  
g e t  f i e l d  a s s o c i a t i o n .  Moreover, we added new c a p a b i l i t i e s  and 
f l e x i b i l i t y  t o  such t h i n g s  as t h e  movement of  r e p e a t i n g  f i e l d s ,  
and s i m p l i f i e d  t h e  s p e c i f i c a t i o n  of  such  i t e m s  as p h y s i c a l  s t o r a g e .  
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The concept of d e f a u l t  parameters was furthermore introduced.  
I n  summary, whi le  t h e  s o u l  of t h e  present  DDL language is 
based on the  DDL of Smith, w e  f e e l  t h a t  we have made s i g n i f i c a n t  
imprwements t o  a i d  i t s  use and implementations. I n  changing 
the  DDL syn tax  w e  c a p i t a l i z e d  on the  Data Desc r ip t ive  f a c i l i t i e s  
of COBOL, PL/1 and on t h e  DDL designed by the  CODASYL Data Base 
Task Group. 
DML (Data Manipulation Language) w a s  introduced t o  r ep lace  
t h e  c r i t e r i a  language which was p a r t  of  the  DDL designed by 
Smith. I n  t h a t  DDL we found t h a t  spec i fy ing  conversion o r  
v a l i d a t i o n  c r i t e r i a  was not  only cumbersome but  incomplete i n  
t h a t  it was unable t o  express s e v e r a l  real-world problems we 
faced. I n  the  p resen t  ve r s ion  1.0 on t h e  o t h e r  hand, DML is  a 
subse t  of P L / ~  t o  al low maximum manipulat ive f l e x i b i l i t y  and i t  
i s  used t o  test c r i t e r i a ,  perform s e c u r i t y  procedures - t o  open 
"Locks" - before  t r a n s l a t i o n  of t h e  Source F i l e  i s  at tempted,  and 
t o  a i d  i n  the  v e r i f i c a t i o n  of Data Bases. DM., can a l s o  be used 
a s  an a i d  t o  r epor t  generat ion.  May w e  a l s o  add t h a t  by separa t ing  
DML f r o m  DDL, w e  drew a d i s t i n c t  l i n e  between a d e s c r i p t i v e  
language def in ing d a t a  s t r u c t u r e s  (DDL), and a p r e s c r i p t i v e  
procedura l  language f o r  c r i t e r i a  s p e c i f i c a t i o n ,  conversions,  and 
manipulation (DFZL). In Appendix A of t h i s  d i s s e r t a t i o n  we pre- 
s e n t  the User-Guide f o r  DDL and DML. 
1.3 Sumnary of C a p a b i l i t i e s  of t h e  DDLIDML Processor 
The DDLIDML processor is designed t o  s a t i s f y  two require-  
men ts of d a t a  i n t e rchange  : (a) d a t a  (o rgan iza t ion )  d e f i n i t i o n  
and (b) d a t a  t r a n s l a t i o n .  The f i r s t  s t e p  toward s i m p l i f y i n g  
d a t a  i n t e rchange  i s  t o  make d a t a  and i ts  o r g a n i z a t i o n  e x p l i c i t  
and independent of machines and t h e i r  p r o c e s s o r s ,  This  can 
be done by us ing  a  language f o r  d e s c r i b i n g  d a t a  ( s e p a r a t e  from 
t h e  language used t o  p roces s  t h a t  d a t a ) .  The second s t e p  c o n s i s t s  
of  deve loping  a  p roces so r  f o r  i n t e r p r e t i n g  t h e  d e s c r i p t i o n  and 
t r a n s l a t i n g  t h e  d a t a  t o  a  format a p p r o p r i a t e  f o r  the execu t ing  
machine. The DDLIDML ve r s ion  1.0 s a t i s f i e s  t h e  f i r s t  requirement .  
The DDL/D>lL p roces so r  desc r ibed  i n  t h i s  d i s s e r t a t i o n  is  a  s e t  
of computer programs which w i l l  perform t h e  i n t e r p r e t a t i o n  and 
t r a n s l a t i o n .  I t  p roces ses  d a t a  d e f i n i t i o n s  and d a t a  t r a n s l a t i o n  
commands, produces a computer program t o  perform t h e  r equ i r ed  
daEa conversion and then execu te s  t h i s  program, thereby  doing t h e  
d a t a  conversion s p e c i f i e d .  
The c a p a b i l i t i e s  of DDL/D>lL a r e  summarized below 
1.3.1 A Language For  Communication Between Humans About Data 
S t r u c t u r e .  
One impor tan t  a p p l i c a t i o n  of  a  DDL is a s  a  means of 
conrmunication between humans about  the  s t r u c t u r e  of  data. For 
example, u s ing  a DDL a d e s i g n e r  o f  a Data Base can d e s c r i b e  
p r e c i s e l y  t o  an a p p l i c a t i o n s  programmer t h e  e x a c t  s t r u c t u r e  of 
t h e  d a t a  t h e  programmer wants  t o  use. J u s t  an BNF is now used 
t o  d e s c r i b e  t h e  s y n t a x  of a language s o  can DDL be used t o  d e s c r i b e  
d a t a  s t r u c t u r e s .  
1.3.2 Rest ructur ing  and Conversion of F i l e s  
A s  a u t i l i t y ,  the  DDL processor i n  conjunction wi th  DML, 
enables  the  use r  t o  r ede f ine  the  s t r u c t u r e  of h i s  f i l e  and 
have i t  converted accordingly.  Furtheamore, conversion of a 
f i l e  can be done s e l e c t i v e l y ;  i . e . ,  those  por t ions  of a f i l e  
t h d t  meet a u s e r ' s  c r i t e r i a  can be s e l e c t i v e l y  converted o r  
copied t o  a new f i l e .  
1.3.3 I n t e r f a c i n g  F i l e s  With Di f fe ren t  Programs and Programming 
Languages 
Frequently f i l e s  c rea ted  by one program cannot be processed 
by another  program o r  by another  program i n  a d i f f e r e n t  pro- 
gramming language. With the  DDL processor ,  the  f i l e s  can be 
converted i n t o  a s t r u c t u r e  which can be  processed by t h e  o t h e r  
program. In t h i s  manner f i l e s  can be i n t e r f a c e d  ac ross  pro- 
gramming languages. 
1.3.4 Val ida t ion  of a F i l e  
By de f in ing  a f i l e  i n  DDL, one can v a l i d a t e  it according t o  
user-provided c r i t e r i a  w r i t t e n  i n  DML. 
1.3.5 Aid In Report Generation 
By de f in ing  the  source  f i l e  t o  be  t h e  use r  d a t a  base  and 
de f in ing  the  t a r g e t  f i l e  t o  be a repor t  form t h e  DDL-DML processor 
f a c i l i t a t e s  r epor t  genera t ion .  
1.4 Important Features of the  Design and Implementation 
The DDL Processor System c o n s i s t s  of t h r e e  major p a r t s .  The 
f i r s t  pa r t  uses syntax  and hand coded d e f i n i t i o n s  t o  genera te  t h e  
t h e  second p a r t  - t h e  DDL compi le r .  The DDL compi le r  formats  
and t r a n s l a t e s  DDL s t a t e m e n t s  and produces a computer program 
which w i l l  do t h e  f i l e  convers ion .  The t h i r d  p a r t  of  t h e  
p roces so r  a c t u a l l y  p roces se s  t h e  s o u r c e  f i l e  and produces a s  an 
ou tpu t  t h e  t a r g e t  f i l e .  This  t h r e e  - p a r t  s t r u c t u r e  is  
i l l u s t r a t e d  i n  F i g u r e  1- la .  
Changes i n  t h e  d e f i n i t i o n  o f  t h e  DDL language occu r  on ly  
i n f r e q u e n t l y  a f t e r  an i n i t i a l  language development phase .  And 
t h e  compiler  g e n e r a t o r  ( S y n t a c t i c  Analys i s  Program Genera tor )  
f a c i l i t y  is p r i m a r i l y  i n t ended  f o r  DDL language development. 
Changes i n  t h e  d e f i n i t i o n  o f  a p a r t i c u l a r  d a t a  base  t o  
which t h e  d a t a  convers ion  p r o c e s s o r  i s  a p p l i e d  w i l l  occu r  more 
f r e q u e n t l y .  For  i n s t a n c e ,  one may wish t o  change d e f i n i t i o n s  
t h a t  a r e  used i n  t h e  convers ion  o f  d a t a  between computer systems.  
I n  t h i s  ca se  on ly  t h e  sequence o f  DDL s t a t e m e n t s  would be  
changed and t h e  DDL compi le r  would be  used t o  c r e a t e  a new Data 
Conversion P roces so r .  
I f  t h e  d e s c r i p t i o n  of  t h e  d a t a  t o  be  conver ted  does no t  
change, t h e  DDL compi le r  need n o t  b e  u sed ,  and t h e  p r e v i o u s l y  
c r e a t e d  Data Conversion P r o c e s s o r  may b c  used aga in .  
There a r e  several f e a t u r e s  i n  t h e  des ign  which are of si.eci, l l  
i n t e r e s t .  
(1) The use  of  EBNF (a meta s y n t a c t i c  language) .  
The EBNF is  t o  b e  used as: (a) an a i d  i n  s p e c i f y i n g  t h e  




































































































































































































































































