In this paper we introduce M-PLAT, an 
Introduction
Learning a programming language is difficult for novice learners because it requires a new way of thinking and it is a very time-consuming and frustrating task. Several works like [3] describe those difficulties to novice learners.
The first tutoring systems were very simple; fortunately, new generations of ITS (Intelligent Tutoring Systems) has emerged (See [6] for a good overview).
An example of a more sophisticated ITS is [1] . This work presents a Web-based learning environment to teach Artificial Intelligence concepts to college students. At present there are several IPTs (Intelligent Programming Tutors) like SIPLeS II [7] , PROUST [3] or INTELLITUTOR [2] . Also, there are works (like [4] ) that proposes a generic architecture for the development of intelligent programming tutors. A common characteristic of all tutoring systems is that each student has its own way of thinking and learning style. The work [5] describes the concept of learning style as "the set of cognitive, affective and physiological factors that will be used as stable indicators of how the learner perceives, how the learner interacts with his or her environment or how he or she responds to the environment".
In this paper we present M-PLAT, an intelligent tutor for learning programming languages. The main goal of our proposed system is to provide a fluent and smooth way to help students who desire to learn a specific programming language covered by M-PLAT. The proposed system is able to adapts itself dynamically to each student's behaviour. Thus, students are able to write programs and check their errors and progression. Meanwhile the tutor adapts its behaviour to each particular student, optimizing the learning time and minimizing the frustration feeling when a user is not able to solve some problems. Currently M-PLAT supports Java. M-PLAT has been developed using Web Services technology and following a client-server architecture. Thus, the system is both platform and language independent. Basically it contains a GUI where students can study the corresponding topics and write their programs, which will be sent to server side application to be evaluated. Server side application contains lessons, exercises, compilers, an expert module that evaluates students, a pedagogical module that adapts the tutor behaviour, etc. This paper is structured as follows. Section 2 describes the M-PLAT design. Section 3 presents a performance evaluation of M-PLAT. Finally, section 4 shows some conclusions and future work.
M-PLAT Design
M-PLAT consists of two applications. The first one, that we call client application, is used directly by students and basically contains a GUI and a communication library to exchange data with the server. The second one, called server application, offers a service to the first one: A Programming Languages Learning Method (in short PLLM). It is important to point out that the service contributes the PPLM method, but do not specify the programming language.
The server application contains the theoretical lessons, compilers, sets of exercises, etc. All compilers are hosted in a unique machine (the same machine that contains the server application) due to efficiency reasons. Figure 1 shows the M-PLAT architecture.
Interface Module contains a friendly and easy-to-use 
Figure 1. M-PLAT Architecture
graphical interface. This GUI offers 2 working modes. First one is used to study theoretical lessons of a concrete programming language. Those lessons consist of HTML pages that are hosted in the server. Those pages contain corresponding topics related to a theoretical lesson, like loops, functions, modules, data structures, etc. The second mode (evaluation mode) is used to evaluate students and check their skills about specific topics of the corresponding programming language. A student writes a program, and then, the source code is sent to the server to be compiled and evaluated. After that, the student will receive one of the following messages: Compilation errors have been found, there are no compilation errors but the provided program is not correct or the program is correct. Also, a student can obtain help while are writing a program having a look at the corresponding lecture.
Communication between client and server applications is performed by using the SOAP protocol.
Expert Module evaluates the programs written by students by executing a set of tests to evaluate those programs. Each one of those tests consists of checking the correctness of a program implementation. When a program is evaluated, it is not enough to compile the source code and check the methods signatures, a set of tests must been passed. All tests are executed using the program written by students and the results are compared with the correct ones. If the student program passes a corresponding percentage of tests, then the program is considered as correct. This module contains all tests corresponding to each programming language supported by M-PLAT, and also the configuration files to customize the number of tests of each problem.
Theoretical Module contains all lessons, in HTML format, related to a concrete programming language or subject (like Operating Systems). Thus, client applications can download the corresponding page to be visualized in the client machine. Those pages are visualized in the client application, no additional browser is needed.
Pedagogical Module contains the strategy to adapt the exercises level to each student programming skills. Thus, an advanced student will write complex exercises and a novel student will try to solve very basic programs. The major goal of this module is to reduce the frustration feeling of novice students when they try to solve complex programs without the necessary knowledge. We think that the more remarkable characteristic of M-PLAT is the possibility to dynamically adapt itself to the learning capacity of each student. In order to successfully perform this adaptation, our IPT has to learn how the students assimilate the concepts that the teacher explains in the classroom. One of the main tasks of this module is to calculate the difficulty of the next exercise that the client application will propose to the student, using information obtained from the client application. We analyzed which aspects are relevant in order to study the corresponding learning capacities. We considered that the three following parameters are the most relevant: time, memory, and number of errors. Next we briefly describe how these attributes are treated as well as their influence in the total computation.
Time:
The time that a student spends to solve an assignment is indeed very important. Once a student starts to solve assignments relatively faster, this student is ready to advance to the next level. Thus, time represents the speed and fluency that the student has to solve problems at his/her current level of knowledge.
Memory:
A student can obtain help from our system while (s)he is solving an assignment. If a student accesses this help system, we may deduce that that student did not completely understand the concepts. Intuitively, this parameter represents the capacity of the student to retain the concepts presented in the classroom.
Number of errors:
First, we have to remark that by this parameter we do not mean the number of errors that contains a program when a student compiles it. The number of errors represents the times that a student clicks the checking button until the program is correct. Let us remind that, as we explained before, the answer to an assignment can be incorrect either because the program has compilation errors or because it does not preserve the statement of the assignment. As we might expect, a student with some doubts will increase the number of tries while the number of errors will decrease when the student improves his command on the topic. Intuitively, this parameter represents the clarity with which a student controls the involved concepts.
Those three parameters are complementary to each other, that is, in order to compute the capacity of the student we should not use one of these parameters alone.
Our proposed system keeps profiles for each student where the relative information about the programs written as well as the evaluation of them will be stored (see Data Base in figure 1 ). On one hand, teachers can obtain statistics and evolution of all students. On the other hand, any student can check its own evolution in the knowledge of the respective programming language or subject.
Performance Evaluation
In order to check the performance of the proposed system, several performance tests simulating the learning style of a group of students has been made. The main objective of those tests is to obtain the maximum number of students that can use the system simultaneously, maintaining a reasonable performance of the system. The features of each machine that contains the service (server) are: Intel Pentium 4 CPU 3.20 GHz, 2 GB of RAM, Cache size of 1024 KB and a Seagate Disk of 300 GB.
The performance evaluation consists of several students making a M-PLAT-Java exam. This exam consists of 10 problems where students have to write a program for each problem. Those programs are sent to server side to be compiled and evaluated. A student has 10 tries to write a correct program for each problem. Because it is very difficult to get enough students to make a real test, we have decided to simulate the student's behaviour. The students have been grouped, depending of the learning style, in three categories: novice, intermediate and advance programmers. Figure 2 shows the simulated learning style of each category. The x axis shows the number of times that a student has sent a program to the server to be evaluated. The y axis shows the probability that the program sent will be correct. If a program is not correct, the simulated behaviour of each student waits, depending of the student category, an amount of time (between 2 and 5 minutes) after send again the program to server. Novice student behaviour has been modelled with a normal distribution with parameters µ = 6, 5 and σ = 2, 5. Intermediate student behaviour has been modelled with a normal distribution with parameters µ = 5 and σ = 3. Advanced student behaviour has been modelled with a normal distribution with parameters µ = 2 and σ = 5. Figure 3 shows the results when simulated students make a M-PLAT Java exam. Based on the qualifications of last year, the used ratio is: 30% of novice students, 50% of intermediate students and 20% of advanced students. With only one student, the response time is 0,494 seconds. We want to obtain a response time not superior than 5 seconds. With only one server, we reach that limit with 250 Figure 3 . Average response time students, and that limit is really exceeded with 500 students (46,7 seconds). When we use 2 servers, we can support 500 students obtaining a response time of 4,88 seconds. Finally, using 4 servers, we can support up to 1000 students with a response time of 5,005 seconds. In general, analyzing those results we can conclude that our system has a great scalability. In fact we can assume that each one of the used server here can support up to 250 students simultaneously.
Conclusions and Future Work
In this paper we have presented an intelligent adaptive tutor for allowing students to overcome learning difficulties of programming languages. Moreover, the proposed system adapts itself dynamically to each student learning style. The evaluation includes a scalability and performance tests that was made by simulating the learning style of several students while they were learning several programming languages using the intelligent tutor. As future works we plan upgrade M-PLAT to support more programming languages.
