SCHEMA is a method of designing protein recombination libraries that contain a large fraction of functional proteins with a high degree of mutational diversity. In the previous chapter we illustrated the method for designing libraries by swapping contiguous sequence elements. Here, we introduce the NCR ("noncontiguous recombination") algorithm to identify optimal designs for swapping elements that are contiguous in the 3-D structure but not necessarily in the primary sequence. To exemplify the method, NCR is used to recombine 3 fungal cellobiohydrolases (CBH1s) to produce a library containing more than 500,000 novel chimeric sequences.
Introduction
As discussed in the previous chapter, SCHEMA (1) seeks to maximize the probability that a library of chimeric proteins will be functional by using structural information to identify sequence elements ("blocks") that can be swapped. It is advantageous to minimize the average SCHEMA energy (<E>) of all the chimeras in a library, as this increases the fraction of functional chimeras (2). When recombining sequence elements that are contiguous along the polypeptide chain, RASPP (3) is used to identify optimal crossovers that minimize <E>.
In this chapter, we describe the designing of SCHEMA libraries with even lower <E>s by removing the constraint that blocks be contiguous along the polypeptide chain. These non-contiguous blocks of sequence are still contiguous blocks of structure in the folded protein. We use non-contiguous recombination (NCR) (4) to computationally search for optimal non-contiguous SCHEMA library designs. This approach to chimera design has become feasible now that the genes can be made by total gene synthesis.
Here, we design a SCHEMA library that recombines 3 fungal cellobiohydrolases (CBH1s) splitting each homolog into 12 blocks. Shuffling these blocks generates a chimera library of 3 12 = 531,441 possible sequences. Analysis of a library designed in the same manner as that described here (5)
allowed the identification of several stabilizing sequence elements. NCR-designed libraries can have significantly lower disruption than RASPP (contiguous) designs from the same parent sequences.
Alternatively, NCR enables recombination of parents with lower sequence identity. We recommend analysis of NCR-designed libraries by making an informative sample set of genes and using those to build predictive models, as we have done for RASPP-designed libraries (6). This NCR script identifies a set of candidate libraries with low <E> and sends these results to the terminal window (see Note 12) (Fig. 1) . These libraries are saved in the directory 'ncr/output' and listed in the text file 'library12_result_list.csv' (see Note 13).
Materials

Pick an NCR library (see Note 14)
. In this case, we pick the library 'library12_2.output', with <E> = 16.8 and <m> = 83.9 ( Fig. 2) . 
Notes
1. The NCR toolbox 'ncr' is written for python 2.6 on a Unix-based system. We recommend using this python release for the NCR toolbox.
2. Ensure you download the correct distribution of MUSCLE for your system. For example, on Apple OS X it might be 'muscle3.8.31_i86darwin64.tar.gz'. The NCR tools were written for muscle 3.8.
3. The NCR toolbox unpacks as a folder called 'ncr'. Directories are given relative to this folder.
For example there is a folder in 'ncr' called 'tools' and the directory would be 'ncr/tools'.
4. Ensure you download the correct distribution of hmetis for your system. For example, on Apple OS X it might be 'hmetis-1.5-osx-i686.tar.gz'. The NCR tools were written for hmetis 1.5.
5. We assume the parental proteins share the same structural fold. If structures are available for more than one parental protein, we confirm the parents have the same fold by aligning the parental structures. It is important that the sequence alignment is accurate, especially when the parental sequence identities are low.
6. In FASTA format, the name of each sequence begins with '>', for example '>Temersonii'.
After each name there should be a return, followed by the corresponding aligned sequence. • 'Find all PDB structures': If 1, the NCR script will search, download and use all suitable structures from the PDB database. If 0, the user will provide one or more structures.
Increasing the number of blocks in a library increases library size and reduces the average number of mutations in a block. The user may want smaller blocks if searching for single mutations that cause specific functional changes. However, it is harder to find desirable chimeras in larger libraries and increasing the number of blocks increases the <E> of a library.
We chose to split our 3 parental proteins into 12 blocks.
11. The python script 'ncr.py' generates one or more parental contact maps, calculates the SCHEMA contacts and searches for low <E> libraries. This script may take several hours to complete, depending on protein size and computer specifications. Progress is displayed in the terminal window. The script uses heuristic algorithms to find near optimal solutions, thus results will vary slightly each time 'ncr.py' is run. However, these variations are very small and we find we do not identify significantly lower <E> library designs by running the algorithm multiple times. homologs with > 55% sequence identity, often all the candidate libraries have <E> below 30. In our case, we pick a library with evenly-sized blocks. This will make it easier to identify stabilizing point mutations within a stabilizing block. Protein-specific biochemical and structural knowledge may also help users select from the candidate libraries. For example, one may wish to conserve a specific region of protein structure, such as an allosteric site or active site, by choosing a library design that has the structural feature in a single block. Note that the 9 <E> value is lower and the <m> value higher in this NCR design than the RASPP design from the previous chapter.
Blocks are not always one contiguous piece of structure. Sometimes, a group of residues will only have SCHEMA contacts with one another and not with the rest of the protein. These 'disconnected blocks' can belong to any block without altering <E>. NCR will assign these disconnected blocks to blocks such that <m> is maximized. This can result in a block comprising two separate pieces of structure. These disconnected blocks are apparent when blocks are visualized on the PDB structure. In this case, blocks 'A', 'G', and 'J' each contain a disconnected block.
15. Some non-conserved residues do not have any SCHEMA contacts. These residues often appear on the surface of the protein, in a region that is highly conserved or in a region where structural information is missing. NCR does not assign these residues to a block and instead the decision is left to the user. Unassigned residues are printed to the terminal. In this case residues 41, 175, 197, 199, 202 , and 442 have not been assigned a block.
16. Looking at the structure '1Q9H.pdb', we designate each unassigned residue to the same block as one of its neighboring residues. This will slightly alter <m> for the library, but leave <E> unaffected. We can alter the block assignments by editing the text file 'ncr/output/library12_2.output'. In this file unassigned residues, like conserved residues, have a dash ('-') in place of a block ('A', 'B', 'C', etc.).
17. The python script 'picklibrary.py' generates all the chimeras in a given library. The name of the library 'library12_2' needs to be provided as a parameter, and appears after 'python picklibrary.py'. Any non-conserved residues that have not been assigned to a block will be automatically assigned to block A. For a large library such as this one (more than 500,000 chimeras), this script may take several hours to complete. Alternatively, we could have selected a set of chimeras that substitute one block at a time into the background of a parent that expresses well, such as T. emersonii CBH1 (12). 
