Introduction
The task of locating the parts of the code that are relevant to a feature in object-oriented systems is widely recognized as a non-trivial task and a body of reverse engineering research collectively referred to as feature identification has emerged [1, 2] . A software engineer frequently needs to understand which parts of a system implement a feature to carry out maintenance activities, as change requests and bug reports are usually expressed in terms of features [4] . In the following we introduce the Feature-centric Environment and its different views.
The Feature-centric Environment
The Feature-centric Environment provides three different views of features: The Feature Overview, the Feature Tree and the Feature Artifact Browser. All these three views are enriched with the Feature Affinity metric introduced in a previous work [3] . Applying this metric guides and supports the software engineer during the navigation and understanding of one or many features. We assign a color that represents its Feature Affinity value to the visual representation of a method used in a feature . Our choice of colors correspond to a heat map, e.g., colors from cyan to red.
Compact Feature Overview
The feature overview visualizes more than one feature. The software engineer can decide how many features she wants to visualize at the same time (see Figure 1 (1)). For every chosen feature, a list of all methods used in the current feature is provided. Every method is displayed as a small colored box where the color represents the feature affinity value, the list is sorted according to this metric value. Clicking on a method opens the feature tree where all occurrences of the selected method are highlighted.
Feature Tree
In the feature tree view we present the method call tree, captured as a result of exercising one feature (see Figure 1 (2) ). The first method executed for a feature (e.g., the "main" method) forms the root of this tree. Methods invoked in this root node form the first level of the tree, hence the nodes represent methods and the edges are message sends from a sender to a receiver. As in the feature overview, the nodes are colored according to their feature affinity value. The tree is collapsed to the first two levels at the beginning, but every node can be expanded and collapsed again afterwards. Like this, the user can conveniently navigate even large call trees of a feature. Every node of the tree provides a button to look up the method of this node in the feature artifact browser.
Feature Artifact Browser
The source artifacts of an individual feature are presented as text in the feature artifact browser (see Figure 1 (3) ). It displays only the classes and methods actually used in the feature. Classes and methods not participating in the runtime behavior of a feature are not displayed. This makes it much easier for the user to focus on a single feature of the software. Thefeature ar- 
Description of the Demonstration
The demonstration will show how a developer uses the Feature-centric Environment to perform a maintenance task, i.e., correcting a defect in a software system. First, we will select some specific features of a software system to visualize them in the Feature-centric Environment. These features are normally unit test cases of a system that will be exercised to gather execution information e.g methods being invoked Second, we will show how to use the visualizations of these features to correct a defect. The goal is to quickly locate the method which is actually responsible for the defect. For that we will specifically use the Feature Overview to pre-choose good candidate methods to contain the defect, then we will navigate these candidate methods in the Feature Tree View to get context about how the methods are used in a specific feature. Finally, we will analyze the source code in the Feature Artifact Browser to evaluate and possibly correct a faulty method.
