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Resum
L’objectiu d’aquest treball e´s dissenyar i construir un robot capac¸ de traspassar un dibuix te`cnic
realitzat amb ordinador, des d’un arxiu SVG per exemple, a un dibuix real sobre una superf´ıcie
plana. En aquests estudi es vol aconseguir una primera aproximacio´ a la solucio´, i s’ha estudiat
el cas treballant amb un retolador que dibuixa sobre un paper per despre´s poder-ho extrapolar
a altres solucions. Un altre dels objectius del treball e´s estudiar la viabilitat de realitzar-ho com
un sistema en llac¸ obert per mantenir la simplicitat i aconseguir un dispositiu de baix cost.
En aquesta memo`ria es descriu tot el proce´s que ha seguit el projecte, des de la idea inicial
fins a la seva creacio´. El primer pas ha estat escollir els components que podien dotar al conjunt
d’una millor precisio´, un fet ba`sic si es vol realitzar un sistema en llac¸ obert. Despre´s s’ha
dissenyat l’estructura ba`sica i tots els elements necessaris per la construccio´ del prototip i s’ha
creat el software encarregat de controlar-lo i programar-lo.
Els elements claus per garantir el bon funcionament so´n els motors pas a pas encarregats
del moviment, el microcontrolador Arduino UNO que controla el funcionament del robot i els
programes realitzats amb Python que realitzen la transformacio´ del document original en co-
mandes espec´ıfiques per l’Arduino. S’ha establert un codi de comunicacio´ entre el Python, des
de l’ordinador, i l’Arduino del robot a trave´s de Bluetooth.
Els resultats so´n molt satisfactoris tot i que existeixen errors de precisio´ que es podrien estudiar
en nous treballs. E´s per aixo` que es considera que s’ha complert amb tots els objectius i s’ha
aconseguit construir el robot desitjat.
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Cap´ıtol 1
Introduccio´
Imaginem un arquitecte que prete´n delinear sobre un terreny per tal d’indicar els espais que
ocupara` la construccio´. Aquest necessitara` contractar un topo`graf per tal de realitzar-ho, fet
que provoca un augment de pressupost i dels temps d’execucio´ de l’obra. Suposem ara que es
vol realitzar una instalacio´ ele`ctrica en un carrer i, a l’hora de foradar el paviment, existeix el
perill de fer malbe´ les canonades que hi passen per sota. Actualment, es disposa del pla`nol de
canonades pero` e´s dif´ıcil determinar amb exactitud per on passen. Per altra banda, imaginem
que es vol tallar sobre una planxa de fusta, de cartro´, un taulell DM o algu´n altre material, un
disseny espec´ıfic. Per fer-ho primer cal traspassar el disseny a la superficie per tal de poder-ho
tallar despre´s. Per acabar, suposem que hi ha la necessitat de trac¸ar les l´ınies de qualsevol espai
esportiu, com un camp de futbol o una pista d’atletisme, i es vol evitar que puguin quedar les
l´ınies desviades. Aquests so´n alguns exemples de situacions reals en les que es requereix un
trasspas d’un disseny te`cnic o pla`nol a una superficie plana.
Aquest projecte vol estudiar la viabilitat de realitzar un dispositiu de baix cost, fa`cilment
transportable i que es pugui utilitzar per resoldre qualsevol d’aquestes situacions. Aixo´ donara`
peu a una eina de dibuix que eliminara` les possibles limitacio´ns de tamany que presenten les
actuals. S’estudiara` una primera aproximacio´ a la solucio´, realitzant un prototip capac¸ de
convertir arxius SVG (Scalar Vector Graphics) que contiguin dibuixos te`cnics, al movient d’un
robot capac¸ de dibuixar sobre una superficie plana sense necessitat d’utilitzar grans estructures.
S’intentara` realitzar a partir de la teconologia de la qual es disposa: en primer lloc cal estudiar
la manera de convertir un disseny te`cnic a una trajecto`ria. A continuacio´, s’ha de programar
el robot per aconseguir que segueixi aquesta trajecto`ria. Per fer-ho, primer cal escollir quins
components poden aconseguir aquest moviment de la manera me´s precisa possible i estudiar
el seu funcionament, aix´ı com definir un me`tode de control que els pugui fer funcionar con-
juntament. Per altra banda, e´s necessari realitzar el disseny de l’estructura que incorpori tots
aquests elements per tal de crear un robot mo´bil de petites dimensions. Un cop realitzat el
disseny i construit el robot, s’ha d’estudiar la precisio´ del mateix per veure si compleix amb les
especificacions.
1
2 Disseny, programacio´ i implementacio´ d’un robot de dibuix amb Arduino
1.1 Objectius
Aquest projecte prete´n dissenyar, programar i construir un robot capac¸ de dibuixar sobre un
paper, de qualsevol dimensio´, la figura o trac¸ada que l’usuari desitgi. Per tal d’aconseguir-ho,
s’han un definit uns objectius principals:
• Avaluar la viabilitat de realitzar el robot com un sistema de llac¸ obert.
• Dissenyar i construir un robot des de zero.
• Dotar el robot dels mitjants de software necessaris per a la realitzacio´ de la seva funcio´.
Per poder complir els objectius principals s’han d’assolir primer alguns objectius secundaris.
• Extreure el GCode associat a la trajecto`ria de la figura que l’usuari vol dibuixar.
• Crear l’algoritme encarregat de traduir un arxiu de text que conte´ el GCode associat a
una trajecto`ria, a les ordres necessa`ries per moure el robot.
• Seleccionar els elements que millor s’ajustin a les especificacions del projecte, per tal de
garatir el funcionament i augmentar la precisio´.
• Aprofundir en la programacio´ tant d’Arduino com de Python, per poder realitzar el pro-
jecte, i en el disseny CAD amb Solidworks per tal de dissenyar les peces que s’imprimiran
en 3D. Per altra banda, cal aprendre a utilitzar altres programes o llenguatges, com l’Inks-
cape, per a la realitzacio´ de dibuixos, i el Latex per a la realitzacio´ de la memo`ria.
• Establir un protocol de comunicacio´ entre el robot i l’ordinador.
• Programar una aplicacio´ que permeti a l’usuari treballar amb el robot de manera me´s
senzilla i entenedora.
1.2 Abast i resultat esperat
L’abast d’aquest projecte e´s dissenyar, programar i construir un prototip del robot que funcioni
en llac¸ obert, capac¸ de seguir les trajecto`ries desitjades per l’usuari, i programar l’aplicacio´ per
utilitzar-lo. A partir d’aqu´ı, cal aclarir alguns punts que queden fora d’aquest abast per motius
diferents:
• En primer lloc, cal deixar clar que es vol estudiar la viabilitat de realitzar els objectius
amb un sistema en llac¸ obert i, per tant, queda fora de l’abast del projecte l’estudi d’im-
plementacio´ d’un sistema que permeti tancar el llac¸ de control. Aixo´ s’ha decidit aix´ı per
centrar l’estudi en la part inicial de la construccio´ i programacio´ del robot, ja que el volum
de feina que pot comportar tancar el llac¸ de control podria constituir un altre treball per
si mateix, i per tant s’ha descartat.
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• Aquest projecte vol trobar una primera solucio´ i estudiar-ne la seva viabilitat, per tant
queda fora de l’abast aconseguir millorar les seves prestacions, ja que aixo´ voldira dir
realitzar grans inversions en millores de materials i components, i una feina de redisseny
per aconseguir-ho.
• S’ha descarat la creacio´ d’un me`tode d’extraccio´ del GCode associat a una imatge, ja
que ja existeixen eines que ho realitzen, com el programa Inkscape. Gra`cies a l’existe`ncia
d’aquests s’ha decidit no crear un nou software per aconseguir-ho i aix´ı destinar aquest
temps a altres tasques me´s importants.
• Al ser un treball d’estudi i en el qual es vol crear un primer prototip per estudiar-ne la
viabilitat s’ha descartat l’opcio´ de crear una placa de circuit impre´s (PCB) que integri tots
els components que el formen, ja que e´s un proce´s de millora continua i s’han d’afegir nous
components al llarg del temps.

Cap´ıtol 2
Principis de funcionament
Aquest cap´ıtol e´s una introduccio´ al funcionament del robot. S’explicaran els trets principals
per tal d’entendre quin e´s el proce´s que s’ha de seguir per tal d’aconseguir dibuixar. Me´s
endavant s’explicara` com s’han realitzat totes les etapes del projecte i per que` s’ha fet d’aquesta
manera.
L’objectiu d’aquest dispositiu e´s aconseguir traspassar un disseny te`cnic o dibuix realitzat per
ordinador a la vida real sobre un paper. L’avantatge que presenta e´s que, al ser mo`bil, a priori
no te´ limitacions d’espai, pot fer-ho a l’escala que es desitgi mentre sigui sobre una superif´ıcie
plana. El primer pas sera` definir quins elements consituiran el robot i fara`n possible aquest
moviment.
El robot presenta dues rodes motrius accionades per dos motors pas a pas que s’encarreguen de
realitzar un moviment controlat i prec´ıs. Aquests estara`n controlats per un driver que facilitara`
la seva utilitzacio´, ja que funciona a partir de nome´s 2 pins digitals, l’un controlador de l’step
i l’altre de la direccio´. Per tal de fer possible el moviment vertical del retolador s’utilitzara` un
microservo que accionara` un mecansime per convertir la seva rotacio´ en el moviment vertical del
retolador dins una guia. Tot el conjunt estara` controlat per un microcontrolador Arduino UNO
que es comunicara` amb l’ordinador mitjac¸ant una connexio´ Bluetooth. Tot el circuit s’alimentara`
amb una bateria LiPo de 10000 mha amb dues sortides de 5V i d’1 i 2 A respectivament. Aquesta
conexio´ es representa al segu¨ent diagrama:
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Figura 2.1: Diagrama de connexio´ dels components realitzada amb el programa Fritzing [1].
Un cop escollits els elements que formaran el robot s’haura` de dissenyar una estructura que
incorpori tots aquests i permeti al robot fer la seva funcio´, intentant sempre optimitzar el tamany
per fer-lo el me´s petit possible. Caldra` dissenyar diferents peces: un xass´ıs, les rodes, una roda
davantera i un mecanisme capac¸ de realitzar el moviment vertical del retolador. Aixo´ es realitzara`
a partir de SolidWorks i s’imprimira` en 3D a l’aula Rep Rap de l’escola.
Figura 2.2: Fotografia del robot.
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Per u´ltim caldra` crear el software controlador del robot. Des de l’ordinador, es processara` la
imatge i s’extreua`a el GCode de la trajecto`ria, d’aquest GCode s’extreuran les ordres de movi-
ment i es traduiran a passos del motor, que s’enviaran a l’Arduino per una connexio´ Bluetooth
i aquest s’encarregara` de moure els motors.
GCode Python Arduino
Figura 2.3: Diagrama de flux del funcionament general.
Aquest e´s el funcionament ba`sic del robot i, a continuacio´, s’explicara` cadascuna de les parts
de manera me´s detallada.

Cap´ıtol 3
Elements principals
Aquest cap´ıtol presenta els elements principals que s’encarregaran del funcionament del robot.
Es fara` una descripcio´ dels components i s’exposaran les raons per les quals s’han escollit.
3.1 Motor pas a pas
3.1.1 Per que` un motor pas a pas?
Els motors pas a pas o “steppers”, so´n els motors ideals per controlar el moviment de les
rodes del robot [2]. En primer lloc ofereixen la possibilitat de rotar en les dues direccions, fet
imprescindible per poder realitzar qualsevol trajecto`ria. La seva precisio´ angular e´s molt elevada,
fet que permet cone`ixer en tot moment i amb exactitud quants graus ha girat el motor i per
tant el moviment que han realitzat les rodes i, en definitiva, el robot. Es pot controlar la seva
velocitat i, quan el motor esta` aturat, pot oferir un parell de resiste`ncia contra la rotacio´ de l’eix
si rep corrent a les bobines.
3.1.2 Funcionament i tipus de motors pas a pas
El funcionament del motor pas a pas es basa en la transformacio´ d’impulsos ele`ctrics en “steps”
o passos del motor, que so´n rotacions angulars exactes de l’eix. T´ıpicament poden presentar 12,
24, 72, 144, 180 o 200 passos per volta i aixo` significa que per cada impuls ele`ctric la seva rotacio´
e´s de 30, 15, 5, 2.5, 2 o 1.8 graus respectivament.
Aquests motors esta`n conformats per una part mo`bil, el rotor, i una part fixa, l’estator.
Aquest u´ltim compta amb diferents pols que atrauen el rotor a partir de fer passar corrent per
les diferents bobines, creant aix´ı el moviment de rotacio´ de l’eix.
Existeixen tres tipus fonamentals de motors pas a pas en funcio´ dels seus components i la seva
manera de funcionar:
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• Motor de relucta`ncia variable: Esta` format per un rotor dentat de ferro pur que es
mou degut a l’atraccio´ dels pols magne`tics de l’estator debanat. El seu funcionament es
basa en la rotacio´ del rotor que busca minimitzar la relucta`ncia entre el rotor i l’estator, que
s’aconsegueix quan la dista`ncia entre ells e´s mı´nima. Aquests motors permeten velocitats
elevades pero`, alhora, un parell petit.
• Motor amb rotor d’imant permanent: En aquest cas el rotor esta` format per un
imant permanent i l’estator el conformen diferents electroimants que actuen com pols. A
l’energitzar els pols es crea un camp magne`tic que atrau l’imant del rotor produint el
moviment circular. A difere`ncia dels motors de relucta`ncia variable, aquests poden oferir
un parell de resiste`ncia quan no estan en funcionament. Presenten velocitats me´s petites
a canvi d’un parell me´s elevat.
• Motors h´ıbrids: Aquests so´n una barreja dels dos anteriors. Tant l’estator com el
rotor presenten va`ries dents i el rotor te´ un imant conce`ntric magnetitzat axialment al
voltant del seu eix. Aquesta combinacio´ do´na lloc a motors d’alt rendiment amb velocitats
considerables. So´n els motors que admeten passos me´s petits i, per tant, moviments de
me´s precisio´.
En funcio´ de la connexio´ i la forma d’excitacio´ de les bobines, es pot diferenciar tambe´ entre dos
tipus de motors pas a pas diferents, els unipolars i els bipolars.
• Unipolars: El corrent que passa per les bobines de l’estator d’un motor pas a pas unipolar
sempre va en el mateix sentit. Normalment tenen 5 o 6 cables de sortida, 6 si el cable
d’alimentacio´ comu´ de cada parell de bobines va per separat i 5 si va junt. E´s me´s senzill
de controlar, ja que el cable d’alimentacio´ comu´ sempre esta` connectat i el que crea el
moviment del motor e´s la connexio´ a terra dels altres pols amb un ordre determinat.
Comu
Comu Comu
A
B
C
D
A
B
C
D
(a) (b)
Rotor Rotor
Figura 3.1: Diagrama d’un motor unipolar de 5 cables (a) i de 6 (b).
• Bipolars: A difere`ncia dels unipolars, aquests motors nome´s presenten 4 cables de sortida,
no tenen un comu´ d’alimentacio´. El seu funcionament es basa en el canvi del sentit de
circulacio´ del corrent per les bobines en funcio´ de la tensio´, fet que provoca una difere`ncia
de polaritat que fa girar el rotor. Per tal de controlar-lo, e´s necessari utilitzar dos ponts
H per poder invertir el sentit del corrent que passa per les dues bobines.
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A
-A
B -B
Rotor
Figura 3.2: Diagrama d’un motor bipolar.
3.1.3 Modes de funcionament
Existeixen diferents sequ¨e`ncies per aconseguir el moviment del motor, que dependra` de quines
bobines estan excitades, en el cas dels motors unipolars, i en la direccio´ del corrent en els bipolars.
• Sequ¨e`ncia d’una fase: Aquesta sequ¨e`ncia consisteix en l’excitacio´ d’una sola bobina, fet
que provoca un pas sencer del motor com es mostra a la imatge.
Figura 3.3: Sequ¨e`ncia d’una fase.
La seva expressio´ en forma de taula e´s la que mostra a continuacio´. Es representa la taula
d’un motor bipolar, on el signe positiu i negatiu representen el sentit del corrent a cada
bobina. La taula d’un motor unipolar seria la mateixa canviant els pols -A i -B pels pols
C i D.
Pas A B -A -B
1 1 0 0 0
2 0 1 0 0
3 0 0 1 0
4 0 0 0 1
Taula 3.1: Sequ¨e`ncia d’una fase.
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• Sequ¨e`ncia de dues fases: Igual que a la sequ¨e`ncia anterior, s’aconsegueix un pas per
cadascun dels estats de la se`rie, pero` la gran difere`ncia e´s que per aconseguir-ho s’exciten
dues bobines alhora, fet que provoca que la forc¸a d’atraccio´ augmenti i aconsegueixi un
millor parell de resiste`ncia.
Figura 3.4: Sequ¨e`ncia de dues fases.
La seva expressio´ en forma de taula e´s la segu¨ent:
Pas A B -A -B
1 1 1 0 0
2 0 1 1 0
3 0 0 1 1
4 1 0 0 1
Taula 3.2: Sequ¨e`ncia de dues fases.
• Sequ¨e`ncia half step: Amb una combinacio´ de les dues anteriors, aconseguim que per cada
estat de la se`rie el motor realitzi un gir de mig pas, i per tant aconsegueixi un moviment
me´s petit. El seu funcionament es basa en l’excitacio´ d’una sola bobina i despre´s de dues
alhora de forma sequ¨encial com es mostra a la figura.
Figura 3.5: Sequ¨e´ncia half step.
La seva taula de funcionament e´s la segu¨ent:
• Microstepping: L’objectiu del microstepping e´s aconseguir un moviment de rotacio´ me´s
suau, reduint els moviments bruscos entre passos del motor, e´s a dir, augmentant el nombre
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Pas A B -A -B
1 1 0 0 0
2 1 1 0 0
3 0 1 0 0
4 0 1 1 0
5 0 0 1 0
6 0 0 1 1
7 0 0 0 1
8 1 0 0 1
Taula 3.3: Sequ¨e`ncia mig pas (half step).
de passos. Per aconseguir-ho s’utilitza un controlador, en aquest cas el driver explicat a
l’apartat 3.2. Es creen dues ones sinuso¨ıdals desfasades 90o entre elles, una per cada bobina
del motor, aconseguint aix´ı que quan a una bobina el corrent augmenta a l’altre decreix
de la mateixa manera, creant un moviment perfecte del motor.
A la realitat aquestes ones no so´n sinuso¨ıdals perfectes, sino´ que so´n ones esglaonades.
Aixo` provoca un augment de passos per volta del motor. En aquest cas es pot aconseguir
multiplicar els passos per volta per 2, 4 o 8 assolint un ma`xim de 1600 passos. A la figura
3.6 es pot observar un exemple d’una ona encarregada del microstepping.
AOUT BOUT
Entrada STEP
C
or
re
n
t
d
e
so
rt
id
a
Figura 3.6: Ona sinuso¨ıdal del microstepping.
3.1.4 Alternatives
Alhora de triar quins serien els motors adequats pel moviment del robot s’han estudiat 3
opcions va`lides per fer-ho: el motor pas a pas, el motor de corrent continu i el servo-motor
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de rotacio´ cont´ınua. S’ha escollit el motor pas a pas, ja que el control de posicio´ e´s ba`sic pel
funcionament del robot i e´s l’u´nic que el pot assegurar sense la utilitzacio´ d’un encoder, i e´s
el me´s fa`cil de controlar. En els casos del motor de corrent continu i el servomotor de rotacio´
cont´ınua, el seu funcionament es basa en el control de la velocitat de rotacio´ de l’eix segons la
tensio´ o els impulsos del senyal de control respectivament, i per tant controlar la posicio´ e´s molt
me´s complicat.
3.1.5 Motor escollit: Nema 14
Per escollir un motor pas a pas s’han estudiat els diferents models de la famı´lia NEMA i s’ha
escollit entre el NEMA14 i el NEMA17 ja que so´n els que presenten les prestacions ido`nies pel
moviment que es vol realitzar. Finalment la decisio´ s’ha decantat cap al NEMA14, ja que e´s
me´s petit i te´ menys pes, la qual cosa permet adaptar-lo millor al prototip i realitzar un model
amb unes dimensions me´s petites i o`ptimes.
Figura 3.7: Motor NEMA14.
El NEMA14 e´s un motor pas a pas h´ıbrid bipolar amb les segu¨ents caracter´ıstiques [3]:
Tensio´ nominal/fase 2,7 V
Corrent nominal/fase 1.0 A
Resiste`ncia/fase 2,7 Ω
Parell de retencio´ 1,4 Kg·cm
Nombre de cables 4
Pes 0,18 Kg
Angle de pas 1,8o
Passos per volta 200
Taula 3.4: Caracter´ıstiques del motor NEMA14.
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3.2 Driver controlador del motor
3.2.1 Funcionament
Els motors pas a pas bipolars necessiten un canvi de sentit en el flux de corrent de les bobines
per aconseguir aix´ı la sequ¨e`ncia de fases desitjada per realitzar el moviment. A part d’aixo`,
com que els motors estan controlats per un microcontrolador Arduino UNO, s’ha de controlar
la intensitat del corrent per evitar que es pugui fer malbe´ la placa. E´s per aquesta rao´ que
s’ha decidit utilitzar un controlador que es basa en dos ponts H, un per cada bobina del motor.
Aquest dispositiu suporta el flux bidireccional de corrent i permet canviar-lo de sentit.
Un pont H esta` format per 4 interruptors connectats com a la figura 3.8 que fan passar el
corrent per la bobina en un sentit o en un altre en funcio´ de quina combinacio´ d’interruptors
s’utilitza, evitant aix´ı treballar amb voltatges negatius.
+ Vcc
A
B
C
D
GND
Figura 3.8: Connexio´ en pont H.
El seu funcionament e´s simple, i es basa en la connexio´ dels interruptors per parelles. Aquests
poden ser transistors bipolars, jfets, mosftes o alguna combinacio´ entre ells. Si es tanquen els
interruptors A i D el corrent circula en un sentit de la bobina i si, al contrari, els que es tanquen
so´n B i C el corrent circula en l’altre sentit. Les combinacions A i B o C i D so´n perilloses ja que
crearien un curtcircuit. Tambe´ incorpora quatre d´ıodes de proteccio´, ja que l’efecte inductiu de
les bobines podria cremar el circuit un cop desconnectat.
+ Vcc
A
B
C
D
GND
+ Vcc
A
B
C
D
GND
Figura 3.9: Sentit del corrent en un pont H.
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3.2.2 Easy Driver A3967
Per facilitar el control dels motors pas a pas utilitzats, s’ha decidit utilitzar dos controladors
Easy Driver A3967 [4] que facilitaran el control i la programacio´ dels motors i actuaran com a
etapa de pote`ncia per no sobrecarregar l’Arduino amb la pote`ncia requerida pel motor.
Com ja s’ha explicat, els motors pas a pas funcionen amb el canvi d’excitacio´ de les bobines
que el conformen, i cada parell de bobines te´ el seu dos cables per fer-ho. La idea principal
d’aquest driver o controlador e´s facilitar la feina i encarregar-se de l’alimentacio´ dels motors,
permetent aix´ı a l’usuari controlar el motor a trave´s de nome´s dos pins digitals de l’Arduino,
l’STEP, que defineix un pas per cada pujada del pin i el DIR, que defineix el sentit de rotacio´
del motor.
A la segu¨ent imatge es mostra la distribucio´ de les diferents entrades amb les que compta el
controlador:
A B
PDF
Reset Enable
MS2
GND
M+
GND
+5V
Sleep
MS1
GND
STEP
DIR
Figura 3.10: Pins del driver A3967.
Els pins principals i imprescindibles so´n els segu¨ents:
• A i B: Aquestes so´n les entrades dels 4 cables del motor i s’ha de connectar tenint en
compte els dos parells de bobines diferents, una als pins A i l’altra als pins B.
• GND: Hi ha tres pins amb aquest nom i so´n la connexio´ a terra necessa`ria a qualsevol
circuit electro`nic.
• STEP: Connectat a un pin digital d’Arduino, e´s l’encarregat de realitzar els passos del
motor. A cada pujada de 0 a 5V, ordena al motor realitzar un pas.
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• DIR: Igual que l’STEP, va connectat a un pin digital d’Arduino (0-5V) i defineix segon el
seu estat (high/low) la direccio´ del motor.
• M+: E´s l’entrada positiva de la font d’alimentacio´ del motor i es recomana alimentar-la a
un ma`xim de 12V. L’entrada negativa de la font es connecta al pin GND del costat.
La resta de pins permeten modificar el comportament del motor, pero` so´n opcionals:
• MS1 i MS2: Aquests pins so´n els encarregats del microstepping. Poden reduir l’angle del
pas i, per tant, augmentar la precisio´ de moviment del robot ja que redueixen el moviment
per pas. Hi ha 4 opcions de funcionament en funcio´ de la connexio´ d’aquests dos pins que
poden ser 0V (low) o 5V (high). El pas normal o full-step s’aconsegueix amb la combinacio´
low/low, el mig pas o half-step amb high/low, un quart de pas o quarter-step amb low/high
i un vuite` de pas o eight-step amb high/high. Per defecte la connexio´ e´s high/high i ,per
tant, divideix el pas per 8.
• Enable: E´s un input connectat com a low que anul·la les sortides si es canvia a high.
• Reset: E´s un input connectat com a high que quan es canvia a low torna el controlador a
la configuracio´ inicial.
• Sleep: E´s un input connectat com a high que minimitza el consum dels motors quan
aquests no s’utilitzen si es canvia a low.
• +5V: Output de 5V que es pot utilitzar per alimentar components que funcionin a baixa
corrent.
• PDF: Aquest pin no s’utilitza, controla el mode de decade`ncia del corrent de sortida.
3.3 Servomotor
3.3.1 Quina e´s la seva funcio´?
El servomotor e´s l’encarregat d’accionar el mecanisme per aixecar i baixar l’element de dibuix,
en aquest cas el retolador, i que, per tant, permetra` a l’usuari decidir quins trams de la trajecto`ria
formen part del dibuix i quins so´n moviments d’orientacio´ i posicionament, els quals, gra`cies
a aquest, no quedaran representats ja que no formen part del disseny. El funcionament del
mecanisme d’elevacio´ esta` format pel servomotor que al rotar acciona una palanca unida a l’eix
com a element terminal. Aquesta provoca un moviment vertical d’una placa plana unida al
retolador que es desplac¸a per una guia.
A la segu¨ent imatge es pot observar el funcionament del sistema:
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Figura 3.11: Funcionament del sistema d’elevacio´ del retolador accionat pel servomotor.
3.3.2 Funcionament
Els servos so´n un tipus de motors molt utilitzats en la robo`tica gra`cies a la seva gran precisio´
angular en el posicionament, ja que permeten controlar la posicio´ de l’eix en tot moment. Esta`
dissenyat per posicionar-se en un rang determinat de posicions angulars (normalment de 0o a
180o). Permet controlar l’angle gir i la velocitat de rotacio´ i, un cop realitzada la rotacio´ de l’eix,
el propi servo produeix un parell de resiste`ncia contra la rotacio´ per mantenir fixe la posicio´.
Tambe´ existeixen servos de rotacio´ cont´ınua, pero` aquests no tenen control sobre la posicio´ del
mateix ja que, per tal de permetre la rotacio´ cont´ınua s’elimina el potencio`metre encarregat de
tancar el llac¸ de control de la posicio´.
La composicio´ d’un servomotor es basa, normalment, en 4 elements fonamentals:
• Motor de corrent continu: E´s l’encarregat de moure el motor. Produeix una rotacio´ de
l’eix al aplicar-hi un corrent i es pot canviar el sentit de rotacio´ aplicant el corrent invers.
• Tren d’engranatges: So´n un conjunt d’engranatges reductors que actuen per reduir la
velocitat de sortida de l’eix del motor de corrent continu i brindar un parell me´s elevat per
mantenir fixe la posicio´.
• Potencio`metre: Es col·loca a la sortida de l’eix del motor de corrent continu per controlar
la posicio´ angular i aix´ı tancar el llac¸ de control. E´s pot eliminar i convertir el servo en
un servo de rotacio´ cont´ınua, pero` llavors es perd el control de la posicio´ ja que el llac¸ de
control quedaria obert.
• Circuit de control: Circuit electro`nic encarregat de tancar el llac¸ de control calculant l’error
entre el senyal d’entrada i el de sortida, mesurat pel potencio`metre, i corregint-lo. Per tant
un servomotor e´s un sistema de llac¸ tancat com el que es mostra a la figura 3.13.
La connexio´ del servo es realitza a partir dels 3 cables que presenta, dos cables d’alimentacio´
(positiu i negatiu) connectats a la font d’alimentacio´ entre 4,8 i 6 V i un senyal de control per
definir la posicio´ mitjanc¸ant un senyal modulat per amplada de pols (PWM).
Mitjanc¸ant un microcontrolador, en el aquest cas un Arduino UNO, s’envia un senyal de polsos
quadrats (PWM) al motor i, depenent de l’amplada del propi pols, el circuit de control posiciona
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l’eix a l’angle desitjat. Per la majoria de servos el senyal de control e´s el mateix, amb polsos
quadrats d’entre 15 i 25 mil·lisegons de cicle de treball i l’angle depe`n de l’amplitud del pols
seguint l’exemple de la imatge.
0.5 ms 0.5 ms 0.5 ms
20 ms 20 ms
20 ms 20 ms
20 ms 20 ms
1.5 ms 1.5 ms 1.5 ms
2.5 ms 2.5 ms 2.5 ms
Figura 3.12: Exemples de senyal d’entrada del servomotor per 0o, 90o i 180o.
Amb la rotacio´ del propi motor es posiciona el potencio`metre permetent d’aquesta manera
controlar i corregir l’error tancant el llac¸ de control.
Senyal
d’entrada
Circuit de
control
Motor de
CC
Senyal de
sortida
Potenciometre
Figura 3.13: Llac¸ de control del servomotor.
Existeixen 2 tipus diferents de servomotors, els analo`gics i els digitals. Els digitals tenen
millors caracter´ıstiques, millor resolucio´, resposta me´s ra`pida, una acceleracio´ me´s suau durant
el moviment i un parell me´s elevat en estat estacionari. Per altra banda, pero`, tenen un consum
me´s elevat ja que treballen a una frequ¨e`ncia deu vegades majors a la dels analo`gics i el seu preu
e´s molt me´s elevat.
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3.3.3 Servo escollit: SM-S2309S
El servomotor SM-S2309S e´s un microservo analo`gic de 180o [5]. S’ha escollit aquest model per
dues raons: per una banda les seves petites dimensions so´n ideals per l’aplicacio´ ja que permeten
optimitzar el tamany del propi robot, i, per altre banda, perque` ja es disposava d’aquest motor.
Les seves caracter´ıstiques principals so´n:
Tensio´ nominal 5.0 V
Parell 1 Kg/cm
Pes 9 g
Dimensions (22,2 x 11,6 x 21,5)mm
Angle de rotacio´ 180o
Taula 3.5: Caracter´ıstiques del servomotor SM-S2309S.
3.4 Bateria
L’objectiu del projecte era dissenyar un robot auto`nom, i per aquesta rao´ s’ha decidit incorpo-
rar una bateria que subministra l’energia necessa`ria als dos motors aix´ı com al microcontrolador
Arduino UNO. Despre´s de les proves inicials es va decidir separar les fonts dels dos motors per
evitar d’aquesta manera un mal repartiment de la pote`ncia i complir en tot moment amb les
exige`ncies energe`tiques d’ambdo´s motors.
S’ha optat per escollir una bateria externa recarregable de la marca Proda de 10000 mAh per
dos motius: en primer lloc, perque` ofereix dues sortides de corrent de 5V a 1 i 2A respectivament
i pot , per tant, alimentar els dos motors per separat. En segon lloc, perque` ja es disposava
d’aquesta bateria abans de comenc¸ar el projecte i no calia adquirir-ne una altra.
E´s una bateria de pol´ımer d’ions de liti (LiPo) que permet emmagatzemar una gran ca`rrega
d’energia i, per tant, permet operacions de llarga durada del prototip. L’avantatge que presenta
e´s, com ja s’ha explicat, que te´ dos canals amb els quals e´s possible alimentar tots els components
del robot des d’una mateixa font d’alimentacio´. Aix´ı doncs, el canal de sortida de 5V i 2A
s’encarrega d’alimentar el motor dret del robot i el microcontrolador Arduino UNO (el propi
Arduino subministra el corrent necessari pel funcionament del mo`dul Bluetooth), mentre que el
de 5V i 1A alimenta el motor esquerra i el servo. Tambe´ conte´ una petita pantalla per mostrar
la ca`rrega actual de la bateria i que aix´ı l’usuari sa`piga en tot moment si cal recarregar-la. Per
altre banda, el desavantatge que presenta e´s el seu elevat pes (170 grams), tot i que despre´s de
les proves inicial es va comprovar que els motors eren capac¸os de moure aquesta ca`rrega sense
problemes.
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Figura 3.14: Imatge de la bateria utilitzada.
3.5 Retolador
Com a element de dibuix s’ha escollit un retolador Edding 1200. E´s un retolador que es pot
comprar a qualsevol papereria, amb una amplia gamma de colors i un funcionament excel·lent.
Les principals caracter´ıstiques que el fan perfecte per aquesta funcio´ so´n el seu perfil circular de
dia`metre constant que permet el lliscament dins la guia de pla`stic fixa al xass´ıs del robot i la seva
tinta, s’asseca de forma immediata despre´s de pintar el paper, evitant aix´ı que les rodes puguin
fer malbe´ el dibuix si passen per sobre el trac¸at i arrosseguen la tinta si encara no s’ha assecat.
Amb el seu propi pes, me´s el del suport que l’aguanta, e´s suficient per dibuixar la l´ınia sobre el
paper i no ofereix resiste`ncia per friccio´ i ,per tant, no afecta negativament a la trajecto`ria del
robot.
Com s’explicara` me´s endavant a l’apartat 4.3, s’ha creat un suport per tal d’aixecar-lo quan
la trajecto`ria del robot sigui de posicionament. La seva posicio´ e´s al centre de l’eix coaxial als
eixos dels dos motors, facilitant d’aquesta manera el control de la seva trajecto`ria.
Figura 3.15: Imatge del model de retolador utilitzat.

Cap´ıtol 4
Disseny de l’estructura
En aquest apartat es descriu el disseny del robot, la creacio´ de l’estructura i la distribucio´
dels components, explicant el perque` d’aquesta distribucio´ i les premisses que s’han tingut en
compte a l’hora de dissenyar les diferents peces en Solid Works [6] per tal d’imprimir-les en 3D
posteriorment a l’aula Rep Rap de la universitat.
Figura 4.1: Assemblatge del robot en SolidWorks (exceptuant la bateria, el cablejat i el mo´dul
Bluetooth).
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4.1 Xass´ıs
El xass´ıs e´s el cos del robot, incorpora totes les altres peces i el seu disseny e´s una de les parts
fonamentals del treball. E´s l’encarregat de centrar els eixos dels motors i fixar la seva posicio´,
d’incorporar la bateria, el microcontrolador, els drivers i tot el circuit ele`ctric, i d’assegurar la
seva posicio´ fixa durant el moviment del robot. A continuacio´ es mostra una imatge del disseny
del xass´ıs on s’indiquen les parts me´s importants que despre´s s’explicaran.
1
3
4
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6
2
Figura 4.2: Parts del xass´ıs.
L’objectiu era dissenyar un xass´ıs amb les dimensions me´s petites possibles, i aquestes van
venir donades directament per la mida dels dos motors. S’ha dissenyat amb una amplada de 104
mm tenint en compte que ha de suportar els dos motors que tenen una llargada de 34 mm i que
a l’espai entre els dos cal adaptar el suport del retolador pel qual s’han deixat 28 mm. Els altres
8 mm restants estan reservats per les fixacions dels motors. Per tal de no posar unes limitacions
molt restrictives, s’ha decidit realitzar un forat de 20 mm de dia`metre (detall 1 de la imatge
4.2) per l’element de dibuix, per adaptar el suport a les mides del retolador o estri escollit. E´s
fonamental que aquest forat estigui centrat entre els dos motors i amb un eix perpendicular i
coincident amb els eixos dels motors que han d’estar alineats. D’aquesta manera s’aconsegueix
l’amplada mı´nima, ja que la resta d’elements so´n de dimensions me´s redu¨ıdes i ,per tant, s’han
posicionat de manera centrada per mantenir centrat el centre de masses.
Per tal de fixar els motors s’han incorporat uns suports verticals (detall 2) que fixen amb
cargols la cara frontal del motor (on neix l’eix) evitant aix´ı que pugui desplac¸ar-se i mantenint
d’aquesta manera els dos motors sempre alineats. Aquests suportss es van imprimir incorporats
directament al xass´ıs, per minimitzar els possibles errors de muntatge o descentratge. De la
mateixa manera, aprofitant aquests suports i per optimitzar l’espai, s’ha incorporat una petita
part plana horitzontal (detall 3) sobre els motors per instal·lar-hi els drivers dels mateixos i aix´ı
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mantenir-ho junt i facilitant el reconeixement del driver corresponent a cada motor. Cal destacar
que aquests suports no tanquen la part superior de tal manera que es poden muntar i desmuntar
els motors de manera me´s co`moda sense, per exemple, desmuntar el suport del retolador.
La longitud del xass´ıs ha de ser la suficient per col·locar-hi els motors, el servomotor encarregat
d’aixecar el retolador, la bateria, el microcontrolador Arduino i la roda davantera. D’aquesta
manera, el xass´ıs final te´ una llargada de 108,68 mm i la segu¨ent distribucio´:
En primer lloc es col·loquen els motors de 35 mm d’amplada. Seguidament, hi ha un espai
reservat al suport fixe del bol´ıgraf que s’ha dissenyat com una pec¸a diferent per tal de poder
adaptar-la a altres utillatges sense haver de modificar el xass´ıs per complet. Disposa d’una base
per enganxar el servomotor fixant la seva alc¸ada de manera que l’eix del servo es mantingui a
la mateixa alc¸ada que l’extrem del suport fixe, per tal d’exercir la forc¸a per aixecar el retolador
sobre el suport mo`bil des de la posicio´ horitzontal per gaudir del recorregut ma`xim del moviment
si fos necessari.
En segu¨ent lloc, s’ha dissenyat un espai reservat per la bateria (detall 4) que compte amb
un petit compartiment que mante´ la bateria en posicio´ vertical i fixa per evitar que caigui o
pugui interrompre el funcionament del robot. Aquest compartiment te´ una mida de 25 x 65
mm amb tres parets de 20 mm d’alc¸ada i la paret posterior de 90 mm que s’aprofita per fer
de base de l’Arduino (detall 5). Es pot observar que les mides so´n uns mil·l´ımetres me´s grans
que la pro`pia bateria, ja que s’ha deixat l’espai suficient per tal de poder posar els cargols per
fixar l’Arduino. E´s per aquesta rao´ que s’ha deixat un petit espai entre les parets laterals i la
paret verical per poder manipular els cargols amb la bateria fixada si fos necessari. S’ha decidit
instal·lar la bateria al punt mig del robot per distribuir la massa al llarg del xass´ıs i evitar que
el centre de masses quedi a la l´ınia de l’utillatge de dibuix i el robot pugui bolcar en algun punt
de la trajecto`ria degut a algun moviment concret.
L’Arduino, com s’acaba d’explicar, es col·loca a la paret vertical del compartiment de la
bateria de manera que queda fixat verticalment, optimitzant aix´ı els espais. S’han dissenyat
els forats per tal de col·locar l’entrada del port serial a la part superior fent possible d’aquesta
manera la programacio´ de la placa un cop s’ha implementat tot el prototip, ja que sino´ s’hauria
de desmontar cada cop que es volgue´s programar. Al lateral de la placa s’han instal·lat dues
barres de corrent de protoboard per tal de poder alimentar des de la mateixa sortida de la font
un motor conjuntament amb la placa i l’altre motor amb el servomotor.
Per acabar, a la part davantera s’ha deixat l’espai lliure (detall 6) suficient per instal·lar-hi
una roda boja que actuara` com a punt de suport per estabilitzar el robot. S’ha arrodonit la
forma davantera per motius completament este`tics i s’ha afegit un petit sortint circular a la part
posterior (on hi ha els motors) per tal de facilitar la fixacio´ de la guia del retolador.
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4.2 Guia del retolador
Aquest suport esta` dissenyat per funcionar com a guia pel retolador, de manera que el seu
desplac¸ament sigui vertical i centrat per minimitzar l’error de descentratge del mateix. Consta
d’una part plana en forma de T i un tub vertical que fara` de guia pel retolador. Va fixada
al xass´ıs amb 3 cargols. La guia esta` expressament dissenyat per treballar amb un retolador
Edding 1200 (presentat a l’apartat 3.5) i s’ha dissenyat de manera independent del xass´ıs per
aix´ı poder fer-la a mida de l’estri que es vulgui utilitzar sense haver de tornar a imprimir tot el
cos del robot.
Figura 4.3: Imatge del disseny de la guia.
Tambe´ compta amb un petit suport per tal d’enganxar el servomotor de manera que l’alc¸ada
de l’eix d’aquest sigui lleugerament inferior a l’alc¸ada de la part superior de la guia i aconseguir
aix´ı que el moviment del servo pugui ser ma`xim, des de la posicio´ horitzontal amb l’estri actiu
fins a una posicio´ mitja amb l’estri aixecat e´s a dir, sense actuar. No e´s me´s que un petit grao´
a la part dreta del suport de la mids del servo i d’alc¸ada de 5 mm per aconseguir la posicio´
desitjada del servo, que s’ha fixat directament amb cinta adhesiva de doble cara ja que el seu
esforc¸ no e´s massa elevat i queda fixat perfectament sense haver de foradar el suport impre`s en
3D.
Figura 4.4: Servomotor muntat sobre la guia.
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4.3 Mecanisme d’elevacio´ del retolador
Aquest mecanisme consta d’una petita placa fixada a certa altura del retolador que actua
com a superf´ıcie per tal de poder transformar el moviment circular del servo en el moviment
vertical de l’utillatge. L’alc¸ada a la qual s’ha de col·locar ve donada per la guia del retolador
fixa al xass´ıs (apartat 4.2), assegurant d’aquesta manera que quan el servomotor esta` en posicio´
de dibuix aquest suport es recolzi a la cara plana superior de la guia i el retolador estigui en
contacte amb el paper.
S’ha dissenyat amb una part me´s allargada (detall 1 de la imatge 4.5) per tal d’assegurar el
contacte i l’accio´ del servomotor al aixecar el brac¸, i a l’altre costat s’ha deixat un espai buit
i dues parets verticals foradades (detall 2) per poder fixar l’estri amb l’ajuda d’un cargol un
cop ajustada l’altura a la qual s’ha de fixar. Aquesta alc¸ada s’ha d’ajustar mantenint el servo
en posicio´ activa, el retolador tocant al paper i el suport recolzat a la cara superior de la guia.
L’eix vertical (detall 3) serveix per tal d’assegurar la perpendicularitat de l’estri amb la base del
suport.
1
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Figura 4.5: Imatge del disseny del suport pel mecanisme d’elevacio´.
4.4 Roda boja davantera
Com a tercer punt de suport i per estabilitzar el robot, s’ha dissenyat una roda boja de manera
que no intervingui en el moviment del robot, permetent el lliscament en qualsevol direccio´.
Consta de dues parts, el cos impre`s en 3D i una bola de vidre que gira lliureament a l’interior.
El cos assegura el contacte amb la bola en nome´s 4 punts d’una circumfere`ncia paral·lela a la
base fent aix´ı que el lliscament sigui me´s fa`cil i minimitzant la forc¸a de friccio´. Tambe´ assegura
que la bola es mantingui dins la cavitat quan s’aixeca el robot fet que provoca que la bola entri
a pressio´. La cara superior e´s una cara plana per facilitar la impressio´ 3D de la pec¸a amb dos
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forats per fixar-la amb cargols al xass´ıs i un forat per on es pot observar la bola per poder
treure-la aplicant una petita pressio´.
Figura 4.6: Suport de la roda boja davantera.
L’alc¸ada de la roda, juntament amb les rodes motrius, so´n les encarregades de fixar l’alc¸ada
del robot, de manera que s’han dissenyat conjuntament per tal d’assegurar que la base sigui
paral·lela al paper i mantenir l’eix del retolador vertical i centrat.
Figura 4.7: Base del robot paral·lela al terra.
4.5 Rodes motrius
Les rodes so´n una part fonamental del disseny, ja que so´n les encarregades del moviment del
propi robot. Hi ha quatre aspectes ba`sics per a la seva construccio´: minimitzar la superf´ıcie
de contacte amb el paper, assegurar la perpendicularitat i concentricitat amb l’eix, evitar el
lliscament perque` giri de manera solidaria a l’eix i optimitzar el dia`metre per aconseguir un pas
me´s prec´ıs disminuint al ma`xim el dia`metre.
Per minimitzar la superf´ıcie de contacte amb el paper, s’ha decidit utilitzar una junta to`rica
de goma d’1,5mm de dia`metre, que actua de la mateixa manera que els neuma`tics d’un cotxe,
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evitant el lliscament amb el paper i, al ser circular, es minimitza el contacte fent-lo puntual
o gairebe´ puntual. Aix´ı s’evita que un major contacte de la roda pugui actuar en contra del
moviment del robot, creant forces de friccio´ que evitin la rotacio´ del robot sobre el punt de
contacte. Amb una superf´ıcie puntual tambe´ es millora la precisio´ dels moviments circulars,
ja que es calculen a partir de la dista`ncia entre el retolador i la superf´ıcie de contacte i, per
tant, com me´s petita sigui aquesta u´ltima, me´s exacta i constant sera` aquesta dista`ncia durant
el moviment radial de la roda. Per tal de mantenir el neuma`tic a la roda, aquesta s’ha impre`s
directament amb un petit conducte amb la forma de mig neuma`tic (detall 1 de la figura 4.8)
aconseguint aix´ı que encaixin.
En la pro`pia impressio´ de la roda, s’ha afegit un eix transversal (detall 2) del mateix dia`metre
que l’eix del motor per assegurar-ne d’aquesta manera la perpendicularitat i concentricitat. E´s
un fet clau per assegurar el correcte funcionament, perque`, d’igual manera que al punt anterior,
s’ha d’assegurar que la distancia entre les rodes sigui sempre la mateixa al llarg de tots els punts
de la rotacio´ de les mateixes, ja que e´s aix´ı com s’ha calculat la trajecto`ria.
Un altre element del disseny so´n les dues petites parets verticals foradades (detall 3) que
surten de l’eix i el forat que es pot observar al cos de la roda. Aixo` permet que amb un cargol
i una femella es pugui fixar la roda a l’eix, ja que es crea una deformacio´ ı´nfima que redueix
el forat a la mida exacte de l’eix del motor fent que quedin fixats sense alterar la forma de la
roda. A me´s, s’ha incorporat un forat a la pro`pia roda (detall 4) que permet la manipulacio´ dels
cargols del motor sense la necessitat de treure la roda.
Per acabar, el dia`metre de la roda s’ha intentat minimitzar de manera que es disminueix
l’avanc¸ de la roda per cada pas, augmentant aix´ı la precisio´. Aixo` s’ha realitzat tenint en
compte la dista`ncia entre els eixos dels motors i la base, me´s una dista`ncia prudencial de 4,5
mm per poder col·locar els cargols necessaris per fixar els suports de l’utillatge de dibuix i la
roda boja i mantenir-los separats del paper. D’aquesta manera s’han dissenyat unes rodes de
50,5 mm que sumat els neuma`tics de goma acaba sent de 51,25 mm.
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Figura 4.8: Disseny de la roda.
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4.6 Cargols, femelles i tubs auxiliars
Per l’assemblatge de tot el prototip s’han utilitzat cargols de me`trica M3 i les femelles adients
per tal de fixar-los. S’han utilitzat un total de 14 cargols M3x10mm de llargada, 3 per fixar el
suport del retolador, 3 per fixar la placa Arduino al xass´ıs i 8 per fixar els motors als suports del
xass´ıs, 4 per cada motor. Per altre banda, s’han emprat 4 cargols M3x30mm per fixar els drivers
(2 per cadascun) i 2 me´s per la roda boja davantera, que es podia fixar amb cargols me´s curts,
pero` s’han utilitzat aquests per aprofitar els cargols disponibles. Tots els cargols porten una
femella per tal de poder fer fixa la unio´ menys en el cas dels motors. En aquests, s’han utilitzat
les femelles per escurc¸ar la longitud del cargol i evitar el contacte amb els cargols posteriors del
motor, ja que comparteixen eix.
Per altra banda, s’han dissenyat i impre´s en 3D uns tubs de pla`stic, per tal d’elevar tant
els drivers com la placa Arduino. En primer lloc, s’han aixecat els drivers 23 mm respecte els
seus suports per permetre d’aquesta manera la correcta connexio´ dels cables, ja que aquesta
connexio´ es realitza per la part inferior del mateix. Per altra banda, el microcontrolador s’ha
separat 2 mm respecte la paret per aix´ı evitar el contacte dels pins soldats i evitar possibles
sobreescalfaments.
Figura 4.9: Tubs auxiliars i exemples de cargols M3 i femelles utilitzats.
Cap´ıtol 5
Programacio´ del software
En aquest cap´ıtol es presenta la programacio´ del robot. Aquesta programacio´ es basa princi-
palment en dos grans blocs que actuen conjuntament, el microcontrolador Arduino i l’ordinador
programat amb Python. La comunicacio´ entre aquests es realitza a trave´s d’una connexio´ Blu-
etooth que permet la transmissio´ bidireccional entre ambdo´s a trave´s del port serial. Aquesta
connexio´ s’ha aconseguit gra`cies al mo`dul HC-05 connectat a l’Arduino que tambe´ es detallara`
a continuacio´.
5.1 Principis de funcionament del software
L’objectiu final del projecte e´s el de dibuixar una figura amb el robot, i per aconseguir-ho
s’ha de passar per diferents etapes. En primer lloc s’ha de crear la figura que es vol dibuixar.
Es recomana fer-ho a partir del programa de software lliure Inkscape, ja que e´s una eina de
dibuix polivalent i te´ l’opcio´ de generar el GCode (que s’explicara` me´s endavant) associat a tal
figura en un arxiu de text, tot i que tambe´ es pot realitzar a partir de l’aplicacio´ creada en
aquest projecte. Amb la figura dibuixada s’ha de crear l’arxiu GCode per representar-la, que
defineix la trajecto`ria que ha de seguir el robot. Un cop obtinguda la trajecto`ria, es processa
amb el programa creat amb Python, l’arxiu ”RobotMoveBT.py”, que a partir d’aquest fitxer
de text calcula la trajecto`ria que han de seguir les rodes i ho tradueix a passos dels motors. A
partir d’aqu´ı, el propi programa s’encarrega d’enviar les comandes corresponents a l’Arduino del
robot que ho tradueix en els moviments dels motors, tant del servo com de les rodes. Aquesta
comunicacio´ es realitza per Bluetooth i es fa comanda per comanda, per la qual cosa els dos
programes seran executats durant tot el recorregut del robot. Un cop processada una comanda,
el propi Arduino comunica a l’ordinador que ja ha acabat la seva accio´ i aquest envia una nova
comanda fins acabar.
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Figura 5.1: Diagrama de flux del proce´s.
5.2 GCode: Com es calcula la trajecto`ria?
5.2.1 Que` e´s el GCode?
El GCode e´s el llenguatge de programacio´ me´s utilitzat a l’actualitat pel control de ma`quines
CNC de control nume`ric com ara torns, fresadores i impressores 3D [7] . Tot i que existeixen
diferents dialectes del mateix codi, tots segueixen unes normes ba`siques que el fan entenedor. La
seva funcio´ e´s descriure el comportament de la ma`quina, “que`” fara` i “com” ho fara`, controlant
la trajecto`ria, les velocitats de tall i avanc¸ i el posicionament de l’eina, entre d’altres.
L’estructura del llenguatge e´s molt simple: cada l´ınia de codi representa una nova instruccio´
o bloc i, per tant, es llegeix per l´ınies. Hi ha diferents tipus d’ordres i per diferenciar-les es
segueix una combinacio´ de lletres i nu´meros. Sempre segueix la mateixa estructura, cada ordre
es representa com una lletra seguida d’un nu´mero i dins una mateixa l´ınia es poden combinar
me´s d’una ordre. La lletra diferencia entre els diferents tipus comandes, per exemple, la lletra
“G” s’utilitza per comandes de moviments, la “M” per comandes miscel·la`nies auxiliars o de
configuracio´ i “X”, “Y” i “Z” com a posicio´ absoluta o incremental del punts d’aplicacio´.
5.2.2 Comandes principals
Les comandes me´s utilitzades, i les que s’utilitzaran principalment en el treball, so´n:
• G00: Posicionament ra`pid. Comanda que, acompanyada amb la posicio´ final X, Y i Z,
posiciona l’eina de forma ra`pida fins a la posicio´ indicada. De totes les comandes que
es descriuen en aquest apartat, juntament amb l’ordre G01 de rotacio´ que s’explica a
continuacio´, so´n les u´niques en que` l’eina no treballa, nome´s es mou. Exemple: G00 X0
Y100 Z0.
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• G01: Moviment en l´ınia recta. L’eina realitza un moviment rectilini fins a la posicio´
indicada per les lletres X, Y i Z. Tambe´ es pot definir la velocitat de treball amb la
comanda F. En aquest cas l’eina esta` en posicio´ activa i per tant el seu moviment queda
representat. Exemple: G01 X100 Y100 Z0 F100.
• G01 de rotacio´: Per altra banda, la comanda G01 tambe´ s’utilitza per rotar l’eina i corregir
la seva orientacio´. Per fer-ho s’acompanya la comanda amb la lletra A seguida de la direccio´
desitjada en radians, per exemple: G01 A3.141592.
• G02 i G03: Arc de circumfere`ncia. Moviment circular en sentit horari (G02) o antihorari
(G03) fins a les coordenades de dest´ı definides com X, Y i Z. La velocitat sera` la mateixa
que s’hagi definit anteriorment o be´ es pot tornar a assignar amb la mateixa comanda F.
El moviment es pot definir pel radi amb la comanda R o pel centre de la circumfere`ncia
amb les comandes I i J, sent aquestes tres les coordenades en els eixos X, Y i Z del
centre. Exemple: G02 X200 Y100 Z0 I150 J0. Tot i que les coordenades del punt final
siguin coordenades absolutes, les del centre acostumen a ser incrementals respecte el punt
d’origen.
• M3: Inici de programa. Aix´ı s’indica l’inici del programa.
• M30: Fi del programa. Amb aquesta comanda es tanca el programa.
Existeixen moltes me´s ordres, pero` aquestes so´n les principals i les que utilitza l’escriptor de codi
del programa Inkscape, que e´s el que es vol utilitzar en aquest cas. Aquestes comandes G so´n
les u´niques programades per ser llegides pel robot, aix´ı que so´n les u´niques a tenir en compte.
5.3 Inkscape: Com es crea el GCode?
5.3.1 Inkscape
Inkscape e´s un editor de gra`fics vectorial de codi lliure i gratu¨ıt que permet crear il·lustracions,
formes, gra`fics, dibuixos i molt me´s en format vectorial .SVG (Scalable Vector Graphics) [8].
L’avantatge que te´ e´s que crea un arxiu que conte´ aquesta figura de manera vectorial, i aixo` ens
ajuda a crear a partir del dibuix un codi basat en GCode que s’utilitzara` per guiar el robot i
definir la seva trajecto`ria. Aquest codi es pot guardar com un arxiu de text .txt i sera` aquest el
que utilitzara` el robot per executar el programa.
Es recomana utilitzar la versio´ del programa 0.91 [9], ja que l’actualitzacio´ 0.92 te´ un error
amb la creacio´ dels punts d’orientacio´ i no es respecta l’escala desitjada.
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Figura 5.2: Logo del programa Inkscape.
5.3.2 Com crear l’arxiu GCode a partir d’Inkscape
Aqu´ı es mostraran els passos a seguir per tal de passar un dibuix d’Inkscape a GCode amb
l’extensio´ pro`pia del programa Gcodetools.
• Realitzar el dibuix: El primer pas e´s realitzar el dibuix que es vol enviar al robot perque`
aquest el dibuixi. E´s important definir les mides del “paper” d’Inkscape per tenir una idea
de les dimensions desitjades del dibuix. Aixo´ es fa des de la pestanya ”Archivo/Propiedades
del documento”. A partir d’aqu´ı ja es pot dibuixar el que es vulgui des del propi Inkscape.
La col·locacio´ del dibuix al full sera` la desitjada per l’usuari, tenint en compte que l’origen
de coordenades sera` sempre l’extrem inferior esquerra.
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Figura 5.3: Pestanya de ”Propiedades del documento”.
• Convertir l’objecte en un trajecte: Amb l’objecte ja dibuixat, el segu¨ent pas e´s convertir-lo
a una trajecto`ria, vectoritzar el dibuix en vectors rectes o arcs de circumfere`ncia per crear
despre´s el codi GCode de la figura. Primer cal seleccionar l’opcio´ de “Desv´ıo dina´mico”
del menu´ i despre´s seleccionar al menu´ “Objeto” la pestanya “Objeto a trayecto”.
Figura 5.4: Opcions a escollir per convertir l’objecte en trajecte.
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• Crear els punts de refere`ncia: A partir d’aqu´ı ja es treballara` amb l’extensio´ Gcodetools.
Fent click a l’opcio´ “Extensiones/Gcodetools/Puntos de referencia...” es podra` veure que
apareixen la refere`ncia (0,0,0) a la cantonada inferior esquerra com a origen de coordenades,
que voldra` dir que s’ha creat correctament. Aixo` indica que l’origen del dibuix, el punt on
situarem el robot inicialment, sera` la cantonada inferior esquerra del paper on es vulgui
fer el dibuix, com s’ha explicat anteriorment.
Figura 5.5: Punt de refere`ncia creat correctament.
• Seleccionar l’eina de treball: L’Inkscape te´ diferents eines de treball per generar el GCode
i cadascuna es caracteritza per una forma diferent de treballar, fet que s’associa amb
un canvi en el codi GCode. Per aquesta aplicacio´, l’eina me´s interessant i que millor
s’adapta e´s el “Cuchillo tangencial”, que a part de la trajecto`ria del punter tambe´ te´ en
compte l’orientacio´ de l’eina, en aquest cas del robot, fet que donara` peu a un codi me´s
fa`cil de llegir pel robot, que s’estalviara` calcular aquesta orientacio´. Per seleccionar-la,
nome´s cal dirigir-se a la pestanya “Extensiones/Gcodetools/Biblioteca de herramientas...”
y seleccionar l’opcio´ desitjada. Un cop seleccionada s’obre un requadre verd en el que es
poden modificar els para`metres de l’eina amb l’eina d’edicio´ de text.
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Figura 5.6: Quadre de text per a la configuracio´ de l’eina ”Tangent knife”.
• Crear la trajecto`ria de G-code: Per acabar, ja nome´s caldra` crear l’arxiu amb el GCode. Per
fer-ho, s’utilitza l’opcio´ “Extensiones/Gcodetools/Trayecto a GCode...” on es pot modificar
el nom i la direccio´ on es guardara` l’arxiu a la pestanya ”Preferencias”. Escriurem el nom
de l’arxiu acabat amb l’extensio´ .txt per despre´s poder-lo llegir. Tornant a la pestanya
”Trayecto a GCode”, fent click a “Aplicar” es creara` aquest arxiu y estara` llest per ser
llegit amb l’Arduino.
Figura 5.7: Menu´s necessaris per crear la trajecto`ria.
E´s important tancar les finestres sempre que acabem una operacio´ abans de fer la segu¨ent ja
que pot comportar errors.
5.4 Python: Com es processa el GCode?
Amb el llenguatge de programacio´ Python s’ha creat un programa capac¸ de llegir un arxiu
.txt creat amb Inkscape i traduir-ho a moviments del robot. En aquest apartat s’explicara` que`
e´s el codi Python, el funcionament del programa principal i totes les seves funcions.
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5.4.1 Introduccio´ al Python
El Python e´s un llenguatge de programacio´ lliure (Open Source) que te´ com a objectiu mantenir
la simplicitat i ser un codi fa`cil de llegir, entendre i aprendre [10] [11]. Al ser un codi lliure esta`
en constant creixement ja que tothom pot aportar-hi els seus coneixements i la comunitat de
programadors Python e´s enorme, per la qual cosa e´s fa`cil d’apendre a partir de llibres, manuals
o tutorials online.
Aquest llenguatge e´s el llenguatge apre`s a la universitat durant el grau i e´s per aixo` que s’ha
decidit utilitzar-lo. S’ha instal·lat la versio´ de Python 2.7 directament des de la seva pa`gina web
[12]. Als segu¨ents apartats s’explicara` el funcionament del programa i el seu codi.
Figura 5.8: Logo del programa Python.
5.4.2 El programa
El programa encarregat de moure el robot es troba dins l’arxiu “RobotMoveBT.py” que es
pot trobar a l’annex A.1.1 i el seu funcionament es basa en diferents funcions. L’objectiu del
programa e´s llegir l’arxiu GCode creat i traduir cadascuna de les ordres en passos del motor i
la posicio´ del servo per tal d’enviar-ho despre´s a l’Arduino.
En primer lloc, a l’executar l’arxiu s’importen diferents llibreries: la llibreria “math” que
ens permet fer operacions matema`tiques complexes, “serial” per tal de comunicar l’ordinador i
l’Arduino i “time” per tal de programar temps d’espera per una bona comunicacio´. Tot seguit
s’inicia la comunicacio´ amb el Robot mitjanc¸ant la segu¨ent comanda:
import math , serial , time
arduino=serial.Serial(’COM4’, 9600)
Cal notar que el port ‘COM4’ e´s el port que ocupa la connexio´ Bluetooth i que, per tant s’ha
de configurar abans d’executar-lo si s’utilitza des d’un altre ordinador.
A partir d’aqu´ı es defineixen una se`rie de variables globals que serviran per tot el programa,
les quals s’utilitzaran en les altres funcions. Defineixen els para`metres ba`sics del Robot i la seva
configuracio´.
StepsVolta=1600 #passos per realitzar una volta completa del motor
x0 = 0.0 #coordenades absolutes que ocupa el robot
y0 = 0.0 #coordenades absolutes que ocupa el robot
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pasdreta=0 #posicio absoluta del motor dret en pasos
pasesquerra=0 #posicio absoluta del motor dret en pasos
DiamRoda=51.9 #diametre de la roda en mm
RadiRoda=DiamRoda/2.0 #radi de la roda en mm
distDreta=61.8 #distancia en mm entre el centre de l’eix (punt del boli) i la
roda dreta
distEsquerra=61.9 #distancia en mm entre el centre de l’eix (punt del boli) i
la roda esquerra
pas= math.pi *DiamRoda/StepsVolta #mm recorreguts per pas del motor
direccio0=math.pi/2 #angle inicial del robot a 90 graus
tempsLectura=0.01 #temps per llegir l’Arduino
Un cop definides les variables inicials s’han creat diferents funcions que es poden separar en
dos grans apartats: funcions de moviment del robot i funcions de lectura.
5.4.3 Funcions de moviment del robot
S’han definit les funcions ba`siques per tal d’actuar amb les diferents comandes de GCode que
poden apare`ixer, G00, G01, G02, G03 i G01 de rotacio´. L’objectiu d’aquestes e´s calcular els
passos que ha de realitzar cada motor per tal de seguir el moviment definit.
5.4.3.1 Funcio´ G00(x1, y1)
Aquesta funcio´ realitza un moviment rectilini fins al punt definit per les coordenades d’entrada
(x1,y1) amb el retolador aixecat, de tal manera que aquest moviment no quedara` representat en
el dibuix final, e´s un moviment de posicionament.
Distancia
(x0,y0) (x1,y1)
vE
vC
vD
Figura 5.9: Representacio´ d’un moviment amb l’ordre G00.
En el cas de l’ordre G00, el primer que cal fer e´s rotar el robot per tal de posicionar-lo en
direccio´ al punt de dest´ı (x1, y1). E´s en l’u´nica operacio´ que cal fer-ho, ja que, a l’utilitzar l’eina
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“Cuchillo tangencial” d’Inkscape , sempre que hi ha un moviment amb el retolador en posicio´
activa primer es realitza una ordre G01 AX que rota el robot fins a la direccio´ (X ) adequada per
comenc¸ar el moviment. En aquest cas, al tenir el retolador aixecat el propi Inkscape ente´n que
es pot moure fins a les coordenades dest´ı de qualsevol manera, pero` com que el moviment del
robot e´s empre en una u´nica direccio´, cal rotar-lo per tal d’apuntar cap al punt final i realitzar
un moviment rectilini. Aquest ca`lcul es fa utilitzant l’arctangent del valor de ∆y∆x amb el segu¨ent
codi:
if (dx != 0):
direccio = math.atan(dy/dx)
if (dx < 0 and dy >= 0):
direccio = direccio + math.pi
elif (dx < 0 and dy < 0):
direccio = direccio - math.pi
apuntar(direccio)
else:
if (dy > 0):
direccio = math.pi/2.0
elif (dy<0):
direccio = -math.pi/2.0
else:
direccio=direccio0
apuntar(direccio)
direccio0=direccio
Com es pot observar, si la direccio´ e´s vertical (±pi2 ) l’arctangent e´s infinit i no es pot calcular,
per aixo` s’estudia apart. Per altra banda, si l’angle pertany al segon i tercer quadrant, cal
sumar i restar pi respectivament per aconseguir l’angle desitjat, ja que els angles resultants de
l’operacio´ arctangent estan compresos sempre a l’interval [−pi2 , pi2 ].
Per calcular els passos que ha de fer el motor nome´s cal calcular la dista`ncia que hi ha entre
el punt inicial i el final i, dividint aquesta dista`ncia pel nombre de mil·l´ımetres recorreguts per
cada pas de la roda, s’obte´ el nombre de passos a realitzar arrodonit a l’enter me´s proper.
Dista`ncia =
√
∆x2 + ∆y2 (5.1)
Pas =
pi ·Dia`metre de la roda
Steps/volta
(5.2)
Steps =
Dista`ncia
Pas
(5.3)
Un cop acabats els ca`lculs es corregeixen els valors de la posicio´ actual (x0, y0), el de la
direccio´ del robot (direccio0) i la posicio´ absoluta dels motors, expressada en passos del motor,
que s’enviara` a l’Arduino.
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Per acabar s’estableix la connexio´ amb l’Arduino. En primer lloc, s’envia una cadena de
valors amb el segu¨ent format: “posicio´ del servomotor, passos del motor dret, passos del motor
esquerra,”. El primer valor indicara` la posicio´ del servomotor, que pot ser 0 si el retolador esta`
aixecat o 1 si esta` actiu, tocant el paper. En aquest cas sempre sera` 0. Els dos valors segu¨ents
so´n les posicions absolutes dels motors expresades en passos del motor. Cal acabar la cadena
amb una coma “,” ja que e´s aix´ı com s’ha programat l’Arduino. Un cop enviada, el programa
entra en un bucle que el mante´ inactiu fins que rep de l’Arduino la paraula “Ready”, senyal que
ja es pot enviar una nova ordre. Aixo´ s’aconsegueix mitjanc¸ant el segu¨ent codi:
text=’0’+’,’+str(pasdreta)+’,’+str(pasesquerra)+’,’
arduino.write(text)
robot=1
while robot==1:
if arduino.inWaiting ()>0:
st=arduino.readline ().strip ()
time.sleep(tempsLectura)
if st==’Ready ’:
robot=0
5.4.3.2 Funcio´ G01(x1, y1)
El funcionament d’aquesta funcio´ e´s exactament igual a la funcio´ G00, ja que tambe´ e´s un
moviment rectilini, pero` aquest cop el retolador s´ı que ha de trac¸ar una l´ınia. L’u´nica difere`ncia
entre aquestes e´s que en el cas de l’ordre G01 no cal redireccionar el robot per apuntar al punt de
dest´ı, perque` el propi Inkscape creara` pre`viament una ordre espe´ıfica per fer-ho que s’explicara`
a l’apartat 5.4.3.5. Per altra banda, en aquest cas, el primer valor que s’envia a l’Arduino sera`
un 1 ja que la posicio´ del servo ha de ser posicio´ activa amb la qual el retolador esta` dibuixant.
Distancia
(x0,y0) (x1,y1)
vE
vC
vD
Figura 5.10: Representacio´ d’un moviment amb l’ordre G01.
A difere`ncia del G00, es pot veure a la imatge 5.10 que amb la comanda G01 s´ı que es dibuixa
sobre el paper (l´ınia blava).
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5.4.3.3 Funcio´ G02(x1, y1, xC , yC , direccio1)
Aquesta funcio´ te´ l’objectiu de dibuixar un arc de circumfere`ncia en sentit horari. Les entrades
de la mateixa so´n les coordenades absolutes del punt de dest´ı (x1, y1), les coordenades relatives
del centre de gir (xC , yC) respecte el punt inicial i la direccio´ amb la qual acabara` el moviment
(direccio1). A la figura 5.11 es representa el moviment:
Direccio1
Radi
DistEsquerra
DistDreta
Direccio0(x0,y0)
(x1,y1)
(xC ,yC)
vE
vC
vD
Angle de gir
Figura 5.11: Representacio´ d’un moviment amb l’ordre G02.
Per tal de calcular els passos necessaris de cada motor per realitzar el moviment, primer es
calculara` el radi de gir, aprofitant que es coneix la posicio´ relativa, del centre de la segu¨ent
manera:
Radi de gir =
√
x2C + y
2
C (5.4)
Despre´s es realitza un canvi de coordenades per tal de definir les coordenades del centre en el
punt (0,0) de la segu¨ent manera:
Primer es calculen les coordenades absolutes del centre:
xC = xC + x0
yC = yC + y0 (5.5)
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I despre´s es fa el canvi de coordenades:
x0 = x0 − xC
y0 = y0 − yC
x1 = x1 − xC
y1 = y1 − yC (5.6)
Amb les noves coordenades el primer pas e´s calcular l’angle de circumfere`ncia que separa els
dos punts, ja que, com que el retolador esta` alineat amb les rodes, els tres punts de contacte
posterior del robot (rodes i retolador) trac¸aran la mateixa trajecto`ria amb un radi diferent, i per
tant aquest angle sera` el mateix. Aquest es calcula amb les segu¨ents l´ınies de codi:
angle0=math.atan2(y0,x0)
angle1=math.atan2(y1,x1)
angle=angle0-angle1
if angle<0:
angle=2*math.pi+angle
La funcio´ math.atan2(y,x) retorna la direccio´ d’aquest punt, i, restant les direccions del punt
inicial i el punt final, es pot calcular l’angle entre ells. Si l’angle resultant e´s menor a 0 es
converteix al seu respectiu angle en positiu, sumant 2pi, per mantenir-se sempre a l’interval
[0, 2pi].
Un cop calculat l’angle, s’utilitzen les segu¨ents equacions per calcular la dista`ncia que han de
reco´rrer cadascuna de les rodes tenint en compte la variacio´ de radi:
Dist. recorregut R.D. = Angle · (Radi de gir −Dist. R.D. a C)
Dist. recorregut R.E. = Angle · (Radi de gir −Dist. R.E. a C) (5.7)
Essent (Dist. R.D. a C) i (Dist. R.E. a C) les dista`ncies entre les rodes (R.D. dreta o R.E.
esquerra) fins al centre (C).
Amb el valor de les dista`ncies i utilitzant l’equacio´ (5.3) es calculen els passos a reco´rrer per
cada motor, s’actualitzen les dades i s’envia la comanda a l’Arduino de la mateix manera que
s’ha explicat amb la funcio´ G00, pero` amb la posicio´ del servo igual a 1 ja que el retolador ha
d’estar actiu.
5.4.3.4 Funcio´ G03(x1, y1, xC , yC , direccio1)
El funcionament e´s exactament igual al G02, pero` en aquest cas el gir sera` en sentit antihorari.
L’u´nica difere`ncia es troba en el ca`lcul de l’angle i en la variacio´ del radi de gir, que es canvien
en el codi de la segu¨ent manera:
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angle=angle1-angle0
...
distanciaD = angle * (RadiGirC+distDreat)
distanciaE = angle * (RadiGirC-distEsquerra)
5.4.3.5 Funcio´ apuntar(direccio1)
Aquesta e´s la funcio´ encarregada de la rotacio´ del robot. S’utilitza quan l’ordre del GCode
e´s G01 AX on X e´s la direccio´ a la qual ha d’apuntar el robot i dins la funcio´ G00 per tal de
redireccinar-lo.
El ca`lcul de passos consisteix, en primer lloc, en la decisio´ del sentit de gir per tal de saber
quin e´s el camı´ me´s curt, que es troba amb les segu¨ents l´ınies de codi:
gir=direccio0-direccio1
absgir=abs(gir)
if (absgir > math.pi):
if (gir<0):
gir= 2.0 * math.pi + gir
else:
gir= -2.0 * math.pi + gir
Si el valor de la variable gir, que e´s l’angle a girar pel robot, e´s negatiu girara` en sentit antihorari,
i sino´ en sentit horari. Aquest angle mai sera` superior a pi.
En segon lloc cal calcular els passos dels motors. Aquest ca`lcul es basa en l’equacio´ (5.3) de
l’apartat G00. En aquest cas, el valor de la posicio´ del servo e´s 0, ja que s’ha decidit aix´ı per tal
de no mantenir el contacte del retolador amb el paper i evitar taques de tinta als punts de gir.
5.5 Arduino: Qui mou el robot?
Arduino es presenta com una plataforma de codi lliure (Open Source) basat en un hardware
i un software de fa`cil utilitzacio´ i accessible per tothom. Permet crear prototips a partir de
la lectura d’entrades (inputs) com podrien ser, per exemple, un sensor de temperatura, l’accio´
d’un polsador o una comunicacio´ des de l’ordinador, i convertir-ho en una accio´ de sortida
(output) com podria ser el moviment d’un motor, enviar un missatge a un ordinador o qualsevol
dispositiu que l’usuari pugui programar. La programacio´ de la placa es realitza mitjanc¸ant el
software (IDE) lliure de la marca basat en Processing i en el seu propi llenguatge de programacio´
Arduino basat en Wiring [13] [14].
Disseny, programacio´ i implementacio´ d’un robot de dibuix amb Arduino 45
Arduino neix a la ciutat piemontesa d’Ivrea al nord d’Ita`lia al lvrea Interaction Design Institute
com un projecte pels estudiants de l’institut de mans del professor Massimo Banzi. Va comenc¸ar
com una eina de prototipatge ra`pid utilitzada per a la introduccio´ a l’electro`nica i la programacio´
dels estudiants sense experie`ncia. Tot i aixo´, el projecte va ser molt ben acollit per la comunitat
internacional convertint-se aix´ı en una eina molt utilitzada arreu del mo´n per principiants i
experts. Al llarg dels anys ha evolucionat molt per tal de brindar noves opcions als usuaris,
per exemple, va realitzar una col·laboracio´ amb Google per aconseguir comunicar directament
la placa amb el sistema operatiu Android o l’adaptacio´ de noves plaques per treballar amb
aplicacions d’IoT (Internet of things) o Wearables. Totes les plaques de la companyia so´n Open
Source igual que el software que es mante´ en constant creixement gra`cies a l’aportacio´ dels
usuaris.
Figura 5.12: Logo d’Arduino.
5.5.1 Arduino UNO
Per aquest projecte s’ha utilitzat el model Arduino UNO. Aquest model es basa en un micro-
controlador ATmega328P amb memo`ria flash de 32 Kb programable des del software Arduino.
Presenta 14 pins digitals d’entrada/sortida, 6 dels quals es poden programar com a sortida amb
modulacio´ de pols PWM, i 6 entrades analo`giques disponibles per l’usuari, un oscil·lador de quars
de 16MHz, una connexio´ USB per connectar-lo a l’ordinador, connexio´ ICSP-6 per programar-la,
una entrada de corrent de 5V i un polsador de reinici.
E´s una placa ba`sica, la primera que va sortir al mercat, ideal per a projectes petits i la iniciacio´
en el mo´n Arduino.
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Figura 5.13: Placa Arduino UNO.
5.5.2 Connexio´
La connexio´ de l’Arduino e´s molt important, ja que es on e´s connecten tots els elements del
robot i l’encarregada de que tot funcioni. Seguidament es presentara` la connexio´ dels diferents
elements.
En primer lloc, els motors es connecten a partir dels drivers i ocupen 4 entrades de la placa
cadascun. Les dues primeres so´n els pins de STEP i Direccio´ del controlador, els encarregats de
definir la quantitat i la direccio´ dels passos del motor, que es connecten als pins digitals 8 i 9
(direccio´ i STEP) en el cas del motor dret i 12 i 13 (direccio´ i STEP) en el cas del motor esquerre.
Els altres dos pins que ocupen cada motor a l’Arduino so´n els anomenats MS1 i MS2 que, com
s’ha explicat a l’apartat explicatiu del driver 3.2, s’encarreguen de controlar el microstepping
(reduir l’angle de pas i, per tant, augmentar el nombre de passos). Aquests s’han connectat als
pins digitals 2 i 3 per la roda dreta i 4 i 5 per l’esquerra. S’ha programat de manera que la sortida
estigui activa (HIGH) i per tant rebi 5V, la qual cosa es traduira` en un augment de 8 vegades
els passos inicials (200 passos per volta) fins 1600 passos per volta. Aquesta configuracio´ permet
augmentar considerablement la precisio´ de la trac¸ada. Els pins de GND de refere`ncia dels drivers
s’han connectat a les entrades GND de l’Arduino per assegurar un mateix connector a terra per
tot el disseny. Per acabar, els pins d’alimentacio´ (5V i GND) s’han connectat directament a la
sortida de la font amb les dues fileres de pins de la protoboard.
Per altra banda, el senyal de control del servomotor es connecta al pin 6 amb sortida PWM
de la placa per tal de definir la posicio´ de l’eix en funcio´ del pols de l’entrada. Els cables de
voltatge es connecten directament a les tires de pins de la protoboard a la sortida de la bateria
compartida amb el motor esquerra. S’evita aix´ı connectar-ho a la sortida de 5V de l’Arduino
per repartir el consum entre les dues fonts, com ja s’ha explicat a l’apartat de la bateria 3.4.
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Per acabar, es connecta el mo`dul HC-05. Els senyals TX i RX, que es detallaran me´s endavant,
actuen sobre les entrades digitals 10 i 11 respectivament, mentre que les entrades de corrent es
connecten a les sortides de 3,3V i GND de l’Arduino.
Un cop fetes totes les connexions amb els diferents components, s’alimenta l’Arduino directa-
ment des de la font compartida amb el motor dret utilitzant les entrades Vin i GND de la pro`pia
placa.
Per tal de reprogramar el microcontrolador des de l’ordinador, es pot utilitzar l’entrada del
port serial USB. E´s per aquesta rao´ que el mo`dul Bluetooth es connecta als pins 10 i 11 i no
als pins 0 i 1, reservats pels canals de lectura i escriptura. Si es connecte´s aqu´ı s’hauria de
desconnectar cada cop que es volgue´s carregar un programa a la placa, ja que es podrien crear
interfere`ncies a l’estar accedint al mateix canal per dues bandes diferents alhora.
Figura 5.14: Diagrama de connexio´ dels components realitzada amb el programa Fritzing [1].
5.5.3 Programa Robot.ino
S’ha creat un programa gene`ric amb la funcio´ de llegir les ordres enviades des de l’ordina-
dor. S’ha decidit fer d’aquesta manera per evitar la reprogramacio´ constant de la placa a cada
trajecto`ria i aconseguir aix´ı el control total del robot des de l’ordinador.
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La dina`mica de comunicacio´ consisteix en rebre un missatge des de l’ordinador que conte´ 3
valors separats pel cara`cter ‘,’ definit com el cara`cter de separacio´. Aquests valors so´n: en primer
lloc la posicio´ del servo, que sera` 1 si aquest ha d’estar dibuixant i 0 si s’ha d’aixecar. Els dos
segu¨ents valors so´n la posicio´ absoluta dels motors mesurada en passos, en primer lloc de la roda
dreta i per acabar de l’esquerra.
Tot seguit es fa una descripcio´ del programa per entendre el seu funcionament. El programa
complet esta` present a l’annex A.2.1:
5.5.3.1 Llibreries utilitzades
El primer que cal fer e´s importar les llibreries que s’utilitzaran a l’executar el programa amb
les segu¨ents comandes:
#inc lude <Acce lStepper . h>
#inc lude <Mult iStepper . h>
#inc lude <Servo . h>
#inc lude <So f twa r eS e r i a l . h>
La primera llibreria AccelStepper [15] permet enviar els senyals de control al driver per tal
de moure cadascun dels motors, definint la velocitat i els passos que ha de realitzar. E´s una
llibreria molt funcional pel control de motors pas a pas amb Arduino, tot i que no e´s possible
moure els dos motors simulta`niament amb aquesta llibreria. E´s per aixo` que tambe´ s’utilitza la
llibreria MultiStepper [16], que permet agrupar elements per tal de moure’ls alhora. Per fer-ho,
com es veura` me´s endavant, es defineixen les posicions dels dos motors i aquests realitzaran un
moviment constant controlant la velocitat de manera que finalitzaran el seu recorregut amb el
mateix increment de temps, permetent aix´ı les trajecto`ries circulars. Aquestes dues llibreries no
venen incorporades a l’entorn Arduino, pero` so´n igualment de codi lliure i es poden descarregar
de la xarxa.
Les llibreries Servo i SoftwareSerial s´ı que s’inclouen en la desca`rrega inicial del software
Arduino i per tant no cal descarregar-les d’internet. La primera s’utilitza per controlar la
posicio´ del servomotor, mentre que la segona e´s l’encarregada d’establir la comunicacio´ serial
amb l’ordinador a partir del mo`dul de Bluetooth.
5.5.3.2 Configuracio´
Un cop incorporades les llibreries cal inicialitzar tots els para`metres necessaris:
• Definicio´ dels motors:
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Acce lStepper RodaDreta (1 ,9 ,8 ) ;
Acce lStepper RodaEsquerra (1 ,13 ,12 ) ;
Mult iStepper Robot ;
i n t VelocitatMax=500 ;
i n t p o s i c i o [ 2 ] ;
i n t pasdreta=0 ;
i n t pasesquer ra=0 ;
Primerament es defineixen els motors per separat com objectes de la classe AccelStepper,
on s’indica el tipus de control del motor (en aquest cas l’1 equival al control d’un motor
bipolar a trave´s d’un driver) i els pins als quals es connecten els pins d’STEP i Direccio´ de
cadascun, entrades 9 i 8 pel motor dret i 13 i 12 per l’esquerre. Es defineix tambe´ l’objecte
Robot de la classe MultiStepper al qual me´s endevant s’hi afegiran els dos motors. Despre´s
es defineixen variables que s’utilitzaran per definir els moviments: la velocitat ma`xima en
steps/segon, una matriu amb la posicio´ dels dos motors i la variable que definira` la posicio´
de cada motor com el nombre absolut de passos que ha fet cada motor.
Amb els objectes ja definits, dins al bucle de configuracio´ inicial (void setup()) es defineixen
els pins 2, 3, 4 i 5 com sortides actives per activar aix´ı els senyals MS1 i MS2 dels drivers
aconseguint d’aquesta manera el microstepping i multiplicant per 8 el nombre de passos
del motor. Tot seguit s’afegeixen els dos motors de la classe AccelStepper al Robot que
definira` el moviment conjunt dels dos motors i s’estableix la velocitat ma`xima dels dos
motors.
pinMode (2 , OUTPUT) ;
pinMode (3 ,OUTPUT) ;
d i g i t a lWr i t e (2 ,HIGH) ;
d i g i t a lWr i t e (3 ,HIGH) ;
pinMode (4 , OUTPUT) ;
pinMode (5 ,OUTPUT) ;
d i g i t a lWr i t e (4 ,HIGH) ;
d i g i t a lWr i t e (5 ,HIGH) ;
Robot . addStepper (RodaDreta ) ;
Robot . addStepper ( RodaEsquerra ) ;
RodaDreta . setMaxSpeed ( VelocitatMax ) ;
RodaEsquerra . setMaxSpeed ( VelocitatMax ) ;
• Definicio´ del servo:
Servo b o l i ;
i n t up=0 ;
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i n t down=50 ;
Aqu´ı es defineix l’objecte Boli de la classe Servo que controlara` la posicio´ del servomotor.
S’han definit les dues posicions que pot assolir, a 0 graus quan esta` aixecat i a 50 si esta`
dibuixant. Al bucle de configuracio´ es defineix el pin 6 com a sortida pel servomotor i la
posicio´ inicial es fixa en 0, per tant amb el retolador aixecat.
Bol i . attach (6 ) ;
Bo l i . wr i t e (0 ) ;
• SoftwareSerial:
So f twa r eS e r i a l b luetooth (10 ,11 ) ;
Per acabar es defineix l’objecte Bluetooth de la classe SoftwareSerial que es connecta al
pin 10 com RX de recepcio´ de dades i a l’11 com TX de transmissio´ de dades. Aquesta
connexio´ s’inicia al bucle de configuracio´ amb la comanda:
bluetooth . begin (9600 ) ;
La comunicacio´ es realitza a 9600 bps (bits per segon) ja que aquesta e´s la configuracio´
per defecte del mo`dul Bluetooth.
5.5.3.3 Bucle principal
Aquest programa es basa en dues funcions que es criden sequ¨encialment, de manera que a
l’acabar l’execucio´ de la primera s’executi instanta`niament la segona. Aquestes so´n la funcio´
getSerialData() que, com el nom indica, s’encarrega de rebre i emmagatzemar les dades rebudes
per Bluetooth, i la funcio´ processData() que processa les dades preses i provoca l’accio´ dels
motors seguint l’ordre rebuda. A l’acabar s’envia un missatge conforme la placa esta` llesta per
rebre una nova ordre.
void loop ( ) {
ge tSe r i a lData ( ) ;
de lay (1 ) ;
processData ( ) ;
}
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• getSerialData():
El funcionament d’aquesta funcio´ e´s molt senzill. El primer que avalua e´s si s’ha rebut un
missatge per part de l’ordinador amb la funcio´ bluetooth.available(). Si s’ha rebut es guar-
da com un String a la variable x, i es crea una variable buff que servira` per emmagatzemar
cara`cters.
void ge tSe r i a lData ( ) {
i f ( b luetooth . a v a i l a b l e ( ) > 0 ) {
St r ing x = bluetooth . r eadSt r ing ( ) ;
S t r ing bu f f=”” ;
Tot seguit es recorre l’string rebut i guardat a la variable x cara`cter a cara`cter per tal de
separar-la per les comes, ja que aquest e´s el cara`cter definit com a separador pel programa.
Aquesta funcio´ for que recorre la cadena emmagatzema els cara`cters llegits a la variable
buff fins a trobar el cara`cter de separacio´ ‘,’ i els guarda a la matriu text en la posicio´ cnt
on cnt e´s un comptador que augmenta en una unitat cada cop que es guarda un valor a
la matriu text. D’aquesta manera s’inicia en cnt=0, es guarda el primer valor quan esta`
complet, s’incrementa cnt=1 i es guarda el segon valor complet, es torna a incrementar
cnt=2 per emmagatzemar el tercer i u´ltim valor i es reinicia el valor del comptador cnt
abans d’acabar el for.
f o r ( i n t i=0 ; i<x . l ength ( ) ; i++){
St r ing ca r a c t e r=”” ;
c a r a c t e r=ca r a c t e r+x [ i ] ;
i f ( c a r a c t e r !=” , ” ) {
bu f f=bu f f+x [ i ] ;
}
e l s e {
i n t y=bu f f . t o In t ( ) ;
t ex t [ cnt ]=y ;
bu f f=”” ;
i f ( cnt<3 ) {
cnt+=1 ;
}
i f ( cnt==3 ) {
cnt=0 ;
}
}
}
Rebut=true ;
de lay (1 ) ;
}
}
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Per acabar, es canvia el valor de la variable booleana Rebut a True, de manera que aix´ı
pugui comenc¸ar a treballar la funcio´ processData() un cop llegit tot el missatge.
• processData():
Un cop rebut i llegit el missatge nome´s cal processar aquesta informacio´ i enviar les ordres
adients als motors amb la segu¨ent funcio´:
void processData ( ) {
i f (Rebut==true ) {
i f ( t ex t [ 0]==0 and Bo l i . read ( ) !=up) {
Bol i . wr i t e (up) ;
de lay (300 ) ;
}
e l s e i f ( t ex t [ 0]==1 and Bo l i . read ( ) !=down) {
Bol i . wr i t e (down) ;
de lay (300 ) ;
}
po s i c i o [ 0]=− t ex t [ 1 ] ;
p o s i c i o [ 1 ]= text [ 2 ] ;
Robot .moveTo( p o s i c i o ) ;
Robot . runSpeedToPosit ion ( ) ;
b luetooth . p r i n t l n ( ”Ready” ) ;
Rebut=f a l s e ;
}
}
En primer lloc, nome´s s’executa la funcio´ si la variable Rebut val True i, per tant, s’ha
rebut un missatge complet. Un cop dins la funcio´ es llegeixen els 3 valors de la matriu text,
de manera que, si el primer valor (text[0]) val 0 i el retolador esta` en posicio´ de dibuix,
s’aixeca, i si val 1 i esta` aixecat es baixa. Es pot observar que despre´s de l’accio´ del servo
s’atura el programa 300 ms per tal d’assegurar la posicio´ del retolador abans de comenc¸ar
amb el nou moviment. A partir d’aqu´ı, es guarden els dos valors a una matriu que conte´ la
posicio´ dels motors, tenint en compte que es canvia el signe de la posicio´ del motor dret per
tal d’aconseguir que girin en el mateix sentit , ja que un motor esta` situat a la inversa de
l’altre. Aquesta matriu s’envia als drivers amb les ordres moveTo() i runSpeedToPosition()
de la classe MultiStepper que realitzaran els moviments esperats dels motors.
Per acabar s’envia un missatge de retorn a l’ordinador amb la paraula “Ready” per tal de
continuar amb l’execucio´ de la segu¨ent ordre.
5.6 Bluetooth: Com es comuniquen l’ordinador i el robot?
E´s de vital importa`ncia establir una comunicacio´ bidireccional entre l’ordinador i l’Arduino per
tal de poder controlar el robot i programar les noves trac¸ades. Hi ha moltes maneres d’establir
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aquesta comunicacio´: per cable, a trave´s d’una xarxa wifi, amb una targeta de memo`ria...
Cadascuna te´ els seus avantatges i desavantatges i, despre´s d’analitzar-les s’ha decidit utilitzar
un dispositiu Bluetooth. En aquest apartat es presentara` el mo`dul HC-05 encarregat d’establir
aquesta comunicacio´.
Figura 5.15: Logo de la tecnologia Bluetooth.
5.6.1 Mo`dul HC-05
Els dispositius Bluetooth tenen la capacitat de connectar-se entre si a partir d’ones de ra-
diofrequ¨e`ncia, eliminant aix´ı cables o connectors f´ısics. Aquesta comunicacio´ es realitza a una
frequ¨e`ncia entre 2,4 i 2,48 GHz i permet crear una xarxa sense fils entre diferents dispositius els
quals es poden enviar dades i compartir informacio´. Aquestes xarxes es regeixen per un element
dominant o master i una se`rie d’elements esclaus o slaves. En aquest cas com a element master
actua l’ordinador, i l’Arduino actua d’esclau mitjanc¸ant el mo`dul HC-05 [17]. Aquestes xarxes
poden tenir un abast de 10 metres aproximadament, tot i que n’hi ha que poden arribar fins a
100 m.
Figura 5.16: Mo`dul HC-05.
El mo`dul HC-05 pot actuar com a master o com a slave, pero` en aquest cas s’utilitza en la
seva configuracio´ per defecte en mode slave, ja que l’ordinador pot actuar com a master. Aquest
mo`dul e´s molt utilitzat en projectes Arduino gra`cies a la seva fa`cil connexio´ i configuracio´.
Presenta 6 pins diferents tot i que nome´s se n’utilitzen 4 per connectar-lo. Els pins Vcc i GND
so´n els encarregats del subministrament de corrent i cal connectar-los als pins de 3,3 V i GND
54 Disseny, programacio´ i implementacio´ d’un robot de dibuix amb Arduino
respectivament. Cal afegir que el fabricant recomana no connectar el mo`dul a me´s de 3,6 V
per no fer-lo malbe´ i per aixo` s’utilitza el pin de 3,3 V. Per altra banda, els pins RX i TX so´n
els encarregats de la recepcio´ i transmissio´ de dades. S’encarreguen d’establir la comunicacio´
desitjada i, com s’ha explicat a l’apartat 5.5.2, es connecten als pins 10 i 11 de la placa.
Per altra banda existeixen els pins KEY i STATE que no s’utilitzaran en aquesta aplicacio´. El
pin STATE nome´s reflexa la situacio´ en la que es troba el mo`dul, i en quin mode de funcionament
treballa, mentre que el pin KEY permet accedir a les comandes AT de programacio´ del propi xip
del mo`dul. Aquesta programacio´ permet canviar el me`tode de funcionament, com ara passar de
slave a master, canviar la velocitat de transmissio´ o Baud rate, o canviar el codi d’emparellament
utilitzat per emparellar el mo`dul amb qualsevol altre dispositiu. Per defecte aquest treballa com
a esclau, a una velocitat de 9600 baud/s, a la mateixa a la que s’ha programat l’Arduino, i el
codi d’acce´s e´s 1234. No s’ha canviat cap d’aquests para`metres ja que no va ser necessari.
Per acabar, tambe´ disposa d’un d´ıode LED que indica l’estat de la connexio´ del mo`dul, que
mostrara` si el mo`dul esta` correctament connectat. Mentre no es connecta amb l’ordinador aquest
parpelleja dues vegades per segon mentre que si la connexio´ s’ha establert, aquest ho fa un cop
cada dos segons.
5.7 Aplicacio´: Com es controla?
Per tal de millorar l’experie`ncia de l’usuari i no haver d’utilitzar el terminal de comandes de
Python, fet que pot semblar complicat per persones no familiaritzades amb la programacio´, s’ha
creat una aplicacio´ ba`sica i senzilla per tal de controlar el propi robot. Es basa en un petit
programa que ofereix dos me`todes de funcionament: a partir d’un arxiu .txt creat pre`viament
en Inkscape seguint les instruccions de l’apartat 5.3.2, o escrivint pas a pas les ordres que es
volen donar al robot i visualitzant-les abans. Aquesta aplicacio´ d’escriptori s’ha crear amb el
mo`dul que incorpora Python per creat interf´ıcies GUI anomenat Tkinter que s’explicara` me´s
detalladament a les segu¨ents l´ınies.
5.7.1 Tkinter
Tkinter e´s un mo`dul de Python que permet als usuaris crear GUI’s. Una GUI e´s una Interf´ıcie
Gra`fica d’Usuari que proporciona a l’usuari un entorn visual senzill per interaccionar amb el pro-
grama a partir d’un seguit d’objectes i imatges que representen les diferents opcions disponibles
al programa principal. L’objectiu d’aquesta e´s establir la comunicacio´ entre l’usuari i el robot
de manera fa`cil i entenedora, per fer-lo accessible per a qualsevol interessat.
Les GUI creades amb Tkinter es basen en finestres o espais (frames) i objectes (widgets) que
el programador pot col·locar al seu gust. Els frames so´n els espais que ocuparan despre´s els
objectes, les finestres visibles per l’usuari, i dins d’aquests es creen els objectes o widgets, que
poden ser entrades de text, botons, imatges, gra`fics, entre d’altres. Els frames so´n els encarregats
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de donar forma al programa i organitzar els propis widgets, mentre que aquests estableixen la
comunicacio´ amb l’usuari, permetent la interaccio´ per tal de controlar el programa i decidir les
accions a emprendre.
5.7.2 Aplicacio´
Per aquest projecte, com s’ha explicat abans, s’ha creat una GUI ba`sica per interaccionar
amb el robot des de l’ordinador. El programa s’ha organitzat en finestres per facilitar aquesta
interaccio´, tenint 3 finestres diferents: la pa`gina inicial on es triara` el me`tode de funcionament, la
part dedicada a dibuix de trajecto`ries creades pre`viament amb Inkscape i una u´ltima finestra on
l’usuari pot dibuixar pas a pas la trajecto`ria que desitgi introduint una a una totes les comandes.
Les llibreries que utilitza so´n les segu¨ents:
import math
import Tkinter as tk
import ttk
import turtle
import Draw
import RobotMoveBT
La llibreria math s’utilitza per realitzar operacions matema`tiques, igual que als altres progra-
mes. La llibreria Tkinter [18], com s’ha explicat a l’apartat anterior, e´s el motor de creacio´ de
la GUI i la llibreria Turtle [19], que permet crear dibuixos i gra`fiques i que s’utilitza per tal de
representar les trajecto`ries introdu¨ıdes. Per altra banda tambe´ s’utilitza l’arxiu Draw.py que
s’explicara` a l’apartat 5.7.3 i que permet dibuixar aquestes ordres utilitzant la llibreria Turtle a
la pantalla de la GUI. Per u´ltim incorpora tambe´ l’arxiu RobotMoveBT.py presentat a l’apartat
5.4.2 que s’encarrega de moure el robot.
El programa esta` estructurat en quatre classes, tres que defineixen cadascuna d’aquestes fi-
nestres que es mostren a l’usuari, i una classe mare que inicia el programa i organitza les altres.
Aquesta u´ltima e´s la classe TFM, la classe principal, i e´s l’u´nica que es crida a l’executar el
programa, i te´ la funcio´ de crear els frames corresponents a les altres classes. No te´ cap pa`gina
ni objecte associat, nome´s serveix com a inicialitzacio´ i com a motor per organitzar les altres
classes, ja que per canviar d’una finestra a un altre s’utilitza la comanda show frame() definida
aqu´ı. El codi de definicio´ d’aquesta classe e´s el segu¨ent:
class TFM(tk.Tk):
def __init__(self , *args , ** kwargs):
tk.Tk.__init__(self , *args , ** kwargs)
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tk.Tk.wm_title(self , "TFM Josep Marti")
container = tk.Frame(self)
container.pack(side="top", fill="both", expand = True)
container.grid_rowconfigure(0, weight=1)
container.grid_columnconfigure(0, weight=1)
self.frames = {}
for F in (StartPage , Inkscape , Manual):
frame = F(container , self)
self.frames[F] = frame
frame.grid(row=0, column=0, sticky="nsew")
self.show_frame(StartPage)
def show_frame(self , cont):
frame = self.frames[cont]
frame.tkraise ()
Primer s’inicialitza la GUI amb la comanda Tk. init , despre´s es defineix el t´ıtol del programa
que apareix al marc superior esquerre de la finestra amb la comanda Tk.wm title() i es configuren
els frames corresponents a les finestres ja esmentades. S’inicialitza l’aplicacio´ mostrant primer
la pa`gina inicial amb la funcio´ show frame(StartPage), que es crea tot seguit.
Un cop ja definits tots els frames que s’utilitzen, es creen les finestres que es mostraran a
l’usuari, comenc¸ant per la pa`gina principal sota el nom de StartPage. El primer pas e´s inicialitzar
el frame amb la comanda tk.Frame. init (self, parent, controller), que el que fa e´s inicialitzar
la finestra amb la configuracio´ definida a la classe mare inicial. A partir d’aqu´ı nome´s es creen
i s’empaqueten els diferents objectes o widgets a la finestra. En aquest cas nome´s hi ha un
t´ıtol que correspon a la pregunta “Com vols dibuixar?” i dos botons que canvien a les dues
altres finestres. Per tal de mostrar aquests objectes a la pantalla hi ha 3 me`todes diferents, en
aquest cas s’utilitza el me`tode .pack(), que permet implementar els elements de manera simple
automa`ticament. Tambe´ existeix el me`tode .grid() que s’utilitzara` a l’u´ltima pa`gina, i permet
l’organitzacio´ dels elements en files i columnes, i per u´ltim el me`tode .place() que utilitza les
coordenades globals de la pa`gina i que no s’ha utilitzat en aquest projecte.
D’aquesta manera, la pa`gina inicial e´s la segu¨ent:
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Figura 5.17: Pa`gina inicial.
El seu codi associat e´s aquest:
class StartPage(tk.Frame):
def __init__(self , parent , controller):
tk.Frame.__init__(self ,parent)
label = tk.Label(self , text="Com vols dibuixar?", font=LARGE_FONT)
label.pack(pady=10 ,padx=10)
button = ttk.Button(self , text="Importar archiu GCode creat per Inkscape",
command=lambda: controller.show_frame(Inkscape))
button.pack(pady=10,padx=10)
button2 = ttk.Button(self , text="Realitzar un dibuix pas a pas",
command=lambda: controller.show_frame(Manual))
button2.pack(pady=5,padx=5)
La segu¨ent pa`gina es crea a partir de la classe Inkscape i e´s la finestra que permet a l’usuari
dibuixar a partir d’un fitxer .txt creat pre`viament amb Inkscape i que conte´ el GCode associat a la
trajecto`ria. Per tal de crear-lo, cal seguir les instruccions de l’apartat 5.3.2. El seu funcionament
e´s molt simple, s’ha incorporat una cel·la d’entrada de text en la qual s’haura` d’escriure el nom
del fitxer sempre acompanyat de la seva extensio´ (.txt). Cal remarcar que, perque` el programa
funcioni, cal desar l’arxiu a la mateixa carpeta des d’on s’executa el programa, ja que sino´ no
sera` capac¸ de trobar-lo.
58 Disseny, programacio´ i implementacio´ d’un robot de dibuix amb Arduino
A partir d’aqu´ı es presenten 3 opcions: Dibuixar, Previsualitzar i Tornar a l’inici. Aquestes
opcions es representen per botons i cadascun te´ un funcio´ associada. La primera, Dibuixar, envia
al robot l’ordre de dibuixar la trajecto`ria que conte´ el document amb la funcio´ GCode de l’arxiu
”RobotMoveBT.py”. Un cop comenc¸ada la representacio´ no es pot realitzar cap altre operacio´
fins que aquesta acabi. La funcio´ Preview per representar la trajecto`ria del fitxer a la pantalla,
crida l’arxiu ”Draw.py¨ı a partir de la llibreria Turtle de Python crea una representacio´ virtual
del que el robot dibuixara`. Per acabar, l’opcio´ Tornar a l’inici esborra la representacio´ i torna a
la pa`gina inicial.
Per tal de fer la representacio´ del dibuix, s’ha utilitzat un “canvas”, que e´s un espai reservat
per una figura. En aquest cas, s’ha utilitzat aquest espai per iniciar la llibreria Turtle sota el
nom de turtle1. L’aspecte d’aquesta pa`gina e´s el segu¨ent:
Figura 5.18: Pa`gina de dibuix a partir d’Inkscape.
I el codi el segu¨ent:
class Inkscape(tk.Frame):
def __init__(self , parent , controller):
nomfitxer=tk.StringVar(None)
tk.Frame.__init__(self , parent)
label = tk.Label(self , text="Importar archiu des de Inkscape", font=LARGE_FONT
).pack(pady=10 ,padx=10)
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label2=tk.Label(self , text=’Nom del fitxer:’).pack()
fitxer=tk.Entry(self , textvariable=nomfitxer).pack(pady=10,padx=10)
button1 = ttk.Button(self , text="Dibuixar",command=lambda:Dibuixa(self)).pack(
pady=10,padx=10)
button2 = ttk.Button(self , text="Previsualitzar",command=lambda:Preview(self))
.pack(pady=10 ,padx=10)
button3 = ttk.Button(self , text="Tornar a l\’inici",command=lambda: back(self)
).pack(pady=10 ,padx=10)
canvas = tk.Canvas(self , width=500 , height=500)
canvas.pack(pady=10,padx=10)
turtle1 = turtle.RawTurtle(canvas)
turtle1.shape("turtle")
turtle1.setheading(90)
turtle1.radians ()
def Dibuixa(self):
nom=nomfitxer.get()
RobotMoveBT.GCode(nom)
def Preview(self):
nom=nomfitxer.get()
Draw.previsualitzaFitxer(turtle1 ,nom)
def back(self):
turtle1.reset()
turtle1.setheading(math.pi/2.0)
controller.show_frame(StartPage)
Per acabar, en la tercera i u´ltima pa`gina es presenta l’oportunitat per l’usuari de crear pas
a pas el seu GCode. La idea d’aquesta finestra e´s permetre dibuixar i dissenyar les trajecto`ries
del robot directament des de l’aplicacio´ sense utilitzar programes externs com l’Inkscape. Com
la resta de pa`gines es defineix com una classe dins la classe mare sota el nom de Manual.
La disposicio´ dels objectes que apareixen e´s la segu¨ent:
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Figura 5.19: Pa`gina de dibuix manual.
Com es pot observar, s’ha creat una se`rie de 5 “radio buttons” que so´n botons de seleccio´
els quals nome´s permeten que un estigui activat. Cadascun correspon a un dels moviments
programats, G00, G01, G02, G03 i G01 de rotacio´. Associades a aquests botons hi ha les
entrades de text que cal omplir per definir el moviment a la mateixa l´ınia, que so´n les mateixes
que defineix el GCode creat amb Inkscape: les coordenades X i Y del punt de dest´ı, les cordenades
Xc i Yc del centre de gir en el cas de les comandes G02 i G03 i l’orientacio´ del robot a l’acabar el
moviment tambe´ per les comandes G02 i G03 i per la comanda G01 de rotacio´. S’ha incorporat
tambe´ una “checkbox” per definir, si cal, si l’orientacio´ esta` calculada en graus o en radians
(per defecte sempre funciona en radians). Tot seguit s’exposa el codi de la l´ınia d’objectes que
representen totes les variables necessaries per realitzar una trac¸ada circular amb la comanda
G02:
#G02
radioG=tk.Radiobutton(self ,text=’Arc en sentit horari (G02): ’, value=’G02’,
variable=ordre).grid(row=7,column=0)
labelG02X=tk.Label(self , text=’X =’).grid(row=7,column=2)
entryG02X=tk.Entry(self , textvariable=G02X , width=8).grid(row=7,column=3)
labelG02Y=tk.Label(self , text=’Y =’).grid(row=7,column=5)
entryG02Y=tk.Entry(self , textvariable=G02Y , width=8).grid(row=7,column=6)
labelG02I=tk.Label(self , text=’I =’).grid(row=7,column=8)
entryG02I=tk.Entry(self , textvariable=G02I , width=8).grid(row=7,column=9)
labelG02J=tk.Label(self , text=’J =’).grid(row=7,column=11)
entryG02J=tk.Entry(self , textvariable=G02J , width=8).grid(row=7,column=12)
labelG02A=tk.Label(self , text=’Orientacio =’).grid(row=7,column=14)
entryG02A=tk.Entry(self , textvariable=G02A , width=8).grid(row=7,column=15)
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A partir d’aqu´ı s’han incorporat els botons d’accio´ i, com a la finestra Inkscape explicada
anteriorment, un “canvas” amb la representacio´ de la trajecto`ria introdu¨ıda. Hi apareixien
quatre botons diferents: Visualitzar, Desfer, Dibuixar i Tornar a l’inici. Un cop introdu¨ıda una
ordre, cal representar-la amb el boto´ Visualitzar per comprovar que e´s la desitjada. Un cop
vista, es pot seguir dibuixant afegint comandes o manar al robot dibuixar la representacio´ vista
al canvas. L’opcio´ Desfer permet esborrar l’u´ltim moviment programat. Un cop el robot estigui
en moviment caldra` esperar que acabi tot el moviment, ja que la interrupcio´ del mateix no esta`
programada. El codi corresponent a la programacio´ dels botons i la definicio´ de les seves funcions
associades e´s el segu¨ent:
#Botons
buttonDibuixar=tk.Button(self , text=’Dibuixar ’, fg=’blue’, command=lambda:
Dibuixar(self)).grid(row=20,column=7)
buttonVeure=tk.Button(self , text=’Veure ’, fg=’blue’, command=lambda: Veure(
self)).grid(row=20,column=3)
buttonUndo=tk.Button(self , text=’Desfer ’, fg=’blue’, command=lambda: undo(self
)).grid(row=20 ,column=5)
buttonTorna=tk.Button(self , text=’Tornar a l\’inici ’, fg=’blue’, command=
lambda:back(self)).grid(row=20,column=9)
canvas = tk.Canvas(self , width=500 , height=500)
canvas.grid(row=25,column=1,columnspan=12)
turtle1 = turtle.RawTurtle(canvas)
turtle1.shape("turtle")
turtle1.setheading(90)
turtle1.radians ()
label1=tk.Label(self , text=’ ’).grid(row=11,column=5)
def Dibuixar(self):
Draw.dibuixaLlista ()
def Veure(self):
print ordre.get()
tria=ordre.get()
if tria == ’G00’:
x=G00X.get()
y=G00Y.get()
Draw.dibuixG00(turtle1 ,x,y)
elif tria == ’G01’:
x=G01X.get()
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y=G01Y.get()
Draw.dibuixG01(turtle1 ,x,y)
elif tria == ’G02’:
x=G02X.get()
y=G02Y.get()
i=G02I.get()
j=G02J.get()
angle=G02A.get()
graus=checkBox1.get()
if graus == True:
angle= (angle*math.pi)/180
else:
pass
print (x, y, i , j, angle)
Draw.dibuixG02(turtle1 ,x,y,i,j,angle)
elif tria == ’G03’:
x=G03X.get()
y=G03Y.get()
i=G03I.get()
j=G03J.get()
angle=G03A.get()
graus=checkBox1.get()
if graus == True:
angle= (angle*math.pi)/180
else:
pass
Draw.dibuixG03(turtle1 ,x,y,i,j,angle)
elif tria == ’apuntar ’:
angle=RA.get()
graus=checkBox1.get()
if graus == True:
angle= (angle*math.pi)/180
else:
pass
Draw.dibuixapuntar(turtle1 ,angle)
else:
pass
def undo(self):
Draw.desfer(turtle1)
def back(self):
turtle1.reset()
turtle1.setheading(math.pi/2.0)
controller.show_frame(StartPage)
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Es pot observar que en aquest cas s’ha utilitzat el me`tode .grid() per organitzar els objectes
al frame, ja que d’aquesta manera e´s me´s fa`cil ordenar-los en files i columnes per tal que tot
quedi alineat i al seu lloc.
5.7.3 Draw.py
Aquest arxiu s’ha creat per tal de calcular i realitzar la representacio´ de les ordres a l’entorn
de Python Turtle. Aquest e´s un mo`dul que formava part del llenguatge de programacio´ Logo
creat per Wally Feurzig i Seymour Papert el 1966 i permet crear imatges amb un punter amb
forma de tortuga i d’aqu´ı ha heretat el nom de turtle. Aquest obeeix les comandes introdu¨ıdes al
Python dibuixant rectes i arcs de circumfere`ncia igual que el robot i s’ha utilitzat perque` tenen
un me`tode de funcionament similar. La representacio´ e´s una aproximacio´ a la representacio´ real
i a escala, ja que a la vida real les ordres es representen en mil·l´ımetres mentre que, a la pantalla,
es representen en p´ıxels. La intencio´ d’aquest mo`dul e´s donar una aproximacio´ visual del futur
resultat del robot per tal de comprovar que` s’esta` dibuixant abans de comenc¸ar. El codi del
programa esta` present a l’annex A.1.2.
S’han definit les funcions correspoents a cada moviment possible del robot, les funcions: G00,
G01, G02, G03 i G01 de rotacio´. Les comandes de la llibreria turtle que ho fan possible so´n les
segu¨ents:
• turtle.penup(): Defineix la posicio´ posicio´ inactiva del retolador, quan aquest esta` aixecat
i no dibuixa sobre el paper. Indica que els moviments que realitza la tortuga no quedaran
representats.
• turtle.pendown(): Tambe´ defineix la posicio´ del retolador pero`, al contrari que l’anterior,
els moviments de la tortuga quedaran representats al canvas. En aquest cas la posicio´ del
retolador e´s activa i, per tant, dibuixa sobre el paper.
• turtle.setheading(angle): Orientacio´ de la tortuga a la direccio´ de l’angle introdu¨ıt. Igual
que la funcio´ G01 de rotacio´, nome´s rota sobre si mateixa sense desplac¸ar-se.
• turtle.goto(x1, y1): Aquesta comanda mou la tortuga en l´ınia recta des del punt on es trova
fins a les coordenades desitjades (x1, y1). E´s l’equivalent a la funcio´ G00 i G01 del GCode
i la representacio´ de les trac¸ades vindra` definida per la posicio´ del retolador.
• turtle.circle(radi, angle): E´s la funcio´ utilitzada per dibuixar arcs de circumfere`ncia, igual
que les comandes G02 i G03 del GCode. A difere`ncia de les ordres G02 i G03 creades a
Inkscape, les variables necessa`ries per definir el moviment so´n el radi i l’angle de gir en
comptes de les coordenades de dest´ı i del centre de gir. El sentit de gir, la difere`ncia entre
G02 (horari) i G03 (antihorari), es defineix amb el signe del radi, essent positiu pel sentit
horari i negatiu per l’antihorari.
Amb aquestes comandes e´s molt fa`cil definir els moviments de la tortuga igual que els del
robot. Per les comandes G00 i G01 nome´s es calcula la direccio´ angular del punt de dest´ı per
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orientar aix´ı la tortuga i realitzar un moviment en l´ınia recta. A difere`ncia del GCode creat per
l’Inkscape, en aquest cas no cal realitzar una operacio´ G01 de rotacio´ pre`via a les operacions G01,
ja que la pro`pia comanda ja te´ en compte aquest canvi d’orientacio´ i el realitza automa`ticament.
Per altra banda, per les comandes G02 i G03, nome´s cal calcular el radi de gir i l’angle de la
mateixa manera que ho fa el programa ”RobotMoveBT.py”, i la difere`ncia entre ells e´s el signe
del radi de gir, positiu pel G02 i negatiu pel G03.
Aquest programa tambe´ crea una llista de llistes anomenada moviments que emmagatzema
tots els moviments que s’han representat al canvas per despre´s poder enviar les comandes or-
denades al robot. Cada cop que s’executa una funcio´ de dibuix al canvas s’afegeix una llista
a la llista moviments que conte´, en primer lloc, el nom del moviment (G00, G01, G02, G03 o
apuntar) i despre´s els valors de les variables que defineixen el moviment. A partir d’aquesta
llista, amb la funcio´ dibuixaLlista(), s’envien al robot cadascuna de les ordres de la llista per
realitzar el dibuix. La funcio´ previsualitzaFitxer() serveix per representar la trajecto`ria definida
en un arxiu creat amb Inkscape.
Cap´ıtol 6
Resultats
En aquests cap´ıtol es presentaran els diferents resultats que s’han obtingut a partir de les
diferents proves que s’han realitzat amb el robot. Tambe´ s’explicaran els errors que es poden
observar i a que` es deuen. Els errors me´s comuns so´n errors de calibratge, ja que aquest pot
variar entre un u´s i un altre. Les u´niques variables de les quals depe`n el moviment i que, per
tant, cal calibrar so´n el dia`metre de les rodes i la dista`ncia de les rodes al punter del retolador.
Cal destacar un error present en tots els dibuixos, i e´s la oscil·lacio´ de la recta. Aquest trac¸
tremolo´s apareix degut a la vibracio´ dels motors que fan que tota l’estructura vibri. A part
d’aixo`, tot i ser mı´nim, existeix un cert joc entre la guia i el retolador per permetre que llisqui
sense resiste`ncia, i aixo` permet un moviment no desitjat de la punta del retolador que pot crear
trac¸ades lleugerament oscil·lants.
• Per comenc¸ar, s’ha realitzat una l´ınia recta de 100 mm seguint la comanda G01 X0 Y100.
Amb aquesta primera prova es prete´n verificar el calibratge del robot. Al ser nome´s una
l´ınia recta, l’u´nica variable que hi interve´ e´s el dia`metre de la roda segons les equ¨acions
5.1, 5.2, 5.3 exposades a l’apartat 5.4.3.1.
2 mm
(a)
(b)
Figura 6.1: Dibuix d’una l´ınia recta de 100 mm.
Com es pot observar a la imatge s’ha realitzat la prova dues vegades. En primer, lloc
s’ha relitzat la l´ınia verda (a) i s’ha comprovat que la mida e´s de 102 mm enlloc dels
100 esperats. Aixo` e´s degut a la mala calibracio´ de l’aparell, i s’ha tornat a calibrar amb
l’ajuda d’un peu de rei. Amb el nou dia`metre s’ha pogut realitzar una segona l´ınia, la
blava (b), que, aquest cop s´ı, mesura 100 mm.
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• La segu¨ent prova consisteix en la realitzacio´ d’un quadrat de 100 mm de costat. Aquest
cop s’ha realitzat amb el robot ja calibrat, tant el dia`metre de les rodes com la dista`ncia
entre aquestes i el centre. El resultat e´s el segu¨ent:
Figura 6.2: Dibuix d’un quadrat de 100 mm de costat.
Es pot observar que el resultat e´s bo, tot i que no acaba de tancar la silueta del tot com
s’observa a la cantonada inferior esquerra. Es dedueix que aquest error que es comet als
ve`rtexs, ja que tots els costat mesuren 100 mm. Aixo` e´s degut a l’acumulacio´ de l’error
que es comet. No e´s un sistema perfecte, i els passos no so´n infinitessimals, per la qual
cosa sempre es comet un petit error. Aquest error e´s molt me´s visible als angles que no
pas a les rectes, ja que a les l´ınies rectes nome´s afecta a les dista`ncies, mentre que l’altre
distorssiona tota la imatge.
• A partir d’aqu´ı ja s’ha treballat amb figures me´s complicades creades amb Inkscape. Primer
s’ha realitzat una estrella i s’ha obtingut el segu¨ent resultat:
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(a) (b)
Figura 6.3: Dibuix d’una estrella (Dibuix en Inkscape (a), Dibuix del robot (b)).
Com es pot veure, la respresentacio´ e´s bastant acurada, tot i que es torna a observar l’error
en l’angle de gir. En aquest cas, pero`, al girar en sentit invers a cada ve`rtex es compensa
en certa mesura aquest error i la distorsio´ de la imatge e´s baixa. Es pot veure que tampoc
s’aconsegueix tancar el contorn de la figura.
• Per comprovar el funcionament de les comandes G02 i G03 s’ha realitzat una figura simple
amb l’ajuda de l’aplicacio´ creada. Aquesta figura es basa en una l´ınia recta, mitja circum-
fere`ncia realitzada amb un moviment G02 en sentit horari, mitja circumfere`ncia realitzada
amb una comanda G03 en sentit antihorari i dues rectes me´s que tanquen el contorn. El
resultat e´s el seguˆent:
Figura 6.4: Dibuix d’una figura amb arcs de circumfere`ncia.
L’error en l’angle es mante´ aproximadament igual que a les figures anteriors. Aqu´ı, pero`, es
pot observar un moviment horitzontal no desitjat de la punta del retolador que es presenta
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al final del segon arc de circumfere`ncia. Aixo` pot ser causat pel joc del retolador, i pel
mal centratge de la rotacio´.
• Per acabar, s’ha representat una lletra i per tal de provar figures me´s complicades i movi-
ments de posicionament. Despre´s de crear-la a l’Inkscape s’ha aconseguit aquest resultat:
(a) (b)
Figura 6.5: Dibuix d’una lletra i en Inkscape (a) i dibuixada pel robot (b).
La forma de la lletra es mante´ bastant similar a l’original, es pot veure com s’ha pogut
tancar el cos i que mante´ una forma molt aproximada. Cal destacar, pero`, que hi ha
diferents errors. En primer lloc, cal dir que la l´ınia diagonal que no pertany al dibuix
s’ha creat degut a un error de muntatge, ja que a l’acabar s’ha desenganxat l’accionador
del servo que s’encarrega d’aixecar el retolador. Aquest error s’ha solucionat enganxant
aquest accionador amb cola de contacte. Aqu´ı el principal error s’acumula a la realitzacio´
del punt de la i. Al crear la trajecto`ria en Inkscape, aquest no detecta el punt com
una circumfere`ncia perfecta i la crea a partir de molts arcs de petites dimensions. Aixo`
provoca constants aturades del robot per tal de realitzar rotacions molt petites i l’error que
s’acumula e´s molt gran. Al ser la primera part que es dibuixa, distorsiona tota la imatge
que queda desviada. Aixo` s’observa al punt, veient que no s’acaba de tancar la silueta
per la part superior. A l’arribar a l’u´ltim punt de la circumfere`ncia que dibuixa el robot,
aquest gira 90 graus, pero` com que aquest punt no coincideix amb l’inicial, la direccio´ del
robot no e´s l’esperada. Aixo` provoca aquesta desviacio´.
Per comprovar-ho, s’ha modificat el GCode i s’ha definit el punt com una cirumfere`ncia
perfecta creada a partir de dos arcs de mitja cirumfere`ncia. El resultat e´s el segu¨ent:
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Figura 6.6: Dibuix de la lletra i millorat.
El canvi e´s clar: l’error me´s elevat es comet al realitzar els petits moviments circulars del
punt. Aix´ı s’aconsegueix un punt me´s definit i una lletra me´s ben posicionada.
Els errors que es poden observar es localitzen principalment en el calibratge del robot.
A part dels aspectes que s’han esmentat, tambe´ existeixen possibles errors de disseny i
construccio´ que poden provocar aquests errors, per exemple un mal centratge de les rodes,
que aquestes no siguin perfectament perpendiculars a l’eix, que existeixi un petit lliscament
entre l’eix i la roda o la deformacio´ de les juntes, que actuen com a neuma`tic, que pot ser
diferent al llarg del recorregut. Tambe´ e´s possible que a causa de la friccio´ algu´n pas del
motor no es realitzi com toca i aixo` provoqui aquest error.
Per millorar els errors de disseny o vibracions del motor caldria redissenyar les peces,
adquirir nous components amb millors prestacions i millorar els materials que el composen,
per exemple. Aixo` reduiria l’error en llac¸ obert considerablement. Per altra banda, es
podrien estudiar les diferents vies que existeixen per tancar el llac¸ de control i intentar
corregir aquest error com s’explica me´s endevant en l’apartat 9.2 de possibles treballs
futurs, ja que no entra a l’abast d’aquest projecte.

Cap´ıtol 7
Planificacio´ temporal i costos
7.1 Planificacio´ temporal
En aquest cap´ıtol es presenta la programacio´ temporal que ha seguit el projecte. S’ha dividit
en diferents etapes que s’han anat realitzant per assolir els objectius proposats i s’han representat
en un diagrama de Gantt. Aquestes etapes so´n:
• A: Documentacio´ pre`via: Aquesta va ser una etapa de recerca en la que es van estudiar
mecanismes amb un funcionament similar, es va fer la tria dels components que millors
prestacions tenien i oferien millor precisio´, i es va comenc¸ar a definir el me`tode amb el que
funcionaria el robot, basant-se en GCode com una ma`quina CNC.
• B: Compra de components: S’han realitzat compres de components durant tot el proce´s
de construccio´ i muntatge, pero` s’en remarquen dues etapes especialment que consisteixen,
en primer lloc, en la compra dels motors i el drivers, que va permetre comenc¸ar a dissenyar
i programar el robot, i, me´s endavant, la compra del mo`dul Bluetooth que va permetre
comenc¸ar a treballar en el protocol de comunicacio´ entre l’ordinador i l’Arduino.
• C: Aprenentatge i proves de programacio´ de l’Arduino: Durant aquestes setmanes, es
va aprofundir en la programacio´ de l’Arduino i les primeres proves. Es va aprendre el
funcionament dels motors i com controlar-los.
• D: Estudi de la dina`mica del robot: En aquesta etapa es va estudiar la dina`mica del robot
i es va definir quin seria el seu funcionament, com es controlarien els motors i com es
realitzaria el moviment.
• E: Proves de disseny: Abans de realitzar el disseny definitiu, es van fer diferents proves i
maquetes per tal d’assegurar el correcte funcionament del robot i definir els punts cr´ıtics
del disseny.
• F: Disseny de les diferents peces: Un cop realitzades les proves pre`vies i definits els re-
queriments de l’estructura, es va realitzar el disseny dels elements ba`sics de l’estructura.
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Aquest esta` dividit en 2 per´ıodes: el primer pel disseny del xass´ıs i les rodes i el segon pel
disseny dels altres components com la guia i el suport del retolador.
• G: Impressio´ 3D i muntatge: Es van imprimir aquests dissenys en 3D i es va realitzar el
mutatge de les diferents peces que conformen el robot.
• H: Programacio´ definitva: Gra`cies als coneixements adquirits a l’etapa C i als coneixements
previs de programacio´ amb Python, es va dissenyar tot el software controlador del robot.
Cal remarcar que es van anar aprenent nous conceptes de programacio´ al llarg de tot el
projecte, no nome´s a l’etapa C.
• I: Creacio´ de l’aplicacio´: Amb la programacio´ del robot feta, es va decidir implementar una
aplicacio´ per millorar l’experie`ncia de l’usuari. Durant aquestes 3 setmanes es va aprendre
a utilitzar les eines adients i es va crear la GUI.
• J: Redaccio´ de la memo`ria: Ja a les primeres setmanes del projecte es va comec¸ar a
redactar, pero` no va ser fins a les etapes finals que no es va comenc¸ar a escriure el cos del
treball fet, ja que primer calia crear els programes adients.
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Figura 7.1: Diagrama de Gantt de la programacio´ temporal del projecte.
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7.2 Avaluacio´ dels costos
En aquest apartat es mostren els costos del projecte. Aquests estan dividits en 3 seccions. En
primer lloc, la part de software que no te´ cost, ja que s’han utilitzat nome´s programes de codi
lliure per fer-ho accessible per a tothom. A continuacio´, la part de hardware on es contabilitzen
els costos de tots els elements que conformen el robot, des de l’electro`nica fins a l’estructura.
I, per acabar, altres recursos que engloben el sou de l’estudiant en pra`ctiques que ha realitzat
aquest projecte durant les hores equivalents als 12 cre`dits del projecte i l’amortitzacio´ del 15%
de l’ordinador que s’ha utilitzat per dur-lo a terme.
Software Cost
Arduino IDE (Open Source) 0 e
Python 2.7 (Open Source) 0 e
Inkscape 0.91 (Open Source) 0 e
Solid Works 2016, llice`ncia d’estudiant 0 e
Fritzing (Open Source) 0 e
LATEX 0 e
Total software 0 e
Hardware Unitats Preu unitari Cost
Motors pas a pas NEMA 14 2 9,47 18,94 e
EasyDrivers A3967 2 3,72 7,44 e
Arduino UNO 1 20,57 20,57 e
Mo`dul Bluetooth HC-05 1 14,97 14,97 e
Paquet de cables 1 2,02 2,02 e
Bateria 10000 mha 1 12,00 12,00 e
Impressio´ del disseny 3D 53,00 g 0,74 e/g 39,22 e
Cargols M3 (10 i 30 mm) 20 0,05 1,00 e
Femelles 20 0,05 1,00 e
Juntes to`riques 49 x 1,5 mm 2 1,08 2,16 e
Bola de vidre per la roda boja 1 0,50 0,50 e
Retoladors Edding 1200 3 1,00 3,00 e
Total hardware 122,82 e
Altres rescursos Unitats Preu unitari Cost
Sou estudiant d’enginyeria 8 e/h 360 h 2880,00 e
Amortitzacio´ de l’ordinador 15 % 1249,90 e 187,49 e
Total altres recursos 3067,49 e
Cost total del projecte
TOTAL 3190,31 e
Taula 7.1: Taula de costos del projecte.

Cap´ıtol 8
Impacte medioambiental i social
En aquest apartat s’estudiara` l’impacte medioambiental que ha tingut la realitzacio´ d’aquest
projecte. El primer punt a estudiar e´s el consum ele`ctric, ja que e´s imprescindible pel funciona-
ment del mateix. El consum nominal dels motors e´s de 3 W i e´s, amb difere`ncia, el consum me´s
elevat. Per aquesta rao´ les possibles emissions de CO2 que es produiran so´n gairabe´ negligibles.
El principal element que pot tenir un impacte medioambiental negatiu e´s la bateria de liti, que
e´s un element molt contaminant. E´s per aixo` que se n’ha de fer un u´s responsable, intentant
mantenir-la sempre amb me´s del 50% de la ca`rrega i apagant-la quan s’acaba d’utilitzar per
evitar que es faci malbe´. Un cop la bateria s’hagi de canviar, s’haura` de reciclar degudament
portant-la a un centre de recollida de residus.
Al llarg del proce´s hi ha hagut alguns procediments que poden haver tingut un impacte negatiu
sobre el mediambient. En primer lloc, al realitzar les soldadures, ja que al realitzar-les s’emeten
gasos nocius per la salut i per aquest motiu, es van realitzar amb la ventilacio´ adient per evitar-
ho. En quant a la impressio´ 3D i el seu material s’adjudica aquest responsabilitat a l’empresa
subministradora obligada a cumplir amb la normativa. A part d’aixo`, tots els elements que s’han
consumit durant el proce´s de realitzacio´ s’han reciclat com e´s degut, i tots els papers utilitzats
per realitzar les proves han estat fulls reutilizats.
Per altra banda, aquest robot podria tenir un impacte social molt positiu, ja que permetria
realitzar feines de suport per alguns professionals de manera ra`pida i a baix cost que ajudaria
al seu desenvolupament.
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Cap´ıtol 9
Conclusions i treballs futurs
9.1 Conclusions
Amb aquest projecte s’ha aconseguit crear un robot de dibuix des d’un estudi previ fins a la
programacio´, passant pel disseny de l’estructura, el ca`lcul del moviment, la definicio´ d’un me`tode
per convertir arxius SVG en trajecto`ries i aquestes en ordres del robot, la implementacio´ d’un
sistema de comunicacio´ i la creacio´ d’una aplicacio´ que ho controli. Per tant, es considera que
s’han assolit els objectius definits.
En primer lloc, s’ha estudiat la viabilitat de realitzar aquest robot com un sistema en llac¸
obert, en el qual el comportament i el control dels diferents elements so´n ba`sics per assegurar
el correcte funcionament. S’ha pogut veure que, amb la tecnologia de la qual es disposava,
s’ha pogut crear un prototip capac¸ de trac¸ar figures de manera bastant aproximada, pero` que
no es podria utilitzar per tasques de gran precisio´. Per tal d’augmentar aquesta precisio´ es
podrien avaluar dues vies diferents: en primer lloc, una millora dels components i una feina de
redisseny que donaria lloc a un robot de millors prestacions i amb les quals es podria reduir
aquest error, pero` mai eliminar-lo del tot. En canvi, si s’opta per tancar el llac¸ de control amb
altres dispositius, que poguessin mesurar i corregir l’error come`s, es creu que s´ı que es podria
aconseguir un dispositiu d’alta precisio´. Aquestes feines, pero`, quedaven fora de l’abast del
projecte i ,per tant, es pot concloure que s´ı que e´s viable realitzar un robot en llac¸ obert tot i
que la seva precisio´ sigui limitada.
En quant al disseny i la construccio´ del robot s’ha assolit el nivell esperat, ja que s’ha dissenyat
i constru¨ıt l’estructura, s’han escollit els elements electro`nics que fan possible la realitzacio´ d’a-
quest robot, i s’han complert les especificacions de tamany i funcionalitat desitjades. D’aquesta
manera, s’ha complert amb aquest objectiu.
Per acabar, s’ha dotat el robot de tot el software necessari per tal de fer-lo funcionar, des de
la transformacio´ de dibuixos realitzats per l’usuari fins a ordres dels motors, que s’envien per
Bluetooth des de l’ordinador i l’Arduino les processa. Aix´ı doncs, s’han aconseguit assolir tots
els objectius fins aconseguir la realitzacio´ d’un robot de dibuix de manera molt satisfacto`ria.
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Al llarg de tot el projecte no nome´s s’han assolit els objectius i subobjectius, sino´ que s’ha
aprofundit en temes de programacio´ en els llenguatges Python i Arduino, s’ha realitzat un disseny
complet des de la idea fins a la realitzacio´ d’un dispositiu que ha perme`s veure totes les etapes
de creacio´ que hi ha darrere d’un producte, i s’han posat en pra`ctica molts aspectes treballats
durant el ma`ster.
9.2 Possibles treballs futurs
Aquest treball e´s una primera aproximacio´ a la solucio´ de la problema`tica presentada que
pot donar lloc a futeres investigacions per tal d’assolir els resultats esperats. El robot creat
esta` dissenyat en llac¸ obert i presenta una precisio´ limitada que inhabilita la seva utilitzacio´ en
algunes aplicacions i s’ha dissenyat per utiltzar un retolador i dibuixar sobre un paper en una
superficie plana.
En primer lloc, es podria estudiar la manera de millorar aquesta precisio´ en llac¸ obert per tal
de mantenir el projecte com un sistema de baix cost, fa`cil de transoportar i utilitzar millorant
els seus components i el seu disseny.
Per altra banda, per assegurar el perfecte funcionament del mateix es podria dur a terme un
estudi de les diferents vies possibles per tancar un llac¸ de control que permeti eliminar l’error i
augementar la seva precisio´. Per fer-ho es podrien estudiar me`todes que actuin de forma local
al robot com seria l’utilitzacio´ d’una IMU que pugui localitzar i orientar el robot, o me`todes
externs com ara sistemes de visio´ o un sistema de localitzacio´ i deteccio´ de moviments per barres
de dispositius LED infrarojos, per exemple.
Tambe´ seria interessant l’estudi de nous me`todes de funcionament a part de la utilitzacio´
de retoladors, com podrien ser eines de tall per utilitzar sobre fusta o tela, guix per utilitzar
sobre pissarres o el terra, pintura per tal de poder pintar sobre superf´ıcies planes o qualsevol
altre aplicacio´ que es pugui imaginar. Un altre camp d’estudi podria ser la superf´ıcie sobre la
qual treballa, i poder-lo adaptar a una superf´ıcie irregular o fins i tot me`todes per tal de poder
treballar sobre parets verticals.
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Ape`ndix A
Programes creats
A.1 Python
A.1.1 RobotMoveBT.py
import math , serial , time
arduino=serial.Serial(’COM4’, 9600)
time.sleep(0.1)
StepsVolta=1600
VelocitatMax=200
x0 = 0.0
y0 = 0.0
#posicio[2];
pasdreta=0; #posicio absoluta del motor dret en pasos
pasesquerra=0; #posicio absoluta del motor dret en pasos
DiamRoda=51.9; #diametre de la roda en mm
RadiRoda=DiamRoda/2.0; #radi de la roda en mm
d=122.0/2.0; #distancia en mm entre el centre de l’eix (punt del boli) i les
rodes
distDreta=61.8
distEsquerra=61.9
angle=0.0; #angle entre punt de la circumferencia en radians
arc=0.0; #arc de circumferencia que s’ha de recorre en mm
pas= math.pi *DiamRoda/StepsVolta; #mm recorreguts per pas del motor
direccio0=math.pi/2; #angle inicial del robot a 90 graus
tempsLectura=0.01; #temps per llegir l’Arduino
def G00(x1 ,y1):
global x0
global y0
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global pasdreta
global pasesquerra
global distancia
global pas
global direccio0
dx = x1 - x0;
dy = y1 - y0;
distancia = math.sqrt(dx*dx + dy*dy);
steps=round(distancia/pas);
if (dx != 0):
direccio = math.atan(dy/dx);
if (dx < 0 and dy >= 0):
direccio = direccio + math.pi;
elif (dx < 0 and dy < 0):
direccio = direccio - math.pi
apuntar(direccio);
print (direccio)
else:
if (dy > 0):
direccio = math.pi/2.0;
elif (dy<0):
direccio = -math.pi/2.0;
else:
direccio=direccio0
apuntar(direccio);
direccio0=direccio
pasdreta=pasdreta+steps;
pasesquerra=pasesquerra+steps;
x0=x1;
y0=y1;
text=’0’+’,’+str(pasdreta)+’,’+str(pasesquerra)+’,’
arduino.write(text)
robot=1
while robot==1:
if arduino.inWaiting ()>0:
st=arduino.readline ().strip ()
time.sleep(tempsLectura)
if st==’Ready ’:
robot=0
return
def G01(x1 ,y1):
global x0
global y0
global pasdreta
global pasesquerra
global distancia
global pas
dx = x1 - x0;
dy = y1 - y0;
distancia = math.sqrt(dx*dx + dy*dy);
steps=round(distancia/pas);
pasdreta=pasdreta+steps;
pasesquerra=pasesquerra+steps;
x0=x1;
y0=y1;
text=’1’+’,’+str(pasdreta)+’,’+str(pasesquerra)+’,’
arduino.write(text)
robot=1
while robot==1:
if arduino.inWaiting ()>0:
st=arduino.readline ().strip ()
time.sleep(tempsLectura)
if st==’Ready’:
robot=0
return
def G02(x1 ,y1 ,xC ,yC ,direccio1):
global x0
global y0
global pasdreta
global pasesquerra
global distancia
global pas
global direccio0
RadiGirC=math.sqrt(xC*xC+yC*yC)
xC=xC+x0;
yC=yC+y0;
x0=x0-xC;
y0=y0-yC;
x1=x1-xC;
y1=y1-yC;
angle0=math.atan2(y0,x0)
angle1=math.atan2(y1,x1)
angle=angle0-angle1
if angle<0:
angle=2*math.pi+angle
distanciaD = angle * (RadiGirC-distDreta);
distanciaE = angle * (RadiGirC+distEsquerra);
stepsD=round(distanciaD/pas);
stepsE=round(distanciaE/pas);
pasdreta=pasdreta+stepsD;
pasesquerra=pasesquerra+stepsE;
x0=x1+xC;
y0=y1+yC;
direccio0=direccio1;
text=’1’+’,’+str(pasdreta)+’,’+str(pasesquerra)+’,’
arduino.write(text)
robot=1
while robot==1:
if arduino.inWaiting ()>0:
st=arduino.readline ().strip ()
time.sleep(tempsLectura)
if st==’Ready ’:
robot=0
return
def G03(x1 ,y1 ,xC ,yC ,direccio1):
global x0
global y0
global pasdreta
global pasesquerra
global distancia
global pas
global direccio0
RadiGirC=math.sqrt(xC*xC+yC*yC)
xC=xC+x0;
yC=yC+y0;
x0=x0-xC;
y0=y0-yC;
x1=x1-xC;
y1=y1-yC;
angle0=math.atan2(y0,x0)
angle1=math.atan2(y1,x1)
angle=angle1-angle0
if angle<0:
angle=2*math.pi+angle
distanciaD = angle * (RadiGirC+distDreta);
distanciaE = angle * (RadiGirC-distEsquerra);
stepsD=round(distanciaD/pas);
stepsE=round(distanciaE/pas);
pasdreta=pasdreta+stepsD;
pasesquerra=pasesquerra+stepsE;
x0=x1+xC;
y0=y1+yC;
direccio0=direccio1;
text=’1’+’,’+str(pasdreta)+’,’+str(pasesquerra)+’,’
arduino.write(text)
robot=1
while robot==1:
if arduino.inWaiting ()>0:
st=arduino.readline ().strip ()
time.sleep(tempsLectura)
if st==’Ready ’:
robot=0
return
def apuntar(direccio1):
global pasdreta
global pasesquerra
global distancia
global pas
global direccio0
gir=direccio0-direccio1;
absgir=abs(gir);
if (absgir > math.pi):
if (gir<0):
gir= 2.0 * math.pi + gir;
else:
gir= -2.0 * math.pi + gir;
distancia=gir*d;
steps = distancia / pas
pasdreta=pasdreta-steps;
pasesquerra=pasesquerra+steps;
direccio0=direccio1;
text=’0’+’,’+str(pasdreta)+’,’+str(pasesquerra)+’,’
arduino.write(text)
robot=1
while robot==1:
if arduino.inWaiting ()>0:
st=arduino.readline ().strip ()
time.sleep(tempsLectura)
if st==’Ready’:
robot=0
return
def GCodeFile(oldfile , newfile):
oldfile=open(oldfile , ’r’)
newfile=open(newfile , ’w’)
oldfile=oldfile.readlines ()
for linia in oldfile:
linia=linia.strip()
linia=linia.split()
if linia!=[]:
if linia[0]==’G00’ and linia[1][0]==’X’:
x=float(linia[1][1:])
y=float(linia[2][1:])
G00(x,y)
newfile.write(’G00(’+linia[1][1:]+’, ’+linia[2][1:]+’);\n’)
elif linia[0]==’G01’ and linia[1][0]==’X’:
x=float(linia[1][1:])
y=float(linia[2][1:])
G01(x,y)
newfile.write(’G01(’+linia[1][1:]+’, ’+linia[2][1:]+’);\n’)
elif linia[0]==’G01’ and linia[1][0]==’A’:
angle=float(linia[1][1:])
angle=angle-((2.0*math.pi)*(angle // (2.0*math.pi)))
apuntar(angle)
newfile.write(’apuntar(’+linia[1][1:]+’);\n’)
elif linia[0]==’G02’:
x1=float(linia[1][1:])
y1=float(linia[2][1:])
xc=float(linia[4][1:])
yc=float(linia[5][1:])
angle=float(linia[-1][1:])
angle=angle-((2.0*math.pi)*(angle // (2.0*math.pi)))
G02(x1 ,y1 ,xc ,yc ,angle)
newfile.write(’G02(’+linia[1][1:]+’, ’+linia[2][1:]+’, ’+linia[4][1:]+
’, ’+linia[5][1:]+’, ’+linia[-1][1:]+’)
;\n’)
elif linia[0]==’G03’:
x1=float(linia[1][1:])
y1=float(linia[2][1:])
xc=float(linia[4][1:])
yc=float(linia[5][1:])
angle=float(linia[-1][1:])
angle=angle-((2.0*math.pi)*(angle // (2.0*math.pi)))
G03(x1 ,y1 ,xc ,yc ,angle)
newfile.write(’G03(’+linia[1][1:]+’, ’+linia[2][1:]+’, ’+linia[4][1:]+
’, ’+linia[5][1:]+’, ’+linia[-1][1:]+’)
;\n’)
else:
pass
else:
pass
newfile.close()
def GCode(fitxer):
fitxer=open(fitxer , ’r’)
fitxer=fitxer.readlines ()
for linia in fitxer:
linia=linia.strip()
linia=linia.split()
if linia!=[]:
if linia[0]==’G00’ and linia[1][0]==’X’:
x=float(linia[1][1:])
y=float(linia[2][1:])
G00(x,y)
elif linia[0]==’G01’ and linia[1][0]==’X’:
x=float(linia[1][1:])
y=float(linia[2][1:])
G01(x,y)
elif linia[0]==’G01’ and linia[1][0]==’A’:
angle=float(linia[1][1:])
angle=angle-((2.0*math.pi)*(angle // (2.0*math.pi)))
apuntar(angle)
elif linia[0]==’G02’:
x1=float(linia[1][1:])
y1=float(linia[2][1:])
xc=float(linia[4][1:])
yc=float(linia[5][1:])
angle=float(linia[-1][1:])
angle=angle-((2.0*math.pi)*(angle // (2.0*math.pi)))
G02(x1 ,y1 ,xc ,yc ,angle)
elif linia[0]==’G03’:
x1=float(linia[1][1:])
y1=float(linia[2][1:])
xc=float(linia[4][1:])
yc=float(linia[5][1:])
angle=float(linia[-1][1:])
angle=angle-((2.0*math.pi)*(angle // (2.0*math.pi)))
G03(x1 ,y1 ,xc ,yc ,angle)
else:
pass
else:
pass
A.1.2 Draw.py
import turtle
import math
import RobotMoveBT
moviments=[]
def cercle(t,R,angle):
t.circle(R,angle)
def recta(t,x,y):
t.pendown ()
t.goto(x,y)
def rectaup(t,x,y):
t.penup()
t.goto(x,y)
def dibuixApuntar(t,angle):
t.setheading(angle)
ordre=[’apuntar ’,angle]
moviments.append(ordre)
def dibuixG00(t,x1 ,y1):
t.penup()
(x0 ,y0)=t.pos()
dx = x1 - x0;
dy = y1 - y0
if (dx != 0):
direccio = math.atan(dy/dx);
if (dx < 0 and dy >= 0):
direccio = direccio + math.pi;
elif (dx < 0 and dy < 0):
direccio = direccio - math.pi
t.setheading(direccio);
else:
if (dy > 0):
direccio = math.pi/2.0;
elif (dy<0):
direccio = -math.pi/2.0;
else:
direccio=t.heading ()
t.setheading(direccio);
t.goto(x1 ,y1)
ordre=[’G00’,x1 ,y1]
moviments.append(ordre)
return
def dibuixG01(t,x1 ,y1):
t.pendown ()
(x0,y0)=t.pos()
dx = x1 - x0;
dy = y1 - y0
if (dx != 0):
direccio = math.atan(dy/dx);
if (dx < 0 and dy >= 0):
direccio = direccio + math.pi;
elif (dx < 0 and dy < 0):
direccio = direccio - math.pi
t.setheading(direccio);
else:
if (dy > 0):
direccio = math.pi/2.0;
elif (dy<0):
direccio = -math.pi/2.0;
else:
direccio=t.heading ()
t.setheading(direccio);
t.goto(x1,y1)
ordre=[’apuntar ’,direccio]
moviments.append(ordre)
ordre=[’G01’,x1 ,y1]
moviments.append(ordre)
return
def dibuixG02(t,x1 ,y1 ,xC ,yC ,angle):
t.pendown ()
radi=math.sqrt(xC*xC + yC*yC)
(x0,y0)=t.pos()
xC=xC+x0;
yC=yC+y0;
x0=x0-xC;
y0=y0-yC;
x1=x1-xC;
y1=y1-yC;
angle0=math.atan2(y0,x0)
angle1=math.atan2(y1,x1)
angle=angle0-angle1
if angle<0:
angle=2*math.pi+angle
t.circle(-radi ,angle)
ordre=[’G02’,x1 ,y1 ,xC ,yC ,t.heading ()]
moviments.append(ordre)
return
def dibuixG03(t,x1 ,y1 ,xC ,yC ,angle):
t.pendown ()
radi=math.sqrt(xC*xC + yC*yC)
(x0 ,y0)=t.pos()
xC=xC+x0;
yC=yC+y0;
x0=x0-xC;
y0=y0-yC;
x1=x1-xC;
y1=y1-yC;
angle0=math.atan2(y0,x0)
angle1=math.atan2(y1,x1)
angle=angle1-angle0
if angle<0:
angle=2*math.pi+angle
t.circle(radi ,angle)
ordre=[’G03’,x1 ,y1 ,xC ,yC ,t.heading ()]
moviments.append(ordre)
return
def afegir(t,val):
moviments.append(val)
return
def desfer(t):
t.undo()
if moviments[-1][0]==’G01’:
del moviments[-1]
del moviments[-1]
else:
del moviments[-1]
return
def previsualitzaFitxer(t,fitxer):
fitxer=open(fitxer , ’r’)
fitxer=fitxer.readlines ()
for linia in fitxer:
linia=linia.strip()
linia=linia.split()
if linia!=[]:
if linia[0]==’G00’ and linia[1][0]==’X’:
x=float(linia[1][1:])
y=float(linia[2][1:])
dibuixG00(t,x,y)
elif linia[0]==’G01’ and linia[1][0]==’X’:
x=float(linia[1][1:])
y=float(linia[2][1:])
dibuixG01(t,x,y)
elif linia[0]==’G01’ and linia[1][0]==’A’:
angle=float(linia[1][1:])
angle=angle-((2.0*math.pi)*(angle // (2.0*math.pi)))
dibuixApuntar(t,angle)
elif linia[0]==’G02’:
x1=float(linia[1][1:])
y1=float(linia[2][1:])
xc=float(linia[4][1:])
yc=float(linia[5][1:])
angle=float(linia[-1][1:])
angle=angle-((2.0*math.pi)*(angle // (2.0*math.pi)))
dibuixG02(t,x1 ,y1 ,xc ,yc ,angle)
elif linia[0]==’G03’:
x1=float(linia[1][1:])
y1=float(linia[2][1:])
xc=float(linia[4][1:])
yc=float(linia[5][1:])
angle=float(linia[-1][1:])
angle=angle-((2.0*math.pi)*(angle // (2.0*math.pi)))
dibuixG03(t,x1 ,y1 ,xc ,yc ,angle)
else:
pass
else:
pass
return
def reset():
t.reset ()
return
def representaLlist ():
for i in moviments:
if i[0]==’G00’:
dibuixG00(i[1],i[2])
elif i[0]==’G01’:
dibuixG01(i[1],i[2])
elif i[0]==’G02’:
dibuixG02(i[1],i[2],i[3],i[4],i[5])
elif i[0]==’G03’:
dibuixG03(i[1],i[2],i[3],i[4],i[5])
elif i[0]==’apuntar ’:
dibuixApuntar(i[1])
else:
pass
return
def dibuixaLlista ():
import RobotMoveBT
for i in moviments:
if i[0]==’G00’:
RobotMoveBT.G00(i[1],i[2])
elif i[0]==’G01’:
RobotMoveBT.G01(i[1],i[2])
elif i[0]==’G02’:
RobotMoveBT.G02(i[1],i[2],i[3],i[4],i[5])
elif i[0]==’G03’:
RobotMoveBT.G03(i[1],i[2],i[3],i[4],i[5])
elif i[0]==’apuntar ’:
RobotMoveBT.apuntar(i[1])
else:
pass
return
A.1.3 AppTFM.py
import math
import Tkinter as tk
import ttk
import turtle
import Draw
import RobotMoveBT
LARGE_FONT= ("Verdana", 12)
class TFM(tk.Tk):
def __init__(self , *args , ** kwargs):
tk.Tk.__init__(self , *args , ** kwargs)
tk.Tk.wm_title(self , "TFM Josep Marti")
container = tk.Frame(self)
container.pack(side="top", fill="both", expand = True)
container.grid_rowconfigure(0, weight=1)
container.grid_columnconfigure(0, weight=1)
self.frames = {}
for F in (StartPage , Inkscape , Manual):
frame = F(container , self)
self.frames[F] = frame
frame.grid(row=0, column=0, sticky="nsew")
self.show_frame(StartPage)
def show_frame(self , cont):
frame = self.frames[cont]
frame.tkraise ()
class StartPage(tk.Frame):
def __init__(self , parent , controller):
tk.Frame.__init__(self ,parent)
label = tk.Label(self , text="Com vols dibuixar?", font=LARGE_FONT)
label.pack(pady=10 ,padx=10)
button = ttk.Button(self , text="Importar archiu GCode creat per Inkscape",
command=lambda: controller.show_frame(Inkscape))
button.pack(pady=10,padx=10)
button2 = ttk.Button(self , text="Realitzar un dibuix pas a pas",
command=lambda: controller.show_frame(Manual))
button2.pack(pady=5,padx=5)
class Inkscape(tk.Frame):
def __init__(self , parent , controller):
nomfitxer=tk.StringVar(None)
tk.Frame.__init__(self , parent)
label = tk.Label(self , text="Importar archiu des de Inkscape", font=
LARGE_FONT).pack(pady=10,padx=10)
label2=tk.Label(self , text=’Nom del fitxer:’).pack()
fitxer=tk.Entry(self , textvariable=nomfitxer).pack(pady=10,padx=10)
button1 = ttk.Button(self , text="Dibuixar",command=lambda:Dibuixa(self)).
pack(pady=10,padx=10)
button2 = ttk.Button(self , text="Previsualitzar",command=lambda:Preview(self
)).pack(pady=10 ,padx=10)
button3 = ttk.Button(self , text="Tornar a l\’inici",command=lambda: back(
self)).pack(pady=10,padx=10)
canvas = tk.Canvas(self , width=500 , height=500)
canvas.pack(pady=10,padx=10)
turtle1 = turtle.RawTurtle(canvas)
turtle1.shape("turtle")
turtle1.setheading(90)
turtle1.radians ()
def Dibuixa(self):
nom=nomfitxer.get()
RobotMoveBT.GCode(nom)
def Preview(self):
nom=nomfitxer.get()
Draw.previsualitzaFitxer(turtle1 ,nom)
def back(self):
turtle1.reset()
turtle1.setheading(math.pi/2.0)
controller.show_frame(StartPage)
class Manual(tk.Frame):
def __init__(self , parent , controller):
tk.Frame.__init__(self , parent)
label0=tk.Label(self , text=’ ’).grid(row=0,column=0)
label = tk.Label(self , text="Pas a pas", font=LARGE_FONT).grid(row=1,
column=2)
label1=tk.Label(self , text=’ ’).grid(row=3,column=0)
ordre=tk.StringVar ()
ordre.set(None)
G00X=tk.DoubleVar ()
G00Y=tk.DoubleVar ()
G01X=tk.DoubleVar ()
G01Y=tk.DoubleVar ()
G02X=tk.DoubleVar ()
G02Y=tk.DoubleVar ()
G02I=tk.DoubleVar ()
G02J=tk.DoubleVar ()
G02A=tk.DoubleVar ()
G03X=tk.DoubleVar ()
G03Y=tk.DoubleVar ()
G03I=tk.DoubleVar ()
G03J=tk.DoubleVar ()
G03A=tk.DoubleVar ()
RA=tk.DoubleVar ()
checkBox2Graus=tk.BooleanVar ()
checkBox3Graus=tk.BooleanVar ()
checkBoxGraus=tk.BooleanVar ()
#G00
radioG=tk.Radiobutton(self , text=’Linia recta de posicionament (G00): ’,
value=’G00’, variable= ordre).grid(row=3
,column=0)
labelG00X=tk.Label(self , text=’X =’).grid(row=3,column=2)
entryG00X=tk.Entry(self , textvariable= G00X , width=8).grid(row=3,column=3)
labelG00Y=tk.Label(self , text=’Y =’).grid(row=3,column=5)
entryG00Y=tk.Entry(self , textvariable=G00Y , width=8).grid(row=3,column=6)
#G01
radioG=tk.Radiobutton(self ,text=’Linia recta (G01): ’, value=’G01’,
variable=ordre).grid(row=5,column=0)
labelG01X=tk.Label(self , text=’X =’).grid(row=5,column=2)
entryG01X=tk.Entry(self , textvariable=G01X , width=8).grid(row=5,column=3)
labelG01Y=tk.Label(self , text=’Y =’).grid(row=5,column=5)
entryG01Y=tk.Entry(self , textvariable=G01Y , width=8).grid(row=5,column=6)
#G02
radioG=tk.Radiobutton(self ,text=’Arc en sentit horari (G02): ’, value=’G02
’, variable=ordre).grid(row=7,column=0)
labelG02X=tk.Label(self , text=’X =’).grid(row=7,column=2)
entryG02X=tk.Entry(self , textvariable=G02X , width=8).grid(row=7,column=3)
labelG02Y=tk.Label(self , text=’Y =’).grid(row=7,column=5)
entryG02Y=tk.Entry(self , textvariable=G02Y , width=8).grid(row=7,column=6)
labelG02I=tk.Label(self , text=’I =’).grid(row=7,column=8)
entryG02I=tk.Entry(self , textvariable=G02I , width=8).grid(row=7,column=9)
labelG02J=tk.Label(self , text=’J =’).grid(row=7,column=11)
entryG02J=tk.Entry(self , textvariable=G02J , width=8).grid(row=7,column=12)
labelG02A=tk.Label(self , text=’Orientacio =’).grid(row=7,column=14)
entryG02A=tk.Entry(self , textvariable=G02A , width=8).grid(row=7,column=15)
#G03
radioG=tk.Radiobutton(self ,text=’Arc en sentit horari (G03): ’, value=’G03
’, variable=ordre).grid(row=9,column=0)
labelG03X=tk.Label(self , text=’X =’).grid(row=9,column=2)
entryG03X=tk.Entry(self , textvariable=G03X , width=8).grid(row=9,column=3)
labelG03Y=tk.Label(self , text=’Y =’).grid(row=9,column=5)
entryG03Y=tk.Entry(self , textvariable=G03Y , width=8).grid(row=9,column=6)
labelG03I=tk.Label(self , text=’I =’).grid(row=9,column=8)
entryG03I=tk.Entry(self , textvariable=G03I , width=8).grid(row=9,column=9)
labelG03J=tk.Label(self , text=’J =’).grid(row=9,column=11)
entryG03J=tk.Entry(self , textvariable=G03J , width=8).grid(row=9,column=12)
labelG03A=tk.Label(self , text=’Orientacio =’).grid(row=9,column=14)
entryG03A=tk.Entry(self , textvariable=G03A , width=8).grid(row=9,column=15)
#Rotacio
radioG=tk.Radiobutton(self ,text=’Rotacio: ’, value=’apuntar ’, variable=
ordre).grid(row=11 ,column=0)
labelRA=tk.Label(self , text=’Orientacio =’).grid(row=11,column=2)
entryRA=tk.Entry(self , textvariable=RA , width=8).grid(row=11,column=3)
checkBox1=tk.Checkbutton(self , variable=checkBoxGraus , text="Orientacio en
graus").grid(row=11 , column=5)
#Botons
buttonDibuixar=tk.Button(self , text=’Dibuixar ’, fg=’blue’, command=lambda:
Dibuixar(self)).grid(row=20,column=7)
buttonVeure=tk.Button(self , text=’Veure ’, fg=’blue’, command=lambda: Veure
(self)).grid(row=20 ,column=3)
buttonUndo=tk.Button(self , text=’Desfer ’, fg=’blue’, command=lambda: undo(
self)).grid(row=20,column=5)
buttonTorna=tk.Button(self , text=’Tornar a l\’inici ’, fg=’blue’, command=
lambda:back(self)).grid(row=20,column=9)
canvas = tk.Canvas(self , width=500 , height=500)
canvas.grid(row=25,column=1,columnspan=12)
turtle1 = turtle.RawTurtle(canvas)
turtle1.shape("turtle")
turtle1.setheading(90)
turtle1.radians ()
label1=tk.Label(self , text=’ ’).grid(row=11,column=5)
def Dibuixar(self):
Draw.dibuixaLlista ()
def Veure(self):
print ordre.get()
tria=ordre.get()
if tria == ’G00’:
x=G00X.get()
y=G00Y.get()
Draw.dibuixG00(turtle1 ,x,y)
elif tria == ’G01’:
x=G01X.get()
y=G01Y.get()
Draw.dibuixG01(turtle1 ,x,y)
elif tria == ’G02’:
x=G02X.get()
y=G02Y.get()
i=G02I.get()
j=G02J.get()
angle=G02A.get()
graus=checkBox1.get()
if graus == True:
angle= (angle*math.pi)/180
print (x, y, i , j, angle)
Draw.dibuixG02(turtle1 ,x,y,i,j,angle)
elif tria == ’G03’:
x=G03X.get()
y=G03Y.get()
i=G03I.get()
j=G03J.get()
angle=G03A.get()
graus=checkBox1.get()
if graus == True:
angle= (angle*math.pi)/180
Draw.dibuixG03(turtle1 ,x,y,i,j,angle)
elif tria == ’apuntar ’:
angle=RA.get()
graus=checkBox1.get()
if graus == True:
angle= (angle*math.pi)/180
else:
pass
Draw.dibuixapuntar(turtle1 ,angle)
else:
pass
def undo(self):
Draw.desfer(turtle1)
def back(self):
turtle1.reset()
turtle1.setheading(math.pi/2.0)
controller.show_frame(StartPage)
app = TFM()
app.mainloop ()
A.2 Arduino
A.2.1 Robot.ino
#inc lude <Acce lStepper . h>
#inc lude <Mult iStepper . h>
#inc lude <Servo . h>
#inc lude <So f twa r eS e r i a l . h>
So f twa r eS e r i a l b luetooth (10 ,11 ) ;
Servo b o l i ;
i n t up=0 ;
i n t down=50 ;
Acce lStepper RodaDreta (1 ,9 ,8 ) ;
Acce lStepper RodaEsquerra (1 ,13 ,12 ) ;
Mult iStepper Robot ;
i n t VelocitatMax=500 ;
long p o s i c i o [ 2 ] ;
i n t pasdreta=0 ; // p o s i c i o abso luta de l motor dret en pasos
i n t pasesquer ra=0 ; // p o s i c i o abso luta de l motor dret en pasos
i n t t ext [ 3 ] ;
i n t cnt=0 ;
boolean Rebut = f a l s e ;
void setup ( ) {
bluetooth . begin (9600 ) ;
pinMode (2 , OUTPUT) ; //microstepping o f f
pinMode (3 ,OUTPUT) ;
d i g i t a lWr i t e (2 ,HIGH) ;
d i g i t a lWr i t e (3 ,HIGH) ;
pinMode (4 , OUTPUT) ;
pinMode (5 ,OUTPUT) ;
d i g i t a lWr i t e (4 ,HIGH) ;
d i g i t a lWr i t e (5 ,HIGH) ;
b o l i . at tach (6 ) ;
b o l i . wr i t e (0 ) ;
Robot . addStepper (RodaDreta ) ;
Robot . addStepper ( RodaEsquerra ) ;
RodaDreta . setMaxSpeed ( VelocitatMax ) ;
RodaEsquerra . setMaxSpeed ( VelocitatMax ) ;
}
void loop ( ) {
ge tSe r i a lData ( ) ;
de lay (1 ) ;
processData ( ) ;
}
void ge tSe r i a lData ( ) {
i f ( b luetooth . a v a i l a b l e ( ) > 0 ) {
St r ing x = bluetooth . r eadSt r ing ( ) ;
S t r ing bu f f=”” ;
f o r ( i n t i=0 ; i<x . l ength ( ) ; i++){
St r ing ca r a c t e r=”” ;
c a r a c t e r=ca r a c t e r+x [ i ] ;
i f ( c a r a c t e r !=” , ” ) {
bu f f=bu f f+x [ i ] ;
}
e l s e {
i n t y=bu f f . t o In t ( ) ;
t ex t [ cnt ]=y ;
bu f f=”” ;
i f ( cnt<3 ) {
cnt+=1 ;
}
i f ( cnt==3 ) {
cnt=0 ;
}
}
}
Rebut=true ;
de lay (1 ) ;
}
}
void processData ( ) {
i f (Rebut==true ) {
i f ( t ex t [ 0]==0 and b o l i . read ( ) !=up) {
bo l i . wr i t e (up) ;
de lay (300 ) ;
}
e l s e i f ( t ex t [ 0]==1 and b o l i . read ( ) !=down) {
bo l i . wr i t e (down) ;
de lay (300 ) ;
}
po s i c i o [ 0]=− t ex t [ 1 ] ;
p o s i c i o [ 1 ]= text [ 2 ] ;
Robot .moveTo( p o s i c i o ) ;
Robot . runSpeedToPosit ion ( ) ;
b luetooth . p r i n t l n ( ”Ready” ) ;
Rebut=f a l s e ;
}
}
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Títol:
Número de dibuix:
ESCALA:1:2
A41/6
Xassís
Nom:
Josep Martí
Producto SOLIDWORKS Educational. Solo para uso en la enseñanza.
B.2 Guia del retolador
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Títol:
Número de dibuix:
ESCALA1:1
A42/6
Guia
Nom:
Josep Martí
Producto SOLIDWORKS Educational. Solo para uso en la enseñanza.
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Mecanisme 
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Nom:
Josep Martí
Producto SOLIDWORKS Educational. Solo para uso en la enseñanza.
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Títol:
Número de dibuix:
ESCALA 2:1
A44/6
Roda boja
Nom:
Josep Martí
Producto SOLIDWORKS Educational. Solo para uso en la enseñanza.
B.5 Roda motriu
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Títol:
Número de dibuix:
ESCALA 2:1
A45/6
Roda
Nom:
Josep Martí
Producto SOLIDWORKS Educational. Solo para uso en la enseñanza.
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Número de dibuix:
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A46/6
Tubs auxiliars
Nom:
Josep Martí
Producto SOLIDWORKS Educational. Solo para uso en la enseñanza.

