Abstract-In this paper, we introduce Time-Constrained Vehicle Routing Problem (TCVRP), a variation of the Vehicle Routing Problem (VRP) with time constraints. We formulate the problem as Integer Linear Programming with the two objectives: minimizing the number of agents used in routing, and minimizing the time spent in routing. We propose an efficient heuristic using a combination of A * Search and Ruin and Recreate algorithms to solve TCVRP Finally, We conduct an experimental evaluation of the proposed heuristic and provide the performance results.
I. INTRODUCTION
There is a substantial demand for the use of technology in various real-world applications that can facilitate various services provided by governmental agencies, industry, and small companies. Intelligent transportation is an important application that uses information technology to facilitate movements in both urban and rural road network [1] . However, intelligent transportation solutions are prone to several challenges that limit the overall performance of vehicle routing [2] . Such challenges can be tackled by designing new methodologies with minimum infra-structure modifications.
A prominent problem in intelligent transportation is the Vehicle Routing Problem (VRP), which is introduced to find a schedule to deliver gasoline with the minimum number of trucks and overall cost [3] . VRP has a set of predefined locations and a set of vehicles, which originate from a specific location and traverse all locations in optimal routes. There exist different variations of VRP in the literature, e.g. VRP with Time Window, Capacitated Vehicle Routing, and VRP with Multiple Delivery-men [4] . In general, VRP is an NPhard problem. Therefore, VRP and its variations are costly to solve optimally and heuristic approaches are used [5] .
This paper focuses on solving a variation of the VRP. In particular, we propose Time-Constrained Vehicle Routing Problem (TCVRP), which has two goals. The first goal is to find the minimal number of agents that serve all nodes located in different locations. The second goal is to find the shortest time path of each agent. We assume that agents are connected to cellular network that allow efficient communication with other agents as well as central dispatcher. We formulate the problem as an Integer Linear Programming and accordingly introduce an efficient heuristic that achieves both goals simultaneously. The proposed heuristic uses local search algorithm to find the shortest path for agents and a combined methodology of A * Search and Ruin and Recreate principle (R&R) to calculate the path with shortest time for each agent.
The rest of the paper is organized as follows. Section II presented the related work. Section III presents the system setup. In Section IV, we present the problem formulation and in Section V we describe the prpoposed heuristic. Section VI presents the performance results, while Section VII concludes the paper and presents the future work.
II. RELATED WORK
The standard VRP does not consider temporal consideration into account. However, in real-world scenarios, predefined locations have time requirements to follow. In particular, the vehicles have to route to the specified locations according to their time requirement while achieving other constraints [5] . The approach introduced in [5] is based on multi-objective approach, in which the goal is to accelerate the search for the original objective. VRP variants with temporal requirements are called Vehicle Routing Problem with Time Window (VRPTW). Similar to VRP, VRPTW belongs to the NP-hard class of problems. There are papers that extend VRPTW by considering multiple time windows, called VRPMTW. In VRPMTW, every location has multiple time windows for different services [6] . In [7] , authors introduce an algorithm that solves a multi objective vehicle routing problem with time window that is based on Genetic Algorithm called Fitness Aggregated Genetic Algorithm (FAGA). The problem is formulated as bi-objective model.
In the capacitated VRP, vehicles have limited capacities that subsequently affect the decision of routing. Authors in [8] introduce a collaborative strategy to help finding the optimal solution for capacitated vehicle routing problem with time window. Collaborative strategy is effective when the number of passengers in a station has exceeded the capacity of the servicing vehicles. The solution in such case is to let two vehicles collaborate to deliver the customers to their destination faster.
III. SYSTEM SETUP
We model the road network as a graph G = V, E, where V is set of nodes that are connected by a set of weighted edges E (roads). We assume that there are two types of the nodes:
Basic and Special nodes. The basic nodes N B = c 0 , c 1 , · · · , c n are active nodes, which have items that need to be collected. On the other hand, the special nodes N S = b 0 , b 1 is the set of source and destination nodes. Each route starts from a source node and ends at a destination node. Notice that the total nodes is the union of basic and special nodes. Basic nodes have two attributes: time window and load. The time window is the time interval during which an agent should collect the items, whereas load is the amount of items in this node. Let W ci denotes the load in nodes c i and t ci = [t The edges represent the roads that connect nodes, where each edge is weighted with travel time. Let T b1ci , c i ∈ N B , b 1 ∈ N S denotes to the travel time from node c i to end point b 1 . The benefit of travel time weight is to find the optimal path with shortest time starting from the source, passing through the scheduled nodes, and ending at the destination. Every agent (token) has to take the shortest path passing to all nodes scheduled to it.
Agents are the vehicles that pass through the nodes in the specified time window and its own time window. Agents take a trip from source to destination. It has four attributes: capacity, time window, ID, and routing schedule. Let M be the set of agents M = α 1 , α 2 , . . . , α p that are initially located in the source and are active to be routed. The agents have time window and capacity constraints. The notation
] denotes the time window interval for α k ∈ M , where t 
IV. PROBLEM FORMULATION
In order to formulate the problem, we make the following assumptions: 1) an agent only operates during its time window, 2) an agent has a limited capacity, 3) a node can be served only within the specified time window, 4) a node can be served by exactly one agent, 5) the load of each node is bounded, and 6) the total load of scheduled nodes is bounded by the agent capacity.
The problem models a multi agent network flow with time windows and capacity constraint. This model involves two types of variables: binary variables and continuous variables. The binary Variables are: 1) X α k cicj equals 1 if edge between c i and c j is used by agent α k (and 0, otherwise) , 2) X α k bicj equals 1 if edge between b f and c j is used by agent α k (and 0, otherwise), 3) γ α k equals 1 if agent α k is used, where α k ∈ M (and 0, otherwise), and 4) ζ α k ci equals 1 if node c i is served by agent α k (and 0, otherwise). The service at special nodes are always 1. Note that α k ∈ M, c i , c j ∈ N B , α k ∈ M ,and
On the other hand, the continuous variables are the following. The service time in c i , i.e., S ci , where service time is an amount of time in seconds. Notice the two special nodes b 1 and b 0 has no service time and S ci , and thus S b1 = S b0 = 0.
Another variables is
indicates that agent α k starts serving c j at the latest time of either starting time of c j window or arrival time of α k . The serving time of the following node should be maximum of the total time of routing time between the current node and the previous node, the serving time of the previous node, and the starting time window of the current node. R α k , α k ∈ M is the routing starting time for agent α k .
Accordingly, TCVRP can be formulated as follows.
Minimize
subject to
The objective function (1) minimizes the total routing time cost for agents, which calculates the summation of three parts: the total time of the edges between the nodes, the time of edges from source to destination, and the summation of service time spent in each node. Equation (2) States that each basic node is visited and served by an agent α k exactly once. In addition, Equation 2 guarantees that no other agents can pass by it again. Equation (3) and (4) ensure that each agent is used exactly once and that the flow conservation is satisfied at each node. Equation (5) assures the consistency of the starting service time and service duration of node c i , and the traveling time between c i and c j to start serving the node c j before its start serving time L α k cj . Equation (6) is to ensure that starting for Agent ∈ AGN T S do 8. assign Node to Agent 9. initialize array Agent + i + Schedule 30. add T otalT ime and T empT otalT ime in the second iteration serving time wihtin the time window of the node. Equation (7) is to ensure that routing time from source to destination is within the time window of the agent. Equation (8) is for the capacity constraint of the agent. Equation (9) is to ensure that routing starting time of agent is within its time window.
V. HEURISTIC APPROACH
Finding an optimal solution of VRP problems is infeasible [5] . Most of research papers such as [8] , [9] , [10] , [11] , and [12] find solutions that are suboptimal, which are called Heuristic solutions [12] . We propose a greedy heuristic, termed GreedyVRP, to minimize the number of agents that achieve minimum traveling time after serving all nodes. GreedyVRP is composed of two stages: the first stage is scheduling nodes to agents, and the second stage is finding the shortest time path for agents. Breifly, the heuristic starts with an equal number of nodes and agents. Each node is nominated to each agent using insertion construction algorithm. After that, the shortest time paths is calculated for each agent using a combination of A * Search and R&R algorithms. Finally, the node that has longest time path will be transferred into another agent that is closer to it using Local search method. The process is repeated until all nodes are served. GreedyVRP is listed Algorithm 1.
A. Insertion construction algorithm
The objective of the insertion algorithm is to generate a general schedule for all basic nodes to all agents. The heuristic starts with generating a schedule for each agent and assign a node to each agent. Thus, each agent will have a node in its schedule. When all nodes are scheduled, then the construction ends.
B. Local Search method
Local Search method is used to minimize the number of routes and decrease the total travel time by reducing number of active agents. In our proposed heuristic, moving nodes from a schedule to another depends on a number of operators: N (α k ) the number of nodes in an agent's schedule, Q (α k ) the capacity of an agent α k , and a counter i. The basic idea of local search is that a node, which has the largest routing time, can be transferred into the next lexicographic neighbor or the next lexicographic non-neighbor if the capacity of that neighbor's agent is enough to have it in its schedule. The algorithm is repeated until all nodes are served with the minimum number of agents and minimal traveling time.
C.
A * Search and R&R Algorithms A * Search algorithm is used to find the shortest path from one point to the related points in the road network graph. A * Search is combined with the Ruin and Recreate principle to get the best results. In simple words, Ruin and Recreate principle is suited for complex problems to help in making heuristics for optimal solutions. Combining these two methodologies help in achieving the heuristic goal, which is finding the optimal shortest time path for all available agents.
VI. PERFORMANCE EVALUATION
To implement and evaluat the proposed heuristic, a javabased open-source library called Jsprit is used. Jsprit is a library developed to solve many variants of VRPs [13] . Jsprit accepts the inputs in two ways: hard coding in Java language or by a XML file [13] .
Each service, i.e. node, in Jsprit, has an Identification number (ID), a service type, LocationId, Coordination, Capacitydemand, Duration, and Time window. Service type is one of three types: pickup, delivery, and shipment. LocationId is the identification of the service's location to guarantee that no other service is located in the same location. Coordination is the location of the service in the graph plot, which is generated randomly. Capacity-demand is the load that each service needs to be served. Duration is the amount of time a service being served. Finally, time window is period of time that has starting and ending time. Each service should have all information required to complete the program input.
The output of our heuristic can be in either a graph plot or tables of results in the console window. A graph plot displays the basic nodes as blue points, special nodes as red nodes and vehicle's routing as colored lines between nodes. In the following subsection, the experiment settings of the heuristic solution are described in details.
A. Changing number of nodes
In this experiemnt, the number of nodes is changed while fixing all other variables. Four experiments have been implemented with four different number of nodes to show the traveling time cost changes: 100, 50, 25, and 10 respectively. The number of nodes is set to 100 basic nodes located in unique locations that are chosen randomle, and two special locations for the source and destination nodes. Thus, 100 agents is created and located in the source node. Figure 1 depicts the cost during reducing number of agents in some picked iterations in the first experiment. The final result is 14 agents in 3571.0 seconds, which is the best found solution that. As depicted in Figure 2 , the x-axis is the number of nodes and y-axis is traveling time cost. It appears that the line goes up when the number of nodes increases as well as number of agents. It is clear that when the number the nodes increases, more agents is needed to serve all nodes in short time as well as more time is spent by the agents to serve all nodes. Figure  3 depicts the graph plot of nodes and roads. serve number of predefined nodes with time windows. The problem is formulated using Integer Linear Programming. The problem is time constrained and hence is hard to find an optimal solution. We propose a heuristic to find a nearoptimal solution, which is composed of three stages: insertion construction stage to insert the nodes into agents' schedules, combined A * Search and Ruin and Recreated algorithms to find the shortest time path for each agent, and Local search algorithm to move a node from a schedule to another. At the simulation results chapter, two case studies are introduced to show the effect of changing in number of nodes and nodes' duration on time cost and number of vehicles used in routing. The results shows that the more number of nodes, the more agents are used to serve all nodes as well as increasing in routing time. In addition, the less service duration the less number of agents are used.
For the future work, we plan to remove some of restrictions and assumptions rendering the problem to be more generic and thus matches real-world scenarios. For example, taking into consideration the agent's driver. Vehicle's energy can also limit the work and traveling areas. We will introduce more complex constrained and add some real world conditions to the car and road network such as vehicles' energy, moving and dynamic road construction areas, and dynamic time windows.
