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Povzetek 
V diplomski nalogi je predstavljen proces sodobnega spletnega razvoja izdelka s 
programskim ogrodjem Symfony. 
Delo je razdeljeno na tri večje sklope. V prvem sklopu se seznanimo z ogrodjem, s 
spletnimi tehnologijami in programskim jezikom, na katerem temelji Symfony. 
Predstavimo tudi orodja, ki so bila uporabljena za izdelavo testnega primera sodobne 
interaktivne spletne rešitve. 
V drugem sklopu je predstavljen interaktivni spletni portal, ki uporabnikom omogoča 
primerjavo cen različnih prodajalcev. Predstavimo tudi uporabniške scenarije, 
funkcionalnosti portala in komponente ogrodja ter knjižnice, s katerimi zastavljene 
funkcionalnosti realiziramo. 
Tretji del opisuje rešitve posameznih funkcionalnosti, ki smo jih izdelali z 
blogerskim, uporabniškim, kontaktnim, izdelčnim in iskalnim vtičnikom. Sledi opis 
procesov avtentikacije in avtorizacije, ki se odvijata znotraj ogrodja in spletnega 
primerjalnika cen, ter opis avtorizacijskih pravil.  
 
Ključne besede: PHP, Symfony, Composer, komponenta, kontroler, injiciranje 
odvisnosti, abstrakcija podatkovne baze, Bootstrap, vtičnik 
  
x Povzetek 
 
 
 xi 
Abstract 
The diploma thesis presents the process of modern web development using Symfony 
framework. 
The thesis is divided into three major parts. The first part briefly acquaints with the 
framework, web technologies and programing language on which the Symfony 
framework is based. The first part also presents the tools which were used to develop 
the test case of modern interactive web solution. 
The second part presents the test case of an interactive portal which allows users to 
compare prices of different vendors. Afterwards the user scenarios, portal 
functionality and framework components or libraries which we used to implement 
the desired functionality are presented. 
The third part describes the solutions of specific functionality, which were made with 
Blog, User, Contact, Product and Search bundles. Afterwards the process of 
authentication and authorization which takes place in the framework and on the price 
comparison portal is described. At the end authorization rules and conclusions of the 
thesis are described. 
 
Keywords: PHP, Symfony, Composer, Component, Controller, Dependency 
Injection, Database Abstraction Layer, Bootstrap, Bundle 
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1  Uvod 
V današnjem času si življenje brez informacijsko-telekomunikacijskih storitev težko 
predstavljamo. Takšni storitvi sta tudi povezano omrežje (internet) [1] in svetovni 
splet (www) [2], ki ju uporabljamo za branje spletnih časopisov, nakup izdelkov, 
izobraževanje, ogled video vsebin, poslušanje avdio posnetkov itd. Internet je od 
svojih prvih konceptov v 60. letih in prvega spletnega predloga standardizacije v letu 
1991 prerasel več kot tri milijarde uporabnikov [3], tako da danes redko srečamo 
osebo, ki te storitve ne uporablja. 
S porastom števila uporabnikov in njihovih pričakovanj izdelava spletnih vsebin 
postaja vedno zahtevnejša. Spletne strani so postale zelo kompleksni portali z 
dinamično vsebino, ki se sproti odziva na dejanja uporabnika in obenem ustreza 
njegovemu profilu. Obdelava podatkov tipično poteka na strežniški strani, od koder 
prek omrežja posredujemo zahtevano vsebino, poleg tega pa se je v zadnjih letih 
uveljavil tudi proces obdelave na strani uporabnika kar znotraj samega spletnega 
brskalnika. V vsakem primeru pa večina spletnih strani kombinira oba procesa, da bi 
dosegli optimalno uporabniško izkušnjo. 
V diplomskem delu je kot testni primer sodobne interaktivne spletne rešitve 
predstavljen portal za primerjavo cen izdelkov različnih ponudnikov, pri čemer 
aktualne podatke o izdelkih in ceni zagotavlja spletna skupnost. Osnovne 
funkcionalnosti portala obsegajo: 
 registracijo spletnega uporabnika, 
 preverjanje pristnosti in pravic spletnega uporabnika, 
 ustrezno strukturirano bazo podatkov, 
 izdelavo, validacijo in postopek za vnos podatkov v spletni portal, 
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 obdelavo podatkov in distribucijo relevantnih informacij, 
 prikaz podatkov z vgrajenim iskalnikom na spletnem mestu, 
 večjezično implementacijo spletnega mesta. 
Za izvedbo tovrstnih rešitev so danes na voljo številni programski jeziki, ki nam 
omogočajo obdelavo podatkov, ki prihajajo od uporabnika, ter dinamičen odziv na 
zahteve uporabnika. Programske rešitve na spletu delimo na strežniške in 
odjemalske. Na strežniški strani se je skozi leta uveljavilo veliko programskih 
jezikov, kot so orodja za osebno spletno stran PHP (angl. Hypertext Preprocessor, 
izvirno pa Personal Home Page Tools), ki jih uporablja več kot 80 % spletnih mest 
[4].  Statistično jim sledi strežniško ogrodje ASP.NET (angl. Server-Side Web 
Application Framework), ki nadomešča aktivne strežniške strani ASP (angl. Active 
Server Pages), Java, ki je svoje ime dobilo po kavi in njeni priljubljenosti med 
ustvarjalci jezika, in mnogi drugi, ki se jih v tej diplomski nalogi ne bomo dotaknili. 
Na strani odjemalca lahko listo jezikov [5] strnemo v samo en jezik, imenovan 
JavaScript, saj v današnjem času nadomešča vse ostale jezike, ki so se pojavili na 
tem področju. 
V gospodarskem sektorju se programerji srečujejo s spletnimi projekti, ki zahtevajo 
hitro, robustno in fleksibilno rešitev. Zaradi teh izzivov so se pojavila ogrodja, ki 
odpravijo veliko ponavljajočih se procesov (pisanje obrazcev, upravljanje 
podatkovne baze, upravljanje zahtev) in omogočijo abstraktno rešitev, odporno na 
spremembe. Ogrodja ponujajo strukturirano kodo, ta pa razvijalca spodbuja k pisanju 
boljše, bolj čitljive in vzdržljive kode, ki je razumljiva vsakemu članu tima. Ogrodja 
nam ponujajo mnoge knjižnice in tudi avtomatizirani varnostni sloj, ki skrbi za 
filtriranje uporabniških vnosov. Tako smo zavarovani pred podatkovnimi 
poizvedbenimi injekcijami in pred križnim izvajanjem skriptnih napadov XSS (angl. 
Cross-Site Scripting). Navsezadnje ogrodje poenostavi programiranje, saj nam 
zapakira kompleksne operacije v preproste funkcijske ukaze. 
V delu smo v ta namen uporabili ogrodje Symfony. To je odprtokodno porazdeljeno 
ogrodje za programiranje v jeziku PHP, ki temelji na komponentnem sistemu 
odprtokodnih knjižnic, kot so [6]: 
 HttpFoundation – ustvari objektno orientiran sloj za specifikacijo HTTP, 
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 Forms – ponudi razrede za ustvarjanje, procesiranje spletnih obrazcev, 
 Routing – mapira zahteve HTTP kompletu konfiguriranih spremenljivk, 
 Validator – ponudi orodja za preverjanje razredov, 
 Translation – ponudi orodje za večjezičnost spletnega mesta, 
 Filesystem – orodje, s katerim upravljamo datotečni sistem, 
 DomCrawler – olajša dom navigacijo za dokumente HTML in XML 
 ter mnogo drugih knjižnic.  
Izbrani primer spletnega primerjalnika cen je predstavljal dovolj kompleksen izziv, 
da smo se poglobljeno seznanili z metodami dela v okolju Symfony. Uporaba 
ogrodja na realnem problemu s konkretnimi cilji je optimalna pot za spoznavanje 
prednosti in šibkosti ogrodja. 
Ogrodje je združljivo tudi s knjižnicami (PHPUnit, Doctrine, SwiftMailer, Monolog 
itd.), ki niso pod okriljem ogrodja Symfony, a so s pomočjo upravitelja odvisnosti 
Composer naložene znotraj ogrodja. Od omenjenih knjižnic smo v spletnem 
primerjalniku uporabili knjižnici Doctrine, ki nam nudi abstrakcijo poizvedb na 
podatkovno bazo, ter knjižnico SwiftMailer, ki je bila uporabljena za pošiljanje 
spletne pošte. 
Ogrodje Symfony ob svojem komponentnem sistemu vpelje tudi arhitekturni vtični 
(angl. Bundle) sistem, ki razvijalcem omogoči, da izdelajo vtičnike, ki jih v 
naslednjih projektih lahko znova uporabijo. Vtični razvoj je postal tako priljubljen, 
da se je ustvarila spletna skupnost, kjer lahko najdemo ogromno odprtokodnih 
vtičnikov, ki z ogrodjem Symfony pokrivajo določene funkcionalnosti v razvoju. 
Eden od izzivov diplomskega dela je bila tudi implementacija vtičnika 
FOSUserBundle [7], ki skrbi za registracijo uporabnika, in njegova prilagoditev za 
potrebe primerjalnika cen. 
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2  Tehnologije in ogrodja 
Svetovni splet deluje po principu globalnega omrežja, v katerega so povezani 
strežniki in uporabniki. Za ogled neke določene spletne vsebine je najprej treba v 
spletni brskalnik vnesti enolični krajevnik vira URL, (angl. Uniform Resource 
Locator) [8], ki je pravzaprav naslov nekega spletnega mesta. Spletni brskalnik nato 
izvede serijo komunikacijskih sporočil, s katerimi pridobi in nato prikaže vsebino 
spletne strani. Primer tega procesa lahko vidimo na sliki 2.1, kjer so odjemalci 
računalniki. Odjemalec je torej lahko vsaka elektronska naprava, ki ima dostop do 
interneta (računalnik, telefon, tablica, naprava »set-top«, televizija itd.). 
 
Slika 2.1:  Primer delovanja svetovnega spleta 
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2.1  Prenosni protokol 
Vsaka komunikacija na spletu se začne z zahtevo. Zahteva je tekstno sporočilo, ki je 
ustvarjeno z odjemalcem (npr. spletnim brskalnikom, mobilnim aparatom, aplikacijo 
itd.) v posebnem formatu HTTP, ki ga definira protokol HTTP (angl. HyperText 
Transfer Protocol) [9]. Spletni strežnik, ki posluša zahteve, jih sprejme, interpretira 
in odgovori z odgovorom HTTP. Primer zahteve  HTTP in odgovora je prikazan na 
sliki 2.2. 
 
Slika 2.2:  Primer HTTP-zahteve in HTTP-odgovora 
V prvi vrstici vidimo metodo zahteve HTTP, v drugi vrstici pa spletni naslov 
oziroma URL, ki pove, na katero spletno mestu bo zahteva izvedena. Odgovor HTTP 
je generiran na spletnem strežniku, ki vsebino odgovora za dinamične zahteve 
pridobi iz ločenih programskih datotek in baze podatkov DBMS (angl. Database 
Management System), za statične zahteve pa iz datotečnega sistema. Pridobljeni 
podatki so na spletnem strežniku nato obdelani in odjemalcu posredovani v obliki 
odgovora HTTP, ki vsebino spletne strani nosi v označevalnem jeziku (HTML) [10]. 
Pridobljeno vsebino HTML spletni brskalnik nato interpretira in prikaže na zaslonu 
naprave. 
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2.2  Spletni strežnik 
Kot smo že omenili, je odgovor HTTP generiran na spletnem strežniku, ki ima 
pravzaprav dva pomena. Spletni strežnik je računalnik oziroma strojna oprema, lahko 
pa je tudi programska oprema, ki teče v ozadju operacijskega sistema in ponuja 
storitve aplikacijam oziroma odjemalcem, ki se na njega povezujejo. V odgovoru 
HTTP na sliki 2.2 v tretji vrstici vidimo, da je odgovor spletnega strežnika generiran 
na programski opremi Lighttpd. Najbolj priljubljen spletni strežnik je Apache, ki ga 
uporablja več kot 50 % aktivnih spletnih strani [11] in je bil uporabljen tudi za 
spletni strežnik primerjalnika cen. 
Spletni strežnik Apache je bil najprej razvit za delovanje na operacijskem sistemu 
Linux/Unix, kasneje pa prilagojen tudi za delovanje na operacijskih sistemih 
Windows in Mac. Apache je vzdrževan in razvit pod okriljem fundacije Apache 
Software, ki je odprta skupnost razvijalcev. Svojo priljubljenost je programska 
oprema pridobila zaradi svoje odprte licence, ki omogoča brezplačno uporabo in 
redistribucijo ter vpogled v programske kode in njihovo spreminjanje. Apache je 
primeren za majhne ali ogromne spletne strani, ki jih obiščejo milijoni obiskovalcev 
na mesec. 
Omenjene storitve, ki jih Apache ponuja prek različnih vrat in protokolov, so: 
 protokol HTTP prek vrat 80; 
 preprost protokol za prenos elektronske pošte SMTP (angl. Simple Mail Transfer 
Protocol) prek vrat 25; 
 sistem domenskih imen DNS (angl. Domain Name System/Service/Server) prek 
vrat 53; 
 protokol za prenos datotek FTP (angl. File Transfer Protocol) prek vrat 21. 
V diplomskem delu smo uporabljali protokol HTTP, ki poteka na številki vrat 80 in 
je temelj, na katerem poteka podatkovna komunikacija svetovnega spleta. Spletno 
pošto pa smo pošiljali neposredno iz ogrodja PHP prek Googlovega strežnika SMTP. 
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2.3  Strežniški jezik PHP 
Za dinamične zahteve Apache najprej izvede program, ki procesira zahtevano 
datoteko in njen odgovor vrne znotraj odgovora HTTP. V diplomskem delu smo za 
ta namen uporabili programski jezik PHP, ki je nastal leta 1995 [12]. Napisal ga je 
dansko-kanadski programer Rasmus Lerdorf, da bi zamenjal skripte, napisane v 
jeziku Perl, ki jih je uporabljal za upravljanje svoje spletne strani. Jezik je bil 
zasnovan kot skriptni jezik, a je zaradi svoje priljubljenosti prerasel v programski 
jezik, ki je predmetno usmerjen. 
Dagfinn Reiersal, Marcus Baker in Chris Shiflett priljubljenost jezika PHP 
pripisujejo naslednjim razlogom [13]: 
 pragmatični naravnanosti, 
 preprosti uporabi in namestitvi, 
 varnostnim lastnostim, 
 PHP spodbuja standarde v aplikacijskem razvoju, 
 PHP spodbuja uporabo sodobnih načel in vzorcev, 
 omogoča povezavo na MySQL in ostale podatkovne baze, 
 deluje v večslojni arhitekturi. 
Pred pojavom predmetno usmerjenega programiranja se je programiralo 
postopkovno. Postopkovno programiranje je zahtevalo pisanje zelo zapletene in 
močno medsebojno odvisne kode. Le majhna sprememba v delu kode je imela vpliv 
na celoten proces aplikacije. 
Smisel predmetno usmerjenega programiranja je v združevanju kode in podatkov v 
logične enote, imenovane razredi (angl. Class). Cilj tega združevanja kode in 
podatkov je v razdelitvi aplikacije na ločene enote, katerih notranjost spreminjamo, 
ne da bi se spremenil njihov vmesnik za zunanji svet in potek procesa aplikacije. 
Razredi nam hkrati pomagajo pri organizaciji in čitljivosti kode, saj so objekti v naši 
aplikaciji samostalniki in metode znotraj objekta glagoli. Za razumevanja procesa 
aplikacije se mora bralec osredotočiti le na objekte in metode. Sama implementacija 
metode je za bralca nezanimiva, saj ga zanima rezultat metode in ne njen način 
izvedbe [14]. 
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Glavni koncepti v predmetno usmerjenem programskem jeziku so: 
 razred: načrt, ki opisuje definicijo predmeta ali objekta, definira lastnosti in 
obnašanje; 
 objekt: primerek oziroma instanca razreda; 
 metoda: sposobnost, ki jo ima objekt realizirano kot funkcijo; 
 lastnosti: podatki, ki jih objekt nosi realizirani kot spremenljivke, 
 enkapsulacija: skrivanje podrobnosti, realizirano z modifikatorji dostopa, 
imenskim prostorom; 
 dedovanje: omogoča izpeljevanje razredov; 
 polimorfizem: sposobnost uporabe iste metode v več namenov; 
 abstrahiranje: predstavitev podatkov, v katerih so skrite podrobnosti izvajanja. 
Programski jezik PHP lahko uporabljamo na vseh uveljavljenih operacijskih 
sistemih, kot so Linux, Windows, Unix in MacOs. Jezik omogoča izjemno 
fleksibilnost, saj nismo omejeni na izpis tekstualnih dokumentov ali dokumentov 
HTML. PHP ima vgrajeno podporo za ustvarjanje datotek PDF in slik GIF, JPEG in 
PNG ter nam v povezavi s podatkovno bazo MySQL ponuja odlično rešitev za 
izgradnjo spletnega portala. 
2.4  Relacijska podatkovna baza MySQL 
Podatkovne baze so eden izmed ključnih členov v današnji informacijski tehnologiji. 
Vsebina spletnih portalov je generirana iz podatkovnih baz, a je pred prikazom 
obdelana s programskimi jeziki. Podatkovne baze so kolekcije podatkov, ki so med 
seboj tipično povezani. Skozi leta razvoja podatkovnih baz so se uveljavili različni 
modeli, s katerimi shranjujemo podatke. Tipično implementirani modeli za 
shranjevanje podatkov so drevesni, mrežni in relacijski model. 
Drevesni model predstavlja preprosto strukturo, v kateri so posamezni zapisi 
organizirani v obliki družinskega drevesa (angl. Parent-Child). Eno izmed najbolj 
priljubljenih implementacij drevesnega modela lahko najdemo v informacijskem 
upravljalnem sistemu IMS (angl. Information Management System) podjetja IBM, ki 
je bil vpeljan v šestdesetih letih 20. stoletja.  
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V sedemdesetih letih se je pojavil mrežni model, ki je odpravljal omejitve 
drevesnega modela. Mrežni model temelji na drevesnem modelu, vendar ga je 
izboljšal tako, da omogoča zapisom pripadnost večjemu številu drevesnih struktur. 
Posamezni zapis tako najdemo prek različnih drevesnih struktur.  
Z evolucijo podatkovnih baz se je konec sedemdesetih pojavil danes najbolj 
uveljavljen relacijski podatkovni model. Njegova struktura temelji na relaciji 
posameznih zapisov in se uporabniku kaže kot množica tabel. Primer takšnih tabel 
vidimo na sliki 2.3. Vsaka tabela ima čelno vrstico, ki jo imenujemo relacijska 
shema, in podatkovne vrstice, ki jih imenujemo relacija. Vsebina relacijskih tabel je 
uporabniku dostopna s pomočjo relacijskega jezika, ki temelji na relacijski algebri ali 
relacijskem računu. 
Relacijska podatkovna baza, ki je bila uporabljena za shrambo podatkov spletnega 
primerjalnika cen, je MySQL. Glavna prednost omenjene podatkovne baze je v njeni 
odprtokodni licenci, ki nam omogoča modifikacijo njene strukture in kode. Poleg 
omenjene prednosti ima podatkovna baza naslednje značilnosti: 
 skalibilnost: lahko upravlja veliko bazo podatkov, kar so dokazala podjetja 
Yahoo, Cisco, Google, Facebook; 
 prenosljivost: MySQL lahko uporabljamo na različnih operacijskih sistemih, 
kot so Windows. Linux, Unix, MacOS; 
 povezljivost: podpira protokol in programski vmesnik TCP/IP, s katerim 
lahko dostopamo do baze iz aplikacij, napisanih v jeziku C, C++, Perl, PHP, 
Java in Python; 
 varnost: baza uporablja sistem gostitelj-uporabnik, kjer lahko nadziramo, kdo 
dostopa do določenih podatkov in kakšen nivo dostopa ima uporabnik; 
 hitrost: baza je bila razvita z namenom, da se omogočijo hitre poizvedbe in 
zapisi, tako da je primerljiva z ostalimi komercialnimi rešitvami, kot sta 
Microsoft SQL in Oracle; 
 preprostost: baza MySQL je preprosta za namestitev in uporabo, uporabnik 
lahko izvede njeno namestitev v nekaj minutah po prenosu datotek. 
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Slika 2.3:  Primer relacijskih tabel [15] 
Kot je moč videti, MySQL ponuja hitro, robustno in stabilno rešitev za shranjevanje 
podatkov. Ob preprosti uporabi nam nudi tudi fleksibilnost in brezplačno uporabo 
[16]. 
2.5  Jezik za označevanje nadbesedila 
Tipični odgovor procesirane datoteke PHP je spletni dokument, ki je definiran v 
jeziku HTML in ga lahko vidimo na sliki 2.4. Poleg vsebine dokumenta s HTML 
definiramo tudi strukturo in semantični pomen delov dokumenta. 
 
Slika 2.4:  Primer dokumenta HTML5  
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Tako svetovni splet kod tudi HTML sta bili zamisli Tima Berners-Leeja. V letu 1991 
je napisal dokument z imenom HTML tags, v katerem je predlagal dva ducata 
elementov, ki bi se lahko uporabili za opis spletnih strani. Prve različice HTML1 
nismo imeli nikoli, saj je prvo uradno specifikacijo HTML2.0 izdala organizacija 
Internet Engineering Task Force (IETF). Poznejše različice je izdala organizacija 
World Wide Web Consortium (W3C). Zadnjo različico HTML5 pa sta izdala W3C 
in Web Hypertext Application Technology Working Group (WHATWG), ki je 
nastala po sporu znotraj organizacije W3C v letu 2004. V organizaciji W3C so želeli 
po standardu XHTML1 vpeljati standard XHTML2, ki ne bi bil kompatibilen z 
obstoječo spletno vsebino in tudi ne s prejšnjimi standardi HTML. 
Na področju definicije spletnega standarda imajo najmočnejši vpliv brskalnik in 
razvijalci. Če razvijalci ne želijo uporabiti definiranega standarda ali pa ga spletni 
brskalnik ne želi implementirati, je takšen standard brezpredmeten. Čas je tehtnico 
premaknil v smer organizacije WHATWG, ki je zasnovala standard HTML5, W3C 
pa ga je nato prevzela. Obe organizaciji sta se v letu 2006 znova združili zaradi 
razvoja standarda HTML5 in tako ustvarili do sedaj najdaljšo različico specifikacije 
HTML [17]. 
2.6  Kaskadne stilske podloge 
Kaskadne stilske podloge (CSS) skrbijo za predstavitev spletnih strani in so 
predstavljene v obliki prostega slogovnega jezika. Z njimi definiramo, kako naj se na 
spletni strani prikažejo elementi HTML oz. XHTML. Določamo lahko različne 
atribute, kot so velikost, odmik, poravnava, obroba, pozicija, prav tako pa lahko 
nadziramo aktivnosti, ki jih uporabnik izvaja nad elementi strani (npr. prekritje 
elementa s kazalcem miške, povezave z miško). Podloge so bile razvite z namenom 
konsistentnega načina podajanja informacij o stilu spletnih dokumentov. 
Bistvo uporabe CSS je predvsem v ločitvi strukture spletne strani, ki jo podaja 
HTML skupaj z vsebino, od njene predstavitve. S tem omogočimo lažje urejanje in 
dodajanje stilov ter poskrbimo za večjo preglednost dokumentov. S CSS zmanjšamo 
ponavljanja kode, saj omogočimo množici strani uporabo istih podlog, kar bistveno 
zmanjša velikost spletnega portala. 
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Slika 2.5:  Splošen zapis deklaracijskega bloka 
Temeljni koncept sintakse CSS vidimo na sliki 2.5. V telesu deklaracijskega bloka 
med zavitima oklepajema je zapisana lastnost, ki ji sledi dvopičje, za njo pa vrednost, 
ki definira dani atribut. Posamezna lastnost ima lahko tudi več atributov, a jih na 
koncu zaključi podpičje. 
Selektor določa element, na katerega se stilska pravila nanašajo. Ta je lahko določen 
glede na elemente HTML določenega tipa (header, footer, menu itd.) ali pa glede na 
njihov atribut (id, class). Psevdorazred predstavlja način identifikacije elementov v 
odvisnosti od uporabnikovih aktivnosti, psevdoelement pa okoliščine, v katerih se 
element nahaja.  
Psevdorazred in psevdoelement se vedno začneta s podpičjem in sta zapisana za 
selektorjem. Primer psevdorazreda je prekritje elementa z miško, kar mu določa 
stanje :hover. Primer psevdoelementa pa je :first-line, ki naslavlja prvo vrsto v 
večvrstičnem besedilu. Ta vrstica je tako drugače klasificirana in bo prevzela 
predpisan stilski blok [18]. 
2.7  Ogrodje Bootstrap  
Polega ogrodja Symfony je pri izdelavi primerjalnika cen uporabljeno tudi ogrodje 
Bootstrap. Bootstrap je zbirka orodij, ki se uporabljajo za izdelavo dokumentov 
HTML. Ogrodje vsebuje oblikovne podloge HTML in CSS za tipografijo, spletne 
obrazce, gumbe, navigacijo in druge elemente spletnega vmesnika. Bootstrap sodi v 
skupino ogrodij »front-end«, ki poskrbijo za prijazno uporabniško izkušnjo. Cilj 
ogrodja je olajšati razvoj dinamičnih spletni strani in spletnih aplikacij. 
Ogrodje je bilo originalno imenovano Twitter Blueprint in nakazuje, da ga je razvilo 
podjetje Twitter oziroma Mark Otto in Jacob Thornton. Pred Bootstrapom so bile v 
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podjetju uporabljene različne knjižnice za razvoj vmesnika, kar je privedlo do 
nedoslednosti in visokega bremena vzdrževanja. 
Twitter je ogrodje objavil kot odprtokodni projekt 19. avgusta 2011, a je nekaj 
mesecev zatem najavil Bootstrap 2, ki je osnovan na 12-stolpni predstavitvi 
spletnega vmesnika in elementov, ki se odzivajo na velikost spletnega brskalnika. 
Bootstrap 3 je bil najavljen 19. avgusta 2013, in sicer s pristopom »mobile-first«, kar 
pomeni, da je bil videz spletne strani najprej izdelan za mobilne naprave. Poleg 
pristopa »mobile-first« je tretja različica ogrodja prinesla tudi »flat-design«, kar 
pomeni, da so predstavitveni elementi prikazani z minimalističnimi oblikami. 
Bootstap je najbolj priljubljeno »front-end« ogrodje pri izdelavi spletnih strani, svojo 
priljubljenost pa lahko prepiše svoji odprti licenci ter podpori vseh glavnih spletnih 
brskalnikov (Google Chrome, Firefox, Internet Explorer, Opera in Safari) [19]. 
2.8  Orodje Composer 
Odprtokodne knjižnice so temeljni bloki današnjih aplikacij in ogrodij. Najbolj 
priljubljene knjižnice so zaradi svojega števila aktivnih oseb, ki prispevajo kodo 
knjižnice, postale »de facto« standard. Ena izmed teh knjižnic je tudi knjižnica 
Symfony HttpFoundation, ki jo lahko najdemo v ogrodju PHP Laravel, ogrodju PPI, 
platformi Drupal, platformi Shopware itd. [20]. 
V aplikacije PHP vključimo knjižnice, ker opravljajo specifično nalogo, s katero se v 
projektu srečamo. V preteklosti smo knjižnice v projekte vključevali tako, da smo jih 
kopirali znotraj projekta ter jih na zelo boleč način vključili znotraj samega 
programa. Pojavljale so se težave z nalaganjem razredov in odvisnostjo njihovih 
razredov od tretjih knjižnic ter konflikti s preostalimi knjižnicami v projektu. Ob 
razvoju programov znotraj tima pa so se pojavile težave z različicami, ker razvijalci 
niso uporabljali isto različico knjižnice. 
Vse navedene težave odpravlja upravitelj knjižnic Composer, ki je ukazno orodje, s 
katerim naložimo knjižnice, in jih v program vključimo s PHP »de facto« standardi 
PSR-0 in PSR-4 [21]. Composer avtomatizira proces vključevanja knjižnic tako, da v 
ukaznem orodju s pomočjo skladišča Packagist izvor knjižnice prenese v aplikacijo 
znotraj direktorija vendor. Za svoje delovanje orodje zahteva, da je vsaka knjižnica 
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definirana z datoteko composer.json, ki jo vidimo na sliki 2.6, njen spletni izvor in 
opis pa sta registrirana v skladišču Packagist. 
 
Slika 2.6:  Definicija knjižnice Monolog znotraj datoteke composer.json  
Na sliki 2.7 vidimo primer datoteke composer.json, ki jo postavimo znotraj projekta. 
V tej datoteki smo definirali, da želimo v aplikacijo vključiti knjižnico Monolog, in 
sicer različico 1.0.0. Composer ob zagonu interpretira datoteko composer.json. Iz 
spletnega skladišča Packagist prebere informacije knjižnice Monogol, ki kaže na svoj 
izvor v spletnem skladišču GitHub. 
 
Slika 2.7:  Osnovni primer datoteke composer.json  
Ko Composer omenjeno knjižnico z GitHuba naloži v instalacijski direktorij vendor, 
se interpretira tudi datoteka naložene knjižnice composer.json, saj je tudi ta knjižnica 
lahko odvisna od druge knjižnice, ki je nato z enakim procesom prenešena v projekt. 
Z opisanim dvostopenjskim procesom reševanja odvisnosti Composer naloži vse 
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potrebne knjižnice ter jih avtomatsko naloži v projekt tako, da jih izpostavi prek 
datoteke autoload.php, ki jo preprosto vključimo v kodo svojega projekta. 
2.9  Ogrodje Symfony  
Začetki ogrodja Symfony segajo v leto 2004, ko je Fabian Potencer začel delati na 
ogrodju Sensio, ki ga je izdelal, da bi podjetje Sensio lahko hitreje in kakovostneje 
izdelovalo spletne strani [22]. Nekaj mesecev pozneje se je avtor odločil, da svoje 
ogrodje objavi kot odprtokodno ogrodje. Leta 2005 je objavil spletno stran symfony-
project.com, ki je domača stran prve različice ogrodja Symfony. 
Ogrodje Symfony [23] je svojo prvo uradno izdajo doživelo januarja 2007 z različico 
1.0. Po različici 1.0 so sledile nadaljnje različice. Zadnja različica 1.4 prvega ogrodja 
je bila objavljena novembra 2009. Druga različica ogrodja Symfony je v celoti 
prenovljena in prilagojena za verzijo PHP 5.3, ki je imenski prostor prenesla v 
programski jezik. Ogrodje Symfony je eno izmed prvih ogrodij, ki je moderniziralo 
svojo programsko arhitekturo z imenskim prostorom. 
Druga različica ogrodja je prinesla številne nove koncepte v razvoju spletnih 
aplikacij, prav tako se je spremenila struktura ogrodja. Na sliki 2.8 lahko vidimo 
razliko direktorijske strukture v Symfony 1.4 in Symfony 2. 
 
Slika 2.8:  Direktorijska struktura v Symfony 1.4 in Symfony 2 
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Prvi aplikacijski direktorij znotraj projekta Symfony služi kot predpomnilnik, ki ga 
najdemo znotraj direktorija cache. Konfiguracijo aplikacije najdemo znotraj 
direktorija config, zabeležbo aplikacije najdemo znotraj direktorija logs in predloge 
videza znotraj direktorija resources. V direktoriju bin lahko najdemo izvršljive 
ukazne datoteke, glavno programsko kodo projekta oziroma aplikacije pa najdemo 
znotraj direktorija src. Direktorij vendor služi za knjižnice, ki so v projektu 
uporabljene, zadnji direktorij web s slike 2.8 pa služi kot spletni koren, kamor 
strežnik pošlje vse dinamične zahteve na datoteko app.php. Znotraj tega direktorija 
najdemo tudi vse statične datoteke (kaskadne stilske podloge, JavaScript, medijske 
datoteke itd.), ki služijo za prikaz spletnega mesta. 
Vstopna datoteka aplikacije app.php je procesirana s programom PHP. Ob zagonu so 
ji posredovane informacije zahteve HTTP. Datoteka služi kot vstopni krmilnik (angl. 
Front Controller), ki na podlagi posredovanih informacij prek jedra ogrodja (angl. 
AppKernel) in usmerjevalnega razreda (angl. Routing) interpretira, katero funkcijo je 
treba izvesti. V ogrodju Symfony te funkcije imenujemo krmilne akcije (angl. 
Controller Actions). Ko je pravilna krmilna akcija izvršena, nam ustrezna koda vrne 
ustrezni odgovor (angl. Response) na objekt. Ta objekt nato procesira ogrodje, ki 
nam vrne ustrezni odgovor HTML, ta pa je posredovan nazaj k strežniku Apache. 
Strežnik Apache ta odgovor nato zapakira v odgovor HTTP in ga posreduje 
odjemalcu. Omenjeni proces znotraj aplikacije Symfony lahko vidimo na sliki 2.9. 
 
Slika 2.9:  Aplikacijski proces ogrodja Symfony [24] 
V ogrodju Symfony so krmilniki običajno razredi PHP, katerih imena so pripeta z 
besedo Controller. Metode znotraj krmilnega razreda so imenovane akcije in so 
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tipično asociirane z zahtevanim naslovom URL. Na sliki 2.9 lahko vidimo, da je 
spletna stran blog asociirana z akcijo blogAction. 
Usmerjevalni razred v aplikaciji Symfony je konfiguriran s konfiguracijskimi 
usmerjevalnimi datotekami. Konfiguracijske datoteke definirajo, katera spletna pot 
pripada kateri krmilni akciji. Takšen sistem omogoča popolno fleksibilnost, saj lahko 
v poljubnem trenutku zamenjamo spletno pot, ne da bi morali spremeniti 
implementacijo krmilne akcije. 
Vtični sistem, ki smo ga omenili znotraj uvoda, je programski koncept, na katerem so 
zgrajene aplikacije z ogrodjem Symfony. Vsa koda, ki jo je spisal razvijalec, je 
organizirana v posameznih vtičnikih. V ogrodju predstavlja vtičnik posamezni set 
datotek (datotek PHP, medijske datoteke, kaskadne stilske podloge, JavaScript), ki 
pokriva določeno funkcionalnost aplikacije (npr. blog, forum). Vtičniki so preprosti 
sklopi kode, ki jih lahko delimo med razvijalce in jih prenašamo v druge projekte. 
Tipično strukturo vtičnika lahko vidimo na sliki 2.10. in ga v projektu Symfony 
lahko najdemo znotraj direktorija src na slike 2.8. 
 
Slika 2.10:  Struktura vtičnika demo  
Vsak vtičnik se nahaja znotraj svojega imenskega prostora, ki unikatno predstavlja 
določen vtičnik. Znotraj samega vtičnika najdemo direktorij Controller, kjer se 
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nahajajo krmilni razredi vtičnika. Znotraj direktorija Resources najdemo 
konfiguracijske datoteke, vizualne predloge, prevajalske datoteke, dokumentacijske 
datoteke in javni (angl. Public) direktorij, ki služi za javne datoteke vtičnika, kot so: 
medijske datoteke, kaskadne stilske podloge in JavaSript. Direktorija Test in 
DependencyInjection služita za testiranje enot in konfiguracijo servisov, ki jih 
vtičnik uporablja. Če želimo, da je vtičnik neodvisen od projektne konfiguracije, 
potem se vtičniku servisi naložijo znotraj omenjenega direktorija s pomočjo 
konfiguracijske datoteke services.yml.  Kot smo že povedali, se vse javno dostopne 
datoteke nahajajo znotraj spletnega (web) direktorija. Tako so datoteke, ki se 
nahajajo znotraj vtičnikovega public direktorija ob namestitvi aplikacije kopirane v 
direktorij Bundles znotraj direktorija Web. 
Poleg novega vtičnega sistema je druga različica ogrodja prinesla tudi zelo močan 
sistem injiciranja odvisnosti znotraj komponente DependencyInjection. Injiciranje 
odvisnosti je programski vzorec, ki omogoča ohlapno sklopljene objekte znotraj 
programske aplikacije. Tipično, če objekt potrebuje funkcionalnost drugega objekta, 
je ta inicializiran znotraj njega, kar pelje do tesno sklopljenega sistema in 
medsebojne odvisnosti. Z implementacijo injiciranja odvisnosti potrebne objekte 
injiciramo znotraj objekta in tako dosežemo ločene enote sistema, ki so odporne na 
spremembe. Omenjena tehnika ob velikem številu objektov zahteva precejšnjo 
administracijo in inicializacijo objektov, kar je rešeno s kontejnerjem injiciranja, ki 
ureja proces ustvarjanja, inicializacije in injiciranja objekta pred njegovo dostavo 
klicatelju. V programu namesto ustvarjanja novih objektov neposredno iz kontejnerja 
zahtevamo primerek objekta oziroma instanco objekta, ki ima injicirane vse 
odvisnosti, ki jih potrebuje. 
Ob sistemu injiciranja, ki so ga ostala ogrodja PHP vpeljala po zgledu Symfony, je 
Symfony edino ogrodje PHP, ki ob svoji namestitvi razvijalcu ponudi opravilno 
vrstico za odpravljanje napak. Opravilna vrstica je zelo močno orodje, ki razvijalcu 
omogoča popoln nadzor nad izvajanjem aplikacije. 
Znotraj opravilne vrstice, ki jo vidimo na sliki 2.11, najdemo podrobne informacije 
glede zahteve HTTP, pregled parametrov poizvedbe, pregled izvedenih podatkovnih 
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poizvedb, varnostne informacije, časovni potek zahteve, usmerjevalne informacije, 
zgodovino poslanih elektronskih sporočil itd. 
V želji po konstantni optimizaciji in avtomatizaciji delovnih procesov programerjev 
Symfony vpelje komponento Console, ki olajša kreacijo ukaznih datotek, ki so 
uporabljene za ponavljajoča se opravila, kot so uvozi, izvozi, kreacije razredov, 
posodobitve in kreacije podatkovnih tabel itd.  V osnovni namestitvi ogrodja imamo 
tako na voljo listo ukazov [26], s katerimi si lahko programerji olajšajo delo. Vsaka 
nova komponenta ali vtičnik pa lahko zaradi svojih potreb prinese nove ukaze, s 
katerimi avtomatiziramo procese znotraj komponente ali vtičnika. 
 
Slika 2.11:  Opravilna vrstica znotraj ogrodja Symfony [25] 
V osnovni namestitvi so tako najpogosteje uporabljeni ukazi: 
 cache:clear, ki pobriše zabeležbo aplikacije; 
 router:debug, ki nam pokaže spletne poti naše aplikacije; 
 generate:bundle, ki ustvari ogrodje novega vtičnika. 
 Najbolj uporabljeni ukazi zunanjih knjižnic ali vtičnikov pa so: 
 doctrine:generate:entity, ki ustvari novi entitetni razred, ki predstavlja tabelo 
znotraj baze podatkov; 
 doctrine:generate:entities, ki ustvari pripadajoče metode entitetnega razreda; 
 doctrine:schema:create, ki ustvari tabele, definirane v entitetnih razredih; 
 doctrine:schema:update, ki nam posodobi tabele ob spremembah v entitetnih 
razredih. 
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Omenjeni ukazi so bili tudi aktivno uporabljeni pri izdelavi spletnega primerjalnika 
cen in so skrajšali čas razvoja. 
Ogrodje Symfony je s svojim inovativnimi in pragmatičnimi lastnostmi postalo eno 
izmed najbolj uveljavljenih ogrodij v razvoju korporacijskih aplikacij in ima tako 
velik vpliv v skupnosti PHP. Njegove komponente najdemo v različnih spletnih 
platformah in so ene izmed največkrat prenešenih knjižnic iz skladišča Packagist. 
Ogrodje je tako priljubljeno, da je podjetje SensioLab, ki stoji za razvojem ogrodja, 
uspelo leta 2013 zbrati pet milijonov evrov finančnih sredstev [27] za nadaljnji 
razvoj ogrodja in njegovega ekosistema. Vse omenjene lastnosti in dejstva so tako 
prepričali ogromno število razvijalcev, da v projektih PHP uporabijo ogrodje 
Symfony. 
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3  Načrtovanje portala za primerjavo cen 
Za primer spletne rešitve z ogrodjem Symfony je bil izbran portal za primerjavo cen, 
ki je zaradi svoje kompleksne arhitekture in interaktivne predstavitve zahteval, da 
smo uporabili precejšnji del komponent, ki jih ogrodje ponudi v svoji standardni 
različici. Portal za primerjavo cen je bil izbran tudi zaradi niše, ki vlada v 
slovenskem prostoru, saj smo kot potrošniki slabo obveščeni o razlikah v cenah. S 
centralnim mestom, kjer bi potrošniki lahko primerjali cene, bi dosegli 
transparentnost in posledično statistiko premika cen v odvisnosti od časa različnih 
prodajalcev. 
Portal je bil zasnovan v želji informiranja potrošnikov o razlikah v cenah artiklov. 
Potrošniki bi se lahko na podlagi primerjalnika odločali za najugodnejši nakup, 
hkrati pa bi se lahko odzvali na morebitne spremembe cen tako, da bi artikel 
posodobili in naslednji osebi omogočili aktualne podatke za najugodnejši nakup. 
Zaradi želje po kreaciji interaktivne odprte platforme je bilo treba v portal vgraditi 
mehanizme, ki bi preprečili njeno zlorabo. Živimo v konkurenčnem svetu, kjer se 
določeni posamezniki v želji po obvladovanju tržiča poslužujejo tudi nekorektnih 
taktik. V našem primeru bi se tako lahko pripetilo, da bi posamezniki ročno ali 
programsko prek spletnih pajkov prirejali cene konkurenčnih prodajalcev. 
Programske zlorabe na portalu smo omejili z mehanizmom spletne registracije 
profila, ki onemogoči anonimne spremembe podatkov. S tem postopkom smo delno 
omejili tudi ročne zlorabe, saj mora uporabnik ob registraciji vpisati vse zahtevane 
podatke in svoj račun aktivirati s povezavo, poslano na uporabnikov kontaktni 
elektronski naslov. Z namenom, da bi podatke na spletnem mestu še bolje zaščitili, 
pa bi se na spletno mesto v prihodnosti lahko dodali tudi splošni pogoji, s katerimi bi 
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se uporabnik ob registraciji moral strinjati. S tem korakom bi poskrbeli za pravno 
podlago tožbe, ki bi uporabnika dodatno odvrnila od zlorabe portala. 
Ker registracija uporabnikov ne izključi možnost ročnih zlorab, smo vnešene podatke 
relacijsko povezali. Z relacijskimi povezavami je moč videti, kateri uporabnik je 
vnesel določeni podatek, ter neželene ali zlonamerne vnose s preprosto poizvedbo 
odstraniti. Uporabnika je moč deaktivirati ali v popolnosti odstraniti skupaj z vsemi 
njegovimi vnosi.  Na ta način smo dosegli sistematično rešitev za primere zlorab. 
Spletni portal se je v svoji zasnovi zgledoval po priljubljenem spletnem portalu 
odpiralnicasi.com. Oba portala se ponašata z zelo preprosto uporabo in 
minimalističnim prikazom vsebine. Vsebino obeh portalov v največji meri oblikujejo 
njihovi uporabniki, pri čemer za največje število vnosov poskrbijo sami. 
3.1  Funkcionalnosti portala 
Uporabniki spletnega portala imajo ob možnosti registracije in urejanja profila tudi 
možnost ponastavitve gesla v primeru, če ga pozabijo. Na vstopni strani portala 
lahko uporabnik v iskalno polje, prikazano na sliki 3.1, vnese ključne besede, s 
katerimi želi izvesti iskanje specifičnega izdelka. 
 
Slika 3.1:  Iskalno polje 
Rezultat iskanja se uporabniku prikaže v matrični obliki, kjer so posamezni 
relevantni izdelki, povezani s ključnimi besedami, prikazani z različnimi cenami 
prodajalcev. Opisan prikaz lahko vidimo na sliki 3.2. Ob izbiri določenega izdelka iz 
matričnega prikaza pa lahko uporabnik vidi podrobni prikaz posameznega izdelka. 
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Slika 3.2:  Matrični prikaz rezultata iskanja 
V podrobnem prikazu (glej sliko 3.3) lahko uporabnik posodobi oziroma osveži ceno 
določenega prodajalca. Možnost ustvarjanja ali vnosa novega izdelka v bazo 
podatkov je uporabniku na voljo skozi obrazec na povezavi »Dodaj izdelek«, ki se 
nahaja v glavi portala in je uporabniku vidna na vseh straneh. Omenjeni 
funkcionalnosti sta uporabniku na voljo le v primeru prijave v spletni portal. 
 
Slika 3.3:  Podrobni prikaz 
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Ključne besede, ki so vnešene med uporabniškim iskanjem, so shranjene v bazo 
podatkov. Shranjeni vnosi nam koristijo pri analizi najpogosteje iskanih izdelkov. Na 
takšen način je mogoče dokaj hitro dodati najbolj iskane izdelke ter spletno skupnost 
angažirati v samoinformiranje z vnosi novih izdelkov in cen. 
Spletno mesto ima ob svoji glavni funkcionalnosti primerjav cen skozi iskalnik 
izdelkov tudi sekciji, kjer uporabniki vidijo seznam zadnjih dodanih izdelkov, 
seznam izdelkov z najnovejšimi cenami in seznam najpogosteje ogledanih izdelkov 
portala. 
Ker je spletni portal ustvarjen v želji po informiranju potrošnikov, sta na spletnem 
portalu vgrajeni sekciji za blog in novice. Novice spletnega portala so pozicionirane 
na vstopni strani, kjer uporabnika ob obisku spletnega mesta čakajo aktualne novice. 
Blog spletnega portala se nahaja na pripadajoči »/blog« povezavi in služi zgolj kot 
mesto, kjer uporabnik portala lahko pridobi koristne nasvete v zvezi s svojimi 
potrošniškimi navadami. 
Za boljšo komunikacijo s spletno skupnostjo je v portal vgrajen tudi kontaktni 
obrazec, prek katerega se lahko uporabniki obrnejo na administratorja spletnega 
portala s svojimi nasveti in pripombami. 
3.2  Specifikacije uporabniških scenarijev 
Za boljše razumevanje uporabniških scenarijev in procesov, ki jih primerjalnik cen 
mora pokrivati, smo si pomagali z verižno usmerjenimi diagrami dogodkov EPC 
(angl. Event Driven Process Chains). 
EPC je dobro uveljavljen model za prikazovanje poslovnih procesov in je tako dobro 
orodje za prikazovanje poslovnih procesov v spletnih aplikacijah. Diagrami EPC 
temeljijo na jeziku Petri net, ki je eden od matematičnih jezikov za modeliranje in 
opis porazdeljenih sistemov [28]. 
Za prikaz procesa znotraj primerjalnika cen smo uporabili naslednje elemente, ki jih 
lahko najdemo znotraj diagramov EPC: 
 funkcije, ki so aktivni elementi za modeliranje aktivnosti znotraj aplikacije in so 
v diagramu predstavljene z oranžnimi elementi; 
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 dogodki, ki jih ustvarjajo funkcije ali uporabniki in so v diagramu predstavljeni z 
modrimi elementi; 
 logični operatorji, ki povezujejo funkcije in dogodke; v diagramih sta uporabljena 
operatorja XOR in AND;   
 podatkovna baza, ki je predstavljana z rumenim elementom. 
 
Slika 3.4:  Proces dodajanja izdelka in proces dodajanja/posodabljanja cene 
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Slika 3.5:  Proces prijave in registracije 
Na slikah 3.4 in 3.5 vidimo poslovne procese, ki smo jih zaradi lažjega načrtovanja 
funkcionalnosti in razumevanja uporabniških scenarijev izvedli z diagrami EPC. 
Slika 3.4 levo predstavlja proces, ki prikazuje, na kakšen način lahko uporabnik doda 
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izdelek znotraj primerjalnika cen. Slika 3.4 desno pa predstavlja, kako lahko znotraj 
primerjalnika cen dodamo ali posodobimo novo cena izdelka. Izvedba obeh procesov 
je podrobno opisana v podpoglavju 4.5.2. 
Slika 3.5 predstavlja procese uporabniške registracije, prijave in ponastavitve gesla. 
Izvedba funkcionalnosti je izvedena znotraj uporabniškega vtičnika, predstavljenega 
v podpoglavju 4.4, kjer najdemo tudi podroben opis procesa. 
Uporabniškega scenarija uporabe kontaktnega obrazca spletnega portala nismo 
načrtovali, saj je proces zelo podoben procesu s slike 3.4. Preostali uporabniški 
scenariji so dokaj preprosti, zato za njihovo načrtovanje nismo uporabili diagramov 
EPC. 
3.3  Rešitve knjižnic in ogrodij 
Ogrodje Symfony ponuja veliko komponent, ki jih lahko uporabimo pri izgradnji 
portalov. Hkrati se lahko poslužimo tudi odprtokodnih knjižnic, ki jih s preprostimi 
ukazi naložimo znotraj projekta. V tem podpoglavju bomo podrobneje predstavili 
komponente in knjižnice, ki smo jih neposredno uporabljali pri izgradnji 
primerjalnika cen. 
V uvodnem poglavju smo omenili, da je ogrodje združljivo tudi s knjižnicami, ki 
niso plod ogrodja Symfony. Te knjižnice so vključene v ogrodje prek orodja 
Composer. Ena takšnih knjižnic je Doctrine, ki skrbi za abstrakcijo podatkovne baze. 
3.3.1  Abstrakcija podatkovne baze prek objektno orientiranega sloja 
Doctrine 2, ki je uporabljena pri izdelavi portala, je sestavljena iz dveh različnih 
knjižnic – DBAL in ORM (angl. Database Abstraction Layer, Object Relational 
Mapper). DBAL skrbi za abstrakcijo podatkovne baze, medtem ko je ORM objektno 
orientiran zemljevid tabel v podatkovni bazi. Slojno strukturo knjižnice Doctrine 
lahko vidimo na sliki 3.6, kjer knjižnici DBAL in ORM ležita nad avtohtonsko PHP-
knjižnico PDO (angl. Database Access Layer), ki ponuja univerzalne metode za 
dostop do različnih tipov podatkovnih baz (Microsoft SQL, MySQL, Oracle, 
PostgreSQL). 
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Slika 3.6:  Slojna struktura knjižnice Doctrine  
Knjižnico Doctrine smo v projektu uporabili, ker omogoča, da delamo poizvedbe z 
objekti. Tako lahko entitetne podatkovne objekte zapišemo in preberemo s 
preprostimi ukazi, ne da bi pri tem pisali zahtevne povpraševalne  izjave SQL  (angl. 
Structured Query Language). 
Postopek deluje po principu preslikave podatkovne baze v objekt. Pri preslikavi 
tabele se stolpci tabele preslikajo v lastnosti razreda. Grafični prikaz te preslikave 
lahko vidimo na sliki 18. 
 
Slika 3.7:  Preslikava podatkovne tabele v objekt [29] 
Podatkovne tabele smo v primerjalniku cen vedno ustvarjali prek entitet in lastnosti, 
ki so definirane znotraj entitet. Takšen pristop ustvarjanja podatkovnih tabel nam 
omogoča agilen tip razvoja, ki je bil definiran z manifestom poslovnega sestanka 
sedemnajstih razvijalcev v letovišču Snowbird v zvezni ameriški državi Utah leta 
2001 [30]. 
Znotraj manifesta najdemo enega od citatov, ki pravi, da so agilne metode razvoja 
osredotočene na stalen razvoj in hitre spremembe zahtev. V našem spletnem portalu 
se tako izognemo standardnemu tipu razvoja, ki je vladal v devetdesetih letih 
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prejšnjega stoletja, kjer so podatkovno bazo in tabele ustvarjali s strogim pristopom 
definicije globalnega, konceptualnega, logičnega in fizičnega podatkovnega modela. 
V procesu izdelave primerjalnika cen smo najprej izvedli analizo realnega procesa in 
definirali globalni model s pomočjo entitet PHP. Konceptualni del modela smo 
izvedli z definicijo lastnosti entitetnih razredov. Pretvorba v logični in nato fizični 
model pa je potekala avtomatizirano prek ukazov Doctrine 
»doctrine:database:create«, »doctrine:schema:create« in »doctrine:schema:update«.  
Na spremembe v razvoju smo se lahko zelo hitro odzvali, saj nam ni bilo treba 
popravljati tehničnih definicij podatkovnih tabel. Spremembe smo izvedli na nivoju 
razreda PHP in z ukazi propagirali v podatkovno tabelo. Podatkovne tabele znotraj 
primerjalnika cen so bile izpostavljene spremembam znotraj celotnega razvojnega 
cikla, ta pa se razlikuje od standardnega pristopa, ki narekuje definicijo in ustvaritev 
podatkovne strukture s pričetkom razvoja. 
3.3.2  Spletni obrazci 
Ena izmed pogostih nalog pri izgradnji katerega koli spletnega portala leži v 
izgradnji in validaciji uporabniških obrazcev. To nalogo ogrodje Symfony rešuje s 
komponento Form, ki omogoča, da s preprostim procesom ustvarjamo, obdelujemo 
in recikliramo obstoječe obrazce v novem kontekstu. Obrazci so v ogrodju  
predstavljeni kot objekti PHP, ki so ustvarjeni z vzorcem PHP »factory pattern«. 
V ogrodju Symfony imamo na voljo dva načina za ustvarjanje obrazcev. Prvi je 
dokaj standarden način, ki deluje tudi v drugih ogrodjih, in nalaga, da ustvarimo 
obrazec znotraj datotek s pomočjo jezika HTML. Ustvarjeni obrazec nato prikažemo, 
obdelamo in validiramo prek krmilnika na podlagi globalnih spremenljivk $_POST 
in $_GET (spremenljivki nosita vsebino zahtev HTTP). Iz spremenljivk preberemo 
vsebino oddanega obrazca in se znotraj krmilnika primerno odzovemo. 
Način, ki ga vpelje ogrodje Symfony, avtomatizira proces kreacije obrazcev tako, da 
obrazce ustvarimo prek objektov. Najprej je treba razširiti razred AbstractType tako, 
da  ustvarimo nov razred. Znotraj tega razreda moramo definirati strukturo obrazca, 
njegovo ime in ime razreda, na katerega se veže njegova vsebina, ki je definirana v 
entitetnem razredu. 
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V krmilniku obrazec ustvarimo prek vzorca »factory« in mu kot vhodna parametra 
podamo objekta, ki sta ustvarjena za definicijo obrazca, in objekt, ki nosi vrednosti 
oddanega obrazca. Obrazec nato interpretiramo znotraj datoteke Twig s priročno 
funkcijo form in zaključimo proces prikaza. Proces obdelave obrazca poteka prek 
istega krmilnika, le da za dostop do globalnih spremenljivk $_POST in $_GET 
uporabimo metode zahtevanega objekta »Request«, ki je predan objektu obrazca prek 
metode handleRequest. 
Vezava uporabniškega vnosa na entitetni objekt in validacija uporabniškega obrazca 
poteka v trenutku, ko smo objekt Request predali objektu obrazca s klicem njegove 
metode handeRequest. Znotraj enitetnega razreda je moč definirati, kakšni podatki so 
za objekt sprejemljivi. Pri izgradnji enitetnega razreda uporabimo komponento 
ogrodja Validator tako, da z izjavo »use« vključimo imenski prostor Constraints. S 
pomočjo tega imenskega prostora lahko vnesemo omejitve posameznih lastnosti 
entitetnega razreda. Komponenta Validator nam ponuja veliko omejitev, kot so [31]: 
 NotBlank: lastnost ne sme biti prazna; 
 Blank: lastnost mora biti prazna; 
 NotNull: lastnost ne more biti vrednost null; 
 IsTrue: lastnost mora imeti vrednost true; 
 IsFalse: lastnost mora imeti vrednost false; 
 Ip: vrednost mora biti validen IP-naslov; 
 Email: lastnost mora biti veljaven elektronski naslov; 
 Date: lastnost mora biti veljaven datum; 
 Iban: lastnost mora biti veljaven internacionalni bančni račun; 
 Range: lastnost mora biti med definiranim minimalnim in maksimalnim številom; 
 EqualTo: lastnost mora biti enaka definirani vrednosti; 
 itd.  
Definicijo omejitev lahko izvedemo prek dokumentacijskega bloka PHP, kot je 
prikazano na sliki 3.8. 
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Slika 3.8:  Definicija lastnosti razreda prek dokumentacijskega bloka 
Poleg validacije, ki se izvaja na strežniški strani, ogrodje omogoča, da so obrazci 
avtomatsko prikazani z required atributi HTML5, ki definirajo, da določena polja ne 
smejo biti prazna ali pa da morajo biti določenega tipa (e-naslov, število, besedilo 
itd.). Na ta način so s pomočjo brskalnika obrazci validirani tudi na odjemalski 
strani. 
Ker so obrazci definirani in ustvarjeni z objekti, nam to dejstvo omogoča, da jih 
lahko znova uporabimo v drugih krmilnikih ter se izognemo vnovičnemu ustvarjanju 
enakih obrazcev. 
3.3.3  Mehanizem za razčlenjevanje vizualnih predlog 
Za definicijo prikaza se v vseh modernih ogrodjih uporabljajo orodja, ki ločujejo 
prikazovalni sloj od logičnega poslovnega sloja. V ogrodju Symfony za upravljanje 
prikaznega sloja imamo na voljo mehanizem PHP in mehanizem Twig za 
razčlenjevanje predlog. 
Ob instalaciji standardne različice ogrodja Symfony je mehanizem Twig privzeto 
vključen. Mehanizem Twig je bil v projektu izbran zaradi svoje sintakse vizualnih 
predlog, ki striktno ločuje prikazovalni sloj od logičnega, saj znotraj predloge Twig 
ni mogoče procesirati ukazov PHP. Mehanizem Twig omogoča, da vizualne predloge 
oblikujemo po principu blokov, ki jih lahko razširjamo, vključimo in prepišemo 
znotraj drugih predlog. Zaradi teh funkcionalnosti je bilo mogoče portal graditi 
modularno in doseči porazdelitev vizualnih vsebin znotraj posameznih sekcij, 
prikazanih na sliki 3.9. 
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Slika 3.9:  Sekcije vsebine 
Poleg zelo priročnega blokovnega sistema predlog nam Twig ponuja predpomnjenje 
vizualnih predlog, ogromno pomožnih funkcij, s katerimi oblikujemo vsebino, in tudi 
varnostne atribute, ki preprečujejo napade XSS. 
3.3.4  Večjezičnost 
Ena od osnovnih funkcionalnosti, ki je bila zastavljena pri izgradnji primerjalnika 
cen, je podpora večjezičnosti spletnega mesta. Večjezično funkcionalnost ogrodje  
Symfony rešuje s komponento Translation. 
Prevajalni proces znotraj komponente se izvaja v treh glavnih korakih: 
 najprej je determiniran uporabniški jezik, ki je shranjen v uporabniški zahtevi; 
 kolekcija prevedenih sporočil je naložena iz prevajalnih virov za determinirani 
uporabniški jezik. Sporočila, ki so definirana kot privzeta, so naložena za vse 
manjkajoče prevode uporabniškega jezika; 
 če se sporočilo nahaja v kolekciji, je prevedeno sporočilo vrnjeno iz sistema. Če 
pa sporočilo v prevedeni kolekciji ni prisotno, je vrnjena njegova prevzeta 
vrednost. 
Za definicijo uporabniških jezikov je uporabljen  standard ISO 639-1 za klasifikacijo 
vseh znanih jezikov. Za slovenski jezik je klasifikacija tako definirana z oznako »sl« 
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in mora biti prisotna v končnici imena prevajalnih datotek. S pomočjo omenjenih 
končnic komponenta locira pravilne datoteke, ki jih mora naložiti. 
Komponento lahko uporabimo znotraj krmilnika tako, da jo prekličemo iz 
kontejnerja injiciranja, a je komponenta največkrat uporabljena v predlogah Twig. 
Znotraj predlog Twig imamo na voljo  bloka »trans« in »transchoice«, ki ju 
uporabimo za prevod blokov teksta. 
Prevajalne datoteke lahko ustvarimo znotraj globalnega direktorija Resource, a je 
priporočljivo, da so ustvarjene v direktoriju Resource, ki se nahaja znotraj vtičnikov. 
Želimo namreč, da so vtičniki samostojne enote, ki jih lahko v celoti uporabimo v 
prihodnjih projektih. 
3.3.5  Usmerjanje 
Vsako spletno mesto ima svoje domensko ime, ki na podlagi zapisov DNS (angl. 
Domain Name System/Service/Server) uporabnika usmeri na določen IP-naslov, kjer 
spletno mesto gostuje. V primeru spletnega naslova »http://www.primer.si« lahko 
domensko ime razberemo iz drugega dela naslova URL, kjer je prvi del protokol 
HTTP, s katerim je zahteva izvedena, in »www.primer.si« domensko ime spletnega 
mesta. 
Naslov URL poleg domene in protokola lahko nosi tudi naslednje informacije: 
 številko vrat (:80), 
 pot do vira na spletnem strežniku (/pot/do/datoteke.html), 
 parametre, ki so predani spletnemu strežniku (?key1=value&key2=value2), 
 sidro, ki določa določen del dokumenta (#10odstavek). 
V zgodnjih dnevih interneta so bile posamezne poti spletnega mesta predstavljene s 
posameznimi datotekami, do katerih smo dostopali prek spletnih povezav ali preko 
direktnih zahtev v spletnem brskalniku. Danes so spletne poti v največji meri 
abstrakcijski sloj, ki ga obdela spletni strežnik ali spletna aplikacija. 
V podpoglavju 2.9 je opisan tipičen proces uporabniške zahteve in na kakšen način 
se obdela z ogrodjem Symfony. V tem poglavju se bomo osredotočili predvsem na 
usmerjevalne konfiguracijske datoteke, s katerimi gradimo spletne poti, ki 
predstavljajo spletno mesto. 
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V ogrodju Symfony spletne poti gradimo s pomočjo komentarjev v dokumentacijskih 
blokih krmilnih akcij ali s pomočjo konfiguracijskih datotek »routing.yml«. Te 
datoteke se nahajajo znotraj posameznih vtičnikov v direktoriju »Resources / config 
/«, prikazanem na sliki 2.10. 
Na portalu za primerjavo cen so uporabljene konfiguracijske datoteke, saj dopuščajo 
večjo fleksibilnost. Konfiguracijske datoteke, ki definirajo spletne poti, morajo 
slediti serializacijskemu standardu YAML, ki deluje po principu drevesne strukture 
[32]. 
Komponenta Routing, ki je uporabljena za interpretacijo zahtevane poti k specifični 
krmilni akciji, nam omogoča številne nastavitve, ki jih lahko uporabimo v 
konfiguracijskih datotekah. Na sliki 3.10 vidimo primer definicije dinamične spletne 
poti znotraj datoteke routing.yml. 
 
Slika 3.10:  Primer definicije spletne poti s konfiguracijo YAML  
Vsaka pot ima svoj ključ, v zgornjem primeru »article_show«, na katerega se lahko 
sklicujemo znotraj krmilnih razredov ali predlog Twig. Ključ path v drugi vrstici 
definira dinamično ali statično spletno pot. V slednjem primeru je ta dinamična, saj 
so vrednosti znotraj zavitih oklepajev lahko poljubne. V tretji vrstici nam ključ 
»defaults« pove, katera krmilna akcija bo izvedena za zgoraj navedeno spletno pot. 
Ključ »method« definira, kateri tip zahteve HTTP mora biti izveden za omenjeno 
spletno pot. V zadnjem requirements ključu pa lahko definiramo dodatne vrednosti, 
ki jih uporabniška zahteva mora vsebovati (jezik, format, tip vrednosti posameznega 
dela spletni poti, v zgornjem primeru mora biti numerična). 
Interpretacija uporabniških zahtev k določeni krmilni akciji je tako izvedena na 
izjemno fleksibilnem sistemu, ki z lahkoto omogoča gradnjo, upravljanje in 
manipulacijo spletnih poti.  Ogrodje omogoča, da v poljubnem trenutku 
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preimenujemo spletno pot, ne da ogrožamo stabilnost spletnega mesta. Sprememba 
je izvedena samo na enem mestu brez dodatnih popravkov v preostalih programskih 
datotekah spletnega mesta. 
3.3.6  Pošiljanje elektronske pošte 
Za pošiljanje elektronske pošte ogrodje Symfony uporablja še eno odprtokodno 
knjižnico pod imenom SwiftMailer. Knjižnica se je prvič pojavila leta 2005 kot 
enorazredni projekt za pošiljanje elektronske pošte. 
Chris Corbyn je svojo prvo objavo knjižnice izvedel na spletnem forumu, ker je želel 
pridobiti komentarje ostalih razvijalcev. Objava mu je prinesla veliko nasvetov in 
kritik, ki jih je upošteval pri nadaljnjem razvoju knjižnice. Različici 2 in 3, ki sta 
plod tega dela, sta bili razbiti v manjše razrede, ki so knjižnici prinesli fleksibilnost. 
Do leta 2008 je bil Chris edini razvijalec knjižnice, a je z začetkom leta 2009 pridobil 
pomoč Paula Annesleyja in Christopherja Thompsona. V septembru istega leta je 
Chris Corbyn predal vzdrževanje knjižnice Fabienu Potencierju, ki je lastnik podjetja 
SensioLab [33]. 
Elektronsko pošto lahko pošljemo s četrto različico knjižnice, ki je uporabljena v 
primerjalniku cen, če pred tem konfiguriramo storitev Mailer in ustvarimo objekt 
Swift_Message, ki nosi vsebino elektronske pošte. Konfiguracija storitve Mailer je 
izvedena v datoteki config.yml. Elektronsko pošto pa odpošljemo s pomočjo metode 
znotraj objekta Mailer, ki ga pridobimo iz kontejnerja. 
Da bi elektronska pošta prispela na želeni elektronski naslov v smiselnem formatu, je 
treba objektu Swfit_Message predati pošiljateljev in naslovnikov naslov. To storimo 
z metodami »setTo« in »setFrom«, ki so del objekta Swift_Message. 
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Prvi korak pri izvedbi portala je bila postavitev delovnega okolja, na katerem ga 
lahko gradimo. Za ta namen je bil uporabljen program XAMP, ki v svoji osnovni 
instalaciji v paketu ponudi strežnik Apache, PHP in bazo MySQL. Po inštalaciji 
delovnega okolja je bil inštaliran tudi Composer, ki smo ga opisali v podpoglavju 
2.9. 
Ogrodje Symfony smo inštalirali z ukazno vrstico, in sicer z ukazom Composer 
»composer create-project symfony/framework-standard-edition«. Ko smo ogrodje 
naložili in povezali z lokalno bazo MySQL, smo najprej izdelali osnovno predlogo 
spletnega mesta. 
4.1  Osnovna predloga 
Osnovna predloga primerjalnika cen je definirana znotraj  direktorija »app / 
Resources / views /« v datoteki base.html.twig. V datoteki base.html.twig so poleg 
osnovne definicije videza definirane in vključene vse osnovne kaskadne stilske 
podloge in datoteke JavaScript, ki jih spletno mesto uporablja pri prikazu vsebine. 
Osnovno predlogo procesira mehanizem Twig. Uporabljena je pri prikazu vsake 
vsebine, ki je uporabniku vidna na spletnem portalu. 
Znotraj osnovne predloge smo definirali naslednje bloke Twig: 
 title, blok za naslov strani, 
 stylesheets, blok za kaskadne stilske podloge, 
 javascripts, blok za datoteke JavaScript, 
 body, blok, kjer je vnešena vsebina odgovora specifičnih poti ali akcij. 
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V osnovno predlogo so vnešeni vsi elementi in sekcije, ki jih želimo prikazati na 
vsaki podstrani portala. V osnovni predlogi najdemo glavni meni in nogo spletnega 
portala. Iskalno polje, ki je uporabljeno za iskanje izdelkov, je vnešeno  znotraj bloka 
»body«. Na ta način smo dosegli, da je iskalno polje vidno le na določenih straneh. 
Kadar iskalnega polja ne želimo prikazati, ga prepišemo z vsebino odgovora, ki 
pripada določeni poti ali akciji (npr. kontakt, registracija uporabnika itd.). 
Poleg definicije osnovne predloge smo v tem koraku izvedbe ustvarili tudi 
standardne predloge za prikaz napak HTTP, ki se pojavljajo na spletu. Predloge smo 
ustvarili tako, da smo prepisali standardne predloge Twig, ki prikazujejo napake 
HTTP 400, 405 in 500. 
4.2  Blogerski vtičnik 
Naslednji korak v izvedbi portala smo naredili s kreacijo prvega vtičnika. Za ta 
namen smo uporabili komponento Console, s katero smo ustvarili osnovno ogrodje 
blogerskega vtičnika. Uporabljeni ukaz »generate:bundle« znotraj komponente 
Console smo predstavili v podpoglavju 2.9. 
Blogerski vtičnik nam služi kot vtičnik, ki skrbi za prikaz in obdelavo blogerskih 
člankov in vseh statičnih strani na spletnem mestu. Za ta namen smo znotraj 
blogerskega vtičnika s pomočjo ukaza Doctrine ustvarili dve entiteti, ki predstavljata 
blogerski članek »Post« in statično stran »Page«. 
Entiteti smo ob kreaciji definirali z naslednjimi lastnosti: 
 id, unikatni ključ posameznega vnosa, 
 title, naslov članka ali strani, 
 slug, unikatni naslov članka, ki je viden znotraj spletne poti, 
 author, avtor članka ali strani, 
 content, vsebina članka ali strani, 
 featured, lastnost, ki smo jo dodali le post entiteti, saj z njo želimo definirati 
novice na vstopni strani, 
 created_at, datum ustvaritve, 
 updated_at, datum posodobitve. 
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Po ustvaritvi entitet smo z ukazom »doctrine:generate:entities« ustvarili vse 
pripadajoče metode entitetnega razreda. Entitete smo nato preslikali v podatkovno 
tabelo tako, da smo uporabili ukaz Doctrine »doctrine:schema:create«. S tem smo 
ustvarili dve tabeli, ki predstavljata entitetna razreda. Za pravilen prikaz statičnih 
strani in člankov na spletnem portalu smo ustvarili krmilna razreda BlogController in 
PostController, ki na podlagi vrednosti slug znotraj spletne poti prikažeta blogerski 
članek ali statično stran. 
Delo na blogerskem vtičniku smo nadaljevali tako, da smo definirali vse spletne poti, 
ki pripadajo omenjenemu vtičniku in jih je moč videti na sliki 4.1 znotraj ključev 
»pattern«. 
 
Slika 4.1:  Definicija spletnih poti blogerskega vtičnika 
Na sliki 4.1 vidimo, da vhodna stran spletnega portala pokliče krmilni razred post in 
njegovo akcijo newsAction. Spletna pot »/blog/« pokliče akcijo indexAction, ki nam 
prikaže vse blogerske članke na portalu. Če želimo videti posamezni članek, ga 
moramo priklicati z vnosom poti »/blog/{slug}«. Za posamezno statično stran pa 
pokličemo pot »/{slug}«. 
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Za prikaz vsebine člankov in statičnih strani smo ustvarili štiri vizualne predloge 
znotraj direktorijev »/ Resources / views / Post« in »/ Resources / views / Page«. S 
temi predlogami smo definirali videz statičnih strani, videz seznama člankov, videz 
posameznega članka in videz novic spletnega mesta. Omenjene predloge so 
procesirane znotraj krmilnih akcij ob klicu specifičnih spletnih poti. 
4.3  Kontaktni vtičnik 
Drugi vtičnik spletnega portala predstavlja kontaktni obrazec. Pri izdelavi tega 
vtičnika smo se prvič srečali s komponento From ogrodja Symfony. S tem vtičnikom 
smo izdelali kontaktni obrazec, ki ga spletni uporabniki lahko uporabijo, da stopijo v 
stik z administratorjem spletnega mesta. 
Ogrodje kontaktnega vtičnika smo ustvarili z enakim ukazom kot ogrodje 
blogerskega vtičnika. Tokrat smo za ime vtičnika izbrali ime ContactBundle. V 
kontaktnem vtičniku smo ustvarili entitetni razred, ki bo predstavljal vrednosti 
obrazca in tabelo znotraj baze MySQL, ki bo hranila vsebino poslanih sporočil. 
Ob kreaciji kontaktnega entitetnega razreda znotraj kontaktnega vtičnika smo 
definirali naslednje lastnosti razreda: 
 id, unikatni ključ posameznega vnosa, 
 subject, zadeve kontaktnega sporočila, 
 first_name, ime pošiljatelja, 
 last_name, priimek pošiljatelja, 
 company, ime podjetja pošiljatelja, 
 telephone, kontaktna telefonska številka pošiljatelja, 
 email, elektronski kontaktni naslov pošiljatelja, 
 created_at, datum ustvaritve sporočila. 
Strukturo obrazca smo ustvarili na podlagi entitetnega razreda tako, da smo uporabili 
še en praktičen ukaz »generate:doctrine:form«, ki nam ustvari razred, ki predstavlja 
strukturo obrazca z zgoraj navedenimi polji. V tem koraku je bil ustvarjen razred 
ContactType, kjer smo za vsako vnosno polje dodatno definirali etiketo polja. 
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Kontaktni obrazec smo uporabniku prikazali prek krmilnega razreda 
ContactController in njegove akcije indexAction, ki je dostopna skozi spletno pot 
»/kontakt«. Videz kontaktnega obrazca smo definirali znotraj datoteke 
index.html.Twig, ki se nahaja znotraj direktorija Resources v kontaktnem vtičniku. 
Ker s kontaktnega obrazca ne želimo prejemati sporočila brez pristne vsebine, smo v 
polja obrazca postavili določene omejitve. Omejitve smo definirali v 
dokumentacijskih blokih s pomočjo komponente Validator in njenega imenskega 
prostora »Constraints«. Omejitve smo definirali na lastnostih subject, first_name, 
last_name, email in message. Vsa navedena polja morajo biti izpolnjena, pri čemer 
mora biti polje email veljavni elektronski naslov. 
4.4  Uporabniški vtičnik 
Ena ključnih funkcionalnosti vsakega spletnega portala je registracija in urejanje 
spletnega profila. Funkcionalnost smo v projektu izvedli s pomočjo zelo 
priljubljenega odprtokodnega vtičnika FOSUserBundle. Vtičnik je tako priljubljen, 
da ga zasledimo tudi znotraj dokumentacije ogrodja Symfony. 
4.4.1  Instalacija in integracija uporabniškega vtičnika 
Vtičnik smo v projekt vključili z orodjem Composer, a ker smo želeli vtičnik 
predelati za svoje potrebe, smo morali ustvariti nov vtičnik, ki razširi vtičnik 
FOSUserBundle. Znotraj novega uporabniškega vtičnika z imenom UserBundle smo 
ustvarili entitetni razred User, ki razširi abstraktni entitetni razred vtičnika 
FOSUserBundle. 
Ustvarjeni entitetni razred nam predstavlja uporabnika spletnega mesta in smo ga 
definirali z naslednjimi lastnostmi, ki niso prisotne v izvirnem razredu: 
 first_name, ime uporabnika, 
 last_name, priimek uporabnika, 
 gender, spol uporabnika, 
 birthday, rojstni dan uporabnika. 
Entitetnemu razredu User smo pri izdelavi izdelčnega vtičnika dodali še lastnosti 
(products in prices), ki poskrbita za vezavo na entiteti Product in Price. Sam princip 
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vezav entitet je opisan v podpoglavju 4.5, zato se ga v tem poglavju ne bomo 
dotaknili. 
Z namenom, da bi vtičnik uporabila komponenta Security, ki jo bomo predstavili v 
sklopu podpoglavja 4.7, je bilo treba FOSUserBundle registrirati znotraj datoteke 
security.yml in definirati spletne poti za prijavo, odjavo in preverbo pristnosti 
uporabnika. 
Naslednji korak integracije vtičnika znotraj ogrodja smo izvedli s konfiguracijo 
vtičnika in uvozom vseh spletnih poti, ki nam jih vtičnik ponuja. Vtičnik nam namreč 
ob svoji instalaciji ponudi funkcionalnost prijave, registracije in ponastavitve gesla. 
Ker smo želeli, da uporabniki ob registraciji vnesejo osebne podatke, ki smo jih 
navedli znotraj lastnosti entitete, smo morali razširiti tudi registracijski obrazec 
vtičnika FOSUserBundle. Obrazec smo ustvarili znotraj direktorija Form v 
uporabniškem vtičniku. Obrazec je v svoji definiciji razširil obrazec FOSUserBundle 
in je bil procesiran v postopku prijave uporabnika. 
Zadnji korak v integraciji vtičnika smo izvedli s kreacijo uporabniške tabele, ki hrani 
uporabniške profile, in s prepisom vizualnih predlog vtičnika FOSUserBundle za 
potrebe primerjalnika cen. Za kreacijo tabele smo uporabili ukaz Doctrine 
»doctrine:schema:update --force«, ki ustvari izjavo SQL, ta pa nam posodobi 
podatkovno bazo. Prepis predlog smo izvedli znotraj direktorija »Resources / views«, 
ki se nahaja v uporabniškem vtičniku. 
4.4.2  Proces registracije, prijave in ponastavitve gesla 
V prejšnjem podpoglavju smo se osredotočili na tehnično izvedbo uporabniškega 
vtičnika, znotraj tega podpoglavja pa bomo predstavili proces, ki se izvaja ob 
registraciji, prijavi in ponastavitvi gesla znotraj portala. 
Registracija uporabnika je izpostavljena prek spletne poti »/register/«. Ko uporabnik 
izpolni registracijski obrazec in pritisne na gumb registracija se izvede validacija 
uporabniških podatkov. Vnešeni podatki morajo izpolnjevati zahteve, ki so 
definirane znotraj entitetnega razreda. 
Po validaciji uporabniškega vnosa se ustvari objekt User, ki znotraj lastnostni objekta 
nosi vrednosti vnešenih podatkov. Objekt ob svoji kreaciji ustvari vrednost salt, ki 
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skrbi za dodatno varnost uporabniškega gesla. Uporabniško geslo iz varnostnih 
razlogov  hranimo v kriptirani obliki, ki nastane na podlagi 5000-kratnega cikličnega 
kriptiranja uporabniškega gesla in vrednosti salt skozi algoritem SHA-2 (angl. Secure 
Hash Algorithm 2). 
Omenjena vrednost salt je ustvarjena s pomočjo algoritma SHA-1 (angl. Secure Hash 
Algorithm 1) in treh dodatnih matematičnih operacij, ki jih najdemo v jeziku PHP. 
Ukazni niz, ki tvori vrednost salt, lahko vidimo na sliki 4.2. 
 
Slika 4.2:  Ukazni niz operacij PHP za tvorjenje vrednosti salt 
Registracija uporabnika se nadaljuje s shranjevanjem uporabniških podatkov in z 
ustvarjanjem unikatnega ključa, ki ga uporabniku pošljemo znotraj elektronske pošte 
z namenom aktivacije spletnega računa oziroma profila. S tem korakom izvedemo 
legitimacijo elektronskega naslova uporabniškega profila. 
Unikatni ključ, ki ga uporabnik prejme znotraj elektronskega sporočila, se nahaja v 
spletni povezavi ali poti, ki jo mora zagnati za aktivacijo spletnega računa ali profila. 
Ko uporabnik izvede zahtevo za aktivacijo spletnega računa, ključ znotraj zahteve 
primerjamo z vnešenimi ključi znotraj user tabele ter aktiviramo pripadajoči profil. 
Prijava uporabnikov znotraj portala poteka skozi enostavnejši proces, ki se začne z 
zahtevo na spletno pot »/login«. Po vnosu uporabniškega imena in gesla se izvede 
primerjava uporabniških podatkov. Na podlagi uporabniškega imena izvedemo 
podatkovno poizvedbo na user tabelo in determiniramo, ali uporabnik obstaja. Nato 
sledi primerjava vnešenega uporabniškega gesla s kriptiranim geslom znotraj 
uporabniške tabele. Vnešeno geslo znova kriptiramo skozi ciklični proces skupaj s 
salt vrednostjo, ki smo jo pridobili iz podatkovne baze, ter primerjamo rezultat z 
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vrednostjo v podatkovni bazi. Ko sta obe primerjavi uspešni, uporabnika prijavimo 
znotraj spletnega portala. 
V primeru, ko uporabnik pozabi geslo, ki ga uporablja na spletnem portalu, ima 
možnost svoje geslo posodobiti skozi proces ponastavitve gesla. Uporabnik postopek 
začne z zahtevo na spletno pot »resetting/request«, kjer vnese svoje uporabniško ime. 
Po vnosu uporabniškega imena se izvede poizvedba v user tabeli, s katero preverimo 
obstoj uporabnika Za vnešeno uporabniško ime ustvarimo unikatni ključ, ki ga 
uporabniku pošljemo v elektronskem sporočilu znotraj spletne povezave, ki kaže na 
spletno mesto, kjer uporabnik lahko posodobi svoje uporabniško geslo. Ko uporabnik 
odpre spletno povezavo, znova izvedemo primerjavo ključev, kot smo storili pri 
aktivaciji spletnega računa.  V primeru uspešne primerjave uporabniku omogočimo 
vnosno polje, kjer lahko posodobi svoje uporabniško geslo. 
4.5  Izdelčni vtičnik 
Za vnos in prikaz izdelkov na spletnem mestu smo izdelali izdelčni vtičnik. Vtičnik 
nosi glavno poslovno logiko portala, saj so znotraj njega definirane entitete, ki 
opisujejo lastnosti izdelkov na spletnem mestu. 
4.5.1  Struktura izdelčnega vtičnika 
V izdelčnem vtičniku smo definirali naslednje entitite: 
 Product, 
 Atribut, 
 ProductAtribute, 
 Price, 
 Store. 
Entiteta Product je glavni nosilec informacij o izdelku, ki ga je moč videti v 
primerjalniku cen. Znotraj entitete Product smo definirali lastnosti, ki nosijo 
vrednosti imena, proizvajalca, črtne kode, slike izdelka ter tudi lastnosti, s katerimi 
smo definirali vezavo na preostale entitete. 
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Posamezne specifične atribute izdelkov smo definirali s pomočjo entitete Atribute. 
Na ta način smo dosegli logično ločitev lastnosti, ki nam omogoča njihovo vnovično 
uporabo znotraj drugih izdelkov. Znotraj entitete Atribute smo definirali lastnosti, ki 
predstavljata ime in mersko enoto atributa. Primer tega atributa je količina, ki je 
podana v merski enot mililitrov, ali teža, ki je podana v merski enoti gramov. 
Entiteta ProductAtribute nosi vrednost zgornje povezave in ima znotraj svojega 
razreda definirani lastnosti, ki predstavljajo vrednost ter referenci na posamezni 
izdelek, in posamezni atribut, s katerim lahko ugotovimo, za kateri izdelek in atribut 
je vrednost določena. 
Znotraj entitete Price smo definirali lastnosti, ki predstavljajo ceno izdelkov, znotraj 
entitete Store pa lastnosti, ki predstavljajo posameznega prodajalca. 
 
Slika 4.3:  Razširjeni model entitetnega razmerja 
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Na sliki 4.3 lahko vidimo entitetna razmerja v primerjalniku cen. Znotraj posameznih 
entitet pa je moč videti tudi posamezne lastnosti in njihove reference na preostale 
entitete. 
Razmerja entitet smo definirali, ker smo želeli normalizirati podatke znotraj portala 
in ker smo želeli imeti boljši nadzor nad vnešenimi podatki. Z definiranimi 
povezavami vidimo, katere izdelke ali cene so vnesli posamezni uporabniki in katere 
cene pripadajo kateremu izdelku. Povezava med entitetama Price in Store pa nam 
omogoča tudi določitev, katere cene pripadajo kateremu prodajalcu. 
Kot primer tega razmerja si poglejmo razmerje, ki je bilo definirano med entiteto 
User in entiteto Product. V entiteti User smo definirali lastnost products, medtem ko 
smo v entiteti Product definirali lastnost user. Definicija te povezave je bila izvedena 
s pomočjo dokumentacijskega bloka, znotraj katerega smo definirali tip povezave. 
Entitete je moč povezovati v razmerju ena na ena, ena na mnoge in mnoge na mnoge. 
V našem primeru je bil definiran tip povezave ena na mnoge, saj uporabnik lahko 
vnese mnogo izdelkov. Izdelek pa lahko vnese samo en uporabnik. Primer omenjene 
definicije in povezave lahko vidimo na sliki 4.4. 
 
Slika 4.4:  Primer definicije relacijske povezave med User in Product entiteto 
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Tip povezave ena na mnoge je uporabljen tudi v povezavi entitet Product in Price,  
entitet Store in Price, entitet Product in ProductAttribute ter entitet Atribute in 
ProductAttribute. 
4.5.2  Implementacija funkcionalnosti 
Za entitetne razrede, ki smo jih ustvarili znotraj izdelčnega vtičnika, smo ustvarili 
pripadajoče metode. Metode smo generirali z ukazom »doctrine:generate:entities«. 
Za posodobitev podatkovne baze pa smo znova uporabili omenjeno ukaz Doctrine 
»doctrine:schema:update --force«. Ker so entitetni razredi v izdelčnem vtičniku 
definirani s povezavo na druge entitetne razrede, so podatkovne tabele, ki so bile 
ustvarjene, povezane s pripadajočimi primarnimi in zunanjimi ključi, ki nam 
definirajo relacije v podatkovni bazi. 
Obrazec za vnos izdelka smo ustvarili z ukazom »doctrine:generate:form«. V tem 
primeru smo ustvarili tri razrede, ki definirajo strukturo obrazca za vnos cen, 
atributov in izdelkov. Prva dva razreda smo referencirali v razredu, ki definira 
obrazec za vnos izdelka, ter tako dosegli, da ob vnosu izdelka vnašamo tudi vrednost 
cene in atributa. 
Osnovno poslovno logiko znotraj izdelčnega krmilnika smo v izdelčnem vtičniku 
ustvarili z ukazom »generate:doctrine:crud«. Beseda CRUD je akronim za poslovno 
logiko upravljanja podatkov in je izpeljan iz angleških besed (angl. Create, Read, 
Update in Delete). Zgornji ukaz nam je tako ustvaril izdelčni krmilnik z metodami, ki 
skrbijo za prikaz, brisanje, ustvarjanje in urejanje izdelkov na portalu. Poslovno 
logiko smo v izdelčnem krmilniku nadgradili s procesom shranjevanja slike izdelka. 
Slika se veže na izdelčno entiteto in jo shranjujemo na datotečni sistem strežnika v 
direktorij z enako vrednostjo, kot je unikatni ključ izdelka znotraj podatkovne baze. 
Obrazec za vnos izdelka smo izpostavili na spletni poti »/novi«, ki je bila definirana 
znotraj datoteke product.yml. V datoteki smo definirali tudi poti do poslovnih metod, 
s katerimi je moč izdelke urejati, brisati in videti v primerjalniku cen. Pot za ogled 
izdelkov smo optimizirali za spletne iskalnike (Google, Bing, Najdi.si) tako, da smo 
v ime poti dodali tudi ime izdelkov. Spletno pot do izdelkov smo tako definirali z 
definicijo »/{title}/{id}«, kjer title predstavlja ime izdelka in id unikatni ključ izdelka 
znotraj podatkovne baze. 
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Uporabnikom spletnega portala smo onemogočili urejanje in brisanje izdelkov. To 
funkcionalnost smo dosegli s komponento Securty. Možnost dodajanja oziroma 
posodabljanja cen pa smo uporabnikom omogočili na strani, kjer si izdelek lahko 
ogledajo. Znotraj omenjene strani je moč z obrazcem za cene dodati nove cene v 
primeru, ko so uporabniki avtenticirani znotraj aplikacije. Avtentikacijo uporabnika 
bomo podrobneje predstavili v podpoglavju 4.7. 
Znotraj izdelčnega vtičnika smo ustvarili tudi krmilnik SideBarController, ki skrbi za 
poizvedbo objektov, ki uporabniku prikažejo informacije zadnjih dodanih izdelkov, 
najpogosteje ogledanih izdelkov in zadnje oziroma najnovejše cene izdelkov na 
portalu. 
Informacije smo pridobili iz podatkovne baze tako, da smo znotraj izdelčnega 
vtičnika ustvarili izjave DQL (angl. Doctrine Query Language). Jezik DQL znotraj 
knjižnice Doctrine je ustvarjen zaradi potrebe po iskanju kompleksnejših 
podatkovnih objektov. Izjave DQL smo napisali v repozitorijskem razredu Product in 
Price znotraj metod »lastAdded«, »mostViews« in »newPrices« s pomočjo 
poizvednega graditelja, ki ga je moč najti znotraj knjižnice Doctrine. Pridobljene 
izdelčne objekte smo nato prikazali skozi predloge »lastAdded.html.Twig«, 
»mostViews.html.Twig« in »newPrices.html.Twig«, ki smo jih ustvarili v izdelčnem 
vtičniku. 
Proces prikaza desne navpične vizualne komponente, ki jo je moč videti na sliki 3.9 
in ki izvede prikaz zgoraj pridobljenih izdelčnih objektov, poteka skozi več nivojev s 
pomočjo mehanizma Twig. Prikaz vizualne komponente je izveden na spletni poti 
»/news«, ki je prikazana s pomočjo blogerskega vtičnika in njene predloge 
»news.html.twig«. Znotraj predloge »news.html.twig« smo vključili predlogo 
»sidebar.html.twig«, ki je bila definirana v blogerskem vtičniku. Predloga 
»sidebar.html.twig« pa je izvedla direktne klice na metode krmilnika 
SideBarController, ki so vrnile predelane predloge posameznih metod. 
4.6  Iskalnik 
Glavno funkcionalnost primerjalnika cen smo uporabnikom izpostavili prek 
iskalnika, ki smo ga realizirali z iskalnim vtičnikom. Iskalni vtičnik smo ustvarili z 
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enakimi koraki, kot smo ustvarili blogerski, kontaktni, uporabniški in izdelčni 
vtičnik. 
Zaradi želje po spremljanju in analizi iskalnih nizov, ki jih uporabniki vnašajo v 
iskalno polje primerjalnika cen, smo v  iskalnem vtičniku ustvarili iskalni entitetni 
razred Search. S tem razredom smo povezali iskalni obrazec na vhodni strani ter mu 
dodali lastnosti »searchTerm« in »dateTime«. Lastnost »searchTerm« tako nosi 
vrednost iskalnega polja oziroma iskalnega niza, ki ga uporabnik vnese v iskalnik, 
lastnost »dateTime« pa časovno vrednost trenutka, ko je bilo iskanje izvedeno. 
Ko uporabnik spletnega mesta izvede iskanje skozi iskalno polje, ga z iskalnim 
obrazcem preusmerimo na iskalni krmilnik. Iskalni krmilnik vnešeno vrednost 
znotraj obrazca prebere iz globalne spremenljivke $_GET, jo poveže na iskalno 
entiteto ter nato shrani v podatkovno bazo. Na ta način je moč videti vse iskalne nize, 
ki jih naši uporabniki vnesejo v iskalnik. Uporabniško iskanje smo nadaljevali z 
izjavo DQL, ki s pomočjo knjižnice Doctrine na podatkovni bazi MySQL izvede 
poizvedbo iskalnega niza. 
Izjavo DQL smo napisali v iskalnem repozitorijskem razredu znotraj metode 
»filterByText«, ki nam vrne vse relevantne izdelčne objekte iskalnega niza. Objekte 
uporabniku prikažemo s pomočjo mehanizma za razčlenjevanje predlog v predlogi 
»index.html.twig« znotraj iskalnega vtičnika na spletni poti »/search?q=iskalni+niz«. 
Spletna pot search, kjer so iskalni izdelki prikazani, nosi tudi vrednost iskalnega niza 
znotraj parametra q. Na ta način dosežemo, da specifično iskanje znotraj 
primerjalnika cen lahko delimo z ostalimi uporabniki na internetu. 
4.7  Uporabniške vloge in nadzor dostopa 
Nadzor dostopa znotraj primerjalnika cen je bil izveden s komponento Security. 
Komponenta omogoča, da z dvofaznim postopkom uporabnikom onemogočimo 
dostop do specifičnih spletnih poti, kot so spletne poti za brisanje in urejanje 
izdelkov. 
V prvi fazi komponenta izvede identifikacijo uporabnika tako, da od uporabnika 
zahteva identifikacijske podatke. Prvo fazo tipično imenujemo avtentikacija in 
pomeni, da spletna aplikacija poskuša izvedeti, kdo je uporabnik. Ko aplikacija ve, 
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kdo je uporabnik, izvede drugo fazo postopka, ki se imenuje avtorizacija. V tej fazi 
aplikacija preveri, ali ima uporabnik pravice, da izvede določeno akcijo. Za boljšo 
predstavo je postopek prikazan na sliki 4.5. 
 
Slika 4.5:  Dvofazni postopek avtentikacije in avtorizacije [34] 
V primerjalniku cen je komponenta Security za avtentikacijo uporabila uporabniški 
vtičnik, ki smo ga registrirali znotraj konfiguracijske datoteke »security.yml«. 
Avtorizacijo uporabnika pa je komponenta izvajala na podlagi pravil, ki smo jih 
definirali znotraj konfiguracijske datoteke in jih je moč videti na sliki 4.6. 
 
Slika 4.6:  Definicija avtorizacijskih pravil 
Znotraj konfiguracijske datoteke smo ustvarili tri tipe uporabniških vlog 
(IS_AUTHENTICATED_ANONYMOUSLY, ROLE_USER, ROLE_ADMIN). 
Prva vloga je splošni tip uporabnika, ki označuje vse anonimne uporabnike portala, 
torej vse uporabnike, ki se niso avtenticirali. Druga vloga predstavlja vse uporabnike, 
ki so se avtenticirali znotraj portala in jih aplikacija prepozna prek povezave, ki se 
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izvaja na podlagi spletnega piškota znotraj uporabniškega spletnega brskalnika in 
seje PHP na strežniku. Tretja vloga označuje administratorja portala in mu omogoča 
najvišji nivo pravic znotraj portala. 
Na sliki 4.6 lahko vidimo, da smo spletni poti »/all«, »/{id}/edit« in »/{id}/delete« 
rezervirali samo za administratorja spletnega portala. Do spletne poti »/novi«, prek 
katere lahko uporabniki vnesejo nove izdelke, lahko dostopajo samo registrirani 
uporabniki. Eksplicitno pa smo morali določiti tudi spletno pot »/login« in omogočili 
tudi dostop anonimnih uporabnikov, saj se na tej spletni strani uporabniki 
avtenticirajo. Vse preostale spletne poti, ki niso navedene v konfiguraciji, so 
dostopne vsem uporabnikom. V podpoglavju 4.5.2 smo omenili, da samo 
avtenticirani uporabniki lahko posodobijo ceno izdelka, a kot lahko vidimo, nismo 
dodali nobenega avtorizacijskega pravila znotraj konfiguracijske datoteke. To 
funkcionalnost smo rešili programsko znotraj izdelčnega vtičnika tako, da smo 
uporabnikom obrazec za posodabljanje cen prikazali le v primeru, ko je bil uporabnik 
avtenticiran znotraj aplikacije. 
Z definicijo avtorizacijskih pravil smo zaključili razvoj spletnega primerjalnika cen. 
Zastavljene funkcionalnosti v uvodnem poglavju smo rešili z izdelavo specifičnih 
vtičnikov. Uporabniški vtičnik skrbi za registracijo spletnega uporabnika. Preverjanje 
pristnosti in pravice uporabnika smo izvedli s komponento Security. Bazo podatkov 
smo za potrebe posameznih vtičnikov ustvarili s pomočjo knjižnice Doctrine. Vnos 
izdelkov in cen smo izvedli z izdelčnim vtičnikom in s pomočjo komponente Form. 
Obdelavo podatkov smo izvedli s poizvedbenimi stavki in knjižnico Doctrine. 
Večjezično implementacijo spletnega mesta pa nam je omogočila komponenta 
Translation, in sicer tako, da smo znotraj posameznih vtičnikov ustvarili prevajalne 
datoteke. 
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5  Zaključek 
Skozi diplomsko delo smo predstavili veliko prednosti in funkcionalnosti, ki jih 
ogrodje Symfony ponudi pri razvoju spletnih rešitev. Eno pomembnih lastnosti, ki so 
jo uvedli v podjetju SensioLab in ki ogrodje Symfony postavlja v ospredje pred 
drugimi ogrodji PHP, je dolgoročna podpora različice LTS (angl. Long Term 
Support Versions). Različica LTS ponuja razvijalcem triletno podporo popravkov 
ogrodja in štiriletno podporo varnostnih popravkov. Različica LTS je zelo 
pomembna lastnost za gospodarski sektor, kjer so potrebe po robustnosti in 
odpornosti na čas zelo velike. 
Pri izdelavi primerjalnika cen smo se seznanili in uporabili mnoge komponente 
ogrodja. Po končanem razvoju smo ugotovili, da precejšnjega števila komponent v 
sklopu tega projekta ni bilo treba uporabiti. Na tem mestu se postavlja vprašanje, ali 
so nam te komponente v sklopu primerjalnika cen sploh potrebne. 
Primerjalnik cen je dokaj kompleksna aplikacija s funkcionalnostmi, ki so v 
prihodnosti izpostavljene spremembam, saj je portal zelo odvisen od tržnega interesa. 
V tem primeru nam ogrodje ponuja rešitve za prihodnje izzive. Če pa smo kot 
razvijalci soočeni z nalogo, ki zahteva enostavno funkcionalnost, ki se s časom ne 
spreminja, pa se nam orodje pokaže kot neprimerno za rešitev naloge. 
Orodje nam s svojo fleksibilnostjo prinaša tudi režijske stroške, ki upočasnijo 
izvrševanje zahtev HTTP, kar je v določenih projektih, ki temeljijo na strežniškem 
nivoju, negativna lastnost in se zato raje poslužimo enostavnejših ogrodij. V primeru, 
ko se razvijalec odloči predstavitveni sloj na odjemalski strani upravljati s pomočjo 
jezika JavaSript in z ogrodji JavaScript, se ogrodje Symfony izkaže kot napačna 
izbira, saj bomo v tem primeru uporabili le osnovne funkcionalnosti ogrodja. Pri 
takšni arhitekturi aplikacije nam služi strežniški del, aplikacija pa le kot poizvedbeni 
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sloj med podatkovno bazo in poslovnim slojem, ki se odvija znotraj uporabniškega 
brskalnika. 
Zaradi zgoraj navedenih potreb so se v zadnjih dveh letih razširila mikroogrodja, kot 
so Slim, Silex in Lumen. Ponudijo le osnovna orodja za izdelavo aplikacij, vsi ostali 
deli pa so prepuščeni razvijalcu in njegovim potrebam. 
Iz zbranih izkušenj je moč skleniti, da se pri izdelavi spletnih portalov in aplikacij ne 
smemo osredotočati na priljubljenost in funkcionalnost ogrodij. Osredotočiti se 
moramo na zahteve in funkcionalnosti portala ali aplikacije in pri tem uporabiti 
najbolj pragmatično rešitev naloge. 
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