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Abstract
Sets and bags are closely related structures. A bag is dierent from a set in that
it is sensitive to the number of times an element occurs while a set is not. In this
paper, we introduce the concept of web bag in a web warehouse as a part of our
Web Information Coupling System(WICS). Informally, a web bag is a web table
which allows multiple occurrences of identical web tuples. Web bag helps to discover
useful knowledge from a web table such as visible documents (or web sites), luminous
documents and luminous paths. We formally discuss the semantics and properties
of web bags, and illustrate with examples applications of web bag in knowledge
discovery in a web warehouse.
1 Introduction
Sets and bags are closely related structures. When a set is allowed to have multiple occurrences
of a member, it is called a bag or multi-set [29]. While a set of tuples (i.e., a relation) is a
simple, natural model of data as it might appear in a database, commercial systems are rarely
if ever based purely on sets. In some situations, relations as they appear in database systems
are permitted to have duplicate tuples [29]. For example, the \select distinct" construct and
the \select average of column" construct of SQL can be better explained if bags instead of sets
are used. While sets have been studied intensively by the database community, relational bags
have recently received attention for the following reasons:
 Allowing relations to be bags rather than sets expedite operational speed. For example,
when we perform a projection, allowing the resulting relation to be a bag let us work with
each tuple independently. Note that the bag result, although larger, can be computed
faster [29].

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Figure 1: Web schema (query graph) of `Cancer' web table.
 Having relations as bags eliminates the cost of duplicate removal from the relations.
 Permitting bags as results saves time in subsequent relational operations like union.
1.1 Motivation
Given the high rate of growth of the volume of data available on the WWW, locating information
of interest in such an anarchic setting becomes a more dicult process everyday. Thus, there is
the recognition of the undeferring need for eective and ecient tools for information consumers,
who must be able to easily locate and manipulate information in the Web. The current approach
for locating information of interest mostly depends on browsing or sending a keyword or a
combination of keywords to search engines such as Alta Vista and Yahoo. These approaches of
locating information have following shortcomings:
1. While web browsers fully exploit hyperlinks among web pages, search engines have so
far made little progress in exploiting link information. Not only do most search engines
fail to support queries on the Web utilizing link information, they also fail to return link
information as part of a query's result.
2. From the query's result returned by search engines, a user may wish to locate the most
visible Web sites [9] or documents for reference. That is, sites or documents which can be
reached by many paths (high fan in). Presently, he may only do so manually by visiting the
documents in the query result and then manually follow each links in the web documents
and then download the visible documents as les on user's hard disk for future reference.
Nevertheless, this method is tedious.
3. Reversing the concept of visibility, a user may wish to locate the most luminous Web
sites [9] or documents for reference. That is, web sites or documents which have the most
number of outgoing links. Currently, he may locate this information by manually visiting
each Web documents.
4. Furthermore, a user may wish to nd out the most traversed path for a particular query
result. This is important since it helps the user to identify the set of most popular in-
terlinked Web documents which has been traversed frequently to obtain the query result.
Presently, he may only do so by visiting each documents in the search result and compare
their link information. This method is time consuming.
5. Over a period of time, there will be a number of coupled collections of Web documents
created by the user. As each of these collections exists simply as a set of les on the
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Figure 2: Partial view of `Cancer' web table.
user's system, there is no convenient and systematic way to manage and discover useful
knowledge from them.
There has been increased research interest on structure based queries [15, 22, 23, 26] to
exploit link structures between pages. These are based on the metaphor of the Web as a huge
database. It is assumed that partial knowledge on structure is available to the users. A query
starts from one or more entry points and performs an exhaustive search to match user-dened
paths. This approach solves some of the problems of existing search engines. However, none of
these web query systems deals with the issues discussed in 2 (visible web sites or web documents),
3 (luminous web sites or web documents) and 4 (most traversed path).
In this paper, we introduce the concept of web bag in a web warehouse as a part of our
Web Information Coupling System (WICS) to resolve the issues mentioned earlier. A web bag
helps to discover knowledge related to query traversed path, visible documents or web sites,
luminous documents or web sites, etc. Some of these knowledge can be used further in rening
a user's query. WICS is one of the capabilities of our web warehouse. It is a database system
for managing and manipulating coupled information extracted from the Web. For more details
about WICS, refer to [12].
Even though the notion of a web bag in WICS is similar to that of a relational bag, it
diers from relational bags in three major ways: First, web bags deal with unstructured data
derived from the Web, not relational data. Second, web bags are useful in discovering useful
knowledge from web tables, as opposed to relational bags which primarily focus on computational
eciency. Finally, most of the work related to bags in the relational model permits duplicate
tuples in relations. In WICS, web bag may only be created while ltering web tuples using
project operation.
There are a number of new challenges related to web bag due to the richer nature of the
WICS data model which handles unstructured data. For example, what exactly is a web bag in
WICS? How are web bags created in WICS? Is there is a need to materialize web bags? If we
do, then what are the advantages? What is the usefulness of web bags from the perspective of
information provided to users? In this paper, we address some of these challenges. In particular,
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Figure 3: Web schema after projecting node variables between y and z.
the contributions of this paper are as follows:
 We formally introduce and dene the concept of a web bag in a web warehouse. To the
best of our knowledge, this is the rst work on the concept of web bag.
 We discuss the usefulness and illustrate with examples algorithms for deriving dierent
types of knowledge that may be garnered from a web warehouse using web bags.
1.2 Overview
Informally, a web bag is a web table containing multiple occurrences of identical web tuples. A
web tuple is a set of inter-linked documents retrieved from the WWW which satises a query
graph. In WICS, we materialize web information as a web table. We have dened a set of web
coupling operators with web semantics. Thus, we equip the WICS with the basic capability to
manipulate web tables and correlate additional, useful, related web information residing in the
web tables [28]. A web bag may only be created by projecting some of the nodes from web
tuples of a web table using the web project operator. A web project operator is used to isolate
data of interest, allowing subsequent queries to run over a smaller, perhaps more structured
web data. Unlike its relational counterpart, a web project operator does not eliminate identical
web tuples autonomously. Thus, the projected web table may contain identical web tuples (web
bag). The duplicate elimination process is initiated explicitly by a user. As we shall see in
Sections 5 and 6, autonomous duplicate elimination may hinder the possibility of discovering
useful knowledge from a web table. This is due to the fact that these knowledge may only be
discovered from web bags. The following example briey illustrates the notion of web project
and web bag.
Example 1 Assume that there is a web site at http://www.virtualhealth.com/which integrates
disease related information from various web sites respectively. Suppose a user couples cancer-
related information from this web site and stores the set of related documents in a web table
labeled Cancer as shown in Figure 2. The schema or query graph of the web table is shown
in Figure 1. (Note that a user species a query in the form of a query graph.) The result of
coupling related information from the WWW is materialized in the form of a web table [12].
Suppose the user wish to project all instances of node variables between y and z. This is per-
formed by the web project operator and the resultant web table is shown in Figure 4. The rst,
second and fourth web tuples in the gure are now identical (URL of instances of node variables
z are identical) and they form a web bag. The signicance of the web bag indicates that docu-
ment at http://www.cancer.org/desc.html can be reached from http://www.virtualhealth.com/
by three dierent paths. A user may explicitly initiate the elimination of duplicate tuples (rst
4
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Figure 4: Web table after projecting node instances between y and z.
and the second tuples in this case). The web table created after the removal of identical web
tuples is shown in Figure 5.
1.3 Paper Organization
The rest of the paper is organized as follows. In section 2, we discuss our work with respect to
existing work in WWW modeling. Section 3 reviews the underlying data model. We introduce
the concept of web bag in Section 4. In this section, we rst discuss the web project operator.
Next, we formally dene web bag and show how it is created in WICS. Finally, we introduce
some terminology and properties related to web bag. In Section 5, we highlight various types of
knowledge that may be discovered using web bags. We formally discuss the knowledge discovery
query language associated with web bags and examine the general philosophies which inuence
the design of such query language in the context of web bags. We discuss the usefulness of
dierent types of knowledge that may be harnessed using web bags in our web warehouse and
illustrate their algorithms with examples in Section 6. In the last section, we conclude the paper
with some directions for future research.
2 Related Work
In the standard approach to database modeling, relations are assumed to be sets, and no du-
plicates are allowed. While sets have been studied intensively by the database community, bags
have not received the same amount of attention. However, real implementations [16, 20] fre-
quently use bags as the underlying data model to save the cost of duplicate elimination. Eorts
have been made to provide a theoretical framework for such systems. Algebras for manipulating
bags were developed by extending the relational algebra [5], and optimization techniques for
these algebra were studied [5, 8, 27]. Recently, according to, Ullman and Widom [29], relations
are actually bags in commercial database systems, in which the same tuple is allowed to appear
several times. They show that operations of relational algebra on sets can be extended to bags,
but there are some algebraic laws that fail to hold. Albert [5] proposed a number of operations
on bags and established some of their properties. Later, Grumbach and Milo [18] extended the
algebra of Abiteboul and Beeri [1] to bags. Libkin and Wong [25] proposed a bag language,
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Figure 5: Web table after removal of bags.
BQL which is equivalent to the polynomial-time fragment of the language of Grumbach and
Milo. One of the important property of BQL is its close connection with relational languages
and aggregate functions. It has precisely the power of the nested relational algebra augmented
with a general template for producing aggregate functions.
There has been considerable work in data model and query languages for the World Wide
Web [15, 22, 23, 26]. For example, Mendelzon, Mihaila and Milo [26] proposed a WebSQL query
language based on a formal calculus for querying the WWW. The result of WebSQL query is
a set of web tuples which are attened immediately to linear tuples. Konopnicki and Shmueli
[22] proposed a high level querying system called the W3QS for the WWW whereby users
may specify content and structure queries on the WWW and maintain the results of queries as
database views of the WWW. In W3QL, queries are always made to the WWW. Fiebig, Weiss
and Moerkotte extended relational algebra to the World Wide Web by augmenting the algebra
with new domains (data types) [15], and functions that apply to the domains. The extended
model is known as RAW (Relational Algebra for the Web). Inspired by concepts in declarative
logic, Lakshmanan, Sadri and Subramanian designed WebLog [23] to be a language for querying
and restructuring web information. Other proposals, namely Lorel [2] and UnQL [14], aim at
querying heterogeneous and semistructured information. These languages adopt a lightweight
data model to represent data, based on labeled graphs, and concentrate on the development of
powerful query languages for these structures. However, none of the above discussed systems
addresses the issues related to bags in a web data model.
3 Background
Since our goal is to illustrate web bag in WICS, we use as a starting point the Web Information
Coupling Model (WICM), designed as part of the Web Warehousing project. We describe
WICM briey, only to the extent necessary to understand the concept of web bag. A complete
description of the data model and its usefulness is given in [12, 28].
3.1 Web Information Coupling Model
Web Objects
We have introduced the data model for a web warehouse in [12, 28]. Our data model consists of
a hierarchy of web objects. The fundamental objects are Nodes and Links. Nodes correspond
to HTML or plain text documents and links correspond to hyper-links interconnecting the
documents in the World Wide Web. We dene a Node type and a Link type to refer to these
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two sets of distinct objects. These objects consist of a set of attributes as shown below:
Node = [url, title, format, size, date, text]
Link = [source-url, target-url, label, link-type]
For the Node object type, the attributes are the URL of a Node instance and its title, document
format, size (in bytes), date of last modication, and textual contents. For the Link type, the
attributes are the URL of the source document containing the hyperlink, the URL of the target
document, the anchor or label of the link, and the type of the link.
The link type attribute requires further elaboration. Hyperlinks in the WWW may be
characterized into three types: interior , local , and global [26]. A link is interior when the target
document is the same as the source document, i.e., the link points to another portion of the
same document. A link is local when the source and target documents are hosted in the same
server machine. A link is global when the source and target documents are hosted in dierent
server machines. Therefore, link type = finterior, local, globalg.
The next higher level of abstraction is a web tuple. A web tuple is a set of connected,
directed graphs each consisting of a set of nodes and links which are instances of Node and Link
respectively. Formally, a web tuple t
w
is a triplet, t
w
= hN
w
; L
w
; V
w
i, where N
w
is a set of nodes
in web tuple t
w
, L
w
is a set of links in web tuple t
w
and V
w
is the set of connectivities (see
next section) in web tuple t
w
. A collection of web tuples is called a web table. If the table is
materialized, we associate a name with the table. There is a schema (see next section) associated
with every web table. A web database consists of a set of web schemas and a set of web tables.
Note that ner gradation at the levels of abstraction is possible. For instance, we may de-
ne url = fprotocol, host, port number, path, search partg (based on RFC 1738) and text
= fheader, bodyg where header and body may be decomposed further. The granularity of the
abstraction aects query expressiveness; a more detailed model allows ner bits of information
to be retrieved in a query.
Web Schema
A web schema contains meta-information that binds a set of web tuples in a web table. Web
tables are materialized results of web queries. In a WIC system, a user expresses a web query
by describing a query graph.
Consider Example 1. When the query graphs in Figure 1 is evaluated, a set of web tuples
each satisfying the query graph is harnessed from the WWW. By collecting the tuples as a table,
the query graph may be used as the table's schema to bind the tuples. Hence, the web schema
of a table is the query graph that is used to derive the table. Formally, a web schema is a 4-tuple
S = hX
n
;X
`
; C; P i where X
n
is a set of node variables, X
`
is a set of link variables, C is a set of
connectivities (in Disjunctive Normal Form), and P is a set of predicates (in Disjunctive Normal
Form).
Let us elaborate on each of the schema components. Observe that some of the nodes and
links in the gures in this paper have keywords imposed on them. In order to express these
conditions, we introduce node and link variables in the query graph. Thus, in Figure 1 node z
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represents those web documents which contains the words `cancer' in the text or title. In other
words, variables denote arbitrary instances of Node or Link. There are two special variables: a
node variable denoted by the symbol `#' and a link variable denoted by the symbol `-'. These
two variables dier from the other variables in that they are never bound (these variables are
not dened by the predicates of the schema).
Structural properties of web tuples are expressed by a set of connectivities. Formally, a
connectivity k is an expression of the form: xhiy where x 2 X
n
; y 2 X
n
, and  is a regular
expression over X
`
. (The angle brackets around  are used for delimitation purposes only.)
Thus, xhiy describes a path or a set of possible paths between two nodes x and y. For instance,
the expression xh(ef jg)iy (i.e.,   (ef jg)) says that there exist either a simple link g 2 X
`
, or
two links e 2 X
`
followed by f 2 X
`
, between x and y.
The last schema component is the set of predicates P . Predicates provide a means to impose
additional conditions on web information to be retrieved. Let p be a predicate. If x; y are node
or link variables, then the following are possible forms of predicates:
p(x)  [x:attribute CONTAINS "A"] or
p(x)  [x:attribute EQUALS "A"] or
p(x; y)  [x:attribute = y:attribute];
where attribute refers to an attribute of Node, Link or link type, A is a regular expression over
the ASCII character set, x and y are arguments of p. For instance, [z.title CONTAINS "cancer"]
is a predicate with argument z 2 X
n
which is true if and only if the titles of the web document
corresponding to z contains the word \cancer".
Example 2 Produce a list of cancer related information starting from the web site at
http://www.virtualhealth.com/.
We may express the schema of the above query by S
i
= hX
i;n
;X
i;`
; C
i
; P
i
i where X
i;n
=
fx; y; z; #g;X
i;`
= fe; f; -g; and C
i
 k
i
1
^k
i
2
^k
i
3
such that k
i
1
= xheiy; k
i
2
= yhfi#; k
i
3
= #h-
+
iz
and P
i
 p
i
1
^ p
i
2
^ p
i
3
^ (p
i
4
_ p
i
6
)^ p
i
5
such that p
i
1
(x)  [x:url EQUALS "http://www.virtual-
-health.com/"]; p
i
2
(y)  [y:text CONTAINS "cancer"]; p
i
3
(e)  [e:label CONTAINS "diseases"];
p
i
4
(z)  [z:title CONTAINS "cancer"]; p
i
5
(f)  [f:label CONTAINS "cancer"]; p
i
6
(z)  [z:text
CONTAINS "cancer"]. Note that -
+
implies zero or more links.
4 Concept of Web Bag
We are now ready to dene a web bag in a web warehouse. We rst introduce the web project
operator. Next, we formally dene a web bag in the context of WICS. Finally, we discuss some
properties and terminology associated with web bags.
4.1 Web Project
Analogous to the project operation in the relational model, we would like the web project oper-
ation on a web table to extract portions of a web tuple satisfying certain conditions. However,
8
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Figure 6: Web schema after projecting node variables x and y.
since the schema of web tables is more complex than that of relational tables, projection con-
ditions have to be expressed as node and link variables and/or connectivities between the node
variables. The web project operation reduces the number of node and link variables in the original
schema and the constraints over these variables.
Given a web table W with schema S = hX
n
;X
`
; C; P i, a web projection on W computes
a new web table W
0
or a web bag W
b
with schema S
p
= hX
n
p
;X
`
p
; C
p
; P
p
i. The components
of S
p
depends on the project conditions. Note that, unlike relational project, the web project
operation does not remove duplicate web tuples automatically. The projected web table W
b
may contain identical web tuples. In this case, it is called a web bag. Formally, we dene web
project as follows:
W
b
= 
hproject condition(s)i
(W )
where  is the symbol for project operation. The duplicate elimination process is then initiated
by the user and is performed by the following operation: W
0
= Distinct(W
b
) where W
b
is a
web bag and W
0
is a web table with distinct web tuples. Note that if the projected web table
contains distinct web tuples, then
W
0
= 
hproject condition(s)i
(W )
We now explain the syntax of a web project query and then discuss dierent project conditions
with examples.
4.1.1 Syntax of Web Project Query
The query in our model adopts a SQL-like syntax to facilitate high level web project. The
syntax for web project query is dened in a simplied BNF grammar (\[ ]" represents 0 or one
occurrence, \f g" represents one or more occurrence and words in type writer font represents
keywords) as shown below:
hWQLi ::=
fPROJECT hproject conditionig
FROM hweb table namei
IF WEB BAG EXISTS
[AS hweb bag namei]
[MAKE DISTINCT hprojected table namei]
ELSE
[AS hprojected table namei]
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 \ PROJECT hproject conditioni" project nodes from each web tuple in the input web table
based on the project condition \hproject conditioni" . Note that, one may specify more
than one project conditions.
 \FROM hweb table namei" clause species to project nodes from the web table \hweb table
namei".
 \IF WEB BAG EXISTS" clause checks whether the projected collection of web tuples is a
web bag.
 \ AS hweb bag namei" stores collection of web tuples in a web bag in \hweb bag namei".
Note that this is invoked only if the projected web table is a web bag.
 \ MAKE DISTINCT hprojected table namei" removes the identical web tuples from the web
bag and stores the projected web table \hprojected table namei". Note that duplicate
elimination process of the web bag is optional and initiated by the user.
 \ELSE" clause is executed if the projected web table contains only distinct web tuples (not
a web bag).
 \ AS hprojected table namei" stores the projected web table \hprojected table namei".
Note that this clause is initiated only if the projected web table do not contain duplicate
web tuples.
4.1.2 Project Conditions
A user may explicitly specify any one of the conditions or any combination of the three conditions
discussed below to initiate a web project operation.
 Set of node variables: A user may specify a set of node variables which he may wish
to project from the web table. For example, consider the schema in Figure 1. A user may
wish to project node variables x and y. The web query is given below:
PROJECT x, y
FROM Cancer
IF WEB BAG EXISTS
MAKE DISTINCT Cancer Result
ELSE
AS Cancer Result
The projected web table (Cancer Result) is shown in Figure 7. Note that this query does
not store identical web tuples (web bag). The schema (Figure 6) is given below:
Let S
p
= hX
n
p
;X
`
p
; C
p
; P
p
i be the schema of the projected web table where X
n
p
=
fz; #g;X
`
p
= f-g; and C
p
 k
p
1
such that k
1
p
= #h-
+
iz; P
p
 p
p
1
_ p
p
2
such that
p
p
1
(z)  [z:title CONTAINS "cancer"]; p
p
2
(z)  [z:text CONTAINS "cancer"]:
 Start-node variable and end-node variable: A user may wish to project all the
instances of node variables between two node variables. Figure 5 illustrates the removal
of all instances of nodes between y (start-node variable) and z (end-node variable). If
the user wishes to store the web bag and also web table containing distinct web tuples in
Cancer Bag (Figure 4) and Distinct Cancer (Figure 5) respectively, then the query for this
project condition is as follows:
10
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Figure 7: Web table after projecting node instances of x and y.
PROJECT between x and y
FROM Cancer
IF WEB BAG EXISTS
AS Cancer Bag
MAKE DISTINCT Distinct Cancer
ELSE
AS Distinct Cancer
Note that in the above query if we wish to store only distinct web tuples (Figure 5) then
the syntax for this query will be:
PROJECT between x and y
FROM Cancer
IF WEB BAG EXISTS
MAKE DISTINCT Distinct Cancer
ELSE
AS Distinct Cancer
The schema (Figure 3) of the projected web table is shown below:
Let S
p
= hX
n
p
;X
`
p
; C
p
; P
p
i be the schema of the projected web table where X
n
p
=
fx; y; zg;X
`
p
= fe; -g; C
p
 k
p
1
such that k
p
1
= xheiy; P
p
 p
p
1
^p
p
2
^p
p
3
^(p
p
4
_p
p
5
) such
that p
p
1
(x)  [x:url EQUALS "http://www.virtualhealth.com/"]; p
p
2
(y)  [y:text CONTAINS
"cancer"]; p
p
3
(e)  [e:label CONTAINS "diseases"]; p
p
4
(z)  [z:title CONTAINS "cancer"];
p
p
5
(z)  [z:text CONTAINS "cancer"]:
Note that this condition is specically useful in eliminating unbound node variables (node
variables which are not dened by the web schema).
 Node variable and depth of links: This condition restricts the set of nodes to be
projected within a limited number of links starting from the specied node variable. For
example, consider the web table in Figure 2. If the depth is less than 6, and the specied
node variable is y, then all the nodes from y to at most 5 levels down will be projected.
Note that the specied node variable may be the start node variable or end node variable
in this condition. The syntax of such query is
11
Symbol Meaning
W Input web table
jW j Number of web tuples in a web table W
W
0
Projected web table (without identical tuples)
W
b
Web bag
T
b
Collection of web tuples in W
b
t; t
i
A web tuple
M
b
Multiplet
M Set of multiplets
Table 1: Table of symbols.
PROJECT start y and depth < 6
FROM Cancer
IF WEB BAG EXISTS
MAKE DISTINCT Distinct Cancer
ELSE
AS Distinct Cancer
The schema (Figure 3) of the projected web table is same as the previous example.
4.2 Web Bag
In this section, we formally dene the concept of web bag. First, we summarize a set of symbols
which we will be using in the rest of the paper to explain the concept of web bag (Table 1).
Next, we introduce the concept of equal or identical tuples which we will be using to dene a
web bag. Finally, we formally dene a web bag and discuss some terminology and properties
associated with web bags.
Denition 1 Given a web table W , let T
b
 W such that for each web tuple t 2 T
b
, N
w
(t),
V
w
(t) and U
w
(t) denote a set of nodes, connectivities and urls of the nodes respectively. Two
web tuples t
i
2 T
b
and t
j
2 T
b
are equal or identical, denoted by t
i
= t
j
, 8i 6= j, 0 < i; j  jT
b
j
if the following conditions are true:
 jN
w
(t
i
)j = jN
w
(t
j
)j
 V
w
(t
i
) = V
w
(t
j
)
 U
w
(t
i
) = U
w
(t
j
)
We illustrate the above denition with an example below:
Example 3 Consider the projected web table in Figure 4. The rst (denoted by t
1
) and second
(denoted by t
2
) web tuples are equal because j N
w
(t
1
) j=j N
w
(t
2
) j= 3, V
w
(t
1
) = V
w
(t
2
) =
fx
0
he
0
iy
0
g, U
w
(t
1
) = U
w
(t
2
) = fhttp : ==www:virtualhealth:com=; http==www:virtualhealth:
com=diseases=; http : ==www:cancer:org=desc:htmlg.
4.2.1 Denition of Web Bag
Now we formally dene the concept of web bag. Recall that a bag is dierent from a set in that
it is sensitive to the number of times an element occurs in it while a set is not.
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Denition 2 W
b
is a web bag if and only if there exists t
i
2 T
b
, t
j
2 T
b
, T
b
 W
b
such that
t
i
= t
j
.
A web bag contains dierent collections of identical web tuples. We call each collection of such
identical web tuples a multiplet . A web bag may have one or more multiplets. Note that a
multiplet is a special type of bag in which all the elements are identical.
Denition 3 A collection of web tuples M
b
is a multiplet if and only if t
1
= t
2
= t
3
= : : : =
t
jM
b
j
where t
i
2M
b
, 1  i  jM
b
j.
We shall use hf: : : ; : : :gi brackets to identify a multiplet.
Example 4 Consider the web table in Figure 4. The rst, second and fourth web tuples
(denoted by t
1
; t
2
and t
4
) are identical, i.e., t
1
= t
2
= t
4
. Thus, the web table may be considered
as a web bag and hft
1
; t
2
; t
4
gi forms a multiplet.
4.2.2 How are web bags created?
A web bag may only be created by projecting some nodes from the web tuples of a web table
using the web project operator. Thus, the occurrence of web bag depends on the set of node(s)
projected from each input web tuple. However, it is not always true that projecting node(s)
from each web tuple in the input web table will result in the creation of a web bag.
Property 1 Let  be an unary web operation on a web table W and let W
b
be the resultant
web table. If there exists t
1
2 T
b
, t
2
2 T
b
, T
b
 W
b
such that t
1
= t
2
, then,    (web project
operator).
Example 5 Consider Example 1. If we project all the nodes between y and z from each web
tuple in Cancer, a web bag is created since the rst, second and the fourth web tuples are
identical (Figure 4). However, if we project x and y as shown in Figure 7, the projected web
table is not a web bag since each web tuple in Figure 7 is distinct.
4.2.3 Terminology
We now dene two basic operations on multiplets of a web bag which we will be using in the
subsequent sections to illustrate the usefulness of web bags.
 count(M
b
) is dened to be the number of times a web tuple occurs as an element in the
multiplet M
b
. For example, in Figure 4 there is only one multiplet with three identical
web tuples. Thus, count(M
b
) = 3.
 M
max
(W
b
) returns a multiplet M
b
in a web bag W
b
such that count(M
b
) is maximum in
the web bag W
b
and M
b
2 M where M is a set of multiplets in the web bag W
b
. For
example, consider Figure 4; there is only one multiplet in the web bag. Thus, M
max
(W
b
)
= hft
1
; t
2
; t
4
gi since count(M
b
) = 3 (maximum).
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4.2.4 Properties
In this section, we discuss some properties associated with web bags. The rst property deals
with a condition for the creation of web bags. Web bags may be created if the number of web
tuples of W
0
is less than the total number of web tuples in the input web table W .
Property 2 Let W
b
= 
c
(W ) and W
0
= Distinct(W
b
) where c is a project condition. Then,
W
b
is a web bag if and only if 0 < jW
0
j < jW j.
The next property states that the minimum number of identical web tuples in a multiplet must
be 2. The number of multiplets which may be created due to a web project operation is nite and
varies between 0 and jW j=2. This is because the number of identical web tuples in a multiplet
should at least be 2. Thus, the maximum number of multiplets created after any projection
condition on W is jW j=2 (each multiplet has two identical web tuples).
Property 3 Let M be the set of multiplets in W
b
which may be created after a project operation
on W . Then, the following are true:
 count(M
b
i
) > 1;M
b
i
2M ,

P
jM j
i=1
count(M
b
i
)  jW
b
j,
 0  jM j  jW j=2
5 Knowledge Discovery Using Web Bags
In the previous section, we have seen that a web project operation does not eliminate identical
web tuples autonomously. Thus, a web project operation may result in the creation of a web
bag. In this section, we provide justication for not eliminating duplicate tuples in a web project
operation automatically. In particular, we discuss the usefulness of storing identical web tuples,
i.e., web bag. We discuss how a knowledge discovery process may proceed to nd dierent types
of knowledge, such as visibility and luminosity of nodes, luminous paths using web bags in a
web warehouse. Note that the removal of identical web tuples may eliminate the possibility of
discovering these types of knowledge from a web table.
Many types of knowledge can be discovered in a web warehouse. In this paper, we concentrate
on types of knowledge which may be discovered using web bags. Note that discovering useful
information from web tables in a web warehouse is not restricted to the following types. Since
our objective is to highlight the usefulness of web bags, we consider only those types of knowledge
which may be discovered with the aid of web bags. We begin by dening some terms which we
will be using in the knowledge discovery process. Next, we examine the general philosophy which
inuence the design of a knowledge discovery query in a web warehouse. Finally, we present a
SQL-like syntax adopted by our query language to facilitate high level knowledge mining in the
web warehouse. In the next section, we describe in detail each type of knowledge that may be
discovered using web bags.
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5.1 Types of Knowledge
The following types of knowledge may be discovered using web bags in a web warehouse:
1. Visibility of Web documents: Visibility of a web document D in a web table W measures
the number of dierent web documents in W that have links to D.
2. Luminosity of Web documents: Reversing the concept of visibility, luminosity of a web
document D in a web table W measures the number of outgoing URLs, i.e., the number
of other distinct web documents in W that are linked from D.
3. Luminous paths: A web query result in a web warehouse is a set of inter-linked web tuples
materialized in the form of a web table. Luminous paths in a web table is a set of inter-
linked nodes (path) which occurs some number of times across tuples in the web table.
That is, the occurrence of this set of inter-linked nodes is high compared to the total
number of web tuples in the web table. An implication is that in order to couple the
query result from the WWW, most of the web tuples in the web table has to traverse the
luminous paths.
5.2 Terminology
We now dene two terms which we will be using in our subsequent exposition:
 Web threshold: A knowledge discovery task in a web warehouse may need to specify a
set of thresholds to control its knowledge discovery process by constraining search for
useful information. Dierent types of knowledge may need to specify dierent kinds of
thresholds. A web threshold indicates that there should exist at least some reasonably
substantial evidence of a pattern in the web table to warrant its presentation. The web
threshold is explicitly specied by the user and the value varies between 0 and 1.
 Inter-site support: When we think of Web connectivity, we are more interested in inter-site
linkages. Inter-site support enables us to quantify the inter-site connectivity of a node in a
web table. Formally, let x be a node in W and h
x
denote the host name of node x. Let H
be a bag of host names of all nodes in W that have direct links to/from x. Furthermore,
let C
h
be the number of times h
x
appears in H. The inter-site support, denoted as I is
given as:
I = 1 
C
h
jHj
5.3 Query Language for Knowledge Discovery: Design Considerations
We observe the following design considerations in the design of a query language for knowledge
discovery:
1. The set of web data relevant to the knowledge discovery task in a web warehouse should be
specied in the knowledge discovery query. Since a user may be interested in any portion
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http://www.jhu.edu/science/ http://www.jhu.edu/medical/
http://www.virtualhealth.com/diseases/cancer/
http://www.cancer.org/
http://www.cancer.org/fataldis.html
http://www.cancer.org/list.html
http://www.cancer.org/fataldis.htmlhttp://www.cancer.org/list.html
http://www.disease.com/cancer/http://www.disease.com/
http://www.virtualhealth.com/diseases/cancer/
http://medicalstore.com/cancer/http://www.medicalstore.com/http://www.virtualhealth.com/diseases/cancer/
http://www.virtualhealth.com/diseases/cancer/
http://www.jhu.edu/medical/research
Figure 8: Web table after projecting node instances x, y and z.
of data in a web warehouse, a knowledge discovery system should be able to work on any
specic subset of web data. This implies that the knowledge discovery process will be
triggered o by identifying the subtask to retrieve relevant set of data (nodes in our case)
before proceeding to garner useful information from it.
2. The type of knowledge to be discovered should be specied in the query. Ideally, one
expects that a knowledge discovery system perform interesting discovery autonomously
without human instruction or interaction. However, since knowledge discovery in a web
warehouse can be performed in many dierent ways on any specic set of data, large
amounts and dierent types of knowledge may be generated by unguided, autonomous
discovery; whereas much of such discovered knowledge may not be useful to the user. This
motivates us to propose user-driven knowledge discovery , which species both the relevant
web data on which the discovery process is to be activated and the types of knowledge to
be discovered.
3. Various types of thresholds should be able to be specied to lter out information which
are not interesting to the user. A user may wish to interactively specify various types
of thresholds which can be used to select interesting knowledge discovered and lter out
knowledge which are less interesting, i.e., knowledge which falls below the specied thresh-
old.
5.4 Syntax of Query Language for Knowledge Discovery
Based on the above consideration, a knowledge discovery system in our web warehouse is de-
signed to harness dierent types of knowledge discussed in Section 5.1. We specically use web
bags to discover these types of knowledge. The query language consists of the specications of
three major parameters in discovering knowledge in a web warehouse:
 set of web data relevant to the knowledge discovery,
 the type of knowledge to be discovered,
 threshold value of the interesting information to be discovered.
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The rst parameter, the set of relevant data, is specied by providing the node variable(s)
in the schema of a web table on which knowledge discovery is to be performed. The second
parameter, the kind of knowledge to be discovered, includes visibility, luminosity or luminous
paths. The last parameter, the signicance of the knowledge to be discovered, can be specied
as a set of dierent thresholds depending on the type of knowledge to be discovered in a web
warehouse.
The syntax for a knowledge discovery query is dened in a simplied BNF grammar (\[
]" represents zero or one occurrence, and words in type writer font represents keywords) as
follows:
hWQLi ::=
DISCOVER hknowledge typei
[FOR hnode variable(s)]
[BETWEEN hnode variables]
FROM hweb table namei
[WHERE THRESHOLD = hthreshold valuei]
 \ DISCOVER hknowledge typei" species that the knowledge to be discovered is of type
\hknowledge typei". The following kinds of knowledge type is supported in our query
language:
1. Visible nodes.
hknowledge typei::= visibility
2. Luminous nodes.
hknowledge typei::= luminosity
3. Luminous paths.
hknowledge typei::= luminous path
 \FROM hweb table namei" species that knowledge is to be discovered from \hweb table
namei".
 \FOR hnode variable(s)i" species node variable(s) in the web table \hweb table namei"
on which the specied knowledge is to be discovered. This clause is used for the visibility
and luminosity knowledge types.
 \BETWEEN hnode variablesi" clause species start and end node variables when the knowl-
edge type is luminous path.
 \WHERE THRESHOLD = hthreshold valuei" species the threshold value for the specied
knowledge to be discovered. If the threshold value is not specied by the user, then a
default value is used.
Example 6 Consider the web table Cancer in Figure 2. Suppose we wish to nd the visible
nodes for node variable z in this web table. In particular, we consider only those nodes with
threshold value greater than or equal to 0.8. The query for this knowledge discovery is as follows:
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z1
http://www.cancer.org/desc.htmlhttp://www.cancer.org/fataldis.html
z1
http://www.cancer.org/desc.htmlhttp://www.cancer.org/fataldis.html
z2
http://www.disease.com/cancer/skin.htmlhttp://www.disease.com/csncer
z1
http://www.cancer.org/desc.htmlhttp://www.medicalstore.com/cancer/
z4
http://www.jhu.edu/medical/research http://www.jhu.edu/medical/research/cancer.html
Figure 9: Web table with duplicates.
z1
http://www.cancer.org/fataldis.html http://www.cancer.org/desc.html
http://www.disease.com/csncer http://www.disease.com/cancer/skin.html
z1
http://www.medicalstore.com/cancer/ http://www.cancer.org/desc.html
z4
http://www.jhu.edu/medical/research http://www.jhu.edu/medical/research/cancer.html
z2
Figure 10: Web table W
v
after removal of identical tuples.
DISCOVER visibility
FOR z
FROM Cancer
WHERE THRESHOLD = 0.8
In the next section we show how to evaluate knowledge discovery query.
6 Discovering Dierent Types of Knowledge
In this section, we elaborate on the dierent types of knowledge that may be discovered using
web bags. We begin by dening some terminology which we adopt to discuss dierent types of
knowledge. Then, we illustrate with examples the algorithm of each type of knowledge to be
discovered. We assume that the specied web table and the knowledge discovery query reside
at the same site.
 The start node(s) of a schema for a web table is dened as the source node. In Figure 1,
x is the source node of the schema.
 The terminal node of a schema is dened as the sink node. In Figure 1, z is the sink
node of the schema.
6.1 Discovering Visible Web Documents
Recall that the visibility of a web document (node) D in a web table W measures the number of
dierent web documents inW that contains links to D. In this section, we propose an algorithm
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for nding visible nodes or web documents in a web warehouse.
Denition 4 Let y be a node variable of web table W with schema S = hX
n
;X
`
; C; P i, y 2 X
n
.
Let y
i
be an instance of y. Further, let N
in
(i) be the number of distinct nodes (instances with
distinct URLs) in W containing a link to y
i
and let N
max
and N
min
> 1 be the maximum
and minimum number of incoming links to instances of y in W respectively. Then, the node
visibility of y
i
, denoted as 
i
, is given by the following formula:

i
=
8
>
>
<
>
:

1 K
1
 log
e
N
max
N
in
(i)

if
N
max
N
in
(i)
< e and N
in
(i) > 1
0 if N
in
(i) = 1

K
2
  0:1 log
e
N
max
N
in
(i)

if
N
max
N
in
(i)
 e and N
in
(i) > 1
where e is an exponential constant and K
1
, K
2
and K are constants such that
K =
N
max
N
min
+ ;
K
1
= 1:1   0:1 log
e
K;
K
2
= 1:1  K
1
:
where 0 <  < 1. y
i
is a visible node of y if 
i
 
v
where 0  
v
 1 is the visibility threshold
for visible nodes.
Note that we introduce the constants K
1
and K
2
to normalize 
i
such that its value varies
between 0 and 1 (i.e., 0  
i
 1). For a given web table and specied node variable, N
max
and N
min
are always constant. Thus, the variability of 
i
depends on N
in
(i) only and its value
increases as N
in
(i) increases. Note that the ratio (N
max
=N
in
(i))  1, and in practice the ratios
N
max
=N
in
(i) and N
max
=N
min
will not be too large for a given web table.
6.1.1 Algorithm
Let x be a node variable in W with web schema S = hX
n
;X
`
; C; P i, where x 2 X
n
and x is not
a source node variable. Then, x
 1
node denotes all nodes in the web table W that has links to
the instances of x. The URLs of x
 1
represents the incoming URLs of instances of x. Note that
a web tuple in a web table may have more than one x
 1
nodes. This is because a web tuple may
have more than one in-bound links to an instance of x. The algorithm to determine the visible
nodes for a given node variable in a web table is as follows:
Algorithm 1 (Visible Nodes): Determination of visible nodes for a node variable in a web
table satisfying a given threshold value.
Input:
1. web table W with schema S = hX
n
;X
`
; C; P i,
2. node variable x 2 X
n
, x is not a source node,
3. visibility threshold 
v
.
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Output:
1. A set of visible nodes V that are instances of x.
2. Inter-site support I
j
of each visible node instances of x.
Method. The visible nodes for x is determined as follows:
1. Creation of web table W
v
. Create a web table W
v
where each web tuple contains distinct
instances of node x and x
 1
, using the input web table W . The construction of the web
table is as follows:
 Project all nodes except nodes x and x
 1
from each web tuple in W using the web
project operator.
 From the collection of projected web tuples, for each web tuple, if the number of x
 1
nodes is n > 1, create n distinct web tuples containing nodes x and x
 1
. If there are
no web tuples with n > 1 number of x
 1
nodes then avoid this step.
 Eliminate duplicate web tuples from the collection of web tuples. This is to ensure
that the incoming URLs of node variable x are distinct. That is, if there are m web
tuples in the collection after the elimination of identical web tuples, then there are
m distinct x
 1
nodes in the web table W that has links to x.
 Store the resultant set of web tuples in W
v
.
2. Creation of collection of nodes x. Create a collection of nodes x from W
v
as follows:
 Project node x
 1
from each web tuples in W
v
using the web project operator.
 Store the collection of nodes x in W
b
.
3. Checking the existence of web bag. Check if the collection of web tuples inW
b
is a web bag.
The following steps determine this:
 Compare the URL of each node in W
b
with that of other nodes to identify if the
URLs are identical.
 If all the nodes inW
b
are distinct (no duplicate URLs) then there are no visible nodes
for x in W . The rest of the steps are ignored.
 If there exist nodes with identical URLs, then W
b
is a web bag.
4. Creation of multiplets. Let there be k collections of identical nodes in W
b
. Store each
collection in a multiplet M
b
i
, i = 1; 2; : : : k.
5. Computation of node visibility. For each multiplet M
b
i
in the web bag, compute the node
visibility, denoted as 
i
, using the formula in Denition 4. Note that N
in
(i) = count(M
b
i
).
Thus, node visibility is calculated by replacing N
in
(i) with count(M
b
i
) in the formula
dened in Denition 4.
6. Computation of maximum value of node visibility. Compute maximum value of 
i
(denoted
as 
max
) after determining the value of node visibility of each multiplet.
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z1
http://www.cancer.org/desc.html
z2
http://www.disease.com/cancer/skin.html
z1
http://www.cancer.org/desc.html
z4
http://www.jhu.edu/medical/research/cancer.html
Figure 11: Web bag created during visible nodes discovery.
7. Determination of visible nodes. The visible nodes of x with threshold 
v
is determined by
the following steps:
 If 
max
< 
v
then there does not exist any visible nodes for the threshold 
v
. Ignore
the remaining steps.
 Otherwise, for each 
i
 
v
, obtain one of the node (visible node) from M
b
i
and store
it in visible node set V .
8. Determination of inter-site support. Now determine the inter-site support for each visible
node in V .
 For each element in V , perform the following steps.
 Determine the host name (denoted by H
x
i
) of the node v
j
where v
j
2 V and 0 < j 
jV j.
 Determine the nodes x
 1
corresponding to v
j
from W
v
.
 Determine the host names of the set of x
 1
nodes from their URLs and store the host
names in a bag H
x 1
.
 Count the number of times H
x
i
appears in H
x 1
. The inter-site support I
j
is given
by:
I
j
= 1 
C
h
jH
x 1
j
where C
h
is the number of times H
x
i
appears in H
x 1
.
The following example illustrates the execution of the algorithm for visible nodes on the scenario
of Example 6.
Example 7 1. Figure 10 shows the projected web table W
v
after projecting all the nodes
except nodes z and and nodes x
 1
corresponding to z from each web tuple in the web
table Cancer (Figure 2). Note that one of the duplicate web tuples (rst and second web
tuples in Figure 9) is eliminated from W
v
.
2. Next project the x
 1
nodes from W
v
and the resultant collection of tuples is shown in
Figure 11.
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3. Since the rst tuple (denoted as t
1
) and third tuple (denoted as t
3
) in Figure 11 are
identical (having identical URLs http://www.cancer.org/desc.html) the collection of
tuples in Figure 11 is a web bag.
4. Create the multiplet M
b
1
= hft
1
; t
3
gi.
5. count(M
b
1
) = N
in
(1) = 2, N
max
= jM
max
(W
b
)j = 2. Thus N
max
=N
in
(1) = 2=2 = 1 i.e.,
N
max
=N
in
(1) < e. The node visibility of z
1
is given by the following equation (Denition 4):

1
=

1 K
1
 log
e
N
max
N
in
(1)

=

1 K
1
 log
e
2
2

= 1
6. Since visibility threshold 
v
= 0:8. Thus, visible node exists for node variable z (
1
> 
v
).
7. The visible node set V = fhttp : ==www:cancer:org=desc:htmlg.
8. For the above visible node H
x
1
= fhttp : ==www:cancer:org=g. From the web table W
v
,
H
x 1
= fhttp : ==www:cancer:org=; http : ==www:medicalstore:com=g. Thus C
h
= 1,
jH
x 1
j = 2. The inter-site support for the visible node is I
1
= 1  1=2 = 0:5.
The inter-site support indicates that 50% incoming URLs of node variable z are not local.
6.2 Discovering Luminous Web Documents
Luminosity of a web document D in a web table W measures the number of dierent web
documents in W that are linked from document D. In this section, we provide an algorithm to
nd luminous web documents in a web table. The procedure is similar to that for nding visible
nodes.
Denition 5 Let y be a node variable of web table W with schema S = hX
n
;X
`
; C; P i, y 2 X
n
.
Let y
i
be an instance of y. Further, let N
out
(i) be the number of distinct nodes (instances with
distinct URLs) in W containing an outgoing link from y
i
, and let N
max
and N
min
> 1 be the
maximum and minimum number of outgoing links from the instances of y in W respectively.
Then, the node luminosity of y
i
, denoted as 
i
, is given by the following formula:

i
=
8
>
<
>
>
:

1 K
1
 log
e
N
max
N
out
(i)

if
N
max
N
out
(i)
< e and N
out
(i) > 1
0 if N
out
(i) = 1

K
2
  0:1 log
e
N
max
N
out
(i)

if
N
max
N
out
(i)
 e and N
out
(i) > 1
where e is an exponential constant and K
1
, K
2
and K are constants such that
K =
N
max
N
min
+ ;
K
1
= 1:1   0:1 log
e
K;
K
2
= 1:1  K
1
:
where 0 <  < 1. y
i
is a luminous node of y if 
i
 
`
where 0  
`
 1 is the luminosity
threshold for luminous nodes.
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Similar to node visibility, 
i
varies between 0 and 1 (i.e., 0  
i
 1). Furthermore, the
variability of 
i
depends on N
out
(i) only and its value increases as N
out
(i) increases. Note that
the ratio (N
max
=N
out
(i))  1 and in practice the ratios N
max
=N
out
(i) and N
max
=N
min
will not
be too large for a given web table.
6.2.1 Algorithm
Let x be a node variable in web tableW with web schema S = hX
n
;X
`
; C; P i, where x 2 X
n
and
x is not a source or sink node variable. Then, x
+1
node denotes all nodes in the web table W
that has pointers from each instances of node x. The URLs of x
+1
represents the outgoing URLs
of instances of x. A web tuple in a web table may have more than one x
+1
nodes depending on
number of links in web document of an instance of x reference x
+1
. The algorithm to determine
the luminous nodes for a given node variable in a web table is briey highlighted below. Since
the algorithm is similar to that of visible nodes we only discuss steps that are dierent from
visible nodes algorithm.
Algorithm 2 (Luminous Nodes): Determination of luminous nodes for a node variable in
a web table satisfying a given threshold value.
Input:
1. A web table W with schema S = hX
n
;X
`
; C; P i,
2. a node variable x such that x 2 X
n
and x is not a source or sink node variable,
3. a luminosity threshold 
`
.
Output:
1. A set of luminous nodes L that are instances of x.
2. Inter-site support I
j
of each luminous nodes instances of x.
Method. The luminous nodes for the node variable x is determined as follows:
1. Creation of web table W
lum
. The procedure to create web table W
lum
is similar to that of
W
v
for visible nodes. In the case of luminous nodes, project all nodes except x and x
+1
from each web tuples in web table W .
2. Creation of collection of nodes x. This procedure is identical to that of visible nodes
algorithm. The only dierence is that here project the node x
+1
as opposed to node x
 1
for visible nodes.
3. Checking the existence of web bag and creation of multiplets. The steps for checking the
existence of web bag and creation of multiplets are identical to that of Algorithm 1.
4. Computation of node luminosity and maximum value of node luminosity. The computation
is similar to that of visible nodes. Note that in this case use Denition 5 to compute 
i
.
Furthermore, N
out
(i) = count(M
b
i
).
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Figure 12: Partial view of collection of web tuples in C.
5. Determination of luminous nodes. The procedure to determine luminous nodes is similar
to Step 7 in Algorithm 1. Note that, in this step, replace visibility threshold 
v
with
luminosity threshold 
`
and the set of visible nodes V with the set of luminous nodes L.
6. Determination of inter-site support. This is similar to Step 8 in Algorithm 1. However, here
determine the host name of nodes x
+1
corresponding to each luminous nodes as opposed
to x
 1
nodes for visible nodes. The computation of inter-site support for luminous nodes
is based on x
+1
nodes.
6.3 Finding Luminous Path in a Web Table
In this section, we discuss how to nd luminous paths in a web table. Recall that luminous
path in a web table is a set of inter-linked nodes (path) which occurs number of times in the
web table. That is, the occurrence of the set of inter-linked nodes in each web tuple is high
compared to the total number of web tuples in the web table. We begin by formally dening
luminous path. Then, we illustrate with an example the algorithm for nding luminous paths
in a web table.
Denition 6 Let path p occurs in n number of web tuples in web table W 8 0 < n  jW j.
Then, path p is called a luminous path if
n
jW j
 
`p
where 
`p
is the user dened threshold value for luminous paths and 0 < 
`p
 1. The ratio
n=jW j, denoted as  is called the path luminosity.
The algorithm to determine the luminous paths in a web table is as follows:
Algorithm 3 (Luminous Paths): Determination of luminous paths in a web table between
two specied node variables satisfying a given threshold value.
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Input:
1. A web table W with schema S = hX
n
;X
`
; C; P i,
2. node variables x and y such that x 2 X
n
and y 2 X
n
,
3. threshold value of luminous paths 
`p
.
Output:
1. A set of luminous paths L
p
with path lengths (depth).
Method. The luminous paths in the web table W is determined as follows:
1. Projection of node variables from W . Project all node variables from W except those
between x and y and store the resultant collection of web tuples in W
b
.
2. Checking the existence of web bag. Check if the collection of web tuples inW
b
is a web bag.
Adopt the following steps to determine this:
 Compare the set of URLs of each web tuple in W
b
with that of other web tuples to
identify if the set of URLs of one web tuple is identical to that of other web tuple.
 If the set of URLs of each web tuple is distinct from one another then there does not
exist identical web tuples in W
b
(no multiplet). Proceed to Step 7.
 If there exist a collection of web tuples with identical sets of URLs, then W
b
is a web
bag.
3. Creation of multiplets. Let there be k collection of identical web tuples in W
b
. Store each
collection of identical web tuples in a multiplet M
b
i
8 i = 1; 2; 3; : : : k. Note that each
multiplet identies a collection of identical paths.
4. Computation of path luminosity. For each multiplet M
b
i
in the web bag, compute the path
luminosity, denoted as , using the formula:
 =
count(M
b
i
)
jW j
Note that count(M
b
i
) indicates the number of times a web tuple (path) in M
b
i
occurs in
W .
5. Computation of maximum value of path luminosity. Compute M
max
(W
b
) after determining
the path luminosity of each multiplet.
6. Determination of luminous paths. The luminous paths between node variables x and y with
threshold 
`p
is determined by the following steps:
 If M
max
(W
b
)=jW j < 
`p
, ignore the remaining steps and proceed to step 7.
 Otherwise, for each   
`p
, obtain one of the web tuple (path) from M
b
i
and store
it in luminous path set L along with its path length (depth).
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Note that there may exist a subset of inter-linked nodes in a web tuple w
i
which may be
identical to another web tuple w
j
or subset of inter-linked nodes in w
j
. The procedure
described above only identies luminous paths from x to y and does not consider paths
whose depth is less than the depth of path from x to y. That is, it does not consider
paths with number of inter-linked nodes smaller than the total number of inter-linked
nodes between x and y. The following steps determine if a subset of web tuples in W
b
are
luminous paths:
7. Creation of collection of linear web tuples. Create a collection of linear web tuples from the
collection of web tuples in W
b
. For each web tuple in W
b
, perform the following steps:
 Create a distinct collection of linear web tuples such that each tuple has at least two
nodes (depth is 1). For example, the rst six tuples in Figure 12 are synthesized from
the rst web tuple in Figure 8.
 Store these tuples in a collection C.
8. Checking the existence of identical web tuples.
 Compare each linear web tuple in C with the other to determine the existence of
identical linear web tuples.
 If all the tuples in the collection are distinct to one another then there does not exist
any luminous path between x and y. Then, ignore the remaining steps.
 Otherwise, proceed to the next step.
9. Creation of multiplets. Let there be q collection of identical web tuples in C. Store each
collection of identical web tuples in a multiplet M
b
j
8 j = 1; 2; 3; : : : q.
10. Computation of path luminosity. For each multiplet M
b
j
compute the path luminosity,
denoted as , using the formula:
 =
count(M
b
j
)
jW j
11. Computation of maximum value of path luminosity. After determining the path luminosity
of each multiplet, compute the maximum value of path luminosity (denoted by 
max
).
12. Determination of luminous paths. The luminous paths between node variables x and y with
threshold 
`p
is determined by the following steps:
 If 
max
< 
`p
there does not exist any luminous path in collection C.
 Otherwise, for each   
`p
, obtain one of the web tuple (path) from M
b
j
and store
it in luminous path set L along with the depth of the path (number of nodes in the
path).
The following example illustrates the execution of the algorithm for luminous paths.
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Example 8 Consider the web table Cancer in Figure 2. Suppose we wish to nd the luminous
paths between y and z. In particular, we consider only those paths with threshold value greater
than or equal to 0.4. The query for this knowledge discovery is as follows:
DISCOVER luminous path
BETWEEN y and z
FROM Cancer
WHERE THRESHOLD = 0.4
The luminous paths are determined as follows:
1. Instances of node variables x, y and z are removed from each web tuple of Cancer. The
projected web table is shown in Figure 8.
2. Check the existence of identical web tuples in Figure 8. Since all the web tuples are
distinct, we proceed to create collection of linear web tuples C.
3. The partial view of the collection of linear tuples is shown in Figure 12.
4. Check the existence of multiplets in Figure 12.
5. Since the 5th and the 7th tuples in Figure 12 are identical to each other, multiplet M
b
1
=
hfhttp : ==www:cancer:org=list:html; http : ==www:cancer:org=fataldis:htmlgi.
6. Since number of tuples in M
b
1
is 2 and jW j = 5, path luminosity  = 2=5 = 0:4.
7. 
max
= 0:4.
8. Since 
max
= 
`p
= 0:4. The path consisting of nodes http://www.cancer.org/list.html
and http://www.cancer.org/fataldis.html is a luminous path with depth 1.
Note that a user can impose constraint over the depth of luminous path in the knowledge
discovery query.
7 Summary and Future Work
In this paper, we have motivated the need for web bag in a web warehouse and discussed how
to create a web bag. Our paper focus on how web bags may be used to resolve some of the
shortcomings of search engines and contemporary web query systems. In particular, we have
illustrated with examples dierent types of knowledge i.e, visible nodes, luminous nodes and
luminous path that may be discovered using web bags. In this context, we have presented an
overview of a query language, which enables us to discover dierent types of knowledge from a
web table. We have also performed a cost benet analysis of materializing web bags and discuss
issues and implication of materializing projected web tables containing multiplets, as opposed
to web tables containing distinct web tuples. Due to space limitations, we have not described
in this paper issues related to cost-benet analysis. Refer to [11] for further details.
Currently, we are in the process of:
 Implementing knowledge discovery process using web bags in a web warehouse.
 Measure the performance of web bags over large, realistic web data.
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The work reported in this paper has been done in the context of the Web Warehousing Project
(WWP) [28] at the Nanyang Technological University, Singapore. In WWP, we are exploring
the various aspects of web warehousing problem. Besides the problem of knowledge discovery
using web bags, some other problems that we are looking into include web information access
and manipulation in a web warehouse, indexing and storage of web data in the web warehouse,
maintenance of web warehouse and mining useful information in the web warehouse context.
We believe that web warehousing is an important new application area for databases, combining
commercial interest with intriguing research questions.
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