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1 Johdanto 
Nykyisessä sovelluskehitysmaailmassa sovelluksien arkkitehtuuri voi olla todella 
monimutkaista, projektin parissa voi työskennellä ihmisiä eri puolilta maailmaa ja kilpailu 
alati kasvavien start-up-yritysten ja muiden yritysten välillä on tiukkaa. Lisäksi IT-ala on 
jatkuvan murroksen alla, uusia liiketoimintaideoita ja mahdollisuuksia syntyy tiheään. 
Sovellukset voivat epäonnistua pelkästään siksi, että niiden käyttökokemus on huonompi 
kuin sellaisella sovelluksella, joka tarjoaa paljon vähemmän toimintoja mutta toimii 
vakaammin ja tarjoaa paremman käyttökokemuksen. Tämän takia sovellusten testaus 
on ensiarvoisen tärkeää, jotta käyttäjälle voidaan tarjota paras mahdollinen 
käyttökokemus. 
Testaukseen tulee aina panostaa, ja automaatiotestaus on hyvä tapa nopeuttaa 
testausta ja automatisoida yksinkertaisia toimenpiteitä. Näin vapautetaan testaajat 
etsimään virheitä sellaisilla toimintatavoilla, joita ei ole mahdollista automatisoida. 
Insinöörityön tavoitteena oli rakentaa työn asiakasyrityksen jo olemassa olevaan Yle 
Areenan Android-sovellukseen automaatiotestejä Espresso- ja UI Automator -
viitekehyksiä ja Amazonin pilvipalveluita käyttäen. Tutkin ja opettelin, miten näitä 
viitekehyksiä voidaan hyödyntää parhaalla mahdollisella tavalla mobiilisovelluksen 
testauksessa. Insinöörityöprojektin lisäksi tässä raportissa esitellään, millaisia testejä 
Espresso- ja UI Automator -viitekehyksillä voi kirjoittaa ja millaista näiden viitekehyksien 
opetteleminen alusta alkaen on. Lisäksi perehdytään siihen, miten Amazon Web 
Services -palveluita voidaan hyödyntää automaatiotestauksessa. 
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2 Ohjelmistotestaus 
2.1 Sovelluskehitystestaus yleisesti 
Techopedia-sivusto määrittää sovellustestauksen seuraavanlaisesti: ”Testaus on joukko 
prosesseja, joilla pyritään määrittämään, mittaamaan ja varmistumaan siitä, että 
ohjelmisto toimii halutulla tavalla, eikä se käyttäydy epänormaalisti” [1]. Myers, Sandler 
ja Badgett taas kertovat teoksensa ”The Art of Software Testing” kolmannessa 
painoksessa, että testien tarkoitus ei suinkaan ole todistaa koodin virheettömyyttä, vaan 
päinvastoin löytää ja paljastaa mahdollisimman monia virheitä [2, s. 6]. Myers, Sandler 
ja Badgett jatkavat, että onnistunutta testiä eivät suorita ohjelmoijat, sillä ihminen on 
usein hyvin sokea omille virheilleen. Onnistunut testi myös paljastaa entuudestaan 
tuntemattoman ongelma, ja lisäksi onnistuneen testin päätteeksi tulee tarkastella testin 
tuloksia. [2, s. 13.] 
2.2 Testausmenetelmiä 
V-malli 
Testausmenetelmiä on monenlaisia erilaisiin käyttötarkoituksiin ja erilaisten sovellusten 
testauksiin. Komponenttitestaus, josta joskus käytetään myös nimeä yksikkötestaus tai 
moduulitestaus, testaa, että jokainen ohjelman komponentti toimii, niin kuin on tarkoitus. 
Integraatiotestaus käy läpi monen komponentin tai yksikön yhteen toimivuuden. 
Järjestelmätestaus varmistaa, että sovellus toimii oikein ja sen toiminnallisuus vastaa 
ennalta määritettyjä vaatimuksia. Kaikki näiden testien jälkeen tulee suorittaa vielä 
hyväksyntätestaus, joka varmistaa, että tuote toimii esimerkiksi asiakassopimuksessa 
määriteltyjen ehtojen mukaisesti ja läpäisee käyttäjien vaatimukset. Kaikki edellä 
mainitut testit voidaan yhdistää niin sanotulla V-mallilla (kuva 1), jonka vasen haara 
kuvaa kehitysprosessia ja suunnittelua. V-mallin oikea haara taas kuvaa ohjelman 
uusien ominaisuuksien integraatiota ja testausta. Mallin ensimmäinen asia on 
vaatimusten määritteleminen, arkkitehtuurin suunnittelu, jossa yhdistyvät tekninen ja 
toiminnallinen suunnittelu, komponenttien ja toimintojen tarkentaminen ja viimeisenä 
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ennen testejä suoritetaan itse ohjelmointi. Tämän jälkeen suoritetaan testit aikaisemmin 
mainitussa järjestyksessä: komponettitestaus, integraatiotestaus, järjestelmätestaus ja 
viimeisenä hyväksyntätestaus. 
 
Kuva 1. Tyypillinen V-mallin testausmenetelmän rakenne [3]. 
 
White box -testaus (lasilaatikkotestaus) 
White box -testausta kutsutaan yleensä suomenkielisessä kirjallisuudessa 
lasilaatikkotestaukseksi (kuva 2). White box -testauksella tarkoitetaan ohjelman 
lähdekoodin testaamista siten, että testaajalla on pääsy sovelluksen lähdekoodiin. 
Lisäksi testaajalla tulee olla oikeudet muokata lähdekoodia ja tehdä siihen lisäyksiä. [3.] 
White box -testauksen tarkoituksena on käydä läpi koodi ja suorittaa jokainen metodi, 
komponentti ja toiminnallisuus vähintään kerran. Testauksen oletettua lopputulosta ei 
verrata suoraan testattavaan koodiin, vaan ohjelman määrittelyihin ja vaatimuksiin. Jos 
testien lopputulos vastaa aluksi määriteltyjä oletuksia, voidaan testi kuitata 
onnistuneeksi. [3.] 
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Kuva 2. Tyypillisen white box -testauksen kaavio. Vasemmalla oleva valkoinen laatikko 
kuvastaa testattavaa kohdetta. Valkoinen väri kuvastaa sitä, että testattava kohde on 
tunnettu, ”avoin”, jolloin testaaja tietää kohteen rakenteen. [4.] 
Black box -testaus 
Black box -testauksella tarkoitetaan testejä, joiden suorittajalla ei ole pääsyä 
lähdekoodiin tai tietoa sovelluksen sisäisestä rakenteesta, suunnittelusta ja 
toteutuksesta (kuva 3). Testit luodaan sovelluksen määrittelyjen ja vaatimusten mukaan. 
Black box -testauksessa ei olla niinkään kiinnostuneita ohjelman rakenteesta, vaan 
enemmän sovellukselle syötetyistä arvoista ja sovelluksen palauttamista arvoista. [3.] 
 
Kuva 3. Tyypillinen black box -testauksen kaavio. Vasemmalla oleva musta laatikko kuvastaa 
testattavaa kohdetta. Musta väri kuvastaa sitä, että testattava kohde on testaajalle 
entuudestaan tuntematon eikä testaaja näin ollen tiedä kohteen rakennetta. [4.] 
Gray box -testaus 
Gray box -testaus on nimensä mukaisesti sekoitus white box- ja black box -testausta. 
Gray box -testauksella tarkoitetaan testejä, joita kirjoittaessa testaajalla on rajoitettu 
pääsy ja tietämys testattavan sovelluksen lähdekoodista ja rakenteesta. Testit 
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suoritetaan käyttämällä black box -testauksen periaatteita, eli oletetaan, että testaaja 
vertaa syötettyjä ja palautuvia arvoja ennalta oletettuihin arvoihin. [3.] 
2.3 Ohjelmistokehitysprosessit ja testaus 
Testaus kuuluu olennaisena osana ohjelmistokehitysprosessiin, ja sitä voidaan 
hyödyntää eri tavoilla riippuen kehitysprosessista. Kehitysprosesseja on useita eri 
tarpeisiin, esimerkkeinä vesiputousmalli ja scrum. Jokainen prosessi määrittelee oman 
systemaattisen tavan työskennellä projektin parissa. Lähes aina projektin alussa 
suunnitellaan vaiheet tai jaksot, jotka tulee läpäistä hyväksytysti vaatimismäärittelyn 
kuvaamalla tavalla. Valitusta kehitysprosessista riippuen testaus suoritetaan tietyssä 
vaiheessa projektin edetessä. [3.] 
Vesiputousmalli 
Klassisessa vesiputousmallissa työt etenevät aina vaihe kerrallaan. Kun yhden vaiheen 
työt saadaan valmiiksi, siirrytään seuraavaan ja taas seuraavaan, ikään kuin 
vesiputouksessa (kuva 4). Yksi vesiputousmallin suurimmista heikkouksista on sen 
kaavamaisuus: seuraava työvaihetta ei voi aloittaa, ennen kuin edellinen on valmis. 
Testaus tulee vesiputousmallissa vasta toteutuksen jälkeen, eikä testausta suoriteta 
uusien ominaisuuksien tuottamisen ohella. Tämä aiheuttaa sen, että testatessa tulee ilmi 
todella paljon erilaisia virheitä, joiden korjaaminen vie aikaa ja samalla nostaa myös 
kustannuksia. Vesiputousmalli toimii paremmin, jos jokaisen työvaiheen yhteyteen 
lisätään testausta. [3.] 
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Kuva 4. Tyypillisen vesiputousmallin kaavio [5]. 
Scrum 
Scrum on yksi ketterän kehityksen toimintamalleista, ja se käyttää mm. 
vesiputousmallista tuttuja toimintatapoja. Kuva 5 kuvastaa tyypillistä scrum-prosessia. 
Projektin tai tuotteen kehitysjonoon kirjataan ne vaatimukset ja ominaisuudet, jotka 
valmiille tuotteelle halutaan. Tämän lisäksi kehitysjono on ainoa tapa tuoda uusia 
ominaisuuksia tuotteeseen. Tuotteen kehitysjonosta tiimi tai tuotteen omistaja valitsee 
tärkeimmät tehtävät seuraavan kehitysjakson, ns. sprintin tehtävälistalle. Tiimi 
työskentelee näiden tehtävien parissa aina yhden sprintin ajan, joka useimmiten kestää 
2–4 viikkoa. Jokaisen sprintin tavoitteena on aina saada jokin pieni osa tuotetta valmiiksi, 
joka voidaan lisätä sovelluksen uusimpaan versioon. Kun yksi kehitysjakso on saatu 
päätökseen, tiimi käy läpi, mitä asioita saatiin päätökseen ja voisiko seuraavassa 
sprintissä joitain toimintatapoja parantaa tai muuttaa. Scrum-mallissa ei ole varsinaisesti 
varattu aikaa testaukselle, vaan testaus ja laadunvalvonta suoritetaan aina kehityksen 
yhteydessä. [3.] 
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Kuva 5. Tyypillisen scrum-sprintin kaavio [6]. 
 
2.4 Mobiilisovellusten testaus 
Mobiilisovellusten testaus tuo omanlaisiaan haasteita testausympäristöihin, sillä 
mobiililaitteiden maailmassa on laaja valikoima erilaisia laitteita ja erilaisia 
käyttöjärjestelmiä. Lisäksi mobiililaitteita testatessa tulee ottaa huomioon mm. 
verkkoyhteyksien kattavuus ja toimintakyky, johdonmukaiset käyttöliittymät ja 
käyttöjärjestelmien rajoitukset. [2, s. 213.] 
Mobiilisovelluksia voi testata joko fyysisillä laitteilla tai emulaattoreilla. Molemmissa on 
hyvät ja huonot puolensa. Fyysiset laitteet ovat usein kalliita, koska niitä tulee hankkia 
useita eri malleja. Emulaattoreita pystyy luomaan erilaisilla kokoonpanoilla, mm. eri 
käyttöjärjestelmä versioilla ja laitemalleilla. Emulaattorit eivät usein paljasta kaikkia 
laitemallikohtaisia ongelmia, eikä niillä saa täydellisesti toistettua käyttäjäkokemusta ja 
käyttöliittymäsuunnittelua. [2, s. 216.] 
Manuaalisen testauksen lisäksi mobiilisovelluksille on useita 
automaatiotestaustyökaluja. Osa työkaluista toimii Android- ja iOS-käyttöjärjestelmissä, 
osa vain jommassakummassa. 
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Appium 
Appium on avoimeen lähdekoodiin perustuva testaustyökalu, jolla voi testata natiivi-, 
mobiiliweb- ja hybridisovelluksia niin iOS- kuin Android-käyttöjärjestelmillä. Appiumin 
suurin etu on järjestelmäriippumattomuus: Appiumilla kirjoitettuja testejä voidaan 
hyödyntää edellä mainittujen käyttöjärjestelmien lisäksi myös Windows Phone -laitteissa. 
[7.] 
Appium-ympäristö toimii siten, että Appium luo verkkopalvelimen, joka käyttää REST-
rajapintaa. Tämä rajapinta kuuntelee ja vastaanottaa käyttäjän sille lähettämät 
komennot, suorittaa ne mobiililaitteella ja palauttaa http-vastauksen, joka kertoo testin 
tuloksen. [7.] 
Robotium 
Robotium on Android-käyttöjärjestelmään erikoistunut testityökalu, jolla voidaan kirjoittaa 
automaattisia gray box -käyttöliittymätestejä. Robotiumilla voidaan testata natiivi-  ja 
hybridsovelluksia. Robotiumissa on myös testien nauhoittamismahdollisuus, jolloin 
testien kehittäjä voi luoda tarvitsemansa testin käyttämällä testattavaa sovellusta, ja 
Robotium Recorder tallentaa suoritetut käyttöliittymäpainallukset ja luo niistä testiluokan. 
[8.] 
Robotium toimii samoilla periaatteilla kuin Selenium, joka on suunniteltu web-
sovelluksien testaukseen. 
Espresso-viitekehys 
Espresso on Android Testing Support -kirjaston tarjoama viitekehys, joka tarjoaa 
ohjelmistokehittäjälle työkaluja ja rajapintoja, joilla voi kirjoittaa käyttöliittymätestejä 
yhdelle sovellukselle. Nämä testit simuloivat esimerkiksi käyttäjän tekemiä painalluksia 
laitteen näytölle. Espresson suurin hyöty on, että sillä toteutetut testit tietävät, milloin 
testattava sovellus on aktiivinen ja ne osaavat suorittaa komennot oikeaan aikaan. 
Espresson heikkous on siinä, että sillä ei pysty testaamaan käyttöjärjestelmässä 
tapahtuvia toimintoja, kuten esimerkiksi sovelluksien lähettämien ilmoituksien 
avaaminen. [9.] 
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UI Automator -viitekehys 
UI Automator on myös Android Testing Support -kirjaston tarjoama viitekehys, joka 
tarjoaa ohjelmistokehittäjälle Espressosta tuttuja työkaluja ja rajapintoja, joilla pystyy 
kirjoittamaan testejä usean eri sovelluksen välille. Viitekehyksellä kirjoitetut testit 
mahdollistavat sovelluksen toimivuuden, kun siirrytään esimerkiksi toiseen sovellukseen 
tai halutaan käyttää käyttöjärjestelmän tarjoamia työkaluja. Esimerkkinä voidaan pitää 
keskusteluohjelmaa, jossa käyttäjän on mahdollista kirjoittaa viesti, avata 
käyttöjärjestelmästä löytyvä yhteystietovalikko ja etsiä sieltä haluamansa henkilö ja 
tämän jälkeen palata takaisin sovellukseen ja lähettää kirjoitettu viesti kyseiselle 
henkilölle. [10.] 
 
3 Testauksen perusperiaatteet 
3.1 Testauksen eteneminen 
Ohjelmistotestausta suorittaessa tulee muistaa, että sitä ei tule tehdä ns. 
vesiputousmallilla, vaan testejä ja suunnitelmia tulee muokata tarpeen vaatiessa 
jokaisessa testauksen vaiheessa. Testien valvonta jatkuu siis läpi koko testauksen 
elinkaaren. Jos jossain vaiheessa testausta luodut suunnitelmat tai testit eivät enää 
vastaa testattavaa sovellusta, voidaan siirtyä takaisin testien implementointiin tai jopa 
testien uudelleen suunnitteluun. Myös testauksen lopputoimien ohessa voidaan 
tarvittaessa palata takaisin testien suunnitteluun, joko nykyisen projektin tai uuden 
projektin näkökulmaa silmällä pitäen. [3.] (Kuva 6.) 
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Kuva 6. Testauksen eri vaiheet [3]. 
3.2 Suunnittelu ja valvonta 
Testien suunnittelu tulee aloittaa uuden projektin alussa. Tässä vaiheessa kannattaa 
myös luoda vaatimusmäärittely, jossa sovitaan onnistuneen testauksen raamit. Testit 
voidaan määrittää onnistuneiksi esimerkiksi silloin, kun testejä on suoritettu ennalta 
määrätty aika ja virheitä on löydetty alle sovitun rajan, esimerkiksi kaksi virhettä tuhatta 
testaustuntia kohden. Näitä suunnitelma tulee aika ajoin tarkkailla: vastaavatko ne 
sellaisenaan projektin muutoksia vai tuleeko niitä päivittää. Suunnitelmasta pitää saada 
vastaukset seuraavanlaisiin kysymyksiin: 
• Kuinka suuri tiimin tulee olla, ja minkälaista osaamista vaaditaan? 
• Kuinka paljon aikaa projektin suorittamiseen tarvitaan? 
• Minkälaisia työkaluja ja apuohjelmia tarvitaan? 
• Millaisia riskitekijöitä projektissa voi tulla vastaan? 
Näiden kysymysten, ja muiden samankaltaisten kysymysten, vastaukset tulee kirjata 
testaussuunnitelmaan. Testaussuunnitelma on tärkeä osa testien valvomista, ja siihen 
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tulee kirjata kaikki poikkeamat, viivästykset ja tehdyt toimenpiteet, jos 
projektisuunnitelmaa joudutaan muokkaamaan. Testien valvontaan kuuluu myös testien 
seuraaminen ja sen tarkkailu, vastaako projektin kulku projektisuunnitelmaa. 
Testityökalujen ja testien infrastruktuurin ylläpitäminen on yksi testienhallinnan 
tehtävistä, ja sen edistymistä voidaan seurata työntekijöiden laatimien raporttien tai 
työkalujen luoman analytiikan perusteella. 
Testauksen suunnittelun päätarkoitus on päättää strategia tai lähestymistapa. Yleensä 
perusteellinen ja projektin komponenttien tasapuolinen testaus ei ole mahdollista 
resurssien tai ajan puutteen vuoksi, joten järjestelmä tulee jakaa pienempiin 
alijärjestelmiin. Tämä mahdollistaa näiden järjestelmien riskiarvioinnin, jonka perusteella 
järjestelmät voidaan laittaa tärkeysjärjestykseen kriittisyyden perusteella. Kriittisimpiä 
järjestelmiä tulee testata useasti ja tarkasti, kun taas vähemmän kriittisten järjestelmien 
testaukset voidaan jättää minimiin. Joskus järjestelmiä ei tarvitse testata lainkaan, mutta 
tämä saattaa aiheuttaa ongelmia projektin tulevaisuudessa. Toimintasuunnitelman 
tarkoitus on jakaa testiresurssit ja -aika oikein projektin komponenttien välillä. [3.] 
3.3 Analysointi ja suunnittelu 
Analysointi ja suunnittelu vaiheen ensimmäinen tehtävä on määrittää, mitä tulee testata, 
ns. testipohja. Näiden määrittelyjen tulee olla tarpeeksi todellisia ja käsin kosketeltavia, 
jotta niiden perusteella voidaan kehittää testejä. Testien luomisen pohjana voidaan 
käyttää mm. projektin vaatimuksia, riskianalyysien tuloksia, järjestelmäarkkitehtuurin 
asiakirjoja ja muita asiakirjoja, joita ohjelmistokehityksen yhteydessä syntyy. 
Suunnittelun ja valvonnan yhteydessä päätetyn strategian ja lähestymistavan avulla 
määritellään, mitä työkaluja ja tekniikoita testeissä tullaan hyödyntämään.  
Testien määrittelyssä on kaksi vaihetta, loogisten testien määritteleminen ja 
konkreettisten, oikeiden testien määritteleminen. Loogiset testit määritellään aiemmin 
tehtyjen projektisuunnitelmien, testistrategian ja vaatimusmäärittelyn pohjalta. Tässä 
vaiheessa tarkastellaan, miten ohjelman tulisi toimia, ja suunnitellaan testit niiden 
perusteella, eli suoritetaan black box -testausta. Vaihtoehtoisesti testit voidaan myös 
määritellä tutustumalla ohjelman lähdekoodiin, eli suunnitellaan white box -testejä. Kun 
loogiset testit on saatu määriteltyä, voidaan alkaa suunnitella ja kehittää konkreettisia 
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testejä. Tässä vaiheessa valitaan mitä ohjelmaan varsinaisesti syötetään 
testitilanteessa. 
Testien suunnitteluvaiheen voi suorittaa ohjelmistokehityksen monessa eri kohdassa 
riippuen siitä, millaisia tekniikoita ja toimintatapoja testistrategiassa on määritelty, mutta 
testien analysointi ja suunnittelu kannattaa tehdä rinnakkain sovelluskehityksen 
alkutoimintojen kanssa. [3.] 
3.4 Testien kehittäminen ja suorittaminen 
Testien kehittäminen ja suorittamisvaiheessa loogiset testit kehitetään konkreettisiksi 
testeiksi. Testien infrastruktuurin ja testityökalujen tulee olla tuotannossa, jotta testit 
voidaan suorittaa ja niistä saadut tulokset raportoida. Järjestelmien testaukset kannattaa 
aloittaa niiden päätoiminnallisuuksien testauksella, ns. smoke-testillä. Jos järjestelmä ei 
läpäise tätä testiä tai sen käyttäytymisessä huomataan poikkeuksia, on jatkotestien 
suorittaminen turhaa [9]. Havaitut poikkeukset ja mahdolliset virheet tulee korjata ja ajaa 
testejä uudestaan niin kauan, kunnes testattava järjestelmä läpäisee testin. Tämän 
jälkeen voidaan suorittaa järjestelmälle suunnitellut muut testit. 
Testien suorittaminen tulee raportoida huolellisesti, ja raporttien tulee sisältää testattava 
toiminnallisuus järjestelmässä, testikertojen määrä, se, onnistuiko testi ja mahdolliset 
virheet testien yhteydessä. Nämä raportit olisi hyvä olla selkokielisenä luettavana kaikille 
muille tiimin jäsenille. 
Jos testeissä huomataan poikkeuksia oletettujen tulosten ja saatujen tulosten välillä, 
tulee tulokset analysoida ja suorittaa lisätestejä. Analysoinnin jälkeen tulee tarkastaa 
lähdekoodi, testiympäristö ja testityökalut, sillä ongelmat eivät aina johdu virheistä 
lähdekoodissa, vaan niitä saattaa myös ilmentyä testiympäristössä ja työkaluissa. Kaikki 
virheet ja poikkeamat tulee raportoida. Jos testejä ei suorita ohjelmiston kehittäjä, 
voidaan testien raportointia yhdistää ja ilmoittaa kehittäjille, kun kaikki testit on ajettu ja 
se, millaisia virheitä havaittiin. Kun virheet on paikallistettu ja korjattu, tulee testit ajaa 
uudelleen, jotta varmistutaan, että virheet on korjattu eikä uusia ole ilmaantunut tilalle. 
Useissa projekteissa ei ole aikaa tai resursseja suorittaa kaikkia suunniteltuja testejä, 
vaan testit tulee valita siten, että mahdollisimman moni kriittinen ongelma ohjelmistossa 
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paikallistetaan ja korjataan ennen sovelluksen julkaisua. Tästä syystä testit tulee asettaa 
tärkeysjärjestykseen, jotta tärkeimmät komponentit ja niiden testaukset suoritetaan 
ensimmäisinä. Tämä säästää rahaa ja aikaa, kun mahdolliset viat huomataan ajoissa. 
[3.] 
3.5 Arviointi ja raportointi 
Arviointi- ja raportointivaiheen aikana testitapauksia vertaillaan suunnittelun aikana 
päätettyihin lopetusehtoihin. Jos kaikki lopetusehdot täyttyvät, testitoimenpiteet voidaan 
lopettaa ja siirtyä seuraavaan vaiheeseen. Jos lopetusehdot eivät täyttyneet, tulee 
miettiä, jatketaanko testausta vai ovatko ehdot liian tiukat, jolloin ne täytyy määritellä 
uudelleen. Riskit huomioon ottaen jokaiselle teknologialle ja testaustyökalulle tulee 
määritellä riittävä lopetusehto. Jokin testi voidaan laskea onnistuneeksi esimerkiksi 
silloin, kun 80 % testattavan komponentin toiminnallisuuksista on testattu. Jos yksikin 
ehdoista jää täyttymättä, kun kaikki testit on suoritettu, tulee testejä kehittää ja suorittaa 
lisää [3]. Tässä on oltava tarkkana, että uudet testit ovat lopetusehtojen mukaisia, 
muuten uusien testien tuottaminen ja suorittaminen tuottavat vain ylimääräisiä 
kustannuksia.  
Ongelman tarkempi tutkiminen ja analysointi voivat myös paljastaa sen, että 
lopetusehdot eivät ole riittävän hyvät. Jos tällainen seikka tulee esille, ei jatkotestejä 
kannata enää suorittaa. Tällainen tilanne saattaa tulla vastaan esimerkiksi silloin, kun 
nykyisillä testiympäristöillä tai -työkaluilla ei ole mahdollista jäljitellä haluttua tapahtumaa 
tai lopputulosta. 
Testien kattavuuden lisäksi voidaan käyttää myös toisenlaista kriteeriä määritellä 
testausvaiheen lopettaminen, testien virhetiheyttä. Virhetiheys voidaan määritellä kunkin 
testattavan komponentin perusteella: mitä kriittisempi komponentti, sitä pienempi 
virhetiheyden tulee olla. Lopetusehdot voidaan täyttää silloin, kun virhetiheys alittaa 
tietyn kynnyksen, esimerkiksi alle yksi epäonnistuminen testattua tuntia kohden. 
Kun testikriteerit täyttyvät, tulee koko prosessista laatia yhteenvetoraportti, joka 
toimitetaan mm. asiakkaille, projektipäälliköille ja testauspäälliköille. Jos kyseessä ovat 
alemman tason testit, kuten esimerkiksi komponentti- tai yksikkötestit, raportin 
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lähettäminen projektipäällikölle riittää, mutta jos kyseessä ovat korkeamman tason testit, 
tulee yhteenvetoraportti laatia. [3.] 
3.6 Viimeistely 
Viimeistelyssä kaikki opitut asiat ja kokemukset tulee analysoida ja dokumentoida tulevia 
projekteja varten. Poikkeamat suunnittelun ja toteutuksen välillä ja ennakko-oletukset 
ovat todella tärkeitä, ja esimerkiksi seuraavanlaiset tiedot kannattaa kirjata:  
• Milloin ohjelmisto julkaistiin? 
• Milloin testit saatiin päätökseen tai milloin ne keskeytettiin? 
• Milloin seuraava huoltopäivitys julkaistiin? 
Testiprosessin arviointi tuo usein esille osa-alueita, joita voidaan tulevissa projekteissa 
tehdä paremmin. Jos näitä osa-alueita onnistutaan parantamaan seuraavissa 
projekteissa, saavutetaan jatkuvaa prosessien kehittämistä. [3.] 
Yksi osa testauksen päättämistä on testiympäristöjen ja -työkalujen taltioiminen 
tulevaisuuden varalle. Kehitettyjä ohjelmistoja käytetään vuosia, ja vuosien aikana 
ilmestyy uusia ongelmia ja virheitä. Lisäksi asiakas voi haluta muutoksia ohjelmistoon. 
Nämä molemmat seikat aiheuttavat muutoksia ohjelmistoon, mikä aiheuttaa uuden 
testikierroksen alkamisen. [3.] 
4 Yle Areenan Android-sovelluksen testauksen automatisointi 
4.1 Yle Areena 
Yle Areena on Yleisradion vuonna 2007 aloittanut verkkopalvelu, josta voi seurata 
Yleisradion tv- ja radiolähetyksiä suorina lähetyksinä. Areenasta voi myös katsoa jo 
lähetettyjen ohjelmien tallenteita ja parhaita paloja. Yle Areenaa pystyy katselemaan 
tietokoneen selaimella, Android- ja iOS-laitteilla, älytelevisioilla ja Sonyn Playstation 3- 
ja 4-konsoleilla. Ylellä on myös Lasten Areena -palvelu, josta perheen pienimmät voivat 
katsella lastenohjelmia ilman pelkoa siitä, että näytölle ilmestyisi jotain lapsille 
sopimatonta. Yle Areenan Android-sovelluksella on Googlen Play Store -
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sovelluskaupassa yli miljoona latauskertaa. Vuonna 2017 Areenassa vierailtiin 8,5 
miljoonaa kertaa viikossa, ja siellä katsottiin 2,5 miljoonaa tuntia ohjelmia viikottain. 
Areenan suosituin katselumuoto on erilaiset tabletlaitteet 31 %:n määrällä käyttäjistä. 
Tietokone ja älypuhelimet ovat yhtä suosijttuja käyttäjien kannalta: tietokoneella Areenaa 
käytti 27 % käyttäjistä ja älypuhelimilla 26 %. Mobiilisovelluksista suosituin on Android-
versio, sitä käytti 36,5 % käyttäjistä, iPad-tablettia 24,5 %, Android-tablettia 19,6 %, 
iPhonea 17,3 % ja muita versioita käytti 2,1 %. [11.] 
4.2 Android-käyttöjärjestelmä 
Android on Googlen vuonna 2008 julkaisema mobiilikäyttöjärjestelmä. Vuoden 2017 
ensimmäisellä neljänneksellä mobiilikäyttöjärjestelmistä 86,1 % oli Android-
käyttöjärjestelmän eri versioita [12]. Android perustuu avoimeen lähdekoodiin, eikä 
Google peri käyttöjärjestelmän käytöstä lisenssimaksuja. Tämä auttaa laitevalmistajia, 
sillä ne voivat räätälöidä käyttöjärjestelmästä juuri sellaisen kuin haluavat. [13.] 
4.3 Amazon Web Services -pilvipalvelujärjestelmä 
Amazon Web Services, AWS, on Amazonin pilvipalvelualusta, joka tarjoaa käyttäjille 
kattavan valikoiman erilaisia työkaluja [14]. Yksi AWS:n palveluista on Device Farm, jota 
käytettiin tämän projektin teossa. Device Farm antaa käyttäjälle laajan valikoiman 
fyysisiä laitteita, joilla käyttäjä pystyy ajamaan testattavaa sovellustaan. Device Farmin 
laitteet sisältävät monia erikokoisia puhelimia, tabletteja ja älykelloja, joihin on asennettu 
eri versioita mobiilikäyttöjärjestelmistä. Device Farm tuottaa myös testattavasta 
sovelluksesta yksityiskohtaisen raportin, jossa näkyvät mm. sovelluksen tekemät 
verkkokutsut ja mahdollisessa virhetilanteessa syy ja ajankohta, jolloin testi epäonnistui. 
[15.] 
4.4 Travis CI -palvelu ja GitHub-versionhallintajärjestelmä 
Travis CI on jatkuvaa integraatiota tarjoava palvelu. Sen avulla kehittäjät voivat testata 
sovelluksiinsa tehtyjä muutoksia ja varmistaa, että uudet muutokset eivät aiheuta 
ongelmia niin että sovellus ei käynnisty ollenkaan. Travis toimii synkronoidusti GitHub-
versionhallintajärjestelmän kanssa ja se tulee aktivoida GitHubin tiettyyn projektiin, ja 
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sen voi myös määrittää seuraamaan vain tietyn haaran muutoksia. Kun määriteltyyn 
projektiin tai haaraan tulee uusi versio, Travis lataa sovelluksen lähdekoodin, rakentaa 
sen ja ilmoittaa käyttäjille rakentamisen lopputuloksen, onnistuiko se vai menikö jotain 
vikaan. Nämä ilmoitukset voidaan määrittää toimitettavaksi esimerkiksi sähköpostitse. 
[16.] 
GitHub on versionhallintajärjestelmä, johon käyttäjät voivat ladata ohjelmakoodinsa ja 
muut käyttäjät pystyvät lataamaan koodin itselleen lisäkehitystä varten. GitHub 
mahdollistaa useiden käyttäjien samanaikaisen koodin työstämisen, ja GitHub-
projekteissa voi olla myös monia haaroja, joiden koodin muokkaaminen ei vaikuta 
muiden haarojen koodiin. Kun käyttäjä on tehnyt haluamansa muutokset ohjelmakoodiin, 
hän lataa koodin uudestaan GitHubin palvelimelle, joka varmistaa, että muokkaus ei ole 
ristiriidassa jo palvelimelta löytyvän koodin kanssa. Jos ristiriitoja ei havaita, koodi 
ladataan palvelimelle, josta se on muiden projektin jäsenien käytettävissä. Jos taas 
ristiriitoja löytyy, käyttäjä joutuu yhdistämään ladattavan koodinsa palvelimelta jo 
entuudestaan löytyvään koodin. Onneksi GitHub tarjoaa automaattista yhdistämistä, 
mutta jos se ei toimi, joutuu käyttäjä käymään koodinsa läpi. [17.] 
Aloittaessani Yle Areenan Android-sovelluksen kehittämisprojektissa automaatiotestaus 
oli todella vähäistä, sillä testiympäristön ja testien rakentamiseen ei ollut riittävästi 
resursseja tai aikaa. Lisäksi henkilökohtaisesti ongelmaa tuotti se, etten ollut 
aikaisemmin käyttänyt valittuja menetelmiä ja teknologioita. 
Areenan kehitystiimiin kuuluu testaajia, jotka suorittavat sovelluksen tarkemman 
testauksen, mutta on todella työlästä testauttaa jokaisen uuden version jokainen pienikin 
käyttöliittymämuutos, ja tämän takia automaatiotestejä haluttiin lähteä kehittämään. 
Automaatiotestit eivät poista manuaalisen testauksen tarvetta, vaan ne lähinnä tukevat 
tarkempaa testausta suorittaen testejä käyttöliittymän komponenteille ja yksinkertaisille 
toiminnoille, kuten sisään- ja uloskirjautuminen, eri näkymien välissä navigointi, 
suosikkien asettaminen ja poistaminen jne. 
Ongelmallista minulle oli projektin alussa myös se, että projektin koodipohja on todella 
laaja: se on yhteydessä kymmeniin eri ohjelmointirajapintoihin, ja jo aiemmin mainittu 
uusien teknologioiden käyttö. Automaatiotestauksien suunnittelu ja toteutus oli siis hyvä 
keino päästä sisälle projektin eri osiin ja koodipohjaan tutustumiseen. 
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Kun aloitin projektissa, ratkaisuksi oli jo valikoitunut käyttää Amazonin Device Farm -
palvelua, sillä Ylellä on käytössään paljon muitakin AWS:n tarjoamia palveluita. Itse 
testien kirjoittamiseen oli valittu Javan Espresso-viitekehys, ja alustavia testejä oli tällä 
viitekehyksellä kirjoitettu kaksi. Kuten aikaisemmin mainitsin, kokemukseni 
automaatiotestien kirjoittamisesta oli lähes olematon, joten käytin muutamat 
ensimmäiset viikot aiheeseen tutustumiseen, tiedon etsimiseen ja kokeilemalla 
oppimiseen.  
Selvitettyäni Espresson ja projektin koodipohjan ominaisuudet oli aika aloittaa itse 
testien kirjoittaminen. Aluksi tein todella yksinkertaisia testejä, kuten valikoissa 
navigoimista. Kohtasin ensimmäisen haasteeni, kun aloin rakentaa testejä sisään- ja 
uloskirjautumisen ympärille. Sovellus muistaa, onko käyttäjä jo kirjautunut sisään vai ei, 
ja tämä piti myös tuoda ilmi testille. Aluksi mietin, voinko käyttää sovelluksen tallentamaa 
tietoa sisäänkirjautumisen varmistukseen, mutta tämä tuntui olevan liian monimutkaista, 
joten päädyin kirjoittamaan testin siten, että se käy tarkistamassa 
sisäänkirjautumisikkunassa, löytyykö sieltä ”kirjaudu ulos” -painike. Jos löytyy, silloin 
testi tietää, että käyttäjä on kirjautunut sisään ja testi voi jatkaa toimintojaan normaalisti. 
Jos taas testi ei löydä kyseistä painiketta, se kirjautuu sisään ennalta määritellyillä 
tunnuksilla ja jatkaa tämän jälkeen tavanomaisia toimintojaan. 
Lisää ongelmia tuottivat testattavien sarjojen lisenssit. Device Farmin laitteet sijaitsevat 
ulkomailla, joten ne saavat ulkomaiset IP-osoitteet, jolloin Yle Areena ei anna toistaa 
sellaisia jaksoja, joita ei voi toistaa ulkomailla. Tämän pystyi luonnollisesti kiertämään 
valitsemalla sellaisia jaksoja, joiden lisenssit mahdollistavat ulkomailla katsomisen. 
Seuraava sarjoihin liittyvä ongelma oli, että joskus jaksojen katseluaika umpeutuu tai 
niiden järjestys vaihtuu hakunäkymässä, josta jaksoja valitaan toistettavaksi. Jaksojen 
katseluajan umpeutuminen pystyttiin korjaamaan siten, että haettiin sarjoja, joissa tulee 
tiheään tahtiin uusia jaksoja, joilla voi testata televisio- tai radio-ohjelmien toistoa, kuten 
uutiset. Jälkimmäinen ongelma olikin hieman vaikeampi asia korjata, ja se on tälläkin 
hetkellä työn alla, kunhan muut projektit ja työtehtävät antavat myöden. Sen pystyy 
korjaamaan siten, että kun valitun sarjan sarjanäkymä aukeaa, testin tulisi tarkistaa, 
löytyykö näkymästä jotain tiettyä käyttöliittymäelementtiä, kuten toista-painike. Jos 
elementtiä ei löydy, testin tulisi siirtyä takaisin hakunäkymään ja valita listalta seuraava 
sarja ja validoida aikaisemmat ehdot uudestaan, kunnes toistettava sarja löytyy. 
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Suurin ongelmien aiheuttaja testien laatimisessa oli löytää keino todentaa, että jaksot 
todella toimivat ja televisio-ohjelmissa on liikkuvaa kuvaa. Tähän etsimme todella pitkään 
ratkaisua Espresso-viitekehyksen avulla, mutta kuten aikaisemmin mainitsin, se on 
tarkoitettu vain yhden sovelluksen samanaikaiseen testaukseen. Tästä syystä emme 
pystyneet näyttämään Device Farmin tallentamassa videotiedostossa tai testien 
ottamissa kuvankaappauksissa videosoittimen sisältöä (kuva 7). 
 
Kuva 7. Testin ensimmäinen luonnos. Testissä on toistettu tv-ohjelmaa, mutta Espresso-
viitekehys ei pysty kaappaaman videosoittimessa toistuvaa kuvaa. 
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Tässä asiassa apuun tuli UI Automator -viitekehys, joka mahdollisti videosoittimen kuvan 
tallentamisen (kuva 8). 
 
Kuva 8. Viimeistelty testi. UI Automator -viitekehys onnistuu kaappaamaan videosoittimessa 
toistuvan kuvan. 
Seuraava askel ongelman selättämisessä oli keksiä ratkaisu, miten automatisoida kuvan 
vaihtumisen tunnistaminen. Tätä varten pyysin, että saataisiin testisarjan, jossa oli eri 
värejä, jotka vaihtuivat tietyin väliajoin. Ohjelmoin testin ottamaan kolme 
kuvankaappausta, yhden videon alussa, toisen videon keskivaiheilla ja kolmannen 
lopussa. Tämän jälkeen testi vertaili kuvankaappausten ennalta määriteltyä pikseliä, 
tunnisti sen värin ja vertasi sitä annettuun väriin. Jos kaikki vertailut menivät ongelmitta, 
pystyttiin todentamaan videon toiston (esimerkkikoodi 1). Kuten aikaisemmin mainitsin, 
tämä oli suurin vastaan tullut ongelma, mutta yksi mielenkiintoisimmista testeistä 
kirjoittaa, sillä sitä tehdessä pystyi miettimään asioita eri näkökulmasta kuin 
aikaisemmissa testeissä vaadittiin. 
 
@Test  
    public void testRun() throws AssertionError {  
 
  
        Timber.d("isTestAPI: " + isTestApi);  
 
  
        CommonActions.assureContextIs(ContextualService.Con-
textType.TV);  
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        TestUtils.getCurrentActivity().startActivity(new Intent(In-
tent.ACTION_VIEW, Uri.parse("tähän tulee Areenan ohjelman ID")));  
 
  
        WaitUtils.waitSeconds(4);  
 
  
        TestUtils.getCurrentActivity().setRequestedOrientation(Ac-
tivityInfo.SCREEN_ORIENTATION_LANDSCAPE);  
 
  
        WaitUtils.waitSeconds(5);  
 
  
        File screenshotFile = TestUtils.takeScreenshotWithUiAutoma-
tor("first_part_of_video.png");  
 
  
        Bitmap bitmap = BitmapFactory.decodeFile(screenshotFile.get-
AbsolutePath());  
 
  
        int x = 42*(bitmap.getWidth()/100);  
        int y = 25*(bitmap.getHeight()/100);  
        Timber.d("Bitmap Width: " + bitmap.getWidth() + ", bitmap 
Height: " + bitmap.getHeight());  
        Timber.d("Screen width: " + TestUtils.getCurrentActiv-
ity().getResources().getDisplayMetrics().widthPixels + ", screen 
height: " + TestUtils.getCurrentActivity().getResources().getDis-
playMetrics().heightPixels);  
        Timber.d("X: " + x + ", Y: " + y);  
        int color = bitmap.getPixel(x, y);  
 
  
        boolean firstColorCorrect = TestUtils.compareRGB(color, 
Color.parseColor("#00cece"));  
 
  
        Timber.d("Color: " + String.format("%06x", color & 0xFFFFFF) 
+ ", correct: " + firstColorCorrect);  
 
  
        WaitUtils.waitSeconds(8);  
 
  
        File screenshotFile2 = TestUtils.takeScreenshotWithUiAutoma-
tor("second_part_of_video.png");  
 
  
        Bitmap bitmap2 = BitmapFactory.decodeFile(screenshot-
File2.getAbsolutePath());  
 
  
        int color2 = bitmap2.getPixel(x, y);  
 
  
        boolean secondColorCorrect = TestUtils.compareRGB(color2, 
Color.parseColor("#000000"));  
 
  
        Timber.d("Color2: " + String.format("%06x", color2 & 
0xFFFFFF) + ", correct: " + secondColorCorrect);  
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        if (!firstColorCorrect || !secondColorCorrect) {  
            if (!firstColorCorrect){  
                throw new AssertionError("First color was not close 
enough, check screenshot 'first_part_of_video. Detected color: " + 
String.format("%06x", color & 0xFFFFFF) + ". Assumed color: 
#00cece");  
            } else if(!secondColorCorrect){  
                throw new AssertionError("Second color was not close 
enough, check screenshot 'second_part_of_video'. Detected color: " + 
String.format("%06x", color2 & 0xFFFFFF) + ". Assumed color: 
#000000");  
            }  
        }  
 
  
        TestUtils.getCurrentActivity().setRequestedOrientation(Ac-
tivityInfo.SCREEN_ORIENTATION_PORTRAIT);  
 
  
        WaitUtils.waitSeconds(3);  
 
  
        TestUtils.takeScreenshot("Portrait player");  
 
  
        WaitUtils.waitSeconds(5);  
    } 
Esimerkkikoodi 1. Koodissa verrataan kahden kuvankaappauksen pikselin väriarvoja 
keskenään. 
Espresson kaltaisilla viitekehyksillä kirjoitetuissa testeissä on myös omia rajoitteita ja 
huonoja puolia. Yksi näistä on se, että jos sovellukseen tehdään käyttöliittymämuutoksia, 
tulee testit joko kirjoittaa täysin uudelleen tai muokata uuteen käyttöliittymään sopiviksi. 
Tämä tuli vastaan erään päivityksen jälkeen, jossa muokattiin hiukan sovelluksen 
käyttöliittymää ja yksinkertaistettiin joitain toimintoja. Onneksi suurin osa testeistä oli 
pilkottu erilaisiin metodeihin ja luokkiin, joiden avulla pystyttiin muokkaamaan jo 
olemassa olevat testit täyttämään testauksen tarpeet ilman suurempia muutoksia itse 
koodiin. Yksi metodeista varmistaa, että sovellus käyttää testirajapintoja, joissa on 
ominaisuuksia ja sisältöä, mm. videotoistimen testeissä soitettava testisisältö, joita ei 
löydy tuotannon rajapinnasta. Tämä metodi suoritetaan jokaisen testin alussa (esimerk-
kikoodi 2). 
public static void assureTestAPI(){ 
 
    Matcher<View> visibleSettingsButton = allOf(withId(R.id.de-
sign_menu_item_text), withText("Asetukset"), withEffectiveVisibility(View-
Matchers.Visibility.VISIBLE), isCompletelyDisplayed()); 
    Matcher<View> visibleList = allOf(withId(R.id.list), withParent(withId(an-
droid.R.id.list_container)), withEffectiveVisibility(ViewMatchers.Visibil-
ity.VISIBLE), isCompletelyDisplayed()); 
    Matcher<View> visibleRebootButton = allOf(withId(android.R.id.button1), 
withText("Käynnistä uudelleen"), withEffectiveVisibility(ViewMatchers.Visibil-
ity.VISIBLE), isCompletelyDisplayed()); 
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    ViewInteraction appCompatImageButton = onView( 
            allOf(withContentDescription("Avaa valikko"), 
                    withParent(allOf(withId(R.id.toolbar), 
                            withParent(withId(R.id.collapsingtoolbarlay-
out)))), 
                    isDisplayed())); 
    appCompatImageButton.perform(click()); 
 
    //Assure that the navigation view is scrolled down on all sized devices 
    onView(withId(R.id.nav_view)).perform(swipeUp()); 
 
    onView(withId(R.id.nav_view)).perform(swipeUp()); 
 
    onView(withId(R.id.nav_view)).perform(swipeUp()); 
 
    onView(withId(R.id.nav_view)).perform(swipeUp()); 
 
    WaitUtils.waitView(visibleSettingsButton); 
    onView(visibleSettingsButton).perform(click()); 
 
    WaitUtils.waitView(visibleList); 
 
    TestUtils.takeScreenshot("Settings"); 
 
    onView(visibleList).perform(actionOnItemAtPosition(1, click())); 
 
    pressBack(); 
 
    WaitUtils.waitView(visibleRebootButton); 
    onView(visibleRebootButton).perform(click()); 
 
    WaitUtils.waitUntilCorrectActitivy(AppUiActivity.class); 
} 
Esimerkkikoodi 2. Automaatiotestin metodi. 
5 Yhteenveto 
Insinöörityössä rakennettiin Yle Areenan Android-sovellukseen automaatiotestejä 
tavallisen testauksen tueksi. Tavoitteena oli luoda kattava valikoima testejä, jotka 
suoritettaisiin aina ennen uuden version julkaisua. Tavoitteisiin päästin hyödyntämällä 
Espresso- ja UI Automator-viitekehystä ja AWS:n tarjoamia pilvipalveluita.  
Suurin osa testeistä saatiin toimimaan, ja ne olivat varsin hyödyllisiä koekäytössä: niiden 
avulla onnistuttiin paikantamaan muutama ohjelmointivirhe ennen uuden version 
julkaisua Googlen Play-kauppaan. Myös testaajat olivat mielissään testeistä ja näkivät 
niiden tuoman lisäarvon tavanomaisen testauksen yhteydessä. He antoivat hyviä 
parannusehdotuksia. 
Testit eivät ole vielä täysin valmiita, ja niitä tulee päivittää jatkuvasti, kun ohjelmiston 
käyttöliittymä tai toiminnallisuudet muuttuvat. Olen sopinut Yle Areenan kehitysryhmän 
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kanssa jatkavani testien parantelua aina, kun muilta tehtäviltä ehdin. Lisäksi toteutetut 
testit on dokumentoitu ja testien suorittaminen on lisätty uuden version julkaisun 
ohjeisiin. 
Insinöörityötä varten tehdystä työstä on ollut myös suuri apu ei pelkästään 
asiakasyritykselle, vaan myös työnantajani tarpeita ajatellen. Testejä on esitelty 
viikkopalavereissa, ja ne ovat herättäneet useiden ihmisten mielenkiinnon. Olen pyrkinyt 
parhaani mukaan avustamaan kollegoita, jotka haluavat oppia lisää testien 
kirjoittamisesta ja hyödyntämisestä. 
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