The need to model systems and their different aspects leads to research and development of models which support all views of a system. The growing complexity of the software imposes the use of architectures, not only because we want to build accurate systems, but also because we need to understand them. Separating aspects of different views usually helps us to manage software complexity. The current work is an analysis of two important approaches on architectural views and on the use of UML to reason about views. Our goal is to analyze the different aspects addressed by them and how UML is inserted on each of these models.
Introduction
As defined by IEEE Draft Standard 1471, a view addresses one or more interests of the system stakeholders: developer, user, customer, etc [2] . We can say that those interests are functional (its static structures and dynamic interactions), non-functional (time, reliability, safety requirements etc) and organizational (organization of the work, the code modules mapping etc).
Nevertheless, a view can supply information to requirements, organization, people, technology, report of changes, structure of the product, view transitions etc., being used by some language to describe its aspects of interest. Views can be presented using a natural, a graphical or a formal language.
Software architecture is the most effective solution to manage those different points-of-view, and to control the iteractive and incremental development of a system [3] . The representation of a system through its components, inter-relationships and interfaces [1] provides foundation to find and to solve problems in advance. Therefore, the costs with maintainance can be minimized and the productivity and the global quality of the software systems can be maximized.
A software architecture presents a set of special features that should be modeled [4] . The representativity of the static and dynamic characteristics of the system, and the easy understanding and communication between the developers and other project stakeholders are essential points in the choice of an Architecture Description Language (ADL).
In the context of software engineering, UML (Unified Modeling Language) has become a standard language for modeling systems. The developers are quite interested in the use of this language because it is flexible and easy to learn and to understand. It is not restricted to a particular methodology and it has being used to model several aspects of a system.
Although it is not considered an ADL, UML has been used, appraised and integrated to existing ADLs as shown in [1] , [5] , [6] and [7] . One of the causes of UML success is the support to the representation of several views. Although the concept of views is plenty clear (however, very generic), there are different approaches about this concept and its use with UML.
The present work makes a comparative analysis of the different aspects approached by two important studies about architectural views which use UML [1, 2] , and the UML meaning in each of the approaches.
UML
UML (Unified Modeling Language) is a language to specify, to visualize, to build and to document the artifact of the software system, as well as to model business and other systems that are not software [Booch-Rumbaugh-Jacobson 97 in 2]. It is composed of a group of nine diagrams with clearly defined syntax and semantics. The diagrams are: Use case, Classes, Objects, Sequence, Collaboration, State, Activities, Implantation and Components Diagrams. Each of them depicts different aspects of a system. Together, they offer the representation of a complete system. Each view of a system can be described by one or by several diagrams. A diagram can depict aspects of more than one view. Usually, the use case, classes, objects, implantation and components diagrams depict static aspects of a system. The dynamic aspects are represented by the sequence, collaboration, state and activities diagrams [3] .
Due to its flexibility, UML has been used with success in the description of architectures and meta-models for software development [1] . However, this flexibility is source of problems such as duplication and inconsistency of information in the global model, as well as poor integration among its several diagrams or among methods that aid in the conversion of the information from a diagram to another. Therefore, to guarantee the conceptual integrity of the description, it is necessary a great ability to identify mismatching elements in the model and to integrate its properties.
An approach to integrate the diagrams (or views) developed during the architecture of a system is supplied by the Qualifying report by Alexander Egyed that will be presented in the next section. This is the first approach analyzed in this work.
Architectural Views According to Egyed
The Qualifying report by Alexander Egyed [2] offers a framework for integrating views. The objective is the resolution of integrity, consistence and completeness problems of the models built in the development of a system using UML as modeling language.
The main mismatches mentioned by Egyed are among layers of classesclasses diagrams in different levels of abstraction; among sequence and classes diagrams -mismatches among the interaction sequences of the sequence diagram and the existing relationships in the classes diagram designed; among states and collaboration diagrams -differences between the possible states of a class and the interactions among the objects of the collaborations diagram; and cardinality mismatch -the cardinality allowed in a relationship (in the classes diagram) can be violated in objects and sequence diagrams etc.
Those mismatches usually happen because the same or similar information appear in different time or diagrams, causing duplication or inconsistency of information. Nevertheless, to guarantee the conceptual integrity, the model elements which were duplicated and their integration properties should be identified [2] .
In Figure 1 , are shown the UML views and other views that frequently are part of the main development steps -analysis, architecture and design of a software system. The arrows generically depict the dependences among the views.
The framework developed by Egyed is based upon the definition of dimensions and some types of views, as described in the following. The types of views are:
• Diagrammatic Views -Class/Object, Sequence, State, Collaboration Diagram etc. In other words, the UML diagrams themselves which possess a well defined semantics and functionality;
• Textual Views -Object Constraints Language (OCL) and programming languages.
The dimensions of views are:
• Vertical -it reflects the decomposition/refinement of the system, in other words, the system is decomposed in layers where each layer represents the complete system, but in a different level of abstraction.
Fig. 1. Architectural Views in UML [2]
• Horizontal -it reflects the group of views used to represent a system completely (a layer). The horizontal dimension is frequently divided in static and dynamic view.
• Process -it reflects the integration of the produced artifacts (for instance, the diagrams) during the life cycle, also referred to as version control or configuration management. Understanding why the things happen in the way they do (or change the way they do) supplies important design information.
Therefore, Egyed considers views as each one of the diagrams of UML, if we regard the dimension of horizontal view; and abstraction/refinement of diagrams considering the vertical dimension.
With the problems caused by the division of the model in several views in mind, (as many of the development models defined today, for instance UML), Egyed defines a model that contains the union of all the views, therefore with minimum of duplication. This model uses the paradigm of the View Independent Representation (VIR).
Using the VIR, instead of seeing views as components of the system representation, we see them consisting of models that has views or points of view. The views give meaning to the model. In Figure 2 , we can see an illustration of VIR centralizing the several existing views..
Egyed still defines three activities to guarantee the conceptual integrity (Summarized in Figure 3 ):
• Mapping -Identifies related pieces of information through the use of naming dictionaries, traces and trace simulation, and certain forms associations/patterns. 
. View Integration Activities
• Transformation -Manipulates elements in views so that they can be shared with other views. For instance, through abstraction techniques to generalize or to detail diagrams, and reorganization of the model elements (or pieces) in different manners to create new perspectives (merging or splitting ).
• Differentiation -Traverses the system model to identify potentials mismatches between views and derived views (derived view is a view in different levels of abstraction). (Potential) mismatches are described in the form of rules and constraints, using the Object Constraint Language -OCL, to be validated with other mismatches and with other information of the modeling.
The Transformation corresponds to the components (boxes and arrows Fig. 4 . Meta-model of the conceptual architecture view [1] in generic structural diagrams), and Mapping corresponds to the connectors (relationships between boxes and arrows). The configuration derived through Transformation and Mapping is the foundation for analyzing the conceptual integrity of the system, through the Differentiation. For more details of this framework see the original Egyed work [2] . As we have just described, Egyeds work presents an approach of the views of UML, i. e., any system modeled through UML will probably use the types and dimensions of views previously defined. These views form the UML itself. However, they depict very generic important aspects for the development of any system, as for instance, static and dynamic aspects; and in any phase of the development or during the analysis or the design.
Architectural Views According to Hofmeinster, Nord and Soni
The book "Applied Software Architecture" [1] is the result of the authors' experience in the software architecture area. It is a detailed and practical guide for the tasks of software architecture. The necessary requirements for the creation of a system architecture are the starting point for Hofmeinster, Nord and Soni four meta-models which depict these characteristics, or architectural views. Each one of them is loosely coupled and addresses different engineering concerns. They are :
(i) Conceptual view -This view describes the system in terms of its design elements and the relationships among them (configuration). In this view, the functionality of the system is mapped into the elements of the architecture called components, with the coordination and changes of data mapped into elements called connectors (Figure 4 ). The components and connectors possess interaction points denominated ports and roles, respectively. Each port and role are associated to a protocol which defines how the incoming and outgoing operations can be ordered. (ii) Module view -In this view, the components and connectors of the conceptual view are mapped into subsystems and modules, and these are organized in layers. The focus of this view is how the conceptual solution can be accomplished by the current software technologies and platforms ( Figure 5 ). The subsystems correspond to the conceptual components of higher level (one that is decomposed in other components and connectors), they can contain other subsystems or modules. A module can correspond to only one conceptual element (component, port, connector, or role) or to a group of them. They can be decomposed in other modules, but in this case the parent module is a container.
The modules encapsulate data and operations to provide/require a service, that is defined by the interface that the module provide/require. Layers organize the modules in a hierarchy and also provide/require interfaces.
(iii) Execution view -This view describes how modules are mapped into the elements provided by the execution platform, and how these are mapped into the hardware architecture. The execution view defines the entities of run time and its attributes ( Figure 6 ). It is necessary to accomplish an analysis of the hardware and software platforms that will be used. For the hardware platform, it is necessary to list the hardware components used in the system, as well as the topology and interconection of such components. For the software platform, it is necessary to know the existing software infrastructure between the product and the hardware platform (usually the operational system). Then, the conceptual components and modules are mapped into the platform elements (modules are usually assigned for execution entities) and the way they communicate. them ( Figure 7 ).
These four views represent the minimum to consider when a software system is meant to be designed. According to the views presented, it is defined a process for the architecture development using those meta-models. For more details see [1] .
The language used for the documentation of those views is UML, which is only a notation used by the models. Those meta-models represent what should be thought during the development of a software architecture. In other words, they depict the static aspects of the architecture.
To represent the dynamic aspects of the architecture, in other words, the behavior of the components (and/or system), Hofmeinster et. al [1] use the states, activities and sequence diagrams. And the organizational aspects are modeled by the components diagram, all defined by UML. 
Comparative Analysis
According to the models presented above, the work of Egyed presents UML as a group of views that together depicts the model of a complete system. Such views can be represented by each one of UML diagrams (class/object, sequence, collaboration, state, activities, components, and execution) in an horizontal dimension, or for diagrams in different levels of abstraction in a vertical dimension.
The fact that the information can be divided and represented by different diagrams, is pointed by Egyed as a likely source of duplication and inconsistency of information. Our observation is that his proposal of a Views Independent Representation (VIR) oposes the definition of UML because several views are proposed as a form of representing a system completely, while Egyed proposes a single built explicit model from which several views can be extracted.
The solution proposed by Egyed is quite complex, because it places all the views in an single model. This means that the user has to deal with complex problems which motivated the generation of views dependent models which are known today, as for instance UML. Therefore, Egyed suggests this to be an automated solution that is a consequence of the problems generated by the flexibility of UML.
In summary, any system model which uses UML as modeling language will present the dimensions defined by Egyed, as well as the integration problems decurrent of the views in UML. It is worth saying these two aspects constitute the UML definition itself. Therefore, each level of abstraction can be seen as a set of UML diagrams as illustrated by Figure 8 .
On the other hand, Hofmeinster et. al propose a solution for the modeling of software architectures. Their solution is composed by four views, each of them representing different aspects of an architecture. The modeling language used is UML. Four meta-models were created. They represent the constituent elements of each view. Therefore, they represent the static aspects of a system. The UML classes diagram has been used to model these meta-models. The dynamic aspects are represented through the states, sequence and components UML diagrams, as well as through natural language and tables. Each of those views can be seen as Egyed defined views. For instance, the classes view of UML. The development based on those meta-models (and in UML) will present the inherent characteristics of UML like, for instance, the vertical and horizontal dimensions, the static and dynamic aspects and the decurrent integration problems of the views dependent representation.
For a complete and consistent representation of a software architecture during a development process, it would be necessary the integration of the two approaches presented in this work, the one offered by Egyed and the one proposed by Hofmeinster et. al, guaranteeing the consistence of the model and the completeness of the architecture, respectively.
The solution proposed by Hofmeinster et. al would guarantee that all the referring aspects to a software architecture would be treated. On the other hand, the solution offered by Egyed, would guarantee that the designed models using UML would be consistent. These are two of the most important aspects to be treated during the design of the architecture.
Conclusions and Future Work
The use of views for the software development is necessary due to the great complexity of software. This work analyzed two important approaches on views. Both agree in the meaning of views, however they focus different aspects and in a distinguished way.
The work of Egyed focuses on UML and describes the different aspects modeled by each one of its views or diagrams, as well as the problems caused by the flexibility of this language in terms of his views.
The work of Hofmeinster, Nord and Soni focus on the software architecture and identifies four necessary views for the development of a complete software architecture. These models use UML as notation for the meta-models.
We can see that UML has been playing an important role in researches upon the development of software systems, as a main focus on the identification and on resolution of intrinsic problems as well as support to other activities as description of meta-models or architectures.
A great amount of work can be done to deal with UML and software architecture. For instance:
• To use UML to describe architectural styles based on the conceptual view of Hofmeinster et. al;
• To elaborate a development methodology using the views of Hofmeinster et. al and UML;
• To use the integration framework of Egyed during the development of architectures based on the views of Hofmeinster et. al; and
• To verify if the approach of Hofmeinster et. al can satisfy any system type.
A result of the first item mentioned above, is a master thesis, written by one of the authors of this paper. A meta-model has being elaborated to specify software architectures which follow the layer style [8] .
