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1.1. Az alkalmazás célja 
A 21. század második évtizedének beköszöntével az azonnali üzenetküldő 
alkalmazások egyre nagyobb népszerűségnek kezdtek örvendeni, míg napjainkra 
már szinte társadalomformáló erővé váltak, hiszen teljesen megváltoztatták az 
emberek kommunikációs szokásait. 
A felhasználók számának rendkívüli növekedése egy teljesen új iparágat is 
létrehozott, ami a felhasználók személyes adataival történő kereskedésből kíván 
profitálni. Az utóbbi években fény derült arra, hogy a világ legnagyobb cégei 
rendszeresen és gyakran törvényellenesen üzletelnek és élnek vissza a felhasználók 
személyes adataival és bizalmával.12 
Célom egy olyan webalkalmazás elkészítése volt, amely a lehető legkevesebb 
személyes adat tárolása mellett, egy letisztult és intuitív felhasználói felületen 
biztosítja a csevegő alkalmazások alapvető funkcióit. Az alkalmazás kódnevének 
Merkúrt választottam, aki a római mitológiában az istenek hírnökének szerepét 
töltötte be.  
1.2. Az alkalmazás funkciói 
Az alkalmazás funkcióit olyan weboldalak és csevegő alkalmazások ihlették, 
mint a reddit.com és a Facebook Messenger.  
Az alkalmazás az egy oldalból álló weboldalak (SPA3) koncepcióját követi. Az 
oldalra történő belépéshez felhasználói fiókra van szükség. A felhasználói fiók 
                                      
1 https://index.hu/aktak/a_cambridge_analytica_botrany/ 
2 https://hvg.hu/tudomany/20180604_facebook_adatmegosztas_megallapodas_mobilgyartok_apple_samsung 
3 Single-page application: https://en.wikipedia.org/wiki/Single-page_application 
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létrehozását követően be lehet jelentkezni. Belépés után megjelenik a főoldal, ahol 
minden funkció egy-két kattintáson belül elérhető.  
A felhasználókat felhasználónév alapján lehet keresni és fel lehet velük venni 
a kapcsolatot. Saját chatszobákat lehet létrehozni, amibe tagokként lehet 
hozzáadni a kapcsolatainkat, valamint minden egyes kapcsolatnak létezik dedikált 
szobája is, amin belül csak az adott felhasználóval lehet kommunikálni.  
Az oldalt több szempontból is személyre lehet szabni. Engedélyezni lehet a 
saját szobák taglistáját megjelenítő oldalsáv automatikus elrejtését, valamint be 
lehet kapcsolni a gyorsüzeneteket. Ekkor az Enter billentyű lenyomásával azonnal 
elküldésre kerül a szövegmezőbe írt üzenet, míg kikapcsolása esetén lehetőség van 
több soros üzenetek írására. A saját és a kapcsolataink által elküldött és 
megjelenített üzenetek betűszínének és háttérszínének megváltoztatása is 
lehetséges, így az egyes felhasználók a hozzájuk rendelt egyedi színkombináció 




2. Felhasználói dokumentáció 
2.1. Bejelentkezés és regisztráció 
 Bejelentkezés 
Az oldal megnyitását követően az alábbi bejelentkezési képernyő jelenik meg:  
1 – Felhasználói fiók létrehozása. 
2 – Felhasználónév megadása. 
3 – Jelszó megadása. 
4 – Belépés. 
5 – Jelszó visszaállítás 
6 - Kapcsolat
 
A bejelentkezéshez kötelező megadni a felhasználónevet és jelszót. Kitöltetlen 
felhasználónév és jelszó esetén a kitöltetlen mezők vörös színnel körvonalazódnak 
és a mező alatt megjelenik a hibaüzenet (2.2. ábra). Hibás felhasználónév és jelszó 
esetén egy dialógus ablak értesíti a felhasználót a hibáról (2.3. ábra). Elfelejtett 
jelszó esetén jelszó visszaállítást lehet igényelni, amihez meg kell adni a regisztrált 
fiók email címét (2.4. ábra). Ha a felhasználó a legutóbbi látogatáskor 
2.1. ábra. Bejelentkezési képernyő. 
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kijelentkezés nélkül hagyta el az oldat, akkor a bejelentkezési képernyő nem jelenik 
meg, a felhasználó egyenesen a főoldalra van átirányítva. 
 Regisztráció 
A  gombra kattintva megjelenik a regisztrációs dialógus, ahol új felhasználói 
fiókot lehet létrehozni: 
1 – Felhasználónév megadása. 
2 – Email cím megadása. 
3 – Jelszó megadása. 
 
4 – Jelszó újbóli megadása. 
5 – Kilépés. 
6 – Létrehozás.
2.5. ábra. Felhasználói fiók létrehozása. 
2.2. ábra. Kitöltetlen 
mezők. 
2.3. ábra. Hibás 
felhasználónév és jelszó. 
2.4. ábra. Jelszó visszaállítás. 
 
 
Új felhasználói fiók létrehozásánál az alábbi korlátozások állnak fenn: 
• Minden mező kötelezően kitöltendő. 
• A felhasználónévnek egyedinek kell lennie, nem lehet hosszabb 50 
karakternél, nem kezdődhet és nem végződhet szóközökkel vagy 
tabulátorokkal, valamint nem tartalmazhat kettőspontokat. 
• Az email címnek egyedinek kell lennie. 
• A jelszónak legalább 8 karakter hosszúnak kell lennie. 
 
A Létrehozás gomb csak az után válik kattinthatóvá, miután minden mező 
helyesen ki lett töltve. A Létrehozás gombra kattintva, ha a felhasználónév és az 
email cím nem foglalt, létrejön a felhasználói fiók (2.9.ábra). 
Kitöltetlen vagy hibásan kitöltött mezők, valamint foglalt felhasználónév vagy 
email cím esetén hibaüzenetek figyelmeztetik a felhasználót: 
 
  
2.6. ábra. Kitöltetlen mezők. 2.7. ábra. Hibásan kitöltött 
mezők. 
2.8. ábra. Foglalt 
felhasználónév és jelszó. 
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 Felhasználói fiók aktiválása 
Sikeres regisztráció után a felhasználót egy dialógus ablak értesíti arról, hogy 
a megadott email címre egy aktivációs kóddal ellátott emailt kapott (2.9. ábra). 
Az aktivációs kód szükséges a felhasználói fiók aktiválásához, és a regisztráció 
utáni első belépéskor megjelenő dialógus ablakban lehet megadni (2.10. ábra). Ha 










1 – Aktivációs kód mező. 
2 – Kilépés. 
3 – Aktiválás. 
4 – Aktivációs kód újraküldése. 
 
Sikeres aktivációt követően a rendszer belépteti a felhasználót a főoldalra. A 
felhasználói fiókot csak egyszer, a regisztráció utáni első belépésnél kell aktiválni. 
A felhasználói fiók aktiváció azért szükséges, hogy megakadályozza a 
felhasználói fiókok rosszindulatú tömeges létrehozását. 
  




 A főoldal szerkezete 
 
1 – Szobák: Az oldalsáv tartalmazza az új szoba létrehozó dialógust megnyitó 
gombot, egy kereső mezőt és a szobák listáját. 
2 – Szoba fejléc: Itt láthatók a szoba adatai és szövegmező, amivel szöveges 
üzeneteket lehet küldeni. 
3 – Üzenetek: Ebben a görgethető szekcióban jelenik meg az összes elküldött 
vagy fogadott üzenet. 
4 – Tagok: Ez a nyitható/csukható oldalsáv tartalmazza az adott felhasználó 
aktuális szobához tartozó jogosultságának megfelelő funkciók gombjait, egy kereső 
mezőt, valamint az aktuális szoba tagjainak listáját. 
5 – Kapcsolatok: Az oldalsáv tartalmazza a felhasználó kereső és 
kapcsolatfelvételeket kezelő dialógusok gombjait, egy kereső mezőt és a 
kapcsolatok listáját. 
  
2.11. ábra. A főoldal szerkezete. 
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 Szobák 
1 – Szoba létrehozása. 
2 – Szoba keresése név alapján. 
3 – Szobák rendezése. 
4 – Szobák listája. 
5 – Lapozó. 
Az oldalsávban az összes olyan szoba megjelenik, 
amelyet vagy maga felhasználó hozott létre, vagy amelybe 
egy kapcsolata tagként hozzáadta. A szobákat a saját és a 
kapcsolatokhoz rendelt színek alapján lehet gyorsan 
megkülönböztetni egymástól. 
A megjelenített szobák listáját a kereső mezőbe beírt 
szöveg alapján lehet szűrni. A szobákat név vagy 
létrehozás/csatlakozás dátuma alapján csökkenő/növekvő 
sorrendben lehet rendezni. 
A megjelenített szobák száma a böngésző ablak 
magasságától függően változik. A böngésző ablak 
átméretezését követően a szobák listája frissül. Ha a 
sávban nincs elég hely az összes szoba megjelenítésére, akkor új lap jön létre, 
amelyre az oldal alján található lapozó segítségével lehet navigálni. A lapozó 
továbbá megjeleníti az aktuális lapon látható és az összes szoba számát is. A 
szobákat a listában lévő listaelemekre való kattintással lehet megnyitni. 
2.2.2.1. Szoba létrehozása 
A  gombra kattintva megjelenik a szobát létrehozó dialógus (2.14. ábra). 
1 – A szoba neve 
2 – Kilépés 
3 - Létrehozás 
  
2.12. ábra. A szobákat 
listázó oldalsáv. 
2.14. ábra. Szoba létrehozása. 
2.13. ábra. Olvasatlan 
üzenetetek. 
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Új szoba létrehozásánál az alábbi korlátozások állnak fenn: 
• A szoba nevét kötelező megadni. 
• A szoba neve nem lehet hosszabb 50 karakternél. 
• A szoba neve nem kezdődhet és nem végződhet szóközökkel vagy 
tabulátorokkal. 
• A szoba neve nem egyezhet meg olyan szoba nevével, amelyet a felhasználó 
már létrehozott, vagy amelybe egy kapcsolata tagként hozzáadta. 
Kitöltetlen vagy foglalt szoba név esetén hibaüzenetek figyelmeztetik a 
felhasználót (2.15. illetve 2.16. ábra).  
Sikeres létrehozás esetén az oldalsáv automatikusan frissül, a felhasználónak 
pedig megnyílik az éppen létrehozott szoba. 
 Szoba fejléc 
Két fajta szobatípus létezik:  
• Felhasználók által létrehozott szobák, amelyek tetszőleges mennyiségű 
taggal rendelkezhetnek. 
• Rendszer által kapcsolatfelvételkor automatikusan létrehozott, 
kizárólag két felhasználót összekötő szobák. 
2.2.3.1. A szoba adatai 
Attól függően, hogy saját vagy kapcsolathoz automatikus létrehozott szobáról 
van szó, a fejlécben különböző adatok jelennek meg. 
Felhasználó által létrehozott szoba esetén a fejlécben a szoba neve alatt 
szerepel a szoba létrehozójának neve és a létrehozás dátuma (2.17. ábra). 
2.15. ábra. Kitöltetlen szoba név. 2.16. ábra. Már létező szoba név. 
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Rendszer által létrehozott, két felhasználót összekötő szoba esetén a szoba 
neve helyett a kapcsolat felhasználóneve, alatta pedig a kapcsolat felvételének 
dátuma látható (2.18. ábra). 
2.2.3.2. Üzenetküldés 
Üzeneteket egy szövegdoboz segítségével lehet küldeni. Egy üzenet legfeljebb 
1000 karakter hosszú lehet. Alapértelmezett esetben az üzenetet a  gombra való 
kattintással vagy az Enter billentyű lenyomásával lehet elküldeni. 
A gyorsüzenet mód kikapcsolásával lehetőség nyílik többsoros üzenetek 
küldésére, ilyenkor az Enter billentyű az üzenet elküldése helyett új sort illeszt be. 
2.2.3.3. Tagok listája 
Felhasználók által létrehozott szobák esetén a tagokat listázó oldalsávot a 
fejléc jobb szélén található  gombra kattintással lehet kinyitni, majd a  gombra 
kattintással lehet bezárni. 
2.2.3.4. Kapcsolat opciók 
Kapcsolatokhoz tartozó szobák esetében az 
oldalsávot nyitó/záró gombok helyett az adott 
felhasználóval kapcsolatos opciókat (2.20. ábra) 
megjelenítő  gomb található. 
  
2.17. ábra. Felhasználó által létrehozott 
szoba adatai. 
2.18. ábra. Rendszer által létrehozott szoba 
adatai. 
2.19. ábra. Szövegdoboz az üzenetek küldéséhez. 
2.20. ábra. A kapcsolat opciói. 
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Balról jobbra haladva a következő opciók érhetők el: 
• Kapcsolat törlése. 
• Kapcsolat háttérszínének változtatása. 
• Kapcsolat betűszínének változtatása. 
• Kapcsolat színeinek visszaállítása. 
2.2.3.5. Kapcsolat törlése 
A  gombra kattintással megnyílik a kapcsolat törlése dialógus (2.21. ábra). 
A kapcsolat törlésekor törlődik az összes 
üzenet, az összes olyan szoba, amibe a 
kapcsolat adta hozzá tagként a felhasználót, 
és a kapcsolat összes, a felhasználó által 
létrehozott szobákban létező tagsága. 
2.2.3.6. Kapcsolat színeinek változtatása 
A   gombokra kattintással megnyílik a 
színválasztó felület (2.22. ábra), ahol a kapcsolat 
üzeneteinek betűszínét és háttérszínét tetszőlegesre 
lehet változtatni. Két gomb színe dinamikusan változik, 
a bal oldali, háttérszínt állító gomb a jobb oldali, 
betűszínt állító gomb hátterét is változtatja, így rögtön 
lehet látni az eredményt. A színválasztó felületet a 
felület mellé kattintva lehet bezárni, ekkor a kiválasztott szín automatikusan 
elmentésre kerül és a kapcsolat üzeneteinek színkombinációja is azonnal frissül. 
Ezek a beállítások a kapcsolathoz tartozó szobák, illetve a kapcsolat listában 
szereplő, kapcsolathoz tartozó gomb színét is megváltoztatják. A  gombbal a 
színeket vissza lehet állítani az alapértelmezett színkombinációra. 
  
2.21. ábra. Kapcsolat törlése. 




Az elküldött és fogadott üzeneteket megjelenítő ablakban (2.23. ábra) az 
elküldött üzenetek jobbra, míg a fogadott üzenetek balra igazítva láthatók. Az 
ablak legfeljebb 50 üzenetet jelenít meg, az új üzenetek a lista tetejére kerülnek, 
míg a régebbi üzenetek a lista alján láthatók. Amint az üzenetek száma túllépi az 
50-et, a lista alján megjelenik egy gomb (2.24. ábra), amellyel 50 régebbi üzenetet 
lehet betölteni. 
 Tagok 
1 – Tag hozzáadása a szobához. 
2 – Szoba törlése/kilépés a szobából. 
3 – Tagok keresése név alapján. 
4 – Tagok rendezése. 
5 – Tagok listája. 
6 – Lapozó. 
Az oldalsáv egy létrehozott szoba tagjait listázza, 
lehetőséget kínál tagok hozzáadására, tagok 
eltávolítására és a szoba törlésére/elhagyására. 
Alapértelmezett esetben a böngészőablak szélességétől 
függően automatikusan nyílik/záródik. A keresés és 
rendezés a szobákat listázó oldalsávhoz hasonlóan 
működik. A tagokat név alapján lehet szűrni, valamint 
2.23. ábra. Elküldött és fogadott üzenetek. 2.24. ábra. Régebbi üzenetek betöltése. 
2.25. ábra. Tagok. 
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név vagy csatlakozás dátuma alapján lehet csökkenő/növekvő sorrendbe állítani. 
Egy tagra kattintva megjelennek a 2.20. ábrán látható opciók. 
2.2.5.1. Tagok hozzáadása a szobához 
A  gombra kattintva megjelenik a tagok hozzáadása dialógus (2.26. ábra).  
1 – Kapcsolatok keresése név alapján. 
2 – Kapcsolatok rendezése. 
3 – Kapcsolatok listája. 
4 – Lapozó. 
5 – Kilépés. 
A dialógusban az összes olyan felhasználó 
felsorolásra kerül, akit hozzá lehet adni az adott 
szobához. Egy felhasználót csak akkor lehet hozzáadni 
egy szobához, ha felvette a kapcsolatot a szoba 
tulajdonosával, és még nem tagja a szobának. Egy 
szobába csak a szoba tulajdonosa tud hozzáadni 
tagokat. A tagként szobában jelenlévő felhasználóknak 
a  gomb nem jelenik meg. 
Egy tagra kattintva megnyílik a kapcsolat 
szobához történő hozzáadását megerősítő dialógus 
(2.27. ábra). Miután megerősítésre került a tag 
hozzáadása, a kapcsolatokat listázó dialógus ablak 
nem záródik be, így gyorsan hozzá lehet adni több 
tagot is egy szobához. A Kilépés gombra kattintva 
bezáródik a dialógus és frissül a tagok listája. 
  
2.26. ábra. Tagok hozzáadása 
egy szobához. 




2.2.5.2. Tagok eltávolítása a szobából 
Tagokat csak a szoba tulajdonosa tud 
eltávolítani a szobából. Egy tagra kattintva 
megjelennek a 2.20. ábrán látható opciók. A  
gombra kattintva megjelenik a tag törlését 
megerősítő dialógus (2.28. ábra). A tagként 
szobában jelenlévő felhasználóknak a   gomb 
nem jelenik meg. A tag szobából történő eltávolításának megerősítését követően 
automatikusan frissül a tagok listája, amelyben a törölt tagok már nem fognak 
szerepelni. 
2.2.5.3. Szoba törlése/kilépés a szobából 
A szoba tulajdonosa a  gombra kattintással tudja törölni a szobát, miután 
megerősítette szándékát (2.29. ábra). A tagoknak a  gomb helyett a  gomb 
jelenik meg, erre kattintva tudják elhagyni a szobát, miután megerősítették a 
kilépést (2.30. ábra). 
 
Szoba törlése esetén az összes szobában végbement kommunikáció törlődik, 
az összes szobatagsággal együtt. A szoba elhagyásával az adott felhasználó 
üzenetei nem törlődnek a szobából, a szoba viszont törlődik a kilépett felhasználó 
szobalistájából. 
2.28. ábra. Tag eltávolításának 
megerősítése. 




1 – Felhasználók keresése. 
2 – Kapcsolatfelvétel-kérelmek kezelése. 
3 – Kapcsolatok keresése név alapján. 
4 – Kapcsolatok rendezése. 
5 – Kapcsolatok listája. 
6 – Lapozó. 
Az oldalsáv az összes olyan felhasználót listázza, 
amelyekkel vagy a felhasználó, vagy a kapcsolat 
kérésére megtörtént a kapcsolatfelvétel. A 
kapcsolatok itt is a hozzájuk 
rendelt színekben jelennek 
meg. A keresés és rendezés a 
szobákat és tagokat listázó oldalsávokhoz hasonlóan 
működik. A kapcsolatokat név alapján lehet szűrni, 
valamint név vagy kapcsolatfelvétel dátuma alapján lehet csökkenő/növekvő 
sorrendbe állítani. A kapcsolatlistában egy kapcsolatra kattintva megnyílik a 
kapcsolathoz rendelt szoba. 
2.2.6.1. Felhasználók keresése és kapcsolatfelvétel 
A  gombra kattintva megnyílik felhasználók keresése dialógus (2.33. ábra). 
A felhasználók kereséséhez legalább egy karaktert meg 
kell adni a kereső mezőben. A találatok egy listában 
jelennek meg (2.34. ábra). Egy 
felhasználóra kattintva megjelenik 
kapcsolat felvétel dialógus. Ha a 
kereső vagy a keresett felhasználó 
küldött már kapcsolat felvétel kérelmet, akkor ennek státusza 
és adatai jelennek meg (2.35. ábra). Ha a kapcsolatfelvétel-
kérelem függőbben van, akkor elfogadásra és elutasításra van 
2.31. ábra. Kapcsolatok. 




2.32. ábra. Olvasatlan 
üzenetek. 
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lehetőség (2.36. ábra). Egyéb esetben új kapcsolatfelvétel-kérelmet lehet küldeni 
a kiválasztott felhasználónak (2.37. ábra). A kapcsolatfelvételhez egy opcionális, 
de legfeljebb 250 karakter hosszúságú üzenetet is meg lehet adni. 
 
2.2.6.2. Kapcsolatfelvétel-kérelmek kezelése 
A   gombra kattintással megnyílik a kapcsolatfelvétel-kérelmek kezelése 
dialógus (2.38. ábra).  
1 – Fogadott kérelmek. 
2 – Küldött kérelmek. 
3 – Folyamatban lévő kérelmek. 
4 – Elfogadott kérelmek. 
5 – Elutasított kérelmek. 
6 – Kérelmek keresése küldő/fogadó neve alapján. 
7 – Kérelmek rendezése. 
8 – Kérelmek listája. 
9 – Lapozó. 
10 – Kilépés. 
A kérelmek 2 féle módon csoportosulnak. Először az alapján, hogy a kérelem 
küldve vagy fogadva volt-e (1-2), utána pedig a kérelem státusza alapján (3-5). 
Az 1-5 számokkal jelölt menüpontok megfelelő kiválasztásával könnyedén lehet a 
kérelmek között böngészni. A kérelmeket a küldő/fogadó neve alapján lehet szűrni, 
valamint a küldő/fogadó neve vagy a kérelem státusz változásának legutóbbi 
dátuma alapján lehet rendezni. Az egyes kérelmekre kattintás esetén a 2.35. ábrán 
vagy a 2.36. ábrán látható dialógusok jelennek meg.  
2.35. ábra. Példa 
kapcsolatfelvétel státuszra. 




2.36. ábra. Függőben lévő 
kapcsolatfelvétel-kérelem. 
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 Saját felhasználói fiók és beállítások 
A főoldal jobb felső sarkában található  gombra kattintva megnyílik a saját 
felhasználói fiók adatait és a különféle beállításokat megjelenítő felület (2.39. 
ábra). A felhasználónév alatt a regisztrált email cím és a regisztráció időpontja 
látható. A beállításokban ki/be lehet kapcsolni a 
tagokat listázó oldalsáv böngészőablak-szélességtől 
függő automatikus nyitását/zárását, illetve a 
gyorsüzeneteket. Az utolsó sorban  gombok a 
felhasználó által küldött üzenetek háttér- illetve 
betűszínét megváltoztató, 2.22. ábrán látható 
színválasztó felületet nyitják meg, a  gombra kattintással pedig visszaállítható 
az alapértelmezett színkombináció.  
2.2.7.1. Jelszó megváltoztatása 
A  gombra kattintva megnyílik a jelszó változtatása dialógus (2.40. ábra). 
1 – Jelenlegi jelszó. 
2 – Új jelszó. 
3 – Új jelszó megerősítése. 
4 – Kilépés. 
5 – Új jelszó mentése. 
A jelszó megváltoztatásához először meg kell adni a 
jelenlegi jelszót, majd az új jelszót kétszer. Amíg 
kitöltetlenek vagy hibásan 
kitöltöttek a mezők, addig az Új jelszó mentése gomb 
nem kattintható. Az új jelszóra ugyan azok a 
korlátozások érvényesek, mint a regisztráció esetén, tehát 
legalább 8 karaktert kell tartalmaznia. Hibás jelenlegi 
jelszó megadása esetén is visszajelzést kap a felhasználó, 
a Jelenlegi jelszó mező vörössé válásával és egy 
hibaüzenet megjelenésével. 
2.39. ábra. Felhasználói fiók 
adatai és beállítások. 
2.40. ábra. Jelszó 
megváltoztatása. 




A kijelentkezéshez a főoldal jobb felső sarkában található  gombra kell 
kattintani. A kijelentkezés után a bejelentkezési képernyő jelenik meg. A 
felhasználó összes beállítását az aktuális böngésző tárolja, így következő 
bejelentkezéskor, feltéve, hogy ugyan abban a böngészőben és ugyan arról az 
eszközről történik, ugyan azok a beállítások, színkombinációk fogadják a 
felhasználót. A rendszer az utoljára megnyitott szobát is eltárolja, vagyis a 





3. Fejlesztői dokumentáció 
3.1. Az alkalmazás szerkezete 
Az alkalmazás a háromrétegű szoftver architektúra szerint készült.  
A megjelenítésért, a dinamikusan generált tartalomért 
és a klienssel való kommunikációért a front-end szerver 
felelős, amely Angular 6 keretrendszerre épül.  
Az alkalmazásszerver (back-end szerver) a Spring 
keretrendszer felhasználásával készült. Ez a köztes réteg a 
webszerver és az adatbázis között. Itt található az üzleti 
logika, és itt történik az adatbázisban tárolt adatok 
megfelelő formátumúvá alakítása a webszerver számára. 
A front-end szerver és az alkalmazásszerver közti 
kommunikáció autentikálva van, vagyis csak 
bejelentkezett felhasználók férnek hozzá az őket megillető 
adatokhoz és funkciókhoz. 
Az adatbázisszervert PostgreSQL relációs adatbázis-
kezelő rendszer szolgáltatja. Az alkalmazásszerverben 
definiált JPA 4  entitásokat, kapcsolatokat és JPQL 5 
lekérdezéseket a Hibernate ORM 6  perzisztálja, illetve 
fordítja le SQL nyelvre az adatbázis számára. 
 
                                      
4 Java Persistence API: https://hu.wikipedia.org/wiki/Java_Persistence_API 
5 Java Persistence Query Language: https://hu.wikipedia.org/wiki/Java_Persistence_Query_Language 







Ahhoz, hogy a Spring applikáció kapcsolódni tudjon a PostgreSQL 
adatbázishoz, az alkalmazásszerver src/main/resources/ mappájában 
található application.properties Spring konfigurációs fájlban a következő 









9 spring.session.store-type=jdbc  
Az első három sor az adatbázis elérési útvonalát, a bejelentkezési 
felhasználónevet, illetve jelszót határozza meg. A postgres nevű adatbázist 
manuálisan kell létrehozni az alkalmazásszerver indítása előtt.  
A hetedik sorban határozzuk meg, hogy a Hibernate milyen módon 
manipulálja az adatbázist. Ha a create-drop értéket adjuk meg, akkor az 
alkalmazásszerver indulásakor törlődik az adatbázis minden entitáshoz köthető 
táblázata, majd újra legenerálódik az adatbázis séma, a táblázatok, a megkötések, 
az elsődleges- és idegen kulcsok. A Hibernate ORM a különböző JPA 
entitásokként definiált osztályokat és a köztük lévő egy-sok és sok-sok 
kapcsolatokat PostgreSQL kompatibilis relációkká alakítja át, az oszlopok típusait 
és a rájuk vonatkozó megszorításokat pedig az entitás osztályok mezőinek 
típusaiból és a mezőkön definiált JPA és Hibernate megszorításokból állapítja meg. 
A validate érték esetén a Hibernate kizárólag csak ellenőrzi az adatbázis 
konzisztenciáját, nem hoz létre és nem is töröl semmit. 
A nyolcadik sorban beállítjuk, hogy a dátumokat egyezményes koordinált 
világidőben (UTC) tároljuk az adatbázisban. A kilencedik sorban pedig azt adjuk 
meg, hogy a Spring a munkameneteket az adatbázisban tárolja. 
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A spring_session és spring_session_attributes táblázatok a 
bejelentkezett felhasználókhoz rendelt, Spring által létrehozott munkameneteket 
tárolják. Ezek a táblázatok nem generálódnak le automatikusan, ezért az alábbi 
SQL script futtatásával kell őket manuálisan létrehozni:  
CREATE TABLE SPRING_SESSION ( 
   PRIMARY_ID CHAR(36) NOT NULL, 
   SESSION_ID CHAR(36) NOT NULL, 
   CREATION_TIME BIGINT NOT NULL, 
   EXPIRY_TIME BIGINT NOT NULL, 
   LAST_ACCESS_TIME BIGINT NOT NULL, 
   MAX_INACTIVE_INTERVAL INT NOT NULL, 
   PRINCIPAL_NAME VARCHAR(100), 
   CONSTRAINT SPRING_SESSION_PK PRIMARY KEY (PRIMARY_ID) 
); 
CREATE INDEX SPRING_SESSION_IX1 ON SPRING_SESSION (LAST_ACCESS_TIME); 
CREATE INDEX SPRING_SESSION_IX2 ON SPRING_SESSION (PRINCIPAL_NAME); 
 
CREATE TABLE SPRING_SESSION_ATTRIBUTES ( 
   SESSION_PRIMARY_ID CHAR(36) NOT NULL, 
   ATTRIBUTE_NAME VARCHAR(200) NOT NULL, 
   ATTRIBUTE_BYTES BYTEA NOT NULL, 
   CONSTRAINT SPRING_SESSION_ATTRIBUTES_PK PRIMARY KEY (SESSION_PRIMARY_ID, ATTRIBUTE_NAME), 
   CONSTRAINT SPRING_SESSION_ATTRIBUTES_FK FOREIGN KEY (SESSION_PRIMARY_ID) REFERENCES 
SPRING_SESSION(PRIMARY_ID) ON DELETE CASCADE 
); 
CREATE INDEX SPRING_SESSION_ATTRIBUTES_IX1 ON SPRING_SESSION_ATTRIBUTES (SESSION_PRIMARY_ID);  





Az alkalmazásszerver Gradle7 projektépítést automatizáló eszközt használ. A 
Spring alkalmazás működéséhez több külső függőségre is szükség van. Ezek a 
függőségek különböző osztályokat és interfészeket tartalmazó csomagokból állnak. 
A Gradle segítségével ezek automatikusan letöltésre kerülnek egy központi 
tárhelyből, és azonnal használhatóvá válnak az általuk nyújtott funkciók.  
A függőségek az alkalmazásszerver gyökérkönyvtárban található 
build.gradle fájlban vannak definiálva: 
dependencies { 
   compile('org.springframework.boot:spring-boot-starter-data-jpa') 
   compile('org.springframework.boot:spring-boot-starter-data-rest') 
   compile('org.springframework.boot:spring-boot-starter-hateoas') 
   compile('org.springframework.boot:spring-boot-starter-web') 
   compile('org.springframework.boot:spring-boot-starter-websocket') 
   compile('org.springframework.boot:spring-boot-starter-mail') 
   compile('org.springframework.session:spring-session-core') 
   compile('org.springframework.session:spring-session-jdbc') 
   compile('org.springframework.security:spring-security-core') 
   compile('org.springframework.security:spring-security-web') 
   compile('org.springframework.security:spring-security-config') 
   compile('org.springframework.security:spring-security-data') 
   compile('com.google.code.gson:gson:2.8.5') 
   compile('com.vladmihalcea:hibernate-types-52:2.4.0') 
   compileOnly('org.projectlombok:lombok:1.18.2') 
   compile('com.fasterxml.jackson.datatype:jackson-datatype-joda:2.9.8') 
   annotationProcessor('org.projectlombok:lombok:1.18.2') 
   runtime('org.postgresql:postgresql') 
   testCompile('org.springframework.boot:spring-boot-starter-test') 
}  
A legfontosabb függőségek közé tartoznak a spring-boot-starter, 
spring-session és spring-security csomagok. Ezek tartalmazzák többek 
közt az adatbázishozzáférést biztosító, a munkamenet-kezelő és az autentikációs 
illetve végpontokat védő konfigurációs osztályokat és interfészeket. A program 
hasznát veszi továbbá a Lombok 8  projektnek, amely lehetővé teszi az ún. 
boilerplate kód, mint a getter és setter metódusok automatikus generálását. 




3.3.1.2. Építés és futtatás 
A Gradle az alkalmazásszerver építését és futtatását is megkönnyíti. A projekt 
építéséhez a parancssorban a projekt gyökérkönyvtárába kell navigálni. A start 
gradlew.bat build parancs kiadásával elindul az építési folyamat. A folyamat 
végén létrejön a build mappa, amelyben a classes mappa tartalmazza az 
összes .class fájlt, míg a libs mappa a futtatható .jar fájlt.  
A .jar fájl neve a projekt nevéből és egy verziószámból áll. A projekt neve 
a settings.gradle fájlban van definiálva: 
rootProject.name = 'mercury-server'  
A verziószámot a build.gradle fájlon belül lehet megadni: 
version = '1.0.0'  
Így a létrehozott .jar fájl a mercury-server-1.0.0.jar lesz. 
A felépített projekt futtatásához a parancssorban a build/libs mappába 
kell navigálni. A java -jar mercury-server-1.0.0.jar parancs 
kiadásával elindul az alkalmazásszerver egy, a Springbe ágyazott Apache Tomcat9 
webszerveren, a számítógépnek kiosztott hálózati IP címen és az alapértelmezett 
8080-as porton. 
 Entitások 
Az alkalmazásszerver 7 entitást definiál, amelyek a program különböző 
funkcióinak alapjaiként szolgálnak: 
• User (Felhasználó) 
• Room (Szoba) 
• Membership (Tagság) 
• Contact (Kapcsolat) 
• Message (Üzenet) 
• Request (Kérelem) 
• LastVisit (UtolsóLátogatás) 
                                      
9 https://hu.wikipedia.org/wiki/Apache_Tomcat 
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A Hibernate a 3.3. ábrán látható hét entitásból és kapcsolataikból készíti el 
a 3.2. ábrán látható táblázatokat. 
Az entitások elsődleges kulcsai a Hibernate által perzisztáláskor generált 
UUID 10  típusú egyedi azonosítók. Az egyes entitások létrehozásának és 
módosításának dátumát szintén a Hibernate generálja. 
A két fő entitás, a Felhasználó és a Szoba között nincs közvetlen kapcsolat, a 
köztük lévő kapcsolatokat kapcsolótáblák reprezentálják. 
3.3.2.1. Felhasználó 
Egy felhasználót a Felhasználó osztály azonosít, amely egy felhasználónévből, 
email címből, jelszóból, státuszból, regisztrációs kódból és regisztráció 
időpontjából álló entitás.  
                                      
10 https://en.wikipedia.org/wiki/Universally_unique_identifier 
3.3. ábra. Az entitások és a felsoroló osztályok kapcsolatai. 
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A Felhasználó osztály adattagjaira több megszorítás is érvényes: 
• A felhasználónévnek egyedinek kell lennie, nem lehet hosszabb 50 
karakternél, nem kezdődhet és nem végződhet szóközökkel vagy 
tabulátorokkal, valamint nem tartalmazhat kettőspontokat. 
• Az email címnek egyedinek kell lennie. 
• A jelszónak legalább 8 karakter hosszúnak kell lennie. 
A regisztrációs kód perzisztálás előtt kap értéket, ami egy véletlenszerűen 
generált UUID egyedi azonosító. A perzisztálás után ez a kód kerül kiküldésre 
emailben, és ezzel a kóddal lehet aktiválni a felhasználói fiókot. A Felhasználó 
státusza két értéket vehet fel: NOT_ACTIVATED (NEM_AKTIVÁLT) és 
ACTIVATED (AKTIVÁLT). A Felhasználó a NOT_ACTIVATED státusszal jön létre, 
és csak aktiválás után változik ACTIVATED-re. 
3.3.2.1.1. Jelszó tárolása 
Az adatbázisban csak a jelszavak hash függvénnyel generált értéke kerül 
elmentésre, az eredményből pedig nem visszafejthető a jelszó. A jelszavak kódolása 
a Spring Security bcrypt11 hash függvényt használó BCryptPasswordEncoder 
osztályának segítségével történik. A hash függvény 10-es erőséggel hasheli a 
jelszavakat, ami azt jelenti, hogy 210 lépésben „forgatja meg” a bemenetet. Ez 
párosítva azzal, hogy a jelszónak legalább 8 karakter hosszúságúnak kell lennie, 
elegendő védelmet nyújt a nyers erővel (próbálgatással) történő és 
szivárványtáblás támadások ellen. 
3.3.2.2. Szoba 
A felhasználók által létrehozott és a kapcsolatokhoz automatikusan generált 
szobákat a Szoba osztály reprezentálja, ami egy névből, a tulajdonos egyedi 
azonosítójából, típusból és létrehozás dátumából áll. A szoba neve nem lehet 
hosszabb 50 karakternél, a tulajdonos egyedi azonosítója kapcsolat-szoba esetén 
                                      
11 https://en.wikipedia.org/wiki/Bcrypt 
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a null értéket veszi fel, a típusnak pedig két értéke lehet: CUSTOM (SAJÁT) vagy 
CONTACT (KAPCSOLAT). 
3.3.2.3. Tagság 
A felhasználók és szobák közti kapcsolatot a Tagság írja le, amely egy 
Felhasználó és egy Szoba mellett a tagság típusát tárolja, ami az OWNER 
(TULAJDONOS) vagy GUEST (VENDÉG) értékeket veheti fel. Egy Felhasználó – 
Szoba párosból kizárólag egy szerepelhet az adatbázisban, ezért a Felhasználó és 
Szoba azonosító párra kompozit egyedi megszorítás van megadva. 
3.3.2.4. Kapcsolat 
A két felhasználó közti kapcsolatot a Kapcsolat osztály reprezentálja, ahol a 
két Felhasználó mellett egy Szoba és a kapcsolatfelvétel dátuma szerepel. Mivel 
egy Felhasználó – Felhasználó páros kizárólag egyszer szerepelhet az adatbázisban, 
ezért erre a párosra is egyedi megszorítás szükséges. Annak biztosítására, hogy a 
páros felcserélése esetén is érvényesüljön az egyediség, a Kapcsolat azonosítója az 
adatbázisban történő perzisztálása előtt a két Felhasználó azonosítójából 
generálódik. Az azonosító generálását az UUIDService kiszolgáló osztály 
generateUUID metódusa hajtja végre: 
public static UUID generateUUID(UUID uuid1, UUID uuid2) { 
    String uuid; 
    if (uuid1.toString().compareTo(uuid2.toString()) < 0) { 
        uuid = uuid1.toString() + uuid2.toString(); 
    } else { 
        uuid = uuid2.toString() + uuid1.toString(); 
    } 
    return UUID.nameUUIDFromBytes(uuid.getBytes()); 
}  
Ez garantálja, hogy a két felhasználó bármilyen sorrendjére ugyan az az UUID 
egyedi azonosító jön létre, így nem jöhet létre kétszer ugyan az a Kapcsolat. 
3.3.2.5. Üzenet 
Az üzeneteket az Üzenet osztály definiálja, amely egy Felhasználót, egy 
Szobát, az üzenetet és küldés dátumát tárolja. Az egyetlen megszorítás az üzenet 
hosszára vonatkozik, ami nem lehet hosszabb 1000 karakternél. 
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3.3.2.6. Kapcsolatfelvétel-kérelem 
A kapcsolatfelvétel-kérelmeket a Kérelem osztály írja le, amely két 
Felhasználót (a küldőt és a fogadót), az üzenetet, a kérelem küldésének dátumát, 
a kérelem státuszának változásának dátumát és a kérelem státuszát tartalmazza. 
A státusz három értéket vehet fel: PENDING (FÜGGŐBEN), ACCEPTED 
(ELFOGADVA) vagy REJECTED (ELUTASÍTVA). A kérelemhez csatolt üzenet nem 
lehet hosszabb 250 karakternél. A Felhasználó párosra ugyan azok a megszorítások 
vonatkoznak, mint a Kapcsolat osztály esetében, ezért perzisztálás előtt a Kérelem 
osztály egyedi azonosítóját is a generateUUID metódus generálja. 
3.3.2.7. Utolsó látogatás 
Az utoljára megnyitott szobákat az UtolsóLátogatás osztály képviseli, ami egy 
Felhasználót, egy Szobát és az utolsó látogatás dátumát tartalmazza. A rendszer 
első látogatás esetén létrehozza, létező esetén felülírja az adatbázisban elmentett 
bejegyzést. 
 JPA Repository 
Minden JPA entitáshoz tartozik egy, a JpaRepository 12  interfészből 
öröklődő saját interfész. JpaRepository interfész tartalmazza az alapvető 
CRUD13 műveleteket, mint a létrehozás/felülírás, különféle keresések és törlések. 
Az egyes entitásokhoz tartozó interfészeken belül az alapból szolgáltatott 
CRUD műveletek kiegészülnek a saját, JPQL és natív SQL nyelven írt, illetve a 
Spring Data JPA által szolgáltatott, kulcsszavakból összerakható 14 
lekérdezésekkel. Ezen felül a Pageable15 interfész lehetőséget biztosít az adatok 
lapozott és egy adott oszlop szerinti sorba rendezett lekérdezésére is. 
 






Mivel az alkalmazásszerver a Spring Security keretrendszert használja a 
felhasználók autentikációjához és a hozzáférés-ellenőrzéshez, ezért a SpEL 16 
segítségével és a WebSecurityConfigurerAdapter osztály megfelelő 
konfigurálásával a bejelentkezett felhasználók adatai elérhetővé válnak a JPQL és 
natív SQL lekérdezésekben. 
A szükséges konfiguráció: 
@Bean 
public SecurityEvaluationContextExtension securityEvaluationContextExtension() { 
    return new SecurityEvaluationContextExtension(); 
}  
Bejelentkezett felhasználó lekérdezése JPQL és SpEL segítségével: 
String USER = "select u from User u where id = ?#{ principal?.id }"; 
@Query(value = USER) 
User getUser();  
A UserDetailsService interfész loadUserByUsername metódusának 
felülírásával, valamint a Spring Security User osztályának kibővítésével meg lehet 
adni, hogy a SpEL kifejezéseken belül a bejelentkezett felhasználónak milyen 
adatait lehessen lekérdezni: 
@Override 
public UserDetails loadUserByUsername(String username) throws 
UsernameNotFoundException { 
    User user = userRepository.findByUsername(username) 
            .orElseThrow(() -> new UsernameNotFoundException(username)); 
    Set<GrantedAuthority> grantedAuthorities = new HashSet<>(); 
    grantedAuthorities.add(new 
SimpleGrantedAuthority(AccessRight.ROLE_USER.toString())); 




public class CustomUserImpl extends User { 
 
    private final UUID id; 
    private final String email; 
    private final Instant joinDate; 
 
    public CustomUserImpl(polenapeter.mercuryserver.entity.User user,  
                          Collection<? extends GrantedAuthority> authorities) { 
        super(user.getUsername(), user.getPassword(), authorities); 
        this.id = user.getId(); 
        this.email = user.getEmail(); 
        this.joinDate = user.getJoinDate(); 
    } 
}  
                                      
16 Spring Expression Language: https://docs.spring.io/spring/docs/4.3.10.RELEASE/spring-framework-reference/html/expressions.html 
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 API 
A front-end szerverrel történő kommunikáció az alkalmazásszerver API17-n 
keresztül történik. Az adatbázisban tárolt adatokkal kapcsolatos lekérdezések az 
/api elérési útvonalon keresztül elérhetők, amit az application.properties 
Spring konfigurációs fájlban a következő sor állít be: 
spring.data.rest.basePath=/api  
A JpaRepository interfészből öröklődő, entitásokhoz kapcsolt interfészeket 
a Spring Data REST @RepositoryRestResource annotációjával konfigurálva 
az interfészben definiált metódusok alapértelmezett esetben elérhetővé válnak az 
API-n keresztül. Mivel minden végpont elérhetővé tétele nem kívánatos, ezért a 
RepositoryRestConfigurer interfész implementálásával be lehet állítani, 
hogy csak azok az interfész metódusok legyenek elérhetők, amelyeket a Spring 
Data REST @RestResource annotiációjával konfigurálunk: 
@Configuration 
public class RepositoryRestConfig implements RepositoryRestConfigurer { 
 
    @Override 
    public void configureRepositoryRestConfiguration( 
     RepositoryRestConfiguration config) { 
        config.setExposeRepositoryMethodsByDefault(false); 
    } 
}  
A @RestResource annotációval konfigurált interfész metódusok az 
/api/…/search/ elérési útvonalon elérhetők: 
@RepositoryRestResource(collectionResourceRel = "users", path = "users") 
public interface UserRepository extends JpaRepository<User, UUID> { 
 
 String USER = "select u from User u where id = ?#{ principal?.id }"; 
 @RestResource(rel = "user", path = "user") 
@Query(value = USER) 
User getUser(); 
}  
Ekkor a front-end szerver a bejelentkezett felhasználó hitelesítő adataival 
ellátott, /api/users/search/user végpontra történő HTTP GET18 metódus 
hívással egy JSON19 formátumú válasz üzenetben visszakapja a saját adatait, ami 





a Felhasználó osztály engedélyezett mezőiből áll (azonosító, felhasználónév, email 
cím, csatlakozás dátuma).  
{ 
  "id" : "b9fb6fae-bba7-44d6-841e-747a4a5dd542", 
  "username" : "user1", 
  "email" : "user1@mercury.test", 
  "joinDate" : "2019-05-05T07:44:09.308Z", 
... 
}  
Új felhasználó vagy Szoba létrehozásához a POST metódus törzsében elég 
megadni a kötelező mezőket JSON formátumban. A többi entitás esetében, 
amelyek egy a többhöz kapcsolattal kapcsolódnak a Felhasználó és Szoba 
entitásokhoz, az adott Felhasználó vagy Szoba teljes elérési útvonalát kell megadni, 
például egy új Tagság esetén: 
{ 
 "user": "http://192.168.1.15:8080/api/users/c34dafea-2a5f-4563-91e0-56b254889ea4", 
 "room": "http:// 192.168.1.15:8080/api/rooms/3646fcde-9172-4b1a-b39e-498488985312", 
 "type": "OWNER" 
} 
 
3.3.4.1. Kontrollerek és kiszolgáló osztályok 
A JpaRepository interfészekben definiált metódusok a JPQL vagy SQL 
lekérdezések eredményét legfeljebb projekciókon keresztül tudják manipulálni, de 
komplex logika közbeiktatására, vagy olyan végpontok kezelésére képtelenek, 
amelyek bejövő adatként egyedi objektumokat várnak a POST metódusok 
törzsében. 
Mivel a @RepositoryRestResource annotációval konfigurált 
JpaRepository interfész kizárólag a hozzá kapcsolódó perzisztált JPA entitást 
vagy annak valamilyen projekcióval szűkített változatát tudja az API-n keresztül 
visszaküldeni (a projekción belül az egy a többhöz kapcsolattal hozzá csatolt 
entitások mezőit is le lehet kérni SpEL segítségével, de ez n+1 problémához vezet), 
ezért saját kontrollerekre van szükség ahhoz, hogy több entitásból összerakott 
objektumokat lehessen a front-end kérésekre válaszul visszaküldeni.  
A kontroller (controller) osztályok segítségével olyan végpontokat lehet 
létrehozni, amelyek meghívása esetén komplex logikát alkalmazó kiszolgáló 
(service) osztályok rakják össze a kontrollernek visszaküldendő válasz objektumot.  
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Az alkalmazásszerver kontrollerek és a JpaRepository interfészekben 
@RestResource annotációkkal létrehozott végpontokat vegyesen használ, de ez 
a belső működésbeli különbség nem látszódik az API-szinten. 
3.3.4.2. Adatátviteli objektumok és projekciók 
Az alkalmazásszerver adatátviteli objektumok (DTO 20 ) és projekció 
interfészek segítségével alakítja át az adatbázisból a JPQL és natív SQL 
lekérdezésekkel megkapott adatokat. Például amikor egy bejelentkezett 
felhasználó más felhasználókat keres, akkor a felhasználókról csak a publikus 
adatokat kaphatja vissza, ezért a lekérdezés eredményét egy projekció szűri: 
@Projection(name = "userPublicProjection",types = {User.class}) 
public interface UserPublicProjection { 
 
    UUID getId(); 
    String getUsername(); 
    Instant getJoinDate(); 
}  
Ekkor a bejelentkezett felhasználó által a front-end szerveren keresztül az 
/api/users/search/by-username-containing?filter=user&page=0 
&size=10&sort=username,asc végpontra küldött GET metódus hívásra 
(Pageable interfész segítségével) felhasználónév alapján növekvő sorrendben 
rendezve visszaadja az első 10 darab olyan Felhasználót (a 
UserPublicProjection-re szűrve), amelyeknek felhasználónevében szerepel a 
„user” szó. 
String BY_USERNAME_CONTAINING = 
        "select u from User u where " + 
                "id != ?#{ principal?.id } and " + 
                "lower(username) like concat('%', lower(?1), '%')"; 
String COUNT_BY_USERNAME_CONTAINING = 
        "select count(u.id) from User u where " + 
                "id != ?#{ principal?.id } and " + 
                "lower(username) like concat('%', lower(?1), '%')"; 
@RestResource(rel = "by-username-containing", path = "by-username-containing") 
@Query(value = BY_USERNAME_CONTAINING, countQuery = COUNT_BY_USERNAME_CONTAINING) 
Page<User> findAllByUsernameContaining(@Param("filter") String filter, Pageable pageable);  
A projekciót a @RepositoryRestResource annotáció 
excerptProjection = UserPublicProjection.class beállításával lehet 
bekapcsolni. Kontrollerek esetén a projekció interfészek szerepét különböző DTO-
k töltik be, amelyeket a kiszolgáló osztályok raknak össze.  




A POST hívásokban beérkező objektumok helyességét a Spring Validator 
interfészét implementáló validátor osztályok ellenőrzik. Ezek a validátorok négy 
esemény bekövetkeztére figyelnek: beforeCreate, beforeSave, 
afterCreate, afterSave.  
A beforeCreate eseményre regisztrálással egy POST hívás esetén még 
perzisztálás előtt meghívódik az adott végpontra küldendő objektumra regisztrált 
validátor, így, ha hibás adatok érkeznek be, a validátor nem engedi tovább a 
folyamatot és a beállított hibaüzenettel, valamint 400-as hibakóddal válaszol.  
A beforeSave esemény PUT, illetve PATCH metódusok esetén hívódik meg, 
míg az afterCreate és afterSave események egy új erőforrás mentése, illetve 
létező módosítása után futnak le. 
Egy validátor valamelyik eseményre történő regisztrálásához a Spring 
@Component annotiációjával kell az osztályt konfigurálni, amelynek paramétere 
az esemény és az osztály nevéből áll: 
@Component("beforeCreateUserValidator") 
public class BeforeCreateUserValidator implements Validator { 
...  
3.3.4.4. Websocket 
A Chat funkcionalitás a STOMP 21  és SockJS protokollok használatával 
valósul meg. A websocket kapcsolatot a /socket végpontra való csatlakozással 
lehet felépíteni. Ahhoz, hogy a bejelentkezett felhasználó megkapja a szobába 
küldött üzeneteket, először a /chat/{szoba azonosítója} végpontra kell 
feliratkoznia. A front-end szerver az összes érvényes szobára automatikusan 
feliratkoztatja a felhasználót. Az üzenetek adott szobába való elküldésére az 
üzenetet a /chat/messages/{szoba azonosítója} végpontra kell küldeni.  
Két fajta üzenet létezik: felhasználók által küldött, valamint a front-end- és 
alkalmazásszerver által küldött rendszerüzenet. Előbbi esetében az 
alkalmazásszerver ellenőrzi, hogy a felhasználónak van-e jogosultsága az üzenet 
                                      
21 https://en.wikipedia.org/wiki/Streaming_Text_Oriented_Messaging_Protocol 
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küldésére. Ha van jogosultsága, akkor az üzenetet elmenti az adatbázisba, majd 
továbbítja a csatornán az összes feliratkozónak. Ha nincs jogosultsága, akkor egy 
rendszer üzenetet küld vissza ugyan azon a csatornán, amely jelzi a front-end 
szervernek, hogy az adott felhasználónak nincs jogosultsága a szobában 
tartózkodnia. Bejövő rendszerüzenet esetén az alkalmazásszerver továbbítja az 
adott üzenetet a csatornán.  
A szükséges konfigurációk a WebSocketMessageBrokerConfigurer 
interfészt implementáló WebSocketConfig osztályban találhatók, a 
WebSocketController osztályban pedig a bejövő- illetve kimenő üzenetek 
végpontjai vannak definiálva: 
@MessageMapping("/message/{roomId}") 
@SendTo("/chat/{roomId}") 
public WebsocketMessage processMessage(Principal principal,  
                                       @DestinationVariable UUID roomId,  
                                       @Payload Map<String, String> payload) { 
    return chatService.send(principal, roomId, payload); 
}  
 Autentikáció és védelem 
A bejelentkezés és kijelentkezés kezelését, valamint az API végpontok 
védelmét a Spring Security és Spring Session keretrendszerek végzik. Ezek 
konfigurációja a WebSecurityConfigurerAdapter interfészt implementáló 
WebSecurityConfig osztályon belül található. 
A felhasználó hitelesítése felhasználónév és jelszó alapján történik: 
@Autowired 
private CustomUserDetailsService customUserDetailsService; 
 
@Override 
public void configure(AuthenticationManagerBuilder authenticationManagerBuilder) 
throws Exception { 
    authenticationManagerBuilder 
            .userDetailsService(customUserDetailsService) 
            .passwordEncoder(new BCryptPasswordEncoder()); 
}  
Az alkalmazásszerver HTTP Basic22 autentikációt használ. Mivel ebben az 
esetben a front-end szerver a felhasználónevet és jelszót pontosvesszővel 
elválasztva, Base64 kódolással küldi el az alkalmazásszervernek, ezért HTTPS 
                                      
22 https://en.wikipedia.org/wiki/Basic_access_authentication 
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protokoll használatára van szükség, hogy ez biztonságos legyen. Az 
alkalmazásszerver saját, a Java által szolgáltatott keytool23 eszköz segítségével 
generált tanúsítványt használ, a HTTPS protokoll használatát pedig az 






 Ahhoz, hogy a front-end szerver hozzáférjen az API-hoz, szükséges a CORS24 
engedélyezése. E mellett a CSRF25 támadások elleni védelem is engedélyezve van. 
A CSRF tokent sütiben tárolja a böngésző. A resources mappán belül található, 
a felépített Angular alkalmazáshoz tartozó fájlokat, valamint a /login végpontot 
hitelesítés nélkül elérhetővé kell tenni, minden más végpontot levédünk. Mivel a 
bejelentkezési felületet az Angular alkalmazás szolgáltatja, ezért kikapcsoljuk 
Spring alapértelmezett bejelentkezési felületét. 
@Override 
public void configure(HttpSecurity httpSecurity) throws Exception { 
   httpSecurity 
     .cors() 
     .and() 
     .csrf() 
         .csrfTokenRepository(CookieCsrfTokenRepository.withHttpOnlyFalse()) 
     .and() 
     .authorizeRequests() 
         .antMatchers(GET, "/", "index.html").permitAll() 
         .antMatchers("/*.ico", "/*.js", "/*.css").permitAll() 
         .antMatchers(POST, "/login").permitAll() 
         .anyRequest().authenticated() 
     .and() 
     .formLogin().disable() 
     .logout() 
     .logoutUrl("/logout") 
      .logoutSuccessHandler( 
 new HttpStatusReturningLogoutSuccessHandler(HttpStatus.NO_CONTENT)) 
     .and() 
     .httpBasic().disable(); 
}  
Van néhány API végpont, amelyek esetében nem lehet hitelesíteni. Ilyen 
például az új felhasználó létrehozása, a felhasználói fiók aktiválásának ellenőrzése, 





felhasználói fiók aktiválása, és a jelszó visszaállítás. Mindegyik esetben a 
bejelentkezés és hitelesítés előtt történik a végpont meghívása. 
@Override 
public void configure(WebSecurity webSecurity) throws Exception { 
    webSecurity 
            .ignoring() 
            .antMatchers(POST, "/api/users") 
            .antMatchers(POST, "/api/users/reset-password") 
            .antMatchers(POST, "/activation/activate") 
            .antMatchers(POST, "/activation/resend-activation-code") 
            .antMatchers(POST, "/activation/is-activated") 
            .antMatchers(POST, "/login"); 
}  
A CORS konfigurációban beállítjuk, hogy kizárólag a front-end szerver 
címéről érkező HTTP hívásokat engedélyezzük. Továbbá beállítjuk az 
engedélyezett metódusokat és fejléceket, valamint engedélyezzük a felhasználó 
hitelesítésének támogatását is. Végül ráállítjuk a konfigurációt a „/” elérési 
útvonalra, hogy minden végpontra érvényesek legyenek a beállítások. 
@Bean 
CorsConfigurationSource corsConfigurationSource() { 
    CorsConfiguration configuration = new CorsConfiguration(); 
    configuration.addAllowedOrigin(angularAddress); 
    configuration.setAllowedMethods(Arrays.asList( 
            "GET", "POST", "PUT", "PATCH", "DELETE", "OPTIONS")); 
    configuration.setAllowedHeaders(Arrays.asList( 
            "authorization", 
            "x-auth-token", 
            "x-requested-with", 
            "x-xsrf-token", 
            "x-csrf-token", 
            "xsrf-token", 
            "content-type")); 
    configuration.setAllowCredentials(true); 
    UrlBasedCorsConfigurationSource source = new UrlBasedCorsConfigurationSource(); 
    source.registerCorsConfiguration("/**", configuration); 
    return source; 
}  
3.3.5.1. Bejelentkezés 
A bejelentkeztetés a /login végpontra történő POST hívással történik. A 
HTTP fejlécben az authorization fejlécnek tartalmaznia kell a 
pontosvesszővel elválasztott felhasználónevet és jelszót, Base64 kódolással kódolva. 
Ezt a LoginService kiszolgáló osztály dekódolja, hitelesíti, majd regisztrálja a 




3.3.5.2. SQL injekció 
Minden HTTP kéréssel elküldött, az url-ben paraméterként megadott szöveg 
speciális paraméterként (?1, ?2, stb.) kerül beillesztésre a JpaRepository 
interfészek JPQL és natív SQL lekérdezéseibe. Az ilyen paramétereket a JDBC 
meghajtó a lekérdezés végrehajtása előtt escapeli, hogy kizárólag adatként 
kerülhessenek az SQL lekérdezésbe, ezért kizárt az SQL injekciós támadás 
lehetősége. 
 Email küldés 
A felhasználói fiók aktiválásához az első bejelentkezésnél meg kell adni a 
felhasználói fiók létrejöttekor generált és emailben kiküldött regisztrációs kódot.  
Az email küldése a JavaMailSender és a SimpleMailMessage osztályok 
segítségével történik. 
public void sendSimpleMessage(String to, String subject, String text) { 
    SimpleMailMessage message = new SimpleMailMessage(); 
    message.setTo(to); 
    message.setSubject(subject); 
    message.setText(text); 
    emailSender.send(message); 
}  










3.4. Front-end szerver 
A front-end szerver az Angular keretrendszert használja és Angular 
komponensekből, modulokból és kiszolgálókból épül fel. Az applikáció az Angular 













Minden komponenst és modult az app.module.ts fájlban kell importálni 
és deklarálni. A rengeteg különféle funkcionalitást tartalmazó Angular Material 
modulok egy külön, material-module.ts fájlban vannak importálva és 
exportálva. Ahhoz, hogy a modulok által tartalmazott komponenseket az egész 
applikáción belül használni lehessen, a material-modul.ts fájlt importálni 
kell az app.module.ts providers tömbjében. 
                                      
26 https://cli.angular.io/ 
3.4. ábra. A komponensek és dialógusok kapcsolatai. 
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Az app.modul.ts fájl tartalmazza továbbá az XhrInterceptor osztályt 
is, amely az összes ki- és bemenő HTTP üzenetet ellenőrzi. A kimenő hívásokat 
kiegészíti az X-Requested-With fejléccel a CSRF védelem érdekében. A bejövő 
válaszok esetén a hibaüzeneteket figyeli. Ha a megadott végpontokon kívül más 
végpontra érkezik 401-es HTTP hibakóddal válasz, akkor a felhasználó azonnal a 
/login url-re van átirányítva. A megadott végpontokra érkezett 401-es 
hibakódok speciális eseteket képeznek, amelyek esetén a /login oldalra 
átirányítás nem kívánatos, ezért ezek az esetek speciálisan vannak kezelve. 
@Injectable() 
export class XhrInterceptor implements HttpInterceptor { 
  constructor(private router: Router){} 
  intercept(req: HttpRequest<any>, next: HttpHandler) { 
    const xhr = req.clone({ 
      headers: req.headers.set('X-Requested-With', 'XMLHttpRequest') 
    }); 
    return next.handle(xhr).pipe(catchError( 
      (err: HttpErrorResponse) => { 
        if (!(err.url.endsWith('/csrf')  
          || err.url.endsWith('/authentication')  
          || err.url.endsWith('/login')  
          || err.url.endsWith('/is-activated')  
          || err.url.endsWith('/activate')  
          || err.url.endsWith('/resend-activation-code') 
          || err.url.endsWith('/reset-password'))  
          && err.status == 401) { 
          this.router.navigate(['/login']); 
          return new Observable<never>(); 
        } else { 
          return throwError(err); 
        } 
      } 
    )); 
  } 
}  
 Átirányítás és autentikációs védelem 
Az applikáció gyökér komponense az AppComponent komponens, amelybe 
az átirányított oldal tartalma töltődik. A felhasználó megfelelő oldalra történő 
átirányításáért az app-routing.module.ts fájlban definiált osztály felel. 
Három lehetőség van kezelve. A „/” url-t megnyitva először az 
AuthenticationGuard osztály ellenőrzi az /authenticate url-re történő 
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API hívással, hogy az adott felhasználó hitelesítve van-e. Ha igen, akkor tovább 
engedi a főoldalra a MainComponent komponens betöltésével. Ha nem akkor 
átirányítja a /login url-re, ahol megjelenik a bejelentkezési oldal. Minden egyéb 
url esetén egy 404 Page Not Found hibaüzenet fogadja a felhasználót. 
Minden új szoba megnyitása esetén is ellenőrizve van, hogy a felhasználónak 
van-e jogosultsága a szobában tartózkodni. 
 Komponensek és megjelenítés 
Az Angular CLI-ben az ng generate component paranccsal azonnal 
működő komponenseket lehet létrehozni. Minden komponenshez automatikusan 
generálódik egy .html, .css és két .ts kiterjesztésű fájl is. A HTML 
dokumentumban az adott komponens szerkezete, a CSS fájlban a szerkezeti 
elemeinek a megjelenítése, a .component.ts fájlban pedig az adott 
komponenshez tartozó, TypeScript27 nyelven íródott üzleti logika van definiálva. 
Az alkalmazás fő témáját három szín definiálja: primary, accent és warn. 
Ezek értékei az src könyvtárban található theme.scss fájlban vannak 
definiálva, az Angular téma szerkesztési funkciói28 alapján.  
Az olyan kibővített funkcionalitás miatt, mint a változók használatának 
lehetősége, az alkalmazás CSS helyett Sass29 preprocesszort használ, de az .scss 
fájlok végül érvényes .css fájlokká fordulnak le. A variables.scss fájlban 
definiált változók segítségével a három fő színt mindegyik komponensben 
egységesen lehet használni, így esetleges változtatás esetén is csak egy helyen kell 
átírni az értékeket. 
A styles.scss fájlban főként olyan definíciók találhatók, amelyek az 
Angular Material modulok komponenseinek alapértelmezett értékeit hivatottak 
módosítani.  
 





 Kiszolgáló réteg 
A kiszolgáló réteg tartalmazza a kiszolgálókat (service), amelyek a 
bejelentkezést, kijelentkezést, hitelesítést, az API kapcsolatot, a websocket 
kapcsolatot és chat funkciókat, a beállításokat, valamint a különböző számításokat 
szolgáltatják a komponenseknek, amelyek csak az adatok megjelenítésért felelnek. 
3.4.4.1. Aktiváció, bejelentkezés, kijelentkezés 
A bejelentkezést, a kijelentkezést és a fiók aktiválását biztosító metódusok az 
AuthenticationService kiszolgáló osztályban találhatók. 
A bejelentkezési folyamat három fázisból áll. Ahhoz, hogy egy nem aktivált 
fiókba történő bejelentkezésnél ne jöjjön létre a hitelesített munkamenet, először 
az /activation/is-activated API végpontra történő POST hívással 
(amelynek törzse tartalmazza a felhasználónevet és jelszót) ellenőrizni kell, hogy 
az adott felhasználói fiók aktiválva van-e. Ha nem, akkor a felhasználónak a 
bejelentkezés helyett megnyílik a felhasználói fiók aktivációs dialógus.  
Ha a felhasználói fiók aktiválva van, akkor a /csrf API végpontra kell 
küldeni egy POST hívást, amely kizárólag azt a célt szolgálja, hogy megszerezze 
a CSRF tokent az alkalmazásszervertől. Végül a tényleges bejelentkezés a /login 
API végpontra történő, a felhasználónevet és jelszót kettősponttal elválasztva, 
Base64 kódolással elkódolva tartalmazó fejléccel ellátott POST hívással történik 
meg, amely hatására létrejön a bejelentkezett felhasználóhoz tartozó munkamenet 
az adatbázisban, valamint egy SESSION nevű süti a böngészőben. 
A kijelentkezéshez a /logout API végpontot kell a withCredentials: 
true fejléccel ellátott POST metódussal meghívni, amely hatására törlődnek a 
SESSION és az X-CSRF-TOKEN sütik. 
3.4.4.2. API hozzáférés 
Az API végpontokat az ApiService kiszolgáló osztályon belül definiált 
metódusokkal lehet elérni. A végpontokra történő HTTP metódusok hívásához az 
Angular HttpClient osztályánák post, patch, get, delete metódusai 
vannak felhasználva.  Az összes API végpont url-jéhez, valamint minden, az url-
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hez szükséges paraméterhez hozzá van rendelve egy readonly kulcsszóval 
ellátott és így nem felülírható string, amelyek segítségével a komponenseken 
belül egyszerűen és átláthatóan lehet a végpontok url-jét összerakni. Például 
felhasználók keresésénél, a SearchUsersComponent komponensben: 
private searchUsers(searchString: string, page: number, size: number, sort?: string) { 
  let url = this.apiService.USERS 
          + this.apiService.BY_USERNAME_CONTAINING 
          + '?' 
          + this.apiService.FILTER 
          + searchString 
          + '&'; 
  return this.apiService.getAll(url, page, size, sort).pipe(map((users: Users) => { 
    return users; 
  })); 
}   
Az ApiService-ben: 
private httpOptions = { 
  headers: new HttpHeaders({ 'Content-Type': 'application/json' }), 
  withCredentials: true 
}; 
readonly IP: string = window.location.hostname; 
readonly API_PORT: string = ':8080'; 
readonly API_ROOT: string = '//' + this.IP + this.API_PORT + '/api'; 
readonly PAGE_NUMBER: string = 'page='; 
readonly PAGE_SIZE: string = 'size='; 
readonly SORT: string = 'sort='; 
readonly FILTER: string = 'filter='; 
readonly USERS: string = '/users'; 
readonly BY_USERNAME_CONTAINING: string = '/search/by-username-containing'; 
 
getAll(url: string, page: number, size: number, sort?: string): Observable<any> { 
  return this.httpClient.get( 
    this.API_ROOT  
    + url  
    + this.PAGE_NUMBER  
    + page  
    + '&'  
    + this.PAGE_SIZE  
    + size  
    + (sort ? '&' + this.SORT + sort : ""), this.httpOptions); 
}  
3.4.4.3. Felhasználói beállítások és adatok 
A felhasználói beállításokat, mint a saját, illetve a kapcsolatok üzeneteinek 
betűszínének és háttérszínének állítása, az automatikusan záródó, tagokat listázó 
oldalsáv és a gyorsüzenetek engedélyezése, továbbá az olyan adatokat, mint az új 
olvasatlan üzenetek, a SettingsService osztályon keresztül lehet kezelni. 
A SettingsService a beállításokat és az adatokat a böngésző tárhelyben 
(local storage 30 ) tárolja kulcs-érték párokként, amiket a Settings osztály 
                                      
30 https://developer.mozilla.org/en-US/docs/Web/API/Window/localStorage 
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definiál. Minden értékre létezik beállító, illetve lekérdező metódus. Mivel az oldal 
a beállításokat és az adatokat a böngésző tárhelyében elmentett kulcs-érték 
párokból olvassa ki, ezért minden egyes lekérdezés esetén ellenőrizve van, hogy 
léteznek-e ezek a beállítások. Ha nem, akkor az initializeSettings metódus 
létrehoz a Settings osztályból egy alapértelmezett adatokkal feltöltött objektumot, 
majd elmenti a böngésző tárhelyébe. Egy felhasználó beállításai a 





















3.4.4.4. Websocket és chat 
A websocket kapcsolat kezelése és a chat funkciók a ChatService kiszolgáló 
osztályon keresztül érhetők el. A bejelentkezés után azonnal lefut a connect 
metódus, ami felépíti a kapcsolatot az alkalmazásszerverrel a /socket websocket 
végponton keresztül.  
Sikeres csatlakozás után az /api/messages végpontra küldött GET 
hívással lekérdezi minden olyan szobából az utolsó 50 üzenetet, az üzenetek 
küldésének időpontja szerint csökkenő sorrendben rendezve, amelyben a 
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bejelentkezett felhasználó jelen van, mint tag, vagy mint egy másik felhasználó 
kapcsolata. Ezek az üzenetek kulcs érték páronként vannak tárolva, ahol a kulcs 
a szoba azonosítója.  
A következő lépésben a folyamat feliratkoztatja a felhasználót az 
/api/chat/{szoba azonosítója} websocket végponton keresztül minden 
szobára, amelyet az előző lekérdezés során elmentett. Az összes feliratkozás kulcs-
érték páronként van tárolva, ahol a kulcs a szoba azonosítója, az érték pedig a 
feliratkozást reprezentáló Stomp.Subscription objektum. Ez azért fontos, 
hogy szüksége esetén egyenként le lehessen iratkozni a szobákról. 
Az új üzenetek is kulcs-érték párokként vannak tárolva, ahol a kulcs szintén 
a szoba azonosítója, az érték viszont egy üzenet listát tartalmazó 
BehaviorSubject objektum, amelyre fel lehet iratkozni. Ekkor a websocket 
kapcsolaton keresztül bejövő új üzenetekkel frissítve a listát, azt minden 
frissítésekor közvetíteni lehet az adott szobához tartozó BehaviorSubject-re 
feliratkozóknak. Ilyen módon azonnal meg lehet jeleníteni egy szobába érkező új 
üzeneteket. A BehaviorSubjectnek szüksége van kezdeti értékre, ezek pedig 
kezdetben azok az üzenetek, amelyeket a csatlakozás után lekérdezett a folyamat. 
Kijelentkezéskor a disconnect metódus minden szobához tárolt 
Stomp.Subscription objektumról leiratkozik, végül pedig felbontja a 
kapcsolatot. 
A hagyományos üzenetek mellett a rendszerüzenetek is a websocket 
kapcsolatot használják. Abban az esetben, amikor visszavonnak egy tagságot és 
el kell távolítani egy felhasználót a szobából, azonnali, valós idejű frissítésre van 
szükség. Ekkor egy felhasználó- és szoba azonosítót tartalmazó üzenetet küld a 
szoba tulajdonosa nevében a rendszer az összes adott szobára feliratkozónak, majd 
azt a felhasználót, amelynek megegyezik az azonosítója az üzenetben küldött 












3.4.4.5. Dinamikus átméretezés 
Ahhoz, hogy a megjelenített tartalom dinamikusan igazodjon a böngésző 
ablak méreteihez, és hogy az oldalon az üzeneteket megjelenítő ablakot kivéve ne 
kelljen görgetősávot használni, a listákat megjelenítő komponenseknek ismerniük 
kell a böngésző ablak méreteit, és változás esetén meg kell változtatniuk a 
megjelenített listaelemek számát. Az ablak méreteinek változását a Window31 
interfész resize eseményének bekövetkezte indikálja. Egy ilyen esemény esetén 
meghívódik a ResizeService kiszolgáló osztály onResize metódusa, amely 
két másodperces várakozási idő után kiszámítja, hogy a jelenlegi böngésző ablak 
és egy listaelem méretei mellett legfeljebb mennyi elemet jeleníthetnek meg a 
komponensek. A számítás a fejléc, a lapozó, és egyéb komponensek nem változó 
méreteinek figyelembevételével történik. 
A ResizeService szolgáltat egy pageSize nevezetű BehaviorSubject 
objektumot, amelyre feliratkozva a komponensek a megjeleníthető listaelemek 
aktuális számát kapják meg. 
                                      
31 https://developer.mozilla.org/en-US/docs/Web/API/Window 
3.5. ábra. Tagság megvonása és a felhasználó 
eltávolítása a szobából. 
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 Építés és futtatás 
A front-end szerver az Angular CLI segítségével építhető és futtatható. A 
gyökérkönyvtárába navigálva az npm start parancs kiadásával az Angular CLI 
elindít egy saját webszervert az alapértelmezett 4200-as porton. Az npm start 
parancs a package.json fájlban van definiálva: 
"ng serve --host 0.0.0.0 --ssl true  --ssl-cert \"/ssl/mercury.crt\" --ssl-key \"/ssl/mercury.key\""  
A parancs kiadásával automatikusan generálódik egy HTTPS tanúsítvány is, így 
a szerver a HTTPS protokollt használva fog elindulni. A megjelenített tartalom 
automatikusan újratöltődik, ha változás történik a forráskódban, ezért ez 
megfelelő környezetet biztosít a fejlesztéshez. 
A projekt építéséhez az npm build parancsot kell kiadni. Ez a parancs is a 
package.json fájlban van definiálva: 
"ng build --prod"  
A parancs kiadása után a dist mappában létrejönnek az alkalmazás 
működéséhet szükséges, az egész forráskódot egybetömörítő .js és .css 
kiterjesztésű fájlok.  
A Spring keretrendszer lehetőséget biztosít arra, hogy a front-end szervert és 
az alkalmazásszervert egy futtatható fájl segítségével el lehessen indítani. Ehhez 
annyi szükséges, hogy a dist mappába generált fájlok az alkalmazásszerver 
gyökérkönyvtárában található src/main/resources/static/ mappájába 
legyenek másolva. A 3.3.1.2-es fejezetben leírtak alapján létre kell hozni a .jar 
kiterjesztésű fájlt, amelynek elindításával a front-end-, illetve az általa eltakart 





4.1. Továbbfejlesztési lehetőségek 
A projekt minden kitűzött célt elért: letisztult, egyszerűen kezelhető 
felhasználói felületet biztosít egy anonim, személyre szabható és minimális 
személyes adat megadását megkövetelő és tároló csevegő webalkalmazáshoz.  
Természetesen továbbfejlesztésre mindig van lehetőség. Az alkalmazás olyan 
keretrendszerekre épül, amelyek jelentősen leegyszerűsítik az új funkciók 
hozzáadását. A Spring Data JPA keretrendszerrel csupán két sor kód is elegendő 
egy új API végpont létrehozásához. A Hibernate ORM Java osztályokból készít 
adatbázis táblázatokat és relációkat, jelentősen gyorsítva és egyszerűsítve az 
adatbázis felállítását és bővítését. A Spring Security keretrendszer segítségével 
gyorsan és teljesen személyre szabható az alkalmazás védelme. A Gradle 
projektépítő rendszer, az npm 32 csomagkezelő és az Angular CLI gyorssá és 
egyszerűvé teszik az új funkcionalitásokat tartalmazó külső könyvtárak letöltését, 
a projekt építését és futtatását. 
4.2. Rendszerkövetelmények 
• Java JDK/JRE 1.833 
• Node.js34 
• Legalább 256MB memória 
 
 
                                      
32 https://en.wikipedia.org/wiki/Npm_(software) 
33 https://www.oracle.com/technetwork/java/javase/downloads/jdk8-downloads-2133151.html 
34 https://nodejs.org/en/download/ 
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