Estudi d'identificacio d'un model matemàtic per a la realizació del control de trajectòria d'un quadricòpter by Alcaraz Lara, Carlos
 
               
 
 
 
 
Titulació: Enginyeria en Automàtica i Electrònica Industrial 
 
 
 
Alumne (nom i cognoms): Carlos Alcaraz Lara 
 
 
 
Títol PFC: Estudi d’identificació d’un model matemàtic per a la realització del control de     
trajectòria d’un quadricòpter 
 
 
 
 
 
 
 
Directors del PFC: Bernardo Morcego Seix 
                               Ramón Pérez Magrané 
 
 
 
 
Convocatòria de lliurament del PFC: Juny de 2013 
 
 
 
Contingut d’aquest volum:  -ANNEXES-   
 
 
 
 
 
 
   
Enginyeria en Automàtica i Electrònica Industrial 
 
 
Estudi d’identificació d’un model 
matemàtic per a la realització del 
control de trajectòria d’un 
quadricòpter 
 
ANNEXES 
 
 
 
 
 
Directors de Projecte: Bernardo Morcego Seix 
               Ramón Pérez Magrané 
 
Autor: Carlos Alcaraz Lara 
 
Convocatòria: Juny 2013 
 
 
   
Enginyeria en Automàtica i Electrònica Industrial 
 
 
Estudi d’identificació d’un model 
matemàtic per a la realització del 
control de trajectòria d’un 
quadricòpter 
 
DOCUMENT TÈCNIC 
CONTROL AUTÓNOMO DEL SEGUIMIENTO DE TRAYECTORIAS 
DE UN VEHICULO CUATRIRROTOR 
 
 
Carlos Alcaraz Lara 
carlos.alcaraz.lara@gmail.com 
 
 
 
 
Resumen 
 
El estudio detallado a continuación trata de 
identificar un modelo matemático para un vehículo 
cuatrirrotor a partir de datos de vuelo reales. 
Una vez obtenido el modelo para su simulación se 
obtendrá un controlador de modo que el vehículo sea 
capaz de seguir trayectorias de forma automática 
siguiendo caminos óptimos con la máxima velocidad 
y precisión posible. 
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1 INTRODUCCIÓN 
 
El estudio del proceso de identificación y control del 
vehículo cuatrirrotor se llevará a cabo mediante el 
software Matlab y la toolbox Simulink. 
 
Para ello hemos obtenido una muestra de datos de 
vuelo reales con los que deberemos ser capaces de 
estudiarlos y, a partir de ahí, obtener un modelo del 
sistema dinámico del vehículo. Los datos que se han 
suministrado son los que hacen referencia al tiempo, 
la posición en el eje x, la velocidad en el eje x, la 
posición en el eje y, la velocidad en el eje y así como 
las variables de control pitch i roll. 
 
Por tanto, el primer paso a llevar a cabo es el de 
estudiar los datos recibidos y obtener un modelo del 
sistema para acto seguido generar un control de 
trayectorias autónomo. 
 
 
2 PROCESO DE IDENTIFICACIÓN 
 
2.1 ESTUDIO DE LOS DATOS DE VUELO 
REALES 
 
Los datos de vuelo obtenidos son los que se muestran 
en la figura siguiente: 
 
Figura 1: Datos de vuelo reales 
 
De los datos mostrados en la figura anterior podemos 
obtener información relevante para el proceso de 
modelado: 
1. Saturación: Se puede observar que aunque la 
variable Pitch o Roll aumenten más allá de 
aproximadamente 0.7/0.8 la salida del 
sistema no varia. 
2. Interacción entre Roll/eje x y Pitch/eje y: Se 
observa que aunque es pequeña la 
interacción, las consignas de Roll afectan a 
la velocidad y posición en el eje x y la 
consigna de pitch a las salidas del eje y. 
3. La salida de velocidad respecto el valor de 
consigna responde a una función no lineal 
(véase siguiente subapartado). 
4. La relación entre la velocidad y la posición 
es la integral, es decir, la integral de la 
velocidad es la posición. 
 
De la información detallada podemos asumir que el 
modelo a obtener del cuatrirrotor será un modelo no 
lineal de modo que se aproxime de la mejor manera a 
la dinámica real del sistema. 
 
2.1.1 Relación estática entre consigna Pitch y la 
velocidad en x 
 
La respuesta de velocidad en el eje x en función de la 
consigna de pitch es la mostrada en la figura 
siguiente: 
 
 
Figura 2: Relación estática entre el pitch de consigna 
y la velocidad en x 
 
De la figura anterior podemos observar que la 
relación se podría expresar como una recta de tres 
tramos. No obstante,  y de modo que el modelo 
obtenido responda con la máxima precisión se 
procede a obtener una aproximación de la relación 
mediante la siguiente ecuación polinómica: 
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La ecuación polinómica obtenida puede verse en la 
figura siguiente: 
 
 
Figura 3: Ecuación polinómica para la relación 
estática del pitch de consigna con la velocidad en x 
 
2.1.2 Relación estática entre consigna Roll y la 
velocidad en y 
 
Del mismo modo que en el caso anterior, la relación 
que existe en la consiga de roll y la velocidad en el 
eje y se puede representar como una recta por tres 
tramos.  
 
 
Figura 4: Relación  estática entre el roll de consigna 
y la velocidad en y 
 
Es por ello, que para aproximar al máximo esta 
relación se obtiene la siguiente ecuación polinómica. 
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Gracias a la ecuación obtenida podemos observar la 
aproximación respecto a la relación real en la figura 
siguiente: 
 
 
Figura 5: Ecuación polinómica para la relación 
estática del roll de consigna con la velocidad en y 
 
 
2.2 MODELO CAJA GRIS 
 
Cuando  no es posible encontrar un buen modelo 
matemático basado en métodos estadísticos o 
también conocido como modelo caja negra ya que no 
nos permite conocer el funcionamiento interno del 
mismo, existen los que son llamados de caja gris o 
conceptuales. Estos modelos se basan en un 
conocimiento previo de la dinámica del sistema o en 
sus principios físicos. 
Así pues, gracias a ellos y al estudio del modelo 
hecho con anterioridad somos capaces de obtener un 
modelo caja gris. 
 2.2.1 Proceso de modelado caja gris 
 
Matlab nos permite generar modelos caja gris 
mediante la programación de las ecuaciones de 
estado del sistema usando sus librerías propias. 
No obstante y, debido a que el tiempo de 
compilación es excesivo y se debe simular el modelo 
muchas veces antes de encontrar el modelo que más 
se ajusta a la realidad, la programación de las 
ecuaciones de estado se realiza mediante lenguaje 
C/C++. 
Las ecuaciones de estado programadas son definidas 
mediante parámetros que son conocidos en mayor o 
menor grado a priori y que son ajustados y obtenidos 
gracias al método PEM (Prediction error estimate for 
nonlinear model). 
 
2.2.2 Datos conocidos 
 
1. Relación entre posición y velocidad: 
Haciendo la integral de la velocidad se 
obtiene la posición. Debido a que es un 
sistema de tiempo discreto, la relación se 
define como: 
 
  (    )    ( )      ( )   
 (3) 
 
2. Entrada no lineal de la consigna Pitch: 
Ecuación polinómica obtenida en el 
apartado 2.1.1. 
3. Entrada no lineal de la consigna Roll: 
Ecuación polinómica obtenida en el 
apartado 2.1.2. 
4. Retardo puro del sistema: Mediante la 
toolbox de Matlab Input Delay Inspection 
podemos obtener gráficamente cual es el 
retardo puro del sistema. Para la entrada de 
pitch se obtiene un retardo nk=2 y para la de 
roll nk = 1. 
5. Interacción de pitch en la velocidad y: 
Debido a que hay una pequeña interacción 
entre estas dos variables, se añade un 
parámetro para que la modele. 
6. Interacción de roll en la velocidad de x: 
Debido a que hay una pequeña interacción 
entre estas dos variables, se añade un 
parámetro para que la modele. 
 
2.2.3 Estructura del modelo 
 
El modelo caja gris definido presenta la siguiente 
estructura: 
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Donde: 
*: Ecuación no lineal para la entrada Pitch 
parametrizada. 
**: Ecuación no lineal para la entrada Roll 
parametrizada. 
 
2.3 RESULTADOS DEL MODELO 
DINÁMICO DEL SISTEMA 
 
Una vez obtenido el modelo caja gris junto a sus 
parámetros se procede a su evaluación mediante el 
programa suministrado por el jurado del concurso. 
 
En la figura siguiente se puede observar los datos del 
sistema real (azul) y los del modelo caja gris (rojo). 
 
 
Figura 6: Respuesta del modelo y del sistema real 
  
En la siguiente figura se muestra el detalle de los 
errores calculados por el programa de evaluación: 
 
 
Figura 7: Errores del modelo 
 
Finalmente se muestra la evaluación final obtenida: 
 
 
Figura 8: Puntuación del modelo obtenido 
 
 
3 CONTROL DE TRAYECTORIAS 
 
La estrategia de control que se explica a continuación 
se basa en el uso de las coordenadas polares como 
control de lazo de posición a partir del error del eje x 
e y teniendo en cuenta el punto inicial del Drone y el 
punto de destino. A partir de las coordenadas polares 
obtenidas, se modifica el módulo con un controlador 
PID de modo que se convierte a velocidad de 
referencia haciendo la conversión a coordenadas 
cartesianas con el uso del módulo modificado y el 
ángulo previamente calculado. 
Además, el controlador añade eliminación de 
perturbaciones, es decir, un bloque de control 
dedicado a que el cuatrirrotor siga lo más 
estrictamente posible la trayectoria óptima entre dos 
puntos delante de perturbaciones externas. 
 
 
Figura 9: Diagrama de bloques del controlador 
 
3.1 CONTROL DE LOS LAZOS DE 
VELOCIDAD 
 
3.1.1 Control del lazo de velocidad en x 
 
Para el control del lazo de velocidad interno en el eje 
x se utiliza un controlador PI que nos ofrece: 
1. Sobrepico de 3% aproximadamente. 
2. Tiempo de respuesta de 2 segundos. 
Los parámetros obtenidos son: 
1. Kp = 0.173 
2. Ki = 0.23 
 
 
Figura 10: Respuesta del sistema para una entrada 
escalón 
 
3.1.2 Control del lazo de velocidad en y 
 
En el caso del lazo de velocidad interno en el eje y se 
utiliza un controlador PI que nos ofrece: 
1. Sin sobrepico 
2. Tiempo de respuesta de 2 segundos. 
Los parámetros obtenidos son: 
1. Kp = 0.4 
2. Ki = 0.3 
 
 
Figura 11: Respuesta del sistema para una entrada 
escalón 
3.2 CONTROL DEL LAZO DE POSICIÓN 
 
El control del lazo de posición se realiza mediante la 
obtención de las coordenadas polares debido al error 
respecto el eje x e y, es decir, se calcula el error en el 
eje x respecto el punto x de consigna y el error en el 
eje y respecto el punto y de consigna. Con estos 
valores calculamos el modulo (ρ) y ángulo (θ) que 
los definen. Es decir: 
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Finalmente, el módulo es modificado mediante el 
controlador PID correspondiente a cada eje y 
convertido a velocidad de consigna haciendo de 
nuevo la conversión a coordenadas cartesianas 
usando el módulo modificado por el controlador y el 
ángulo obtenido previamente. Es decir: 
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3.2.1 Control del lazo de posición en x 
 
Para la obtención de la velocidad de referencia en el 
eje x se utiliza un controlador PID que nos modifica 
la consigna del módulo de las coordenadas polares 
obtenidas.  
Los parámetros del controlador son: 
1. Kp = 0.2 
2. Ki = 0.008 
3. Kd = 0.001 
 
3.2.2 Control del lazo de posición en y 
 
Del mismo modo que en el caso anterior, el 
controlador PID encargado de modificar el módulo 
de las coordenadas polares para la obtención de la 
velocidad de referencia tiene los siguientes 
parámetros: 
1. Kp = 0.19 
2. Ki = 0.0025 
3. Kd = 0.03 
 
3.2.3 Evaluación del controlador sin eliminación 
de perturbaciones 
 
Con los controladores de velocidad y de posición 
calculados se obtiene la respuesta del sistema para la 
trayectoria definida por el jurado del concurso. 
 
 
Figura 12: Trayectoria del cuatrirrotor sin 
eliminación de perturbaciones 
 
La puntuación del controlador se muestra a 
continuación: 
 
 
Figura 13: Evaluación del controlador 
 
 
 
3.3 ELIMINACIÓN DE PERTURBACIONES 
 
El sistema de eliminación de perturbaciones que se 
ha llevado a cabo trata de direccionar el cuatrirrotor 
hacia la trayectoria optima entre el punto de partida y 
el punto de destino de modo que se disminuya lo 
máximo posible el error de posición evaluado por la 
organización del concurso. En definitiva, obtiene el 
vector de velocidad V2 que se muestra en la figura 
14. 
 
3.3.1 Algoritmo de control 
 
El programa de corrección de perturbaciones obtiene 
la posición actual del Drone cuando éste se ha 
desviado de la trayectoria optima (línea roja figura 
14). Cuando se detecta que el cuatrirrotor se ha 
desviado generamos un vector de control dirigido 
hacia dicha trayectoria. La estrategia de control es la 
de hallar el camino más rápido hacia el óptimo entre 
los dos puntos (x0, y0) e (x_sp, y_sp). Por tanto, el 
controlador busca la recta perpendicular a la 
trayectoria optima de modo que podemos obtener el 
vector de posición de error así como el ángulo que lo 
direcciona (vector V2 de la figura 14). 
 
 
Figura 14: Vectores de velocidad de referencia 
 
3.3.2 Control de la velocidad de referencia x 
 
Para la obtención de la velocidad de referencia en el 
eje x que acerca el Drone a la trayectoria optima se 
ha usado un controlador PID con los siguientes 
parámetros: 
1. Kp = 2.7 
2. Ki = 0.015 
3. Kd = 0.1 
 
3.3.2 Control de la velocidad de referencia y 
 
En el caso de la obtención de la velocidad de 
referencia en el eje y los parámetros del controlador 
PID son: 
1. Kp = 1 
2. Ki = 0.02 
3. Kd = 0.1 
 
3.4 EVALUACIÓN DEL CONTROLADOR 
 
Una vez diseñado el conjunto del controlador para el 
modelo obtenido por simulación, el siguiente paso es 
la evaluación del conjunto gracias al programa de 
Matlab diseñado por el jurado del concurso. 
Así pues, la respuesta del sistema para la trayectoria 
fijada es la mostrada en la figura siguiente. 
 
 
Figura 15: Trayectoria del cuatrirrotor 
 
La puntuación final del controlador es la mostrada en 
la figura siguiente: 
 
 
Figura 16: Puntuación del controlador diseñado 
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Ape´ndice A
Anexo te´cnico fase 1 - CIC2013
A.1. Introduccio´n
Los objetivos espec´ıficos de la primera fase del concurso son:
1. Obtener un modelo que reproduzca lo mejor posible el comportamiento dina´mico
de las variables de posicio´n x e y del veh´ıculo ante cambios en las variables ma-
nipuladas (las referencias RefPitch y RefRoll). Los datos suministrados a los
participantes se obtienen de ensayos sobre un modelo no-lineal del proceso con el
que posteriormente se evaluara´ la calidad del modelo presentado.
2. Obtener un controlador que, con las medidas disponibles x, y, vx y vy (posicio-
nes y velocidades), actu´e sobre las variables manipuladas RefPitch y RefRoll,
para conseguir el mejor seguimiento posible de trayectorias sobre el plano xy. La
evaluacio´n del controlador se realizara´ tambie´n con el modelo no-lineal del proceso.
Para facilitar los trabajos de los participantes se suministran unas funciones Matlab c￿/
Simulink c￿ que reproducen el proceso de evaluacio´n aunque no incluyen el modelo no-
lineal que se utilizara´. El documento describe, por una parte, estas funciones y co´mo se
deben utilizar, y por otra parte, co´mo se va a realizar la evaluacio´n.
A.2. Simulador de modelos
Para simular los modelos que se desarrollen, compararlos con los datos experimentales
suministrados para la fase 1 del concurso y evaluar la calidad de los resultados obtenidos,
se suministra el diagrama simulink c￿ ComparadorModelo continuo.mdl (ver figura
A.1), las funciones pintaResultExp(), sala() y el script simulaModelo.m. Todas
las funciones y datos descritos estara´n disponibles en: http://www.ceautomatica.
es/og/ingenieria-de-control/benchmark-2012-2013.
La funcio´n pintaResultExp() admite hasta 3 para´metros (ResultExp, cero y
dimAbsSala). Para la fase del concurso tanto el cero relativo como las dimensiones de
la sala tiene valor por defecto. Por lo tanto, solo es imprescindible pasar un para´metro
que corresponde a la variable con los datos que se obtienen de la simulacio´n (variable
ResultExp). Como para´metro de salida se obtiene una estructura con los indicadores
necesarios para la evaluacio´n de prestaciones. Adema´s esta funcio´n representa gra´fica-
mente, en dos figuras, los resultados de la simulacio´n del modelo comparados con los
dados experimentales (figura A.2) y los indicadores que se van a utilizar (figura A.3). Es
importante recordar que si la trayectoria colisiona con los l´ımites de la sala, el veh´ıculo
se quedara´ en esa posicio´n (pintaResultExp() utiliza la funcio´n sala() para ello).
Todo el proceso de evaluacio´n queda automatizado en simulaModelo.m; se cargan
los datos experimentales, se simula, se calculan los indicadores y presentan los datos de
evaluacio´n. El procesamiento de la informacio´n de evaluacio´n se describe con ma´s detalle
en el apartado A.4.
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Figura A.1: ComparadorModelo continuo.mdl. Simulador y comparador con datos
experimentales de un modelo.
Para la evaluacio´n formal de cada propuesta los ensayos que se realizara´n vendra´n
dados por la organizacio´n y no necesariamente coincidira´n con los datos que se suminis-
traron para la fase 1.
A.3. Simulador de alternativas de control
La simulacio´n de una alternativa de control se realiza mediante la funcio´n en Simulink c￿
simuladorControlCuatrirrotor.mdl (ver figura A.4).
Para poder ejecutar la simulacio´n es imprescindible que las variables ruta y radio
este´n definidas en el espacio de trabajo de Matlab c￿. La variable ruta contiene las
coordenadas (en metros) de la trayectoria a seguir, cada fila de esta matriz corresponde
con coordenadas xy de un punto. La variable radio tiene asignado el valor del radio
(en metros) del disco alrededor de cada uno de los puntos de la trayectoria para el
que se considera que el veh´ıculo ha alcanzado dicha coordenada de la trayectoria. Es
importante destacar que estas variables esta´n disponibles para el controlador,
es decir, el control puede conocer, si as´ı lo requiere, los valores de la trayectoria y el
radio permitido al arrancar el ensayo.
El modelo suministrado en el bloque Simulink c￿ no corresponde al modelo que se
utilizara´ para la evaluacio´n, el control suministrado para mostrar el funcionamiento trata
de controlar ese modelo y no el modelo no-lineal. Se aportan exclusivamente como
ejemplo para entender el sistema de ensayo. Cada participante que quiera utilizar esta
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Figura A.2: Figura 1 que aparece al ejecutar pintaResultExp(). Muestra los resultados
de la simulacio´n compara´ndolos con los datos experimentales.
utilidad debe aportar su modelo y su controlador sustituyendo los que vienen por defecto.
Durante la ejecucio´n de este diagrama Simulink c￿ es posible ver una representacio´n
xy de la trayectoria (figura Graph XY ) y un conjunto de gra´ficas con las variables
manipuladas y controladas del sistema (figura Scope).
Al finalizar la simulacio´n aparece la variable scdata en el espacio de trabajo que
contiene la informacio´n de la simulacio´n. Para representar los resultados de la simu-
lacio´n y calcular la informacio´n necesaria para la evaluacio´n, se suministra la funcio´n
pintascdata(). La funcio´n tiene como para´metros de entrada los datos del ensayo
(scdata), la ruta (ruta) y el radio (radio) y, como para´metro de salida una variable
con la informacio´n necesaria para la evaluacio´n (indicadores):
>> indicadores=pintascdata(scdata,ruta,radio)
Al ejecutar esta funcio´n aparecen dos figuras (ver figuras A.5 y A.6). La prime-
ra figura muestra las referencias y evolucio´n para las variables x e y por separado,
la evolucio´n de las variables manipuladas RefPitch y RefRoll y las evolucio´n de la
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Figura A.3: Figura 2 que aparece al ejecutar pintaResultExp(). Muestra gra´ficamente
la informacio´n de los indicadores que se utilizara´n para la evaluacio´n.
distancia instanta´nea, media y ma´xima del veh´ıculo a la trayectoria m´ınima (segmento
que une dos puntos consecutivos de la ruta). La segunda figura muestra la trayectoria
seguida por el veh´ıculo y la trayectoria m´ınima (unio´n de los puntos de la ruta) en el
plano xy. Se han trazado adema´s las circunferencias que marcan la zona de alcance, la
trayectoria empieza en la coordenada (0,0) marcada con un circulo rojo y acaba en el
c´ırculo verde (u´ltimo punto de la ruta).
El script simulaControl.m automatiza todas las funciones descritas anteriormente
y an˜ade la parte de evaluacio´n que se describira´ ma´s adelante (apartado A.4). Por tanto,
para evaluar una propuesta, el usuario debe sustituir el modelo y controlador por sus
propuestas, abrir el script simulaControl.m para establecer la ruta que desea ensayar y
ejecutarlo. Este tipo de evaluacio´n so´lo sirve para que cada participante pueda comparar
sus diferentes propuestas de control con su modelo y tener algu´n tipo de realimentacio´n
en los disen˜os. La evaluacio´n final se realiza por parte de la organizacio´n con el modelo
no-lineal.
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IMPORTANTE:
Asignar las variables 'ruta' y 'radio' en el workspace antes de arrancar la simulacin.
Zero-Order
Hold1
Zero-Order
Hold
XY Graph
Tiempo
29.05
Scope
Referencia actual
-2
0
Pto de la ruta
6
Generador Referencia
Posicion  actual
Pto de la ruta
Siguiente pos
Controlador
vx
x
SP x
Sp y
y
vy
RefPitch
RefRoll
Contador de tiempo ensayo
Pto de la Ruta Tiempo Transcurrido
 Modelo
RefPitch
RefRoll
Vx
X
Y
Vy
Figura A.4: simuladorControlCuatrirrotor.mdl. Simulador del control.
A.4. Metodolog´ıa de evaluacio´n
Acorde con las bases del concurso, para valorar la calidad de las propuestas de los
participantes se evaluara´:
1. En el caso del modelo identificado, se medira´ el error absoluto medio en las variables
x e y as´ı como el error ma´ximo en dichas variables (todas las medidas en metros):
Iemx =
n￿
k=1
|x(k)medida − x(k)modelo|
n
(A.1)
Iemaxx = ma´x
n￿
k=1
|x(k)medida − x(k)modelo| (A.2)
Iemy =
n￿
k=1
|y(k)medida − y(k)modelo|
n
(A.3)
Iemaxy = ma´x
n￿
k=1
|y(k)medida − y(k)modelo| (A.4)
2. En el caso de la fase de control, el error medio, el error ma´ximo (ambos en metros)
y el tiempo del ensayo (en segundos):
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Figura A.5: Figura 1 que aparece al ejecutar pintascdata(). Muestra tiempo empleado
en el recorrido, las referencias, variables controladas, variables manipuladas y variables
de evaluacio´n.
Cemd =
n￿
k=1
d(k)
n
(A.5)
Cemaxd = ma´x
k
d(k) (A.6)
Trecorrido (A.7)
Dado que en ambos casos se tienen mu´ltiples indicadores para valorar la calidad del
modelo o del controlador, se puede hablar de una evaluacio´n multiobjetivo. Ante esta
situacio´n, diversas soluciones pueden ser o´ptimas, y las diferencias entre ellas radican en
el grado de compromiso entre sus objetivos ([1], [4]).
Se utilizara´ la filosof´ıa derivada de (Physical Programming [3], [2]). Se trata de una
te´cnica de agregacio´n de varios requerimientos en un u´nico valor nume´rico; se diferencia
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Tiempo del recorrido: 29.04 segundos.
Figura A.6: Figura 2 que aparece al ejecutar pintascdata(). Muestra la trayectoria XY
del veh´ıculo y de la trayectoria m´ınima. Muestra el tiempo empleado en el recorrido.
del empleo de un vector de pesos en que la codificacio´n de los objetivos se realiza en
una base lingu¨´ıstica, intuitiva y con significado para el disen˜ador.
Para cada uno de los objetivos, asumiendo que se pretende minimizar cada uno de
ellos, se establecen unos rangos de preferencia (definidos por los valores de sus extremos)
etiquetados acorde con la experiencia y preferencias del disen˜ador, tales como:
AD: Altamente deseable.
D: Deseable.
T: Tolerable.
I: Indeseable.
AI: Altamente Indeseable.
Con las definiciones anteriores, se construye una nueva funcio´n para cada objetivo
(funcio´n de clase), de manera que cada uno se traslada a un dominio e imagen diferen-
tes. En su nueva imagen, se pretende que los objetivos de disen˜o sean equitativamente
comparables entre s´ı (ver Figura A.7).
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Figura A.7: Concepto de la funcio´n de clase. La funcio´n de clase traslada los objetivos a
un nuevo dominio, donde la imagen de los objetivos es comparable entre s´ı.
Mientras que el me´todo original construye las funciones de clase con requerimien-
tos espec´ıficos de curvatura (para poder emplear me´todos de optimizacio´n no-lineal),
aqu´ı emplearemos la simplificacio´n propuesta en [5], denominada Global Physical Pro-
gramming.
La funcio´n de clase se construye adema´s para asegurar la regla heur´ıstica One-vs-
others ([3]). Este criterio heur´ıstico pretende garantizar la preferencia por soluciones
equilibradas y evitar que soluciones extremas (muy buenas en un indicador pero muy
malas en otros) queden bien posicionadas.
La nueva funcio´n de clase es construida para cada objetivo con segmentos lineales
acorde con la figura A.8 y teniendo en cuenta las propiedades citadas anteriormente.
Una vez construidas las funciones de clase, para obtener el indicador global basta agregar
todas las funciones de clase. La funcio´n de agregacio´n, dados m objetivos queda entonces
definida como:
Jgpp(θ) =
m￿
q=1
ηq(θ) (A.8)
donde ηq(θ) : ￿ → ￿ es la funcio´n utilizada para traducir Jq(θ), q ∈ [1, . . . ,m] en
su correspondiente imagen en su funcio´n de clase. Para este caso,
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Figura A.8: Funcio´n de clase propuesta.
ηq(θ) = αk−1 · (m+ 1) +∆αk
Jq(θ)− Jk−1q (θ)
Jkq (θ)− Jk−1q (θ)
(A.9)
∆αk = αk − αk−1 (1 ≤ k ≤M) (A.10)
Jk−1q (θ) ≤ Jq(θ) < Jkq (θ) (A.11)
α0 = 0 (A.12)
α1 = αini =
1
m2
, αini ≥ 0 (A.13)
αk = αk−1 · m2 (1 < k ≤M) (A.14)
Donde M representa el nu´mero de rangos de clase. Para esta edicio´n del concurso se
proponen los rangos descritos en las tablas A.1 y A.2. El para´metro velocidad ma´xima
que se utiliza para el ca´lculo de tmin en el ı´ndice de calidad del controlador (tiempo de
recorrido), depende de varios factores: la instalacio´n donde se realizan los ensayos, las
caracter´ısticas del hardware y las condiciones de vuelo. Para esta fase de simulacio´n, el
valor establecido es de 3 m/s (corresponde con los datos experimentales facilitados para
el concurso). Para el desarrollo de la fase final este valor puede ser modificado en funcio´n
de las condiciones del recinto, hard, etc. Los detalles de la fase final se informara´n in
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situ durante la celebracio´n de la misma.
Tabla A.1: Preferencias para el modelo identificado (Fase 1)
← AD → ← D → ← T → ← I → ← AI →
Altamente Altamente
Deseable Deseable Tolerable Indeseable Indeseable
Objetivo J0i J
1
i J
2
i J
3
i J
4
i J
5
i
Distancia x(k) Media (m) 0 0.20 0.60 1.00 1.50 2.50
Distancia y(k) Media (m) 0 0.20 0.60 1.00 1.50 2.50
Distancia x(k) Ma´xima (m) 0 0.50 1.80 3.50 5.50 8.00
Distancia y(k) Ma´xima (m) 0 0.50 1.80 3.50 5.50 8.00
Tabla A.2: Preferencias para la fase de control (Fase 1)
← AD → ← D → ← T → ← I → ← AI →
Altamente Altamente
Deseable Deseable Tolerable Indeseable Indeseable
Objetivo J0i J
1
i J
2
i J
3
i J
4
i J
5
i
Distancia Media (m) 0 0.05 0.10 0.15 0.25 0.5
Distancia Ma´xima (m) 0 0.10 0.15 0.25 0.50 1.00
Tiempo de Recorrido (seg) tmin 2tmin 2.5tmin 4tmin 5tmin 9tmin
Para calcular lo anterior, se ha desarrollado la funcio´n:
>> [Rendimiento, Porcentajes, Zonas] =
Rendimiento_GPP(J,Phy,Labels)
J: Es un vector fila con Nind indicadores a evaluar. Puede aceptar varias filas de manera
que se pueden evaluar varias soluciones simulta´neamente de forma independiente.
Phy: Es una matriz de Nind filas y 6 columnas que determinan los extremos de los
rangos de preferencias para cada uno de los objetivos en J. Cada fila corresponde
a un objetivo.
Labels: Es un para´metro auxiliar, donde se determina el nombre y las unidades de cada
uno de los objetivos a evaluar.
Rendimiento: El rendimiento global del objetivo, de acuerdo a las preferencias esta-
blecidas en Phy.
R: Rango (en porcentaje) que un objetivo tiene dentro de su preferencia.
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Zonas: es la zona de preferencia donde se encuentra cada objetivo.
Esta funcio´n se ha incorporado dentro de los script: simulaControl.m y simulaModelo.m
de manera que al ejecutar cada uno de ellos, finalizada la simulacio´n, se obtiene el valor
de rendimiento y una descripcio´n de los indicadores que se han conseguido.
A.4.1. Ejemplo de evaluacio´n de un controlador
En el fichero del simulador de control, se usa un controlador PD por defecto. Para
la ruta especificada, se tiene la siguiente estructura de resultados:
>> indicadores
indicadores =
ruta: [7x2 double]
longitudRuta: 56.9207
velMax: 3
tiempoMin: 18.9736
distancia: [618x1 double]
dmedia: 0.1884
dmax: 1.2769
tiempoRecorrido: 37.0200
al pasar dichos resultados por el script de evaluacio´n, con las preferencias especifica-
das anteriormente (tabla A.2) se tiene:
[GPP, Porcentajes, Zonas] = Rendimiento_GPP(J,PhyMatrix,Etiquetas)
Vector objetivo 1 : valor GPP : 8277.0115
---J1: Distancia Media = 0.18836 metros
---> I - Indeseable (38.359%)
---J2: Distancia Ma´xima = 1.2769 metros
---> AI - Altamente Indeseable (155.3735%)
---J3: Tiempo de Recorrido = 37.02 segundos
---> AD - Altamente Deseable (95.1136%)
GPP =
8.2770e+03
Porcentajes =
38.3590 155.3735 95.1136
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Zonas =
’I - Indeseable’ [1x30 char] [1x23 char]
El valor GPP, que es de 8277.0115 en el ejemplo, puede ser empleado como criterio
de evaluacio´n para que cada participante pueda comprobar la calidad de sus distintas
propuestas. Se han elegido los rangos de preferencias y las funciones de clase, de tal
manera que 0 corresponde a la solucio´n ideal (0 distancia media, 0 distancia ma´xima, en
el tiempo m´ınimo de recorrido, con un modelo perfecto) y 100 corresponde a un valor al
l´ımite de la tolerancia en cada uno de los objetivos. Cualquier valor mayor a 100 tiene,
al menos, un objetivo en el rango Indeseable.
As´ı mismo, como informacio´n adicional al participante, se devuelven los rangos en
los que se ubican cada uno de los objetivos (Zonas) as´ı como el porcentaje que alcanzan
dentro del mismo. Por ejemplo, para el objetivo 1, la distancia media, tiene un rango
Indeseable al 38.359%, lo que significa que se encuentra en el rango Indeseable, pero ma´s
cerca del valor l´ımite Tolerable que del valor l´ımite Altamente Indeseable. Sin embargo,
el objetivo 3, ,Tiempo de recorrido se encuentra en la zona Altamente Deseable al
95.1136%, lo que significa que esta´ pro´xima a entrar en el rango Deseable.
A.5. Evaluacio´n global
El proceso de evaluacio´n final para clasificar a los participantes que pasara´n a la fase
final siguiendo los criterios que se describen a continuacio´n.
Para la evaluacio´n del modelo se realizara´ un ensayo sobre el modelo de cada par-
ticipante modificando el valor de las variables manipuladas de manera que se ensayen
cambios de amplitud de todo tipo (bajos, medios y elevados). Se comparara´ la respuesta
con la del modelo no-lineal para obtener los indicadores de calidad descritos anterior-
mente Iemx , I
emax
x , I
em
y e I
emax
y .
La evaluacio´n del control propuesto por los participantes se realizara´ mediante un
ensayo con el modelo no-lineal de la organizacio´n y con una trayectoria a seguir en el
plano xy (no hay variaciones en z), tratando de evaluar el comportamiento ante distintos
tipos de trayectorias. Los puntos de la trayectoria se deben alcanzar en el orden en que
aparecen en la variable ruta. Para la evaluacio´n, la variable radio tendra´ un valor de
0.05 metros, es decir, se considera que el veh´ıculo ha alcanzado un punto de la trayectoria
si alcanza un disco de radio 0.05 metros y de centro las coordenadas del punto de la
trayectoria en cuestio´n. Tanto la variable ruta como radio esta´n disponible para el
controlador cuando arranca el ensayo. A partir de este ensayo se obtendra´n los tres
indicadores necesarios Cemd , C
emax
d y Trecorrido.
La puntuacio´n de cada propuesta (modelo y controlador) se obtiene de la evaluacio´n
de los siete indicadores simulta´neamente, utilizando la metodolog´ıa descrita en la seccio´n
anterior y con las tablas A.2 y A.1 conjuntamente.
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Documentación	  técnica	  para	  la	  Fase	  2	  
Introducción	  
	  
El	  objetivo	  en	   la	   fase	   final	  de	  concurso	  es	   la	   implementación	  y	  prueba	  de	   los	  algoritmos	  
desarrollados	  en	  la	  fase	  previa	  para	  su	  aplicación	  real.	  Por	  ello,	  el	  comité	  de	  organización	  del	  
concurso	  ha	  desarrollado	  el	  software	  TrackDrone	  Lite®,	  destinado	  a	  ser	  la	  plataforma	  estándar	  
donde	  programar	  y	  testear	  los	  algoritmos	  desarrollados	  por	  cada	  equipo.	  
	  
El	  software	  TrackDrone	  Lite®	  está	  compuesto	  por	  dos	  elementos	  principales,	  la	  interfaz	  de	  
usuario	  y	  la	  librería	  dinámica	  de	  control	  que	  ejecutan	  los	  algoritmos	  programados.	  El	  software	  
y	  alguna	  información	  complementaria	  se	  puede	  descargar	  de:	  
	  http://hdl.handle.net/10251/16427	  
o	  
http://cpoh.upv.es/es/investigacion/software/item/236-­‐trackdrone-­‐lite.html	  
	  
A	  continuación	  se	  detallan	  los	  distintos	  componentes	  del	  software,	  así	  como	  la	  instalación	  
y	  manejo	  de	  los	  mismos.	  
	  
La	   organización	   ha	   preparado	   un	   conjunto	   de	   tres	   vídeos	   tutoriales	   complementarios	   a	  
este	   documento	   técnico	   que	   apoyan	   de	  manera	   gráfica	   la	   descripción	   de	   todo	   el	   software.	  
Estos	  videos	  tutoriales	  pueden	  ser	  visualizados	  en	  los	  siguientes	  enlaces:	  
	  
-­‐ Video	  Tutorial	  I:	  Introducción	  a	  TrackDrone	  Lite	  ®	  
-­‐ Video	  Tutorial	  II:	  Vuelo	  manual	  y	  vuelo	  automático	  
-­‐ Video	  Tutorial	  III:	  Implementación	  de	  algoritmos	  en	  la	  ControlDLL	  	  El	  software	  desarrollado	  se	  encuentra	  en	  fase	  beta	  por	  lo	  que	  es	  posible	  la	  aparición	  de	  cualquier	   tipo	   de	  bug,	   por	   ello,	   agradeceríamos	   recibir	   cierto	   feedback	   por	   parte	   de	   los	  equipos	  para	  corregir	  los	  errores	  o	  funcionamientos	  no	  deseados.	  De	  este	  modo,	  se	  podrá	  ir	  suministrando	  versiones	  del	  software	  más	  estables	  y	  con	  funcionalidades	  mejoradas.	  
Instalación	  del	  software	  	  
El	   proceso	   de	   instalación	   se	   encuentra	   dividido	   en	   3	   pasos,	   los	   cuales	   se	   describen	   a	  
continuación:	  
	  
1. Instalación	  del	  IDE	  de	  programación	  Visual	  C++	  Express	  2010	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2. Instalación	  de	  la	  aplicación	  TrackDrone	  Lite®	  3. Instalación	  del	  template	  ControlDLL	  	  	  En	  los	  siguientes	  apartados	  se	  muestra	  detalladamente	  cómo	  instalar	  cada	  uno	  de	  los	  componentes	  necesarios	  para	  la	  fase	  2	  del	  concurso.	  	  
Instalación	  de	  Visual	  C	  Express	  2010	  	  
La	  instalación	  del	  IDE	  permite	  la	  utilización	  del	  Runtime	  de	  Microsoft	  para	  la	  ejecución	  de	  
librerías	   dinámicas	   programadas	  mediante	   este	   IDE.	   Asimismo,	   este	   software	   servirá	   como	  
entorno	   de	   programación	   para	   la	   implementación	   y	   compilación	   de	   los	   algoritmos	  
desarrollado	  por	  cada	  uno	  de	  los	  equipos.	  	  	  El	  instalable	  del	  Visual	  C++	  Express	  2010	  puede	  ser	  descargado	  desde	  la	  página	  web	  de	  Microsoft.	  	  
El	  proceso	  de	   instalación	  se	  encuentra	  completamente	  guiado	  y	  no	  es	  necesario	   realizar	  
ningún	  tipo	  de	  modificación	  respecto	  de	  la	  instalación	  que	  viene	  por	  defecto.	  
	  
Instalación	  de	  TrackDrone	  Lite®	  
	  
La	  aplicación	  que	  se	  distribuye	  incorpora	  un	  gestor	  de	  instalación	  que	  simplifica	  el	  proceso	  
de	  instalación	  y	  configuración	  de	  la	  aplicación	  TrackDrone	  Lite®.	  
	  
El	   software	  debe	   ser	  descargado	  a	   través	  del	   link	  que	   la	  organización	  proporcionará	   vía	  
correo	  electrónico.	  	  
	  
El	  archivo	  descargado	  debe	  ser	  descomprimido	  en	  una	  carpeta	  temporal,	  a	  continuación	  
se	  debe	  ejecutar	  el	  archivo	  setup.exe	  que	  arranca	  el	  proceso	  de	  instalación.	  Una	  vez	  concluido	  
el	  proceso	  automático,	  la	  aplicación	  estará	  ubicada	  en	  el	  directorio	  Archivos	  de	  programas	  o	  
Program	   Files,	   dependiendo	   de	   la	   configuración	   de	   idioma	   que	   cada	   usuario	   tenga	   en	   su	  
ordenador.	  
	  
La	   aplicación	   puede	   ser	   ejecutada	   directamente	   desde	   el	   menú	   de	   programas	   que	  
incorpora	  Windows.	  
	  
Los	  requisitos	  mínimos	  para	  instalación	  de	  la	  aplicación	  TrackDrone	  Lite®	  son:	  
	  
1. Sistema	  Operativo	  WinXp	  o	  Win	  7	  
2. Procesador	  Intel	  Core	  i3	  o	  superior	  (i5	  recomendado).	  
3. 2	  Gb	  de	  RAM	  
4. Disco	  duro	  de	  50	  Gb.	  
	  	   5	  CIC2013 
5. ADrone	   de	   Parrot	   con	   Firmware	   1.1.3	   (visitar	   la	   página	   web	   http://drone-
apps.com/support/ar-drone-firmware/	   para	   cambiar	   el	   firmware	   de	   cualquier	  
equipo).	  
	  
La	  aplicación	  hace	  uso	  de	  una	  importante	  capacidad	  de	  cálculo	  del	  ordenador	  por	  lo	  que	  
se	  aconseja	  la	  utilización	  de	  PCs	  actuales	  con	  (modelos	  posteriores	  a	  2010)	  suficiente	  potencia	  
de	  cálculo.	  
	  
Instalación	  del	  Template	  ControlDLL	  
	  
	   El	  template	  ControlDLL	  no	  es	  más	  que	  un	  proyecto	  Visual	  C++	  Express	  2010	  preparado	  
y	   configurado	   para	   poder	   implementar	   los	   algoritmos	   de	   cada	   uno	   de	   los	   equipos	  
participantes	  en	  la	  segunda	  fase.	  De	  este	  modo,	  los	  usuarios	  no	  deben	  preocuparse	  de	  ningún	  
tipo	  de	  configuración	  o	  parametrización	  del	  entorno	  de	  programación	  y	  compilación.	  
	  
	   El	  template	  se	  distribuye	  como	  un	  archivo	  comprimido	  y	  debe	  ser	  descargado	  a	  través	  
del	  link	  que	  la	  organización	  proporcionará	  vía	  correo	  electrónico.	  	  
	   El	  archivo	  descargado	  debe	  ser	  descomprimido	  en	  una	  carpeta	  temporal,	  siendo	  el	  archivo	  controlDLL.sln	  el	  elemento	  a	  ejecutar	  si	  se	  quiere	  hacer	  uso	  del	  template.	  
TrackDrone	  Lite®	  	  La	   aplicación	   TrackDrone	   Lite®	   ha	   sido	   desarrollada	   para	   poder	   gestionar,	  controlar	  y	  monitorizar	  todas	  funciones	  que	  se	  encuentran	  disponibles	  en	  el	  ARDrone	  de	  Parrot.	  Por	  ello,	  esta	  aplicación	  es	  la	  plataforma	  oficial	  del	  concurso	  y	  será	  la	  encargada	  de	  ejecutar	  los	  algoritmos	  de	  control	  que	  los	  equipos	  participantes	  implementen.	  Por	  tanto,	  no	  estará	  permitido	  la	  utilización	  de	  otro	  software	  para	  la	  fase	  final	  del	  concurso.	  	   A	  continuación	  se	  muestra	  el	  entorno	  de	  usuario	  que	  presenta	  la	  aplicación:	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Figura	  	  1.	  Entorno	  de	  usuario	  de	  TrackDrone	  Lite®	  	  	  Se	  recomienda	  visualizar	  el	  video	  Tutorial	   I	   y	   II	   referenciado	  en	   la	   introducción	  del	  presente	  documento	  para	  conocer	  las	  distintas	  funciones	  que	  presenta	  la	  aplicación.	  	  Por	  otro	  lado,	  se	  ha	  realizado	  una	  modificación	  del	  eje	  de	  referencia	  del	  ARDrone	  para	   permitir	   una	   mejor	   visualización	   y	   contextualización	   del	   dispositivo	   cuando	   se	  realizan	  pruebas	  de	  vuelo	  reales.	  Esta	  modificación	  consiste	  en	  una	  rotación	  de	  90º	  de	  los	  ejes	   Xm	   e	   Ym	   del	   ADrone	   respecto	   al	   eje	   Ym.	   A	   continuación	   se	   muestra	   una	   figura	  comparativa	  que	  permite	  clarificar	  la	  modificación:	  	  
	  
Figura	  	  2.	  Rotación	  en	  el	  sistema	  de	  coordenadas.	  
Ejes de Referencia FASE I
xm = x 
ym = y 
zm = z
Ejes de Referencia FASE II
xm = x 
ym = y 
zm = z
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  La	  modificación	   los	   ejes	  de	   referencia	  no	   altera	   el	   comportamiento	  dinámico	  del	  sistema	   ni	   los	   algoritmos	   desarrollados	   por	   los	   quipos.	   Sin	   embargo,	   permite	   que	   la	  visualización	  en	  la	  aplicación	  sea	  mucho	  más	  intuitiva	  y	  facilita	  el	  control	  en	  modo	  manual	  y	  la	  generación	  de	  trayectorias.	  	  
Template	  ControlDLL	  	  El	   template	   ControlDLL	   es	   el	   elemento	   principal	   que	   deben	   emplear	   los	   equipos	  para	   poder	   implementar	   los	   algoritmos	   de	   control	   y	   seguimiento	   de	   trayectorias	  desarrollados	  en	  la	  fase	  I	  del	  concurso.	  	  ControlDLL	   es	   en	   realidad	   un	   proyecto	   ejemplo	   de	   Visual	   C++	   Express	   2010	  configurado	  para	  generar	  una	  .dll	  100%	  compatible	  con	  el	  entorno	  de	  usuario	  TrackDrone	  
Lite®.	  Para	  comprender	  mejor	  el	  funcionamiento	  de	  este	  elemento	  y	  cómo	  emplearlo,	  se	  recomienda	  visualizar	  el	  video	  Tutorial	  III	  referenciado	  en	  la	  introducción.	  	  El	  proyecto	  ControlDLL	  está	  preparado	  para	  ser	  modificado	  y	  recompilado	  con	  el	  IDE	  de	  programación	  Visual	  C++	  Express	  210,	  el	  cual	  se	  muestra	  a	  continuación:	  	  
	  
Figura	  	  3.	  Template	  ControlDLL	  Tal	   y	   como	   se	  muestra	   en	   el	   video	   tutorial,	   los	   participantes	   únicamente	   deben	  modificar	  la	  función	  void	  __cdecl	  Control,	  que	  aparece	  dentro	  del	  fichero	  de	  código	  fuente	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ControlDLL.cpp.	   Una	   vez	   incluido	   el	   código	   pertinente,	   el	   proyecto	   debe	   ser	   compilado	  para	  obtener	  una	  ControlDLL.dll	  válida	  para	  ser	  usada.	  	   La	   función	   void	   __cdecl	   Control,	   presenta	   una	   serie	   de	   parámetros	   de	   entrada	  (paso	   de	   parámetros	   mediante	   punteros)	   que	   ponen	   a	   disposición	   del	   usuario	   toda	   la	  información	  referente	  al	  ARDrone,	  es	  decir,	  la	  posición,	  la	  velocidad,	  la	  trayectoria,	  etc.	  	   	  	  	  	  	  	  	  	  	  	  	  	  A	  continuación	  se	  describen	  los	  parámetros	  de	  entrada	  de	  la	  función	  void	  __cdecl	  
Control:	  	  
void __cdecl Control (double *position, double *velocity, double 
*action, int numAxis, double *wayPointX, double *wayPointY, int 
numWaypoints, double *actualWayPoint, double *param, int numParam) 
 	  
double *position	   Vector	  de	  3	  elementos	  que	  contiene	  la	  posición	  actual	  del	  ARDrone:	  
-­‐ position[0]:	  posición	  actual	  en	  X	  
-­‐ position[1]:	  posición	  actual	  en	  Y	  
-­‐ position[2]:	  posición	  actual	  en	  Z	  
double *velocity	   Vector	  de	  3	  elementos	  que	  contiene	  la	  velocidad	  actual	  del	  ARDrone:	  
-­‐ velocity[0]:	  velocidad	  actual	  en	  X	  
-­‐ velocity[1]:	  velocidad	  actual	  en	  Y	  
-­‐ velocity[2]:	  velocidad	  actual	  en	  Z	  
double *action	   Vector	  de	  2	  elementos	  que	  contiene	  la	  acción	  de	  control	  del	  ARDrone:	  
-­‐ action[0]:	  RefPitch	  
-­‐ action[1]:	  RefRoll	  	  
int numAxis	   Número	  de	  ejes,	  es	  una	  constante	  de	  variable	  igual	  a	  3	  
double *wayPointX	   Vector	  de	  dimensión	  igual	  a	  numWaypoints	  que	  contiene	  la	  componente	  X	  de	  cada	  uno	  de	  los	  waypoints	  que	  forman	  la	  trayectoria	  (en	  orden).	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double *wayPointY Vector	  de	  dimensión	  igual	  a	  numWaypoints	  que	  contiene	  la	  componente	  Y	  de	  cada	  uno	  de	  los	  waypoints	  que	  forman	  la	  trayectoria	  (en	  orden).	  
int numWaypoints Número	  de	  WayPoints	  de	  la	  trayectoria.	  
double *actualWayPoint Variable	  para	  comunicarle	  al	  ARDrone	  hacia	  que	  Waypoint	  nos	  estamos	  intentando	  aproximar.	  
double *param Vector	  de	  dimensión	  igual	  a	  numParam	  que	  se	  encuentra	  a	  disposición	  del	  usuario	  para	  poder	  transmitir	  parámetros	  ente	  la	  aplicación	  TrackDrone	  Lite®	  y	  la	  dll	  en	  tiempo	  real.	  
int numParam Número	  de	  parámetros	  del	  vector	  param.	  	  
Los	  equipos	  deben	  implementar	  sus	  algoritmos	  de	  control	  en	  el	  template	  así	  
como	   la	   estrategia	   de	   seguimiento	   de	   los	   waypoints.	   Ambos	   algoritmos	   deben	   ser	  implementados	  y	  simulados	  de	  manera	  previa	  a	  la	  puesta	  en	  marcha	  real.	  	   Para	   cualquier	   duda	   en	   relación	   con	   el	   software	   se	   puede	   solicitar	   información	  extra	  a	  través	  de	  las	  vías	  habituales	  del	  concurso.	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Estudi d’identificació d’un model 
matemàtic per a la realització del 
control de trajectòria d’un 
quadricòpter 
 
CODI MATLAB 
CODI C DEL MODEL GREY BOX 
 
/*   Ardrone non linear grey model*/ 
  
/* Include libraries. */ 
#include "mex.h" 
#include <math.h> 
  
/* Specify the number of outputs here. */ 
#define NY 4 
  
/* State equations. */ 
void compute_dx(double *dx, double t, double *x, double *u, double 
**p, 
                const mxArray *auxvar) 
{ 
    /* Retrieve model parameters. */ 
    double *P_0, *P_1, *P_2, *P_3, *P_4, *P_5, *P_6, *P_7, *P_8, 
*P_9, *P_10, *P_11, *P_12, *P_13, *P_14;  
    double *P_15, *P_16, *P_17, *P_18, *P_19, *P_20, *P_21, *P_22, 
*P_23, *P_24, *P_25, *P_26, *P_27, *P_28, *P_29; 
    float Ts =0.06; //Sampling time 
     
    P_0  = p[0]; 
    P_1  = p[1];    
    P_2 = p[2];    
    P_3  = p[3];    
    P_4 = p[4];    
    P_5 = p[5];    
    P_6 = p[6]; 
    P_7 = p[7]; 
    P_8 = p[8]; 
    P_9 = p[9]; 
    P_10 = p[10]; 
    P_11 = p[11]; 
    P_12 = p[12]; 
    P_13 = p[13]; 
    P_14 = p[14]; 
    P_15 = p[15]; 
    P_16 = p[16]; 
    P_17 = p[17]; 
    P_18 = p[18]; 
    P_19 = p[19]; 
    P_20 = p[20]; 
    P_21 = p[21]; 
    P_22 = p[22]; 
    P_23 = p[23]; 
    P_24 = p[24]; 
    P_25 = p[25]; 
    P_26 = p[26]; 
    P_27 = p[27]; 
    P_28 = p[28]; 
    P_29 = p[29]; 
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 /* x[0]: Position x */ 
 /* x[1]: Velocity x*/ 
    dx[0] = x[1]*Ts+x[0]; 
    dx[1] = Ts*(P_1[0]*x[1]+P_2[0]*x[2]+P_6[0]*x[7]); 
    dx[2] = x[3]; 
    dx[3] = x[4]; 
    dx[4]= 
P_19[0]*(pow(u[0],10))+P_20[0]*(pow(u[0],9))+P_21[0]*(pow(u[0],8))
+P_22[0]*(pow(u[0],7))+P_23[0]*(pow(u[0],6))+P_24[0]*(pow(u[0],5))
+P_25[0]*(pow(u[0],4))+P_26[0]*(pow(u[0],3))+P_27[0]*(pow(u[0],2))
+P_28[0]*(pow(u[0],1))+P_29[0]; 
     
     
    /* x[5]: Position y */ 
    /* x[6]: Velocity y*/ 
     dx[5] = x[6]*Ts+x[5]; 
     dx[6] = Ts*(P_4[0]*x[6]+P_5[0]*x[7]+P_7[0]*x[3]); 
     dx[7]= x[8]; 
     dx[8] = 
P_0[0]*(pow(u[1],12))+P_3[0]*(pow(u[1],11))+P_8[0]*(pow(u[1],10))+
P_9[0]*(pow(u[1],9))+P_10[0]*(pow(u[1],8))+P_11[0]*(pow(u[1],7))+P
_12[0]*(pow(u[1],6))+P_13[0]*(pow(u[1],5))+P_14[0]*(pow(u[1],4))+P
_15[0]*(pow(u[1],3))+P_16[0]*(pow(u[1],2))+P_17[0]*(pow(u[1],1))+P
_18[0]; 
      
} 
  
/* Output equation. */ 
void compute_y(double *y, double t, double *x, double *u, double 
**p, 
               const mxArray *auxvar) 
{ 
    //y[0] = x 
    //y[1] = vx 
    //y[2] = y 
    //y[3] = vy 
    y[0] = x[0]; 
    y[1] = x[1]; 
    y[2] = x[5]; 
    y[3] = x[6]; 
} 
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/*----------------------------------------------------------------
------- * 
   DO NOT MODIFY THE CODE BELOW UNLESS YOU NEED TO PASS ADDITIONAL 
   INFORMATION TO COMPUTE_DX AND COMPUTE_Y 
  
   To add extra arguments to compute_dx and compute_y (e.g., size 
   information), modify the definitions above and calls below. 
 *----------------------------------------------------------------
-------*/ 
  
void mexFunction(int nlhs, mxArray *plhs[], 
                 int nrhs, const mxArray *prhs[]) 
{ 
    /* Declaration of input and output arguments. */ 
    double *x, *u, **p, *dx, *y, *t; 
    int     i, np, nu, nx; 
    const mxArray *auxvar = NULL; /* Cell array of additional 
data. */ 
  
    if (nrhs < 3) { 
        mexErrMsgIdAndTxt("IDNLGREY:ODE_FILE:InvalidSyntax", 
        "At least 3 inputs expected (t, u, x)."); 
    } 
  
    /* Determine if auxiliary variables were passed as last input.  
*/ 
    if ((nrhs > 3) && (mxIsCell(prhs[nrhs-1]))) { 
        /* Auxiliary variables were passed as input. */ 
        auxvar = prhs[nrhs-1]; 
        np = nrhs - 4; /* Number of parameters (could be 0). */ 
    } else { 
        /* Auxiliary variables were not passed. */ 
        np = nrhs - 3; /* Number of parameters. */ 
    } 
  
    /* Determine number of inputs and states. */ 
    nx = mxGetNumberOfElements(prhs[1]); /* Number of states. */ 
    nu = mxGetNumberOfElements(prhs[2]); /* Number of inputs. */ 
  
    /* Obtain double data pointers from mxArrays. */ 
    t = mxGetPr(prhs[0]);  /* Current time value (scalar). */ 
    x = mxGetPr(prhs[1]);  /* States at time t. */ 
    u = mxGetPr(prhs[2]);  /* Inputs at time t. */ 
  
    p = mxCalloc(np, sizeof(double*)); 
    for (i = 0; i < np; i++) { 
        p[i] = mxGetPr(prhs[3+i]); /* Parameter arrays. */ 
    } 
  
    /* Create matrix for the return arguments. */ 
    plhs[0] = mxCreateDoubleMatrix(nx, 1, mxREAL); 
    plhs[1] = mxCreateDoubleMatrix(NY, 1, mxREAL); 
    dx      = mxGetPr(plhs[0]); /* State derivative values. */ 
    y       = mxGetPr(plhs[1]); /* Output values. */ 
  
    /* 
      Call the state and output update functions. 
Carlos Alcaraz Lara   
       Note: You may also pass other inputs that you might need, 
      such as number of states (nx) and number of parameters (np). 
      You may also omit unused inputs (such as auxvar). 
  
      For example, you may want to use orders nx and nu, but not 
time (t) 
      or auxiliary data (auxvar). You may write these functions 
as: 
          compute_dx(dx, nx, nu, x, u, p); 
          compute_y(y, nx, nu, x, u, p); 
    */ 
  
    /* Call function for state derivative update. */ 
    compute_dx(dx, t[0], x, u, p, auxvar); 
  
    /* Call function for output update. */ 
    compute_y(y, t[0], x, u, p, auxvar); 
  
    /* Clean up. */ 
    mxFree(p); 
} 
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CODI S-FUNCTION DISTURBANCE REJECTION 
 
function [vx_d, vy_d] = distrubance_rejection(x_sp, y_sp,x,y) 
%#codegen 
  
%% Declarar variables 
  
persistent x_sp_ant; 
persistent y_sp_ant; 
persistent x0; 
persistent y0; 
  
%% Guany proporcional 
Kx=2.7; 
Ky=1; 
  
%% Inicialitzar variables 
if (isempty(x_sp_ant))  
x_sp_ant = 0; 
end 
if (isempty(y_sp_ant))  
y_sp_ant = 0; 
end 
  
if (isempty(x0))  
x0 = 0; 
end 
  
if (isempty(y0))  
y0 = 0; 
end 
  
%% Detectar canvi de set point 
if ((x_sp_ant~=x_sp)||(y_sp_ant~=y_sp)) 
    x0=x_sp_ant; 
    y0=y_sp_ant; 
end 
  
  
%% Calcul de la trajectòria òptima entre posició inicial i set 
point 
m1 = (y_sp-y0)/(x_sp-x0); 
b1 = y_sp-m1*x_sp; 
  
  
%% Recta perpendicular a la trajectòria optima desde la posició 
(x,y) 
m2=-1/m1; 
b2=y-m2*x; 
  
%% Punt d'intersecció entre la recta perpendicular a la 
trajectòria optima 
%%que passa per el punt (x,y)--> Tenim tres possibles casos 
respecte el 
%%resultat de m1: 
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if m1==0 %Significa que estan alineats horitzontalment 
        xi = x; 
        yi = y_sp; 
  
elseif isnan(m1)%Significa que (x,y)=(x_sp,y_sp) 
        xi = x_sp; 
        yi = y_sp; 
  
elseif m1 == inf %Significa que estan alineats verticalment 
        xi = x_sp; 
        yi = y; 
  
else  
        xi = (b2-b1)/(m1-m2); 
        yi = m1*x+b1; 
end 
  
 
%% Càlcul del vector velocitat que es dirigeix a la trajectòria 
optima, es 
%%a dir, al punt d'intersecció 
%Fer el mateix que fem amb SIMULINK 
  
%Trobar l'error en x i en y 
Ax=xi-x; 
Ay=yi-y; 
  
%Pasar a polars 
[theta,rho] = cart2pol(Ax,Ay); 
  
%Definir els vectors vx i vy multiplicats per una constant que 
farà que 
%vagi mes rapid o mes lent 
  
vx= Kx*rho*cos(theta); 
vy= Ky*rho*sin(theta); 
  
%% Actualitzar variables de sortida 
x_sp_ant=x_sp; 
y_sp_ant=y_sp; 
     
%% Sortida de velocitats 
vx_d = vx; 
vy_d = vy; 
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CODI FUNCIO ARCONTROLLER 
 
function [refPitch,refRoll] = ArController(posPartX, posPartY, 
posDestX, posDestY, posActX, posActY, Vx, Vy, Tm) 
 
%%posPartX --> Punt de partida X 
%%PosPartY --> Punt de partida Y 
%%posDestX --> Punt de destinacio X 
%%posDestY --> Punt de destinacio Y 
%%posActX  --> PosiciÛ actual X 
%%posActY  --> PosiciÛ actual Y 
%%Vx       --> Velocitat en X 
%%Vy       --> Velocitat en Y 
%%Tm       --> Temps de mostreig 
  
%Ponderadors de velocitat 
ax=0.40; 
ay=0.44; 
  
%% Definir set point 
x_sp = posDestX;  
y_sp = posDestY; 
  
%% Definir posiciÛ actual 
x = posActX; 
y = posActY; 
  
%% Velocitat de set point corregida 
[vx_sp, vy_sp] = velocity_set_point(x_sp, y_sp,x,y,Tm); 
  
%% Velocitat del modul disturbance rejection 
[vx_d, vy_d] = disturbance_rejection(x_sp, y_sp,x,y,Tm); 
  
%% Entrada de velocitat de referËncia 
Vx_ref =2*( ax*vx_sp + (1-ax)*vx_d); 
Vy_ref = 2*(ay*vy_sp + (1-ay)*vy_d); 
  
%% Sortides del controlador 
refPitch = vx_loop( Vx , Vx_ref, Tm ); 
refRoll  = vy_loop( Vy , Vy_ref, Tm ); 
%toc 
end 
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CODI FUNCIO VELOCITY SET POINT 
 
function [vx_sp, vy_sp] = velocity_set_point(x_sp, y_sp,x,y,Ts) 
  
%% Inicialitzar variables que es guarden en memoria 
persistent eToldx; 
persistent iToldx; 
persistent dToldx; 
persistent eToldy; 
persistent iToldy; 
persistent dToldy; 
  
%% Inicialitzar variables PID 
if (isempty(eToldx))  
eToldx = 0; 
end 
  
if (isempty(eToldy))  
eToldy = 0; 
end 
  
if (isempty(iToldx))  
iToldx = 0; 
end 
  
if (isempty(dToldx))  
dToldx = 0; 
end 
  
if (isempty(iToldy))  
iToldy = 0; 
end 
  
if (isempty(dToldy))  
dToldy = 0; 
end 
  
%% Error de posiciÛ 
error_x = x_sp-x; 
error_y = y_sp-y; 
  
%% Pasar a polars 
[theta,rho] = cart2pol(error_x,error_y); 
  
% %% Controlador PID per el c‡lcul de rho en l'eix x 
ulow = -3; 
uhigh = 3; 
K = 0.2; 
Ti = 0.0008; 
Td = 0.01; 
[rho_x, eToldx, iToldx, dToldx] = PID_v3(rho,eToldx,iToldx, 
dToldx, Ts,ulow, uhigh, K, Ti, Td ); 
 
% %% Controlador PID per el c‡lcul de rho en l'eix y 
ulow = -3; 
uhigh = 3; 
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K = 0.19; 
Ti = 0.0025; 
Td = 0.03; 
[rho_y, eToldy, iToldy, dToldy] = PID_v3(rho,eToldy,iToldy,dToldy, 
Ts,ulow, uhigh, K, Ti, Td ); 
  
  
%% Sortida de velocitat 
vx_sp = rho_x*cos(theta); 
vy_sp = rho_y*sin(theta); 
  
end 
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CODI FUNCIO DISTURBANCE REJECTION 
 
function [vx_d, vy_d] = disturbance_rejection(x_sp, y_sp,x,y,Ts) 
%% Inicialitzar variables que es guarden en memoria 
persistent x_sp_ant; 
persistent y_sp_ant; 
persistent x0; 
persistent y0; 
persistent eToldx; 
persistent iToldx; 
persistent dToldx; 
persistent eToldy; 
persistent iToldy; 
persistent dToldy; 
 
%% Inicialitzar variables PID 
if (isempty(eToldx))  
eToldx = 0; 
end 
  
if (isempty(eToldy))  
eToldy = 0; 
end 
  
if (isempty(iToldx))  
iToldx = 0; 
end 
  
if (isempty(dToldx))  
dToldx = 0; 
end 
  
if (isempty(iToldy))  
iToldy = 0; 
end 
  
if (isempty(dToldy))  
dToldy = 0; 
end 
%% Inicialitzar variables 
if (isempty(x_sp_ant))  
x_sp_ant = 0; 
end 
  
if (isempty(y_sp_ant))  
y_sp_ant = 0; 
end 
  
if (isempty(x0))  
x0 = 0; 
end 
  
if (isempty(y0))  
y0 = 0; 
end 
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%% Detectar canvi de set point 
if ((x_sp_ant~=x_sp)||(y_sp_ant~=y_sp)) 
    x0=x_sp_ant; 
    y0=y_sp_ant;  
end 
  
%% Calcul de la trajectoria optima entre posiciÛ inicial i set 
point 
m1 = (y_sp-y0)/(x_sp-x0); 
b1 = y_sp-m1*x_sp; 
  
%% Recta perpendicular a la trajectoria optima desde la posiciÛ 
(x,y) 
m2=-1/m1; 
b2=y-m2*x; 
  
%% Punt d'intersecciÛ entre la recta perpendicular a la 
trajectoria optima 
 
if m1==0 %Significa que estan alineats horitzontalment 
        xi = x; 
        yi = y_sp; 
  
elseif isnan(m1)%Significa que (x,y)=(x_sp,y_sp) 
        xi = x_sp; 
        yi = y_sp; 
  
elseif m1 == inf %Significa que estan alineats verticalment 
        xi = x_sp; 
        yi = y; 
  
else  
        xi = (b2-b1)/(m1-m2); 
        yi = m1*x+b1; 
end 
 
%Trobar l'error en x i en y 
Ax=xi-x; 
Ay=yi-y; 
  
%Pasar a polars 
[theta,rho] = cart2pol(Ax,Ay); 
  
%% Controlador PID per el c‡lcul de rho en l'eix x 
ulow = -3; 
uhigh = 3; 
K = 2.7; 
Ti = 0.015; 
Td = 0.11; 
vx_c=rho*cos(theta); 
[vx_d, eToldx, iToldx, dToldx] = PID_v3(vx_c,eToldx,iToldx, 
dToldx, Ts,ulow, uhigh, K, Ti, Td ); 
  
% %% Controlador PID per el c‡lcul de rho en l'eix y 
ulow = -3; 
uhigh = 3; 
K = 1; 
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Ti = 0.02; 
Td = 0.1; 
vy_c=rho*sin(theta); 
[vy_d, eToldy, iToldy, dToldy] = PID_v3(vy_c,eToldy,iToldy, 
dToldy,Ts,ulow, uhigh, K, Ti, Td ); 
  
%% Actualitzar variables de sortida 
x_sp_ant=x_sp; 
y_sp_ant=y_sp; 
     
end 
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CODI FUNCIO VX LOOP 
 
function [ refPitch ] = vx_loop( Vx , Vx_ref,Ts) 
  
%% Inicialitzar variables que es guarden en memoria 
persistent iTold; 
persistent eTold; 
persistent dTold; 
  
if isempty(iTold) 
    iTold=0; 
end 
  
if isempty(eTold) 
    eTold=0; 
end 
  
if isempty(dTold) 
    dTold=0; 
end 
%% Error en velocitat 
error_vx= Vx - Vx_ref; 
  
%% Controlador PID per el c‡lcul de pitch 
K = 0.173; 
Ti = 0.23; 
Td = 0; 
ulow = -1; 
uhigh = 1; 
[refPitch, eTold, iTold, dTold] = PID_v3(error_vx,eTold, iTold, 
dTold, Ts, ulow, uhigh, K, Ti, Td); 
 
end 
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CODI FUNCIO VY LOOP 
 
function [ refRoll ] = vy_loop( Vy , Vy_ref, Ts) 
  
%% Inicialitzar variables que es guarden en memoria 
persistent iTold; 
persistent eTold; 
persistent dTold; 
  
if isempty(iTold) 
    iTold=0; 
end 
  
if isempty(eTold) 
    eTold=0; 
end 
  
if isempty(dTold) 
    dTold=0; 
end 
  
%% Error en velocitat 
error_vy= Vy_ref - Vy; 
  
%% Controlador PID per el c‡lcul de roll 
K = 0.4; 
Ti = 0.3; 
Td = 0; 
ulow = -1; 
uhigh = 1; 
[refRoll, eTold, iTold, dTold] = PID_v3(error_vy,eTold, 
iTold,dTold, Ts, ulow, uhigh, K, Ti, Td); 
 
end 
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CODI FUNCIO PID CONTROLLER 
 
function  [u, eTold, iTold, dTold] = PID_v3(eT,eTold,iTold,dTold, 
Ts,ulow, uhigh, K, Ti, Td ) 
  
%% C‡lcul dels parametres PID 
  
N=100; 
iT = Ts*Ti*eT+iTold; 
dT = (1/(1+N*Ts))*dTold + ((Td*N)/(1+N*Ts))*(eT-eTold); 
kT = K*eT; 
  
%% Sortida del controlador 
uT = kT + iT + dT; 
  
%% Anti windup 
  
if (uT>uhigh) 
    uT = uhigh; 
    elseif (uT<ulow) 
    uT = ulow; 
end 
  
%% Sortida del controlador 
iTold=iT; 
eTold=eT; 
dTold = dT; 
u=uT; 
  
end 
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CODI PER GUARDAR LES DADES DE VOL EN UN FITXER TXT 
 
function  save_data(posPartX, posPartY, posDestX, posDestY, x, 
Vx,y, Vy,Yaw, refPitch, refRoll, refYaw, tiempoMuestreo) 
  
persistent counter; 
  
if isempty(counter) 
    counter=0; 
end 
  
tiempo=tiempoMuestreo*counter; 
  
if (counter == 0) 
fileID = fopen('data.txt','w'); 
fprintf(fileID,'%6s %12s %18s %24s %30s %36s %42s %48s %54s %60s 
%66s %72s %78s\r\n','Time', 'X0', 'Y0', 'Xfinal', 'Yfinal', 
'Xactual', 'Vx', 'Yactual', 'Vy', 'YawActual', 'Pitch', 'Roll', 
'Yaw');     
fclose(fileID); 
fileID = fopen('data.txt','a'); 
fprintf(fileID,'%6.4f %12.4f %18.4f %24.4f %30.4f %36.4f %42.4f 
%48.4f %54.4f %60.4f %66.4f %72.4f %78.4f\r\n',[tiempo; posPartX; 
posPartY; posDestX; posDestY; x; Vx; y; Vy; Yaw; refPitch; 
refRoll; refYaw]); 
fclose(fileID); 
else    
fileID = fopen('data.txt','a'); 
fprintf(fileID,'%6.4f %12.4f %18.4f %24.4f %30.4f %36.4f %42.4f 
%48.4f %54.4f %60.4f %66.4f %72.4f %78.4f\r\n',[tiempo; posPartX; 
posPartY; posDestX; posDestY; x; Vx; y; Vy; Yaw; refPitch; 
refRoll; refYaw]); 
fclose(fileID); 
end 
  
counter = counter + 1; 
end 
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CODI PER DIBUIXAR LES DADES DE VOL OBTINGUDES 
 
%%Load data 
filename = 'data.txt'; 
delimiterIn = ' '; 
headerlinesIn = 1; 
  
%Importar dades 
A = importdata(filename,delimiterIn,headerlinesIn); 
  
%%Separar dades 
    %%[tiempo; posPartX; posPartY; posDestX; posDestY; x; Vx; y; 
Vy; Yaw; refPitch; refRoll; refYaw] 
tiempo=(A.data(:, 1)); 
x0=(A.data(:, 2)); 
y0=(A.data(:, 3)); 
xdest=(A.data(:, 4)); 
ydest=(A.data(:, 5)); 
x=(A.data(:, 6)); 
vx=(A.data(:, 7)); 
y=(A.data(:, 8)); 
vy=(A.data(:, 9)); 
yaw=(A.data(:, 10)); 
refPitch=(A.data(:, 11)); 
refRoll=(A.data(:, 12)); 
refYaw=(A.data(:, 13)); 
  
%%Dibuixar grafiques mes rellevants  
  
%PosiciÛn x vs tiempo 
figure; 
plot(tiempo,x); 
title('PosiciÛn x vs Tiempo'); 
xlabel('Tiempo(s)'); 
ylabel('PosiciÛn (m)'); 
  
%PosiciÛn y vs tiempo 
figure; 
plot(tiempo,y); 
title('PosiciÛn y vs Tiempo'); 
xlabel('Tiempo(s)'); 
ylabel('PosiciÛn (m)'); 
  
%Velocidad x vs tiempo 
figure; 
plot(tiempo,vx); 
title('Velocidad x vs Tiempo'); 
xlabel('Tiempo(s)'); 
ylabel('Velocidad (m/s)'); 
  
%Velocidad y vs tiempo 
figure; 
plot(tiempo,vy); 
title('Velocidad y vs Tiempo'); 
xlabel('Tiempo(s)'); 
ylabel('Velocidad (m/s)'); 
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%Yaw vs tiempo 
figure; 
plot(tiempo,yaw); 
title('Angulo Yaw vs Tiempo'); 
xlabel('Tiempo(s)'); 
ylabel('Angulo (grados)'); 
  
%refPitch vs tiempo 
figure; 
plot(tiempo,refPitch); 
title('SeÒal de control Pitch vs Tiempo'); 
xlabel('Tiempo(s)'); 
ylabel('Pitch'); 
  
%refRoll vs tiempo 
figure; 
plot(tiempo,refRoll); 
title('SeÒal de control Roll vs Tiempo'); 
xlabel('Tiempo(s)'); 
ylabel('Roll'); 
  
%refYaw vs tiempo 
figure; 
plot(tiempo,refRoll); 
title('SeÒal de control Yaw vs Tiempo'); 
xlabel('Tiempo(s)'); 
ylabel('Yaw'); 
  
%Trayectoria 
figure; 
hold on 
plot(x,y, '-b'); 
%plot(xdest,ydest, '-r') 
hold off 
title('Trayectoria original vs trayectoria ideal'); 
xlabel('Metros'); 
ylabel('Metros'); 
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CODI PER FER UNA CONEXIÓ UDP AMB EL AR.DRONE 
 
% Creating the UDP port 
ARu = udp('192.168.1.1', 5556, 'LocalPort', 5556); 
ARr = udp('192.168.1.1', 5554, 'LocalPort', 5554); 
%  
%  
%  
% % Opening UDP port 
fopen(ARu)  
fopen(ARr)  
% Creating PWM Command - The first argument is the sequence 
number. 
% Leave its value to be 1. The others are motor speed command for 
motor 1 to 4.  
% Start by value 1 for each. Sending PWM Command to UDP port 
%PWM = sprintf('AT*PWM=1,300,300,300,300\r'); 
  
%%%%%%%%%%%     TAKEOFF/LANDING     %%%%%%%%% 
PWM = sprintf('AT*REF=1,0\r'); 
fprintf(ARu, PWM); 
PWM = sprintf('AT*REF=2,256\r'); 
fprintf(ARu, PWM); 
 
% Closing UDP port 
fclose(ARu)  
  
% Closing UDP port 
fclose(ARr)  
  
% Eliminar connexi√≥ UDP 
delete(ARu) 
delete(ARr) 
 
 
CODI PER FER UNA PARADA D’EMERGENCIA 
 
%% Emergencia 
% Activa emergencia fent servir el mateix el port UDP existent. 
  
% Crear la connexi√≥ 
ARe = udp('192.168.1.1', 5556, 'LocalPort', 5556); 
  
% Obrir connexi√≥ 
fopen(ARe) 
  
% Comanda emergencia 
ARcomE = sprintf('AT*REF=4294967295,256\r'); 
fprintf(ARe, ARcomE); 
  
% Tancar connexi√≥ 
fclose(ARe) 
delete(ARe) 
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CODI PER FER VOLAR EL AR.DRONE 
 
clear all 
close all 
clc 
  
warning('OFF') 
  
% Control Ardrone 
% Augmentem la quantitat de decimals per no perdre presici√≥ 
format long e 
  
% Variables globals 
global muestrasExp muestrasEst muestras i k t ARc ARn 
experimentoAbortado experimentoFinalizado; 
global temps SPx SPy pitch roll yaw Vx Vy vMVx vMVy vEx vEy; 
global vposx vposy finalizar; 
global posx posy Ex Ey MVx MVy Vx1 Vy1 Vx11 Vy11 Vxcorr Vycorr 
posxcorr posycorr aYaw yaw1 yawRef refAgafada; 
global Kpx Kpy Kix Kiy Kdx Kdy Kiyaw Kpyaw Kdyaw tiempoMuestreo; 
global pidx pidy pidYaw pid; 
global A tam rot; % variables globals per testejar 
  
  
Vx11=0; 
Vy11=0; 
aYaw=0; 
  
Vxcorr(1)=0; 
Vycorr(1)=0; 
posxcorr(1)=0; 
posycorr(1)=0; 
  
% Par√°metres controladors 
Kpx = -0.197; 
Kpy = 0.314; 
Kix = 0; 
Kiy = 0; 
Kdx = -0.127; 
Kdy = 0.258; 
  
Kiyaw = 0.01; 
Kpyaw = 0.02; 
Kdyaw = 0; 
  
% experiment 
SPx = 0; 
SPy = 0; 
  
% Inicialitzaci√≥ variables globals 
posx = [0 0 0];  
posy = [0 0 0]; 
Ex = [0 0 0];  
Ey = [0 0 0];  
MVx = [0 0 0]; 
MVy = [0 0 0]; 
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pidx = [0 0 0 0]; 
pidy = [0 0 0 0]; 
pidYaw = [0 0 0 0]; 
rot = [0 0]; 
  
  
Vx1 = 0; 
Vy1 = 0; 
A = [0]; 
tam=0; 
temps=[0]; 
pitch(1,1)=0; 
roll(1,1)=0; 
yaw(1,1)=0; 
Vx(1,1)=0; 
Vy(1,1)=0; 
vMVx(1)=0; 
vMVy(1)=0; 
vposx(1)=0; 
vposy(1)=0; 
vEx(1)=0; 
vEy(1)=0; 
  
t=0; 
  
refAgafada = 0; 
yawRef = 0; 
yaw1 = 0; 
finalizar = 0; 
i = 3; 
k = 0; 
experimentoAbortado = 0; 
experimentoFinalizado = 0; 
tiempoMuestreo = 0.06; 
tiempoVuelo = 20; 
tiempoEst =5; 
muestras  = 0; 
muestrasExp = (tiempoVuelo)/tiempoMuestreo; 
muestrasEst = tiempoEst/tiempoMuestreo;  
  
%% Crear la connexi√≥ UDP de les commandes AT %% 
ARc = udp('192.168.1.1', 5556, 'LocalPort', 5556); 
% creaci√≥ de la connexi√≥ UDP per la recepci√≥ de dades 
ARn = udp('192.168.1.1', 5554, 'LocalPort', 5554); 
  
set(ARn, 'ByteOrder','littleEndian'); 
ARn.Timeout=0.05; 
% Opening UDP ports 
fopen(ARc) 
fopen(ARn) 
  
%% take off %% 
AR_command = sprintf('AT*REF=0,0\r'); 
fprintf(ARc, AR_command); 
AR_command = sprintf('AT*REF=1,512\r'); 
fprintf(ARc, AR_command); 
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 %% Crea el temporizador para la lectura 
temporizador = timer('TimerFcn', 'timerArdrone','Period', 
tiempoMuestreo,'ExecutionMode','fixedRate'); 
experimentoAbortado = 0; 
  
%% experiment 
disp('Pulsa RETURN para iniciar el experimento'); 
input('') 
% Sending a packet of some bytes on NAVDATA_PORT 
AR_FIRST = sprintf('%s', 1, 0); 
fprintf(ARn, AR_FIRST); 
% Sending the request for navdata_demo on ATCommand_PORT 
AR_NAV_CONFIG = 
sprintf('AT*CONFIG=2,\"general:navdata_demo\",\"TRUE\"\r'); 
fprintf(ARc, AR_NAV_CONFIG); 
start(temporizador) 
tic 
disp('Pulsa RETURN para terminar') 
input('') 
experimentoAbortado = 1; 
  
  
%% Borra los objetos creados 
pause(0.1) 
stop(temporizador) 
delete(temporizador) 
% Closing UDP ports 
fclose(ARc) 
fclose(ARn) 
delete(ARc) 
delete(ARn) 
  
%% Dibuixa dades 
  
figure, 
  
plot(vposy, vposx) 
axis([-2 2 -2 2]) 
  
figure, 
plot(yaw/1000) 
%pnet('closeall'); 
  
plot(temps(2:end)-temps(1:end-1)) 
axis([0 247 -0.1 0.1]) 
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CODI PER GENERAR LA TRAJECTÓRIA 
 
function [posDestiX posDestiY posPartX posPartY fin] = 
generadorConsigna(posActX, posActY) 
%% Definici√≥ Punts a seguir 
    PuntsX = [0 4 3 1]; 
    PuntsY = [0 2 1 3]; 
     
%% Variables persistents (declaraci√≥ i inicialitzaci√≥) 
    persistent i; 
    if (isempty(i)) 
        i=1; 
    end 
     
%% Comprobar si s'ha arribat al punt de dest√≠  
 % i actualitzaci√≥ dest√≠ si escau 
 % Es determina que s'ha assolit el punt de dest√≠ si la 
dist√†ncia euclidea 
 % a aquest es menor a 20cm (0.2m) 
    if (sqrt((PuntsX(i)-posActX)^2 + (PuntsY(i)-posActY)^2) <= 
0.2) 
        i = i + 1; 
    end 
%% Retornar el punt de dest√≠ 
    if (i <= length(PuntsX)) 
        posDestiX = PuntsX(i); 
        posDestiY = PuntsY(i); 
        fin = 0; 
        if (i > 1) 
            posPartX = PuntsX(i-1); 
            posPartY = PuntsY(i-1); 
        else 
            posPartX = 0; 
            posPartY = 0; 
        end 
    else 
        posDestiX = 0; 
        posDestiY = 0; 
        fin = 1; 
        posPartX = 0; 
        posPartY = 0; 
  
    end 
end 
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CODI PER ACTUALITZAR VARIABLES CADA 60MS 
 
function timerArdrone() 
  
global muestrasExp muestrasEst muestras i k t ARc ARn 
experimentoAbortado experimentoFinalizado; 
global temps SPx SPy pitch roll yaw Vx Vy vMVx vMVy vEx vEy; 
global vposx vposy finalizar; 
global posx posy Ex Ey MVx MVy Vx1 Vy1 Vx11 Vy11 Vxcorr Vycorr 
posxcorr posycorr aYaw yaw1 yawRef refAgafada; 
global Kpx Kpy Kix Kiy Kdx Kdy Kiyaw Kpyaw Kdyaw tiempoMuestreo; 
global pidx pidy pidYaw pid; 
global A tam rot; % variables globals per testejar 
persistent iTold; 
persistent eTold; 
ersistent dTold; 
  
if isempty(iTold) 
iTold=0; 
end 
  
if isempty(eTold) 
eTold=0; 
end 
  
if isempty(dTold) 
dTold=0; 
end 
 
 muestras = muestras + 1; 
   
if (experimentoAbortado==1 && finalizar==0) 
    AR_command = sprintf('AT*REF=%u,0\r', i+1); 
    fprintf(ARc, AR_command); 
    AR_command = sprintf('AT*REF=%u,0\r', i+1); 
    fprintf(ARc, AR_command); 
    finalizar = 1; 
    disp('Experimento abortado!!')   
    return 
end 
if (experimentoFinalizado == 1) 
    if (finalizar == 0)     
        AR_command = sprintf('AT*REF=%u,0\r', i+1); 
        fprintf(ARc, AR_command); 
        AR_command = sprintf('AT*REF=%u,0\r', i+1); 
        fprintf(ARc, AR_command); 
        finalizar = 1; 
        disp('Experimento finalizado!!')         
    end     
    return 
else 
    try 
        t=toc; 
                 
        %%actualitzacio watchdog 
        i = i + 1; 
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        k = k + 1; 
        AR_NAV_WDG = sprintf('%s,%u,%s', 'AT*COMWDG=',i,'\r'); 
        fprintf(ARc, AR_NAV_WDG); 
  
         
        %%Recepcio dades 
        A=uint32(fread(ARn, 1, 'uint32')); 
        tam=length(A); 
        %B(j, :)=A'; 
  
          %%Decodifocacio dades (32 bits) 
        if tam >= 125 && A(1)==1432778632 
            temps(k)=t; 
pitch(k, :)=typecast( uint32 (A(8, 1)), 'single');  % velocitat en 
mm/s 
            roll(k, :)=typecast( uint32 (A(9, 1)), 'single');   % 
velocitat en mm/s 
            yaw(k, :)=typecast( uint32 (A(10, 1)), 'single');   % 
angle absolut en milli-degrees 
            %alt(k, :)=typecast( uint32 (A(11, 1)), 'int32'); 
            Vx(k, :)=typecast( uint32 (A(12, 1)), 'single'); 
            Vy(k, :)=typecast( uint32 (A(13, 1)), 'single'); 
            %Vz(k, :)=typecast( uint32 (A(14, 1)), 'single'); 
  
             
            Vx1=typecast( uint32 (A(12, 1)), 'single');    % Vx1 
en m/s 
            Vy1=typecast( uint32 (A(13, 1)), 'single');    % Vy1 
en m/s 
            yaw1 = (typecast( uint32 (A(10, 1)), 'single'))/1000; 
% yaw1 en degrees 
            aYaw = yaw1; 
             
            %%transformaci√≥ a eixos inercials 
            if refAgafada == 1 
                rot = rotacio2D(Vx1/1000, Vy1/1000, (yaw1-
yawRef)/1000); 
                Vx11 = rot(1); 
                Vy11 = rot(2); 
            else 
                yawRef = yaw1; 
                refAgafada = 1; 
            end 
    Vxcorr(k)=Vx11; 
    Vycorr(k)=Vy11; 
  
        end 
  
  
        posx(1)=posx(2); 
        posx(2)=posx(3); 
        posx(3)=posx(3)+(Vx11*tiempoMuestreo);    %integral de la 
posicio 
        posy(1)=posy(2); 
        posy(2)=posy(3); 
        posy(3)=posy(3)+(Vy11*tiempoMuestreo);   
        posxcorr(k)=posxcorr(k-1)+Vx11*tiempoMuestreo; 
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        posycorr(k)=posycorr(k-1)+Vy11*tiempoMuestreo; 
         
[posDestX posDestY posPartX posPartY fin] = 
generadorConsigna(posx(3), posy(3)); 
 
        if (fin == 1) 
            experimentoFinalizado = 1; 
            pidx(4) = 0; 
            pidy(4) = 0; 
             
        else 
            [refPitch refRoll] = ArController(posPartX, posPartY, 
posDestX, posDestY, posx(3), posy(3), Vx11, Vy11, tiempoMuestreo); 
            pidx(4) = refPitch; 
            pidy(4) = refRoll; 
            %disp([num2str(pidx(4)), '  ', num2str(pidy(4))])   
        end 
         
 
        error_yaw=yawRef-yaw1; 
        ulow=-1; 
        uhigh=1; 
        [pidYaw(4), eTold, iTold, dTold] = PID_v3(error_yaw,eTold, 
iTold, dTold, tiempoMuestreo, ulow, uhigh, Kpyaw, Kiyaw, Kdyaw); 
         
  
        aPitch=typecast( single (pidx(4)), 'int32'); 
        aRoll=typecast( single (pidy(4)), 'int32'); 
        aYaw=typecast( single (pidYaw(4)), 'int32'); 
  
        i = i + 1; 
        AR_command = sprintf('AT*PCMD=%d,%d,%d,%d,%d,%d\r', i, 1, 
aRoll, aPitch, 0, aYaw); 
fprintf(ARc, AR_command); 
         
         
        %% Enregistrament dades 
        save_data(posPartX, posPartY, posDestX, posDestY, posx(3), 
Vx11,posy(3), Vy11,yaw1, pidx(4), pidy(4), pidYaw(4), 
tiempoMuestreo); 
        %vector posicio 
        vposx(k) = posx(3); 
        vposy(k) = posy(3); 
        %vector mv 
        vMVx(k)=pidx(4); 
        vMVy(k)=pidy(4); 
        %vector error 
        vEx(k)=SPx-posx(3); 
        vEy(k)=SPy-posy(3); 
      catch 
        % disp('Se ha producido un error en el timer!'); 
    end 
  
    return 
end 
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CODI PER OBTENIR EL ANGLE YAW 
 
function rot = rotacio2D(Vxard, Vyard, yawTemp) 
    rot = [Vxard Vyard] * [cosd(yawTemp) sind(yawTemp); -
sind(yawTemp) cosd(yawTemp)]; 
end 
 
 
 
