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3Käsitteet
Adobe Flex
Alunperin Macromedian, ja nykyisin Apachen kehittämä Flash pohjainen 
käyttöliittymäteknologia.
Sovelluspalvelin
Palvelin jolla sovellus pyörii. Sisältää myös sovelluksen toimintaan tarvitta-
via konfiguraatioita, kuten tietokantayhteysmäärittelyt.
EJB
Enterprise JavaBeans. Tärkeä Java EE -sovelluksen osa, joka yleensä 
sisältää sovelluksen toimintalogiikkaa.
Tapahtuma
Jokin tapahtuma, jonka sille määrätyt kuuntelijat havaitsevat ja tekevät sen 
havaitessaan määrätyn toiminnon.
Glassfish
Java EE sovelluspalvelin.
Java EE
Java-pohjainen web-sovelluskehittämiseen tarkoitettu ohjelmistokokonaisuus. 
Sisältää Java SE lisäksi useita ohjelmointi rajapintoja, jotka määrittelevät Java
EE:n. 
JPA
Java Persistence API – Ohjelmointi rajapinta, joka annotaatioiden avulla 
toteuttaa sovelluksen tarvittavat tietokantaoperaatiot. Java EE oletus ORM 
rajapinta.
Netbeans
Ohjelmointiympäristö, joka on pääsääntöisesti toteutettu Java ohjelmointia 
silmällä pitäen.
4ORM
Object-relational mapping. Tapa toteuttaa tietokantaintegraatio sovellukseen, 
jossa sovelluksen yksi olio vastaa jotakin tietokannan taulua.
Refaktorointi
Koodin muuttaminen säilyttäen sen toimintalogiikan, mutta korjaten 
rakennetta. 
RIA
Rich internet-application. Web-sovellus joka sisältää työpöytäsovelluksen 
kaltaisen käyttöliittymän ja ominaisuuksia.
SOAP
Simple Object Access protocol. Protokolla, joka toteuttaa web serviceille 
lähetettävän tiedon. Yleensä XML pohjainen viesti.
SWF
Flash sovelluksen tiedostomuoto
Web Service
Rajapinta jolla toteutetaan sovelluksen ja serverin kommunikointi verkon yli.
XML
Extensible Markup Language. Merkintäkieli, jonka sekä ihminen että kone voi 
helposti ymmärtää. Käytetään yleensä tallentamaan tai välittämään tietoa.
51 Työn lähtökohdat
1.1 Johdanto
ESKO-palvelu on Jyväskylän ammattikorkeakoulun Hyvinvointiyksikön omis-
tama ohjelmisto, joka perustuu Housing Enabler ympäristön esteettömyyden 
arviointimenetelmään.
Opinnäytetyön päätavoitteena oli jatkokehittää olemassa olevaa sovellusta. 
Tässä tapauksessa jatkokehittäminen käsittää lähinnä ohjelmistossa olevien 
ongelmien korjaamista, ei niinkään uusien ominaisuuksien kehittämistä. Ta-
voitteena oli parantaa ESKO-palvelun suorituskykyä ja saada se sellaiselle ta-
solle, että palvelu olisi käyttökelpoinen opetusympäristössä. Toinen työn 
päätavoitteista oli päivittää käytössä oleva sovelluspalvelin Glassfish 2.0 
nykyaikaisempaan versioon. 
Työn teoriaosuudessa esitellään lyhyesti ESKO-palvelu ja käydään lyhyesti 
läpi menetelmät ja tavoitteet, joihin ESKO-palvelu perustuu. Sen lisäksi 
perehdytään hieman JavaEE-ohjelmistokehitysalustaan, Glassfish Java EE- 
sovelluspalvelimeen sekä käyttöliittymätoteutuksessa käytettyyn Adobe 
Flexiin. Teoriaosuudessa esitellään myös projektin toteutuksessa käytettyjä 
työkaluja.
Toteutusosassa käydään läpi itse projektin toteutusprosessia, ja olemassa 
olevan sovelluksen selvittämiseen tehtyä tutkimustyötä. Lisäksi käydään läpi 
yksityiskohtaisesti, kuinka ESKO-palvelu on rakennettu ja esitellään sen 
arkkitehtuuria. Itse sovelluksen lisäksi käsitellään myös Java EE -sovelluspal- 
velimen päivitystä ja konfigurointia sekä sovelluksen paketointia ja sen 
muuttamista uudelle alustalle sopivaksi.
Opinnäytetyön toimeksiantajana toimi Anja Tanttu Jyväskylän ammattikorkea 
koulun Hyvinvointiyksiköstä. 
61.2 ESKO-palvelu
ESKO-sovellus perustuu Housing Enabler ympäristön esteettömyyden 
arviointi menetelmään. Käytännössä tämän menetelmän tarkoitus on 
pisteyttää ympäristöt niissä olevien ominaisuuksien/esteiden mukaan, sekä 
myöskin henkilöt mahdollisten rajoituksien ja apuvälineiden perusteella. 
Housing Enablerin tarkoituksena on laskea näiden ympäristöjen ja henkilöiden
yhteensopivuuksia määriteltyjen ominaisuuksien mukaan. Tarkoituksena on 
siis määritellä mikä ympäristö olisi parhaiten sopiva jollekkin henkilölle. 
Yleisesti ottaen tämä menetelmä on kehitetty vanhukset ja toimintarajoittei-
set henkilöt huomioon ottaen. 
Itse sovellus pitää sisällään muutaman eri käyttöliittymäkomponentin. Kuvio-
ssa 1 on esitelty sovelluksen pääkäyttöliittymänäkymä, jossa on listattuna 
kaikki järjestelmään lisätyt henkilöt ja ympäristöt, näiden tietoja voidaan siis 
katsoa ja muuttaa tätä kautta. Itse henkilö – ja ympäristöprofiilit ovat 
järjestelmässä PDF-lomakkeina. Nämä PDF-lomakkeet sisältävät määritellyt 
ominaisuudet mitä jollakin henkilöllä tai ympäristöllä on. Näin ollen myös PDF-
lomakkeet ja niiden täyttäminen ovat oleellinen osa sovelluksen käyttöliitty-
mää. Lomakkeet ovat dynaamisia PDF-lomakkeita, joihin käyttäjät täydentävät
tarvittavat tiedot. Kuviossa 2 on esitelty henkilön ominaisuuksien määritte-
Kuvio 1: Sovelluksen pääkäyttöliittymä näkymä
7lemiseen käytettävä lomake.
Sovellus sisältää myös itse analyysi osion. Tämä osa sovelluksesta toteuttaa 
henkilöiden ja ympäristöjen yhteensopivuuden laskemisen. Analyysiin siis lisä-
tään haluttu määrä järjestelmään määriteltyjä henkilöitä ja ympäristöjä, ja 
sovellus laskee niille Housing Enabler menetelmän mukaisen pistemäärän. 
Tämä kyseinen analyysi voidaan myös tulostaa sovelluksesta. Kuviossa 3 
nähdään esimerkki analyysistä. Analyysiin on lisätty henkilö ja ympäristö, ja 
näiden yhteensopivuudelle on laskettu pistemäärä.
Kuvio 2: Henkilö-lomake
81.3 Päivitys projekti
1.3.1 Projektin lähtötilanne
Projektin lähtökohtana oli jo valmiiksi jotakuinkin toimiva ESKO-palvelu. Sovel-
lukseen oli siis olemassa jo logiikka, joka teki tarvittavat asiat. Palvelussa 
kuitenkin esiintyi ongelmia, jotka tekivät tämän sovelluksen käyttämisestä 
oikeassa opetusympäristössä lähes mahdottonta, ja näiden ongelmien ratkai-
su oli toinen projektin päätavoitteista.
Sovelluksesta oli saatavilla vain hieman tietoa projektin alkaessa. Tiedossa oli,
että sovellus on toteutettu käyttämällä Java EE -kehitysalustaa ja että käytös-
sä oleva sovelluspalvelin oli Glassfish 2.1.1. Alkutilanteessa oli myös saatavil-
la joitakin vanhoja logeja Glassfish 3 -päivityksestä. Nämä logit sisälsivät mm. 
virheitä, joita oli ilmennyt, kun sovellusta oli yritetty ottaa käyttöön tällä kysei-
sellä sovelluspalvelimella. 
Yksi olennainen puute projektin lähtöasetelmassa oli lähes täysin olematon 
dokumentaatio sovelluksen toiminnasta ja rakenteesta. Tämä hankaloitti eri-
tyisen paljon projektin eteenpäin viemistä, sillä tietoa ei ollut saatavilla oikeas-
taan mistään sovelluksen osasta. Ainoastaan järjestelmän asennusproses-
Kuvio 3: Analyysikäyttöliittymä. 
9sista oli olemassa kirjoitettu ohjeistus. Sen lisäksi tietokantaan liittyen löytyivät
ER-kaaviot ja SQL-skriptit tietokannan luomista varten. Erityisen hankalan täs-
tä dokumentaation puuttumisesta teki myös se, että oma kokemukseni 
JavaEE-sovelluskehittämisestä rajoittui vain yhteen opintoihin kuuluvaan kurs-
siin. Myöskään käyttöliittymätoteutuksesta ei ollut missään mitään mainintaa. 
Selvisi, että käyttöliittymä oli enimmäkseen toteutettu käyttämällä Adobe Flex 
SDK:ta. Tästäkään minulla ei ollut mitään aikaisempaa kokemusta. Sen 
lisäksi, että dokumentaatio oli vähäistä, myöskään koodia ei ollut kommentoitu
juuri ollenkaan. 
1.3.2 Tavoitteet ja ongelmat
Päätavoitteiksi projektin alussa määriteltiin ESKO-palvelussa esiintyvien 
ongelmien ratkaiseminen ja ohjelmiston käyttämän sovelluspalvelimen päivit-
täminen uudempaan, nykyaikaisempaan versioon.  
Merkittävin ongelma ohjelmiston toimivuudessa oli palvelun huomattava 
hitaus, joka teki palvelun käyttäjälle palvelun käytön lähes mahdottomaksi 
korkeiden vasteaikojen takia. Erityisesti sovelluksen pääkäyttöliittymän 
latauksessa esiintyi erittäin korkeita vasteaikoja, pahimmillaan jopa yhdestä 
kahteen minuuttia. Osittain tähän ongelmaan liittyi myös sovelluksen täydel-
linen toimimattomuus useamman käyttäjän ollessa kirjautuneena sovellukseen
samanaikaisesti. Käyttöliittymän toiminnassa esiintyi muutamia pienempiä 
bugeja, jotka kuitenkin vaikuttivat oleellisesti ohjelman käyttämiseen. 
Toinen ongelma liittyi ESKO-palvelussa osassa oleviin pdf-lomakkesiin ja 
niiden toimintaan. Usein näiden lomakkeiden lähettäminen palvelimelle epä-
onnistui, ja käyttäjä saattoi pahimmassa tapauksessa menettää tekemänsä 
työn. Suurin osa näistä ongelmista liittyi yhden sovelluksen osan toimintaan, 
johon palataan luvussa 9.
Toinen projektin päätavoite sovelluspalvelimen päivittäminen oli saada sovel-
lus toimimaan uudemmalla sovelluspalvelimen versiolla. Tavoitteena oli päivit-
tää Glassfish 2.1.1 tilalle uudempi Glassfish 4.
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2 Palvelinteknologiat
2.1 Java EE
Java EE eli Java Enterprise Edition, joka on alunperin tunnettu myös nimityk-
sellä Java 2 Platform Enterprise Edition (J2EE), on Oraclen kehittämä ohjel-
mistokehitysalusta, joka on rakennettu Java SE:n päälle. Java EE on suun-
niteltu tarjoamaan kehittäjille työkalun kehittää monikerroksisia, luotettavia, 
skaalautuvia ja tietoturvallisia Web-sovelluksia Javalla, siinä missä Java SE 
on tarkoitettu työpöytäsovellusten kehittämiseen. Java EE onkin tarkoitettu 
lähinnä yrityssovellusten kehittämiseen. Sen tarkoituksena on ratkaista 
ongelmia, joita suuremmat organisaatiot saattavat yleensä kohdata. Tämä ei 
silti tarkoita sitä, etteikö Java EE -sovelluksia voisi kehittää myös pienemmäs-
sä mittakaavassa käyttettäviksi. (Java EE 7 Tutorial 2014; Java Platform 
Enterprise Edition 2014)
Java EE sisältää itsessään kaiken saman minkä Java SE. Tämä tarkoittaa, 
että esimerkiksi kaikki ohjelmistorajapinnat (API), jotka ovat käytettävissä SE- 
versiossa ovat sitä myös EE:ssä. Sen lisäksi Java EE sisältää useita muita 
kirjastoja ja ohjelmistorajapintoja, ja oikeastaan juuri nämä määrittelevät sen, 
mikä Java EE on. Esimerkkeinä Java EE -teknologioista voidaan mainita 
muun muassa EJB (Enterprise Java Beans), JPA (Java Persistence API), Web
Servicet ja servletit. Näistä muutamia, jotka olivat työn kannalta merkittävimpiä
esitellään seuraavissa kappaleissa. (Mt.)
Kuten aiemmin mainittiin Java EE-sovellukset ovat monikerroksisia. Näitä ker-
roksia on olemassa neljä: Client, Web, Business ja Enterprise information sys-
tem (EIS). Kuviossa 4 on esiteltynä sovelluskerrokset. (Java EE 7 Tutorial 
2014, 1.3)
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Client
Client-kerros sisältää sisältää sovelluksen komponentit, jotka pyörivät käyttä-
jän laitteella. Käytännössä tämä siis tarkoittaa, että client-kerros on Java EE 
-sovelluksen käyttöliittymäkerros. Yleensä sovelluksesta löytyy joko web-
käyttöliittymä tai työpöytäsovelluksen käyttöliittymä. Web-käyttöliittymä ei 
yleensä itsessään tee kutsuja tietokantoihin, eikä siinä myöskään ole moni-
mutkaisempaa toimintalogiikkaa. Web-client siis keskustelee yleensä web-
kerroksen kanssa. Työpöytäsovelluksena toteuteutettu käyttöliittymäkerros 
taas yleensä ei vaadi web-kerrosta keskustellakseen business-kerroksen 
kanssa, mutta voi myös tarvittaessa tehdä pyyntöjä web-kerrokselle. (Mt.)
Web 
Web-kerros sisältää toteutuksen, joka käsittelee client-kerroksesta lähetetyt 
pyynnöt, ja rakentaa vastauksen, jonka lähettää takaisin käyttöliittymälle. 
Esimerksi servletit ovat web-kerroksessa ja ottavat vastaan käyttöliittymältä 
http-pyyntöjä. Web-kerros voi sisältää enterprise bean -komponentteja, jotka 
sisältävät ohjelman toimintalogiikkaa. Tämä kerros ei kuitenkaan koskaan ole 
suoraan yhteydessä tietokantoihin, vaan tekee sen business-kerroksen 
välityksellä. (Mt.)
Kuvio 4: Java EE-sovelluksen kerrokset (alkup. Kuvio 
ks. Java EE 7 Tutorial 2014, 1.3)
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Business 
Business-kerros sisältää sovelluksen toimintaan tarvittavan logiikan. Tämä 
kerros siis saa dataa joko web-kerroksesta (web-käyttöliittymä) tai käyttö-
liittymäkerroksesta (työpöytäsovellus) ja toteuttaa tarvittavan logiikan. Tämä 
kerros myös voi olla yhteydessä tietokantaan. (Mt.)
EIS 
Viimeinen kerros EIS sisältää yleensä tietokannan, jonka kanssa business- 
kerros tarvittaessa kommunikoi. (Mt.)
2.1.1 Java EE -sovelluspalvelin
Java EE -sovellus vaatii aina toimiakseen myös sovelluspalvelimen. Sovellus-
palvelin käytännössä määrittää, mitä teknologioita on käytettävissä. Sovellus-
palvelimia on olemassa useita erilaisia, joista Glassfish on Java EE:n 
”reference implementation” eli toteutus, joka määrittelee standardin Java 
EE:lle. Tämä tarkoittaa, että Glassfish sisältää kaikki Java EE -standarditek-
nologiat. Muita yleisiä sovelluspalvelimia ovat esimerkiksi Apache Tomcat ja 
Jboss. (Java Platform Enterprise Edition 2014)
Sovelluspalvelimet sisältävät Containereja (”säiliö”), joiden tarkoituksena on 
toimia rajapintana sovelluksen komponenttejen ja käytetyn alustan välillä. 
Containereissa määritetyt asetukset vaikuttavat oleellisesti sovelluksen 
toimintaan. Palvelimella voidaan muun muassa määritellä turvallisuusasetuk- 
sia ja tietokantayhteysasetuksia, joiden avulla saadaan sovelluspalvelimelle 
käyttöön otettu sovellus toimimaan oikealla tavalla. Esimerkiksi tietokan-
tayhteyden asetuksia ei siis tarvitse määritellä itse sovelluksessa, vaan se 
voidaan tehdä sovelluspalvelimen puolella, jossa kyseiselle yhteydelle 
määritellään JNDI-nimi. Tämän JNDI-nimen avulla voidaan sitten sovelluk-
sessa käyttää sitä tietokantaa, joka on palvelimella määritelty. Tämä taas 
mahdollistaa sen, että jos sama sovellus haluttaisiin ottaa käyttöön uudessa 
ympäristössä, voidaan uuteen ympäristöön helposti määritellä erilaisia ase-
tuksia. Tässä esimerkkiapauksessa voitaisiin määritellä yhteys tässä ympä-
ristössä käytettyyn tietokantaan ja antaa sille sama JNDI-nimi, jota sovellus 
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käyttää. Containerit sisältävät myös toimintaa, jota ei voida konfiguroida. 
Tällaisia tehtäviä ovat muun muassa servlettejen ja enterprise beanejen 
elinkaarten hallinta. (Java EE 7 Tutorial 2014, 1.4)
Containereita on olemassa neljää eri tyyppistä: EJB, web, Application client ja 
applet. (Mt.)
EJB container
Pyörii Java EE serverillä, ja hoitaa enterprise beanejen toiminnan. (Mt.)
Web container
Kuten EJB container, myös web container on toteutettu sovelluspalvelimella. 
Web containerin tehtävänä on hoitaa web-kerroksessa olevat tehtävät. (Mt.)
Application client container
Tehtävänä on suorittaa työpöytäsovellukseen tarvittavat komponentit. 
Application client containeria ei ajeta sovelluspalvelimella, vaan se pyörii 
työpöytäsovelluksen tapaan käyttäjän laitteella. (Mt.)
Applet container
Applet containerin tehtävän on suorittaa appletit, joita voi olla käytetyllä web-
sivustolla. Myöskin tämä pyörii palvelimen sijaan käyttäjän laitteella. (Mt.)
2.1.2 EJB – Enterprise JavaBeans
EJB, eli Enterprise JavaBeans, on oleellinen osa JavaEE-sovellusta, sillä se 
sisältää sovelluksen business-logiikan. EJB:n tarkoituksena on yksinkertaistaa
ohjelmoijan työtä, sillä sovelluspalvemen EJB-containerin tehtävänä on 
huolehtia järjestelmätason palveluista. Tällaisia palveluita ovat muun muassa 
sovelluksen käyttäjän varmentaminen ja enterprise bean instanssejen hallinta.
Sovelluskehittäjä pystyykin tämän takia keskittymään täysin itse toimintalogii-
kan toteuttamiseen. (Java EE 7 Tutorial PDF, 59; Enterprise JavaBeans 2014)
EJB:n tarkoituksena on kapseloida (”encapsulate”) sovelluksen toiminta-
logiikka, eli pitää toimintalogiikka erillään muusta ohjelman toiminnasta. 
Tämän takia EJB-komponentit ovat oikein toteutettuina myös helposti 
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siirrettävissä muihinkin sovelluksiin. Yksittäistä EJB-teknologiaa käyttävää 
luokkaa kutsutaan enterprise beaniksi. (Mt.)
Enterprise beaneja on olemassa kahdenlaisia: Session- ja message-driven 
beaneja.
Session bean
Session beanit sisältävät metodeja, joita kutsutaan käyttöliittymästä. Metodin 
kutsuminen voi tapahtua joko paikallisesti, etänä palvelmelta tai Web servicen 
kautta. Session beaneja on olemassa kolmea eri tyyppistä: stateful, stateless 
ja singleton. Stateful bean säilyy sen ajan, kun käyttöliittymä sitä tarvitsee, sen
tila siis pysyy tietynlaisena tarvitun ajan. Toisin kuin stateful bean, stateless 
beanin tarkoituksena on vain tarjota mahdollisuus kutsua jotain tiettyä meto- 
dia. Stateless bean ei siis pidä jatkuvaa yhteyttä käyttöliittymään, vaan suorit- 
taa halutun metodin ja tämän jälkeen palautuu ”pooliin” vapaaksi muidenkin 
käyttäjien käytettäväksi. Singleton beanista on olemassa vain yksi instanssi, 
joka on kaikkien käyttäjien käytettävissä. Session bean vaatii yleensä jokinlai- 
sen rajapinnan. Usein esimerkiksi web service voi toimia rajapintana etenkin 
stateless beaneille. (Java EE 7 Tutorial 2014, 32.2)
Message-driven bean
Message-driven bean on samankaltainen stateless beanin kanssa, eli se ei 
säilytä dataa eikä jatkuvaa kommunikointia käyttöliittymän kanssa. Erona 
statless beaniin kuitenkin on se, että yksi message-driven bean voi hoitaa 
usealta eri käyttäjältä tulleet viestit, eikä se myöskään vaadi rajapintaa 
toimiakseen. Yleensä message-driven beaneja käytetään kuuntelemaan JMS-
viestejä. (Mt. 32.3)
2.1.3 JPA – Java Persistence API
Java Persistence API on Java EE -spesifikaatiossa määritelty ORM- (object-
relational mapping) ohjelmointirajapinta. Standardi toteutus tälle rajapinnalle 
on Eclipsen kehittämä EclipseLink-kirjasto. EclipseLink perustuu Oraclen 
kehittämään TopLinkiin. Näiden lisäksi on olemassa kolmas suosittu JPA- 
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toteutus Hibernate. JPA:n tarkoituksena on siis tarjota käyttäjälle ORM- 
työkalu. ORM:in tarkoituksena on muuttaa tietokannassa olevien taulujen 
rivejä olioiksi, joita voidaan käyttää sovelluksessa. Käytännössä sen tarkoitus 
on siis helpottaa tietokantakyselyiden kirjoittamista ja vähentää ohjelmoijan 
työtä. (Java Persistence API 2014; EclipseLink 2014)
JPA toteuttaa ORM:in käyttämällä annotaatioita. Haluttu luokka määritellään 
entity annotaatiolla, ja käytännössä tämän luokan muuttujat esittävät yhtä 
tietotyyppiä, mikä jossakin tietyssä tietokannan taulussa esiintyy. Haluttu taulu,
jota kyseisen luokan halutaan edustavan, määritellään luokassa table anno-
taatiolla.  Luokan muuttujat määritellään JPA-annotaatiolla column, jossa 
määritellään taulussa olevien kolumnien nimet. Näiden annotaatioiden avulla 
määrätty tietokannan taulu saadaan ”mapattyä” yhdeksi kyseisen luokan 
instanseiksi. Yksi luokan instanssi merkitsee aina yhtä riviä tietoa. Tämän 
avulla voidaankin hoitaa tietokantakyselyt muissa luokissa käyttämällä näitä 
määriteltyjä JPA entity -luokkia. (Java Persistence API 2014; Java EE 7 
Tutorial 2014, 37.1)
Tärkeä osa JPA:ta on myös persistence.xml-tiedosto. Tässä tiedostossa 
määritetään, mitä provideria eli JPA-toteutusta halutaan käyttää. Samassa 
tiedostossa määritetään myös tietolähde (datasource) eli yleensä jokin 
tietokanta, jonka tietoja halutaan ORM:in avulla käyttää. Myöskin kaikki luokat,
jotka sovelluksessa toimivat JPA entityinä, on mainittu persistence.xml- 
tiedostossa. Toisin sanoin tämä tiedosto määrittelee, mikä tekee (luokat), mitä 
vastaan tekee (datasource) ja minkä avulla tekee (provider). (Java EE 7 
Tutorial 2014, 37.3)
2.1.4 Web service
Web service on sovellus, jonka avulla sovellukset voivat kommunkoida 
käyttämällä HTTP-protokollaa. Web servicet ovat palveluita, joiden toiminta on
järjestelmä- ja selainriippumattomia. Tämä tarkoittaa sitä, että sama web 
service toimii useassa eri ympäristössä, ja sen toiminnallisuutta voi hyödyntää
esimerkiksi usealla eri kielellä kirjoitetussa ohjelmistossa. Yleensä web 
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servicen kanssa kommunikointi tapahtuu XML-viestien avulla. Java EE 
-spesifikaatiossa on määritelty kahden eri tyyppisiä web servicejä: JAX-WS ja 
JAX-RS. (Java EE 7 Tutorial 2014, 27.1-27.3)
JAX-WS:n toiminta perustuu viesteihin, jotka on rakennettuja käyttämällä 
SOAP (Simple Object Access Protocol) standardia. Tämä tarkoittaa sitä, että 
viestit, joita web service käyttää, ovat XML-viestejä, jotka on rakennettu 
käyttämällä SOAP-standardia. Tällainen toteutus vaatii usein myös WSDL- 
tiedoston, jossa määritetään web servicen rajapinnat. JAX-WS on yleensä 
hyvä valinta, jos tarvitaan monimutkaisempaa web service toteutusta, jonka 
täytyy olla luotettava sekä tietoturvallinen. (Mt.)
JAX-RS kirjasto mahdollistaa RESTful (Representational State Transfer) 
teknologiaa hyödyntävien web servicejen toteuttamisen. Toisin kuin SOAP 
REST ei perustu XML pohjaisiin viesteihin, eikä myöskään tarvitse WSLD- 
määrityksiä. XML:n sijaan REST voi käyttää viesteissään esimerkiksi JSONia. 
Koska JAX-RS käyttää RESTiä, se on hieman kevyempi vaihtoehto web 
serviceksi kuin JAX-WS. Tämä johtuu siitä, että yleensä SOAP XML -viestit 
sisältävät ”ylimääräistä” dataa enemmän kuin esim JSON, jolloin viestin koko 
on yleensä hieman suurempi. Tällä erolla voi olla erittäin suuri merkitys silloin, 
jos kyse on esimerkiksi mobiilisovelluksesta. JAX-RS käytetään yleensä, jos 
sovelluksen käyttämä verkkoliikenne on pidettävä mahdollisimman pienenä. 
Erityisesti JAX-RS on hyvä valinta, jos web servicen ei tarvitse säilyttää tietoa 
mahdollisia seuraavia kutsuja varten, eli on ns Stateless. (Representational 
state transfer 2014; Java EE 7 Tutorial 2014, 27.2-27.3)
2.2 Oracle-tietokanta
Oracle-tietokanta on Oracle Corporationin kehittämä tietokantaratkaisu. 
Oraclen historia alkaa niinkin kaukaa kuin 1978, jolloin ensimmäinen Oraclen 
versio saatiin valmiiksi. Tätä versiota ei kuitenkaan koskaan julkaistu 
virallisesti. Kirjoittamishetkellä uusin Oracle-versio oli Oracle Database 12c 
12.1.0.2. Oraclen tietokannat ovat pääsääntöisesti lisenssien alaisia, joten 
suurin osa Oraclen tietokannoista ovat maksullisia. Ainut ilmainen Oracle- 
versio on Oracle Express Edition, mutta tämä versio on hyvin rajoitettu 
17
verrattuna muihin versoihin. (Oracle Database 2014)
2.3 Glassfish-sovelluspalvelin
Glassfish on avoimeen lähdekoodiin perustuva Java EE -sovelluspalvelin, joka
määrittelee Java EE -standardin. Glassfish sisältääkin kaikki Java EE 
-standardiin kuuluvat teknologiat. Glassfishin on alunperin kehittänyt Sun 
Microsystems, mutta nykyisin sitä kehittää Oracle. Uusin saatavilla oleva 
versio kirjoitushetkellä oli Glassfish 4.1, joka on julkaistu syyskuussa 2014. 
Glassfish 4 oli myös ensimmäinen sovelluspalvelin, joka tuki JavaEE 7 
-versiota.  Glassfishistä on myös olemassa kaupallinen versio, joka kulkee 
nimellä Oracle Glassfish Server. Oracle ei kuitenkaan nykyään enää tue 
kaupallisesti kyseistä ympäristöä.  (Glassfish 2014)
Vaikka Glassfish onkin Java EE:n ”reference implementation” se ei ole 
suosituin käytössä oleva Java EE sovelluspalvelin. Kirjoitushetkellä ylivoimai-
sesti suosituin sovelluspalvelin oli Apache Tomcat (41%), jonka jälkeen vielä 
Jetty (31%), Jboss (18%) ja Weblogic (6%) ylsivät Glassfish (4%) palvelimen 
edelle eniten käytetyissä sovelluspalvelimissa. (Salnikov-tarnovski 2014)
Glassfishin konfigurointia ja käyttöä käsitellään tarkemmin opinnäytetyön 
luvussa 9.
3 Käyttöliittymäteknologiat
3.1 Apache Flex
Apache Flex on alunperin Macromedian kehittämä SDK, jota sittemmin on 
kehittänyt myös Adobe Systems, ja nykyään kehitystyötä jatkaa Apache 
Software Foundation. Ohjelmisto onkin aikojen saatossa kulkenut nimillä 
Macromedia Flex, Adobe Flex, ja nykyset uusimmat versiot kantavat nimeä 
Apache Flex. Nykyään Apache Flex on täysin avoimeen lähdekoodiin 
perustuva SDK, joka on tarkoitettu rikkaiden internet sovellusten (RIA)  
toteuttamiseen. Apache Flexillä toteutettujen sovellusten kohdealustana toimii 
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Adobe Flash. Tämä tarkoittaa sitä, että toimiakseen nämä sovellukset vaativat
selaimeen lisäosan, jonka avulla voidaan avata Flash-applikaatioita. Flexillä 
toteutetut applikaatiot käännetääkin swf-muotoisiksi, joka itsessään on juurikin
flash-tiedosto. Tämä myöskin tarkoittaa sitä, että applikaatiot ovat yhteen-
sopivia usealle eri alustalle. Adobe Flash on ollut pitkään yksi yleisimmistä 
alustoita, joille RIA-sovelluksia on toteutettu. Nykyään kuitenkin HTML5:n 
ansiosta tarve plugin-pohjaisille web-sovelluksille on vähentynyt, mikä on 
luonnollisesti vaikuttanut myös Flexin suosioon ja tarpeeseen. (Apache Flex 
2014; Rich Internet Application 2014)
Apache Flex -sovellukset rakentuvat muutamasta eri komponentista, jotka 
toteuttavat sovelluksen layoutin ja käyttöliittymän toiminnallisuuden. Nämä 
komponentit ovat MXML ja ActionScript. MXML-tiedostojen tehtävänä on 
määritellä käyttöliittymätoteutuksen näkyvä osa ja muotoilu eli layout. MXML 
on alun perin Macromedian kehittämä XML:ään pohjautuva käyttöliittymä-
merkintäkieli. MXML:ssä määritellään käyttöliittymäkomponentit käyttämällä 
tageja, vähän samaan tapaan kuin HTML:ssä. Jokainen tagi vastaa jotakin 
ActionScript-luokkaa, ja ohjelman käännöksen aikana nämä tagit parsitaan ja 
luodaan kyseiset ActionScript luokat. Koska MXML perustuu aivan tavalliseen 
XML-merkintäkieleen, voidaan MXML-tiedostoja muokata millä tahansa 
työkalulla, jolla voitaisiin muokata XML-tiedostoja. (Apache Flex 2014; About 
MXML 2014)
ActionScript on se mihin oikeastaan koko Flex perustuu. Kuten aikaisemmin 
mainittiin, myös käyttöliittymäkomponentit ovat lopulta vain ActionScript 
luokkia. Siinä missä MXML määrittelee sovelluksen ulkoasun, on Action-
Scriptin tehtävänä hoitaa käyttöliittymän toiminnallisuus. ActionScript voidaan 
liittää Flex sovellukseen joko suoraan käyttämällä sitä MXML-tiedostossa 
käyttämällä <fx:Script> tagia, tai sijoittamalla koodi omaan tiedostoonsa. 
Suuremmissa applikaatoissa pätee yleensä suurimmaksi osaksi jälkimmäinen 
vaihtoehto. (Using ActionScript in applications 2014)
Yksi oleellinen osa Apache Flex sovellusta on tapahtumat (Events). Tapahtu-
mien tarkoituksena on ilmoittaa milloin sovelluksesa on tapahtunut jokin 
muutos tai asia. Tapahtumia voidaan generoida koodaajan toimesta, kun 
käyttäjä tekee tietyn asian, esimerkiksi kun Web service-kutsu on suoritettu 
19
loppuun ja saatu palvelinpuolelta vastaus. Sen lisäksi monet muut asiat 
generoivat tapahtumia, kuten esimerkiksi, kun komponentti ladataan tai 
tuhotaan. Haluttaessa nämä tapahtumat voidaan käsitellä toteuttamalla me-
todi, joka kuuntelee tapahtumia ja tekee määrätyn tapahtuman ”kuullessaan” 
jonkin määrätyn asian. (About Flex events 2014)
Tapahtumien hallintaan kuuluu tapahtuma kuuntelija (listener), joka joskus 
kulkee myös nimellä tapahtuman käsittelijä (handler), sekä tietenkin itse ta-
pahtumien luonti ja lähettäminen (dispatch). Tarkoituksena on, että jokin 
sovelluksen osa laukaisee tapahtuman, jonka muissa ohjelman osissa oleva(t)
tapahtuman käsittelijät ”kuulevat”. Lähetetyn tapahtuman kuulee jokainen 
kyseiselle tapahtumalle määrätty kuuntelija, kuullessaan tapahtuman tekee 
kyseinen komponentti jonkun määrätyn asian. Se, mihin tapahtumia käyte-
täänkin, on juuri laukaista ”automaattisesti” joitakin toimenpiteitä silloin, kun 
ohjelma on tehnyt jonkin toisen tehtävän.  (Mt.)
Esimerkki tapahtuman lähettämisestä ja käsittelemisestä ESKO-palvelussa:
new SetProfilesAnalysisEvent(SetProfilesAnalysisEvent.SET_PROJECTPROFILES, 
Constants.programVariables.openProject.projectId, entities).dispatch();
CairngormEventDispatcher.getInstance().addEventListener(SetProfilesAnalysis 
Event.SET_PROJECTPROFILES_COMPLETE, projectProfilesSet);
Yllä olevassa esimerkissä ylempi metodi luo uuden instanssin tapahtumasta, 
ja asettaa tapahtumalle vaaditut parametrit. Sen jälkeen dispatch() laukaisee  
kyseisen tapahtuman. Erillisessä ”command” tiedostossa on määritelty mitä 
kyseinen tapahtuma tekee. Tässä tapauksessa asettaa analyysiin halutut pro-
fiilit käyttöön. Kun tämä toimenpide tulee valmiiksi, kutsuu ohjelma automaat-
tisesti samassa command-tiedostossa määriteltyä ”result” metodia, jonka 
sisällä laukaistaan ”SET_ANALYSISPROFILES_COMPLETE” tapahtuma. 
Alempi koodiesimerkki on nimenomaan kuuntelija, joka kuuntelee kyseistä 
eventtiä. Kuuntelijan toinen parametri määritelee sen, mitä metodia kutsutaan 
sen jälkeen kun kuunneltu tapahtuma havaitaan. Tässä tapauksessa siis 
metodia projectProfilesSet(). 
Adobe Flexiin on olemassa useita eri kehitysympäristöjä, ja useat näistä ovat 
myös ilmaisia. Opinnäytetyön toteutuksessa käytetty IDE oli FlashDevelop, 
joka on open-source-pohjainen Flex-kehitysympäristö.
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3.2 PDF
PDF eli Portable Document Format on tiedostomuoto, joka on tarkoitettu 
dokumenttejen esittämiseen. Alunperin PDF on kehitetty Adobe Systemsin 
toimesta vuonna 1993, ja on edelleen erittäin suosittu dokumentteihin 
käytettävä formaatti. Suurimmalla osalla nykyaikaisista teksinkäsittelyohjelmis-
ta on mahdollista muuntaa teksti PDF-muotoon. Opinnäytetyön kannalta 
oleellinen PDF ominaisuus on kuitenkin mahdollisuus sisällyttää lomakkeisiin 
Javascript -koodia. Tämä ominaisuus kulkee nimellä Javascript for Acrobat. 
Toinen oleellinen ominaisuus on mahdollisuus esittää PDF:än tiedot XML-
muodossa, mikä mahdollistaa helpon datan siirron esimerkiksi juuri Java EE 
web serviceille PDF:stä. ESKO-palvelun yksi oleellinen, ellei jopa olennaisin 
osa, ovat nimenomaan nämä PDF-lomakkeet. (Portable Document Format 
2014)
Javascriptin tarkoitus PDF-lomakkeissa on luoda lomakkeista dynaamisia. 
Tämä mahdollistaa esimerkiksi toiminnallisuuden luomista painikkeille, tai 
vaikkapa päivämäärävalikon luomista, sekä dokumentin ulkomuodon 
muuttumisen halutulla tavalla käyttäen Javascript koodia. Javascript myös 
mahdollistaa dokumenttejen integroimisen osaksi järjestelmää käyttämällä 
Web Servicejä ja SOAP protokollaa datan siirtämiseksi. Tässä astuu kuvioihin 
mahdollisuus luoda lomakkeet XML-muodossa. Tämä ominaisuus mahdollis-
taa sen, että lomakkeen tiedot voidaan lähettää XML-muodossa palvelin-
puolelle ja tämä XML-data on siellä helposti käsiteltävissä. (Javascript for 
Acrobat 2014)
Yhdeksi opinnäytetyön kannalta isoksi ongelmaksi näissä PDF-lomakkeissa 
kuitenkin muodostui niiden käyttäminen ja toteuttaminen. Toisin kuin 
esimerkiksi Flex kehittämiseen, ei näiden dynaamisien PDF-lomakkeiden 
luomiseen ollut olemassa mitään ilmaisia työkaluja. Ainoat työkalut jolla näitä 
lomakkeita voidaan luoda on Adobe LiveCycle Designer yhdessä Adobe 
Acrobatin kanssa. 
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4 Työkalut
4.1 Apache  Ant
Opinnäytetyössä Java-projektin kääntämiseen ja paketoimiseen käytettiin 
Apache Ant -ohjelmaa. Ant on Apache Software Foundationin kehittämä 
työkalu joka on pääsääntöisesti tarkoitettu ja kehitetty Java-ohjelmien kääntä-
mistä ja paketoimista silmällä pitäen. Ant on myös itsessään kirjoitettu Javalla. 
Ant on myöskin avoimen lähdekoodin ohjelmisto. (Apache Ant 2014; Apache 
Ant Manual 2014)
Ant on samankaltainen työkalu kuin Make, jonka suurimpana erona on se, että
shell-komentojen sijaan Ant käyttää XML-pohjaisia konfigurointitiedostoja. 
Koska Ant on Java-ohjelma, se vaatii toimiakseen myös Java JDK:n olevan 
asennettuna koneella. Tämä myöskin tarkoittaa sitä, että Ant toimii 
järjestelmäriippumattomasti, sillä Java itsessään on järjestelmäriippumaton. 
(Mt.)
4.2 Netbeans
Netbeans on Oraclen kehittämä avoimen lähdekoodin kehitysympäristö, jota 
pääsääntöisesti käytetään Java ohjelmistokehitykseen. Netbeans tukee myös 
muita kieliä, kuten HTML5, PHP ja C/C++. Netbeans tukee myös esimerkiksi 
useita versionhallintateknologioita, joten Netbeansin käyttö ei rajoitu pelkäs-
tään koodin kirjoittamiseen ja kääntämiseen, vaan toimii monipuolisena työka-
luna ohjelmistokehityksessä. Netbeans sisältää myös työkaluja joidenkin 
konfigurointitiedostojen luomiseen. Esimerkkinä mainittakoon persistence.xml,
joka on konfigurointitiedosto, jonka JPA vaatii toimiakseen. Tällaiset ominai-
suudet helpottavat huomattavasti kehittäjän työtä. Opinnäytetyössä Netbeans 
toimi vain ja ainoastaan työvälineenä Java EE -koodin kirjoittamisessa. 
Kuviossa 5 on esitelty Netbeansin käyttöliittymänäkymä. (Netbeans IDE 
Features 2014; Netbeans 2014)
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4.3 Flash Develop
Flash Develop on ilmainen open source -kehitysympäristö. Sen lisäksi että 
Flash Developilla pystyy kehittämään Flex-sovelluksia, se tukee myös muita 
web-sovellusohjelmointikieliä kuten HTML. Alunperin Flash Develop on 
kehitetty vuonna 2005, lähinnä juuri Flash-sovelluskehittämiseen. Pelkän 
tekstieditorin lisäksi Flash Developin ominaisuuksiin kuuluu koodin täyden-
täminen (code completion), ja Flash Develop tarjoaa myös useita snippettejä 
koodauksen helpottamiseksi. Kaikenkaikkiaan Flash Develop on suhteellisen 
kevyt työkalu, sisältää muutamia käteviä ominaisuuksia, mutta tarjoaa lähinnä 
kätevän tekstieditorin Flex-ohjelmistokehitystä ajatellen. (Flash Develop 2014)
4.4 Adobe LiveCycle Designer ja Adobe Acrobat
Adobe LiveCycle Designer on Adoben kehittämä ohjelmisto, jonka tarkoituk-
sena on tarjota työkalu dynaamisten ja XML-pohjaisten lomakkeiden luomi-
Kuvio 5: Netbeans käyttöliittymä
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seen. Adobe LiveCycle Designerista ei ole olemassa vastaavanlaista ilmai-
seen lähdekoodiin pohjautuvaa työkalua. Kuviossa 6 nähdään LiveCycle 
Designerin oletuskäyttöliittymä, sekä hieman Javascript-koodia, joka on liitetty 
PDF-lomakkeseen. (Adobe LiveCycle Designer 2014)
Syy miksi lomakkeet vaativat sekä LiveCycle Designerin, että Adobe Acrobatin
on se, että käyttämällä pelkästään LiveCycleä ei ole mahdollista luoda koko-
naisia lomakkeita, vaan sillä saadaan luotua pohja ja tarvittava Javascript- 
koodi kyseiselle lomakkeelle. Acrobatin tarve tässä perustuu siihen, että sillä 
pystyy liittämään lomakepohjaan loppu data, joka on määritelty XML-tiedos-
tossa. Acrobat siis liittää PDF:ään tämän XML-tiedoston. (Manage form data 
files 2014)
Näiden kahden ohjelman lisäksi on olemassa myös työkalu nimeltään Adobe 
LifeCycle Reader Extensions. Tämä työkalu on pakollinen, jos halutaan antaa 
lomakkeille tarvittavia oikeuksia. Esimerkiksi opinnäytetyön tapauksessa, 
jossa PDF lähetettäisiin SOAP-viestinä Java EE web servicelle, pitäisi PDF:lle
saada tarvittavat oikeudet SOAP-viestejen lähettämiseen. Tämän oikeuden 
antaminen olisi mahdollista vain Reader Extensionsilla. (Adobe LiveCycle 
Reader Extensions 2014)
Kuvio 6: LiveCycle Designer käyttöliittymä.
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5 ESKO-palvelun arkkitehtuuri
5.1 Yleistä sovelluksen rakenteesta ja toteutuksesta
ESKO-palvelu itsessään koostuu muutamasta eri osasta, jotka ovat toteutettu 
suurimmaksi osaksi teoriaosuudessa esitellyillä teknologioilla. Nämä osat 
voidaan jakaa palvelinpään ja käyttöliittymäpuolen toteutukseen. 
Palvelun käyttöliittymä on toteutettu lähes täysin käyttämällä Adobe Flex 
SDK:ta. Suurin osa sovelluksen käyttöliittymästä onkin Flash-pohjaista. Ainut 
käyttöliittymän osa, joka on toteutettu Javalla on sovelluksen sisäänkirjautu-
missivu, joka on Java-servletti. Käyttöliittymän osaksi voidaan tavallaan laskea
myös PDF-lomakkeet, jotka ovat keskeisessä asemassa ESKO-palvelun toi-
minnassa ja tarkoituksessa. Käyttöliittymän toteutukseen käytetyistä teknolo-
gioista johtuen ESKO-palvelu vaatii toimiakseen kaksi lisäosaa asennettuna 
selaimeen: Adobe Readerin ja Flash Playerin. Suurin osa selaimista sisältää 
PDF-lukijan valmiina, mutta nämä eivät yleensä tue dynaamisia PDF-lomak-
keita. Tämän takia Adobe Reader on välttämätön ohjelman käyttämisen 
kannalta. Ohjelman pääkäyttöliittymä taas vaatii toimiakseen Flash Playerin.
Sovelluksen palvelinpään toteutus on kehitetty käyttämällä Java EE -teknolo-
gioita, joista tärkeimpiä ESKO-palvelun kannalta ovat Web servicet, EJB ja 
JPA. Serveri-puolen toteutus koostuu muutamasta eri Java EE -moduulista, 
jotka ovat pakattu war (Web application archive) muotoisiksi sovelluspaketei-
ksi. Lopullinen käytännössä palvelimellekkin laitettava sovellus, on ear 
(Enterprise archive) paketti, joka sisältää kaikki nämä Java EE -moduulit, sekä
käyttöliittymän .swf tiedostot. Ear siis sisältää tavallaan useita ”paketteja” 
koottuna yhdeksi isommaksi kokonaisuudeksi. 
ESKO-palvelu sisältää useita eri luokkia ja jakautuu erittäin moneen Java- 
tiedostoon. Kuten mainittu, opinnäytetyön tavoitteena oli korjata ongelmia, 
joita sovelluksen toiminnassa esiintyi. Näin ollen projekti kokonaisuudessaan 
sisältää useita tiedostoja ja luokkia, jotka eivät olleet opinnäytetyön kannalta 
oleellisia. Tässä kappaleessa ei siis käydä läpi kaikkea, mitä sovellus pitää 
sisällään, vaan esitellään opinnäytetyöhön tehdyn kehitysprosessin kannalta 
25
oleellisimpia komponentteja.
5.2 Palvelinpääntoteutus
5.2.1 Yleistä palvelinpääntoteutuksesta
ESKO-palvelun palvelinpääntoteutus on jaettu kolmeen eri Java EE-moduu-
liin. Nämä kyseiset osat ovat HousingServer.jar, HousingServerWA.war ja 
HousingServerFormWA.war. 
HousingServer.jar on sovelluksen EJB-moduuli, eli tämä sisältää sovelluksen 
käyttämien EJB-luokkien toteutuksen. Kyseiset EJB-luokat sisältävät sovel-
luksen oleellisimmat toimintalogiikan toiminnallisuudet. HousingServer.jar 
pitää sisällään myös sovelluksen ”persistence” luokkien toteutuksen. 
Persistence luokat ovat luokkia, jotka toteuttavat ORM-luokat käyttämällä JPA-
annotaatioita. Nämä kyseiset luokat siis hoitavat sovelluksen kommunikoinnin 
tietokannan kanssa, eli hoitaa tietokannasta tiedon hakemisen ja sinne tallen-
tamisen.  
HousingServerWA.war pitää sisällään suurimman osan sovelluksen Web 
service toteutuksista, servleteistä, sekä login sivun toteutuksen. Tämän 
moduulin tehtävänä onkin pääsääntöisesti ottaa vastaan käyttöliittymältä 
tulevia pyyntöjä, ja käsitellä ne. Tämä osa toimii siis käyttöliittymän ja 
HousingServer EJB-moduulin välikappaleena. 
HousingServerFormWA.warin tehtävä on lähes sama kuin HousingServer-
WA:lla. Tämä moduuli tosin sisältää vain yhden Web service toteutuksen. 
Kuviossa 7 on esiteltynä sovelluksen toiminta hyvin yksinkertaisessa 
muodossa.
Kuvio 7: Yksinkertainen esitys sovelluksen toiminnasta
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5.2.2 Palvelinpääntoteutuksen oleellisimpia osia
Tärkeimmät osat opinnäytetyön kannalta palvelinpään toteutuksessa liittyy 
pääsääntöisesti muutamaan Web serviceen, ja EJB-luokkiin mitä kyseiset 
Web servicet käyttävät hyväkseen. Kuten aikaisemminkin mainittu, jokainen 
sovelluksessa oleva komponentti ja täydellinen selvitys sovelluksen toimin-
nasta ei ollut tarkoituksen mukaista opinnäytetyön tavoitteet huomioon ottaen. 
Tässä kappaleessa onkin tästä syystä tarkoitus esitellä hieman oleellisimpia 
palvelinpääntoteutuksen komponentteja ja niiden merkitystä sovelluksen 
toiminnalle. 
Ohjelman toimivuuden kannalta ehkä tärkeimmät Web service komponentit, 
joita siis pääkäyttöliittymä eniten kutsuu, ovat määritelty KAWS.java, 
AnalysisWS.java ja FormWS.java tiedostoissa. Käytännössä jokainen näistä 
kontrolloi yhtä sovelluksen osaa. Jokainen Web service käyttää hyväkseen 
määriteltyä ”adapter”-luokkaa, joka taas kutsuu persistence EJB-luokan 
metodeja hakeakseen taikka laittaakseen tietoa tietokantaan.
KAWS.java sisältää toteutuksen Web servicelle, jonka tarkoituksena on lähet-
tää käyttöliittymälle perusnäkymään tarvittavat tiedot. Tämä tarkoittaa sitä, että
tämä Web service sisältää metodeja, jotka liittyvät henkilöiden ja ympäristöjen 
hakuun tietokannasta. Kuten mainittu aikaisemmin, ei Web service itsessään 
hae tietokannasta mitään. Tässä tapauksessa Web service kutsuu 
KAAdapter- luokan metodeja, jotka kutsuvat EJB-luokan metodeja, joka taas 
käyttävät hyväkseen persistence entityä hakeakseen tai laittaakseen tietoa 
tietokantaan. Nämä vaaditut tiedot palautuvat KAAdapter-luokan kautta KAWS
Web servicelle, joka antaa tarvittavat tiedot takaisin käyttöliittymälle. 
AnalysisWS Web service luokan toimintaperiaate on samankaltainen kuin 
KAWS-luokankin. AnalysisWS tarjoaa web methodit, jotka käsittelevät tietoa, 
jota analyysit tarvitsevat toimiakseen. Tämä sisältää esimerkiksi pisteiden 
hakemisen profiileista. Kuten KAWS myöskään tämä ei suoraan itse hae 
mitään tietokannasta, vaan tekee sen adapter ja EJB-luokkien kautta. 
FormWS hoitaa PDF-lomakkeiden tallentamisen tietokantaan. PDF-lomake 
kutsuu FormWS luokassa määriteltyä web methodia, ja lähettää SOAP- 
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kutsulla kyseisen lomakkeen tiedot palvelimelle tämän luokan käsiteltäväksi. 
Tämäkin luokka käyttää KAAdapter-luokan metodeja, joka taas käyttää EJB- 
luokkaa hoitaakseen lomakkeiden käsittelyn ja tietokantaan tallentamisen JPA 
avulla.
Web serviceiden lisäksi erittäin tärkeitä toiminnallisuuden kannalta ovat jo 
useasti mainitut EJB-luokat. Käytännössä näissä tapahtuu kaikki monimutkai-
sempi logiikka, kuten esimerkiksi PDF-lomakkeiden XML-parsiminen.  Tärkeitä
EJB-luokkia on useita, mutta oleellisia opinnäytetyön kannalta ovat erityisesti 
ProfileManagerBean ja KAPersistenceBean. Käytännössä ProfileManager-
Beanin tarkoitus on hoitaa FormWS Web servicelle lähetettyjen PDF-lomak-
keiden käsittely ja tietokantaan tallentaminen. KAPersistenceBeanin tehtä-
vänä on hakea tietokannasta henkilöiden ja ympäristöjen tiedot ja käsitellä ne,
jotta ne voidaan näyttää käyttäjälle käyttöliittymässä.
5.3 Käyttöliittymä toteutus
5.3.1 Yleistä käyttöliittymä toteutuksesta
Sovelluksen käyttöliittymäpuolen toteutus on lähes kokonaan Flash pohjainen.
Se on toteutettu käyttämällä Adobe Flex -teknologiaa. Ainut poikkeus tähän on
sovelluksen sisäänkirjautumislomake, joka on toteutettu Javalla ja löytyykin 
yhdestä jsp-tiedostosta. Kuviossa 8 nähdään sovelluksen sisäänkirjautumis-
lomake. Näiden lisäksi oleellinen osa sovelluksen käyttöliittymää ovat dynaa-
miset PDF-lomakkeet.
Kuvio 8: Sovelluksen sisäänkirjautuminen
28
Sovelluksen Flexillä toteutettu käyttöliittymä jakautuu karkeasti kolmeen eri 
osaan, joka käännetään yhdeksi swf-tiedostoksi. Nämä osat ovat 
HousingClientAnalysis, HousingWebUI ja HousingClientKA. HousingClient-
Analysis sisältää sovelluksen analyysi osion käyttöliittymäkomponentit, 
HousingWebUI sisältää valikon, joka näytetään käyttäjälle sisäänkirjautumi-
sen jälkeen ja HousingClientKA sisältää ”pääkäyttöliittymänäkymän” 
toteutuksen. Kaikissa komponenttissa rakenne on hyvin lähellä toisiaan. 
Kansiorakenne on jokaisessa samanlainen, joka on kuvion 9 mukainen.
Tärkeimmät kansiot  ovat seuraavat: View, Events, Commands ja Business.
View 
Sisältää MXML-tiedostot, joissa käyttöliittymä ja sen komponentit on määri-
telty. Samassa kansiossa on myös actionscript-tiedostot, joissa on määritelty 
käyttöliittymän komponettejen toiminnallisuus. View kansio siis sisältää käyttö-
liittymän näkyvän osan.
Events
Sisältää tapahtumien määrittelyt.
Commands
Sisältää ”command” tiedostot. Näissä on määritelty mitä määrätyt eventit 
tekevät silloin kun ne lähetetään tai kun ne ovat suoritettu. Nämä sisältävät 
myös hieman toimintalogiikkaa, jotka liittyvät lähinnä Web serviceiltä saatujen 
Kuvio 9: Käyttöliittymän 
kansiorakenne
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listojen käsittelemiseen.
Business
Sisältää ns. delegate luokat. Näissä luokissa tapahtuu sovelluksen tekemät 
Web service kutsut. Toimivat siis tavallaan rajapintana käyttöliittymän ja 
palvelinpääntoteutuksen välillä. 
5.3.2 PDF lomakkeet
Kuten mainittu, PDF-lomakkeet ovat yksi sovelluksen kannalta tärkeimmistä 
ominaisuuksista. Tässä tapauksessa PDF-lomakkeet ovat lomakkeita, jotka 
ovat rakennettu Housing Enabler-menetelmän pohjalta. Tärkeimmät 
lomakkeet ovat Toimintakykyprofiili – ja Ympäristöprofiili-lomakkeet. Toiminta-
kykyprofiili lomakkeella määritellään mahdolliset ongelmat, joita kyseisellä 
henkilöllä on. Ympäristöprofiili lomakkeen tarkoituksena taas on määritellä 
olemassa olevien ympäristöjen/asuntojen ominaisuuksia Housing Enabler 
menetelmän näkökulmasta. Kuviossa 10 on ympäristöprofiili-lomakkeen 
ensimmäinen sivu.
Kuvio 10: Ympäristöprofiili-lomakkeen 1. sivu
30
Sovelluksessa käytetyt PDF-lomakkeet ovat dynaamisia, eli ne ovat muokatta-
vissa käyttäjän toimesta. Tämän takia nämä lomakkeet voidaankin lukea 
osaksi käyttöliittymää. Käytännössä lomake sisältää tekstikenttiä, joihin 
voidaan kirjoittaa tietoa ympäristöstä tai henkilöstä, lomakkeesta riippuen. 
Tekstikenttien lisäksi lomakkeessa on ”checkboxeja” joilla voidaan valita mitä 
ongelmia kyseisessä ympäristössä tai henkilössä on. Kuviossa 11 on 
esimerkki valinnoista, joita ympäristö-lomakkeessa on Näiden valintojen 
perusteella analyysi laskee pisteitä, jotka määrittelevät henkilön yhteen-
sopivuuden johonkin tiettyyn ympäristöön. 
Pdf-lomakkeen valintanäppäin tekee http-requestin Java EE -servletille, joka 
hakee tietokannasta käyttäjälle halutun lomakkeen. Täytetty lomake lähete-
tään serverille Web service kutsun avulla. Tämä kutsu on SOAP-kutsu, jonka 
Kuvio 11: Valintoja ympäristöprofiili-lomakkeessa
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mukana lomake kokonaisuudessaan menee palvelimen käsiteltäväksi. 
Käytännössä tämä tarkoittaa sitä, että lomakkeesta saadaan halutut tiedot irti 
XML-muodossa, ja tätä XML:ää palvelin käsittelee. Kaikki tämä toiminnalli-
suus, jota PDF-lomakkeet sisältää on toteutettu javascriptillä. 
5.4 Sovelluksen kulku
Yksinkertaistetusti sovelluksen kulku menee seuraavan kuvion 12 osoittamalla
tavalla.
Käyttäjä näkee käyttöliittymän, ja tehdessään jotain mikä vaatii tietokannassa 
olevan datan hakemista tai sinne tallentamista, tekee käyttöliittymä kutsun 
Web servicelle. Tämän jälkeen palvelinpään toteutus käsittelee kutsun, 
toteuttaa mahdollisen toimintalogiikan ja mahdolliset tietokantakyselyt. 
Tietokantakyselyt tapahtuvat aina persistence luokan avulla, joka käyttää JPA-
annotaatioita. 
PDF-lomakkeet saadaan palvelimelta aina Java EE servletin kautta. Servletille
tehdään http-pyyntö, johon on määritelty halutun PDF-lomakkeen ID. Tämän 
ID:n avulla serveri osaa hakea tietokannasta käyttäjälle oikean lomakkeen. 
Tämä lomake on itsessään tavallaan osa käyttöliittymää, mutta silti irrallaan 
muusta käyttöliittymätoteutuksesta. Haluttu lomake näytetään selaimen PDF- 
lukijan avulla. Tämä lomake kommunikoi itsessään palvelimen kanssa teke-
mällä SOAP-kutsuja serverillä olevalle Web servicelle. Palvelin käsittelee 
Kuvio 12: Sovelluksen kulku
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PDF-lomakkeen ja lähettää tämän tietokantaan.
6 Työn toteutus
6.1 Sovelluksen muutostarpeet ja ongelmat
Itse työn toteutuksen tavoitteena oli korjata muutamia ongelmia, joita sovelluk-
sessa esiintyi, sekä päivittää sovelluksen käyttämä sovelluspalvelin uudem-
paan versioon. 
Itse sovelluspuolen ongelmat liittyivät suurimmaksi osaksi sovelluksen 
hitauteen, ja joissakin tapauksissa myöskin täydelliseen sovelluksen toimi-
mattomuuteen. Käyttäjän kannalta nämä ongelmat olivat erittäinkin huomatta-
via, sillä näistä ongelmista johtuen sovelluksen käyttökokemus ei ollut kovin-
kaan miellyttävä. Suurimmat ongelmat itse sovelluksessa olivat seuraavat:
• Peruskäyttöliittymänäkymän latautuminen kesti joissakin tapauksissa 
jopa yli minuutin.
• Sovelluksen analyysikäyttöliittymässä yhden napin toiminnallisuus ei 
toiminut.
• Lomakkeiden lähetys ei mennyt läpi.
Sovelluksen muutostarpeet keskittyivätkin näinollen lähinnä sovelluksen toimi-
vuuden nopeuttamiseen ja parantamiseen. 
Koska sovelluksesta ei ollut olemassa kovinkaan kummoisia dokumentaatioi-
ta, oli erittäin suuri osa itse kehitystyöstä sovelluksen koodin ja rakenteen 
tutkimista. Ongelmien selvityksen yhteydessä selvisi yksi ongelma, joka vai-
kutti oikeastaan jokaisen sovelluksen osan toimivuuteen. Tämä ongelma 
ilmeni palvelinlogeista ja syynä oli sovelluspalvelimen muistin loppuminen 
kesken. Oikeastaan tämä ongelma oli seurausta nimenomaan sovelluksen 
toteutuksellisista ongelmista, asioista joita ei oltu kehittäessä otettu huomioon.
Tiivistettynä yksi iso syy, joka tämän erityisen suuren muistin käytön aiheutti 
oli tietokantahakujen ja niistä haettujen tietojen muodostamien listojen 
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käsitteleminen. Näistä selitetään tarkemmin seuraavassa luvussa.
Itse sovelluksen lisäksi tavoitteeksi asetettiin itse sovelluspalvelimen 
päivittäminen uudempaan versioon. Alkutilanteessa sovelluspalvelimena toimi 
Glassfish 2.1, ja joitakin logeja oli olemassa aikaisemmasta yrityksestä päi-
vittää palvelin Glassfish 3.0 -versioon. Tavoitealustaksi otettiin Glassfish 4.0.
6.2 Palvelinpään ongelmat ja muutokset
6.2.1 Sovelluslogiikan muutokset
Kuten aikaisemmassa kappaleessa mainittiin, ehkä oleellisin ongelma sovel-
luksen toiminnassa liittyi huonosti toteutettuihin tietokantakyselyihin ja listojen-
käsittelyihin, jotka aiheuttivat erittäin suuren muistin käytön sovellusiopal-
velimelle. Näin ollen myös suuri osa palvelinpään muutoksista liittyi näiden 
korjaamiseen ja tehostamiseen.
Isoimmat ongelmat palvelinpuolella, ja syy miksi pääkäyttöliittymän lataus 
toimi niin hitaasti kuin se toimi aluksi, liittyi turhiin tietokantakutsuihin ja niihin 
liittyviin turhiin listojen käsittelyihin. Etenkin tämän aiheutti tapa, jolla ympäris-
töt ja niiden sisältämät profiilit käsiteltiin. Alunperin tämä tehtiin siten, että 
tietokannasta haettiin kaikki siellä olevat ympäristöt, joille jokaiselle myös 
haettiin kaikki niiden sisällä olevat profiilit. Sen jälkeen vasta tarkistettiin onko 
haetuilla ympäristöillä edes olemassa ainuttakaan profiilia. Tämä johti siihen, 
että tietokannasta haettiin paljon turhaa tietoa, mikä luonnollisesti tarkoitti 
myös sitä, että paljon turhaa tietoa jouduttiin käsittelemään. Tämän takia 
ympäristöjen lataus saattoi kestää pahimmillaan lähes 2 minuuttia, ja etenkin 
usean käyttäjän yhtäaikaisessa käytössä ympäristöjen haku ei oikeastaan 
edes toiminut.  Alkuperäinen koodi, joka toteutti ympäristöjen hakemisen oli 
kuvion 13 mukainen.
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Tässä siis persistence.getEnvironments() hakee listaan jokaisen 
tietokannassa olevan ympäristön. Tätä listaa käydään läpi while silmukassa. 
Isoimmat ongelmat kyseisen silmukan sisällä olevassa koodissa on 
getProfiles ja getResidence. Nämä kyseiset metodit hakevat tietokannasta 
ympäristön ID:n mukaan ympäristöprofiilit ja asetetut asukkaat. Näiden 
tietojen hakeminen tässä vaiheessa osottautui erittäin suureksi ongelmaksi 
muistin käytön kannalta. Syy on siinä, että tietokannassa voi olla ympäristöjä 
erittäin useita. Käyttäjälle ei kuitenkaan ole oleellista edes tietää jokaisen 
ympäristön sisältöä, sillä käyttäjä yleensä työskentelee vain yhden ympäristön
kanssa. Tästä syystä oleellista on hakea tietokannasta vain olemassa olevien 
ympäristöjen nimet, sillä vain tämän tiedon käyttäjä alkutilanteessa tarvitsee 
jotta osaa valita oman ympäristönsä valikosta. Sen lisäksi, että profiilit ja 
asukkaat ovat tässä vaiheessa ohelman kulkua epäoleellisia, on niiden 
hakeminen jokaiselle ympäristölle saman silmukan aikana erittäinkin raskas 
operaatio. Kuviossa 14 nähdään syy miksi.
Kuvio 14: Esimerkki koodi ympäristöjen hausta
Kuvio 13: Esimerkki koodi profiilejen hausta
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Ohessa oleva koodi hakee profiilit ID:n mukaan tietylle ympäristölle. Kuten 
nähdään sisältää myös tämä persistencen avulla tehdyn tietokantahaun, jossa
profiilit haetaan. Sen lisäksi sekin lista käsitellään omassa silmukassaan. Tapa
jolla asukkaat haetaan on samankaltainen tämän kanssa, tämä tarkoittaa, että
ylläolevan kaltainen metodi toteutettiin kaksi kertaa jokaista löydettyä ympäris-
töä kohti. Ottaen huomioon, että kyseessä on käyttäjälle epäoleellinen tieto ja 
näitä kyseisiä metodeja kutsuttiin jo edellisen silmukan sisällä, menee palve-
limen resursseja erittäin paljon hukkaan. 
Tämän lisäksi käyttöliittymässä oleva action script koodi käsitteli saadun listan
oheisella tavalla: 
private function removeEmptyEntities(ac:ArrayCollectionExtended):void {
            var empty:ArrayCollectionExtended = new ArrayCollectionExtended;
            var entity:EntityVO;
           for each(entity in ac) {
                if(entity.profiles.length < 1 && entity.residence.length < 1)
                     empty.addItem(entity);
            }            
           for each(entity in empty) {
                 ac.removeEqual(entity);
             }
        }
Kuten nähdään, tämän tarkoitus on vain ja ainoastaan poistaa ympäristöjä, 
jotka eivät sisällä yhtään profiilia tai asukasta. Toisinsanoin ohjelma haki 
tietokannasta tietoa, joka ei ollut käyttäjälle millään tavalla oleellisia sillä 
hetkellä. Sen lisäksi ohjelma vielä poisti osan näistä jo haetuista tiedoista vain 
koska siellä ei ollutkaan mitään. 
Kyseisen ongelman ratkaisu vaati muutamaa eri muutosta koodissa. 
Ensinnäkin koodi refaktoroitiin sellaiseksi, että vain ja ainoastaan ympäristö-
jen nimet ja id haettiin, sillä käyttäjälle näytetään käyttöliittymässä ennen kuin 
mitään on valittu vain lista ympäristöjen nimistä. Refaktoroitu ympäristöjen 
haku on kuvion 15 mukainen.
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Uusi, korjattu koodi hakee alkutilanteessa vain ID:nn ja identifierin (nimen). 
Jotta tämä on saatu mahdolliseksi, vaati tämä muutoksia myöskin tietokan-
taan ja sitä kautta myös tietokantakyselyyn. Käytännössä tietokantaan lisättiin 
muutama uusi sarake, jolla merkataan jo tietokannassa onko ympäristö tyhjä 
vai ei, jolloin sovelluksen ei tarvitse pyöritellä sen selvittämiseksi listoja aivan 
turhaan. Sen lisäksi lisäsin tähän kyseiseen metodiin tarvittavaksi yhden 
parametrin, Entityn. Syy tälle on se, että samaa metodia voi kutsua myös 
silloin kun oikeasti halutaan ja tarvitaan hakea ympäristön sisällä olevat tiedot.
Käytännössä tämä parametri on sovellusta avattaessa aina null, jolloin hae-
taan ympäristöjen nimet listaan ja näytetään ne käyttäjälle.
Ympäristön sisällä olevien tietojen haku on näin saatu otettua pois sovelluk-
sen käynnistämisen yhteydestä. Sen sijaan tämä tietojen haku on siirretty 
tapahtumaan siinä vaiheessa, kun käyttäjä valitsee haluamansa ympäristön. 
Tämä mahdollistaa sen, että turhaa tietoa ei missään vaiheessa tarvitse 
käsitellä, mikä taas säästää huomattavasti serverin resursseja. Tämä tosin 
tarkoittaa myös sitä, että sovellus joutuu tekemään yhden ylimääräisen Web 
service-kutsun aikaisempaan verrattuna. Tässä Web service kutsussa tulee 
Kuvio 15: Refaktoroitu ympäristöjen haku
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oleelliseksi Entity parametri. Käytännössä käyttöliittymä lähettää serverille 
käyttäjän valitseman entityn, ja hakee tietokannasta sen mukaan vain sen 
valitun entityn mukaiset ympäristöprofiilit ja asukkaat.
Sovelluksen käynnistämisen yhteydessä tehtävä henkilöiden haku ei vaatinut 
toimintalogiikan kannalta niin isoja muutoksia kuin ympäristöjen haku. Koska 
henkilöille on tietokannassa määritelty mihinkä ”metodiin” ne kuuluvat, ainut 
muutos mitä niiden hakemiseen tehtiin oli tietokantakyselyn parantaminen. 
Alunperin koodissa haettiin kaikki henkilöt, josta käyttöliittymäpuolen action 
script ”siivosi” pois valittuun metodiin kuulumattomat henkilöt. Käytännössä 
siis henkilöiden hakua muutettiin siten, että web service-kutsuun lisättiin 
parametriksi valittu metodi, ja sen perusteella haetaan tietokannasta vain ne 
henkilöt jotka tuohon metodiin kuuluvat. Tällä saatiin yksi turha listan pyörit-
teleminen poistettua kokonaan. 
6.2.2 Web Service muutokset
Itse sovelluksen toimintalogiikan muuttamisen lisäksi tehtiin pientä lisäystä ja 
refaktorointia myös sovelluksen Web service-toteutuksiin. Käytännössä 
muutos liittyy tuohon edellämainittuun asiaan. Koska sovelluksen toimintaa 
muutettiin hakemaan ympäristöjen tiedot vasta silloin kun niitä tarvitaan, 
tarkoitti tämä sitä, että piti sovellukseen myös siihen kohtaan lisätä yksi Web 
service-kutsu lisää. Tätä tarvittavaa Web service kutsua lisättiin sovelluksessa
olevaan Kaservice Web serviceen yksi uusi web metodi, getProf. Kyseinen 
uusi metodi esitellään kuviossa 16.
38
Tämän web servicen tarkoituksena on juurikin hakea tarvittaessa ympäristöille
niiden sisältämät profiilit ja asukkaat. Kyseinen web methodi kutsuu 
aikaisemmin esiteltyä getEnvironments() metodia johonka lähettää paramet-
rinä käyttöliittymän lähettäneen entityn, tässä tapauksessa valitun ympäristön.
Nämä haetut ympäristön sisällöt lähetetään käyttöliittymälle takaisin listana, 
jonka käyttöliittymän action script sitten käsittelee tarvittavalla tavalla. 
Kyseinen Web service metodi sisältää myös saman toiminnallisuuden henki-
löille, käytännössä tällä hetkellä se ei kuitenkaan ollut tarpeellinen, mutta 
tulevaisuuden kannalta voi jossakin tapauksessa helpottaa jatkokehittämistä.
Kuvio 16: GetProf web metodi
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6.3 Tietokanta muutokset
Edellä mainitun ympäristöjen haun toimintalogiikan muutos vaati pieniä muu-
toksia myös tietokantaan. Muutoksen tarpeellisuus koski kahta taulua ja 
muutamaa olemassa olevaa tietokantatriggeriä. Kantaan lisättiin myös yksi 
uusi näkymä ja tietokantatrigger. Se miksi tietokanta vaati muutoksia johtui 
tavasta, jolla ympäristöt aikaisemmin haettiin. Eli haettiin epäoleellista tietoa ja
ohjelmallisesti suodatettiin sieltä turhaa tietoa pois. Tämä ei ollut sovelluksen 
toiminnan kannalta suotuisaa. Jotta sovelluslogiikan muutos oli mahdollista, oli
siis myös tietokantaan tehtävä muutoksia.
Nämä muutokset koskivat siis lähinnä ympäristöjä. Tarkoituksena oli saada 
itse tietokantaan tieto siitä, että sisältääkö jokin ympäristö profiileja, jotta tyhjät
ympäristöt saadaan suodatettua pois jo tietokantahaun yhteydessä. Uusi 
tietokantahaku näyttää tältä:
@NamedQuery(name = "HeEnvironmentT.findByPartyIdNotEmpty", query = "SELECT h FROM 
HeEnvironmentT h WHERE h.partyId = :partyId AND h.hasProfiles IS NOT NULL" )
Tällä on siis tarkoitus hakea profiilit joilla on olemassa olevia profiileja, 
aikaisemman jokaisen profiilin haun sijaan. Tietokantamuutoksen kannalta 
tämä tarkoitti sitä, että tauluun He_Environment_T lisättiin uusi kolumni, 
hasProfiles, jonka arvo on 1 jos se sisältää tietoa ja null jos ei. Tämä muutos 
oli tärkeä myös sen kannalta, että jokaisen ympäristön ID:llä ei ole enää 
tarvittavaa hakea olemassa olevia profiileja, jotta käyttäjälle voidaan näyttää 
vain ympäristöt jotka eivät ole tyhjiä. Aikaisemmassa toteutuksessa pelkkien 
oleellisten ympäristöjen nimien esittäminen käyttäjälle vaati epäoleellisen 
tiedon käsittelemistä, sillä profiilit piti hakea, jotta voitiin poistaa ympäristöt 
joilla niitä ei ollut. 
Tämä yllä oleva muutos ei itsessään ollut riittävä tämän toimminnalisuuden 
refaktoroinnin kannalta. Syynä on taulujen väliset riippuvuudet. He_Environ-
ment_T taulu ei itsessään sisällä ainuttakaan profiilia, vaan sisältää vain 
ympäristöjen idn, nimen, omistajan jne. Tämän takia myös He_Profiles_T 
tauluun oli tarvittavaa tehdä pieni muutos ja lisätä sinne kolumni deleted, joka 
on true tai false. Oleellista tämän kannalta on tietää, että sovelluksen tieto-
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kannasta ei koskaan poisteta tietoa, vaan ne merkataan poistetuksi. Tähän on
olemassa oma taulu, jonne poistettujen ID:t lisätään. Jotta ympäristöjen 
”has_profiles” pystytään asettamaan oikeaksi, oli tarpeellista siis lisätä itse 
profiili tauluun tieto onko jokin tietty profiili ”poistettu”.
Koska mitään ei oikeasti poisteta tietokannasta, ovat tietokantatriggerit yksi 
olennainen osa tietokantatoteutuksen toimintaa. Käytännössä nämä tietokan-
tatriggerit käsittelevät delete tietokanta kutsut, riippuen siitä minkä taulun riviä 
tuo kyseinen delete koskee. Tietokantatriggereitä täytyi muuttaa siten, että jos 
profiileja tai asukkaita poistettiin, tehtiin samalla myös SQL-kysely, joka 
tarkistaa onko kyseisellä ympäristöllä vielä tuon poistonkin jälkeen olemassa 
olevia profiileja tai asukkaita. Tietokantatriggereihin siis tässä tapauksessa 
lisättiin kysely joka asettaa tarvittaessa ympäristö taulun has_profiles arvon 
oikeaksi niissä tapauksissa, kun tietyn ympäristön viimeinen profiili poistetaan.
Tietokantaan luotiin tätä varten yksi kokonaan uusi tietokantatriggeri, 
He_Residence_V-_ISDEL_TRG, joka käytännössä lisäsi poisto tietokan-
tatriggerin, jos asukas taululle tehtiin delete operaatio, kyseinen uusi tietokan-
tatriggeri näyttää tältä:
CREATE OR REPLACE TRIGGER "ESKO_PALVELU"."HE_RESIDENCE_V_ISTDEL_TRG" INSTEAD OF
  DELETE ON HE_RESIDENCE_V BEGIN
  UPDATE he_environment_t
  SET has_profiles     = NULL
  WHERE environment_id =
   CASE
   WHEN (SELECT environment_id 
 FROM he_profile_t
 WHERE deleted IS NULL
 AND environment_id LIKE :old.environment_id
 AND rownum = 1) IS NULL
  AND (SELECT environment_id
 FROM he_residence_t
WHERE environment_id LIKE :old.environment_id
AND residence_id NOT LIKE :old.residence_id
AND rownum = 1) IS NULL
THEN :old.environment_id
END;
DELETE FROM he_residence_t WHERE residence_id LIKE :old.residence_id
END;
Tämä siis tekee kyselyn joka tarkistaa, että ympäristö jolta ollaan poistamassa
asukasta sisältää muita asukkaita tai profiileja. Jos näin ei kuitenkaan ole, eli 
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ympäristö on ”tyhjä”, merkataan sen has_profiles nulliksi. Tietokantatriggeri 
siis tavallaan muuttaa asukkaan poistamisen yhteydessä tapahtuvaa 
toimintalogiikkaa, mutta tekee sen tietokannan puolella. 
Jotta ylläoleva tietokantatriggeri saatiin toimivaksi, tarvittiin tähän myös yksi 
uusi näkymä, sillä delete tietokantatrigger ei toiminut Oracle-kannassa suo-
raan itse taululle. Käytännössä tämä uusi view oli vain ”kuva” He_Residen-
ce_T taulusta. Tälle näkymälle täytyi myös luoda käyttöä varten Java EE 
entity, jotta tulevat poisto-operaatiot kohdentuvat tähän näkymään (jolloin yllä 
oleva tietokan-tatriggeri tapahtuu) sen itse taulun sijaan. 
Myös yhtä olemassa olevaa tietokantatriggeriä muutettiin, samasta syystä 
kuin tuo toinen luotiin, eli jotta voidaan päivittää ympäristöjen has_profiles 
oikeaksi. Tämä tietokantatriggeri oli HE_PROFILE_V_ISDEL_TRG. Tämä oli 
siis alunperinkin jo olemassa oleva tietokantatriggeri, jonka tarkoituksena on 
profiili tauluun kohdistuvan deleten aikana profiilin poistamisen sijaan lisätä 
tämä profiili poistetuksi erilliseen he_deleted_profile_t tauluun, joka sisältää 
poistetuksi merkatut profiilit. Tietokantatriggeriin lisättiin tuon toiminnallisuuden
lisäksi myös update itse profiilin deleted arvoon, sekä tarkistus onko poiston 
jälkeen edelleen kyseisellä ympäristöllä olemassa olevia profiileja tai asukkai-
ta. Alla oleva SQL-kysely tekee juurikin tämän. 
update he_profile_t
    set deleted = 1
    where profile_id = :old.profile_id;
    
    update he_environment_t
    set has_profiles = null
    where environment_id =
    CASE WHEN (select environment_id 
    from he_profile_t 
    where deleted IS NULL AND environment_id in (select environment_id from he_profile_t where profile_id like 
:old.profile_id) AND rownum = 1) IS NULL AND 
    (select environment_id from he_residence_t where environment_id in (select environment_id from he_profile_t 
where profile_id like :old.profile_id)  AND rownum = 1) IS NULL
    THEN (select environment_id from he_profile_t where profile_id like :old.profile_id) END;
Kun tietokantaa muutetaan kuuluu siihen luonnollisesti myös sen päivittä-
minen, jotta saadaan lisättyihin sarakkeisiin oikeat tiedot, jotta sovellus voi 
käyttää jotain jo olemassa olevaa kantaa samalla tavalla kuin ennenkin. 
Seuraavassa on tietokantaskriptit joita käytettiin päivittäämään lisätyt tiedot 
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olemassa olevaan kantaan:
Asettaa profiileille deleted arvon 1, jos se on olemassa taulussa 
he_deleted_profile_t
update he_profile_t
set deleted = 1
where profile_id in (select profile_id from he_deleted_profile_t);
Nämä kaksi asettavat ympäristön has_profiles arvon 1 jos kyseisen 
ympäristön id:n mukaan löytyy profiileja tai residencejä.
update he_environment_t
set has_profiles = 1
where environment_id in (select environment_id from he_profile_t where deleted IS NULL AND environment_id IS 
NOT NULL);
update he_environment_t
set has_profiles = 1
where environment_id in (select environment_id from he_residence_t);
6.4 Käyttöliittymäpuolen muutokset
Tärkeimmät käyttöliittymäpuolen toiminnallisuuteen tehdyt muutokset liittyivät 
lähinnä edellämainittuihin palvelinpään refaktorointeihin. Jotta palvelinpään 
muutoksista saatiin jotain konkreettista hyötyä, eli sujuvuutta käyttöliittymän 
responsiivisuuteen, oli myös tarpeellista muuttaa käyttöliittymän puolella 
tapahtuvia Web service kutsuja ja tehostaa serveripuolelta tulleen tiedon kä-
sitteltyä. Käytännössä tämä tarkoitti muutostarvetta muutaman tapahtuman 
käsittelyyn, jotka hoitavat kommunikoinnin Web servicejen kanssa, sekä 
näiden tapahtumien jälkeen tapahtuvien listojen käsittelyn minimointiin. 
Koska palvelinpuolelle lisättiin yksi kokonaan uusi web metodi, oli luonnolli-
sesti luotava myös käyttöliittymäpuolelle jokin komponentti, joka tätä uutta 
Web servicen ominaisuutta käyttäisi. Tähän tarkoitukseen sovellukseen luotiin 
yksi uusi event tyyppi GetProfilesEvent, ja siihen liittyvät event handlerit. 
Käytännössä tämän tapahtuman tarkoituksena on tarvittaessa tehdä Web 
service-kutsu, joka palauttaa käyttöliittymälle listan profiileista. Käytännössä 
tämä tapahtuma laukaistaan nykyisessä toteutuksessa aina kun käyttäjä 
valitsee jonkun ympäristön, jolloin sen ympäristön sisällä olevat tiedot haetaan
43
ja näytetään käyttäjälle. Tällöin tiedot haetaan vasta silloin, kun niitä tarvitaan. 
Tämä myös lisäsi erittäin pienen (alle 1s) ”latausajan” ympäristön valitsemisen
yhteyteen.
Kuviossa 17 on kyseisen luodun tapahtuman toteutus. Käytännössä tämä 
sisältää tiedon siitä, millaisia parametreja kyseinen tapahtuma tarvitsee silloin 
kun sitä kutsutaan. Tässä tapauksessa tapahtumalle määritellään string, joka 
on jompi kumpi eventissä määritellyissä constant stringeistä. Sen lisäksi 
tapahtuman mukana lähetetään objekti, joka tässä tapauksessa tarkoittaa 
aina käyttäjän valitsemaa ympäristöä. Tälle tapahtumalle tarvittiin myös 
kuuntelija ja sen käsittelijä, erillisessä Kacommand.as tiedostossa 
käytännössä määritellään mitä tapahtuu kun tämä kyseinen tapahtuma 
laukaistaan. Se, mitä tapahtuu kun kyseinen tapahtuma havaitaan esitellään 
kuviossa 18.
Mainittu Kacommand kutsuu tätä metodia. Käytännössä tähän on määritelty 
Kuvio 17: GetProfilesEvent-tapahtuman toteutus
Kuvio 18: Kacommand-tiedostossa määritetyt Web service kutsut
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tiedot web servicen nimistä. Sen lisäksi on määritelty, että jos tapahtumalle 
lähetetty data objektin tyyppi on person niin kutsutaan aikaisemmassa 
kappaleessa esiteltyä getProf web metodia, ja lähetetään sinne parametrina 
valittu data objekti, string ”person” ja valittu metodi. Käytännössä kuitenkaan 
tällä hetkellä objektin tyyppi ei voi olla person, sillä kyseinen tapahtuma 
laukaistaan aina vain silloin kun käyttäjä valitsee ympäristön. GetProf metodia 
kutsutaan siis aina vain ympäristöjen tapauksessa.
Kun Web serviceltä on saatu vastauksena halutut profiilit, tai oikeastaan 
ympäristö johon on lisätty halututu profiilit,  käsitellään käyttöliittymän puolella,
jotta käyttäjälle saadaan näytettyä kyseinen ympäristö ja sen sisältö. 
Käytännössä tämä tapahtuu siten, että laukaistaan EntitySelectedEvent. Alku-
peräisessä toteutuksessa, aina kun joko henkilö tai ympäristö valittiin listasta 
kutsuttiin suoraan tätä eventtiä. Tälle eventille laitetaan parametrina valittu 
objekti, ja sitä kautta asetetaan sen tiedot käyttäjälle näkyväksi. Nykyisessä 
refaktoroidussa koodissa, tätä EntitySelectedEvent laukaistaan ympäristöjen 
tapauksessa vasta kun profiilit on siis haettu. Tämä ympäristö profiileineen 
sitten lähetetään tapahtuman mukana. 
Kuvion 19 mukainen metodi tapahtuu sen jälkeen, kun profiilit on saatu 
vastauksena palvelimelta. Käytännössä tämä siis vain asettaa käyttöliitty-
mässä olevaan listaan tämän ”täydennetyn” ympäristön, ja tämän jälkeen 
laukaisee EntitySelectedEventin, joka näyttää tämän ympäristön käyttäjälle. 
Kyseinen metodi oli myös täysin uusi lisäys sovelluksen koodiin, sillä aikai-
semmin ei ollut tarvetta minkään tapahtuman jälkeen erikseen käydä asetta-
massa tietylle ympäristölle profiileja.
Kuvio 19: Profiilejen käsittely
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Näiden muutosten avulla siis saatiin huomattavasti yksinkertaistettua sovelluk-
sen toimintaa, ja etenkin otettua pois turhia listojenkäsittelyjä, jotka itsessään 
vievät aivan turhaan resursseja. 
Sovelluksen käyttöliittymässä oli myös yksi pieni virhe analyysinäkymän 
päivitä näppäimessä. Virhe ilmeni käyttäjälle siten, että tämän kyseisen napin 
painamisen yhteydessä tapahtuva päivitys kesti erittäin pitkään. Myös tämä 
ongelma saatiin korjattua poistamalla yksi turha listan järjesteleminen. Sen 
lisäksi toinen tämän virheen aiheuttaja oli tapahtuma kuuntelijoiden poista-
matta jättäminen silloin kun ikkuna suljettiin. Käytännössä siis jokaista kertaa 
kohti kun profiilivalintaikkuna avattiin, teki tämä sovellus kaksi uutta tapahtu-
man kuuntelijaa, ja näin ollen jokaista ikkunan avaus kertaa teki napin 
painallus kaksi ylimääräistä kertaa halutun asian. Tämä ratkaistiin siten, että 
ikkunan sulkemisen yhteydessä poistettiin olemassa olevat siihen ikkunaan 
liittyneet tapahtuman kuuntelijat. Kuviossa 20 on esiteltynä analyysinäkymän 
profiilienvalinta käyttöliittymä.
Kuvio 20: Analyysi profiilien 
valinta
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6.5 Sovelluspalvelimen päivitys
6.5.1 Glassfish-applikaatiopalvelimen asennus
Ensimmäinen tehtävä sovelluspalvelimen päivittämisessä oli luonnollisesti 
ensiksi asentaa haluttu palvelin. Glassfish-sovelluspalvelimen asentaminen on
erittäin yksinkertainen prosessi. Käytännössä vaatimukset palvelimen asenta-
miselle on ensiksi varmistaa, että tietokoneelta löytyy JDK 7. Jos ei, niin tämä 
tulee asentaa ennen kun Glassfish-palvelin otetaan käyttöön. Glassfishin 
asentamiseen ei vaadita mitään muuta kuin Glassfish zip-paketin lataamisen 
ja sen purkamisen haluttuun kansioon. Käytännössä Glassfish ei siis tavallaan
vaadi sananmukaisesti asentamista. Kun zip-paketti on purettu johonkin 
kansioon, pystytään glassfish/bin kansion sisällä ajamaan komentorivillä 
komento ”asadmin start-domain”. Tämä komento käynnistää palvelimen. 
Glassfish-palvelin sisältää graafisen webkäyttöliittymän, joka sijaitsee 
oletuksena portissa 4848. Tähän pääsee siis käsiksi millä tahansa normaalilla 
web-selaimella ja suuntaamalla osoitteeseen localhost:4848. Admin panel 
sisältää useita palvelimen asetuksia, ja niitä pystytään kätevästi 
muokkaamaan tämän web-käyttöliittymän kautta. Admin panelin kautta 
pystytään myös ”deployaamaan” sovelluksia palvelimelle, jolloin sovellusta 
voidaan käyttää. Kuvuossa 21 nähdään Glassfish Admin panelin web-
käyttöliittymä.
Kuvio 21: Glassfish admin panelin web-käyttöliittymä
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6.5.2 Sovelluksen saattaminen toimintaan Glassfish 4.0- 
sovelluspalvelimella
Sovelluksen saattaminen toimintaan uudella sovelluspalvelimella osoittautui 
jokseenkin hankalaksi, isoksi osaksi siksi, että tietoa kyseisestä prosessista 
on erittäin vähän saatavilla. Sovelluspalvelinta oli yritetty jo aikaisemmin 
päivittää versioon 3.0, mutta se ei kuitenkaan ollut onnistunut suoraan. Tästä 
oli olemassa joitakin logeja, mitkä koskivat suurimmaksi osaksi sovelluksen 
deployaamista ja siinä tapahtuvia virheitä. Nämä virheet joita oli esiintynyt 
tuon päivityksen yhteydessä koskivat sovelluksen EJB toteutusta. Sovellus ei 
siis ollut suoraan yhteensopiva uudemman sovelluspalvelimen kanssa.
Sovelluksen toimimaan saattaminen Glassfish 4 -palvelimella sisälsikin 
karkeasti jaoteltuna kaksi eri tehtävää:
• Itse sovellus paketin korjaaminen sellaiseksi, että se toimii uudemmalla
sovelluspalvelimella.
• Tarvittavien palvelinkonfiguraatioiden asettaminen.
Kuten mainittu, sovelluksen deployaamisen yhteydessä tuli virheitä, jotka 
koskivat EJB luokkia. Seuraavassa on pieni ote kyseisestä virheestä:
[#|2012-05-15T15:18:36.350+0300|SEVERE|glassfish3.1.2|
javax.enterprise.system.core.com.sun.enterprise.v3.server|_ThreadID=23;_ThreadName=Thread-2;|Cannot resolve 
reference Local ejb-ref name=fi.eventizer.housing.ka.ejb.KAPersistenceBean/security,Local 3.x interface 
=fi.eventizer.housing.security.SecurityLocal,ejb-link=null,lookup=,mappedName=,jndi-name=,refType=Session 
because there are 3 ejbs in the application with interface fi.eventizer.housing.security.SecurityLocal.
Täysin sama virhe esiintyi myös kun sovellusta yritti laittaa Glassfish 4 
-palvelimelle. Kävi ilmi, että uudempaan Glassfish-versioon oli muutettu hie-
man sitä, kuinka palvelin lataa ja näkee sovelluspaketissa olevia EJB-kompo-
nentteja. Tästä johtuen olevassa oleva paketti ei ollut yhteensopiva uuden 
palvelimen kanssa. Paketti ei toiminut edes yhteensopivuustilassa. 
Kuten virheestä näkee, oli ongelmana se, että paketti sisälsi saman EJB- 
komponentin useaan eri kertaan. Vanha Glassfish osasi jostain syystä ladata 
sovelluksen oikein, vaikka useassa paketin komponentissa olikin sisällytettynä
kyseiset ejb.jar tiedostot. Jotta paketti kuitenkin saataisiin toimimaan uudella 
serverillä, oli sitä hieman muutettava. Tämä muutostarve tarkoitti käytännössä 
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sitä, että ear paketin sisällä olevista war paketeista oli poistettava nämä EJB- 
komponentit. Kyseiset EJB komponentit ovat elintärkeitä kummankin war- 
komponentin toiminnalle. Siitä huolimatta on riittävää, että ejb.jar tiedostot 
ovat sisällytetty vain earin juureen, sillä palvelimen ladatessa sovellusta, lataa 
se nämä EJB-komponentit ja jokainen paketissa oleva komponentti pystyy 
sitten näitä EJB-luokkia käyttämään. Tämän muutoksen avulla siis näitä EJB- 
luokkia ei enää ladattu kuin kerran, sillä ne sisältyivät enää pakettiin vain ja 
ainoastaan sen yhden kerran. Tämän jälkeen itse paketin rakenne oli oikea 
uutta palvelinta varten.
Jotta sovellus saatiin toimimaan, vaadittiin myös itse palvelimelle tehdä jonkun
verran konfigurointia, jotta sovellus pääsisi käsiksi kaikkiin tarvittaviin resurs-
seihin. Käytännössä siis nämä sovelluspalvelimen konfiguroinnit liittyivät 
erilaisten resurssejen määrittämiseen, joita sovellus tarvitsee toimiakseen. 
ESKO-palvelu sovelluksen tapauksessa sovelluspalvelimelle tuli määritellä 
seuraavat resurssit/konfiguroinnit:
JDBC Connection Pool
Resurssi määritellee sovelluksen tietokantayhteyden. Tietokantayhteys ja sen 
tiedot (url, salasana ja käyttäjä) ovat määritelty näin itse applikaatiopal-
velimella, ei sovelluksessa itsessään.
JDBC Resources
Määritellee resurssin, johon on liitetty edellä määritelty tietokanta yhteys. Tälle
resurssille annetaan JNDI-nimi, ja tuon kyseisen nimen avulla sovellus pääsee
käsiksi tietokantayhteyteen.
JNDI Custom Resource
ESKO-palvelun tapauksessa tähän on määritelty sovelluksen ldap-yhteyden 
tiedot. Ldap-kantaa käytetään käyttäjänhallintaan, ja sisältää tiedot käyttäjistä 
ja niiden salasanat jne. Myös tälle on annettu JNDI-nimi, jonka avulla sovellus 
pääsee käsiksi tähän resurssiin. 
Security Realm
Security Realm määrittelee sovelluksen turvallisuusasetukset. Tämä sisältää 
määritykset sille, mitkä ldap-kannassa olevat käyttäjäryhmät ovat oikeutettuja 
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käyttämään sovellusta. Realmille on määritelty myös nimi, tätä nimeä itse 
sovelluksessa tehtävät määritykset käyttävät hyväkseen. 
Http-listener
ESKO-palvelun tarpeet huomioon ottaen tämän sisällä oleva http-listener-2 tuli
määrittää käyttämään porttia 442 (oletus https-portti). Tämä oli erityisen 
tärkeää sovelluksen sisäänkirjautumisen toimivuuden kannalta. 
Näiden määrittelyjen lisäksi sovelluksen toimintaan tarvittavat kirjastot tuli 
sisällyttää glassfish kansion sisällä sijaitsevaan domain1/lib-kansioon. 
Luonnollisesti ilman tarvittavia kirjastoja, ei sovellus myöskään toiminut. Näitä 
kirjastoja ei ole opinnäytetyön kannalta oleellista käydä läpi.
Kun vaadittavat resurssit oli määritelty ja paketti laitettu kuntoon, ei sovellus 
vielä siitäkään huolimatta toiminut halutulla tavalla, vaikka sen sai ajettua 
palvelimelle. Kaksi ongelmaa esiintyi edelleen tämän jälkeen. Nämä ongelmat 
olivat ne, että PDF-lomakkeita ei voitu lähettää (security ongelma) sekä 
analyysiraporttejen tulostusnäkymä ei toiminut. Kyseinen ongelma johtui 
erittäin pienestä, mutta vaikeasti löydettävästä muutoksesta, joka tuli tehdä 
yhteen sovelluksen xml-määrittelytiedostoista. Käytännössä uudemmassa 
Glassfish-versiossa tuli määritellä muutama asia enemmän sovelluksen 
glassfish-web.xml tiedostossa. Jotta PDF lähetys saatiin uudelleen toimimaan 
tuli täällä määritellä security-role-mapping, joka oli aikaisemmin määritelty 
sun-web.xml tiedostossa. Sen lisäksi sovelluspalvelimella määriteltyä tietokan-
ta resurssia ei voitu enää käyttää aikaisempaan tapaan suoraan sovelluk-
sessa @resource annotaation avulla, vaan tämän lisäksi kyseinen resurssi tuli
määritellä asetetun JNDI-nimen avulla glassfish-web.xml tiedostossa.
7  Työn tulokset
Projektin tavoitteiksi asetetut tavoitteet saavutettiin suurimmaksi osaksi. 
Lopputuloksena sovelluksen toimivuus parantui huomattavasti, etenkin perus- 
käyttöliittymän latautuminen saatiin toimimaan huommatavasti nopeammin, 
sekä palvelinpuolen näkökulmasta myös erittäin paljon kevyemmin. Alkutilan-
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teessa sovelluksen käyttöliittymänäkymän lataus kesti usein yli minuutin, 
pahimmillaan jopa kaksi. Nykyisessä versiossa sama toiminto tapahtuu 
yleensä noin 5 sekunnissa. Turhien operaatioiden poistaminen sovelluksesta 
siis huomattavasti paransi sovelluksen toimintaa ja vasteaikoja. Usein tämä 
sama operaatio myös kuormitti palvelinta erittäin paljon, ja jo muutamalla 
käyttäjällä muistinkäyttö nousi yli palvelimen kapasiteetin. Myöskin tämä 
ongelma saatiin korjattua tällä. Vasteaikojen lisäksi myös muutama pieni 
olemassa oleva virhe saatiin korjattua. 
Itse sovelluksen toimivuuden parantamisen lisäksi sovelluspalvelimen päivittä-
minen onnistui, ja sovellus pyörii tuolla palvelimella toimivasti. 
Muutamia alunperin asetettuja tavotteita ei saavutettu. Alunperin tarkoituksena
oli myös päivittää tietokanta johonkin muuhun Oracle tietokannasta. Tämä 
kuitenkin päätettiin myöhemmin jättää tekemättä, sillä tämän hetkinen tieto-
kanta on riittävä sovelluksen toimivuuden kannalta. Sen lisäksi PDF-lomak-
keiden toimintaa ei merkittävästi pystytty parantamaan.
Projektin loppupuolella järjestettiin myös pienimuotoinen testaustilaisuus, 
jossa toimeksiantajan lisäksi muutama muu henkilö testasi sovelluksen 
toimivuutta. Myös heidän kommenttiensa perusteella sovellus toimi paljon pa-
remmin ja vasteajat olivat pienempiä. PDF-lomakkeiden kanssa tosin edelleen
on joitakin ongelmia, varsinkin jos lomakkeen koko kasvaa suureksi. 
Kaiken kaikkiaan työn lopputulokseksi kuitenkin saatiin alkutilanteeseen 
verrattuna huomattavasti käyttökelpoisempi sovellus.
8 Pohdinta
Opinnäytetyön lähtökohta oli itselleni suhteellisen haastava. Tähän vaikutti 
merkittävästi se, että sovelluksessa käytettävät tekniikat eivät olleet minulle 
ennestään kovinkaan hyvin hallussa. Perus Java EE oli ainut teknologia, joka 
ennestään oli minulle tuttua. Adobe Flex ja Glassfish-sovelluspalvelimen 
konfigurointi ei ollut itselleni siis lähtökohtaisesti ollenkaan tuttua. Sen lisäksi, 
että lähtökohdat tekniikoiden kannalta eivät olleet aivan parhaat mahdolliset, 
51
ei myöskään itse projektin tilanne ollut kovinkaan helposti lähestyttävä. Suurin 
syy tähän oli se, että järjestelmästä oli olemassa erittäin heikko dokumentaa-
tio. Oikeastaan palvelinpään- ja käyttöliittymätoteutuksista ei ollut olemassa 
minkäänlaista dokumentaatiota. Sen lisäksi sovelluksessa olevan koodin 
kommentoiti oli lähes olematonta. Dokumentaatiota oli saatavilla vain 
tietokannan toteutuksesta, sekä ympäristön asennusohjeet olivat olemassa.
Projektin lähtökohtien vuoksi ylivoimaisesti isoin osa käytetystä ajasta kului 
järjestelmän tutkimiseen ja selvittelyyn. ESKO-palvelu ei itsessään kuitenkaan
ole aivan pieni, sillä se sisältää useita kymmeniä Java-tiedostoja ja luokkia, ja 
näin ollen myös koodia on olemassa melkoinen määrä.
Erityisen paljon aikaa ja hermoja kului sovelluspalvelimen päivittämiseen. Näin
jälkeenpäin katsottuna muutokset, joita sovellus, paketointi ja palvelinkonfigu-
rointi vaati ei ollut kovinkaan suuri. Syy miksi tämä oli itselleni erittäin haas-
tava osa työtä oli se, että en tiennyt mitään Glassfish-palvelimen toimmin-
nasta. Tämän lisäksi erityisesti vanhemman sovelluksen toimintaan saattami-
sesta uudemmalla sovelluspalvelimella oli saatavilla erittäin niukasti tietoa. 
Opinnäytetyön tapauksessa kuitenkin puhuttiin palvelimen päivittämisestä 
kahta ”major” versiota uudempaan palvelintoteutukseen. Tarvittavat muutokset
siis eivät olleet järisyttävän suuria, mutta informaatio tämän tekemiseen oli 
lievästi sanottuna kiven alla, ja jokainen ongelma vei useita päiviä selvittää. 
Palvelinpääntoteutuksen lisäksi käyttöliittymäpuolen komponenttejen kanssa 
oli jonkun verran ongelmia. Adoben toteutukset eivät ole näin sovelluskehit-
täjän kannalta mielestäni kovinkaan kehittäjäystävällisiä, sillä näistä teknologi-
oista ei ole ihan niin hyvin saatavilla informaatiota, kuin esimerkiksi Javascrip-
tistä. Esimerkiksi juuri näiden PDF-lomakkeiden muuttamiseen vaadittava 
prosessi on tehty turhan hankalasti. Ensinnäkään tälle ei ole edes olemassa 
mitään ilmaisia työkaluja. Toiseksi, jotta PDF-lomakkeisiin olisi saatu pieni 
ominaisuus, olisi siihen tarvittu kolme eri työkalua. Yksi työkalu muuttamaan 
koodia, toinen liittämään XML-määrittelyt sisältävän tiedoston tähän pdf:ään ja
kolmas määrittämään tarvittavat käyttäjäoikeudet tälle lomakkeelle. Hyvä puoli
tässä on se, että nykypäivän kannalta nämä teknologiat eivät ole enää edes 
oleellisia, koska on olemassa html5 ja muita tehokkaita web sovelluskehyksiä.
Huono puoli tässä oli se, että jouduin käyttämään aikaani näiden vanhentunei-
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den teknologioiden opiskelemiseen. 
Saatuun lopputulokseen olen kohtaisen tyytyväinen, mutta olisin halunnut 
saada kaikki olemassa olevat viat korjattua. Siitä huolimatta kuitenkin 
mielestäni onnistuin tekemään sovelluksesta huomattavasti alkutilannetta 
paremman. Ongelmia oli paljon, ja aikaa meni enemmän kuin olisin toivonut, 
mutta lopulta kuitenkin sain suurimman osan ongelmista selvitettyä. 
Uskoisin myös, että loppukäyttäjien kannalta muutokset helpottavat ainakin 
jonkun verran sovelluksen käyttämistä, sillä vasteaikojen pieneneminen tekee 
sovelluksen käyttämisestä huomattavasti miellyttävämpää. Testauksen 
perusteella ainakin muutokset saivat hyvää palautetta juurikin sovelluksen 
toimivuuden paranemisen vuoksi. 
Ongelmista huolimatta käteenkin tästä jäi kuitenkin aika paljon. Java EE -tek-
nologioista opin tämän työn kautta erittäin paljon. Myöskin Java EE -sovellus-
palvelimista opin Glassfish-palvelimen kanssa painimisen kautta hyvin paljon. 
Nämä kaksi asiaa ovat ehkä ne oleellisimmat asiat mitä projekti minulle opetti.
Sen lisäksi uskon oppineeni paljon sovellusten jatkokehittämisestä, ja 
varsinkin siitä, miksi asiat kannattaisi tehdä kunnolla alusta alkaen, eikä 
mennä sieltä mistä aita on matalin. Joku sen aidan joutuu jokatapauksessa 
myöhemmin ylittämään jos tarkoituksena on tehdä edes jossakin määrin käyt-
töön menevää sovellusta. 
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