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Cap´ıtol 1
Resum del projecte
1.1 Catala`
El problema de la terminacio´ ha tingut un augment en l’intere`s, encara que
es tracta d’un problema indecidible. Aixo` es deu al fet que l’ana`lisi de termi-
nacio´ esta` en un punt on crear eines per provar terminacio´ automa`ticament
e´s factible. Pero` el resultat d’aquestes eines normalment esta` basat en codi
complex que pot donar resultats erronis. Per aixo` cal verificar que els resul-
tats que s’obtenen amb aquestes eines so´n correctes.
Aquest projecte presenta una eina que comprova si els resultats d’ana`lisi de
terminacio´ generats pel programa CppInv so´n correctes o no.
Per a realitzar aquestes comprovacions, l’eina verifica que els invariants ge-
nerats so´n correctes, i aplicant les funcions de ranking i les implicacions de
terminacio´ verifica que la demostracio´ de terminacio´ del programa e´s cor-
recte.
Finalment, aquest projecte tambe´ presenta una web que permet als usuaris
realitzar un ana`lisi de terminacio´ del seu codi.
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1.2 Castella`
El problema de la terminacio´n ha aumentado en intere´s, aunque se trata
de un problema indecidible. Esto se debe a que el ana´lisis de terminacio´n
esta´ en un punto en el que crear instrumentos para probar la terminacio´n
automa´tica es factible. Pero el resultado de estos instrumentos normalmente
esta´ basado en co´digo complejo que puede dar resultados erro´neos. Es por
este motivo que es necesario verificar que los resultados que se obtienen con
estos instrumentos son correctos.
Este proyecto presenta un instrumento que comprueba si los resultados de
los ana´lisis de terminacio´n generados por el programa CppInv son correctos
o no.
Para realizar las comprobaciones, el instrumento verifica que los invariantes
generados son correctos y aplicando las funciones de ranking y las implicacio-
nes de terminacio´n verifica que la demostracio´n de terminacio´n del programa
es correcta.
Finalmente, este proyecto tambie´n presenta una web que permite a los usu-
arios realizar un ana´lisis de terminacio´n de su co´digo.
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1.3 Angle`s
Over the last years, the interest in the Halting Problem has increased. It is
still, however, a undecidable problem. Nowadays, even if it is possible to cre-
ate algorithms/methods/tools to prove automatic termination, the result of
these algorithms/methods/tools is normally based on complex code, which
can lead to wrong results. As a consequence, it is essential to make sure
that the results obtained from these algorithms/methods/tools are correct.
This thesis introduces a algorithm/method/tool to check whether the ter-
mination analysis results obtained from the program CppInv are correct or
not.
To achieve this, the aformentioned algorithm/method/tool checks if the ge-
nerated invariants are correct, and by applying ranking functions and ter-
mination implications verifies if the termination demonstration is correct.
Last but not least, this thesis also presents a web that enables regular users
to perform a termination analysis of their code.
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Cap´ıtol 2
Introduccio´
2.1 Motivacions
L’ana`lisi de terminacio´ de programes intenta determinar si un programa
donat acaba o no acaba. Com que el problema de la parada e´s un proble-
ma indecidible[1], no pot construir-se una eina capac¸ de tractar qualsevol
programa. Malgrat aixo`, els avenc¸os en la recerca han perme`s crear eines
sofisticades que poden tractar programes complexos de forma prou eficient.
Aquesta sofisticacio´ de les eines augmenta el risc de que es donin resultats
incorrectes, e´s a dir falses demostracions de terminacio´ o de no terminacio´.
Per aixo`, la millor manera de garantir la validesa d’aquests resultats e´s re-
alitzant un comprovacio´ sobre les demostracions obtingudes. Aix´ı redu¨ım
forc¸a les possibilitats de que els resultats mostrats no siguin correctes.
En aquest projecte s’ha desenvolupat un programa que realitza la compro-
vacio´ de correctesa de les demostracions de terminacio´.
2.2 Objectius del treball
Aquest treball te´ dos objectius. El primer, i me´s important, e´s el desenvolu-
pament d’una eina que verifica que els resultats sobre terminacio´ obtinguts
amb un altre programa, el CppInv, so´n correctes. El segon objectiu e´s el
desenvolupament d’un entorn web on els usuaris poden introduir els seus
programes per comprovar si acaben o no.
Per aixo` s’ha de crear una aplicacio´ amb les segu¨ents funcionalitats:
• Interaccioni amb una eina de demostracio´ automa`tica de terminacio´.
• El resultat pot ser tant una demostracio´ de terminacio´ com una de no
terminacio´. Encara que la comprovacio´ nome´s es fa de terminacio´.
• Validar les demostracions de terminacio´ obtingudes.
• Interf´ıcie web que permeti introduir programes en C++.
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• Mostrar els resultats obtinguts.
2.3 Context
Aquest projecte es troba en el context d’ana`lisi de programes. Forma part
d’un projecte major que, mitjanc¸ant heur´ıstics i potents eines de resolucio´
de restriccions, comprova la terminacio´ de programes. Aquesta part del pro-
jecte comprova que les solucions que s’han obtingut amb aquestes te`cniques
so´n correctes.
2.4 Utilitats
Garantir la terminacio´ dels programes e´s important. Els segu¨ents dos exem-
ples mostren situacions on aixo` pot ser especialment u´til.
• Comprovar si els drivers que es desenvolupen per millorar el rendiment
del hardware i del software funcionen correctament no e´s fa`cil, ja que
els problemes de terminacio´ so´n dif´ıcils de detectar, i si es reporte´s
com a un bug e´s dif´ıcil pels desenvolupadors trobar en quin punt es
troba el problema. Per aixo` e´s molt important realitzar un ana`lisi de
terminacio´ dels drivers.
• Les aplicacions mo`bils, que avui en dia poden estar desenvolupades
per qualsevol persona, encara que tingui pocs coneixements de pro-
gramacio´, poden suposar un perill ja que poden tenir errors en el codi
que impliqui que es quedi penjada en un segon pla, fent que el dispo-
sitiu mo`bil vagi me´s lent i per tant perjudicant al fabricant d’aquest
dispositiu o al sistema operatiu que utilitza. Per aquest motiu entre
d’altres e´s necessari realitzar ana`lisis de terminacio´ a les aplicacions
mo`bils.
Verificar les demostracions de terminacio´ augmenta la garantia de que el
software e´s correcte respecte a terminacio´
2.5 Productes similars
El programa que s’ha desenvolupat en aquest TFG, comprova la solucio´ de
l’eina CppInv[2]. El CppInv admet codi en C++ i tambe´ en el llenguatge
de T2[3], que e´s un llenguatge per descriure sistemes de transicions. Te´ les
capacitats d’analitzar programes amb variables enteres, expressions lineals
i crides a funcions. Pot tractar altres construccions, pero` no les usa per
l’ana`lisi de terminacio´. El CppInv fa servir el Barcelogic[4] per resoldre les
restriccions generades.
A continuacio´ s’introdueixen altres eines semblants al CppInv.
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T2
T2 e´s una eina d’ana`lisi de terminacio´ creada per Microsoft. El projec-
te T2 reemplac¸a l’antic projecte TERMINATOR que va comenc¸ar tambe´
Microsoft l’any 2005.
AProVE
AProVE[5] e´s una eina d’ana`lisi de terminacio´ que compta amb una in-
terf´ıcie web per introduir-hi codi. Accepta programes en C, Prolog, Haskell,
Bytecode de Java i altres formats propis. Aquesta e´s l’eina me´s interessant
per aquest projecte, ja que s’ha agafat com a punt de refere`ncia la interf´ıcie
web d’aquesta pa`gina.
Es pot veure un exemple de la web (Figura 2.1).
Figura 2.1: Captura de pantalla que mostra la versio´ web de AProVE
ARMC
ARMC[6] e´s una eina d’ana`lisi de terminacio´ que funciona mitjanc¸ant el
terminal de Linux i MacOS. Aquesta eina feta en C, e´s capac¸ de verificar la
terminacio´ de programes en llenguatge C.
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2.6 Impacte Mediambiental
Aquest projecte pot tenir un impacte mediambiental positiu. Aixo` pot ser
possible ja que si es dissenya software de qualitat, la terminacio´ en el nostre
cas, es pot reduir la despesa energe`tica en hardware o dispositius. I per
consequ¨e`ncia reduir la quantitat d’aparells electro`nics que es fabriquen i la
contaminacio´ que suposa fabricar-los.
2.7 Estructura de la memo`ria
Al Cap´ıtol 3 d’aquesta memo`ria s’hi troben explicades les tasques que s’han
realitzat durant el desenvolupament d’aquest projecte i la seva planificacio´.
A continuacio´, el Cap´ıtol 4 exposa totes les qu¨estions relatives a la gestio´
econo`mica del projecte. Els Cap´ıtols 5 i 6 recullen, respectivament, els
conceptes teo`rics i l’explicacio´ de la implementacio´ del projecte dut a terme.
Finalment, al Cap´ıtol 7, es fa una ana`lisi critica dels resultats obtinguts
i se n’extreuen les conclusions. La memo`ria conclou amb un recull de les
refere`ncies consultades.
Cap´ıtol 3
Planificacio´
3.1 Descripcio´ de tasques
Es van realitzar les tasques segu¨ents:
• Estudiar l’estat de l’art en te`cniques de demostracio´ de ter-
minacio´: Es va buscar informacio´ sobre les te`cniques d’ana`lisi de ter-
minacio´ per entendre el context d’aplicacio´ del projecte i es va estudiar
en profunditat l’eina CppInv, per poder tractar les demostracions que
produeix.
• Tractar el llenguatge de descripcio´ de demostracions: Es va
crear una grama`tica i un parser per transformar l’entrada del programa
a estructures de dades amb les quals s’hi pogue´s treballar.
• Implementar el comprovador de demostracions: Es van imple-
mentar un conjunt de classes, que juntament amb el parser de la tasca
anterior, formen el programa.
• Estudiar les eines necessa`ries per fer la interf´ıcie web: Es van
estudiar diferents me`todes per dissenyar i crear la interf´ıcie web.
• Adaptar-ho de tal manera que es puguin mostrar els resultats
obtinguts: Es va crear la interf´ıcie web i es va unir la web amb el
comprovador de demostracions.
• Documentar el projecte: Es va escriure la memo`ria del projecte i
se’n va documentar el codi per futurs projectes.
• Testeig: S’han fet proves per comprovar que no hi haguessin errors i
que els resultats generats pel comprovador so´n correctes.
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3.2 Retards i solucions
La planificacio´ inicial tenia com a objectiu presentar el projecte el febrer,
pero` no ha sigut possible per motius laborals, entre d’altres. Aixo` ha suposat
moure el projecte del per´ıode de setembre a febrer, al per´ıode de gener a
juny.
3.3 Diagrama de Gantt
Les figures 3.1 i 3.2 mostren el diagrama de Gantt al final del projecte.
Figura 3.1: Tasques del diagrama de Gantt al final del projecte
Figura 3.2: Taula de temps del diagrama de Gantt al final del projecte
Podem veure que la tasca de desenvolupar la web s’ha portat a terme durant
tot el projecte, pero` nomes perque` s’havia d’anar fent petites modificacions.
3.4 Planificacio´ inicial i variacions
Com podem veure en les figures 3.3 i 3.4 la planificacio´ final ha sigut bastant
diferent a la que es va proposar a la fita inicial. A la tasca inicial es va
proposar una tasca de simplificacio´ de resultats, que per manca de temps
no s’ha fet. Tambe´ es poden observar variacions en l’ordre de les tasques.
3.4. PLANIFICACIO´ INICIAL I VARIACIONS 17
Figura 3.3: Tasques del diagrama de Gantt a la planificacio´ inicial
Figura 3.4: Taula de temps del diagrama de Gantt a la planificacio´ inicial
Finalment s’ha actuat desenvolupant primer la part web, quan a la fita inicial
es plantejava com una tasca a fer cap al final.
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Cap´ıtol 4
Planificacio´ econo`mica del
projecte
4.1 Identificacio´ de recursos
Els recursos que es necessiten per dur a terme aquest projecte so´n els
segu¨ents:
• Recursos humans: Calen diferents persones que realitzin una fei-
na determinada. E´s necessa`ria la presencia d’un programador, una
persona que realitzi el testing, un dissenyador web i una persona en-
carregada de dirigir i documentar el projecte.
• Recursos materials: Cal un ordinador per persona i un servidor.
4.2 Estimacio´ de costos
Amb la finalitat d’estimar els costos d’aquest projecte, considerem que les
hores necessa`ries so´n 400.
El calcul estimat de hores treballades (Figura 4.1) sera` de 4 hores al dia.
Encara que no es dedicaran 8 dies en fer la documentacio´, sino` que se’n
dedicaran me´s pero` menys hores diaries, s’ha estimat que seria equivalent a
8 dies a mitja jornada.
Tambe´ podem veure els costos en materials (Figura 4.2). Com podem ob-
servar les hores estimades al servidor estan en forma de multiplicacio´, ja que
estara` ence`s les 24 hores del dia, i aixo` significa uns 2, 40 ¤ / dia. Per tant
s’hauria d’intentar encendre el servidor com me´s tard millor.
He estimat que el cost per hora de l’electricitat e´s de 10 ce`ntims d’euro.
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Cost total
Ma`nagers 60 ¤/h 8 0 0 0 0 32 1.920¤
Programador 30 ¤/h 0 5 50 0 0 220 6.600¤
Dissenyador 20 ¤/h 0 0 0 16 0 64 1.280¤
Tester 20 ¤/h 0 0 0 0 10 40 800¤
10.600¤
Figura 4.1: Costos dels treballadors i dies dedicats en cada feina
Estimem que el preu mig que te´ un ordinador e´s de 500¤.
Recurs Cost inicial Cost hora Hores estimades Cost total
Ordinador 4x500 ¤ 0.10 ¤/h 400 2.040¤
Servidor 1000 ¤ 0.10 ¤/h 24x21 1.050, 4¤
3.090, 4¤
Figura 4.2: Costos de les eines de treball
4.3 Viabilitat del projecte
Aquest projecte forma part d’un projecte major. No es poden estimar be-
neficis econo`mics vinculats directament a aquesta part del projecte, pero` la
viabilitat com a eina de recerca i de doce`ncia e´s elevada.
4.4 Variacions respecte la planificacio´ original
Hi ha hagut una petita variacio´. En la planificacio´ inicial nome´s es va
contemplar un ordinador. Aixo` ha canviat a un ordinador per persona que
treballa en el projecte, augmentant els costos del projecte en 1.500¤.
Cap´ıtol 5
Conceptes teo`rics
Com ja s’ha comentat, aquest projecte verifica el resultat d’un analitzador
de terminacio´ de programes, per ser concrets el CppInv.
El CppInv transforma el codi del programa que ha d’analitzar en un sis-
tema de transicions. Un sistema de transicions S = (υ,L,Θ, T ) consisteix
en una tupla de variables υ, un conjunt de locations L, un array associatiu,
o map, Θ de locations a fo´rmules amb els valors inicials de les variables, i
un conjunt de transicions T . Cada transicio´ τ ∈ T esta` composta per una
tripleta (`, `′, ρ), on `, `′ ∈ L so´n la location d’origen i la location de dest´ı,
i ρ e´s la relacio´ de transicio´: una fo´rmula sobre les variables del programa
υ i les seves versions primades υ′, que representen els valors de les variables
al sortir d’una transicio´.
A partir d’aqu´ı, assumim que les variables tenen valors enters i els progra-
mes lineals, e´s a dir: les condicions inicials Θ i les relacions de transicio´ ρ
estan descrites com conjuncions de desigualtats lineals. Gra`cies al tipus en-
ter de les variables, es poden traduir les desigualtats estrictes a desigualtats
no estrictes, ja que: x > n ≡ x ≥ n+ 1, n, x ∈ Z.
Al finalitzar l’ana`lisi de terminacio´, el CppInv mostra el sistema de transici-
ons que ha generat seguit dels me`todes utilitzats per demostrar la terminacio´
del codi. A continuacio´ s’expliquen aquests me`todes.
5.1 Components fortament connexes
Es diu que un graf dirigit e´s fortament connex, si per cada parella de ve`rtexs
u i v hi ha un camı´ que va de u a v i un camı´ que va de v a u. Les components
fortament connexes o SCC(strongly connected component) d’un graf dirigit
so´n els subgrafs de mida ma`xima fortament connexos. Cada graf nome´s te´
una u´nica representacio´ de components fortament connexes. Podem veure
una representacio´ dels SCC d’un graf a la figura 5.1.
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A B
C
Figura 5.1: Exemple de SCC
5.2 Invariants
Un invariant e´s una condicio´ que es compleix sempre que s’arriba a un
determinat punt del programa. E´s usual buscar invariants que descriguin
el comportament dels bucles. En aquest cas es volen generar invariants
inductius.
Es diu que una propietat µ e´s un invariant inductiu si:
• Iniciacio´: per cada location ` ∈ L : Θ(`) |= µ(`)
• Consecucio´: per cada transicio´ τ = (`, `′, ρ) ∈ T : µ(`) ∧ ρ |= µ(`′)′
5.3 Termination Implication
Una termination implication e´s una funcio´ que es crea per intentar demostrar
que les transicions no s’executen de manera infinita.
Es diu que una propietat J` e´s una termination implication en una location
` si:
• Condicio´: per cada transicio´ τ = (ˆ`, `, ρ) ∈ T : Iˆ`∧ ρ |= J ′`
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Com a consequ¨e`ncia, per cada transicio´ que surti de ` tindrem que:
• τˆ = (`, `′, ρ) ∈ T sera` τˆ = (`, `′, ρ ∧ J`).
5.4 Funcions de Ranking
L’idea ba`sica que es segueix per demostrar la terminacio´ d’un programa e´s
que cap transicio´ es pot executar de manera infinita. Per comenc¸ar cap
transicio´ eliminada pot executar-se infinitament. Per tant, nome´s cal mirar
transicions que ajuntin dues locations del mateix SCC, ja que si una transicio´
s’executa una vegada i una altra, aleshores les locations d’origen i desti
d’aquesta pertanyen al mateix SCC. Assumim que es troba una ranking
function per una transicio´ τ , d’acord amb:
Sigui τ = (`, `′, ρ) una transicio´, tal que ` i `′ pertanyen al mateix SCC que
anomenem C. Es diu que una funcio´ R : υ −→ Z e´s una ranking function
per τ si:
• Acotacio´: ρ |= R ≥ 0
• Decreixement estricte: ρ |= R > R′
• No creixement: Per cada τˆ = (ˆ`, ˆ`′, ρˆ) ∈ T tal que: ˆ`, ˆ`′ ∈ C : ρˆ |=
R ≥ R′
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Cap´ıtol 6
Implementacio´ del projecte
Aquest cap´ıtol de la memo`ria explica la implementacio´ del projecte.
6.1 Parser
Per comenc¸ar, es necessitava llegir i interpretar l’entrada del programa i
poder-la guardar en estructures amb les que fos fa`cil treballar. Per aixo`
calia fer un parser. Es va decidir utilitzar ANTLR[7] com a eina per generar
el codi de la grama`tica.
6.1.1 Grama`tica
Les fo´rmules d’entrada del programa tenen un format semblant a aquest:
(y=0) /\ (-x<=0) /\ (-x+1<=0) /\ (x-x’-1=0) /\ (y-y’+1=0)
Per tant nome´s cal definir una grama`tica simple que transformes aquesta
entrada en un arbre fa`cil de reco´rrer[8].
∧
∧
∧
∧
=
y 0
<=
−
x
0
<=
+
−
x
1
0
=
−
−
x x′
1
0
=
+
−
y y′
1
0
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6.2 Comprovador de terminacio´
6.2.1 Estructures de dades
Quan el parser ja te guardades les dades en un arbre, cal reco´rrer l’arbre,
extreure’n les dades i guardar-les en estructures me´s eficients per treballar.
• Graf
Es va escollir l’opcio´ de guardar el graf en una matriu d’adjace`ncia,
ja que podia haver-hi me´s d’una aresta per una mateixa parella de
ve`rtexs. Tambe´ es van guardar les dades en una llista d’adjace`ncia i
en una llista d’adjace`ncia inversa per optimitzar el ca`lcul de les com-
ponents fortament connexes.
• Transicions
Les transicions es guarden en un vector ja que el nombre de transicions
no augmenta durant l’execucio´ del programa.
• Fo´rmules
El conjunt de fo´rmules en aritme`tica lineal es guarden en una llista.
Aquestes fo´rmules es guarden, individualment, en arbres, aix´ı e´s me´s
fa`cil escriure-les en smt2.
• Invariants
Els invariants es guarden en un vector ja que el nombre d’invariants no
canviara` durant l’execucio´ del programa. Tambe´ s’han afegit dos maps
complementaris que permeten consultar els invariants en una location
determinada i els invariants en un moment determinat.
• Funcions de Ranking
Les funcions de ranking es guarden en un vector ja que el nombre d’a-
questes no variara` durant l’execucio´ del programa. Tambe´ es crea un
map per consultar les funcions de ranking a comprovar en un moment
determinat.
• Termination Implications
Les termination implications es guarden en un vector ja que el nom-
bre d’aquestes no variara`. Tambe´ es crea un map que guarda en per
un moment determinat quines so´n les termination implications que
s’apliquen.
6.2.2 Algorismes utilitzats
• Algorisme de Tarjan:
L’algorisme de Tarjan[9], e´s un algorisme de teoria de grafs, que ser-
veix per trobar les components fortament connexes d’un graf. Aquest
algorisme te´ un cost de O(|V|+ |E|), on V e´s el nombre de ve`rtexs i E
el nombre d’arestes. En aquest projecte els ve`rtexs so´n locations i les
arestes transicions.
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1 vector<list<int> > UFiles // Llista d’adjecencia
2 void separaSCC(list<list<int> > &components){
3 int n = UFiles.size();
4 vector<int> lowlink(n,0);
5 vector<bool> used(n,false);
6 list<int> stack;
7 //list<int> components;
8 int time = 0;
9 for (int u = 0; u < n; u++){
10 if(!used[u]) dfs(u, lowlink, used, stack, components, time);
11 }
12 }
13
14 void dfs(int u, vector<int> &lowlink, vector<bool> &used, list<int> &stack,
15 list<list<int> > &components, int &time){
16 lowlink[u] = time++;
17 used[u] = true;
18 stack.push_back(u);
19 bool isComponentRoot = true;
20 for(list<int>::iterator it = UFiles[u].begin(); it != UFiles[u].end();
21 it++){
22 int v = *it;
23 if(!used[v]) dfs(v, lowlink, used, stack, components, time);
24 if(lowlink[u] > lowlink[v]){
25 lowlink[u] = lowlink[v];
26 isComponentRoot = false;
27 }
28 }
29 if (isComponentRoot) {
30 list<int> component;
31 bool whiletrue = true;
32 while(whiletrue){
33 int k = stack.back();
34 stack.pop_back();
35 component.push_back(k);
36 lowlink[k] = INT_MAX;
37 if(k == u) whiletrue = false;
38 }
39 components.push_back(component);
40 }
41 }
• Algorisme de Reachability
Per mirar quines locations so´n accessibles des de la location inicial, he
implementat un algorisme, que mitjanc¸ant un recorregut en profundi-
tat pel graf i amb un cost de O(|E|), ens retorna un vector que indica
quines locations so´n accessibles i quines no.
1 void reachables(CtrlDades &dades, vector<bool> &reached, int pos){
2 // si encara no s’havia visitat la location.
3 if (!reached[pos]){
4 reached[pos] = true;
5 for(list<int>::iterator it1 = dades.UFiles[pos].begin();
6 it1 != dades.UFiles[pos].end(); ++it1){
7 reachables(dades,reached,*it1);
8 }
9 }
10 }
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6.2.3 Eliminar locations i transicions
Quan les transicions, els invariants, les funcions de ranking i les termination
implications ja estan guardades, es fa un ana`lisi per veure si hi ha locations
inaccessibles des de la location inicial, per aixo` utilitzem l’algorisme de re-
achability. Si hi ha alguna location inaccessible, s’elimina la location i totes
les transicions d’entrada i sortida sobre aquesta.
Finalment, es realitza un test de feasibility, seccio´ 6.2.7, que elimina les
transicions que no s’executarien mai.
6.2.4 Comprovacio´ dels invariants
Es comprova que els invariants so´n correctes tal i com s’explica a la sec-
cio´ 5.2. A continuacio´ s’explica mitjanc¸ant un exemple com es comproven
els invariants.
Tenim les segu¨ents transicions i invariants:
1 0: <l999,l1,(op2=0) /\ (-op1<=0) /\ (-op1+1<=0) /\ (op1-op1’-1=0) /\ (op2-op2’+1=0)>
2 1: <l1,l2,(-op2+1<=0) /\ (op1-op1’=0) /\ (op2-op2’-1=0)>
3 2: <l1,l1,(-op1+1<=0) /\ (op1-op1’-1=0) /\ (op2-op2’+1=0)>
4 3: <l2,l1,(-op1+1<=0) /\ (op1-op1’-1=0) /\ (op2-op2’+1=0)>
5 4: <l2,l2,(-op2+1<=0) /\ (op1-op1’+1=0) /\ (op2-op2’-1=0)>
6 Invariants:
7 <l1,-op1-1<=0,1>
8 <l1,-op2+1<=0,2>
9 <l2,-op1-1<=0,1>
10 <l2,-op2<=0,2>
Es pot veure una representacio´ del sistema de transicions en el graf de la
figura 6.1.
`1 `2
τ0 τ1
τ2
τ3
τ4
Figura 6.1: Graf d’exemple
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Com s’explica a la seccio´ 5.2, comprovem que els invariants que s’introdu-
eixen en el moment 1, l´ınies 7 i 9, proporcionats compleixen les condicions
necessa`ries per ser un invariant inductiu.
• ρτ0 |= µ(`1)′ : (−op1′ − 1 ≤ 0′)
• µ(`1) : (−op1− 1 ≤ 0) ∧ ρτ1 |= µ(`2)′ : (−op1′ − 1 ≤ 0)
• µ(`1) : (−op1− 1 ≤ 0) ∧ ρτ2 |= µ(`1)′ : (−op1′ − 1 ≤ 0)
• µ(`2) : (−op1− 1 ≤ 0) ∧ ρτ3 |= µ(`1)′ : (−op1′ − 1 ≤ 0)
• µ(`2) : (−op1− 1 ≤ 0) ∧ ρτ4 |= µ(`2)′ : (−op1′ − 1 ≤ 0)
Com que els invariants so´n correctes, ara es poden re-definir les funcions de
transicio´ de les transicions, afegint-hi els invariants de sortida.
A continuacio´, es mira si alguna de les transicions re-definides e´s unfeasible,
explicat a la seccio´ 6.2.7, en aquest exemple n’hi ha cap, pero` si se’n trobe´s
alguna, s’eliminaria la transicio´ i es tornaria a fer el reachability test.
Tot seguit, es comproven els invariants demostrats en el moment 2, l´ınies
8 i 10, de la mateixa manera que s’han comprovat els invariants anteriors,
pero` amb la difere`ncia que ara les transicions tindran els invariants en les
locations de sortida afegits. En aquest cas:
• ρτ1.1 = ρτ1 ∧ µ(`1) : (−op1− 1 ≤ 0)
• ρτ2.1 = ρτ2 ∧ µ(`1) : (−op1− 1 ≤ 0)
• ρτ3.1 = ρτ3 ∧ µ(`2) : (−op1− 1 ≤ 0)
• ρτ4.1 = ρτ4 ∧ µ(`2) : (−op1− 1 ≤ 0)
6.2.5 Comprovacio´ de les termination implications
Per comenc¸ar, s’eliminen aquelles transicions que no formen part d’un cicle,
e´s a dir, aquelles que la location d’origen, o inicial, i la location de dest´ı, o
final, no pertanyen a la mateixa SCC.
A continuacio´ s’explica mitjanc¸ant un exemple fictici, com es comproven i
s’afegeixen les termination impliaction.
11 Termination implications:
12 <l2,-op1-op2-1<=0,1>
Tal i com s’explica a la seccio´ 5.3, mirem si la termination implication que
el programa ha trobat e´s correcta. Comprovem si es compleix la condicio´ de
termination implication:
• Per la transicio´ τ1, tenim: I`1 : (−op1− 1 ≤ 0∧−op2 + 1 ≤ 0)∧ ρτ1 |=
J ′`2 : (−op1′ − op2′ − 1 ≤ 0)
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• Per la transicio´ τ4, tenim: I`2 : (−op1 − 1 ≤ 0 ∧ −op2 ≤ 0) ∧ ρτ4 |=
J ′`2 : (−op1′ − op2′ − 1 ≤ 0)
I com que les condicions es compleixen, s’afegeixen les termination implica-
tion a les transicions de sortida de `2:
• ρτ3 = ρτ3 ∧ J`2 : (−op1− op2− 1 ≤ 0)
• ρτ4 = ρτ4 ∧ J`2 : (−op1− op2− 1 ≤ 0)
6.2.6 Comprovacio´ de les funcions de ranking
Per cada component fortament connexa es comprova si totes les transicions
que connecten locations d’aquesta mateixa component compleixen les con-
dicions de les funcions de ranking explicades a la seccio´ 5.4.
A continuacio´, s’explica mitjanc¸ant l’exemple que ja s’ha utilitzat per ex-
plicar els invariants, com s’apliquen les funcions de ranking. Com es pot
veure, el sistema de transicions de l’exemple nome´s una component forta-
ment connexa. Aix´ı que nome´s caldra` aplicar la funcio´ de ranking en una
sola component. Les funcions de ranking que tenim so´n les segu¨ents:
13 (Quasi-)ranking functions:
14 <op1+op2,1>
15 <op2,2>
16 <op1+1,3>
En aquest moment es comprova si es compleix la condicio´ d’acotacio´:
• ρτ1.2 |= (R1 ≥ 0) : (op1 + op2 ≥ 0)
• ρτ2.2 |= (R1 ≥ 0) : (op1 + op2 ≥ 0)
• ρτ3.2 |= (R1 ≥ 0) : (op1 + op2 ≥ 0)
• ρτ4.2 |= (R1 ≥ 0) : (op1 + op2 ≥ 0)
I si tambe´ es compleix la condicio´ de decreixement estricte:
• ρτ1.2 |= (R1 > R′1) : (op1 + op2 > op1′ + op2′)
• ρτ2.2 |= (R1 > R′1) : (op1 + op2 > op1′ + op2′)
• ρτ3.2 |= (R1 > R′1) : (op1 + op2 > op1′ + op2′)
• ρτ4.2 |= (R1 > R′1) : (op1 + op2 > op1′ + op2′)
Si les dues condicions es compleixen, s’afegeix a totes les transicions d’a-
questa component fortament connexa la disjuncio´: (R1 < 0 ∨R1 = R′1).
6.3. DESENVOLUPAMENT DE LA WEB 31
• ρτ1.2.1 = ρτ1.2 ∧ (R1 < 0 ∨ R1 = R′1) : (op1 + op2 < 0 ∨ op1 + op2 =
op1′ + op2′)
• ρτ2.2.1 = ρτ2.2 ∧ (R1 < 0 ∨ R1 = R′1) : (op1 + op2 < 0 ∨ op1 + op2 =
op1′ + op2′)
• ρτ3.2.1 = ρτ3.2 ∧ (R1 < 0 ∨ R1 = R′1) : (op1 + op2 < 0 ∨ op1 + op2 =
op1′ + op2′)
• ρτ4.2.1 = ρτ4.2 ∧ (R1 < 0 ∨ R1 = R′1) : (op1 + op2 < 0 ∨ op1 + op2 =
op1′ + op2′)
Un cop es realitzen les comprovacions de les termination implication i de
les funcions de ranking, es realitza el test de feasibility seccio´ 6.2.7. Si
encara queden termination implications o funcions de ranking per aplicar, es
tornen a realitzar aquestes comprovacions amb les termination implications
i funcions de ranking que queden.
6.2.7 Test de feasibility
El test de feasibility comprova per cada transicio´ no eliminada, si existeix
algun model que la satisfaci. Per realitzar aquesta comprovacio´ s’envia la
transicio´, utilitzant la forma definida per la SMT-LIB2[10], al SMT-Solver
que es prefereixi, en aquest projecte el Barcelogic. Si el SMT-Solver indica
que la transicio´ no e´s satisfactible, s’elimina del conjunt de transicions.
Si mirem l’exemple anterior despre´s d’haver afegit la funcio´ de ranking R1.
Podem veure que la transicio´ τ1 tindria el segu¨ent aspecte:
• (−op1 − 1 ≤ 0) ∧ (−op2 + 1 ≤ 0) ∧ (−op2 + 1 ≤ 0) ∧ (op1 − op1′ =
0)∧ (op2−op2′ + 1 = 0)∧ ((op1 +op2 < 0)∨ (op1 +op2 = op1′ +op2′))
Aquesta conjuncio´ de desigualtats lineals, no te´ solucio´. Per una banda
tenim: (−1 ≤ op1) i (1 ≤ op2), implicant que la primera part de la disjuncio´
afegida per la funcio´ de ranking (op1 + op2 < 0) sigui falsa. I per altra
banda, tenim (op1′ = op1) i (op2′ = op2 + 1) implicant que la segona part
de la disjuncio´ (op1 + op2 = op1′ + op2′).
En aquest moment, la transicio´ τ1 s’eliminaria sistema de transicions i, a
continuacio´, es calcularien les SCC i s’eliminarien les transicions que van
d’una SCC a una altra.
6.3 Desenvolupament de la web
Encara que la web1 no era una part necessa`ria per aquest projecte, es va
decidir fer-ne una com a part final i per permetre l’acce´s al projecte de forma
generalitzada. Es va decidir utilitzar el framework PHP Silex[11], basat en
el framework Symphony.
1Es pot trobar la web a: http://m4pa.lsi.upc.edu/
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6.3.1 Interf´ıcie
La interf´ıcie de la web e´s bastant senzilla. Com la majoria de pa`gines web
amb finalitats similars, per exemple compiladors o inte`rprets online, s’ha
prioritzat la funcionalitat a l’este`tica. Es pot veure una imatge de la pa`gina
d’inici a la figura 6.2.
Figura 6.2: Pa`gina inicial
La pa`gina d’inici permet introduir el codi que es vol analitzar mitjanc¸ant
un camp de text o carregant un fitxer de codi. Si es vol fer mitjanc¸ant la
primera opcio´ cal indicar si el codi esta` escrit en C++ o en T2. En canvi, si
es decideix afegir el codi mitjanc¸ant un arxiu, e´s necessari que aquest arxiu
tingui l’extensio´ correcta.
Per acabar, la pa`gina web permet crear comptes d’usuari (Figura 6.3). Els
usuaris registrats poden consultar els enviaments que havien realitzat (Fi-
gura 6.4) i descarregar-ne els arxius enviats i les seves demostracions.
6.3.2 Servidor
El servidor, que esta` allotjat en una ma`quina Linux de la UPC, crea de ma-
nera dina`mica la pa`gina web que esta` escrita en PHP i HTML. Mitjanc¸ant
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Figura 6.3: Formulari de registre de l’usuari
Figura 6.4: Llista de consultes realitzades per l’Usuari1
crides per terminal, el servidor executa els programes necessaris per realitzar
la demostracio´ de terminacio´. En un altre servidor MySQL, hi ha emma-
gatzemades les bases de dades que guarden les dades dels usuaris registrats
i de les consultes que realitzen.
6.4 Testing
Per a verificar que els resultats que mostra el programa so´n correctes, s’ha
utilitzat, com a joc de proves, un subconjunt d’enviaments fets a l’eina
educativa Jutge.org[12] i una llista amb me´s de 250 exemples en el llenguatge,
que descriu sistemes de transicions, T2.
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Cap´ıtol 7
Conclusions
Gra`cies als resultats obtinguts durant la fase de testing i altres proves fe-
tes, es pot dir que el programa CppInv e´s una eina molt eficient i que les
demostracions de terminacio´ que genera so´n correctes.
7.1 Valoracio´ personal
Considero que aquest projecte ha estat bastant complet, ja que he utilitzat
coneixements que he adquirit en moltes assignatures diferents de la carrera. I
no nome´s aixo`, sino´ que m’ha donat l’oportunitat d’aprendre me´s coses sobre
les bases de dades i de treballar amb llenguatges que gairebe´ no coneixia com
PHP o HTML.
7.2 Treball Futur
Com s’explica a la introduccio´, aquest projecte comprova que les demos-
tracions de terminacio´ del CppInv siguin correctes. Com que el CppInv no
nome´s genera demostracions de terminacio´, encara queda feina a fer:
• Comprovar solucions de no terminacio´
S’hauria d’implementar i afegir un comprovador de demostracions de
no terminacio´ al comprovador de terminacio´.
• Simplificar les demostracions que genera
A vegades, les demostracions que genera el CppInv poden resultar
dif´ıcils d’entendre i les funcions de ranking poden tenir valors massa
alts, caldria simplificar les demostracions que genera i fer-les me´s fa`cils
d’entendre pels usuaris.
• Millorar els algorismes sobre grafs
Es podria millorar l’algorisme de reachability (Seccio´ 6.2.2) per no
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haver de mirar, cada vegada que s’elimina una transicio´, si alguna
location deixa de ser accessible.
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