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 Abstrakt 
Cílem této práce je vytvoření detektoru překladače. Tento program umí rozpoznat překladač nebo 
modifikátor použitý k vytvoření aplikace. Podporovány jsou formáty spustitelných souborů PE a 
ELF. Úkol je řešen hledáním signatury překladače, která reprezentuje startovací rutinu v souboru, 





The objective of this work is a creation of compiler detector. This program can recognize compiler or 
modifier used for application creation. PE and ELF executable file formats are supported. This task is 
solved by searching for compilers´ signature, which represents compiler-specific starting routine in 
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Binární spustitelné soubory mohou být různého původu. Existuje celá řada překladačů, které 
umožňují převod zdrojového kódu na binární soubor. Vytvoření nástroje, který určí překladač použitý 
k vytvoření daného souboru ze souborů formátu PE (používaném zejména na Windows) a ELF 
(především na Linuxu), je cílem této práce. 
Kromě překladačů samozřejmě existují další nástroje, které mohou vytvořit spustitelný soubor. 
Jako příklad lze zmínit packery, které vytvoří ze spustitelného souboru jiný spustitelný soubor 
s redukovanou velikostí, nebo cryptory sloužící k zašifrování sekcí spustitelného souboru (jako 
ochrana proti kopírování nebo proti odhalení malware). Tyto nástroje modifikují již existující 
spustitelný soubor, proto jsou v následujícím textu stejně jako ve [Far10] nazývány modifikátory. 
Kvůli ucelenosti práce je vhodné, aby náš program uměl detekovat překladače i modifikátory. Pro 
jednoduchost budeme pro oboje používat nepřesný termín překladače, pokud nebude uvedeno jinak. 
Konkrétní aplikací znalosti překladače může být (a bude jí zejména v našem případě) zpětný 
překlad, tedy převod spustitelného souboru na zdrojový kód. Při překladu do mezikódu se totiž ztrácí 
značná část sémantické informace. Znalost překladače usnadní obnovu těchto informací. Znalost 
případného packeru nám umožní provést dekompresi souboru před vlastním zpětným překladem. 
Jiným využitím může být u aplikací, kde je bezpečnost kritická, určení, zda aplikace byla vytvořena 
bezpečným překladačem. 
V minulosti již byla vytvořena řada nástrojů, které detekovaly překladače nebo packery. Velká 
většina z nich byla zaměřena na jediný souborový formát, a to konkrétně PE pro operační systém 
Windows. Důvody jsou dominantní rozšíření této platformy mezi běžnými uživateli počítačů a velké 
množství existujících překladačů a modifikátorů. Dalším nedostatkem dosavadních detektorů je 
rovněž jejich špatná dostupnost. 
Tato práce vzniká v rámci projektu Lissom na FIT VUT v Brně. Projekt Lissom se zabývá 
vytvořením automatizovaných prostředků pro návrh hardwaru i softwaru aplikačně specifických 
procesorů. Jak již bylo naznačeno, detektor bude sloužit zejména jako podpora pro obecný zpětný 
překladač. Zpětný překladač zde bude jedním z automaticky generovaných nástrojů. Zpětný překladač 
je zaměřen na bezpečnost a na analýzu potenciálně škodlivého kódu. 
Tento text je členěn na několik kapitol. V kapitole následující po tomto úvodu budou popsány 
souborové formáty binárních spustitelných souborů. Jsou v ní krátce nastíněny i formáty, se kterými 
náš detektor (prozatím) nepracuje. Třetí kapitola obsahuje popis existujících nástrojů pro detekci 
překladače a informace o způsobech detekce v nich používaných, je-li způsob detekce znám. Čtvrtá 
kapitola popisuje návrh multiplatformní detekce použitého překladače. Budou v ní uvedeny základní 
informace o projektu Lissom, popis formátu uložení signatur překladačů a konkrétní možnost 
způsobu detekce. Obsahem kapitoly 5 je popis implementace včetně rozdělení programu, využití 
externích knihoven, využití algoritmu Quicksearch (včetně jeho srovnání s ostatními algoritmy pro 
nalezení podřetězce) a také popis implementace generátoru signatur. Kapitola 6 shrnuje provedené 
testování. V závěrečné kapitole je provedeno srovnání detektoru překladače s ostatními detektory a 
nastíněn jeho možný budoucí vývoj. 
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2 Formáty spustitelných souborů 
Tato kapitola popisuje základní strukturu jednotlivých souborových formátů a částí, které jsou 
významné pro detekci použitého překladače. Zevrubně jsou popsány formáty PE a ELF. Při výběru 
těchto částí jsem se inspiroval v [Tor09]. 
V poslední části této kapitoly si řekneme něco o vstupním bodu. Ten je důležitý pro všechny 
formáty, protože právě od vstupního bodu se začíná program vykonávat. Jak se dozvíme v dalších 
kapitolách, je obsah souboru na vstupním bodu důležitý i pro detekci překladače. 
V následujícím textu popsané formáty se ve většině případů používají nejen pro spustitelné 
soubory, ale i pro dynamicky linkované knihovny a pro objektové soubory pro linker. 
2.1 Windows Portable Executable 
Při popisu tohoto formátu vycházíme především z [Mic08] a [Zem11]. 
PE/COFF (Portable Executable/Common Object File Format), často označovaný pouze PE, je 
dnes dominantní souborový formát používaný na systémech Windows pro spustitelné soubory. 
Formát vychází z unixového souborového formátu COFF (viz kapitola 2.3). PE soubor se skládá 
z několika částí, jak vidíme na následujícím schématu. 
 
Obrázek 1: Schéma PE souboru (převzato z [Mic08] a upraveno). 
 
První částí je úsek pro MS-DOS, který je obsažen pouze kvůli kompatibilitě s tímto dnes již 
nepoužívaným systémem. Proto úsek pro DOS většinou neobsahuje nic jiného, než kód pro vypsání 
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věty ,,This program cannot be run in DOS mode.“ Výjimečně však některé programy úsek pro DOS 
mají. Pro naše účely je podstatná adresa 0x3c, na které se nachází adresa PE signatury, místa, kde 
začíná vlastní obsah PE souboru. Tato signatura má velikost 4B (bajty) a její obsah je pevně dán – je 
to řetězec „PE\0\0“. 
Za ní se nachází hlavička COFF. Tato hlavička obsahuje 7 částí a zabírá 20B. Obsahuje 
informaci o typu cílového stroje, počtu sekcí, offset a velikost tabulky symbolů apod. 
Po COFF hlavičce následuje tzv. volitelná hlavička (někdy nazývaná PE hlavička). Může mít 
různou velikost, ve spustitelných souborech je přítomna, v objektových souborech typu PE být 
nemusí (její přítomnost a velikost poznáme z COFF hlavičky, viz výše). Jedním z faktorů 
ovlivňujících její velikost je, zda jde o typ souboru PE32 nebo PE32+ (viz dále). Je rozdělena na tři 
základní části, které následují hned po sobě, standardní pole (PE32 28B, PE32+ 24B), specifická 
pole pro Windows (68B, 88B) a adresáře dat (proměnlivá velikost). Pro účely detekce překladače je 
zajímavá především jedna z položek standardních polí, virtuální adresa vstupního bodu (Entry Point, 
EP). 
Následující částí je tabulka sekcí (tabulka hlaviček sekcí), skládající se z hlaviček sekcí. 
Každá hlavička má 40B a obsahuje mimo jiné název sekce, její offset a virtuální adresu nebo velikost. 
Další části souboru, jednotlivé sekce a tabulky nalezneme na adresách, které jsou uloženy ve 
výše popsaných částech PE souboru. 
Zvláštní částí souboru, která není popsána ve specifikaci a může se, ale nemusí v PE souboru 
objevit, je overlay. Je to část souboru, která by podle hlavičky v souboru být neměla, tzn. PE soubor 
by podle dat v hlavičce a tabulkách sekcí měl končit dříve, než skutečně končí. Položky ve 
standardních polích je nutno považovat za nespolehlivé, protože Windows údaje v nich obsažené 
k ničemu nepoužívá. Linkery do nich proto často zapisují nesprávná čísla. Tedy za začátek overlaye 
považujeme první bajt za koncem poslední sekce. Overlay se využívá např. u samorozbalovacích 
archivů, kde overlay obsahuje zkomprimovaná data. 
2.2 ELF 
Při popisu tohoto formátu vycházíme především z [WWW1] a [WWW3]. 
ELF (Executable and Linkable Format), původně vyvinut pro Unix System V, se stal na 
operačním systému Linux dnes dominantním formátem. Úspěch slaví rovněž na dalších operačních 
systémech. Používá se i na většině vestavěných systémů. 
 
Obrázek 2: Schéma ELF souboru. 
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ELF formát na rozdíl od PE neřeší kompatibilitu s jinými formáty, a proto je i výrazně 
jednodušší. Soubor ve formátu ELF začíná ELF hlavičkou, která popisuje strukturu souboru. Ta 
obsahuje základní informace o souboru. Pro nás má význam zejména položka e_entry, což je 
virtuální adresa počátku programu. Mimo to mají zásadní důležitost offsety tabulky s programovými 
hlavičkami a tabulky hlaviček sekcí a související údaje. 
Pořadí částí souboru následujících po ELF hlavičce se může lišit, lze jej ovšem vyčíst z ELF 
hlavičky. 
Po ELF hlavičce obvykle následuje tabulka s programovými hlavičkami. Tyto programové 
hlavičky sestávají z položek (velikost 4B), které specifikují umístění segmentu v souboru, po načtení 
do paměti a další potřebné informace. 
Tabulka hlaviček sekcí je obvykle umístěna na konci. Obdobně jako programové hlavičky 
obsahují hlavičky sekcí položky (po 4B), specifikující umístění sekce v souboru, po načtení do paměti 
a případné další informace. 
Zbytek ELF souboru tvoří vlastní sekce (sdružené do segmentů). Pro naše potřeby je zajímavá 
sekce .comment, ve které je obvykle informace o překladači uložena. Tato sekce však není pro 
spustitelný soubor příliš důležitá, proto může být snadno smazána nebo upravena. Tedy ani informaci 
v ní uloženou nemůžeme považovat za rozhodující. 
2.3 Další formáty 
Jedním z dalších významných formátů je E32, který se používá na platformě Symbian. Jeho oficiální 
specifikace nebyla zveřejněna. Jeho zvláštností je, že nepoužívá překladače, které by vytvářely ze 
zdrojového kódu spustitelné soubory přímo ve formátu E32. Překlad spustitelných souborů pro 
Symbian probíhá tak, že se nejprve vytvoří spustitelný soubor v PE/ELF formátu a ten je poté 
speciálním nástrojem převeden do formátu E32. Formát PE se jako mezikód používal u starší 
specifikace, u novější specifikace se využívá formát ELF [WWW2]. 
Mach-O (Mach object file format) je souborový formát používaný na systémech založených na 
jádru Mach, kterými jsou např. NeXTSTEP, iOS a Mac OS X. Výjimkou je GNU Hurd, který 
používá ELF formát. Skládá se z hlavičky, načítacích příkazů (load commands) pro jednotlivé 
segmenty a ze segmentů, které jsou dále členěny na sekce. Jmenný prostor tohoto formátu je 
dvouúrovňový, každý symbol je označen zároveň jménem objektu a jménem symbolu [WWW8]. 
Jedním z historicky významných formátů je COFF, ze kterého vychází mimo jiné PE formát. 
Nejprve byl používán na Unix System V, poté se rozšířil na další unixové systémy. Později byl 
vytlačen formátem ELF, dnes se používají zejména jeho odvozeniny, kromě PE zmiňme XCOFF 
nebo ECOFF. Soubor v COFF formátu se skládá z hlavičky souboru, volitelné hlavičky, hlaviček 
sekcí, datových sekcí, sekcí s relokačními informacemi, tabulky symbolů a tabulky řetězců [WWW9]. 
2.4 Vstupní bod 
Pro mnohé metody detekce je důležitý právě vstupní bod (Entry Point, EP), což je místo, od kterého 
se program začíná vykonávat. 
Na EP je tedy začátek programu. Na začátek programu umisťují překladače startovací rutinu 
(startovací funkci). Tato startovací rutina závisí pouze na překladači (případně jeho verzi a způsobu 
překladu), čehož právě detektory překladače využívají. Pro překladač gcc na Windows mohou 
instrukce startovací rutiny reprezentovat např. bajty 5589E583ECh. 
Tyto bajty znamenají následující instrukce: 
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55  push ebp  ; uložení obsahu registru EBP na zásobník 
89E5  mov ebp, esp ; uložení obsahu registru ESP do EBP 
83ECXX mov esp, XXh ; uložení hodnoty XXh do ESP (X značí 
proměnlivou hexadecimální číslici) 
 
Bajty reprezentující tyto rutiny bývají pro účely detekce překladače označovány jako signatury. 
Offset EP ovšem v hlavičce (hlavičkách) PE ani ELF souboru nenalezneme, pouze jeho adresu 
po načtení do paměti, protože tento bod je důležitý až pro provádění programu. Offset tohoto bodu je 
tedy nutno vypočítat za pomoci údajů z hlaviček sekcí (viz dále). 
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3 Existující nástroje pro detekci 
použitého překladače 
Tato kapitola se zabývá existujícími programy, které se pro detekci překladače používají. V kapitole 
je mimo jiné uvedena stručná informace o úspěšnosti v praktických testech. Více informací o testech 
lze nalézt v příloze Testování. Kapitola je rozdělena do částí, z nichž každá se zabývá nástroji 
výhradně pro jeden formát. V závěrečné části jsou uvedeny nástroje, které pracují s více formáty. 
Úvodem bych se chtěl ovšem krátce zmínit o nejstarším programu pro DOSový formát MZ, o 
němž jsem našel informaci, whatis z roku 1990. Jeho autorem byl J. E. Smith. Babak Farrokhi uvádí 
zastaralost a omezení tohoto programu jako svou motivaci k vytvoření svého Language 2000 v roce 
1996. 
3.1 Nástroje pro PE formát 
Jak již bylo předesláno v úvodu, nástrojů pro PE formát je nejvíce. Ke starším nástrojům patří 
Language 2000 (dále jen L2000), první verze je z roku 1996, současná z roku 2000, který je na 
[Far10] uveden i jako rok posledního doplnění databáze. Tento GUI (graphic user interface, 
s grafickým uživatelským rozhraním) program mimo jiné zobrazuje informace jak o samotném 
analyzovaném souboru, tak i o překladači (např. autora, webovou stránku). Autor programu uvádí, že 
metoda, kterou použil, byla podobná metodě použité v nástroji file a databáze je podobná souboru 
typu magic (viz man 1 file a man 5 magic na unixových systémech) [Far11]. L2000 pracuje i 
s DOSovými MZ a NE formáty, které se dnes už téměř vůbec nepoužívají. Tím pádem pro nás tato 
funkcionalita není příliš zajímavá. Proto není L2000 pro účely této práce považován za program 
pracující s více formáty. 
 
 
Obrázek 3: Náhled programu Language 2000. 
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Co se týče rozsahu, L2000 uvádí v uživatelské příručce, že jeho databáze je tvořena 45 
překladači a 30 modifikátory. Při praktickém testování na PE souborech měl program velmi nízkou 
úspěšnost, oproti tomu úspěšnost na DOSových MZ souborech byla velmi vysoká (více v kapitole 
Testování). 
O něco novějším nástrojem je PEiD (PE iDentifier, identifikátor PE), poslední verze pochází 
z října 2008 a v dubnu 2011 byl ohlášen konec vývoje. Tento nástroj na svém GUI rozhraní zobrazuje 




Obrázek 4: Náhled programu PEiD. 
 
PEiD může detekovat překladač třemi způsoby: V „Normal Mode“ zkoumá program obsah 
přímo na EP souboru, v „Deep Mode“ zkoumá obsah celé sekce obsahující EP a v „Hardcore Mode“ 
zkoumá obsah celého souboru a hledá, zda se na daném umístění nenachází signatura některého 
překladače. Podle výpisu výsledků hledá i v overlayi, nicméně to není nikde popsáno. 
PEiD uvádí, že rozpozná 600 signatur [WWW5]. Dále je možno dodat další signatury vložením 
do textového souboru userdb.txt. Přes odkazy na stránkách programu je možno se navíc dostat 
k dalším databázím signatur pro použití jako externí. V praktických testech PEiD (bez přidaných 
signatur) obstálo relativně slušně, problém mělo většinou u novějších verzí překladačů. 
Nejnovějším nástrojem je Exeinfo PE z roku 2010. Má GUI rozhraní a funkcionalitu, velmi 
podobnou PEiD. Oproti PEiD má ještě další funkce, např. uložení overlaye, opravu EP, apod. 
Nedostatkem je, že nepracuje se 64-bitovými soubory [WWW4]. Jak konkrétně Exeinfo pracuje, není 




Obrázek 5: Náhled programu Exeinfo PE. 
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Přestože Exeinfo obsahuje o něco menší databázi signatur než PEiD (564 signatur), jeho 
úspěšnost v praktických testech byla zdaleka největší ze všech testovaných nástrojů pro PE. 
Kromě toho existují i soukromé nebo firemní programy a knihovny na detekci překladače. 
Např. některé antivirové společnosti mají vlastní detektory. 
3.2 Nástroje pro ELF formát 
Nástrojů pracujících s ELF formátem je (přes rostoucí oblibu systémů, které jej používají, např. 
Linux) o poznání méně. Je to dáno především tím, že velké množství programů na platformách 
pracujících s ELF se šíří ve formě zdrojových kódů, které si zkompiluje až sám uživatel. 
Navíc se údaje o překladači většinou ukládají do sekce .comment, čehož využívá na 
operačním systému Solaris existující nástroj /usr/ccs/bin/mcs (pozor, příkaz mcs na Linuxu a 
FreeBSD mají zcela odlišné použití), který čte (a může i měnit) tuto sekci ELF souborů, popř. i další 
sekce. Jak již bylo uvedeno, sekce .comment není příliš spolehlivým zdrojem informace o 
překladači. 
Mimo to nejsou známy nástroje, které by pracovaly pouze s formátem ELF, ale jsou známy 
nástroje, které pracují s více formáty, z nichž jedním je ELF. 
3.3 Nástroje pracující s více formáty 
Funkci pro zjištění překladače má i disassembler IDA Pro [WWW6], který pracuje s různými 
souborovými formáty. K tomu využívá technologii FLIRT (Fast Library Identification and 
Recognition Technology, technologie rychlého identifikace a rozpoznání knihovny), která umožňuje 
překladač rozpoznat na základě knihovních funkcí. Tzn. IDA Pro hledá v kódovém segmentu bajty 
reprezentují knihovní funkce překladačů, které má v databázi. Tento program je komerční, ale starší 
verze je možno stáhnout zdarma. Tento program má částečné úspěchy u překladačů, ne ovšem u 
modifikátorů. 
Detekcí použitého překladače se ve své disertační práci zabýval i Stephen Torri, který použivá 
techniky umělé inteligence, konkrétně neuronové sítě. Jeho nástroj Libreverse pracuje s formáty PE, 
ELF a Java Class [Tor09]. Tento nástroj není volně dostupný, proto nebyla zjišťována jeho praktická 
úspěšnost. 
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4 Multiplatformní detekce použitého 
překladače 
Obsah této kapitoly je považován za utajený dle licenčního ujednání. 
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5 Implementace 
Obsah této kapitoly je považován za utajený dle licenčního ujednání. 
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6 Testování 
Jednou z nejdůležitějších částí této práce bylo testování vzniklých nástrojů. Předmětem testování byla 
především knihovna cpdetectl a program getsig. Testování knihovny cpdetectl bylo 
rozděleno na dvě části – testování základní funkcionality a test ověření úspěšnosti detekce překladače. 
Testování bude popsáno v následujícím textu. 
6.1 Testování základní funkcionality knihovny 
cpdetectl 
Testování základní funkcionality probíhalo průběžně při vývoji. Jeho smyslem bylo určit, zda 
je program schopen správě určit offset EP, nalézt hodnoty offsetů sekcí, jejich velikosti, zda fungují 
prohledávací funkce quickSearch() a findSignWithSlashes() a také správný chod 
ostatních funkcí. Zvláštní pozornost byla věnována i málo častým případům, např. správnému hledání 
signatury obsahující lomítko. 
Toto základní fungování bylo ověřováno na několika desítkách souborů ve formátů PE a ELF. 
Výsledky testů byly porovnávány s výpisy jiných detektorů, které umí vypisovat informace o vnitřní 
struktuře souboru, a také s výpisy hexadecimálního editoru, u PE rovněž se vzorovými programy pro 
knihovnu PeLib. 
Všechny chyby, které byly v průběhu testování základní funkcionality objeveny, byly průběžně 
opravovány. V závěrečné fázi nebyly zjištěny žádné chyby nebo nesrovnalosti. Jediným nedostatkem 
bylo, že prohledávání oblastí trvalo neúměrně dlouhou dobu (v řádech minut). To je způsobeno tím, 
že je hledáno velké množství signatur v poměrně rozsáhlých částech souboru. 
6.2 Ověření úspěšnosti detekce překladače 
Při testování úspěšnosti detekce jsme se zaměřili na formát PE a na prohledávání na EP, které 
je nejzákladnější funkcionalitou naší knihovny. Test jsme provedli na 597 souborech neznámého 
původu obsahujících malware, které nám pro účely testování poskytla společnost AVG Technologies. 
V tomto testu byl nalezen překladač nebo modifikátor ve 401 případech, tedy v 67,17% případů. 
Za důležité bylo považováno také srovnat úspěšnost detekce s existujícími nástroji. Protože 
L2000, PEiD i Exeinfo PE jsou GUI nástroje a testování více souborů by bylo zdlouhavé, vybrali 
jsme z těchto 597 souborů náhodně 90 souborů, na kterých byly testovány i tyto nástroje. Výsledky 
byly následující: 
• L2000 nalezl překladač u 29 souborů, tj. 32,22%; 
• PEiD nalezl překladač u 65 souborů, tj. 72,22%; 
• Exeinfo PE nalezl překladač u 80 souborů, tj. 88,89%; 
• knihovna cpdetectl nalezla překladač u 70 souborů, tj. 77,78%. 
V testu se tedy ukázalo, že knihovna cpdetectl je u malware schopna nalézt překladač nebo 
modifikátor ve dvou případech ze tří. Na běžných souborech by byla úspěšnost pravděpodobně o něco 
větší, protože u malware existuje mnohem větší pravděpodobnost snahy překladač zamaskovat, než u 
běžného software. Při srovnání s dalšími nástroji detekujícími překladač se ukázalo, že úspěšnost 
knihovny cpdetectl je srovnatelná. Vyšší úspěšnost se ukázala pouze u nástroje Exeinfo PE. 
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Na místě je určitě hlubší rozbor těchto výsledků. U L2000 je nízká úspěšnost pochopitelná 
z důvodu stáří programu a jeho databáze signatur. Program neměl problém detekovat starší 
překladače, Visual C++ do verze 6, Delphi a Visual Basic. Visual Basic identifikoval jako překladač i 
u souborů, které ostatní detektory shodně označili vytvořené modifikátorem UPX. Jinak se s ostatními 
detektory shodoval. Jedinou další neshodu měl právě s nástrojem cpdetectl, který u některých 
souborů vytvořených (podle ostatních detektorů) pomocí Visual C++ detekoval jako 
nejpravděpodobnější nástroj Armadillo. U těchto nástrojů cpdetectl detekoval i signaturu 
překladače Visual C++, ale označil ji jako méně pravděpodobnou z důvodu, že signatura pro 
Armadillo byla delší. 
PEiD a Exeinfo PE se ve svých výsledcích většinou shodly, byť úspěšnost PEiD byla o něco 
menší. V některých případech pouze neseděla verze překladače, jindy zase Exeinfo označilo signaturu 
za falešnou. 
Knihovna cpdetectl se svými výsledky od ostatních také ve většině případů neodlišovala. 
V případech, kdy Exeinfo označilo signaturu za zfalšovanou, měla knihovna stejný výsledek jako 
PEiD. Již byl také zmíněn problém špatného rozlišení Armadillo/Visual C++. U souborů, kde byl 
identifikován programy PEiD a Exeinfo překladač Visual C++, byla nalezena signatura, kterou AVG 
Technologies označuje CODE-DLL. Vzhledem k tomu, že existenci překladače tohoto názvu se 
nepodařilo objevit, předpokládáme, že tak AVG označuje některou verzi Visual C++. 
U souborů, u kterých cpdetectl nedetekoval překladač ani modifikátor, nebyly obvykle 
úspěšné ani ostatní detektory. Jedinou závažnější výjimkou je několik souborů, které ostatní nástroje 
označily za vytvořené programem Delphi. U těchto souborů ovšem nebyla nalezena výraznější shoda 
obsahů EP. Jinak cpdetectl nedetekoval překladač u několika souborů, kde Exeinfo (v některých 
případech PEiD) detekovalo jednu z verzí Visual C++, PeLock a UPX. 
Z tohoto rozboru nám tedy vyplývají náměty pro další práci. Mimo získávání nových signatur 
do databáze je další možností ke zlepšení nástroje zavést detekci podvrhů např. na základě dalších 
informací v souboru specifických pro překladač. Na základě těchto informací by mohlo fungovat i 
další vylepšení týkající se vyhodnocení nejpravděpodobnějšího překladače, bylo-li nalezeno více 
signatur překladačů. 
6.3 Testování nástroje getsig 
Nástroj getsig byl testován obdobným způsobem, jako základní funkčnost knihovny cpdetectl. 
Využité součásti z knihovny cpdetectutilsl byly již otestovány při testování knihovny 
cpdetectl. Proto se testování zaměřovalo na testování správnosti výpisu nalezených reprezentací 
obsahu EP, na správnost vytvoření signatury z nalezených obsahů EP a na funkčnost programu jako 
celku. Důležité bylo i testování správného využití funkcí knihoven pro práci se spustitelnými soubory, 
protože jak se v samotném průběhu testování ukázalo, špatná práce s těmito knihovnami dokázala 
způsobit z hlediska užívání programu závažnou, ale nepříliš zřetelnou chybu. 
Stejně jako u knihovny cpdetectl byla funkčnost ověřena na několika desítkách souborů a 
bylo využito srovnání s hexadecimálním editorem a výpisy jiných detektorů o struktuře spustitelného 
souboru. Všechny nedostatky objevené v průběhu testů byly odstraněny, v závěrečných testech pak 
nebyl objeven žádný problém. 
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Závěr 
Tato práce se zabývala metodami detekce použitého překladače nebo modifikátoru. Byly zkoumány 
používané souborové formáty se zaměřením na formáty PE a ELF a hodnoceny existující nástroje pro 
detekci použitého překladače. 
Hlavním cílem této práce však bylo navrhnout a implementovat nástroj, který bude použitý 
překladač detekovat. K tomuto účelu byla vytvořena knihovna cpdetectl. Tato knihovna detekuje 
překladače na základě obsahů EP, kde se nachází startovací rutina, která je pro danou verzi daného 
překladače a daný způsob překladu specifická. Tyto obsahy EP popisujeme tzv. signaturami. 
V současné době pracuje s formáty PE a ELF, ovšem knihovna je implementována tak, aby bylo 
snadné ji rozšířit i pro další formáty. Mimo knihovny byl vyvinut i program fileinfo, který je 
určen pouze k umožnění práce s knihovnou jako s programem a získávání základních informací o 
spustitelném souboru. 
Knihovna cpdetectl umožňuje několik módů prohledávání, které byly inspirovány 
nástrojem PEiD. Základním módem je prohledávání přímo na EP. Dalšími módy jsou prohledávání 
EP sekce a celého souboru. Tyto módy se v praxi ukazují přes snahu optimalizovat prohledávací 
algoritmus jako velmi pomalé a ne o mnoho úspěšnější než základní mód. 
Oproti PEiD jsme se však rozhodli přidat i další módy. Možnost vyhledávání na EP šlo pro 
více možností uživatele snadno rozšířit na vyhledávání na offsetu specifikovaném uživatelem, stejně 
tak prohledávání EP sekce jsme rozšířili na prohledávání jakékoliv oblasti zadané uživatelem. Mimo 
to umožňuje knihovna cpdetectl také detekci částečné shody signatury překladače s obsahem EP, 
což sice rozhodně nepřináší přesný výsledek, nicméně v případě neschopnosti určit překladač jinak to 
může uživatele aspoň trochu nasměrovat. 
Databáze signatur obsahuje v současné době cca 1500 signatur, z nichž většina je pro formát 
PE. Signatury pro ELF formát byly získávány pouze vlastním výzkumem, signatury pro PE formát 
byly také získávány zčásti vlastním výzkumem, zčásti od společnosti AVG a zčásti z volně 
dostupných externích databází pro PEiD umístěných na internetu. Zejména externí databáze pro PEiD 
vyžadovaly řadu úprav, především převedení signatur do námi používaného formátu a také vytřídění 
duplicitních signatur, což značně snížilo počet signatur. Pro uložení byl využit formát signatur 
používaný společností AVG, který však byl upraven pro naše potřeby. Je také možno ukládat 
signatury externě. 
Při testování na malware se ukázalo, že knihovna cpdetectl je při detekci na EP schopna 
nalézt překladač ve dvou případech ze tří. To je výsledek srovnatelný s volně dostupnými detektory 
překladače, byť jej nelze považovat za zcela ideální. Navržený koncept však může být v budoucnu 
snadno modifikován a vylepšován. 
Zde je také nutno zdůraznit, že nemůže existovat žádný „dokonalý“ detektor překladače 
nepotřebující dalších úprav. Je to proto, že neustále probíhá vývoj překladačů, vznikají nové verze 
těch starých nebo i zcela nové překladače. Kromě toho zřejmě existují i překladače, které jejich autoři 
používají pouze pro své vlastní potřeby a jejich existence není známa. I proto je uživateli umožněno 
ukládat signatury do externích souborů. K odhalení neznámé verze existující překladače může někdy 
napomoct detekce částečné shody signatury. Dalším problémem může být snaha signatury 
podvrhnout. Přestože startovací rutiny nelze ze souborů „jen tak“ vymazat, existují nástroje, které 
jsou určeny k sofistikovanému napodobování signatur překladačů. 
Logickým úkolem pro možný další vývoj je alespoň částečné řešení těchto problémů. Jedním 
z nich je rozšiřování databáze signatur o další překladače a modifikátory. Zejména databázi pro ELF 
je nutno pro nasazení v praxi značně rozšířit. Pro usnadnění tohoto úkolu byl vytvořen jednoduchý 
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nástroj getsig, který zkoumá EP zadaných souborů (předpokládají se soubory vytvořené stejným 
překladačem, popř. i stejnou verzí překladače) a na jejich základě vytváří nové signatury. Dalším 
možným zdokonalením je vylepšení detekce podvrhů, při které lze pro kontrolu správnosti využít 
např. dalších částí PE souboru, kam jsou ukládány pro překladač specifické bajty. Jinou možností 
detekce podvrhu je využití faktu, že nástroje podvrhující signatury často přidávají za podvrženou 
signaturu další specifické bajty. Několik takový nástrojů je i v databázi signatur. Jinou možností 
vývoje je rozšiřování programu pro práci s dalšími formáty spustitelných souborů. 
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Příloha č. 1 – Práce s knihovnou cpdetectl 
Obsah této přílohy je považován za utajený dle licenčního ujednání. 
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Příloha č. 2 – Ovládání programu fileinfo 
Fileinfo je program ovládaný z příkazového řádku. Vypisuje formát a třídu souboru, architekturu, pro 
kterou je soubor určen a překladač/modifikátor, jehož signatura byla detekována 
(překladače/modifikátory, jejichž signatury byly detekovány) při daném způsobu detekce. 
Podporované typy souborů jsou PE a ELF. 
 
Použití: fileinfo [přepínače] soubor 
 
Seznam přepínačů: 
--help, -h Zobrazí nápovědu. S tímto přepínačem nesmí být použit žádný další 
parametr. 
--cp-only Zobrazí pouze detekovaný překladač/modifikátor. 
 
Přepínače specifikující oblast hledání signatur 
Z této skupiny lze použít pouze jeden přepínač. Pouze přepínače --before a --behind lze použít 
společně k určení oblasti hledání. Offset parametru --before ale musí být větší než offset 
parametru --behind. Pokud není přepínač zadán, program se chová jako s přepínačem --ep-
only. Offsety je nutno zadávat jako hexadecimální číslo. 
 
--ep-only Vyhledává signaturu překladače pouze na Entry Pointu spustitelného 
souboru. 
--ep-similar Vyhledává nejpodobnější signaturu obsahu Entry Pointu spustitelného 
souboru. 
--ep-sim-list Vypíše seznam podobnosti všech překladačů a packerů v databázi. 
--ep-section Vyhledává signaturu překladače v celé sekci, která obsahuje Entry Point. 
--all-file Vyhledává signaturu překladače v celém souboru. 
--at=OFFSET Vyhledává signaturu překladače pouze na offsetu OFFSET zadaným 
uživatelem. 
--before=OFFSET Vyhledává signaturu překladače před offsetem OFFSET zadaným 
uživatelem. 
--behind=OFFSET Vyhledává signaturu překladače za offsetem OFFSET zadaným uživatelem. 
 
Přepínače specifikující databázi signatur 
Pokud není zadán ani jeden z přepínačů z této skupiny, program se chová, jako by byly zadány oba. 
 
--internal Používá interní databázi signatur. 
--external Používá externí databázi (databáze) signatur. Jako externí databáze využívá 
všechny soubory s příponou .pes (s PE signaturami) nebo .els (s ELF 
signaturami) umístěné v adresáři s programem. 
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Příloha č. 3 – Ovládání programu getsig 
getsig je program ovládaný z příkazového řádku. Vytváří signatury překladačů/modifikátorů 
z obsahů EP spustitelných souborů, které by měly být vytvořeny jedním překladačem/modifikátorem, 
nejlépe jednou verzí. Podporované typy souborů jsou PE a ELF. 
 
Použití: getsig [přepínače] soubor1 soubor2 … 
 
Seznam přepínačů: 
--help, -h Zobrazí nápovědu. S tímto přepínačem nesmí být použit žádný 
další parametr. 
--view-contents Zobrazí navíc obsahy EP všech souborů. 
--search=DH1,DH2 Zadá specifikaci vyhledávácí oblasti pro vytvořenou signaturu. 
DH1 a DH2 musí být tři hexadecimální číslice nebo „---“ (není-li 
parametr zadán: ---,---). 
--bytes=NUMBER Použije NUMBER bajtů na EP k vytvoření signatury (není-li 
parametr zadán: 50). 
--add=FILENAME Zapíše výslednou signaturu na konec souboru FILENAME. 
--name=COMPILERNAME Změní jméno překladače/modifikátoru pro zapsání do souboru 
externí databáze na COMPILERNAME (není-li parametr zadán: 
UNSPECIFIED). Bez přepínače --add nemá efekt. 
--version=VERSIONINFO Změní verzi překladače/modifikátoru pro zapsání do souboru 
externí databáze na VERSIONINFO (není-li parametr zadán: 
(prázdný řetězec)). Bez přepínače --add nemá efekt. 
--add-info=ADDINFO Změní doplňkové informace pro zapsání do souboru externí 
databáze na ADDINFO (není-li parametr zadán: (čas vytvoření 
signatury)). Bez přepínače --add nemá efekt. 
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Příloha č. 4 – Přesnější popis formátu PE 
Při popisu tohoto formátu vycházíme především z [Mic08] a [Zem11]. 
PE/COFF (Portable Executable/Common Object File Format), často označovaný pouze PE, je 
dnes dominantní souborový formát používaný na systémech Windows pro spustitelné soubory. 
Formát vychází z unixového souborového formátu COFF (viz kapitola 2.3). PE soubor se skládá 
z několika částí, jak vidíme na následujícím schématu. 
 
Obrázek 1: Schéma PE souboru (převzato z [Mic08] a upraveno). 
 
První částí je úsek pro MS-DOS, který je obsažen pouze kvůli kompatibilitě s tímto dnes již 
nepoužívaným systémem. Proto úsek pro DOS většinou neobsahuje nic jiného, než kód pro vypsání 
věty ,,This program cannot be run in DOS mode.“ Výjimečně však některé programy úsek pro DOS 
mají. Pro naše účely je podstatná adresa 0x3c, na které se nachází adresa PE signatury, místa, kde 
začíná vlastní obsah PE souboru. Tato signatura má velikost 4B (bajty) a její obsah je pevně dán – je 
to řetězec „PE\0\0“. 
Za ní se nachází hlavička COFF. Tato hlavička obsahuje 7 částí a zabírá 20B: 
• 2B identifikují typ cílového stroje; 
• další 2B počet sekcí PE souboru; 
• další 4B obsahují časovou známku, tedy datum a čas vytvoření souboru; 
• následují 4B obsahující offset tabulky symbolů; 
• 4B s počtem symbolů v této tabulce; 
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• 2B udávající velikost tzv. volitelné hlavičky; 
• a 2B pole charakteristika, jehož bity obsahují informace o typu souboru, zda používá 
ukládání typu Little nebo Big Endian, apod. 
Po COFF hlavičce následuje tzv. volitelná hlavička (někdy nazývaná PE hlavička). Může mít 
různou velikost, ve spustitelných souborech je přítomna, v objektových souborech typu PE být 
nemusí (její přítomnost a velikost poznáme z COFF hlavičky, viz výše). Jedním z faktorů 
ovlivňujících její velikost je, zda jde o typ souboru PE32 nebo PE32+ (viz dále). Je rozdělena na tři 
základní části, které následují hned po sobě, standardní pole (PE32 28B, PE32+ 24B), specifická 
pole pro Windows (68B, 88B) a adresáře dat (proměnlivá velikost). 
Standardní pole obsahují 
• magické číslo (2B), které rozlišuje, zda jde o PE32 nebo PE32+ formát; 
• po něm následují 2B identifikující verzi linkeru; 
• celková velikost všech kódových sekcí (4B); 
• celková velikost všech sekcí inicializovaných dat (4B); 
• celková velikost všech sekcí neinicializovaných dat (4B); 
• adresa vstupního bodu při načtení do paměti (4B), jak bude uvedeno dále, EP má 
velký význam pro většinu metod detekce překladače; 
• adresa kódové sekce při načtení do paměti (4B); 
• PE32 navíc oproti PE32+ obsahuje navíc adresu datové sekce při načtení do paměti 
(4B). 
Specifická pole pro Windows jsou následující: 
• preferovaná adresa prvního bajtu po nahrání do paměti (4B PE32/ 8B PE32+); 
• zarovnání sekcí v bajtech (4B); 
• faktor zarovnání dat v sekcích v bajtech (4B); 
• verze požadovaného operačního systému (4B); 
• verze souboru (4B); 
• verze subsystému (4B); 
• rezervovaná část (4B); 
• velikost souboru v paměti včetně hlaviček v bajtech (4B); 
• velikost hlaviček (4B); 
• kontrolní součet (4B); 
• subsystém nutný ke spuštění (2B); 
• charakteristiku DLL (2B); 
• velikost rezervního zásobníku (4B PE32/ 8B PE32+); 
• velikost odkládacího zásobníku (4B PE32/ 8B PE32+); 
• velikost rezervní hromady (4B PE32/ 8B PE32+); 
• velikost odkládací hromady (4B PE32/ 8B PE32+); 
• příznaky pro zavaděč (4B); 
• počet údajů v adresáři dat (4B). 
Adresáře dat obsahují osmibajtové položky, z nichž 4B je virtuální adresa daného celku dat a 
4B velikost těchto dat. Tyto celky dat obvykle jsou: 
• tabulka exportů; 
• tabulka importů; 
• tabulka zdrojů; 
• tabulka výjimek; 
• tabulka certifikátů; 
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• tabulka základních relokací; 
• data pro debugování; 
• architektura (rezervováno, nastaveno na 0); 
• globální ukazatel (velikost nastavena na 0); 
• tabulka TLS (thread local storage, lokální uložení vláken); 
• tabulka načtení konfigurace; 
• tabulka vázaných importů; 
• tabulka adres importů; 
• tabulka importů zpoždění; 
• hlavička CLR runtime; 
• a posledních 8B je rezervováno. 
Následující částí je tabulka sekcí (tabulka hlaviček sekcí), skládající se z hlaviček sekcí. 
Každá hlavička má 40B a obsahuje tyto položky: 
• název (8B); 
• virtuální velikost (4B); 
• virtuální adresu (4B); 
• velikost hrubých dat (4B); 
• ukazatel na hrubá data (4B); 
• ukazatel na relokace (4B); 
• ukazatel na čísla řádků (4B); 
• počet relokací (2B); 
• počet čísel řádků (2B); 
• a charakteristiku (4B), která obsahuje údaje jako zda jde o kódovou nebo datovou 
sekci, zarovnání dat v sekce apod. 
Poznámka: čísla řádků jsou odkazy na řádky ve zdrojovém souboru. Původně byla používána 
pro ladění, dnes se ale na Windows používá jiný způsob, proto by položky týkající se čísel řádků 
měly být nastaveny na 0. 
Další části souboru, jednotlivé sekce a tabulky nalezneme na adresách, které jsou uloženy ve 
výše popsaných částech PE souboru. 
Zvláštní částí souboru, která není popsána ve specifikaci a může se, ale nemusí v PE souboru 
objevit, je overlay. Je to část souboru, která by podle hlavičky v souboru být neměla, tzn. PE soubor 
by podle dat v hlavičce a tabulkách sekcí měl končit dříve, než skutečně končí. Položky ve 
standardních polích je nutno považovat za nespolehlivé, protože Windows údaje v nich obsažené 
k ničemu nepoužívá. Linkery do nich proto často zapisují nesprávná čísla. Tedy za začátek overlaye 
považujeme první bajt za koncem poslední sekce. Overlay se využívá např. u samorozbalovacích 
archivů, kde overlay obsahuje zkomprimovaná data. 
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Příloha č. 5 – Přesnější popis formátu ELF 
Při popisu tohoto formátu vycházíme především z [WWW1] a [WWW3]. 
ELF (Executable and Linkable Format), původně vyvinut pro Unix System V, se stal na 
operačním systému Linux dnes dominantním formátem. Úspěch slaví rovněž na dalších operačních 
systémech. Používá se i na většině vestavěných systémů. 
 
Obrázek 2: Schéma ELF souboru. 
 
Soubor ve formátu ELF začíná ELF hlavičkou, která popisuje strukturu souboru. Ta obsahuje 
následující položky: 
• e_ident (16 B), z čehož první bajt má hodnotu 0x7f, za kterým následuje tříbajtový 
řetězec „ELF“ (bez ukončovací nuly), tedy identifikátor ELF souboru, pátý bajt 
popisuje, zda jde 32- nebo 64-bitový program, šestý bajt kódování (Little/Big Endian), 
sedmý verzi hlavičky, zbytek bajtů je rezervován a nastaven na 0; 
• e_type (2B), kde je vyznačen typ souboru (spustitelný, objektový, …); 
• e_machine (2B), která popisuje požadovanou architekturu; 
• e_version (4B), verze souboru; 
• e_entry (4B), virtuální adresa počátku programu; 
• e_phoff (4B), offset tabulky s programovou hlavičkou; 
• e_shoff (4B), offset tabulky s hlavičkami sekcí; 
• e_flags (4B), procesorově specifické příznaky; 
• e_ehsize (2B), velikost ELF hlavičky; 
• e_phentsize (2B), velikost záznamu v tabulce s programovou hlavičkou; 
• e_phnum (2B), počet záznamů v programové hlavičce; 
• e_shentsize (2B), velikost záznamu v tabulce s hlavičkami sekcí; 
• e_shnum (2B), počet záznamů v tabulce s hlavičkami sekcí; 
• e_shstrndx (2B), index záznamu v tabulce s hlavičkami sekcí odkazujícího na název 
sekce v tabulce řetězců. 
Pořadí částí souboru následujících po ELF hlavičce se může lišit, lze jej ovšem vyčíst z ELF 
hlavičky. 
Po ELF hlavičce obvykle následuje tabulka s programovými hlavičkami. Tyto programové 
hlavičky sestávají z následujících položek (všechny po 4B): 
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• p_type, typ segmentu; 
• p_offset, offset prvního bajtu segmentu; 
• p_vaddr, virtuální adresa prvního bajtu v segmentu (po načtení do paměti); 
• p_paddr, fyzická adresa segmentu (používá se jen v některých systémech); 
• p_filesz, počet bajtů v segmentu v souboru; 
• p_memsz, počet bajtů segmentu v paměti; 
• p_flags, příznaky segmentu; 
• p_align, zarovnání segmentů. 
Tabulka hlaviček sekcí je obvykle umístěna na konci. Hlavičky sekcí obsahují tyto položky 
(všechny po 4B): 
• sh_name, index do tabulky řetězců, odkazující název sekce; 
• sh_flags, příznaky sekce; 
• sh_addr, adresa prvního bajtu sekce po načtení do paměti; 
• sh_offset, offset prvního bajtu sekce; 
• sh_size, velikost sekce; 
• sh_link, odkaz na index tabulky hlaviček sekcí (interpretace dle typu sekce); 
• sh_info, informace závisející na typu sekce; 
• sh_addralign, zarovnání adres; 
• sh_entsize, velikost záznamu, např. v tabulce symbolů. 
Zbytek ELF souboru tvoří vlastní sekce (sdružené do segmentů). Pro naše potřeby je zajímavá 
sekce .comment, ve které je obvykle informace o překladači uložena. Tato sekce však není pro 
spustitelný soubor příliš důležitá, proto může být snadno smazána nebo upravena. Tedy ani informaci 
v ní uloženou nemůžeme považovat za rozhodující. 
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Příloha č. 6 – Obsah CD 
Adresář Obsah 
./readme.txt Obsah CD. 
./Bin/ Spustitelná verze 
programu. 
./Bin/Tests/ Ukázkové příklady. 
./Doc/ Elektronická verze této 
písemné zprávy. 
./Doc/Tests Výsledky testů 
./Install/ Programy nutné 
k překladu programu. 
./Src/ Zdrojové soubory 
programu. 
 
