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Magistrsko delo Magistrskega študijskega programa II. stopnje
STROJNIŠTVO
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Matic Pogačnik






Delo obravnava problem krmiljenja pospeševalnika protonov, ki predstavljajo klasičen
mehatronski sistem, sestavljen iz mehanskega, električnega in programskega dela. Opi-
sana so različna področja uporabe pospeševalnikov in njihovo delovanje. Poudarek je na
njihovem krmiljenju in distribuiranem krmilnem sistemu EPICS, ki je namenjen prav
takim sistemom. Problem naloge predstavlja integracija krmilnika motorjev Newport
ESP301 v obstoječi krmilni sistem, ki mora zadostovati vsem potrebnim standardom.
Namenjen bo krmiljenju kolimatorja, kateri je del nove izhodne šobe, ki se jo bo dalo
uporabiti na obstoječem pospeševalniku za zdravljenje očesnega raka. Kot rezultat je







Integration of a controller for collimating the proton beam of
a device for eye cancer treatment into the proton accelerator
control system
Matic Pogačnik






This thesis deals with the problem of controlling proton accelerator which represents
a classical mechatronic system, as it consists of mechanical, electrical and software
part. At the beginning, various areas of accelerator’s use and their operation will be
presented. The main focus will be on control and distributed control system EPICS,
that is intended for this kind of use. The problem of the paper represents integration
of the Newport ESP301 motion controller in the existing control system, that must
meet all the necessary standards. It’s purpose will be to control the collimator, which
is part of the new nozzle and will be used on an existing accelerator for eye cancer the
treatment. As a result, the EPICS module of the control system was developed and
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Preglednica 3.1: Tehnične specifikacije krmilnika Newport ESP301 . . . . . . 37





c m/s svetlobna hitrost
d m premer








AI / AO Analogni vhod /izhod (ang. Analog input / output)
BI / BO Binarni vhod /izhod (ang. Binary input / output)
BOY ogrodje namenjeno izdelavi grafičnih uporabnǐskih vmesnikov (ang.
The best OPI yet)
CA kanalni dostop (ang. Chanel access)
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CPP kanalno procesno pasiven (ang. Chanel process passive)
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mental Physics and Industrial Control System)
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Pospeševalniki so naprave, ki osnovnim delcem z negativnim ali pozitivnim nabojem,
kot so elektroni, protoni in ioni, dajejo velike kinetične energije z pospeševanjem do
visokih hitrosti, katere dosegajo več kot 99% svetlobne. Pojav lahko izkorǐsčamo za
različne namene v znanosti, industriji, medicini,...
Danes se tumorje zdravi z eno od treh metod, med katerimi je zelo popularno zdravljenje
s pomočjo radioterapije, ki za obsevanje uporablja X-žarke, katere dobimo iz pospešenih
elektronov, vendar ti lahko povzročajo raka že sami po sebi, kar predstavlja veliko
pomanjkljivost te metode. Stranski učinki predstavljalo možnost, da se bo pojavil nov
tip raka za tem, ko smo prvega uničili, ampak s tem postopkom lahko življenjsko dobo
podalǰsamo za več let.
Zardi te pomanjkljivosti so se začele razvijati nove metode, ki namesto elektronov upo-
rabljajo protone (ali težke ione), kateri imajo popolnoma drugačne lastnosti odlaganja
svoje energije in tako lahko veliko manj vplivamo na okolǐsko tkivo. Vendar so taki
stroji unikatni in še v stopnji razvoja, enako to velja tudi za krmilne sisteme, kar po-
meni da ga je potrebno razviti za vsak pospeševalnik posebej. Tu pa nastane iziv, ki
ga je potrebno rešiti, saj je potrebno položaj žarka krmiliti še bolj natančno, kot pri
X-žarkih, če želimo, da se obseva samo rakave celice zaradi lastnosti, ki jih ponuja
protonska terapija.
Za take sisteme potrebujemo zanesljiv, skalabilen in porazdeljen krmilni sistem med
katere spadajo Tango, LabView, WinCC,... Vendar med najbolj popularne za po-
speševalnike delcev spada sistem EPICS (eng.: Experimental physics and industrial
control system), ki omogoča izdelavo porazdeljenega krmilnega sistema, pri katerem so
vsi vhodni in izhodni krmilniki ter grafični vmesniki preko katerih operaterji upravljajo
s sistemom povezani s LAN mrežo preko katere med seboj izmenjujejo podatke, kar
predstavlja tudi njegov logo, ki je na sliki 1.1 in shematsko prikazuje na spodnji strani
strežnike in na zgornji odjemalce. Za implementacijo takega sistema potrebujemo, kar
nekaj znanja, med katere spadajo poznavanje C in C++ programskega jezika, GCC
prevajalnika, GNU make sistema, serijskih komunikacij (ethernet, RS-232, USB,...) in
druga specifična znanja, ki jih sistem predpostavlja ter bodo opisana v nadaljevanju.
Razvoj takega sistema predstavlja veliko izzivov in usklajevanja, saj mora delovati za-
nesljivo, kar pa lahko dosežemo z testiranji ter validacijo sistema. Vendar v večini
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Uvod
Slika 1.1: Logo sistema EPICS [1].
primerov to ni enostavno, saj stroj še ni izdelan v času razvoja krmilnega sistema ali
pa se nahaja na oddaljeni lokaciji. Če imamo srečo, lahko testiramo na krmilnikih, ka-
teri bodo uporabljeni, če so na voljo. V najslabšem primeru pa je potrebno opravljati
simulacije sistema, kar se je sicer izkazalo za zelo učinkovito metodo, vendar vedno
obstajajo odstopanja od realnega sveta. Sistem mora tudi zadostovati vsem standar-
dom, ki veljajo za medicinske pripomočke, med najpomembneǰsega tu zagotovo sodi
IEC 62304, kateri prepoveduje testiranje s simulatorji.
1.2. Cilji
V podjetju smo dobili naročilo, integrirati krmilnike izhodne šobe pospeševalnika pro-
tonov v obstoječi krmilni sistem, kateri uporablja EPICS tehnologijo. Osnovni namen
šobe je oblikovanje žarka protonov za namene zdravljenja raka v očesu (eng.: proton
eye therapy). Sestavljena je iz več sklopov, od katerih vsakega poganja različen kr-
milnik, katere je potrebno vse integrirati v skupen distribuiran krmilni sistem. Za kar
je potrebno napisati, EPICS bazo (namenjeno neposredni interakciji z krmilnikom in
podporo skupnemu vmesniku), komunikacijske protokole, izdelati uporabnǐski grafični
vmesnik za konfiguracijo posameznega motorja namenjenega inženirskim spremembam
in napisati dokumentacijo, katera mora vsebovati zahteve, zasnovo integracije, način
konfiguracije, namestitve in zagona, princip testiranja ter seznam vseh možnih nasta-
vitev, katere so omogočene na inženirskem nivoju.
Končni izdelek predstavlja popoln program, katerega se da zagnati na strežniku kr-





– Testirati pravilnost delovanja
– Pripraviti dokumentacijo, katera vsebuje navodila za zagon in upravljanje s sistemom
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2. Teoretične osnove in pregled li-
terature
2.1. Uporaba pospeševalnikov delcev
Pospeševalniki delcev veljajo za področje namenjeno zgolj znanstvenim namenom in,
da ne predstavljajo veliko praktične vrednosti, ampak to ni res! Ta delež v resnici
predstavlja manj kot 10%, vseh pospeševalnikov trenutno v uporabi. Med področja,
kjer se tehnologija uporablja največ spadajo [2]:
– Obdelava površin
– Uporaba v industriji
– Raziskave v ne atomski fiziki
– Radioterapija
– Izdelava medicinskih izotopol
– Protonska terapija
– Izvor sevanja različnih valovnih dolžin (sinhroton)
– Nuklearna raziskovanja
Pospešuje se lahko samo delce, ki imajo negativni ali pozitivni električni naboj [3] zaradi
principa delovanja pospeševalnikov, ki bo predstavljen v poglavju 2.3.. Na začetku so
se uporabljali predvsem elektroni zaradi njihove majhne mase, z razvojem tehnologije
in možnostjo obvladanja težjih delcev, pa so se začeli uporabljati tudi protoni in težki
ioni. Zaradi njihove lastnosti oddajanja večine energije v trenutku, ko se ustavijo so
postali zelo zaželenji v medicine, saj tako veliko manj vplivajo na okolǐsko tkivo.
2.2. Zdravljenje raka
Rakava diagnoza je še ne dolgo nazaj predstavljala zagotovo smrt, vendar se je v zadnjih
letih življenjska doba teh ljudi zelo povečala. Za zdravljenje raka imajo zdravniki sedaj
tri glavne načine, med katere spadajo:
– Kemoterapija
– Operacija
– Obsevanje z X-žarki
3
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Vse metode povzročajo tveganje za pacienta, saj imajo svoje pomanjkljivosti. Pri
obsevanju z X-žarki je to predvsem njihova linearnost odlaganja svoje energije, kot je
prikazano na sliki 2.1, zaradi te lastnosti se veliko energije odloži v sosednje tkivo, pred
in za tumorjem, ki ga s tudi poškoduje, ker saj se žarki ne ustavijo znotraj telesa ampak
izstopijo na nasprotni strani. Metoda deluje tako da pri prehodu poškoduje celico, do
takega nivoja, da se ni možna več množiti. Ker pa bi s tem preveč poškodoval tudi
okolǐsko tkivo (tu največji problem predstavljajo možgani, če se tumor nahaja v glavi),
Za zmanǰsanje tega pojava se uporablja metoda obsevanja iz več kotov, kot je prikazano
na sliki 2.2 in tako samo tumor, ki je v preseku teh žarkov dobi največjo dozo, okolǐsko
tkiva pa veliko manj.
Slika 2.1: Primerjava doze X-žarkov in protonov v odvisnosti od globine [4].
Slika 2.2: Prikaz učinka obsevanja iz več kotov [5].
Vendar to še vedno predstavlja velika tveganja, kar je razlog, da se je začela razvijati in
uporabljati nova metoda obsevanja, ki namesto X-žarkov (kateri so posledica žarka ele-
ktronov) uporablja protone, ki zaradi svojih lastnosti veliko manj poškodujejo okolǐsko
tkivo ampak toliko bolj rakavo, ta pojav imenujemo Braggov vrh, ki opǐse, da protoni
največ energije oddajo preden se ustavijo, ta pojav je grafično prikazan na sliki 2.3.
Obsevanje deluje tako, da pozitivno nabiti protoni ob svoji poti skozi tkivo na sebe
privabljajo negativno nabite elektrone, kar spreminja lastnosti molekul in posledično
njihov DNK, kar jim onemogoča deljenje.
Ta lastnost je še posebaj pomembna pri obsevanju tumorja v očesu [6], saj bi z uporabo
X-žarkov obsevali, tudi možgane kar pa ni zažejeno. Z uporabo protonov, ki večino
energije odložijo, ko se ustavijo in z obsevanjem samo iz sprednje strani obraza lahko,
dosežemo, da se možganskih celic ne dotaknemo, kot je prikazano na sliki 2.4.
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Slika 2.3: Primerjava doze x-žarkov in protonov v odvisnosti od globine [4].
Slika 2.4: Primerjava obsega obsevanega tkiva pri radioterapiji in protonski
terapiji [7].
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2.3. Sestava in princip delovanja pospeševalnikov
Pospeševalniki delcev so kompleksi stroji, kateri so sestavljeni iz več modulov, tako
mehanskih, električnih kot programskih, kar ga naredi klasičen primer mehatronskega
stroja.
Fizično pospeševalnik predstavlja samo en sklop celotnega sistema in sicer prvega,
kjer se delce (elektrone, protone, ione) toliko pospeši s pomočjo električnega polja, da
dosežejo želeno energijo (katero merimo v elektron voltih [eV]). Ko se to zgodi, zapustijo
pospeševalnik kot žarek, ki preko cevi potuje do izhodne naprave/šobe. Usmerjanje
žarka dosežemo s pomočjo magnetnega polja, kateri je ustvarjen z magneti ob obodu
cevi. Končna naprava določa obliko in moč katero bo imel žarek ob izhodu, s čimer
neposredno določa za kakšen namen ga lahko uporabimo.
Za poganjanje takega sistema potrebujemo kompleksno programsko opremo, ki tak
stroj upravlja. Ključen del takega programa je krmilni sistem med katerega spadajo
krmilniki časovnika, senzorjev in aktuatorjev, alarm strežnik, strežnik za shranjevanje
podatkov, grafični vmesniki za nadzor, ... Kateri morajo biti povezani skupaj v enoten
sistem, ki na zven deluje kot celota [8].
2.3.1. Pospeševalniki delcev
Z metodami opisanimi v nadaljevanju lahko pospešujemo samo električno negativno
ali pozitivno nabite delce. Za zdravstvene namene so se do sedaj uporabljali predvsem
elektroni s katerimi se je ustvarilo X-žarke, vendar pa zaradi lastnosti bolj točkovnega
odlaganja energije, danes vedno več uporabljamo protone. Ker pa imajo veliko večjo
maso kot elektroni potrebujemo za pospeševanje drugačno metodo, za kar se bolj upo-
rablja ciklotron ter ne linearni pospeševalniki, kot je bilo to možno z lažjimi delci vendar
se to tudi spreminja z noveǰsimi tehnologijami.
Da lahko žarek protonov pospešimo, ga vodimo v želeni smeri, vzdržujemo njegovo
energijo (hitrost) in preoblikujemo v končno obliko, potrebujemo sistem, kateri je se-
stavljen iz več unikatnih modulov in si zaporedno sledijo:
– Vir protonov
– Pospeševalnik protonov (Linearni pospeševalnik, Ciklotron, Sinhrotron)
– Vzdrževanje hitrosti protonov (Sinhrotron)
– Vodenje protonov (Magnetne cevi, naprava za usmerjanje žarka)
– Oblikovanje žarka (Šobe z elementi za preoblikovanje in usmerjanje)
Zgoraj našteti elementi bodo opisani v nadaljevanju.
Vir protonov predstavlja pomemben korak, saj, da lahko s protoni kaj počnemo jih
moramo najprej pridobiti. Ker v naravi ne obstajajo samostojno, jih je potrebno izločiti
iz atomov, najlažje to storimo z vodikom, saj ima poleg protona samo en elektron,
katerega s pomočjo zelo hitro spreminjajočega električnega polja v napravi prikazani na
sliki 2.5 segrejemo, do zelo velikih temperatur, zaradi česar elektroni odparijo, podoben
pojav izkorǐsčamo tudi v mikrovalovni pečici, le da je tu frekvenca veliko večja. Na
koncu nam ostale plazma protonov, katero kasneje vbrizgamo v pospeševalnik.
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Teoretične osnove in pregled literature
Slika 2.5: Naprava za pridobivanje protonov [9].
Linearni pospeševalnik ali linac, kot že ime pove, pospeši delce v ravni liniji. Upo-
rabljal se je predvsem za pospeševanje elektronov, saj bi zaradi veliko večje teže pro-
tonov potrebovali zelo dolge linije, vendar so se danes zaradi vedno bolǰse tehnologije
začeli graditi tudi za namene pospeševanja protonov, ampak to še vedno predstavlja
ogromno investicijo. Njegova osnovna zgradba je shematično prikazana na sliki 2.6.
Slika 2.6: Princip delovanja linearnega pospeševalnika [10].
Na začetku imamo izvor protonov, katere nato z izmenjavanjem negativnega in pozi-
tivnega naboja na elektrodah pospešimo do želene energije. Dolžina komore je odvisna
od namena in tipa delcev, ki jih želimo pospešiti, saj za delce z večjo maso, kot so ioni
in protoni potrebujemo več elektrod, da jih pospešimo do želene hitrosti.
Ciklotron je danes zaradi svoje kompaktnosti in enostavnosti najbolj razširjen tip
pospeševalnika za namene pospeševanja protonov. Sestavljen je iz dveh izdolbenih
7
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Preglednica 2.1: Prikaz specifikacij ciklotrona IBA C400
Lastnost Vrednost
Končna energija (ioni) 400 MeV
Končna energija (protoni) 265 MeV
Masa 700 T
Premer 6,6 m
RF frekvenca 75 Mhz
Vdee 80-160 kV
Število obratov 2000
polovic valja in dveh magnetnih plošč, postavljenih v geometrijo kot je prikazano na
sliki 2.7.
Slika 2.7: Princip delovanja ciklotrona [4].
Izvor protonov je tu na sredini, zaradi alternirajočega električnega polja med ploščama
se delci začnejo krožno gibati. Z večanjem hitrosti se posledično zaradi centrifugalnih sil
tudi vedno bolj pomikajo proti zunanjemu delu, kjer zapustijo ciklotron, ko dosežejo
željeno hitrost (energijo). Njihov vertikalni položaj, da ostanejo znotraj polkrožnih
polovic se zagotavlja z magnetnim poljem, katerega se ustvari z magnetnima ploščama
nad in pod pospeševalnikom.
Primer specifikacij ciklotrona IBA C400 je prikazan v tabeli 2.1.
Ker se moči žarka iz ciklotrona ne da regulirati ima tako ob izhodu vedno konstanto
energijo delcev za kar so bili razviti moduli, ki jo zmanǰsajo na želeno vrednost. Ob-
stajajo tako v zveznih kot diskretnih oblikah, prikazani so na sliki 2.8.
Sinhrotrone uporabljamo za dva različna namena saj z njim lahko pospešujemo
delce ali to naredimo z linearnim pospeševalnikom oziroma ciklotronom, sinhrotron
pa uporabimo za vzdrževanje njihove hitrosti. Sestavljen je iz dveh glavnih delov,
prvega predstavljajo magneti, kateri vodijo žarek , drugi pa linearni pospeševalnik, ki
ob vsakem krogu protonom doda toliko energije, da se njihova hitrost povečuje oziroma
8
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Slika 2.8: Tipi moduliranja moči od leve: Enojni zvezni, dvojni zvezni, diskretni in
binarni. [4].
vzdržuje. Zgradba je prikazana na sliki 2.9. Iz tega tudi izhaja njegovo ime saj se mora
frekvenca električnega polja sinhronizirati s hitrostjo protonov. Poleg teh dveh sklopov
vsebujejo tudi mesto za vbrizg in odvzem protonov, lahko pa vsebuje tudi druge, ki
žarek spreminjajo v žaljeno obliko [11].
Slika 2.9: Zgradba sinhrotrona [11].
2.3.2. Vodenje žarkov
Ko žarek zapusti pospeševalnik ga je potrebno pripeljati do šobe ali druge izhodne
točke. Vodimo ga za po to namenjenih ceveh, njegovo smer se vzdržuje podobno kot v
pospeševalniku in sicer s pomočjo magnetnega polja, katerega vzpostavljajo magneti,
ki so razvrščeni po obodu, zgradba takega modula je prikazana na sliki 2.10.
Preden žarek zapusti sistem, ga je potrebno pripeljati, do pacienta pod žaljenim kotom
za kar se uporablja mehanski stroj namenjen usmerjanju žarka. To je naprava, katera
z mehanskimi premiki in magneti usmerja snop v žaljeno smer. Pri protonski in ionski
terapiji ti lahko postanejo zelo veliki, saj so zaradi teže delcev potrebni sorazmerno
večji magneti.
Primer enega največjih usmerjevalec je prikazan na sliki 2.11, z njegovimi specifikaci-
jami v preglednici 2.2.
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Slika 2.10: Postavitev magnetov v cevi za vodenje žarka [12].
Slika 2.11: Naprava za usmerjanje žarka [4].
2.3.3. Oblikovanje žarka
Preden žarek zapusti pospeševalnik ga je potrebno preoblikovati, mu zmanǰsati moč
ter ga primerno usmeriti, saj ima ob izhodu iz pospeševalnika premajhen presek in
posledično preveč oster Braggov vrh. Enostaven primer takega sklopa je predstavljen
na sliki 2.12, iz katere lahko razberemo, da najprej zelo ozek snop razpršimo, kateremu
nato po profilu spremenimo moč do želene oblike. Zadnji del predstavlja kolimator, ki
spremeni profil preseka žarka v poljubno obliko.
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Teoretične osnove in pregled literature
Preglednica 2.2: Lastnosti usmerjevalca za ione ogljika
Lastnost Vrednost
Rotacija 360◦
Območje dosega 200 mm x 200 mm
Masa 600 T
Masa magnetov 140 T
Slika 2.12: Osnovna konstrukcija izhodne šobe [4].
Šoba je sestavljena iz več delov, kateri so:
1. Razpršilnik
2. Modulacija profila žarka
3. Modifikator dosega
4. Senzorji doze in položaja
5. Kompenzator dosega (za vsakega pacienta drugačen)
6. Kolimator (za vsakega pacienta drugačna nastavitev)
Razpršilniki žarka imajo namen razširiti žarek, saj imajo pri izhodu iz pospeševalnika
preozek premer, da bi bili uporabni za medicinske namene, zato ga razpršimo tako, da
na njegovo pot postavimo za to namenjeno lečo, ki ima želeno lastnost. Po razširitvi
dobimo žarek, ki ima Gaussovo porazdelitev energije, kar je neprimerno saj bi se ro-
bovi ustavili na premajhni globini in tako v zdravem tkivu odložili svojo energijo. Da
bi to preprečili potrebujemo uniformno porazdelitev energije, kar lahko dosežemo z
različnimi pristopi, kateri so prikazani na sliki 2.13.
Vse metode temeljijo na različnih prepustnostih materialov žarka.
Doseg nastavljamo tako, da primerno zmanǰsamo moč, kar lahko storimo z različnimi
metodami, katere so lahko aktivne ali pasivne. V obeh primerih na pot žarka postavimo
napravo, ki prilagaja energijo. Dve taki napravi sta prikazani na sliki 2.14.
11
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Slika 2.13: Principi razširjanje profila žarka protonov [4].
Slika 2.14: Napravi namenjeni prilagajanje moči žarka [4].
Z variabilnim nastavljanjem dosega, lahko v času obsevanja Braggov vrh razširimo, na
širše območje, s čim dosežemo, da lahko tumor maksimalno obsevamo tudi po globini,
kar nam prinese maksimalni učinek, kot je prikazano na sliki 2.15.
Kolimator in kompenzator potrebujemo, ker tumor ne predstavlja lepe oblike
ampak je poljubne, in bi s krožnim presekom obsevali preveč ali premalo tkiva zato
ga moramo preoblikovati. To dosežemo tako, da pred žarek postavimo poseben filter,
kateri je izdelan za vsakega pacienta posebej in predstavlja obliko njegovega tumorja.
Obstajajo pa tudi taki, kateri omogočajo avtomatsko prilagajanje vendar se zaradi
povečane kompleksnosti ne uporabljajo zelo pogosto. Doseči je pa potrebno tudi pra-
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Slika 2.15: Primer, kako lahko Braggov vrh razširimo z uporabo variabilnega
modulatorja moči žarka [4].
vilno globino na vseh točkah, za kar se uporablja kompenzator, ki je filter različnih
debelin tako, da prepusti različne energije na želenih mestih, kot je prikazano na sliki
2.16.
Slika 2.16: Kompenzator in kolimator [4].
2.3.4. Metoda skeniranja
Predstavlja alternativo kolimatorju, pri kateri ožji žarek s pomočjo magnetov premi-
kamo po ravnini in z modifikacijo moči po vǐsini. Na ta način lahko obdelamo katero
koli poljubno 3D obliko, vendar je ta metoda bolj zahtevna za izdelavo in krmiljenje.
Tak mehanizem lahko pokriva približno 30 × 30cm2 ter se pomika za inkrement 1 - 3
mm in je prikazan na sliki 2.17.
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Slika 2.17: Konstrukcija šobe pri skeniranju [4].
2.4. Krmilni sistem pospeševalnika protonov
Pospeševalniki protonov so lahko večji kot stanovanjske hǐse, kar pomeni, da so se-
stavljeni iz veliko različnih sklopov, katere je potrebno istočasno in sinhrono krmiliti.
Vsak od teh sklopov ima ogromno različnih parametrov katere je možno konfigurirati,
za kar potrebujemo zanesljiv in prilagodljiv porazdeljen krmilni sistem, ker se pa na
takih projektih dogaja tudi veliko razvoja in raziskovanj pomeni, da je potrebno vedno
dodajati nove možnosti v kontrolni sistem [13].
Arhitektura takega sistema ima lahko več oblik in sicer je lahko enoslojna ali več slojna,
obe možnosti pa sta lahko v centralizirani ali decentralizirani obliki, kot je prikazano
na sliki 2.18.
Več slojni




Slika 2.18: Deljenje krmilnih sistemov.
Za vsak tip krmilnika so bili razviti različni sistemi, ampak se danes največ uporablja
večslojni porazdeljen sistem, saj ima pred drugimi prednosti, ki so v sodobnem času po-
membne. Med njih spada predvsem skalabilnost in enostavneǰse nadgradnje obstoječih
modulov, saj se kompleksnost sistema porazdeli v manǰse lažje obvladljive enote, od
katerih je vsaka odgovorna in vsebuje samo program, kateri je namenjen samo tistemu
sklopu ter na zven izpostavi samo vmesnik, ki služi za komunikacijo z nižjim oziroma
vǐsjim slojem.
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Za izdelavo takega krmilnega sistema imamo veliko možnosti, katere se tudi med seboj
razlikujejo v stopnji dela, katerega bi morali vložiti v razvoj. Vsak modul vključen v
tak sistem, mora zadostovati različnim standardom, zaradi, česar se krmilnike name-
njene neposredni interakciji z aktuatorji, uporabi že standardne saj so preizkušeni in
certificirani za take namene. Razvija se pa skupni krmilni sistem, ki s komunikacijo s
krmilniki skrbi za njihove ukaze ter spremlja njihova stanja in tako skrbi, da celotni
sistem deluje kot eno. Tak sistem lahko vzpostavimo v različnih okoljih, C++, Lab-
VIEW, Tango,... Vendar sistem razvit v prvem namenu za pospeševalnike protonov
EPICS je na tem področju prevladujoč sistem, saj omogoča enostavno izdelavo krmil-
nega sistema z že vgrajenimi funkcijami, istočasno pa zaradi svoje odprtosti omogoča
želene razširitve. Struktura takega krmilnega sistema je prikazana na sliki 2.19.
Slika 2.19: Shematska zasnova šobe [4].
EPICS (Kontrolni sistem za eksperimentalno fiziko in industrijo) je izšel prvič leta
1994 in je bil namenjen krmlijenju pospeševalnikom protonov, zaradi svoje enostav-
nosti uporabe ter zmogljivosti se je razširil tudi na druge velike znanstene projekte v
astronomiji, fuzijskih reaktorjih ter druge velike fizikalne poizkuse. Postal je najbolj
razširjen krmilni sistem saj omogoča “soft real time” (kar je posledica zamika ethernet
mreže, ki jo uporablja za komunikacijo), krmiljenje zelo velikega števila naprav.
Sestavljen je iz skupka odprto-kodnih knjižnic, orodij in aplikacij napisanih v program-
skih jezikih C, C++ in Pearl s kateri lahko postavimo večslojni porazdeljeni krmilni
sistem poljubne velikosti, ki deluje na principu strežnikov in odjemalcev, kateri se ime-
nujejo IOC (input-output controller), med seboj komunicirajo in si izmenjujejo podatke
preko LAN komunikacije, kar je shematsko prikazano na 2.20.
Vsak krmilnik skrbi za pravilno delovanje posameznega sklopa in hrani vse vrednosti
ter parametre, do katerih lahko dostopa ali jih spreminja kdorkoli na lokalni mreži preko
CA protokola, katerega EPICS uporablja za komunikacijo med različnimi strežniki/odjemalci
[15].
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Slika 2.20: Arhitektura EPICS sistema [14].
2.4.1. CA protokol
CA protokol (eng.: Channel access) je komunikacijski protokol, kateri se uporablja
za komunikacijo preko LAN mreže med posameznimi strežniki in odjemalci, ki so del
kontrolnega sistema tu predvsem prevladujejo IOC-ji kot strežniki in OPI-ji, kot odje-
malci vendar obstajajo tudi druge možnosti. Vsak odjemalec, ki je sposoben govoriti
CA protokol, se lahko pogovarja z vsemi strežniki, kar je zelo zaželeno saj zmanǰsa
kompleksnost komunikacije, ampak istočasno predstavlja veliko varnostno luknjo, kar
posledično pomeni, da morajo imeti dostop do kontrolne mreže samo pooblaščeni upo-
rabniki. Za ostale uporabnike pa morajo biti s strani inženirjev pripravljeni vmesniki
kateri omogočajo spremembo parametrov namenjenih spremembam v normalnih pogo-
jih.






caget predstavlja osnovni ukaz za pridobivanje informacij preko ukazne vrstice o
trenutnih vhodnih in izhodnih vrednostih na posameznih krmilnikih. Sintaksa, ki jo
za to uporabimo je zelo enostavna:
$ caget <ime PVja> <ime drugega PVja> ...
Strežnik nam odgovori :
1PV Procesna spremenljivka - eng.: Process variable
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$ <ime PVja> <vrednost PVja>
$ <ime drugega PVja> <vrednost drugega PVja>
$ ...
caput omogoča spreminjanje trenutno aktivnih parametrov na krmilniku. Pri tem
ukazu moramo biti zelo previdni, saj nam sistem omogča spremembo v poljubno vre-
dnost, katera zadostuje podatkovnemu tipu, ki ga ima ta PV. Uporabimo ga kot:
$ caput <ime PVja> <nova vrednost> ...
Strežnik nam odgovori :
$ <ime PVja> Old value: <stara vrednost>
$ <ime PVja> New value: <nova vrednost>
camonitor strežniku sporoči, da če se vrednost PVja spremeni, da naj nas na to
opozori, kar predstavlja zelo uporabno funkcijo v primerih, kjer se vrednost spreminja
z veliko frekvenco:
$ camonitor <ime PVja> <ime drugega PVja> ...
Strežnik nam odgovori:
$ <ime PVja> <čas spremembe> <trenutna vrednost>
$ <ime drugega PVja> <čas spremembe> <trenutna vrednost>
$ <ime drugega PVja> <čas spremembe> <nova vrednost>
$ <ime PVja> <čas spremembe> <nova vrednost>
$ ...
cainfo nam poda vse tehnične lastnosti, ki se nanašajo na obravnavani PV.
$ cainfo <ime PVja>
Strežnik nam odgovori:
$ <ime PVja>
State: <connected | disconnected>
Host: <IP IOCja z PVjem>
Access: <read |& write>
Native data type: <DBF_LONG | DBF_FLOAT,...>
Request type: <DBF_LONG | DBF_FLOAT,...>
Element count: <st. elementov - 1 ce ni vektor>
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Ti ukazi so zelo močno orodje inženirjem pri razvoju in odstranjevanju napak iz sistema
vendar ne predstavljajo nobene dodane vrednosti pri normalnem obratovanju, ampak
se zaradi uporabniku prijazneǰse in enostavneǰse uporabe uporabljajo, različni grafični
uporabnǐski vmesniki, med katerimi sta najbolje razširjena MEDM in BOY, kateri je
predstavljen v poglavju 2.4.5..
Za vzpostavitev povezave med strežnikom in odjemalcem se v ozadju zgodi več kora-
kov, kjer mora najprej odjemalec zahtevati za vzpostavitev povezave, ampak tu nastane
problem, ker ne ve na katerem IP naslovu se želena vrednost nahaja. Rešitev je im-
plementirana tako, da odjemalec preko UDP protokola odda sporočilo s katerim vse
strežnike na mreži vpraša, če imajo oni želeni PV. Če strežnik v svoji bazi najde is-
kani PV se enako preko UDP protokola odzove in sporoči, da ima iskano vrednost ter
svoj IP naslov. Ko odjemalec sprejme odgovor lahko zahteva vzpostavitev povezave s
strežnikom z uporabo TCP protokola, preko njega odjemalec sporoči ukaz na katerega
se strežnik odzove z odgovorom. V primeru, da ni odziva v konfiguriranem času odje-
malec predpostavi, da vrednost ne obstja, v primeru več odzivov se izmenjava podatkov
zgodi, z tistim strežnikom, kateri se prvi odzove, drugega pa ignorira, kar predstavlja
razlog, zakaj morajo biti imena vseh PV-jev unikatna na mrežo kontrolnega sistema.
Komunikacija je shematsko prikazana na sliki 2.21.
Slika 2.21: Delovanje CA protokola [4].
Čeprav je ethernet komunikacija zelo hitra, predstavlja najpočasneǰsi del sistema in
je razlog zakaj EPICS ni “real time” krmilni sistem, in posledično tiste odzive, ki so
potrebni v realnem času ne smemo razporediti, med več strežnikov, saj bi bil lahko
prepočasni, ali se sploh ne zgodijo v primeru nedosegljivosti.
Vsak program, kateri je sposoben govoriti CA protokol, se lahko komunicira z celotnim
sistemom, zato nekateri pravijo, da EPICS je CA, čeprav je še veliko več kot to. Zaradi
tega dejstva je implementacija EPICS strežnikov in odjemalcev možna tudi v drugih
jezikih kot je C#, MatLAB, Python, LabVIEW,...
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2.4.2. Vhodni-izhodni krmilnik
IOC predstavlja osrednjo implementacijo strežnika v EPICS sistemu, ki preko lokalne
mreže komunicira z odjemalci in drugimi strežniki, na drugi strani pa opravlja z enim
ali več senzorjem in aktuatorjem, kateri morajo biti sposobni komunicirati z eno od
serijskih komunikacij (Ethernet, RS-232, USB). Na njem so shranjeni vsi podatki v
obliki t.i. EPICS zapisov in algoritmi potrebni za opravljanje neke funkcije krmiljenja
določenega sklopa za katerega je konkretni krmilnik zadolžen. Kar lahko predstavlja
upravljanje naprave, ali pa opravljanja različne izračune, kateri so pomembni za krmi-
ljenje sistema.
Da lahko opravlja vse te naloge mora vsebovati več modulov, kjer osrednjega predsta-
vlja baza, kjer so shranjeni vsi parametri krmiljenja in se opravljajo vsi izračuni. Za
implementacijo sistema končnih stanj, lahko uporabimo modul sekvencer, s katerim
lahko z v naprej napisanimi pogoji prehajamo med različnimi stanji, vendar se v praksi
uporablja zelo redko, ter ga v razvojnem delu ne bomo uporabili bom njegov dalji opis
izpustil.
Kot pomožne module vsebuje tudi UDP in TCP/IP strežnik ter odjemalec, katera
komunicirata z mrežo krmilnega sistema. In podporo strojni opremi, ki vsebuje komu-
nikacijske protokole za posamezne naprave, katerih največja predstavnika sta senzorji
in aktuatorji, struktura je prikazana na sliki 2.22.
Slika 2.22: Arhitektura IOC strežnika [4].
IOC nima grafičnega vmesnika, ampak predstavlja samo pred pripravljeno ogrodje
programske kode, h kateri je potrebno dodati želeno funkcionalnost in jo konfigurirati
za to operacijo, struktura takega programa med razvojem je prikazana spodaj, ko
program prevedemo se ustvarijo še dodate mape in nove datoteke, kot je prikazano na
sliki 2.23, ki so potrebne za zagon programa.
IOC baza [16] je srce vsakega IOCja, saj vsebuje vse njegove podatke in obnašanje.
Vse to shranjuje v t.i. EPICS vnose (eng.: records), kateri lahko držijo različne tipe
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Slika 2.23: Drevesna struktura IOC programa.
vrednosti, ter nad njimi opravljajo operacije, kot je spreminjanje in spremljanje vredno-
sti na krmilnikih oz. drugih napravah, pretvarjanje med enotami,... Vsak parameter
ima svoj zapis, ki poleg vrednosti vsebujejo tudi druge podatke, ki so pomembni in
se navezujejo na numerično vrednost, med te spadajo inženirske enote, minimalne in
maksimalne vrednosti, ki jih parameter lahko doseže, stanje alarma, če so te meje
prekoračene in še mnogo več,... Tipi vnosov, ki so med najbolj uporabljenimi:
– AI (Analog input)
Vnos lahko drži in pridobiva float vrednosti iz strojne opreme ali drugega vnosa v
krmilnem sistemu.
– AO (Analog output)
Vnos lahko drži in spreminja float vrednosti iz strojne opreme ali drugega vnosa v
krmilnem sistemu.
– LONGIN/LONGOUT (Long input/output)
20
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Podobno kot v zgornjih dveh primerih le, da je tu tip podatka celo število
– BI/BO (Binary input/ouput)
Ponovno podobno, kot v zgornjih primerih, ampak tu gre za binarno vrednost [0/1]
– CALC (Calculation)
Vnos sprejme do 12 numeričnih vrednosti iz drugih vnosov in nad njimi lahko opra-
vlja različne numerične in bitne operacije
– SUB (Subrotine)
Podobno kot CALC sprejme do 12 inputov, vendar se uporablja pri bolj kompleksnih
izračunih saj kot vhod sprejme C funkcijo v kateri lahko izkoristimo vso funkcional-
nost, ki nam jo ponuja C.
Večina zgoraj naštetih vnosov ima tudi svoj ekvivalent namenjen vektorskim veličinam.
Poleg teh pa obstajajo, še drugi, ki se uporabljajo redko vendar v določenih primerih
lahko poenostavijo kompleksen problem:








Tako bazo je potrebno napisati za vsako funkcionalnost, katero želimo doseči. Sintaksa
zapisa je predstavljena spodaj:
record(<tip vnosa>, "<ime>") {
field(<ime polja>, "<vrednost>")
field( ... , "...")
}
Večina polj, ki so nam na voljo so specifična posameznemu tipu vnosa, ampak se v
grobem delijo na naslednje kategorije:
– Splošni (opis, vrednost,...)
– Scan (določajo, kdaj in pod kakšnimi pogoji se vnos izvede)
– Operaterjeve vrednosti (Enote, minimalne/maksimalne dovoljene vrednosti, natančnost
prikaza,...)
– Alarm (Stopnja alarma in limitne vrednosti za alarm)
– Vhod/izhod (Specifikacije in naslov do strojne opreme ali drugega vnosa)
Zelo močna in uporabna možnost baze je povezovanje posameznih vnosov med seboj, in
izmenjevanje informacij, kar nam omogoča večji nadzor nad krmiljenjem, saj se lahko
odzovemo na kombinacije različnih parametrov. Različni tipi povezav imajo različne
pogoje kdaj se izvedejo vnosi na katere povezava kaže ali na katerih se nahaja in tako
lahko dobimo različne vrednost. Ločimo jih na povezave znotraj baze in preko CA.
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Teoretične osnove in pregled literature
Preglednica 2.3: Tipi povezav
Tip Vhodne povezave Izhodne povezave
Povezave v bazi PP, NPP PP, NPP
CA povezave NPP, CA, CP, CPP PP, CA
Kjer okraǰsave predstavljajo:
– NPP - Osnovna povezava, ki samo prebere vrednost iz vnosa na katerega kaže
– PP - Pred branjem vrednosti, zahteva, da se vrednost v ciljnem vnosu posodobi, in
tako v primeru, da je povezan s senzorjem pridobi najnoveǰso meritev
– CA - Povezavo spremeni v CA, ta tip povezave potrebujemo, če se vrednost ne nahaja
na istem IOCju. Tako mora IOC PV poiskati na mreži
– CP - Povezavo spremeni v CA in vedno sproži obdelavo vnosa, ko se vrednost v ciljni
lokaciji povezave spremeni
Vendar, če želimo, da se zgodi veriga reakcij se mora začeti procesirati vsaj en od vno-
sov, kar lahko dosežemo z SCAN poljem, katerega lahko nastavimo na eno od naslednjih
možnosti:
– X second - Periodično z v naprej nastavljeno periodo X
– I/O Int. - Prekinitev iz strojne opreme sproži procesiranje
– Event - Dogodek vnos začne izvajanje
– Passive - Drug vnos ali odjemalec lahko zahtevata procesiranje
Kateri tipi vnosov, polja v teh vnosih in vrednosti, katere lahko posamezno polje drži
so definirane v t.i. datoteki z definicijo baze podatkov katera ima končnico *.dbd. Tu
velja podobna relacija kot med *.xml in *.xsd.
Podpora napravam je pomožni modul pa vendar ključni del katerega koli krmilnega
sistema, saj brez njega ne moremo komunicirati s senzorji in aktuatorji, kar nam one-
mogoča vse vhodne in izhodne signale. EPICS nam omogoča, da napǐsemo in vključimo
lastne gonilnike za naprave, kar je pa v večini primerov nepotrebno saj obstajajo že na-
pisane knjižnice, ki so sposobne komunicirati z napravami v binarni ali ASCII (string)
obliki, katera predstavljata najbolj pogosta tipa. Modul se imenuje asynDriver, za ka-
terega obstaja ovojnica Stream Device, ki omogoča lažjo uporabo. Za prenos sporočil
uporablja eno od serijskih komunikacij (RS-232, Ethernet, USB).
Protokoli so pravila, ki definirajo kako in v kakšni obliki se podatki prenašajo. Pri
Stream Device so komunikacijski protokoli posebna ASCII datoteka, ki jo običajno
prepoznamo z končnico *.proto in vsebuje vse lastnosti komunikacije, kot so vhodni
in izhodni terminatorji, časovne konstante komunikacije, obliko izhodnih ter vhodnih
sporočil.
InTerminator = '<ASCII znak za konec vhodnega sporočila>';
OutTerminator = '<ASCII znak za konec izhodnega sporočila>';
ReplayTimeout = <Čas v ms>;
<ime protokola> {
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Ime protokola je oznaka, s katero v polju vnosa OUT ali INP, definiramo, kateri protokol
želimo, da se izvede ob izvedbi. Tip komunikacije, ki je v primeru Stream Device-a
stream nastavimo v polju DTYP (eng.: device type). Funkciji out in in v protokolu
imata obliko ASCII znakov in lahko vsebujeta v naprej definirane znake in vrednosti
iz vnosa, katere se prenesejo na napravo, ko se sproži protokol. Substitucija vrednosti
poteka podobno kot pri funkcijah printf in scanf v jeziku C z operatorjem %. Klicanje
protokola podpira tudi do devet argumentov, vrednosti lahko v protokolu pridobimo z
operatorjem \$<st.argumenta>.
2.4.3. Konfiguracija IOC-ja in prevajanje
IOC izvorna koda je napisana tako, da podpira različne tipe arhitektur in operacijskih
sistemov, kot so Linux, vxWorks, MacOS, Solaris in Windows, zato je potrebno še
pred prevajanjem nastaviti sistemsko spremenljivko EPICS HOST ARCH, katera definira
na kateri arhitekturi in operacijskem sistemu bo EPICS nameščen. To je običajno 64-
bitna verzija Linux distribucija, katera je definirana kot linux-x86 64. V configure
direktoriju, lahko definiramo kateri moduli naj bodo vključeni in kje na sistemu se
nahajajo, ter kje želimo, da se program namesti. Najpomembneǰse je, da pokažemo
kje je EPICS base nameščen, po potrebi pa lahko vključimo tudi: asynDriver, Stream
Device, sekvencer, ...
Za grajenje je uporabljen GNU make sistem, kateri uporablja t.i. Makefile datoteke v
katerih so zapisana navodila, kako mora biti izvorna koda prevedena in nato povezana
med sabo. Prevajalnik prevede vse izvorne datoteke v strojno kodo ter jih namesti v
lib direktoriju, *.dbd datoteke se namestijo v istoimenski direktorij. Med pisanjem
baze zaradi večje preglednosti uporabljamo več, datotek, in v teh makrote, ki imajo
običajno končnico *.template namesto *.db. Za prevajanje teh datotek potrebujemo še
posebno *.substitutions datoteko, kjer z določeno sintakso določimo, katere datoteke
baz želimo združiti v eno in istočasno lahko tu definiramo tudi vrednosti makrov.
Primer take datoteke:
file "<ime prve datoteke>.template" {
pattern { "<makro>", ... }
{ "vrednost makra", ... }
}
file "<ime druge datoteke>.template" {
pattern { "<makro>", ... }
{ "vrednost makra", ... }
}
Izhod take datoteke, je klasična *.db datoteka, ki vključuje vse vnose v naštetih dato-
tekah z že vključenimi vrednostmi tistih makrov, ki so tu definirani, kar pa ni nujno,
da naredimo.
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2.4.4. Zagon sistema
Ko je IOC zgrajen, ga je potrebno zagnati, ampak to ne moremo storiti z *.exe dato-
teko, kot sme navajeni na Windows sistemih. EPICS uporablja za ta namen poseben
skript imenovan st.cmd, v katerem konfiguriramo IOC in ga zaženemo. V njem mo-
ramo vključiti vse poti, kjer se nahajajo potrebne datoteke, katere so po prevajanju
shranjene v direktorjih naštetih v envPaths datoteki. Temu sledijo definicije vseh baz
in vzpostavitev povezav z zunanjimi napravami s serijsko komunikacijo.
Ko je vse pripravljeno lahko naložimo vse baze, katere vključujejo EPICS zapise, tu je
tudi zadnja možnost, da makrom definiramo vrednosti, saj se v nasprotnem primeru
tisti zapisi, katerim bodo manjkali parametri ne bodo naložili v sistem.
Zadnji korak predstavlja inicializacija IOCja in zagon dodatnih programov, kot je na-




## Register all support components
dbLoadDatabase "<dbd datoteka>"
<ime IOC-ja>_registerRecordDeviceDriver pdbbase
# Serial port configuration
drvAsynSerialPortConfigure("<ime porta z napravo>", "<naslov>", 0, 0, 0)
asynSetOption("$(PORT)", -1, "baud", "115200")
asynSetOption("$(PORT)", -1, "bits", "8")
asynSetOption("$(PORT)", -1, "parity", "none")
asynSetOption("$(PORT)", -1, "stop", "1")
asynSetOption("$(PORT)", -1, "clocal", "Y")




## Start any sequence programs
seq <ime programa>,"<makro>=vrednost,..."
EPICS IOC nima grafičnega vmesnika, ampak zgornji skript poženemo znotraj termi-
nala, kateri po koncu izvedbe še naprej sprejema interne ukaze, kot so:
– Seznam vseh vnosov
24
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– Prikaz vrednosti vnosov
– Sprememba vrednosti vnosov
– Prikaz vseh polj posameznega vnosa
– ...
2.4.5. Grafični vmesnik
Grafični vmesniki so zadnja od treh komponent, ki sestavljajo moderen porazdeljen
krmilni sistem, poleg strežnikov ter senzorjev in aktuatorjev. Namenjeni so lažjemu in
preglednemu upravljanju s sistemom. V ta namen so bili razviti razni sistemi, kateri
omogočajo izdelavo vmesnikov, ki se jih da dinamično manipulirat preko skriptov, ter
vsebujeje mehanizme (CA protokol), ki skrbijo, da so vrednosti na zaslonih vedno
aktualne z tistimi na IOCjih.





Za krmilne sisteme, ki so danes v ravojni fazi, se svetuje uporabo sistema BOY, saj
je prosto dostopen, še vedno v razvoju in temelji na moderni Eclipse tehnologiji 2.24,
katera omogoča enostavno dodajanja razširitev v sistem.
BOY je vgrajen v razvojno okolje Control system studio [17] s katerim lahko zelo eno-
stavno izdelamo uporabnǐski vmesnik saj uporablja metodo ”WYSIWYG”, ki omogoča
vizualno postavljanje elementov na želeno mesto. Podpira veliko število grafičnih in-
dikatorjev, kot so LED lučke, termometre, XY grafe,... Končni izdelek ima moderni
zgled in je prikazan na sliki 2.25
Poleg spreminjanja in spremljanja parametrov, omogoča tudi pregled vseh alarmov in
ogled zgodovine, če imamo nastavljen strežnik za arhiviranje.
2.4.6. Standardi za programe v medicine
Vsa programska koda in naprave, katere se uporabljajo za poganjanje strojev name-
njenih zdravstvenim namenom morajo zadostovati različnim standardom med katere
spadajo:
– EN ISO 13485 [18] (Medicinske naprave - sistemi nadzora kakovosti)
– EN ISO 14971 [19] (Medicinske naprave - obvladovanje tveganja za medicinske pri-
pomočke)
– EN IEC 62304 [20] (Medicinske naprave - razvojni krog razvoja programske opreme)
– EN IEC 60601-1 [21] (Medicinske naprave - elektronske naprave)
– IEC 62366-1 [22] (Medicinske naprave - uporabnost naprav v kontekstu varnosti)
2BOY - Best OPi Yet
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Slika 2.24: Arhitektura BOY ogrodja [17].
Slika 2.25: Primer OPI ekrana [4].
Ti standardi definirajo, vse zahteve in postopke kateri so potrebni za razvoj vseh tipov
programskih kod za medicinske pripomočke med katere spada tudi protonska terapija
in krmilni sistem pospeševalnika protonov. V nadaljevanju bodo predstavljeni ključni
koraki, ki jih je potrebno izpolniti, da zadostimo pogojem, ki jih definirajo zgoraj
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navedeni standardi. Razvoj krmilnega sistema mora slediti klasičnemu V-modelu, ki je
prikazan na sliki 2.26 in definira potrebne korake za razvoj programske kode namenjene
krmilnim sistemov v medicine.
Slika 2.26: V-model razvoja programa.
Z začetkom razvoja krmilnega sistema je potrebno definirati različne vloge, za katere
je točno definirano, kaj so njihove zadolžitve pri različnih fazah razvoja. Te vloge so:
– Vodja projekta








– Odgovorni za dokumentacijo
Več od zgoraj naštetih vlog se lahko združi v eno osebo, vendar je pomembno, da
preizkuševalec nikoli ne testira tistega dela programske kode, katerega je napisal sam
v celoti ali delno, saj s tem pridobimo na večji redundanci.
Življenski cikel vsakega programa vsebuje sedem glavnih korakov, zaporedje katerih
je prikazano na sliki 2.27.
Planiranje je prvi korak, ki ga je potrebno storiti pred vsakim načrtovanjem in
razvojem saj s tem pridobimo časovno os projekta, katera je pomembna, da lahko
sledimo zahtevam, kdaj potrebujemo določeno komponento med katere se šteje tako
strojne kot programske. Izdelati je potrebno tudi analizo tveganja, katera predstavlja
postopek izdelave načrta za obvladovanje tveganja. Da lahko to storimo potrebujemo
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Slika 2.27: Koraki razvoja krmilnega sistema.
zahteve, ki jih mora sistem izpolnjevati in načrt razvoja. Kot izhod dobimo dokument,
kateri predvideva tveganja bolj in manj verjetnih dogodkov in ocenjuje posledice. Za
vsa tveganja je potrebno napisati strategijo, kako obvladovati vsakega posebaj za kar
imamo pet možnosti:
– Preprečevanje tveganja - Spremeni načrte tako, da do problema ne more priti
– Nadzoruj tveganje - Zmanǰsanje vpliva
– Sprejmi tveganje - Sprejmi tveganje, ki ga dogodek lahko povzroči
– Prenesi tveganje - Prenesi tveganje na drug sistem, kateri ga bo lažje prenesel
Analiza tveganja je postopek, ki mora potekati skozi celoten proces razvoja, tako, da
se vedno zbira podatke od ljudi vpletenih v različne dele razvoja. Zelo pomembno je
tudi, da v primeru vključitve programske kode neznanega izvora, predpostavimo vse
napake, katere lahko povzročijo neželene posledice.
Zbiranje zahtev predstavlja korak pri katerem, je potrebno zbrati vse zahteve, ka-
tere mora sistem podpirati. Predpostaviti je potrebno tudi potrebe, ki morajo biti
izpolnjene v ozadju, da bo sistem deloval in ne samo končna funkcionalnost. Zato je
potrebno definirati vmesnik, kateri skrbi za komunikacijo z medicinskimi programi in
obstoječimi deli, če že obstajajo. Ko je definirana tehnična stran problema sledi način
interakcije operaterja z sistemom, pri katerem je potrebno upoštevati profil osebe, način
uporabe, jezik vmesnika. Za dosego tega je potrebno podrobno analizirati obstoječo
dokumentacijo že integriranih sistemov, pogovori se s stranko in preučiti razmere na
trgu.
V splošnem lahko kdorkoli vpleten v projekt predlaga nove zahteve, to so: stranka,
vodja projekta, vodja kakovosti, vodja tveganja, ... Ko se pojavi nova zahteva je po-
trebno utemeljiti zakaj je potrebna in kako testirati njeno implementacijo, če je pravilno
dodana v sistem in deluje, kot je bilo določeno. Za učinkovito sledenje zahtevam je
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potrebno vsaki dodeliti unikatno identifikacijsko številko, pod katero je v načrtu po-
trebno objektivno in v celoti definirati podrobnosti, katere so potrebne, da lahko vsi
člani razvojne skupine v katerem koli času razumejo vse podrobnosti.
Zahteve delimo na funkcionalne in ne funkcionalne, ki definirajo kvaliteto funkcional-







Zahteve nato razdelimo na več nivojev v hierarhiji, katerih število je odvisno od kom-
pleksnosti sistema. Za vse sloje je potrebno nato ponoviti analizo tveganja, katera
lahko prinese dodatne zahteve, katere je potrebno upoštevati, da zmanǰsamo tvega-
nje. V primeru sprememb moramo uvesti sistem sledljivosti, kateri mora omogočati
spremljanje vseh sprememb, katere so se zgodile.
Vse zahteve morajo biti pregledane in potrjene, kjer je potrebno preveriti da:
– Se ne izključujejo med seboj
– So v skladu z vsemi zahtevami
– So definirane tako, da se lahko njihovo delovanje testira
– Se jih, da unikatno identificirati
– So sledljive, do izvornih zahtev
V primeru, da prihaja, do sprememb po sprejemu načrta je potrebno s iterativnim
postopkom preveriti, kako sprememba vpliva na trenutnega in ponovno analizirati,
če in katere spremembe so potrebne, da bo končni izdelek še vedno zadostoval vsem
začetnim zahtevam.
Ko imamo definirane vse zahteve je potrebno ponoviti FMEA analizo tveganja, katera
mora nato potekati skozi celoten proces razvoja in je za projekte v medicini definirana
v standardu ISO 13485. Rezultat analize je tabela, katera predstavlja seznam možnih
napak z posledico, ki se lahko zgodi.Začetni korak FMEA analize je definiranje upo-
rabe modulov in njihove lastnosti, katere lahko vplivajo na varnost sistema, za pomoč
pri identifikaciji teh si lahko pomagamo z obstoječimi generičnimi seznami. Vsak del
programske kode pripada v eno od treh kategorij:
– Razred A - Nobena poškodba ali škoda ni mogoča
– Razred B - Resne poškodbe niso mogoče
– Razred C - Smrt ali resne poškodbe so mogoče
Tveganja, za katera je bilo določeno, da so nesprejemljiva in nikoli do njih ne se sme
priti je potrebno v sistem vnesti varnostni mehanizem, za kar imamo tri možnosti:
– Sestava takega načrta krmilnega sistem, ki ne dopusti dogodka
– Dodajanje funkcij v sistem, katere z ukrepi za zaščito želijo zmanǰsati učinek
– V najslabšem primeru mora sistem opozoriti na napako
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Preglednica 2.4: Primer FMEA analize
Krmilnik kolimatorja žarka protonov
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Izvedba in učinkovitost vsakega ukrepa vgrajenega v krmilni sistem, mora biti prever-
jena v skladu z načrtom.
Da bodo vse možnosti definirane v zahtevah operaterju na voljo, je potrebno izdelati
načrt za grafični vmensik, ki bo vse te možnosti podpiral in ostal pregleden, kar zmanǰsa
število napak, ki jih lahko operater naredi.
Načrtovanje je postopek izdelave načrta, na kakšen način bodo definirane zahteve
realizirane in kasneje povezane med seboj. Tu je potrebno najprej prepoznati vse
komponente, tako strojne, kot programske, katere je potrebno povezati v enotni sistem.
Izdelati moramo grafično strukturo modulov in njihovo interakcijo med seboj z v naprej
določenimi vmesniki, katera predstavlja arhitekturo krmilnega sistema.
Implementacija zahteva pripravo orodij za razvoj programske kode, katera so od-
visna od tehnologije, ki se bo uporabljala. Tu je dobro pripravit virtualni sistem z
vključenimi vsemi razvojnimi orodji in sistemom za vodenje verzij. saj imajo tako vsi
razvojni inženirji enaka orodja v skladu z zahtevami.
Pred začetkom razvoja glavnega sistema je potrebno pripraviti vse sisteme za simulacijo
v primeru, da nimamo na voljo strojne opreme s katero lahko komuniciramo saj s tem
lahko zelo pospešimo razvoj. Sledi priprava testov namenjenih testiranju simulatorja,
kateri morajo vključevati vse možne kombinacije dogodkov, ki se lahko zgodijo. Teste
je potrebno pripraviti tudi za neformalna testiranja, saj simulatorji, kljub temu ne
smejo biti uporabljeni za verifikacijo sistema, katero določajo standardi.
Ko je vse pripravljeno, lahko začnemo z razvojem programske opreme in manjkajočih
strojnih delov med katere spadajo razne ploščice tiskanega vezja. Vsi moduli mo-
rajo slediti dokumentom, kateri so bili pripravljeni v preǰsnjih fazah. Z zaključkom
je potrebno pregledati in testirati narejeno po postopku določenem v dokumentu ve-
rifikacije, kateri sledi zahtevam v standardih. Če katera od zahtev ni dosežena jo je
potrebno vrniti nazaj v razvojno fazo. Ta postopek ponavljamo dokler vse zahetve
niso dosežene, ko se to zgodi lahko naročimo proizvodnjo morebitnih modulov, katere
na koncu ponovno testiramo.
Integracija predstavlja korak, ko vse implementirane module združimo v celoto, v
primeru, da so potrebne določene spremembe moramo zagotoviti, da z njimi ne pov-
zročimo, kakšnih nepotrebnih stranskih učinkov in ponovnega opravljanja vseh testov
tistih modulov na katere smo vplivali neposredno ali posredno.
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Zadnji korak predstavlja testiranje z uporabo grafičnega uporabnǐskega vmesnika, s
katerim želimo simulirati sistema v produkcijskem okolju. Ko zaključimo z vsemi testi
moramo napisati poročilo v katerem predstavimo vse rezultate in potrjujemo, da je
sistem pripravljen za uporabo.
Pred izidom je potrebno narediti končno poročilo FMEA analize, ki mora vključevati
vsa končna tveganja. Temu sledi še končna notranja verifikacija sistema in preverjanje
skladnosti z zahtevami, da se izognemo možnosti nedokončanega krmilnega sistema ali
mogoče celo nevarnega.
Vzdrževanje ali garancijo, mora danes zakonsko zagotavljati vsak proizvajalec tako
mehanskih komponent kot programov. Za kar je potrebno pripraviti načrt reševanja
problemov, kateri se lahko pojavijo in načrtovane nadgradnje krmilnega sistema.
Potrebno je spremljati vse probleme, kateri se pojavijo in povratne informacije, od
uporabnikov sistema. Vsak problem je potrebno obravnavati posebej in ugotoviti, če
lahko povzroči nevarnost. V primeru, da so potrebne spremembe v krmilnem sistemu,
se opravi ravoj in izid nove verzije sistema, katera mora prestati vse teste.
Označevanje različnih izidov potrebujemo, da lahko obdržimo kontrolo, katera
verzija programa je najnoveǰsa in beležimo spremembe. Poznamo štiri stopnje katere
označujejo kvaliteto:
– Alfa (a) - Namenjena za notranja testiranja
– Beta (b) - Namenjena neformalnim testiranjem, to verzijo lahko ponudimo tudi že
stranki v testiranje
– Kandidat za izid (rc) - Namenjen formalnim testom, če prestane vse se ga preimenuje
v končni izid
– Končni izid - Verzija potrjena za uporabo v medicinskih sistemih
Vsak izid programa dobi svojo identifikacijsko oznako katera je sestavljena iz štirih
mest (XX.YYZZ.QQ), kjer si označbe sledijo:
– Glavni izidov - Izidi z različno označbo niso združljivi med seboj
– Pod izidi - Ti izidi morajo biti med seboj združljivi
– Stopnja kvalitete - Oznake vsebujejo stopnjo kvalitete, po izidu pa je ta del izpuščen
– Popravljanje hroščev - Vključuje verzije, namenjene popravljanju napak v sistemu
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3. Metodologija raziskave
Razvojni del naloge predstavlja zasnovo in realizacijo krmilnega sistema, podsistema
izhodne šobe na pospeševalniku protonov namenjenega medicinskim namenom. Gre
za podoben stroj, kateri se nahaja na Paul Scherrer inštitutu v Švici imenovan Optis
2, ki je namenjen zdravljenju očesnega raka, prikazan je na sliki 3.1. Sistem, izhodne
šobe je zasnovan tako, da kljub relativno kratkemu času obsevanja, ki znaša približno
1 minuto dosežemo maksimalni učinek in tako zmanǰsamo vpliv na okolǐsko tkivo.
Slika 3.1: Zgled izhodne šobe OPIS 2 [23].
Cilj naloge je razviti krmilni sistem šobe za namene zdravljenja raka, katero se bo
uporabilo na že obstoječem pospeševalniku protonov, katerega se trenutno uporablja v
kombinaciji z dvema usmerjevalcema namenjenima obsevanju drugim delom telesa.
Delovala bo na principu razpršilnikov žarka in kolimatorja, njena mehanska zasnova je
shematično prikazana na sliki 3.2 iz katere lahko razberemo, da je sestavljena iz več
komponent, katere potrebujejo sinhrono krmiljenje:
– Nastavljanja dosega
– Treh razpršilnik žarkov
– Nastavljanja doze





Slika 3.2: Mehanska zasnova šobe [4].
3.1. Zahteve
Za izdelavo krmilnega sistema je bilo podanih več zahtev med katere sodijo, da mora biti
realiziran s pomočjo EPICS krmilnega sistema in standardnimi pripadajočimi moduli,
kateri morajo biti med seboj združljivi:
– Operacijski sistem Linux x86 64, CentOS 7
– EPICS verzija 3.12.xx.xx
– asynDriver, verzija 4-31
– Stream Device
– Control system studio, verzija 4.5
Funkcionalne zahteve, ki so bile določene, da jih mora krmilni sistem, ko bo integriran
podpirati so:
– Status krmilnika (prekinjena povezava, nedejaven, v premikanju, iskanje začetne
pozicije, napaka)
– Trenutni položaj (enote položaja še niso bile določene)
– Trenutna hitrost pomikanja
– Je bila kalibracijska na začetni položaj opravljena
– Stanje končnih stikal
– Prikaz napak na krmilniku
– Preklapljanje električnega toka koračnemu motorju
– Tip premika, ki ga želimo narediti (absolutni in relativni pomik, iskanje domače
lokacije ter neskončni pomiki v obeh smereh - t.i. jog)
– Velikost pomika (Za absolutni pomik je vrednost interpretirana kot želena lokacija,
pri relativnem pa predstavlja magnitudo pomika od trenutne lokacije)
– Možnost za začetek neskončnega gibanja, in zaustavitev
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– Podpora zasilni zaustavitvi
Pripadajočimi grafičnimi vmesniki morajo biti narejenimi in razviti z uporabo BOY
ogrodja. Potrebna sta dva različna vmesnika, od katerih mora prvi podpirati potrebno
konfiguracijo vseh parametrov, da bodo zgornje zahteve delovale, kot je bilo določeno in
bo uporabljen samo s strani pooblaščenih inženirjev. Drugi bo namenjen operaterjem
med postopkom priprave in obsevanja ter bo tako imel omejeno funkcionalnost.
Krmilni sistem mora biti razvit po postopku opisanem v 2.4.6. in bo tako zadostoval
vsem standardom, ki jih mora krmilni sistem medicinske naprave izpolnjevati. Za-
snovan mora biti tudi tako, da bo omogočal skalabilnost, kar pomeni, da mora biti
postopek dodajanja nove funkcionalnosti enostavnem in podprta mora biti možnost
uporabe več enakih krmilnikov, od katerih lahko vsak poganja več motorjev na istem
IOCju.
Zadnja zahteva predstavlja izdelavo projektnega dokumenta, ki mora vsebovati zasnovo
sistema, način konfiguracije, upravljanja grafičnih umesnikov in seznam vseh PVjev z
opisom njihovih funkcij.
3.2. Uporabljene komponente in tehnologija
Vse zgoraj naštete komponente morajo biti sposobne prilagajanja svojega položaja, da
žarku lahko nastavljamo željeno moč in obliko. Predpostavka, da vsaka od komponent
potrebuje samo eno prostostno stopnjo, katera je lahko linearni pomik ali rotacija
nekoliko zmanǰsa kompleksnost implementacije. Vsi pomiki se bodo izvajali s pomočjo
koračnih motorjev, za kar potrebujemo gonilnike in napajalnike, ker pa so aktuatorji
že v naprej določeni s strani naročnika, je potrebno uporabiti krmilnike, kateri se le









Za potrebe preverjanja pravilnosti pomikov, bo realizirana povratna zanka s pomočjo
absolutnih enkoderjev Heidenhain LC485 (linearni pomiki) in Heidenhain ECN1023
(rotacijski pomiki), prikazana sta na sliki 3.3.
Krmilni program bo tekel na strežniku Advantech MIC3328 v ohǐsju MIC3022 z razširitvenimi
karticami (prikazano na sliki 3.4):
– MIC3958 - Ethernet izhodi namenjeni komunikaciji z enkoderji
– MIC3955 - Serijski RS-232 in RS-485 izhodi namenjeni komunikaciji z krmilniki
koračnih motorjev
– MIC3761 - Digitalni vhodi in izhodi namenjeni sistemu za zasilno zaustavitev
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Slika 3.3: Heidenhain LC485 in ECN1023 [24].
Slika 3.4: Strežnik, ki bo poganjal IOC.
3.2.1. Newport ESP301
Newport ESP301 [26] prikazan na sliki 3.5 je krmilnik in gonilnik namenjen krmiljenju
treh osi z DC ali koračnimi motorji, katere lahko opravljamo samostojno ali sinhrono.
Njegove specifikacije so prikazane v preglednici 3.1.
Slika 3.5: Newport ESP301 krmilnik [26].
V našem primeru potrebujemo samostojno gibanje vsake osi posebej z uporabo koračnega
motorja, od katerih bo prvi reguliral odprtino kolimatorja, drugi pa LED označbo, ka-
tero mora pacient spremljati, da bo obsevan pravilni del očesa.
Da bomo lahko s krmilnikom upravljali kot z enim od modulov celotnega krmilnega
sistema in tako popolnoma zakrili celotno tehnično ozadje ga je potrebno integrirati v
skupni krmilni sistem, kateri je realiziran z EPICS tehnologijo.
Nastavitve konfiguracije krmilnik lahko sprejema preko dveh različnih serijskih ko-
munikacij, kateri sta USB in RS-232. Izbrana je bila slednja, saj je stareǰsa in bolj
splošno podprta ter ne potrebuje nobenih dodatnih gonilnikov, ki lahko v takih sis-
temih predstavljajo velik problem. Ukaze se prenaša v obliki dvo-znakovnih ASCII
ukazov, katerim je potrebno v primeru, da se ukaz navezuje na posamezno os dodati
predpono, ki predstavlja številko osi za katero želimo, da parameter velja in pripono
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Preglednica 3.1: Tehnične specifikacije krmilnika Newport ESP301
Parameter Vrednost
Maks št. osi 3
Tip motorja Koračni ali DC
Tip koračnega motorja 2 ali 4 faze
Maksimalno število mikro korakov 1000 / polni korak
Maksimalna napetost 48 V
Maksimalni tok 3A
Način komunikacije RS - 232 ali USB
vrednosti, ki jo želimo nastaviti. Celotni ukaz je potrebno zaključiti z končnim znakom
’\r’ (ASCII: 0xD).
<št. osi><parameter, ki ga želimo spremenit><nova vrednost>\r
Primer za spremembo toka osi 1 na 1,5 ampera je tako: 1QI1.5\r. Če pošljemo novo
vrednost nam krmilnik ne odgovori ničesar, če pa želimo pridobiti trenutno konfigura-
cijo pošljemo namesto želene vrednosti vprašaj 1QI?\r, v tem primeru nam krmilnik
odgovori z vrednostjo, ki je lahko tipa int, float, ali heksadecimalna vrednost zapisana
v string obliki, kot končni znak dobimo ’\r\n’.
Seznam vseh parametrov se nahaja v dokumentaciji krmilnika [26]. Tisti, ki morajo
biti obvezno nastavljeni pred uporabo koračnega motorja in v našem primeru so:
– Nastavitev tipa motorja (QM)
– Nastavitev napetosti in toka (QV / QI)
– Nastavitev enot (SN)
– Mikrostep faktor (QS)
– Nastavitev polarnosti in tip odziva na končna stikala (ZH)
– Nastavitev konfiguracije zasilne zaustavitve (ZE)
– Nastavitev hitrosti in pospeškov (VA / AC)
Za upravljanje z motorjem pa imamo na voljo naslednje ukaze:
– Vklop in izklop toka (MO / MF)
– Običajna zaustavitev in zaustavitev v sili (ST / AB)
– Absolutni in relativni pomik (PA / PR)
– Neskončni pomiki (MV)
Vsi zgoraj našteti ukazi se izvedejo takoj, ko jih krmilnik sprejme, kar predstavlja
odstopanje od želenega obnašanja, in glavni razlog zakaj potrebujemo adapter med
vmesnikom in slojem namenjenim komuniciranjem s krmilnikom.
3.3. Zasnova krmilnika
Krmiljenje celotne šobe poteka preko enega IOCja, ki bo tekel na strojni opremi pod-
jetja Advantech z razširitvenimi karticami, ki bodo podpirale vse vhodne in izhodne
povezave z krmilniki in enkoderji.
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Arhitektura predstavljenih komponent povezanih v celoto je predstavljena na sliki 3.6.
Zaradi velikega obsega dela, ki ga moramo vložiti v tak sistem, je potrebno razvojni del
razdeliti med več programerjev. V tem primeru je bilo delo razdeljeno med tri ljudi,
kjer moj del predstavlja integracija dveh krmilnikov in sicer Newport ESP301 in Owis
PS90, ampak bom v tej nalogi zaradi obsega dela opisal le prvega.
Slika 3.6: Arhitektura krmilnega sistema [4].
Ker ima vsak od zgoraj naštetih krmilnikov drugačen vmesnik preko katerega sprejema
ukaze, ena od zahtev pa predstavlja upravljanje vseh krmilnikov na enoten način, kar
zahteva izdelavo standardnega vmesnika. Saj se operaterju s tem skrije vse podrobnosti
vezane na posamezne krmilnike in se mu izpostavi samo funkcionalnost, katera mu je
pomembna, kar zmanǰsa možnosti za napako. Tako je bil razvit grafični uporabnǐski
vmesnik v sistemu BOY in je predstavljen na sliki 3.7.
Ker pa krmilnik ne podpira zgoraj [3.1.] naštetih ukazov direktno, je potrebno, kr-
milni sistem razdeliti na tri diskretne sloje, kjer spodnji podpira ukaze krmilnika in
komunicira z njim, zgornji predstavlja vmesnik izpostavljen uporabniku, med njima
pa potrebujemo adapter, kateri prevaja med funkcionalnostim v zgornjem in spodnjem
nivojem.
3.3.1. Poimenovanje komponent
Pri razvoju programske opreme je zelo pomembno, kako poimenujemo posamezne da-
toteke, funkcije in spremenljivke, saj s tem drugim in tudi sebi kasneje zelo olaǰsamo
delo razumevanja, čemu je kaj namenjeno. Enakega pravila se moramo držati tudi pri
razvoju z EPICS sistemom.
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Slika 3.7: Standardni vmesnik za krmiljenje vseh motorjev na pospeševalniku.
Zato so bila določena pravila, da se morajo vse datoteke vezane na krmilnik (v mojem





Med najbolj pomembna poimenovanja pa sigurno spadajo imena PV-jev, saj morajo
biti unikatna na LAN mreži krmilnega sistema in potrebujejo biti istočasno kratka
in opisna. Da se baza lahko uporabi večkrat (na istem IOCju) ali če želimo, da so
določene vrednosti nastavitev drugačne pri inicializaciji vsake instance, moramo upo-
rabiti makrote ($(MAKRO)). To je zelo uporabna funkcija za definiranje imena vnosov.
Zato velja dogovor, da se pri razvoju v imenih uproabi dve predponi in sicer $(P)$(R),
kjer P predstavlja predpono sistema in R podsistema, zaradi česar lahko enostavno
prepoznamo, kaj določen PV predstavlja v postavljenem sistemu. Lahko pa tudi v
primeru, da imamo dve ali več enakih komponent na sistemu, uporabimo isto bazo, kar
velja tudi v primeru ESP301 krmilnika, od katerega bo os ena namenjena premikom
kolimatorja, os dva pa premiku LED označbe. Vrednosti makrojev se lahko določi z
substitucijo ob prevajanju ali zagonu.
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Vrednosti namenjene krmilniku imajo tako obliko:
$(P)$(R):< ime parametra >_SP
$(P)$(R):< ime parametra >_RB
Parametri posameznih osi pa:
$(P)$(R)$(Axis):< ime parametra >_SP
$(P)$(R)$(Axis):< ime parametra >_RB
Kjer priponi SP in RB predstavljata vrednost, ki jo želimo (eng.: set point) in trenutno
aktivno vrednost (eng.: read back). V normalnih pogojih morata biti ti dve vrednosti
vedno enaki, na kar mora biti operater med obratovanjem vedno pozoren.
Vsa poimenovanja morajo slediti obliki dvozačetnic (eng.: Camel Case).
3.4. Organizacija programa
Pred pisanjem izvorne kode je potrebno organizirati projekt v posamezne direktorije
in logične sklope, kar bo kasneje omogočalo lažjo integracijo in uporabo. Zaradi posta-
vljenih zahtev mora biti program napisan kot modul, katerega se lahko vključi v drug
IOC, ki podpira tudi druge naprave. To pomeni, da program nima svojega direktorija
za zagon in st.cmd skripta, kar nam onemogoča samostojno testiranje. Rešitev k temu
predstavlja izdelava pomožnega programa brez funkcionalnosti, ki vse to ima in kot
modul vključi našo integracijo. Struktura takega programa nato zgleda kot (z vsemi








Drevesna struktura vsebuje mapi esp301-TestApp in iocBoot, kjer se nahaja koda, ki
je potrebna, da se modul lahko testira samostojno. Ostali direktorji vsebujejo kodo,





Razvoj posameznih modulov zahteva primerna programska orodja. Za pisanje baze,
komunikacijskih protokolov in C kode, lahko uporabimo poljubni urejevalnik tekstov-
nih datotek. Vendar za določene urejevalnike, obstajajo dodatki, ki nam sintaktično
obarvajo programsko kodo in tako naredijo urejanje enostavneǰse, saj vse napake zelo
hitro opazimo. Med take urejevalnike, ki podpira EPICS zapise spada Atom podjetja
GitHub.
Vsa napisana izvorna koda je gostovana na privat GitLab strežniku, saj tako poskr-
bimo za varnostno kopijo vseh verzij in omogočimo enostavno izmenjavo narejenega z
sodelavci, ki potrebujejo naše delo.
Za prevajanje je uporabljen kompleksen sistem make, ki navodila prebere v datotekah
Makefile in z pomočjo prevajalnika GCC, prevede in poveže vse komponente.
Grafični vmesniki (*.opi) so kompleksne XML datoteke, katere je praktično nemogoče
pisati ročno. Zato je bil razvit program Control system studio, namenjen prav tem
namenom, njegov vmesnik za urejanje je prikazan na sliki 3.8.
Slika 3.8: Grafični vmesnik Control system studia.




4. Rezultati in diskusija
Rezultat naloge predstavlja potrebna izvorna koda, ki omogoča preko enotnega krmil-
nega sistema pospeševalnika protonov implementiranega z EPICS sistemom krmiliti
položaj kolimatorja in LED označbe, ki ju poganja krmilnik Newport ESP301. Za
dosego tega je bilo potrebno implementirati različne algoritme, kateri so realizirani s
pomočjo IOC baze, C funkcij in komunikacijskih protokolov.
Vertikalna zasnova integracije krmilnika je prikazana na sliki 4.1, iz katere se vidi
večslojno porazdeljeno obliko.
Slika 4.1: Vertikalna povezava med posameznimi moduli.
4.1. IOC baza
Prvi korak integracije, ko so bile zahteve določene, je bila izdelava arhitekture IOC
baze z njenimi vnosi. V našem primeru je razdeljena na tri sloje, kot je prikazano na
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sliki 4.2, kateri predstavljajo različne stopnje abstrakcije. Spodnji predstavlja neposre-
dno komunicirajo z krmilnikom in vsebuje štiri različne *.template datoteke katere so
razdeljene v logične sklope za lažje vzdrževanje.
Prva obvladuje splošne nastavitve krmilnika in parametre skupne vsem osem, sem
spadajo ponastavitev, odziv na zasilno zaustavitev, status krmilnika in končnih stikal,...
Ostale tri datoteke so vse namenjene posamezni osi, ki pa so razdeljene zaradi lažjega
vzdrževanja, saj prva vsebuje vse nastavitve konfiguracije posamezne osi (tip motorja,
enote, tok, pospeški, hitrosti,...), druga vse ukaze, ki jih mora os izpolniti (absolutni in
relativni pomik, stop, ǐsči začetno pozicijo,...), zadnja tretja pa trenutni status (položaj,
hitrost, morebitne napake,...).
Drugi sloj predstavlja vmesnik za prehod iz prvega v tretjega in tako vsebuje vnose,
ki pretvarjajo vrednosti iz zapisa v prvem, kateri je odvisen od zasnove krmilnika v
tretjega, ki predstavlja vmesnik enak za vse krmilnike, s čimer poenotimo uporabo
implementacije na vǐsjih nivojih krmiljenja.
Slika 4.2: Hierarhija znotraj baze.
4.1.1. Baza za komuniciranje s krmilnikom
Za vsak parameter krmilnika, ki je posredno ali neposredno potreben za končno funk-
cionalnost moramo napisati potrebne EPICS vnose v bazi, preko katerih se konfigurira
želene vrednosti parametrov. Le te pa poskrbijo, da se vrednost prenese na krmilnik
preko Stream Device modula in serijske komunikacije. Na tem nivoju je večina pa-
rametrov na krmilniku in EPICS vnosih preslikani v razmerju 1:1, v primeru, da je
parameter register, kjer vsak bit podatka, predstavlja drugo nastavitev, je potrebno
napisati BI vnos za vsako posebej, ter nato te vrednosti sestaviti v eno s pomočjo
zamikanja bitov v calc vnosu.
Vsi parametri potrebujejo dve vrednosti, preko katerih jih nastavimo (t.i. * SP1) in
preberemo trenutno aktivno (t.i. * RB2). Saj na ta način lahko zagotovimo, da pri
1SP - Set point
2RB - Read Back
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komunikaciji ni prǐslo do napake, oziroma lahko reagiramo in ponovno zahtevamo spre-
membo. Spodaj sta prikazana primera vnosov namenjenih regulaciji toka skozi motor:
record(ao, "$(P)$(R)$(Axis):motCur_SP") {







field(OUT, "@$(PROTO).proto setMotorCurrent($(AXIS_ID)) $(PORT)")
}
record(ai, "$(P)$(R)$(Axis):motCur_RB") {






field(INP, "@$(PROTO).proto getMotorCurrent($(AXIS_ID)) $(PORT)")
}
Kjer posamezna polja predstavljajo:
– DESC - Opis vnosa
– SCAN - Določa periodo proženja
– DTYP - Določa tip komunikacije
– VAL - Vsebuje numerično vrednost
– EGU - Inženirska enota
– PREC - Numerična natančnost namenjena prikazu
– PINI - Določa, če se bo vnos izvedel ob inicializaciji
– OUT/INP - Vsebuje lokacijo in potreben protokol za komunikacijo
Shematski prikaz dogodkov, katere povzročita zgornja vnosa sta prikazana na sliki 4.3
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Slika 4.3: Zaporedje dogodkov za spremembo in pridobitve trenutne vrednosti
električnega toka.
Primer registra predstavlja nastavitev funkcije končnih stikal:
record(calcout, "$(P)$(R)$(Axis):hwLimSwConfig_SP") {









field(OUT, "@$(PROTO).proto setHardwareLimitConfig($(AXIS_ID)) $(PORT)")
}
Vnos ob izvedbi prebere vrednosti iz povezav v vhodnih poljih ter jih uporabi, da
izračuna vrednost registra po enačbi definirani v CALC polju z zamikanjem bitov ter
logično operacijo |. Pridobitev trenutno aktivne pa z uporabo bitne operacije & z masko
odvisno od vrednosti, ki nas zanima, primer za pridobitev aktivnega robu končnega
stikala je tako (H&(1<<5))?1:0, kjer H predstavlja vrednost registra.
Posamezni vhodni podatki predstavljajo (po indeksih):
– 0 - Omogoči ali onemogoči končna stikala
– 1 - Določi ali se bo motorju prekinila energija ob dotiku stikala
– 2 - Določi ali se bo motor ustavil ob dotiku stikala
– 3 - Definira aktivno stanje končnega stikala
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Arhiv napak je naloga, ki jo ni mogoče opraviti z EPICS vnosi, saj preko komu-
nikacije dobimo številko in opis napake v obliki vektorja znakov, kodiranih po ASCII
standardu. Primer zapisa napake, ki sporoča, da je bil poslan parameter za os 2 izven
dovoljenih meja:
201 PARAMETER OUT OF RANGE
Da iz takega zapisa razberemo potrebne informacije, kot je številka osi in napake, ter
jo kasneje zapisati v pravilni arhiv potrebujemo napisati C funkcijo.
static int processAxisErrorMessage(aSubRecord *precord){
unsigned short axisID = *(short *)precord->a + 48;
//Condition if it's a general error or for this specific axis
if(*((char *) precord->i) != axisID && *((char *) precord->i+3) == ',')
return 0;
//Check if the new error is the same as the old one
int i = 0;
int equal = 1;
for(i=0; i<precord->noi; ++i)
{
if( *((char *) precord->i + i) != *((char *) precord->ovla + i))
equal = 0;
}
if (equal == 1)
return 0;
//Write last error value
memcpy(precord->vala, precord->i, precord->noi);
//Write error archive




for (i = 0;; i++) {
error[i] = *((char *)precord->i+i);
if (error[i] == '\n' || i > precord->noi)
break;
int curMsgSize = i;
++i;
//Add existing errors massage
for (; i < archSize; i++)




//Add to output (history log)
for (i = 0; i < archSize; i++)




Zgornjo funkcijo kličemo s pomočjo aSub vnosa, tako, da njeno ime vpǐsemo v polje
SNAM (eng.: Subrutine name). Vendar, če želimo, da jo sistem najde jo je potrebno regi-
strirati z zapisom epicsRegisterFunction(processAxisErrorMessage); in vključiti
v *.dbd datoteki function(processAxisErrorMessage).
Zapisu v vhodno polje dodamo povezavo, do trenutne napake in arhiva. Tako imamo
znotraj funkcije, preko vhodnega parametra kazalec na strukturo vnosa, katera vsebuje
void kazalnik, do vhodnih parametrov. Polje i drži vrednost trenutne napake, če želimo
do nje potrebujemo najprej kazalnik pretvoriti iz tipa *void v *char.
Zaporedje korakov, ki jih funkcija izvede:
1. Preveri, če se koda nanaša na trenutno os
2. Preveri, če je nova napaka ista, kot preǰsnja z primerjavo časovnega žiga
3. Zapǐse zadnjo napako v EPICS waveform zapis
4. Doda napako trenutnemu arhivu
5. Obe vrednosti zapǐse v izhodne povezave
4.1.2. Skupni vmesnik
Predstavlja abstraktni dostop, do upravljanja z kolimatorjem in drugimi komponentami
šobe, saj na tem nivoju uporabnik ne ve s katerim krmilnikom dejansko upravlja. Da
to lahko dosežemo, je bila napisana baza z možnostmi, katere so bile definirane, da jih
mora modul podpirati. Tu ne obstaja nobena logika, vendar samo vhodni in izhodni
vnosi z pripadajočimi povezavami, katere moramo definirati v *.substitutions datoteki.





– NCS - Krmilni sistem šobe (eng.: Nozzle control system)
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– OP - Operater (eng.: Operator)
Adapter predstavlja vmesnik med zgornjim in spodnjim slojem vnosov, kateri ”pre-
vede”vnose operaterja v ukaze, ki jih podpira krmilnik. Vendar se večino parametrov,
kot so tip motorja, enote, napetost, tok in druge, konfigurira samo enkrat oziroma ob
izrednih dogodkih, tako da operaterju stroja niso na voljo. Za enostavneǰso in varneǰso
uporabo krmilnika, se je izdelal treji sloj baze, kateri uporabniku izpostavi poenoten
vmesnik za vse krmilnike, pred vsem pa izbolǰsa varnost, saj preko teh vnosov ne
moremo spreminjati vrednosti, katere bi lahko povzročile materialno ali zdravstveno
škodo pacientu, saj ne omogočajo dostopa do spremembe motorja, toka, limitov pomi-
kov, spreminjana hitrosti,... Ampak omogočajo samo spremembo parametrov, kateri
so potrebni med normalno operacijo, med katere spadajo prikaz stanja krmilnika in
končnih stikal, trenutni položaj in hitrost, med ukaze pa spadaja edino absolutni, re-
lativni in neskončni pomik ter iskanje domačega položaja.
4.1.3. Adapter
Za vse tipe premikov krmilnik vse potrebne podatke sprejme z enim ukazom in ga takoj
po prejemu začne izvajati, primer predstavlja ukaz za relativni pomik 1PR100, kateri
premakne koračni motor na prvi osi za 100 nastavljenih enot. Kar pa se ne ujema z
splošnim vmesnikom, kjer se izbere tip in magnituda pomika in šele ob pritisku gumba
start izvede pomik. Da lahko to dosežemo mora biti ob pritisku gumba izveden vnos
na spodnjem nivoju namenjen izbranemu pomiku z vpisano vrednostjo, vendar sta te
vrednosti zapisani v drugih dveh, kar predstavlja unikatno situacijo, ki jo lahko naje-
nostavneje rešimo z uporabo seq3 vnosa , kateri sprejme do deset vhodnih vrednosti,
katere so lahko konstante ali povezave in jih sekvenčno zapǐse v izhodne, pri čemer
lahko izberemo masko, katera definira katere bodo izvedene.
record(seq, "$(P)$(R):mapExecution") {














3seq - zaporedje (eng.: sequence record)
49
Rezultati in diskusija
Polje SELM definira, katere povezave bodo izvedene, v tem primeru je nastavljen na
Specified, kar pomeni, da bo izvedena samo ena povezava, in sicer tista, ki je de-
finirana na povezavi v SELL, ki tukaj vsebuje tip pomika na splošnem vmesniku. Za
absolutni in relativni pomik, tako zapǐse željen položaj v pravilni vnos, v primeru ne-
skončnega pomika se prenese konstantna vrednost in sicer 0 ali 1, katera določa smer
pomika. Iskanje domače lokacije predstavlja poseben primer, saj ne zahteva nobenega
vhodnega parametra, za te namene imajo vsi vnosi posebno polje imenovano PROC, ka-
teri ima samo namen proženja v primerih ko se v to polje zapǐse poljubna vrednost, vnos
je tako prožen ob pritisku START gumba. Na podoben način so bile implementirane
vse razlike med vmesnikoma.
4.2. Komunikacija s krmilnikom
Komunikacija med strežnikom in krmilnikom poteka preko RS-232 protokola, katera
je podprta v vseh večjih operacijskih sistemih. Za konfiguracijo komunikacije bodo
uporabljeni klasični parametri 8-N-1, vse vrednosti so prikazane v preglednici 4.1.
Za komunikacijo bo v ozadju skrbel modul Serial Device, kateri predstavlja ovojnica
asynDriver-ju. Za implementacijo komunikacije moramo prenesti izvorno kodo obeh




Kar storimo enostavno tako, da kodo razširimo iz arhiva v te direktorije in preko
terminala poženemo ukaz make, kateri po navodilih v datoteki Makefile prevede in
namesti program. Ko je to narejeno in če želimo te funkcije uporabljati je potrebno




Ostale parametre komunikacije in vsebino sporočil definiramo v komunikacijskih pro-
tokolih. To so datoteke s končnico *.proto. Enostaven primer, kateri je namenjen
spreminjanju in branju trenutne vrednosti električnega toka:
Preglednica 4.1: Parametri RS-232 komunikacije
Paramter Vrednost
Baudrate 115200
Št. bitov z podatki 8















Na začetku sta definirana vhodni in izhodni terminator komunikacije, sledi maksimalni
čas katerega modul, čaka na odgovor. V nasprotnem primeru se vnos, kateri je klical
protokol postavi v stanje alarma. Nato sledita protokola, od katerih prvi krmilniku
sporoči želeni tok skozi motor, drugi pa prebere trenutno nastavitev. Ko se vnos izvede
Stream Device pošlje ukaz z protokolom, ki se nahaja v polju OUT ali INP in tako
v primeru, ko želi preveriti nastavljen tok pošlje krmilniku 1QI? nazaj pa pričakuje
numerično vrednost tipa float, katero nato shrani v polje ”VAL”vnosa, do katere imajo
nato dostop vsi odjemalci na mreži.
4.3. Izdelava grafičnega vmesnika
Izdelani grafični vmesnik omogoča spreminjanje vseh parametrov krmilnika in je name-
njen prvi konfiguraciji ob vzpostavitvi in kasneǰsim inženirskim spremembam, ter ne
bo dostopen med običajno uporabo. Izdelan je s ogrodjem BOY in njegov zgled mora
ustrezati ostalim, ki jih izdelujemo v podjetju.
Njegova zasnova omogoča pregleden nadzor nad trenutnimi nastavitvami, statusom in
spreminjanjem njihovih vrednosti. To je bilo doseženo z logično razdelitvijo parametrov
v skupine in zavihke. Prikazan je na sliki 4.4.
Vmesnik podpira upravljanje z vsemi krmilniki Newport ESP301 in osmi, kateri so
vključeni v krmilni sistem z izbiro motorja in osi v spustnih seznamih, kateri enolično
definirajo obe predponi PV-jev katerih vrednosti so prikazane na vmesniku. BOY
podobno kot EPICS podpira vrednosti makro-jev, ki jih lahko definiramo, v lastno-
stih posameznih elementov. Substitucija vseh vrednosti se zgodi samo ob zagonu, kar
pomeni, da je potrebno ob vsaki spremembi vrednosti makrojev ponovno naložiti vme-
snik.
Da lahko to storimo je bil napisan skript v jeziku JavaScript, ki se izvede ob katerikoli
spremembi izbranega motorja, shema takega algoritma je prikazana na sliki 4.5. Ob
izvedbi spremeni vrednosti makrov in ponovno naloži ekran. Tako dosežemo, da se vse
vrednosti prikazanih PV-jev navezujejo na izbrani motor.
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Slika 4.4: Izdelan OPI za konfiguracijo krmilnika Newport ESP301.
Slika 4.5: Algoritem skripta za spremembo vrednosti makrov.
4.4. Zagon in testiranje sistema
Da se je zadostilo vsem zahtevam in standardom je bilo potrebno sistem testirati za






## Register all support components
dbLoadDatabase "dbd/newport-esp301-test.dbd"
newport_esp301_test_registerRecordDeviceDriver pdbbase





# Serial port configuration
drvAsynSerialPortConfigure("$(PORT)", "$(DEVPATH)", 0, 0, 0)
asynSetOption("$(PORT)", -1, "baud", "9600")
asynSetOption("$(PORT)", -1, "bits", "8")
asynSetOption("$(PORT)", -1, "parity", "none")
asynSetOption("$(PORT)", -1, "stop", "1")
asynSetOption("$(PORT)", -1, "clocal", "Y")

















# Load database record for axis No.1
dbLoadRecords("$(TOP)/db/newport-esp301-axis.db", "P=$(P), Axis=$(Axis),






# Load interface database
epicsEnvSet("P_MCI", "NCS-OP-")
epicsEnvSet("R_MCI", "COLLIM")
dbLoadRecords("$(TOP)/db/mc-interface.db", "P=$(P_MCI), R=$(R_MCI), P_MOT=$(P),
R_MOT=$(R), Axis=$(Axis) , EGU_POS=$(UNITS), EGU_SPEED=$(UNITS)")
cd "${TOP}/iocBoot/${IOC}"
iocInit
Podroben opis kaj predstavljajo posamezni ukazi je predstavljeno v poglavju 2.4.4..
Osnovni koraki, ki jih opravi zgornji skript, poleg vključitve vrednosti za makrote so:
1. Naloži format baze in gonilnike za naprave
2. Konfigurira serijsko komunikacijo
3. Naloži bazo krmilnika
4. Naloži bazo osi
5. Naloži bazo skupnega vmesnika
6. Zažene in inicializira IOC
Skript zaženemo preko terminala z ukazom ./st.cmd.
Testiranje programa je bilo opravljeno na testni platformi (na sliki 4.6). Preverjene so
bile vse zahteve definirane v 3.1., katere je tudi uspešno prestal.
Slika 4.6: Testno stojalo namenjeno testiranju krmilnika.
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Zasnovali smo načrt krmilnega sistema izhodne šobe pospeševalnika protonov za opra-
vljanje s tremi krmilniki koračnih motorjev, ki skupno opravljajo z osmimi med seboj
neodvisnimi osmi. Kot povratna zanka, za zagotavljanje pravilnega položaja so bili
uporabljeni linearni in rotacijski absolutni enkoderji. Zaradi obsega dela je bil razvoj
razdeljen med tri programerje. Kjer del opisan v tem delu predstavlja integracijo kr-
milnika kolimatorja ter LED označbe v skupni sistem. Za kar je bil uporabljen krmilnik
Newport ESP301 za katerega je bila napisana programska podpora v distribuiranem
krmilnem sistemu EPICS, ki zadostuje vsem potrebnim standardom.
Za dosego tega je bilo potrebno definirati vse zahteve, ki morajo biti podprte. Med
katere sodijo:
– Opravljanje osnovnih pomikov (Absolutni in relativni pomik, iskanje izhodǐsčne lo-
kacije, zasilna zaustavitev, ...)
– Izdelava vmesnika, kateri je enak vsem osem (z različnimi krmilniki)
– Izdelava grafičnega uporabnǐskega vmesnika namenjena konfiguraciji
– Realizacijo povratne zanke, katera s pomočjo enkoderjev preverja želeni in dejanski
položaj
– Podpora programerju, ki bo programsko kodo integriral v skupni sistem
– Opravljena testiranja, ki bodo preverila, če so bile vse zahteve pravilno vključene
– Priprava dokumenta, z podrobnim opisom organizacije programa, načina prevajanja
in zagona ter vsemi možnostmi konfiguracije
V času razvoja za dosego zgornjih ciljev so bili razviti naslednji moduli:
1. IOC baza razdeljena na tri abstraktne sloje, kjer ima vsak svojo funkcijo. Spodnji
predstavlja interakcijo z strojno opremo, zgornji vmesnik enak vsem krmilnikom
in srednji povezavo med njima
2. Stream Device komunikacijski protokoli, so zapis, ki ga EPICS uporablja za ko-
munikacijo s krmilnikom preko Strem Device modula
3. Grafična vmesnika za inženirske nastavitve in opravljanje med običajnim obrato-
vanjem
4. Dokument, z opisom implementacije, opravljanja in načinom testiranja
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Vsi moduli so bili testirani s strani neodvisne osebe, saj tako zahtevajo standardi in
predpisi. Med razvojem smo imeli nekaj težav, katere vključujejo nedelovanje ene od
osi krmilnika Odpraviti, jo je moral proizvajalec in komunikacije med strežnikom in
krmilnikom zaradi težav z gonilniki razširitvenimi karticami. Vendar so bile vse od
zgoraj naštetih zahtev opravljene in testirane v skladu z vsemi predpisi.
Predlogi za nadaljnjo delo vključujejo izdelavo sistema profilov, ki bi podpiral
opravljanje z vsemi osmi istočasno in tako bi lahko enostavno z enim klikom presta-
vljali med različnimi načini obratovanja med katere spadajo: obsevanje, vzdrževanje,
nedejavni čas,... S tem bi zagotovili, da so položaji vseh komponent vedno v pravilnem
položaju za tisti tip operacije.
Naslednja od izbolǰsav predstavlja vključitev sistema samodejnega shranjevanja tre-
nutnih nastavitev (eng.: Autosave), ki omogoča shranjevanje posameznih v naprej
določenih PV-jev in jih v primeru ponovnega zagona ob inicializaciji krmilnega sis-
tema nastavi na vrednosti pred zaustavitvijo. S tem si zagotovimo, da vse nastavitve
ostanejo enake in ni potrebnega ponovnega konfiguriranja.
V primeru, da želimo spremljati zgodovino parametrov, ki so bili uporabljeni v pre-
teklosti potrebujemo strežnik namenjen arhiviranju (ang.: Archiver), kateri ob naprej
nastavljenem intervalu shrani vrednosti parametrov, katere si lahko kasneje ogledamo
v Control system studiu v obliki tabelaričnega ali grafičnega prikaza.
Kot velja za večino programskih paketov, si lahko zamislimo neskončno mnogo funk-
cionalnosti, ki bi jih lahko vključili v sistem, vendar je tu potrebno najti kompromis
med tistim, kar lahko vključimo in, kar naročnik potrebuje in je pripravljen plačati.
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