This paper considers computation of the exact visibility range (or the spherical visibility map) for a closed polyhedron whose boundary is represented as a triangle mesh. For each facet on the mesh, we calculate the set of view directions from which all the points on the facet can be seen from the exterior. The projection of those visible directions onto the unit sphere forms the visibility map for the facet. We show that the exact visibility map is a spherical arrangement of closed 0-cells, 1-cells, and 2-cells embedded on the surface of the unit sphere. Based on a provable method for calculating the potential occlusion regions of a facet, a vector visibility algorithm is developed for computing the exact solution of the spherical visibility map for a facet. Examples are given to illustrate our algorithm.
Introduction
Visibility is a fundamental problem that arises in many different contexts in various fields such as computer graphics, computer vision, computational geometry, robotics, CAD/CAM, to name but a few [Durand 2000] . In this paper, we address a specific visibility problem : Given a solid object whose boundary is tessellated as * e-mail: liu66@purdue.edu † e-mail:ramani@purdue.edu
a set of triangular facets. For each facet, find the set of view directions (or visible set) from any of which the facet is completely visible.
A point is visible from a view direction if a ray emanating from the point can go into infinity in that direction, without being obstructed by any other entities of the object. The problem is to find the set of directions such that all points in the facet sees the infinity in each of those directions. If we map the set onto a unit sphere, it forms a spherical region called spherical visibility map of the facet.
The study of the above visibility problem is motivated by applications in CAM systems. In spite of the dominance of B-rep approaches, today's more innovative CAM methods are all mesh based, researchers even predict that mesh may well replace BReps as the principal representation of CAM systems [Corney et al. 2005] . Mesh based visibility analysis can be quite useful for process planning in various manufacturing applications. In numerical controlled (NC) machining or in inspection by coordinate measuring machines (CMMs), a feature can be machined or measured only when it can be reached or "seen" by a tool or a probe. The visible set for a feature gives the set of collision free tool access directions [Scott et al. 2003; Kweon and Medeiros 1998; Balasubramanian et al. 2000] . In mold design, each movable mold piece associates a parting direction from which the mold should be opened without interaction with other pieces and the object in the mold itself. Therefore, the parting direction for a mold piece has to be one of the visible directions of the corresponding surface region formed by a particular mold piece [Ravi and Srinivasan 1990; Priyadarshi and Gupta 2004] . Woo [1994] first developed the concept of the spherical visibility map and linked the visibility problem to various manufacturing processes. This visibility map defines the set of view directions free of self occlusion instead of the global occlusion [Chen et al. 1993] . The same idea has been explored by Kim et al. [1995] to cover the Bézier surfaces and Elber and Cohen [1995] to cover the freeform surfaces.
Raster visibility methods for computing the visible set for 3D object were targeting the building of a visibility matrix based on the discretized approximation of the solution space [Tarbox and Gottschlich 1996; Balasubramanian et al. 2000; Spitz and Requicha 2000; Khardekar et al. 2006] . The elements of the visibility matrix encode the visibility of discrete object surface entities from each sampled point in a quantized viewing sphere. This changes the problem to it dual -the classical hidden surface removal problem. The drawback of this sampling-and-testing approach is that no matter how good the sampling scheme is in the solution space, it is still possible to falsely report some visible entities as invisible.
A few vector visibility methods have treated the solution space as continuous [Nirenstein et al. 2002; Mora et al. 2005; Bittner et al. 2005; Keeler et al. 2007] . Dhaliwal et al. [2003] presented an algorithm for computing the global accessability for polyhedra objects. But their method tessellated the viewing sphere into spherical triangles and ignored the degenerate cases of a visibility map which happens frequently for mechanical parts. For examples shown in Figure. 1(d), 5(a) and 5(b), their method ends up with incomplete or false solutions. In a latest work on the hidden surface removal, the spherical visibility maps are generated in a different context [Keeler et al. 2007 ] with a similar spherical representation and solution that we have approached. This work, coincidentally and fortunately, bridges the two dual problems: the hidden surface removal under perspective projection and the spherical visibility map under orthographic projection into the same solution space and the same representation schema.
Two somewhat related problems in computational geometry are the computation of the aspect graph and the visibility complex. The former partitions viewpoint space according to the qualitative aspect of view [Eggert et al. 1992] while the later deals with the creation of a data structure that encodes all visibility relations between objects in the collection [Pocchiola and Vegter 1996] .
We developed a method to find the exact boundaries of the spherical visibility map. Figure 1 shows an example of the input and output of our method. We differentiate our work from the above cited and others by developing a theoretically exact solution and the associated representation of the visible set embedded on the unit sphere.
The Spherical Visibility Map

Preliminaries
We first briefly review some terms that will be used in sequence and a few elements from spherical geometry.
The viewing sphere (or unit sphere), S 2 , represents the manifold of all unit vectors starting from origin. A spherical point is a point on S 2 which corresponds to a nontrivial view direction. Two spherical points are antipodal to each other if the two corresponding view directions are opposite. A spherical circle is an oriented great circle on S 2 . The orientation of the great circle is that of a counterclockwise walk along the circle as seen from the positive half space of the oriented plane containing the circle. A spherical segment is a continuous subset of a spherical circle which is bounded by two spherical points. A spherical polygon is a connected region on S 2 which is bounded by one outer cycle of spherical segments and an arbitrary number of inner cycles of spherical segments, with the interior to the left of each segment. A spherical polygon is convex if any spherical segment bounded by two spherical points of the spherical polygon is contained inside the spherical polygon.
We give three types of spherical arrangement of point set on S 2 specific names, which are: 0-cell, 1-cell, and 2-cell. A 0-cell is an isolated spherical point. A 1-cell is the set of connected spherical edges. A 2-cell is a spherical polygon with or without holes.
The local visibility map (or LVMap) of a facet f is the set of points on S 2 that corresponds to all directions v, satisfying v · n f 0. LVMap of a facet is a closed hemisphere on S 2 , with the facet normal as the pole, and the spherical circle defined by the intersection of the carrying plane P( f ) and S 2 as the boundary. The spherical visibility map (or SVM) of facet f is the set of points on S 2 that correspond to the occlusion free directions of f .
For facet f , it divides the three-space into two half spaces separated by P( f ). The closed half space on the side of f 's normal points is called positive half space of f , or
is called the up space of f . The other closed half-space is called negative half space of f , or H − ( f ), with the corresponding interior as down space of f .
Given mesh M, we call facet f on M a hull facet, if and only if,
The connected set of non-hull facets on M is called a concave region.
A pair of facets f and f face each other if the following conditions are satisfied: (1) f and f are not coplanar; (2) f lies fully or partially in H + ( f ), and (3) f lies fully or partially in H + ( f ).
Property 1:
The SVM of a hull facet is a bounded hemisphere which is equal to its local visibility map.
Property 2:
A ray emanating from a non-hull facet will either intersect a facet in the same concave region or go to infinity. [Chen et al. 1993; Dhaliwal et al. 2003 ].
Property 3: A pair of non-hull facets can obstruct their mutual visibility only if they are facing each other.
Property 4:
The SVM of a non-hull facet is a subset of its local visibility map, and it is not connected in general.
Occlusion region for a pair of facing facets
In this section, we explore the different facing conditions and the corresponding properties of the introduced occlusion region . Given facet f , its facing facet f may have one of the following space relationships to f . We name them as different f -to-f configurations.
Above: f lies entirely in the up space of f (Figure2(a)).
Cross: f lies partially in the up space of f and partially in the down space of f (Figure2(b) ). The line segment of f which lies on the the plane P( f ) is called the crossing edge.
Vertex-on: f lies in the positive half space of f and f has only a vertex touching the plane P( f ) (Figure2(c) ). This vertex is called a touching vertex.
Edge-on: f lies in the positive half space of f and f has an edge on the plane P( f ) (Figure2(d) ). This edge is called a touching edge.
If f -to-f is a 'Cross' configuration, f can be clipped into two facets f 1 and f 2 along the crossing edge. f 1 is in the positive half space of f while f 2 belongs to the negative half space of f (see Figure4(c) ). Obviously only f 1 will be able to block f 's visibility and it forms an 'Edge-on' configuration to the facet f . In the following occlusion region calculation, f should be replaced by Proof: What needs to be proved is that OMap ( f , f ) is convex. Then it should follow that it is the spherical convex hull of the spherical points describing the extremal stabbing lines.
Any vector from a point in f to another point in f describes a spherical point on S 2 . The union of all such spherical points forms the OMap ( f , f ). Take two directions v 1 and v 2 in OMap ( f , f ). It means that there are two points M 1 and M 2 on f such that the rays (M 1 , v 1 ) and (M 2 , v 2 ) are blocked by f , which they intersect at points P 1 , and P 2 . To prove OMap ( f , f ) is convex, we just need to show that any direction v "in between v 1 and v 2 " (the spherical points in the spherical segment bounded by v 1 and v 2 ), there is a point M in line segment M 1 M 2 such that the ray (M, v) intersect f at P in the line segment P 1 P 2 . Thus by convexity of f and f , M is in f and P is in f , we can conclude that v is in OMap ( f , f ), and OMap ( f , f ) is convex.
For the line segment M 1 M 2 in f , and the line segment P 1 P 2 in f , we show that the OMap (M 1 M 2 , P 1 P 2 ) is the spherical convex hull of the four points describing the four extremal stabbing lines. If we start from M 1 and initialize the origin of S 2 at M 1 , OMap (M 1 , P 1 P 2 ) is the spherical projection of P 1 P 2 onto S 2 . Sweep the center of the unit sphere along M 1 M 2 to M 2 , and project P 1 P 2 continuously onto S 2 results in a series of spherical segments. The union of these spherical segments will be equal to the spherical projections when we fix the unit sphere at M 1 , and sweep the line segment P 1 P 2 along the direction − −− → M 2 M 1 by the length of |M 2 M 1 | (See Figure 3 for illustration).
If M 2 M 1 is not parallel to P 1 P 2 , sweeping of P 1 P 2 forms a parallelogram P (see P 1 P 1 P 2 P 2 in Figure 3 ). OMap (M 1 M 2 , P 1 P 2 ) will be equal to OMap (M 1 , P), which is the spherical projection of the P onto the S 2 centered at M 1 . OMap (M 1 , P) is a convex polygon bounded by four points describing the four vectors:
Due to the convexity of this OMap, the spherical segment v 1 v 2 (v 1 describes − −− → M 1 P 1 , and v 2 describes − −− → M 2 P 2 ) is also contained in OMap (M 1 M 2 , P 1 P 2 ). For any point v in v 1 v 2 , the ray (M 1 , v) intersects P at point P in P. We can construct another parallelogram by sweeping M 1 P along direction − −− → M 1 M 2 till P intersects P 1 P 2 at point P, and M 1 goes to M. Since MP M 1 P , the ray (M, v) is blocked by the point P.
If M 1 M 2 P 1 P 2 , the above sweeping forms a new line segment, and the above arguments still hold true for this trivial case. 2
In general, the bounding segments of an occlusion region represent view directions where the corresponding rays just touch the boundaries of f and still goes to infinity; they are not part of the occlusion region. But, there are some special cases which need to be considered. Given facet f , and one of its facing facet, f . If f -to-f is 'Cross', 'Edge-on' or 'Vertex-on' configuration, OMap ( f , f ) has intersected spherical segments with the bounding circle of f 's LVMap. We call this spherical segment on the bounding circle a crucial arc (e.g. the solid red arc on the Figure4(c)). For the boundary conditions of OMap( f , f ) on the crucial arcs, we have the following proposition:
Proposition 2.2 If f -to-f is 'Cross' configuration, f is occluded from the interior of the crucial arc. The crucial arc, which includes none of its bounding points, belongs to the OMap ( f , f ). If f -to-f is 'Edge-on' configuration, the open crucial arc belongs to the OMap ( f , f ) if the touching edge has an internal angle greater than the angle between the two facet normals n f and n f .
Proof: The crucial arc denotes the range of ray directions that emanate from facet f, parallel to the carrying plane of f , and just crosses the touching edge or touching vertex of f (for 'Cross' type configuration, it's the touching edge of f 1 ).
For 'Cross' type configurations, these rays will be blocked by f itself because they'll find no way to go inwards to the material side of the facet f (see Figure4(c) ). The only two exceptions happen at the two bounding points of the crucial arc, those two rays hit the bounding vertices of the touching edge; they won't be blocked by f itself.
For the 'Edge-on' type configurations, the material exists in between f and its neighboring facet, which shares the touching edge of f . If the internal angle (the angle measured from the material side) between these two neighboring facets, α 1 is greater than the angle between n f and n f , α 2 (Figure4(a) ), it means that f 's neighboring facet lies blow the carrying plane of ( f ) so that the rays can not go forward into the material between f and its neighboring facets. Two exceptions are on the bounding points of the crucial If f -to-f is 'Vertex-on' configuration, the crucial arc on OMap ( f , f ) represent the rays that emanate from f and hit the touching vertex of f . Those ray directions are not part of the OMap ( f , f ).
SVM for a non-hull facet
For each facet f that faces f and presents in the same concave region as f , f will introduce an occlusion region OMap in f 's SVM. If f 's SVM is initialized as its LVMap, given the presence of f , the occlusion region OMap ( f , f ) should be subtracted from the SVM of f .
Iterating the above subtraction for every eligible facing facet f will finally result in the exact SVM of a non-hull facet f .
Considering the spherical arrangement of the final SVM, which is constructed by the above iterative process, we have the following proposition.
Proposition 2.3 The SVM of a non-hull facet is a spherical arrangement which contains only 0-cells, 1-cells, or 2-cells. All of these cells are closed in the hemispherical LVMap of the facet.
Proof: First of all, the SVM of a non-hull facet is a subset of its LVMap; therefore, every possible spherical arrangement of SVM, no matter what type of cells it contains, is always enclosed by the hemispherical LVMap of the facet. The boundaries of the SVM represent those of ray directions emanating from the non-hull facet, touching the boundaries of some facing facets in the same concave region, and finally reaching the infinity outside of the object. Those ray directions correspond to the visible view directions of the facet.
The exact SVM of a non-hull facet can be considered as the result of a successive removal of some open 2-cell OMaps (convex polygons) from a closed hemispherical LVMap. In the cases of the 'Cross' and 'Edge-On' type of configurations, the open 2-cell may contain partial of the 2-cell boundaries, which is the crucial arc. Crucial arcs happen only on the boundary of the LVMap. The successive subtractions can result in only three types of cells: 0-cell, 1-cell, or 2-cell. 0-cell results when a spherical point is present on the boundaries of some OMaps but not inside of any OMap. 1-cell happens when some of the 2-cell OMaps have overlapping boundaries arc, and the overlapping arc is not contained by any other OMaps. 2-cell is the common result when subtracting a 2-cell from another. Figure 5 gives examples of a 0-cell, 1-cell and 2-cell type of SVMs. 2 Since the input is a triangle mesh, a preprocessing step is performed to group the neighboring facet in each concave region into convex polygons if there is one. We calculate the occlusion region based on the facing convex polygons.
The detailed algorithms for computing SVM for a facet are listed below with pseudo-codes. The Algorithm VISIBILITY-MAP takes a non-hull facet and its associated concave region as input, and outputs the VMap for the particular facet. See Algorithm 1.
For obtaining the OMap ( f , f ), there is a need for calculating a spherical convex hull. Method exists by central projection of the spherical points onto a suitable tangent plane of the unit sphere, thus transferring the problem to the standard 2D convex hull calculation ( [Khardekar et al. 2006] ). How ever, selecting a suitable tangent plane itself is a non-trivial problem. Qian and Harding [2003] developed a O(n 2 ) rolling cutting plane method for solving the spherical convex hull. Here we propose a direct extension of Graham's scan algorithm for planar convex hull calculation to the spherical space for computing the spherical convex hull, with time complexity O(n log(n). See the details in Algorithm 2.
Algorithm 1 VISIBILITY-MAP( f , cvr)
Input: A non-hull facet f and its concave region cvr Output: SVM of f .
Check if f is facing f and if it is, get f -to-f configuration type t
4:
if f is facing f then
5:
Get the OMap ( f , f ) according the theorem 2.1.
6:
end if 7: end for 8: Let OMap( f ) be the union of all the OMap ( f , f ).
Algorithm 2 SPHERICAL-CONVEXHULL(S, n f )
Input: A set of spherical point S, n f is the normal of f Output: Spherical convex hull of the set S: SCH. Let P t1 = the top point on SCH
9:
Let P t2 = the second top point on SCH 
Implementation and discussion
All the above-described algorithms have been implemented on Windows XP using Visual C++. We interfaced with the two open source algorithm implementations. For determining whether a facet is hull facet or non-hull facet, we used the Quickhull algorithm implementation from the online resource [Qhull ] . For the Boolean operations of polygons embedded on the unit sphere (step 8 in Algorithm 1), we interfaced with the Nefpolydedra data structure and the related algorithms implemented in Computational Geometry Algorithms Library [CGAL ] . Cartesian kernel with the Gmpq (arbitrary precision rational number) number type, which uses the exact arithmetic for numerical operations is utilized to ensure the robustness of the geometric calculations.
In the current implementation, the major running time is spent on the spherical Boolean operations. The current CGAL libraries support only boolean operations of two polygons at a step. Each step takes time O((n + k) log n), where n is the number of input spherical segments and k is the number of output spherical segments in each step. Since all the OMaps are co-hemispherical, the union of the OMaps could actually be implemented by an adaption of the conventional plane sweeping algorithm [de Berg et al. 2000 ] using a half-circle, with time complexity of O((n + k ) log n ), where n is the total number of the spherical segments in the input spherical polygons, and k is the number of intersections among the spherical segments and can be at most n 2 . In total this leads to a worst case time complexity of O(n 2 logn ). But in general, k is largely smaller than n 2 . Figure 6 shows some of our testing results (on Pentium IV 1.20GHz processor, with 512M RAM) for three different CAD objects. The facets in the same concave region are rendered with the same color. The targeting facets are colored in red, with their corresponding SVMs shown to the right (Pink regions show the LVMaps for the highlighted facet, SVM for each facet is the closed 2-cells bounded by the grey spherical segments. Table 1 gives the correspond statistics on the input and output data of the testing examples). Because of the above analyzed time complexity and the overhead of the exact arithmetic used in CGAL library, it is a little slower than expected. This makes the current implementation practical only for relatively simple objects. The testing result shows that our SVM computing method is robust and precise. For the efficiency issue, we leave the implementation of the plane sweeping algorithm on sphere with lower time complexity for our future work.
Conclusions
In this paper, we have presented an exact algorithm for determining the set of view directions from which a triangular facet is visible. The visible set is proven to be an arrangement of different topological cells embedded on the unit sphere. A spherical visibility map is proposed to represent the visible set of a facet. A provable sound method has been developed for computing the occlusion region for a facet due to the presence of another convex polygonal facet. We differentiated four facing conditions and derived exact descriptions of the boundaries for an occlusion region. Based on that, a vector visibility method has been developed to compute the spherical visibility map for meshed polyhedra.
