Caching of query results is an important mechanism for efficiency and scalability of web search engines. Query results are cached and presented in terms of pages, which typically include 10 results each. In navigational queries, users seek a particular website, which would be typically listed at the top ranks (maybe, first or second) by the search engine, if found. For this type of query, caching and presenting results in the 10-per-page manner may waste cache space and network bandwidth. In this article, we propose nonuniform result page models with varying numbers of results for navigational queries. The experimental results show that our approach reduces the cache miss count by up to 9.17% (because of better utilization of cache space). Furthermore, bandwidth usage, which is measured in terms of number of snippets sent, is also reduced by 71% for navigational queries.This means a considerable reduction in the number of transmitted network packets, i.e., a crucial gain especially for mobile-search scenarios. A user study reveals that users easily adapt to the proposed result page model and that the efficiency gains observed in the experiments can be carried over to real-life situations.
Introduction
Web search engines answer millions of queries per day to satisfy the information needs of their users. In the literature (Broder, 2002; Rose & Levinson, 2004) , two essential goals for web searches are identified as "informational" or "navigational."Additionally, some other classifications of user search intents including transactional (Broder, 2002) and resource queries (Rose & Levinson, 2004) are also proposed. In the context of this study, we focus on the navigational queries and broadly refer to all queries that are not navigational as informational. To illustrate the difference between these categories, consider the following two queries as examples of informational and navigational types, respectively: "caching in web search engines" and "united airlines." The users asking the first query are trying to find information on caching in web search engines and they do not have a specific website in mind. Therefore, there may browse several result pages, 1 read the snippets, and decide to visit many different web pages. On the other hand, the users asking the second query is most probably looking for United Airlines' company website. In this case, if the search engine finds the target page, then it can be expected to be among the top-ranked results, because Liu, Zhang, Ru, and Ma (2006) have noted that information retrieval systems have much better effectiveness for navigational queries than informational queries. Thus, the user would typically glance over only a few of the top-ranked URLs and not attempt to visit alternative pages, other than the target page in his or her mind. The difference between user intention and behavior is clear: In the navigational case, users are only interested in accessing the particular webpage that they know or expect to exist (e.g., www.united.com for this example), and not any other results related to the topic of the query (e.g., financial news about United Airlines, etc.).
Web search engines, regardless of the user's search goal, present and cache the results in terms of pages, each of which includes a fixed number (typically 10) of results. By result page, we mean the URLs and snippets of the documents in the query result (Fagni, Perego, Silvestri, & Orlando, 2006) that is necessary to construct the final HTML output. The visual content of the page (e.g., with advertisements, etc.) are not considered. This uniform result page model may be appropriate for informational queries, but for navigational queries, caching and presenting results in this 10-per-page manner may waste cache space and network bandwidth. In other words, for navigational queries, it may be possible to provide, say, fewer than 10 results on the first result page and still satisfy the user, while saving the valuable resources mentioned above.
In this article, we propose to use nonuniform result page models, i.e., pages with varying number of results, for navigational queries. By doing so, our goals are to reduce network bandwidth usage during the result page presentation and to best utilize the cache space at search engine side. To our knowledge, this is the first study that explores the display and caching of query result pages with varying granularities (number of results).
More specifically, the contributions of this study are as follows:
• We define a cost model for the result page models and investigate the bandwidth utilization of nonuniform result page models for presenting up to the top 20 results. We restrict ourselves to the top 20 results, because for the vast majority of web queries, at most this many results are inspected by users (Pass, Chowdhury, & Torgeson, 2006) . Using the cost model and a large query log we experimentally show that nonuniform result page models considerably reduce the number of snippets transmitted to the user and, hence, improve bandwidth usage for navigational queries. This reduction in bandwidth usage is more crucial for mobile search scenarios with low bandwidth capacities. Considering that a significant portion of mobile queries is navigational (Church, Smyth, Bradley, & Cotter, 2008) , this improvement will be an important contribution for this field. In particular, our findings reveal that presenting top 20 results in three pages containing two, eight, and 10 results, respectively, would be the most efficient model for bandwidth consumption.
• We investigate and evaluate the gains of using nonuniform result page models in web search engine caching. We adapt a realistic framework that involves a hybrid result cache (comprising static and dynamic parts) along with an adaptive prefetching mechanism (Fagni et al., 2006) . Our experimental findings show that the proposed model improves cache space utilization and subsequently reduces the number of cache misses. • For our proposal to make sense in practical settings, it is crucial to observe the reaction of users for the nonuniform result page models because they are accustomed to seeing a constant (e.g., 10) number of results per page. That is, in a navigational search scenario, if the users keep on browsing successive result pages even after they find the target page, then this would diminish the efficiency promises of our proposal. We explore whether the proposed model fits the real-life browsing behavior of the users by conducting a user study. The study reveals that users easily adapt to nonuniform result page models and interact with the web search engine as expected, i.e., do not look further result pages if they are satisfied with the current result page. This means that the efficiency gains observed in the experiments are realistic and can be carried into real-life situations.
The rest of the article is organized as follows. The next section presents related work on web search engine caching and identifying user search goals, with special emphasis on the works about navigational queries. We then define and discuss alternative result page models for navigational queries and evaluate their presentation costs. The effects of nonuniform page models on caching are evaluated in the subsequent section. We then present the results of the user study, in which user browsing behavior is observed regarding nonuniform result pages. Next, we discuss the experimental results. Finally, we conclude the paper and give future research directions.
Related Work

Caching in Web Search Engines
Caching is one of the key techniques search engines used to cope with high query loads. Typically, search engines cache query results (Markatos, 2001; Fagni et al., 2006; Lempel & Moran, 2003; Ozcan, Altingovde, & Ulusoy, 2008c) or posting lists for query terms, or both (Baeza-Yates, & Saint-Jean, 2003; Long & Suel, 2005; Baeza-Yates et al., 2007) . Caching the posting lists may lead to higher cache hit ratios simply because the same query terms may appear in several different queries (e.g., see Baeza-Yates et al., 2007) . On the other hand, caching query results would provide more gains in terms of efficiency, especially when network communication dominates query-processing costs. Furthermore, in this case, there is no need for query processing, and it is adequate to simply send the result page(s) to the user.
Two types of caching frameworks are possible, namely, static and dynamic. In static caching, the cache is typically filled with the results of the most frequent queries in a query log. More recently, alternative strategies to determine the static cache content have been proposed (Ozcan, Altingovde, & Ulusoy, 2008a) . The cache is static in the sense that it is populated by the selected queries in batch mode and it is not modified until the next batch update (i.e. it is read-only). In dynamic caching, the cache is not read-only and its entries change based on the query stream. It starts with an empty cache and fills its entries as new queries are submitted. When its capacity is reached, a victim cache entry must be chosen to make room for a new query result, based on the underlying cache replacement policy. Several cache replacement policies are proposed in the context of web proxy caching (Podlipnig & Böszörmenyi, 2003) and memory management in operating systems. One of the most widely used approaches is the least recently used (LRU) policy, which orders cache items based on their last usage time and evicts the one that has been requested least recently. Fagni et al. (2006) propose a static-dynamic caching policy, in which the cache is divided into two parts: one devoted to static caching and the other to dynamic caching of the result pages. In this article, we follow this framework to evaluate the effects of using nonuniform result pages on the caching mechanism in search engines.
The previous works in this area (Fagni et al., 2006; Lempel & Moran, 2003) assume that query results are cached as typical pages that include 10 results for all queries. In this study, we claim that it is possible to obtain a better usage of cache space by proposed result presentation models for navigational queries, as users will usually click on only one or two results.
Identifying User Search Goals
User search goal identification is well-explored in the literature. Early works (Broder, 2002; Rose & Levinson, 2004) analyze query logs and classify different user search goals manually. Later works (Kang & Kim, 2003; Fujii, 2008; Lee, Liu, & Cho, 2005; Baeza-Yates, Calderon-Benavides, & Gonzalez-Caro, 2006; Jansen, Booth, & Spink, 2008; Lu, Peng, Li, & Ahmed, 2006; Liu et al, 2006; Mendoza & Baeza-Yates, 2008; Kofler & Lux, 2009; Jansen & Booth, 2010; Ashkan, Clarke, Agichtein, & Guo, 2009; Mendoza & Zamora, 2009 ) in this area focus on the automatic identification of user search goals by several machine learning techniques that exploit various features. The majority of these works essentially evaluates the accuracy of determining the user search's intent and proposes some future directions for the utilization of this knowledge. That is, there are relatively few works as ours that build upon these automatic identification methods. In particular, only two of the above works (Kang & Kim, 2003; Fujii, 2008) devise different ranking algorithms based on the user's search intent. As an alternative use case, Rose (2006) suggests that different user interfaces (or different forms of interaction with the users) should be provided to match users' different search goals. An illustrative study in this direction is by Kofler and Lux. In this work, once users' search goals are predicted, the results (digital photos in their case) are displayed accordingly, e.g., in either thumbnail or list view.
In this study, our aim is not to propose another identification method. Therefore, we adopt a simple and effective approach from Liu et al. (2006) 's work. They propose two features extracted from click-through data for user intent classification. These features are N clicks satisfied (nCS) and Top-n results satisfied (nRS). nCS measures the frequency of query submissions such that fewer than n clicks are performed in those cases. Similarly, nRS measures the frequency of query submissions such that all clicks in these submissions are within Top-n results. A decision tree classification exploiting these features and Lee et al.'s (2005) click distribution feature achieve 85% F-measure for navigational queries. Brenes, Gayo-Avello, and Perez-Gonzalez (2009) survey several methods for user intent classification and evaluate their accuracy using a set of 6,624 manually labeled queries. It is found that Liu et al.'s nRS feature gives the best accuracy for navigational queries. As noted in this survey, a combination of various features increases the accuracy. Therefore, in this article, we also decide to use a complementary method proposed by Jansen et al. (2008) . In this work, navigational queries are identified by a set of heuristics, such as whether it contains person/organization/company names and query length is less than three, etc. Lu et al. (2006) propose to use thousands of features for navigational query identification. They claim that for navigational queries, "presentation of the search results or the user perceived relevance can be improved by only showing the top results and reserving the rest of [the] space for other purposes." In this article, we explore different result page models for navigational searches to improve system efficiency, i.e., to best utilize the bandwidth and cache space. Piwowarski and Zaragoza (2007) try to predict the possibility of the user clicking on a particular result for a query. They achieve over 90% accuracy for navigational queries. They suggest that if it can be determined that it is highly likely that a user will click on a certain result, the snippet for that result could be highlighted or the user could be directly sent to the page for that result. Our approach is in the middle of these extremes. Showing the top results on the first result page is a more conservative approach than directly forwarding the user to the top result page, but it is less conservative than just highlighting the snippet. Teevan, Adar, Jones, and Potts (2007) examine the refinding behavior of users by considering repeat queries in Yahoo!'s logs. Their results show that navigational queries constitute a significant portion of repeat queries. The authors suggest that the web search engine designers should take this re-finding behavior into account when designing user interfaces. They propose that a history of a user's past queries would be helpful. They also propose providing direct links, labeled with the most frequent query term, to websites for users who issue a high number of navigational queries. Their findings confirm our motivation for this study, because we also propose a special treatment for navigational query types.
Finally, it is possible that some commercial search engines may already be treating different query types in different manners. For instance, Google's Browse by Name facility (Google_toolbar; http://www.google.com/support/toolbar/ bin/answer.py?hl=en&answer=9267) allows users to type queries into the address bar and if the system determines the site that the user wants to go to, it directly forwards him/her to that site; otherwise it gives the usual result page for the query. A recent work by Tann and Sanderson (2009) shows that some informational queries become partly navigational nowadays. For example, many users who issue an informational query about a film actor want to see the page in Internet movie database (IMDB) website or Wikipedia website. This work also shows that web search engines take this user expectation into account and shows the results from IMDB or Wikipedia at high ranks. However, the details of such technologies are not publicly available.
Our preliminary work (Ozcan, Altingovde, & Ulusoy, 2008b) gives the first results for using nonuniform result page models for navigational queries. However, that work employs a relatively small dataset and a static cache only. In this article, we extend the previous work in several ways. First, a more realistic caching experiment setup is constructed in this study. This setup involves a state-of-the-art caching mechanism (Fagni et al.'s static-dynamic caching approach) with an adaptive prefetching policy. In addition, experiments are performed with a remarkably larger query log. Second, the precision of the navigational query identification process is evaluated by a manual analysis of 500 queries. Finally, and most importantly, a user study is conducted to observe the effect of using nonuniform result pages for navigational queries on users' browsing behavior.
Result Page Models for Navigational Queries: Cost Analysis and Evaluation
Navigational queries constitute a nontrivial portion of web search queries (Jansen et al., 2008) . It is hard to develop a result page model tailored to informational queries, as user behavior is unpredictable. Even if the search is successful, the user may click on several results or even request another result page to learn different aspects of the topic in question. On the other hand, those who submit navigational queries mostly aim to obtain the address of a target site. For such a query, a successful search would return the target result at the highest ranks, because Liu et al. (2006) note that information retrieval systems have much better effectiveness for navigational queries than informational queries. Subsequently, the user would be expected to click on only the top few results, and no more. Therefore, it might be beneficial to show the top few results on the first result page for navigational queries. Note that this choice of result presentation for navigational queries is also confirmed by previous works on user browsing behaviors by Joachims, Granka, Pan, Hembrooke, and Gay (2005) and Dupret and Piwowarski (2008) . In these works it is observed that in almost all cases users check the first two query results right after the result page is displayed. If these results are not satisfying, then those at the lower ranks are examined. These earlier findings imply that it may be possible to present and cache the results of navigational queries in a more efficient manner, i.e., by presenting only a few results on the first result page.
In this section, we first develop a model for evaluating the presentation cost of query results in terms of the network usage and user browsing process. This cost model is used to determine whether there exists a better way of presenting the results of a navigational query to the user than the typical 10-results-per-page approach. We define some of the basic notions and introduce measures used in our cost model as follows:
• Query Instance: A query submission by a user to the search engine at a specific time. This also includes activities after query submission such as browsing the result pages. It ends when the user submits another query or the query session expires, i.e., the user does not perform any activity for 30 minutes.
• Click Requests: The set of clicks performed by the user after query submission. The users browse the returned results and click on the ones that seem to be relevant to their information need.
• Result Page Model: A result page is an atomic item for internal (e.g., result caching) and external (e.g., result display) purposes of the web search engine. A result page model describes how the query results are placed into the pages, each of which may include a fixed (uniform model) or variable number of results (nonuniform model).
• numSnippetsSent: A measure of the number of snippets sent by the web search engine to the users. It shows the network bandwidth cost incurred by the query result display. The ideal result page model must minimize this quantity.
• numResultPagesBrowsed: Indicates the total number of result pages that the users browse to reach the target document(s) for their query. The ideal result page model should minimize the number of result pages browsed. This quantity also corresponds to the number of requests that must be handled by the web search engine.
Note that the underlying objectives of the last two measures conflict with each other. In an extreme case, the result page model could show one result per result page. This model would guarantee that the number of snippets sent would be minimal but it would also maximize the number of result pages browsed. At another extreme, the search engine may show all the results (e.g., top 100 or top 1000) in one result page. While minimizing the number of the result pages browsed to only one, this model maximizes the number of snippets sent to the user. In what follows, we introduce a cost model based on these measures to find the optimal result page model for navigational queries.
Cost Analysis of the Result Page Models
In this section, we present a practical cost analysis model for the result page models with varying granularities. Various previous studies (Beitzel, Jensen, Chowdhury, Grossman, & Frieder, 2004; Jansen & Spink, 2005; Jansen, Spink, Blakely, & Koshman, 2006 ) agree on the finding that users rarely click on more than the top 20 results; therefore, without loss of generality we restrict our analysis to the result page models for this most common case. We explore how the top 20 results can be "paged/organized" to optimize the measures (numSnippetsSent and numResultPagesBrowsed) introduced above.
Consider a query instance Q and the click requests C = {c 1 , c 2 , . . . , c k } of k clicks for this query. Assume that click requests are at the ranks R = {r 1 , r 2 , . . . , r k }, where r i ≤ r i+1 and r k ≤ 20. Then, the result at rank r k is defined as the lowest-ranked clicked document for this query instance. For simplicity, we assume that the user requested all the result pages up to the result page containing the result at rank r k and that the user will not request more results after this rank. This assumption agrees with the "cascade model" proposed by Craswell, Zoeter, Taylor, and Ramsey (2008) for user click behavior. The cascade model assumes that users view each query result in a linear order, from top to bottom, and decide to click on it or not for each result. The users do not examine documents below a clicked result according to this model. Based on these assumptions, we collect all <Q, r k > pairs for the top 20 clicks. Then, we obtain the list A = {A 1 , A 2 , . . . , A 10 , A 11 , A 12 , . . . , A 20 }, where A i denotes the number of query instances for which the lowest-ranked clicked document is at rank i (i.e., r k = i).
Next, we can derive formulas for numSnippetsSent and numResultPagesBrowsed measures using this list. Assume we have a two-page result model for top 20 as X_Y, which denotes that the first result page contains X results and the second result page containsY (or 20-X) results. For this case, the formulas for numSnippetsSent and numResultPagesBrowsed are presented below:
Equation 1 expresses that we have to send the first result page that contains X number of snippets for all query submissions in the list A (captured with the first summation), but the second result page that contains Y snippets will be sent only to query submissions that also request results at the rank X + 1 or more (expressed with the second summation). Similarly, in Equation 2, the first summation accounts for the first result page that is clearly browsed for all queries and the second summation counts the number of queries that ask for the second page of results.
The objective of the result page model is to minimize these two quantities. We have to normalize these expressions to find a result page model that minimizes the overall cost. To this end, we use the conventional model of 10-results-per-page schema (10_10) as our baseline model and normalize the above expressions as follows:
Note that we do not expect any two-page result model to achieve better figures than the baseline model of 10_10 for both of the above measures. That is, a model X_Y will decrease one quantity at the cost of an increase in the other quantity. However, the question is whether it is possible to find a model better than the baseline for the overall case. For this purpose, the summation of the normalized values in Equations 3 and 4 can be used as an overall measure for the result presentation models (see Equation 5 ). Note that, it is possible to have different weightings for the components in Equation 5 for different objectives. For example, in a mobile search scenario, the bandwidth savings might be more important and, therefore, the weight of numSnippetsSent can be higher. Because the value of such a sum for the baseline model is 2, we can use the following formulas to calculate the overall improvement percentage of the result page models over the baseline model in the experiments:
The log graph shows the number of query instances, of which the last click is at a given rank (for training log).
Note that although we restrict the discussion in this section to the top 20 results and result page models with two pages, the cost formulations can be generalized for top-K results and M pages. In the experimental evaluations, we consider models involving two and three result pages for the top 20 results.
Evaluation of the Result Page Models
Experimental setup. We use the AOL Query Log (Pass et al., 2006 ) that contains around 20 million queries of about 650K people for a period of 3 months. We exclude query instances that do not have any clicks (In AOL log, it is not possible to determine exactly which result pages are viewed by the users without any knowledge of clicks). Our subset contains 10,733,457 query instances that have at least one click. Among those queries, 5,853,929 are submitted in the first 6 weeks of 3 months and are reserved as the training set. This set is used to determine the navigational queries and to fill the cache (discussed in the next section). The remaining 4,879,528 queries constitute the test set, which will be used to evaluate the cost of the result page models.
We first present the characteristics of the training query log. Figure 1 shows the number of queries that have the lowest-ranked clicks at a given rank, i.e., it illustrates the list A described in the previous subsection. Note that in our query log, 93.7% of all clicks are for results in the top 20, justifying our use of those results in this study. The cut between ranks 10 and 11 is clearly visible, which indicates that the number of requests for results on the second page is an order of magnitude less than the number of requests for the results on the first page.
Navigational Query Identification. As mentioned in the related work section, there are several methods proposed for automatic navigational query identification in the literature. Because the proposal of another method for this purpose is not among the objectives of this study, we adopt a simple and effective approach from Liu et al.'s (2006) work and slightly extend it for more flexibility. We also combine Jansen et al.'s (2008) method into our approach for higher accuracy. The first stage of our method identifies navigational queries by using the click distribution, such that if users clicked up to rank two for that query 90% of the time, 2 it is classified as a navigational query. However, as we will see later, this definition is too restrictive; so we have an additional heuristic as follows. For a query, we define the notion of confidence in navigational query identification as in Equation 7. In this formula, f Q,Top2 denotes the frequency of query instances of query Q, in which users clicked up to rank two; the right side of the multiplication represents the log normalized frequency of query Q. Here, f Q is the frequency of query Q in the training set and f MAX is the maximum frequency value in the training set.
We also use the above confidence measure for identifying navigational queries. In particular, we call those queries with f Q,Top2 greater than 80% and a confidence score greater than 0.2 navigational queries, as well. The intuition underlying the components of this confidence score, namely, f Q,Top2 and query frequency, is as follows. In navigational queries, users click on only one or two result document most of the time. Therefore, f Q,Top2 is an important indicator in determining whether a query is navigational or not. Second, we use query frequency because the general rule in machine learning's is that as training size increases, classification accuracy also increases. Therefore, the queries with a high occurrence frequency and high f Q,Top2 are identified as navigational queries with a higher confidence score. Finally, we exclude the queries that occur only once in the training log regardless of the above considerations, except those that include domain suffixes (www, com, edu, org, etc.) , because Jansen et al. (2008) report that the existence of such suffixes in the query is an important characteristic of navigational queries. In a recent study by Lee and Sanderson (2010) , it is found that 86% of URL queries (i.e., those that comprise full or partial URLs) are navigational.
In the second stage of our approach, we further apply Jansen et al.'s (2008) method for those queries that cannot be identified as navigational by the first stage. In this method, navigational queries are identified based on a set of rules derived from characteristics of those queries. Jansen et al. list the characteristics of navigational queries, as follows: (a) containing company, organization, and people names; (b) having less than three terms; (c) including domain suffixes (com, edu, etc.); and (d) viewing only the first result page. We used the freebase database (http://www.freebase.com/) that was also applied in Brenes et al. (2009) to get the list of company, organization, and people names. We obtained 1,579K people names, 492K organization names, and 89K company names. We check whether the query contains any 2 Note that this corresponds to the nRS feature for n = 2 in Liu et al. (2006) . of these names and satisfies the characteristics listed above to classify it as navigational.
In our training log, we discover that among the 2,778,591 distinct queries, 446,026 of them are navigational queries. When we consider the occurrence frequency of navigational queries, they constitute 32.5% of the query log. Three annotators manually inspected 500 randomly chosen queries that are identified as "navigational" to measure the precision. It is found that 416 are correctly identified, corresponding to 83.2% precision. There was a disagreement among three annotators for only 72 queries, and so they agree in 85.6% of the queries. When we consider the query occurrence frequency, the precision increases to 87.9%, such that out of 1,418 occurrences of 500 distinct queries, 416 correctly identified navigational queries constitute 1,246 submissions. This shows that identification is highly accurate for frequent queries but less accurate for rare queries. We further observe that there are some informational queries for which users mostly click on the top two results. We envision that the nonuniform result page models that we propose in this paper can also serve well for such queries.
Result Page Model Experiments. In these set of experiments, our aim is to compare alternative result page models for navigational queries based on numSnippetsSent and numResultPagesBrowsed measures defined previously. We use the training set to find the navigational queries as mentioned in the previous subsection. We process the test set, and for those queries that are identified as navigational in the training set, we apply the result presentation model X_Y (the first page contains X results/snippets and the second page contains Y, or 20-X, results). We use the uniform result presentation model (i.e., 10_10) for informational queries.
As we mentioned in the Cost Analysis of the Result Page Models subsection, we perform experiments for two-page and three-page result models for the top 20 clicks. Figure 2 shows the graph for the normalized cost of two-page models (X_Y), ranging from 1_19 to 19_1 for navigational query types (those queries in the test set that are identified as navigational query in the training set). As expected, models left to the 10_10 baseline approach achieve lower numSnippetsSent but higher numResultPagesBrowsed values than the baseline. On the other hand, models to the right of the baseline provide improvements in terms of the browsed result pages but increase the number of snippets sent.
The best result presentation model is 3_17, which has the normalized numSnippetsSent value as 0.43 and the normalized numResultPagesBrowsed as 1.08. The overall improvement for this model is 24.5% (excluding the cost of the informational query type). If we consider the improvement in the existence of informational queries such that we use the 3_17 model for navigational queries and the baseline 10_10 model for the remaining queries, then the overall improvement becomes 8.8% (numSnippetsSent = 0.80 and numResultPagesBrowsed = 1.025, such that a 20% decrease in the number of snippets sent occurs at the cost of a 2.5% increase in the number of result pages browsed.). Experiments with three-page result presentation models are also conducted, but the results for all 171 combinations are not reported because of space considerations. Here, we mention only the best models achieved. In this case, the best model is 2_8_10, which achieves a normalized numSnippetsSent value of 0.29 and a normalized numResultPagesBrowsed of 1.11. The overall improvement for this model is 29.5% (excluding the cost of the informational query type). If we consider the improvement in the existence of informational queries such that we use the 2_8_10 model for navigational queries and the baseline 10_10 model for the remaining queries, then the overall improvement becomes 10.1% (numSnippetsSent = 0.76 and numResultPagesBrowsed = 1.039, such that a 24% decrease in the number of snippets sent occurs at the cost of a 3.9% increase in the number of result pages browsed). In the rest of this article, we use the 2_8_10 model for navigational queries unless stated otherwise.
Caching with the Result Page Models and Experimental Evaluation
Employing Result Page Models for Caching
In this section, we examine the effect of using a nonuniform result page model for navigational queries on the caching mechanism in web search engines. We adapt a hybrid-caching framework proposed by Fagni et al. (2006) , in which some part of the cache is reserved for static caching and the remaining part is reserved for dynamic caching. Their work shows that such an organization of the cache outperforms its purely dynamic and purely static variants.
The static cache is populated with the most frequent query results. In the traditional case, query results comprise result pages of 10 results. The static cache is filled with the most frequent <query, result_page_no> pairs in the training query log. Because the size of the result pages is the same in this case, considering frequency would be enough. However, as in our case, we have pages of 2, 8, and 10 results. The size of the cached items must be taken into account in addition to the frequency. Because snippets are large enough to dominate the size, we assume that the page sizes are directly proportional to the number of results, i.e., the size of the first page of a navigational query is only 20% of the size of a 10-results page, and the second page is 80%. Based on these considerations, the query result pages are ordered by the following score formula (adapted from Baeza-Yates et al., 2007) 
In the dynamic part of the cache, we employ the LRU replacement policy that orders cache items based on their last usage time, and when the cache is full, it evicts the one that has been the least recently requested. Note that we do not attempt to identify navigational queries dynamically, because our identification method essentially requires the click frequencies of queries, which are obtained from previous query logs in an offline manner. 3 Therefore, for all query types, the result pages are stored in the uniform 10-per-page manner in the dynamic cache. The only exception is for those navigational queries of which only the top 2 results are cached in the static cache but not the rest. For these queries, if the user requests the second result page, i.e., results between ranks three to 10, then this second page (of 8 results) should also be inserted into the dynamic cache. Thus, the dynamic cache would include pages of size 10 or 8 in our setup.
Experiments
Experimental setup. We perform our experiments in the static-dynamic caching environment proposed by Fagni et al. (2006) . It is important to decide what portions of the cache are reserved for static or dynamic caching for the best-hit ratio. As noted in Fagni et al., the best fraction value is based on the query log. The fraction of cache space reserved for the static cache is denoted as f s ; the cache with f s = 0 corresponds to a purely dynamic cache and the cache with f s = 1.0 corresponds to a purely static cache. Figure 3 presents hit ratios of static-dynamic caches with different f s values, ranging from purely dynamic to purely static for small (50K), medium (500K), and large (2500K) cache sizes. In the experiments reported throughout this section, the cache size is expressed in terms of the number of typical result pages in the cache. For small or medium cache sizes, most of the cache space must be reserved for the static cache, but for large cache sizes the dynamic cache portion must dominate the cache. For our query log, a staticdynamic cache with f s = 0.8 gives the best-hit ratio for most of the cache sizes (It has the best hit ratio for small and medium cache sizes and very close to the best ratio for the large cache size, as shown in Figure 3) . We, therefore, perform caching experiments with this cache configuration. Second, prefetching query results is an important mechanism that increases the cache-hit ratio, as noted in Fagni et al. (2006) . Normally, when a user requests a page of results and it is not in the cache, only the requested page of results is brought into the (dynamic) cache. If the user asks for the next page of results and it is not in the cache, then the same process is repeated. In the case of prefetching, if the requested page is not in the cache, instead of just one page, successive F (prefetching factor) result pages (including the requested page) are brought into the cache. Fagni et al. (2006) proposed an adaptive prefetching policy that remarkably increases the prefetching performance. This method prefetches F successive result pages only if the miss occurs for a page other than the first result page. When a miss occurs for the first result page, only the second result page is prefetched (for details, see Table V in Fagni et al.) .
We applied the Fagni et al.'s (2006) adaptive prefetching policy in our experiments. Figure 4 presents the results of the experiments with different prefetching factors for a cache with f s = 0.8. Note that minimum prefetching with F = 2 improves the "No prefetching" case considerably. The hit ratios increase as the prefetching factor increases but the improvements are marginal after F = 4. It is important to note that in the case of prefetching 20 successive pages (not shown in the figure) , the hit ratio starts to decrease, because after this point, the cache is filled with too many useless prefetched pages that results in eviction of pages that will likely be requested in the near future.
In the following experiments, we compare the cache performance in the case of using nonuniform result pages (2_8_10) to that of using the baseline (10_10) approach. In the light of the above discussions, we use f s = 0.8 as it gives the best performance for almost all cache sizes that are experimented. For the prefetching strategy, we experiment with the prefetching factor F = 4, because after this point improvements in the hit ratio are marginal. The static part of the cache is filled with the queries in the training set as described in the previous subsection and the remaining queries are submitted to dynamic part of the cache. Then, the overall cache performance is evaluated by using the disjoint test set. FIG. 4 . Caching performances due to various levels of prefetching (F as the prefetching factor) with f s = 0.8 and the cache size as the number of cached result page entries.
In the literature, the hit ratio is widely used as a measure for comparing the different caching approaches. However, in our case, because the size of the cached items is not the same, using the hit ratio as an evaluation measure is not possible. For instance, assume that we have cached the first (including results at ranks one and two) and the second result pages (including results at ranks three to 10) of a navigational query in our caching scheme, and then let the conventional caching scheme cache the first result page (results of ranks one to 10) of the same query. Assume that clicks for this query in the test log are at the ranks R = {1, 2, 5, 12}. For our system, we would have hits for the first and second result pages, but we would have a miss for the third result page, which results in a hit ratio of two thirds. On the other hand, the conventional system would have one hit for the first result page and one miss for the second result page, giving a hit ratio of one half. As can be seen, even though these two caching strategies cached the same amount of results for the same query, the hit ratio measure artificially differs, and thus is not appropriate to use here. Therefore, we use another approach to measure the effectiveness of the two strategies. Instead of hit ratio, we compute the absolute number of cache misses for each strategy. For instance, in the above example, there is only one cache miss for both caches, which is a fair evaluation.
Experimental Results. Our caching experiment results are shown in Table 1 . The cache size is given as the number of 10-results-per-page cache size entries. The reduction percentages in the total miss counts are shown in a separate column. As the cache size increases, improvements decrease, because this causes many of the second result pages of navigational queries to be cached also. Therefore, our method is more effective for small-sized and medium-sized caches.
For large cache sizes, our approach experiences higher miss counts than the baseline, which seems surprising at first, but has a sound explanation. For some of the queries that are identified as navigational in the training log and that have all their clicks in the top two results, our static caching scheme would never cache the second results page (including results three to 10), regardless of the cache size. That is, recall that we compute the frequency of the <query, result page> pairs in the training set, and thus if all clicks are for the top two results, then the frequency of the second result page would be 0, and can never be cached in the static portion of the cache. The second result page for such a query can placed in the dynamic cache only when a user requests it for the first time, which would also cause a cache miss. To remedy this problem, we use the confidence score used during the identification of navigational queries for a smoothing operation. That is, for each query identified as a navigational query, we multiply its (first result page) frequency with (1 − confidence)/c, where c is an experimental constant (which is found as 2), and add this score to the frequency of the second result page. This creates a smoothing effect and allows us to cache the second result page of a navigational query with low confidence, even if results between ranks three and 10 are never clicked on the training log. In Table 2 , we report the results with smoothing. Notice that our model does not create an increase in miss counts for any cache size, in turn of a slight decrease in the reductions for smaller cache sizes (compare Tables 1 and 2 ).
The proposed result page model provides reductions of 4% to 5% in absolute miss counts. Finally, we realized that reporting our gains in terms of miss counts disfavors us in that the majority of misses in our system is for singleton queries (queries that occur only once in the test log and do not appear at all in the training log), which can never be resolved in a caching mechanism. For comparison purposes, we also report the experimental results for the test set queries excluding the singleton query miss counts in Table 3 (again with smoothing). For this case, reductions are more emphasized, reaching up to 9.17%.
User Browsing Behavior with the Nonuniform Result Page Model
Search engine users' browsing behavior is well-studied in the literature (Lorigo et al., 2006; Craswell et al., 2008; Dupret & Piwowarski, 2008) for purposes such as providing better search interfaces for users and better exploitation of query logs as implicit relevance judgments. All these studies are based on the uniform result presentation model that shows 10 results per page. In this article, we propose a nonuniform result page model for search engines using navigational query identification; thus, it is important to investigate the effect of such a result presentation model on user browsing behavior. To this end, we conduct a user study. In this section, we first describe the experimental setup and then present our findings.
User Study Setup
Ten search tasks, presented in the Appendix, are prepared for the user study (http://139.179.11.31/rifat/Search/). Five of these tasks are navigational and the remaining five have informational intent. Navigational tasks are chosen so that the target result could be found among the top results in one of the major search engines.
The user study is designed as follows. When a subject logs in to the system, at the top of the usual search interface (i.e., a textbox in which to type the query), the system randomly displays a task from among the search tasks shown in the Appendix and that has never been completed by that user (see Figure 5 ). The user is asked to accomplish the given task by submitting queries and viewing the results, including URLs and snippets, as usual. We used Yahoo!'s search engine "web search" web service (http://developer.yahoo.com/search/web/V1/webSearch.html) to get the results of the user queries. For the navigational tasks, 4 only the top two results are shown based on the nonuniform result page model (2_8_10) discussed in the previous sections. If the user clicks the "next page" link, then the top 3 to top 10 results are shown in the second result page. On the other hand, for informational queries, the baseline result presentation is used and 10 results are shown on each page. In the tutorial stage of the user study, we requested that subjects mark the search result(s) that answer(s) the given task by clicking the "TARGET" checkboxes provided at the end of each result snippet. The subjects are allowed to click on the result URL to further see the content of the result document. Note that in this study, subjects do not perform an evaluation of the information retrieval system; if that were the case, then they would be requested to scan Top100 or Top1000 results and decide whether each result is relevant or irrelevant. In this case, subjects are instructed to stop when they think they have accomplished the given task, i.e., found the web pages that answer the question in the corresponding search task.
Fifty-four subjects comprising graduate and undergraduate students from the computer engineering and industrial engineering departments in our university perform the user study. There are 14 female subjects and 40 male student subjects. Each subject is given a brief introduction to the experiment. Our aim is to measure the browsing behavior of subjects to the nonuniform result page model for navigational queries. Specifically, we will measure the users' tendency to request the next result page even if they can identify the target answer between top two results in the first page. In this sense, we investigate whether the users can easily accommodate to a nonuniform result page model, or they insist on seeing all top 10 results even when they find the answer in top two.
User Study Results
The result of the experiment reveals that in only 24 of the 237 navigational tasks (ignoring the cases where the subjects did not enter any target result for the query), the subjects wanted to look for the results beyond the top two. In other words, subjects were satisfied with the top two results 89.9% of the time. Table 4 presents additional statistics obtained in this user study. Each statistic is given as an average for navigational and informational queries. As expected, the average informational task duration is much longer than the average navigational task duration. Subjects type more queries for informational tasks. The number of target sites selected for informational queries is much higher than the number of targets selected for navigational queries. We observe that the actual URLs and/or snippets are much more helpful for navigational queries than informational queries because users click on fewer numbers of URLs in the former case. Note that this number should be close to one in a real-life case; in that case, users are expected to click on the target website because the sole purpose of a navigational query is to reach that website. However, in this experimental setting, subjects are instructed to just select the correct sites; most of the time they understand the target website from snippets and do not need to actually visit that website.
The last statistic evaluates the ranks of the target sites selected for each type of task. We observe that 96% of the target sites selected for navigational queries reside in the top one or two ranks. However, this ratio decreases to 34% for informational tasks.
To justify our approach, it is important to analyze the cases when subjects want to see beyond the top two, even though they found the target site(s) in the top two. We will refer to such cases as "Beyond Top 2" hereafter. On average, subjects also want to see beyond the top two in only 9.3% of total navigational query instances, in which users selected target sites in the top two. When we focus on Beyond Top 2 cases, we see a pattern, shown in Figure 6 , between the occurrence of such cases and the viewing order of the navigational task. (Recall that search tasks are assigned to subjects in random order.) It is observed that many of the Beyond Top 2 cases occur when a subject meets our result presentation model of 2_8_10 for navigational queries for the first time (i.e., 10 of 22 such cases occur when a user evaluates his/her first navigational task, as shown in Figure 6 ). As users see more examples of the nonuniform result presentation model, they get used to it; the number of Beyond Top 2 cases drops dramatically after performing a few navigational tasks. Therefore, although the percentage of Beyond Top 2 cases is 9.3%, users stop asking for the next result pages after they experience just a few navigational queries with our method.
The overall result of the user study can be summarized as follows. Users easily adapt to nonuniform result page models and interact with the web search engine as expected, i.e., they do not look for further result pages if they are satisfied with the current result page. This conclusion justifies our proposal of a nonuniform result model and implies that the efficiency gains obtained in the experimental setup of the previous sections could be transferred to real-life search systems. 
Summary and Discussion of the Results
In this study, we exploit the navigational query type for result presentation and caching in web search engines. To this end, a cost analysis model is introduced to evaluate nonuniform result presentation approaches. Experiments reveal that the 2_8_10 result page model is better than the uniform model for navigational queries. The number of snippets sent for this type of query can be reduced by 71% at the cost of an 11% increase in the number of result pages browsed. In other words, assuming that an HTML result page (of top 10 results) takes 4 KB space (Fagni et al., 2006 ) and a TCP packet stores at most 1,460 bytes of data, our approach would require only one TCP packet for top two results, instead of three packets needed for transmitting top 10 results. This reduction in the number of packets sent will be more important in mobile search scenarios because of low bandwidth capacity and high packet loss probability.
The nonuniform result page model further improves cache performance at the search engine side as it causes fewer misses (up to 9.17%) than its uniform counterpart. However, we obtain these gains in a controlled experiment environment, and thus it is important to observe real user browsing behavior for the nonuniform query result pages. A user study conducted for this purpose justifies our motivation and findings. That is, for navigational search tasks, users quickly adapt to seeing only the top two results on the first page, and they do not request other pages if their target is already there. Given that search engines are usually more successful at returning the result of such queries in the top ranks (Liu et al., 2006) , we expect that the gains obtained in our experimental setup can also be obtained in real-life systems. Indeed, we envision that real-life user practices identified by earlier works can give way to even higher gains than expected. For instance, the work of Teevan et al. (2007) examines the users' re-finding behavior and shows that navigational queries constitute a significant portion of repeat queries. This means that a user tends to use the same navigational query to locate a particular page in his or her mind and would be familiar with the result page. Thus, in such cases, users are even less likely to browse result pages beyond the first page. However, in the user study described above, the users are probably not very familiar with the navigational tasks assigned to them. That is, our user study serves as a worst-case scenario for the number of Beyond Top 2 cases, because, in contrast to real-life, almost no task is a repeat query.
Evidence in addition to user click behavior supports our choice of the 2_8_10 result page model for navigational queries. The eye-tracking study in Joachims et al. (2005) revealed that users almost always check the first two results immediately after a result page is displayed. Then, a few seconds later, other results are examined if the first two are not satisfying. Therefore, our nonuniform result model is confirmed by this type of user browsing behavior.
Finally, the 2_8_10 result presentation model for navigational queries enables an effective use of web browser space (Lu, 2006) . Given that only two results are shown on the first (and most important) page, now it is possible to reserve the remaining page space for purposes such as advertisements, result visualization, or related query suggestions. This may have a positive impact on the number of clicks received by ads, which is an important source of revenue for commercial search engines. As another use case, search engines may want to provide more information in the result snippets, especially for news site navigational queries (e.g., "New York Times"), by giving direct links to several important headlines.
Conclusion
In this study, we propose and evaluate nonuniform result page models to display and cache the results of navigational queries. It is shown that for these types of queries, it is possible to reduce the number of snippets sent by 71%, at the cost of an 11% increase in the number of result pages browsed. The proposed result presentation model for navigational queries is also shown to be valuable for caching mechanism, especially for small-sized and medium-sized caches. It is possible to reduce the number of miss counts up to 9.17%. Our findings are encouraging and justify the need for the special treatment of different query types, especially navigational queries, submitted to a web search engine. Our user study with 54 subjects shows that users easily adapt to nonuniform result page models and interact with the search engine as expected, i.e., they do not look for further result pages if they are satisfied with the current result page. Therefore, the aforementioned efficiency gains observed in the experiments can be carried over to real-life situations.
In our future work, we first plan to investigate the use of nonuniform result page models for query types other than navigational. Furthermore, transactional query identification might be exploited for more relevant sponsored search links. Indeed, it is even possible to have a separate cache specialized for each query type, i.e., each cache employs not only different result page models but also different caching policies. This is an interesting direction, as the caching policies applicable to each query type may also differ. For example, we envision that the results of the informational queries need to be refreshed more often than those of the navigational queries, which implies a need for different cache refreshment policies for different query types. Finally, we plan to exploit navigational queries to reduce the cost of some other major tasks, such as the actual query processing, in a web search engine.
Navigational and Informational Tasks Used in the User Study Navigational tasks
Find the official homepage for the Beijing 2008 Summer Olympics Find the homepage for the United Airlines company Find the homepage for the New York Times newspaper Find the homepage for the computer science department of the University of Sheffield Find the homepage for the United States Consulate in Istanbul, Turkey
Informational tasks
Find where and when the first Olympics Games were organized Find when NASA sent a spacecraft for the first time to explore Mars Find information on the effects of global warming on polar bears Find information on how to quit smoking Find information on tourist places in Turkey
