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0- Organización de la memoria 
La organización de la memoria está basada en la cronología de la creación del 
proyecto. La documentación y el proyecto siguen las etapas marcadas por el ciclo de 
vida de este proyecto: 





• Planificación económica y temporal. 
Hay que mencionar, que durante la fase del esquema del proyecto y de la 
implementación se han producido algunos retrasos por motivos de replanteamiento de 
algunos aspectos. 
La definición del proyecto con sus objetivos y la concreción de las herramientas de 
trabajo nos permiten hacer la planificación temporal y de costes de este proyecto, se 
divide en: 
• Definición del problema: 
o Listado de objetivos a cumplir. 
o Análisis del sistema. 
o Análisis de requisitos 




o Análisis de herramientas 
• Mantenimiento: 
o Análisis de costes. 
o Planificación de la aplicación. 
o Mejora de la aplicación para móvil desarrollada. 




La motivación principal para el desarrollo de este proyecto, ha sido la de crear 
un sistema de comunicación entre un o varios vehículos, estén o no en movimiento, y 
un cliente mediante un servidor, situado en cualquier parte del mundo, de la forma más 
barata y sencilla posible. Actualmente hay sistemas parecidos al desarrollado en este 
proyecto, pero con costes muy superiores al nuestro tanto en inversión inicial como en 
mantenimiento mensual. 
El hecho de usar móviles y antenas GPS, se justifica gracias a su bajo coste y la alta 
utilización de estos dispositivos hoy en día. 
Además en esta aplicación se transmiten las coordenadas y algunos datos relevantes, 
aunque la aplicación puede ser más completa y usarse para el envío de mucha más 
información. (Como por ejemplo, estado actual del vehiculo, velocidad actual, tiempo 
transcurrido en el viaje, distancia recorrida, etc .... ). 
1.2-Situación Inicial 
Un conjunto de vehículos (flota) que pueden, o no, estar en movimiento, los 
cuales harán transportes de "personas" y de los cuales se requiere tener un cierto 
control en cada momento. 
Este control se realizará mediante la obtención y envío de información (las 
coordenadas, el número del vehículo y sus plazas libres; necesaria para saber su 
ubicación exacta en cada momento) a un servidor remoto, el cual permitirá tener un 
control visual de toda la flota mediante una página Web. 
1.3-0bjetivos 
El objetivo principal del proyecto es desarrollar una aplicación con una interfaz 
fácil de utilizar e intuitiva que debe dar respuesta a los siguientes puntos: 
• Comunicación Bluetooth con los dispositivos GPS. 
• Obtención de coordenadas. 
• Envío coordenadas. 
• Funcionamiento sencillo de la aplicación. 
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1.4 Esquema general del sistema 
A continuación mostramos el que sería un esquema general del proyecto: 
Almacenamiento de 
coordenadas 




Captura y envío de 
coordenadas 
PáginaHTML 
Parte aue trataremos 
+ 
Móvil y dispositivo 
GPS 
Parte aue no trataremos 
IJsuario 
El funcionamiento consistiría en que los diferentes vehículos irían equipados 
cada uno de ellos con un dispositivo GPS y un terminal móvil. Cada móvil tendrá 
instalada una aplicación que le permitirá conectarse mediante Bluetooth al dispositivo 
GPS y obtener las coordenadas de dónde se encuentre ubicado el vehículo en cada 
momento. 
Una vez obtenidas las coordenadas, éstas son enviadas al primer servidor, cuya 
única función es almacenarlas en la base de datos. 
Cuando el usuario decide acceder a la aplicación web del segundo servidor y 
decide consultar la ubicación de los vehículos, éste consulta las coordenadas del 
vehículo de la base de dato y envía la página web mostrando su posición en un mapa al 
navegador del usuario. 
Debido a que este proyecto se realiza entre dos personas, se ha dividido en dos 
partes: la primera parte consistirá en obtener, enviar y almacenar las coordenadas en la 
base de datos, mientras que la segunda parte consistirá en implementar la base de datos 
y la aplicación web. 
Aquí trataremos todo lo correspondiente al primer punto, es decir, a la aplicación 
móvil, tanto la obtención de datos por parte del usuario, la conexión bluetooth para 
obtener las coordenadas, y el envío de dichos datos al servidor. (no tendremos en 
cuenta cómo se guardan o tratan las posiciones, de los vehículos y sus respectivas 
informaciones, en la base de datos ni como funciona la aplicación Web. ) 
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2- Análisis de Requisitos 
El objetivo de este apartado es determinar cuales son los: 
• Requisitos funcionales (aquellos que describen los servicios provistos 
para el usuario) 
• Requisitos no funcionales (que son aquellas restricciones impuestas al 
software y en la libertad del diseño). 
2.1- Requisitos Funcionales 
Como hemos comentado los requisitos funcionales son aquellos que describen 
los servicios provistos para el usuario. 
2.1.1- Proceso de inicio de la aplicación 
Antes de empezar la comunicación con la antena GPS o ya el posterior envío de 
los datos, tendremos que pasar por diversas pantallas en las cuales se nos dará la opción 
de indicar unos valores para diversos parámetros o simplemente seleccionar alguna 
opción para que la aplicación pueda continuar. 
Las opciones son: 
• En la pantalla inicial: Podemos ver la Descripción o continuar con la 
aplicación. 
• En la siguiente pantalla: Podemos seleccionar entre la ejecución Manual o 
Automática. 
• En otra pantalla, se nos pregunta SI querremos que la aplicación busque 
dispositivos vía Bluetooth. 
Los parámetros son: 
• Pantalla 1 de información suplementaria: El identificador del autobús. 
• Pantalla 2 de información suplementaria, la pantalla accesible desde el envío de 
datos y mediante la pantalla de datos: Número de plazas libres. 
-10 -
2.1.2- Proceso de ejecución de la aplicación 
Una vez que todos los datos y opciones anteriores han sido introducidos, la 
aplicación procede a realizar diferentes operaciones dependiendo de según que opciones 
hayamos seleccionado. 
• Lo primero que hace es: Conectarse a la antena GPS mediante Bluetooth, 
para ello nos pregunta "¿Permitir a la aplicación XXX usar las 
aplicaciones de conectividad?", a lo que debemos responder que sí. 
• Después la aplicación ,dependiendo del modo de ejecución que le hemos 
indicado anteriormente hará una cosa u otra: 
o Modo Manual: Nos muestra una pantalla con los datos que se 
enviarán y 3 opciones (Modificar el número de plazas libres, Enviar 
datos o salir de la aplicación). 
o Modo Automático : Nos muestra una pantalla, que indica q se está 
conectando con el GPS, otra donde nos informa de la obtención de 
datos, y una ultima que informa de la actualización e datos y su 
posterior envío, en esta ultima pantalla la aplicación se quedará 
enviando constantemente los datos. Tendremos 2 opciones en esta 
pantalla (Modificar el número de plazas libres, o salir). 
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2.2- Requisitos NO Funcionales 
Como hemos comentado los requisitos no funcionales son aquellos que son 
restricciones impuestas al software y en la libertad del diseño. 
2.2.1- Interfaz gráfica 
Para facilitar el uso de la aplicación, se ha diseñado una interfaz gráfica muy 
sencilla e intuitiva, que consta de varios objetos simples: 
• Imágenes muy representativas. 
• Conjunto de opciones en las diversas pantallas que componen la 
aplicación que son muy intuitivas y que permiten: obtener información, 
modificar datos, enviar datos, o salir de la aplicación. 
2.2.2- Factores de calidad 
Al tratarse de una aplicación para móviles, la calidad de la aplicación se puede 
ver afectada por el modelo de móvil, puesto que ha de tener unas características 
concretas: 
• Compatible con J2ME. 
• Que tenga opción de Bluetooth. 
• Que tenga acceso a Internet. 
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3- Especificación 
La especificación nos permite realizar un análisis conceptual del proyecto en 
profundidad, apoyado por un buen esquema de casos de uso y de comportamiento. 
3.1- ¿Qué es UML? 
Lenguaje Unificado de Modelado (UML, por sus siglas en inglés, Unified Modeling 
Language) es el lenguaje de modelado de sistemas de software más conocido y utilizado 
en la actualidad; está respaldado por el OMG (Object Management Group). Es un 
lenguaje gráfico para visualizar, especificar, construir y documentar un sistema de 
software. UML ofrece un estándar para describir un "plano" del sistema (modelo), 
incluyendo aspectos conceptuales tales como procesos de negocio y funciones del 
sistema, y aspectos concretos como expresiones de lenguajes de programación, 
esquemas de bases de datos y componentes de software reutilizables. 
Es importante resaltar que UML es un "lenguaje" para especificar y no para describir 
métodos o procesos. Se utiliza para definir un sistema de software, para detallar los 
artefactos en el sistema y para documentar y construir. En otras palabras, es el lenguaje 
en el que está descrito el modelo. Se puede aplicar en una gran variedad de formas para 
dar soporte a una metodología de desarrollo de software (tal como el Proceso Unificado 
Racional o RUP), pero no especifica en sí mismo qué metodología o proceso usar. 
UML no puede compararse con la programación estructurada, pues UML significa 
(Lengua de Modelación Unificada), no es programación, solo se diagrama la realidad de 
una utilización en un requerimiento. Mientras que, programación estructurada, es una 
forma de programar como lo es la orientación a objetos, sin embargo, la orientación a 
objetos viene siendo un complemento perfecto de UML, pero no por eso se toma UML 
sólo para lenguajes orientados a objetos 
3.2- Modelo Conceptual 
El modelo conceptual del lenguaje UML contiene dos elementos principales: los 
bloques básicos o diagramas de clases y las reglas de combinación de los bloques 
básicos o restricciones textuales. 
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3.2.1- Diagrama de clases 
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3.2.2- Restricciones Textuales 
El parámetro id_bus ha de tener un valor positivo entre 0-999 
y el parámetro asientos ha de ser entero de O -99, se puede no indicar ningún valor, en 
cuyo caso, por defecto éste será O. 
3.3- Modelo de Casos de Uso 
El modelo de casos de uso se encarga de describir con detalle el comportamiento 
externo del sistema, o sea, desde el punto de vista del usuario final. 
3.3.1- Definición de Actores 
El único actor que podrá hacer uso de la aplicación es el conductor. 
Conductor: El rol de conductor 10 tienen, como su nombre indica, los conductores de 
los autobuses. Serán los encargados de ejecutar la aplicación, introducir 
toda la información y preparar la comunicación con el GPS y el servidor 
aceptando unos permisos imprescindibles para poder ejecutar 
satisfactoriamente la aplicación. 
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3.3.2- Diagrama de casos de Uso 
Una vez definidas las funcionalidades en los requisitos funcionales y los actores que 
intervienen, tenemos que definir los casos de uso. 
Cada caso de uso representa una funcionalidad del sistema. 
El único caso de uso que hay es el de la aplicación: 
El caso de uso "Definir parámetros" engloba tres casos de usos con una funcionalidad 
similar: 
• Definir el identificador de autobús. 
• Definir el número de plazas libres. 
• Modificar el número de plazas libres. 
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3.3.3- Especificación Casos de Uso 
3.3.3.1- Definir el modo de ejecución 
.. Caso de uso: Definir el modo de ejecución 
.. Actor: Conductor 
.. Propósito: Selecciona un modo de ejecución de la aplicación. 
.. Resumen: El usuario inicia la aplicación .A continuación debe seleccionar un 
opción entre las 2 opciones posibles (automática o manual) . 
.. Tipo: Básica y obligatoria. 
3.3.3.2- Definir el identificador de autobús 
.. Caso de uso: Definir el identificador de autobús 
.. Actor: Conductor 
.. Propósito: Introducir el valor del parámetro id_bus en la aplicación. 
.. Resumen: El usuario inicia la aplicación .A continuación indica el modo de 
ejecución, y en la pantalla siguiente se le exige que indique un identificador del 
autobús. 
.. Tipo: Básica y obligatoria. 
3.3.3.3- Definir el número de plazas libres 
.. Caso de uso: Definir el número de plazas libres 
.. Actor: Conductor 
.. Propósito: Introducir el valor del parámetro asientos_libres en la aplicación. 
.. Resumen: El usuario inicia la aplicación .A continuación indica el modo de 
ejecución, en la pantalla siguiente tendrá que introducir el id_bus y en la pantalla 
siguiente se le exige que indique el número de plazas libres que tiene el autobús 
en ese momento. 
.. Tipo: Básica y obligatoria. 
3.3.3.4- Modificar número de plazas libres 
.. Caso de uso: Definir el número de plazas libres 
.. Actor: Conductor 
.. Propósito: Introducir el valor del parámetro asientos_libres en la aplicación. 
.. Resumen: El usuario inicia la aplicación .A continuación indica el modo de 
ejecución, en la pantalla siguiente tendrá que introducir el id_bus y en la pantalla 
siguiente se le exige que indique el número de plazas libres que tiene el autobús 
en ese momento. 
.. Tipo: Básica y obligatoria. 
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3.3.3.5- Búsqueda de dispositivos 
• Caso de uso: Búsqueda de dispositivos. 
• Actor: Conductor 
• Propósito: Permitir a la aplicación que utilice las opciones de conectividad con 
la finalidad de encontrar dispositivos vía Bluetooth. 
• Resumen: El usuario inicia la aplicación .A continuación indica el modo de 
ejecución, en las pantallas posteriores definimos los parámetros anteriormente 
comentados y en la pantalla siguiente se le exige que dé permiso a la aplicación 
para poder buscar dispositivos Bluetooth. 
• Tipo: Básica y obligatoria. 
3.3.3.6- Envío de datos 
• Caso de uso: Envío de datos. 
-- Actor: Conductor 
• Propósito: Permitir a la aplicación que utilice las opciones de conexión con la 
finalidad de enviar los datos al servidor vía Internet. 
• Resumen: El usuario inicia la aplicación .A continuación indica el modo de 
ejecución, en las pantallas posteriores definimos los parámetros anteriormente 
comentados , después le damos permiso para buscar el GPS y en la pantalla 
siguiente se exige que dé permiso a la aplicación para poder usar Internet para 
enviar los datos al servidor. 
• Tipo: Básica y obligatoria. 
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3.4- Modelo de Comportamiento 
El modelo de comportamiento contiene los diagramas de secuencia individuales 
de cada posible acción dentro de cada clase, y el diagrama global de toda la aplicación. 
3.4.1- Diagrama de secuenCIa 
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Envío datos en modo automático 




en modo de ejecución 
automática. 
Salir enviar datos 
I Us~ariO 1'---___ -.-___ ---'llni~iO I 
I • I 1 
¡ SahrQ >Q' 1 
: ---------~ I I • ¡ 
Modificar datos 
Menú conexión 















Menú enviar datos 
Continuar datos modificados modo manual 
Menú modif asientos Menú datos 







I ~ I 
I en modo de I I I 
I ejecución I 1 I 
I manual. I ! I 
I I 
I I 
I r::: I I I 
I si no se introduce I 
I 
un valor, por I I I 
I defecto éste será O. I I I 
I 
I 
Continuar datos modificados modo automático 








si no se introduce 
un valor, por 
defecto éste será O. 
Salir datos modificados 
































Esquema completo del diagrama de secuencia 
f tJlostl'lr descripc:iÜn jI Mi,lnú ei~cuci&f1 I 
i 













sino se intruduce 0'1 
vall;r. por deféctCi 








un valor, pDr 





3.5- Modelo de Estados 
En el modelo de estados se muestra el conjunto de estados por los cuales pasa un objeto durante su vida en una aplicación, junto con los 
cambios que permiten pasar de un estado a otro. A este modelo de estados se le denomina Diagrama de Estados. 

































Gracias al apartado anterior ya sabemos cuales son las funcionalidades de la 
aplicación. En este apartado definiremos como se ha de implementar. 
La fase de diseño se compone de: 
• Definición de la Arquitectura: 
o Arquitectura Java 
o Aplicación en capas 
• Diseño de las vistas 
4.1- Definición de la Arquitectura 
Es muy importante saber diferenciar entre los diferentes componentes de la 
aplicación, de modo que su mantenimiento y posibles modificaciones sean más fáciles 
de realizar. 
Para ello debemos conocer la arquitectura de cualquier aplicación J2ME y sus posibles 
capas. 
Arquitectura Java: 
Aplicación en capas: 
Hardware 
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4.2- Diseño de las vistas 
El diseño de la interfaz gráfica es una parte muy importante de la aplicación, ya 
que se puede tener una aplicación con muchas funcionalidades eficientes pero que sea 
poco atractivo para el usuario, cosa que hará que el usuario desestime la opción de usar 
este sistema. 
Por ello, para cada una de las vistas de la aplicación, hay un diseño concreto; que 
siguen un patrón común: estructura de las pantallas. 
4.2.1- Estructura de las pantallas 
La estructura de las pantallas ha pasado por varias modificaciones a lo largo del 
proyecto. 
Todas las pantallas de la aplicación sIguen el mIsmo modelo. Este modelo es el 
siguiente: 
1. Una cabecera con el nombre de la aplicación o un texto informativo. 
2. Un texto inicial con una explicación genérica de la pantalla en la que estamos 
ubicados. 
3. Una imagen central representativa de las necesidades que requiere en ese 
momento la aplicación o simplemente ilustrativa. 
4. Unos botones que nos permiten movemos por la interfaz, ya sea adelante, atrás o 
dependiendo de la pantalla, obtener más información, volver a enviar datos, 
etc .... 




5.0- Tecnologías utilizadas 
Para poder desarrollar este proyecto hemos necesitado una plataforma de 
desarrollo que pueda utilizar J2ME. 
Hemos escogido: Netbeans. (Ya que es multiplataforma y open source). 
5.1- Netbeans 
Netbeans: plataforma para el desarrollo de aplicaciones de escritorio usando Java y a 
un entorno de desarrollo integrado (ID E) desarrollado usando la Plataforma NetBeans. 
La Plataforma N etBeans es una base modular y extensible usada como una estructura 
de integración para crear aplicaciones de escritorio grandes. Empresas independientes 
asociadas, especializadas en desarrollo de software, proporcionan extensiones 
adicionales que se integran fácilmente en la plataforma y que pueden también utilizarse 
para desarrollar sus propias herramientas y soluciones. 
La plataforma ofrece servicios comunes a las aplicaciones de escritorio, permitiéndole 
al desarrollador enfocarse en la lógica específica de su aplicación. Entre las 
características de la plataforma están: 
• Administración de las interfaces de usuario (ej. menús y barras de herramientas) 
• Administración de las configuraciones del usuario 
• Administración del almacenamiento (guardando y cargando cualquier tipo de 
dato) 
• Administración de ventanas 
• Framework basado en asistentes (diálogos paso a paso) 
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5.2- J2ME 
5.2.1- Introducción a la tecnología JAVA 
Java fue lanzado por Sun Microsystems en 1995, es un lenguaje completamente 
orientado a objetos e interpretado, que en sus orígenes fue diseñado para crear 
aplicaciones para electrodomésticos. 
En su posterior versión llamada Java2 se crearon tres entornos para el desarrollo y 
ejecución de aplicaciones: J2SE (Java Standard Edition), J2EE (Java Enterprise Edition) 
y J2ME (Java Micro Edition). A continuación se describen brevemente: 
J2SE está orientada a ordenadores de sobremesa, se puede considerar como la base de la 
tecnología. 
J2EE se puede considerar como una extensión de J2SE orientado a entornos 
corporativos. 
J2ME es un subconjunto de J2SE orientado al desarrollo de aplicaciones JAVA para 
dispositivos móviles de recursos limitados, tales como la capacidad de procesamiento, 
escasez de memoria, prestaciones de la pantalla, etc. 
Los principales componentes de la Plataforma Java 2, Edición micro (plataforma J2ME) 
son Connected Device Configurations, Connected Limited Device Configurations y 
Mobile Information Device Profiles, así como otras muchas herramientas y tecnologías 
que llevan las soluciones Java a los mercados de consumo y dispositivos integrados. 
Cualquier aplicación programada en JAVA genera a la hora de compilar un fichero de 
tipo bytecode, este fichero contiene sentencias que la Máquina Virtual Java (Java VM) 
puede entender y que es capaz de traducir en tiempo de ejecución a sentencias de 
lenguaje máquina, con esto se consigue portabilidad, ya que el bytecode es 
independiente del ordenador y del sistema operativo. 
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5 .. 2.2- ¿Por que usar J2ME? 
La principal ventaja de programar en J2ME es que se consiguen aplicaciones 
independientes del hardware, eficientes y rápidas en el uso de conexiones. 
Es un lenguaje de programación seguro, ya que el entorno de ejecución lo proporciona 
la máquina virtual. 
Si se colgase la aplicación no se colgaría el dispositivo, sino la maquina virtual. 
Otra característica importante es que es un lenguaje robusto, proporciona un buen 
mecanismo de excepciones, proporciona un Garbage Collector para evitar lagunas de 
memona. 
Facilita la difusión y distribución de aplicaciones ya que éstas son pequeñas y pueden 
ser descargadas rápidamente. 
5.2.3- Limitaciones actuales de J2ME e inconvenientes 
Al ejecutarse en hardware de bajas prestaciones, la máquina virtual que incorpora estos 
dispositivos no ofrece soporte a todas las posibles de J2SE. 
Por ejemplo en la primera especificación se omitió el soporte a las operaciones en coma 
flotante y por tanto los tipos de datos y operaciones que lo utilizasen. También se ha 
omitido A WT (Abstract), se limita el número de excepciones disponibles para el control 
de errores y el sistema de seguridad que se proporciona no es tan sofisticado como el 
incorporado en J2SE. 
Un inconveniente que nos encontramos a la hora de desarrollar un programa en J2ME es 
que éste puede ser ejecutado en dispositivos de prestaciones muy diferentes en cuanto al 
tamaño de pantalla, si soporta color o no, capacidad de memoria, etc. Por ello, crear 
un programa que se pueda ejecutar en cualquier dispositivo móvil es realmente 
complicado pese a la portabilidad que ofrece ellenguaj e. 
Otro inconveniente es la poca capacidad de memoria de la que dispone nuestra 
aplicación a la hora de ejecutarse. Una mala gestión de esta memoria que tendría como 
consecuencia quedamos sin espacio para continuar ejecutando la aplicación y el 
resultado sería del estilo overflow. Esto conlleva a usar una metodología de 
programación muy ordenada y pulcra que requiere que el programador conozca a fondo 
el lenguaje así como su uso óptimo. 
A medida que van evolucionando los dispositivos, estas limitaciones e inconvenientes 
se van reduciendo, es posible encontrar dispositivos móviles de altas prestaciones que 
obtengan soporte total de la máquina virtual de J2SE. 
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5.2.4- Configuraciones 
Una configuración se podría definir como el mlnlmo común denominador de 
funcionalidades que proporciona la máquina virtual y de las librerías de clases 
disponibles para un grupo de dispositivos. 
Esta API no ha sido diseñada para proporcionar toda la funcionalidad que requiere una 
aplicación, sino que ha sido diseñada para ser el punto de partido donde se apoyarán 
otras APls adicionales que proporcionen funcionalidades específicas. 
Actualmente hay definidas 2 tipos de configuraciones: 
eneL (Connectec Limited Device Configuration): esta es la configuración más 
minimalista, diseñada para dispositivos con procesadores de 16 o 32 bits, capacidad de 
memoria alrededor de 512 Kbytes y una conexión con un ancho de banda limitado, 
utiliza una versión de la máquina virtual muy reducida denominada KVM (Kilo Virtual 
Machina), normalmente se utiliza en teléfonos móviles con limites severos. 
ene (Connected Device Configuration):esta configuración es bastante más completa, 
está orientada a dispositivos con procesadores de 32 bits, memoria entre 2 y 16 Mbytes 
y una conexión con un ancho de banda alto. En esta configuración si que disponemos de 
soporte para las operaciones en coma flotante. 
5.2.5- Perfiles 
Un perfil es un conjunto adicional de APls destinado a extender las configuraciones. 
La utilización de perfiles tiene sus pros y sus contras. Por un lado nos aportan una serie 
de funcionalidades necesarias para el desarrollo de nuestras aplicaciones pero, por otro, 
permite que los fabricantes puedan desarrollar perfiles específicos para sus productos y 
esto influye negativamente a la portabilidad de aplicaciones. 
Para poder utilizar un perfil, debemos aseguramos que los dispositivos que van a 
ejecutar nuestro programa cumplan los requisitos mínimos requeridos por la 
configuración asociada. 
El perfil actualmente más utilizado es el MIDP v2.0 (Mobile Information Device 
Pro file ) que se basa en la configuración CLDC v 1.1. A continuación describiremos los 
requisitos mínimos para poder utilizar MIDP. 
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El dispositivo móvil con el que se va a trabajar debe cumplir los siguientes 
requerimientos mínimos: 
• Pantalla: 
o Tamaño: 96x54 
o Colores: 1-BIT (blanco y negro) 
o Forma del Píxel (proporción de aspecto): aproximadamente 1: 1 
• Entrada: 
o Una o más de las siguientes: teclado de una mano, teclado de dos manos 
o pantalla táctil (un teclado numerado del O al 9 junto con el equivalente 
a las teclas de dirección y botones de selección) 
• Memoria: 
o 256 KBytes para la implementación de MIDP, además de la necesaria 
para CLDC. 
o 8 KBytes para memoria no volátil (persistente) para que las aplicaciones 
puedan guardar datos. 
o 128 KBytes de memoria volátil, para la ejecución de la aplicación. 
• Sonido: 
o Debe poder reproducir tonos, vía hardware o con un algoritmo software. 
• Red: 
o En dos sentidos, sin cables (wireless), posiblemente intermitente y con 
un ancho de banda limitado. 
Una característica importante del perfil MIDP es que proporciona multitarea, si el 
sistema operativo del dispositivo no ofrece esta posibilidad entonces MIDP se encarga 
de crearla y gestionarla. 
El API de MIDP 2.0, se compone de los siguientes paquetes: 
• Paquete de Ciclo de vida de las Aplicaciones (javax.microedition.midlet): 
Este paquete permite a las aplicaciones MIDP (midlets) interactuar con el 
entorno, sobre el cual la aplicación se está ejecutando. 
• Paquete de Interfaz (javax.microedition.lcdui): Este es la parte del API 
dedicada al interfaz de usuario (UI -User Interfaz). Proporciona un conjunto de 
características para la implementación de interfaces en MIDP. 
• Paquete de Juegos (javax.microedition.lcdui.game): Este es la parte del API 
dedicada a juegos. Proporciona una serie de clases que permiten construir juegos 
rico en contenidos para dispositivos móviles. No presente en MIDP 1.0 . 
• Paquete de Red (javax.microedition.io): MIDP proporciona soporte de red 
basándose en CLDC. 
• Paquete de Clave Pública (javax.microedition.pki): Certificados usados para 
autentificar información proveniente de conexiones seguras. N o presente en 
MIDP 1.0. 
• Sonido: 
o javax.microedition.media: El API Media de MIDP 2.0 es un bloque 
directamente compatible con la especificación Mobile Media API 
(MMAPI). MMAPI extiende la funcionalidad de J2ME proporcionando 
audio, video y otras características multimedia. Es un paquete opcional, 
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simple y ligero, que también permite acceder a los servicios multimedia 
nativos de nuestro dispositivo móvil (como las cámara de fotos de los 
móviles).No presente en MIDP 1.0. 
o javax.microedition.media.control: Este paquete define los tipos de 
control específicos que pueden ser usados en el reproductor (Player) de 
la API Media. No presente en MIDP 1.0. 
• Paquete de Persistencia (javax.microedition.rms): MIDP proporciona este 
mecanlsmo para que los midlets guarden persistentemente datos y 
posteriormente puedan recuperarlos. 
• Paquetes principales: 
o java.lang (CLDC): Las clases del lenguaje incluidas en el perfil 
provenientes de J2SE. 
o java.util CCLDC): Las clases de utilidades incluidas en el perfil 
provenientes de J2SE. 
Aparte de MIDP existen otros perfiles interesantes como FP (Foundation Profile) que 
utiliza la configuración CDC y la extiende con clases adicionales a J2SE. 
5.2.6- MIDlets 
Un MIDlet es una aplicación JAVA que cumple las especificaciones CLDC y MIDP. 
Toda aplicación MIDlet debe heredar de la clase javax.microedition.midlet.MIDlet, al 
heredar de esta clase necesitaremos implementar tres métodos que comprenderán el 
ciclo de vida de nuestra aplicación, estos son: 
• startAppO: este es el método por donde empiezan a ejecutarse todas las 
aplicaciones MIDlet. Se encarga de reservar la memoria suficiente para poder 
ejecutar la aplicación así como de preparar los controladores para capturar 
eventos producidos por la entrada de un usuario o temporizadores. Si en el 
momento de ejecutar el método algo fallase, se lanzaría una excepción de tipo 
MIDletStateChangeException. 
• pauseAppO: este método es invocado cuando se necesita detener la aplicación 
temporalmente, se encarga de liberar tantos recursos como sea posible para dar 
vía libre a otros procesos. En el caso de que queramos retomar la aplicación en 
el estado en el que se encontraba justo antes de ser pausada, necesitaremos 
salvar el estado. 
• destroyAppO: este método es el encargado de finalizar la ejecución de la 
aplicación liberando todos los recursos que hubiese acaparado durante su 
ejecución, necesita un argumento booleano, si es true el sistema libera todos los 
recursos y destruirá la aplicación completamente y si es false lanzará una 
excepción del tipo MIDletStateChangeException, que si es tratada podremos 
retomar la ejecución. 
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El ciclo de vida de una aplicación MIDlet viene definido por tres estados: 
• Detenido: así se encuentra el MIDlet en el momento de su creación antes de 
llamar a startAppO, también podemos llegar a este estado invocando los 
métodos pauseAppO o notifyPausedO. Cuando el MIDlet está detenido, 
mantiene los mínimos recursos posibles dando paso a otros eventos como puede 
ser una llamada de teléfono. 
• Activo: estado de ejecución del MIDlet tras llamada a startAppO o 
resumeRequestO si estaba previamente detenido. 
• Destruido: estado en el que nos encontramos una vez que la aplicación ha 
concluido, podemos ir a este estado mediante destroy AppO o notifyDestroyedO. 
Con el siguiente gráfico se entenderá mejor el ciclo de vida de un MIDlet y como 
podemos pasar de un estado a otro. 
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5.2.7- Distribución de MIDlets 
Los Midlet necesitan ser empaquetados antes de ser instalado en el dispositivo de 
destino. Se utilizará un fichero .JARCJava ARchive) donde se tendrá el Midlet principal 
y todas aquellas clases, imágenes u otros ficheros que nos puedan ser necesarios en 
tiempo de ejecución. También se incluirá en el .JAR información (en el fichero 
manifest) que le explique al dispositivo el contenido del fichero .JAR. Esta misma 
información también se incluye en el fichero .JAD CJava Application Descriptor). 
Las clases del Midlet que son empaquetadas en el .J AR, deben estar compiladas en 
.class (obviamente) y verificadas antes de su utilización en un dispositivo, para verificar 
que no realizan ninguna operación no permitida. De hecho, las únicas operaciones 'no 
permitidas' que permite el API de MIDP es el método exitO de las clases System o 
Runtime, y como vimos requieren usar la excepción SecurityException para poder ser 
utilizado. Esta verificación se debe a hacer, debido a las limitaciones de los dispositivos, 
donde añadir esta parte de seguridad en la máquina virtual sería muy costoso en 
memoria. Es por ello, que los usuarios de estos dispositivos tiene que tener mucho 
cuidado con los .JAR que instalan, ya que si es de una fuente no fiable, podría contener 
código malicioso no verificado y que escapase al control de la máquina virtual. 
Un fichero .jar puede contener varios Midlets, a esto se le denomina Midlet suite y 
permite compartir recursos, lo cual es aconsejable para minimizar el uso de los recursos 
del dispositivo y para una mayor reutilización de los componentes. 
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5.2.8- API de alto nivel 
La API gráfica de alto nivel consiste en una serie de clases proporcionadas por el 
paquete java. microedition.lcdui para el desarrollo de interfícies de usuario que serán 
mostradas por pantalla. 
Todo objeto que se desee mostrar por pantalla debe heredar de la clase Displayable, por 
defecto, los hijos directos de esta clase son las clases Can vas y Screen . 
AP 1 de alto H.hrel 
Como podemos observar, de la clase Screen se heredan bastantes clases, cada una de 
éstas constituye un elemento de la interfaz de usuario completamente por sí solo. 
Debido al reducido tamaño de la pantalla, solo podemos mostrar un objeto de tipo 
Displayable a la vez. Para resolver este problema podremos recurrir al método que 
ofrece la clase Display setCurrent(Displayable d) para visualizar el objeto deseado. 
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A continuación veremos la lista de las clases existentes y una explicación de las clases 
utilizadas en la aplicación desarrollada. 
• Clase Screen 
.. Clase TextBox 
.. Clase Alert 
.. Clase List 
.. Clase Form 
.. Clase Item 
.. Clase StringItem 
.. Clase ImageItem 
.. Clase TextField 
.. Clase DateField 
.. Clase ChoiceGroup 
.. Clase Gauge 
.. Clase Spacer 
.. Clase Customltem 
5.2.8.1- Clase TextBox 
La clase TextBox nos permite introducir y editar texto a pantalla completa, su 
constructor es: 
TextBox (String titulo, String texto, int tam_max, int limitaciones) 
La variable tam _ max define el número de caracteres que se pueden introducir. 
Las limitaciones pueden ser las siguientes: 
• ANY: Sin limitaciones. 
• NUMERIC: Sólo se permiten números. 
• DECIMAL: Se permiten números con parte decimal. 
.. PASSWORD: Oculta los caracteres. 
.. PHONENUMBER: Sólo números de teléfonos. 
• URL: Sólo direcciones URL. 
• EMAILADOR: Sólo una dirección de email. 
Si se desea poner más de una limitación se puede usar el operador lógico OR, también 
cabe destacar que estas limitaciones no hacen comprobación ni validación del texto 
introducido. 
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5.2.8.2- Clase Form 
La clase Form es como un contenedor de clases tipo Item o hijos de Item. Mediante esta 
clase podremos crear una interfaz más elaborad. Su constructor simplemente necesita un 
argumento del tipo String que será el título. 
Cuando añadimos un Item al formulario se le asigna un índice para poder referimos a él 
posteriormente y es el dispositivo el que lo posiciona dentro de la pantalla. 
Mediante los siguientes métodos podemos manipular los Ítems que formarán nuestro 
formulario. 
e Int append (Item elemento) : Añade un Item al formulario. 
e Void delete (int índice): Elimina un elemento del formulario. 
e Void insert (int índice, Item elemento): Insertamos en la posición índice un Item. 
e Void set ( int índice, Item elemento): Substituimos el Item de la posición índice. 
e Item get (int índice): Devuelve el Item de la posición índice. 
e Int size ( ) : Devuelve el número de elementos del formulario. 
Para gestionar los eventos producidos por los Items será necesario implementar la 
interfaz ItemStateListtener, esta interfaz contiene el método itemStateChanged (Item 
elemento) . Para indicar al formulario cual será la clase que gestionará sus eventos se 
utiliza setItemStateListener (ItemStateListener iListener). 
5.2.8.3- Clase StringItem 
Esta clase simplemente nos permite tratar un String como si fuese un Item, es decir, es 
un String que podemos insertar en un formulario. Su constructor es: 
StringItem (String etiqueta, String texto) 
Si no queremos mostrar una etiqueta simplemente tenemos que pasarle (""). 
Si queremos obtener el String de StringItem podemos usar getText ( ) , si por lo 
contrario queremos cambiar el String podemos usar setText (String texto). 
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5.2.8.4- Clase ImageItem 
Con esta clase podemos insertar imágenes al formulario, su constructor es: 
ImageItem (String etiqueta, Image img, int layout, String texto_alternativo) 
El texto alternativo se mostrará en el caso de no poder mostrarse la imagen. El 
parámetro layout indica como se posicionará la imagen en la pantalla, aunque el 
dispositivo es libre de ignorarlo y aplicar sus propias reglas. Sus valores pueden ser: 
• LAYOUT_DAFAULT: El dispositivo elige posicionamiento. 
• LA YOUT _ LEFT: Se alinea a la izquierda. 
• LA YOUT RIGHT: Se alinea a la derecha. 
• LA YOUT CENTER: Se alinea en el centro. 
• LAYOUT NEWLINE BEFORE: Se inserta un salto de línea antes. 
- -
• LAYOUT_NEWLINE_AFTER: Se inserta un salto de línea después. 
5.2.8.5- Clase TextField 
Esta clase funciona de la misma manera que un TextBox pero se puede incorporar en un 
formulario, se constructor es: 
TextField ( String etiqueta, String texto, int tam _ max, int limitaciones) 
Las limitaciones son las mismas que las de los TextBox. 
5.2.8.6- Clase Gauge 
La clase Gauge es un indicador gráfico de una barra de estados, su constructor es: 
Gauge (String etiqueta, boolean interactivo, int val_ max, int val_ini ) 
El parámetro interactivo indica se el usuario puede modificar el valor de la barra, los 
valores val_max y val_ini son los valores máximo e iniciales de la barra. 
Esta clase nos ofrece cinco métodos: 
int getMaxValue(): nos devuelve el valor máximo. 
int getValue (): nos devuelve el valor actual. 
boolean islnteractive (): nos indica si se puede interaccionar. 
void setMaxValue (int valor): asignamos el valor máximo. 
void setValue (int valor): asignamos el valor actual. 
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5.3- Esquema global del proyecto 









5.4- Explicación del esquema 
En los siguientes apartados se irán explicando detalladamente cada uno de los 
puntos importantes del esquema anterior. 
5.4.1- Aplicación J2ME 
El esquema sería el siguiente: 
l. Pantalla inicial: Nos muestra una imagen introductoria con un pequeño texto de 
bienvenida y 3 opciones: Salir, continuar, descripción. 
2. Pantalla descripción: Nos muestra una breve descripción de las funcionalidades 
de la aplicación y nos da la opción de continuar. 
3. Pantalla ejecución: En esta pantalla se muestra una imagen intuitiva, además 
también se nos hace una pregunta, la cual responderemos mediante las opciones 
que da: manual, automática. También hay la opción de ir a la pantalla anterior. 
4. Pantalla autobús: En esta pantalla se muestra una imagen de un autobús, se nos 
pide que indiquemos el número de vehículo que tiene dicho autobús y nos da la 
opción de ir a la pantalla anterior o proseguir siempre y cuando el identificador 
del autobús se haya introducido. 
5. Pantalla asientos: En esta pantalla se muestra una imagen del interior de un 
autobús; además tenemos que indicar el valor de las plazas libres del vehículo, 
en caso de no indicar ningún valor, por defecto será O. Además nos da la opción 
de ir a la pantalla anterior o continuar. 
6. Pantalla Bluetooth: Se muestra el logotipo de Bluetooth mediante una imagen, 
y se nos pregunta si queremos o no continuar. Nos da 2 opciones, continuar o 
volver a la pantalla anterior. 
7. Pantalla GPS: Se muestra un texto informativo y se observa una barra de 
carga. Solamente tenemos la opción de salir e ir a la pantalla inicial. 
8. Pantalla Datos: A esta pantalla solo se puede llegar si estamos en modo 
manual. Se muestra un texto informativo y el listado de valores de los 
parámetros que más adelante podremos enviar. Además tenemos 3 opciones: 
salir e ir a la pantalla inicial, modificar los datos o enviar dichos datos. 
9. Pantalla envío: Esta pantalla es la que se encarga de enviar los datos al 
servidor. Se muestra un texto informativo y una barra de envío de datos. 
Tenemos la opción de salir a la pantalla inicial o modificar los datos. 
10. Pantalla de modificación de datos: En esta pantalla se muestra una imagen del 
interior de un autobús; además tenemos que indicar el nuevo valor de las plazas 
libres del vehículo, en caso de no indicar ningún valor, por defecto será O. 
Además nos da la opción de salir e ir a la pantalla inicial o enviar los datos. 
11. Pantalla intermedia de envío: A esta pantalla solo se puede llegar en modo 
automático, es una pantalla intermedia entre la conexión GPS y el envío de 
datos al servidor. Se muestra un texto informativo y una barra temporizadora. 
12. Pantalla salir: A esta pantalla solo se puede llegar desde la pantalla inicial. 
Muestra un texto informativo y una barra temporizadora. 
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5.4.2- Bluetooth 
Bluetootb es una especificación industrial para Redes Inalámbricas de Área Personal 
(wireless personal area network, WPAN) , que posibilita la transmisión, en distancias 
cortas entre un grupo privado de dispositivos, de voz y datos entre diferentes 
dispositivos mediante un enlace por radiofrecuencia segura y globalmente libre (2,4 
GHz.). Los principales objetivos que se pretende conseguir con esta norma son: 
e Facilitar las comunicaciones entre equipos móviles y fijos. 
e Eliminar cables y conectores entre éstos. 
e Ofrecer la posibilidad de crear pequeñas redes inalámbricas y facilitar la 
sincronización de datos entre nuestros equipos personales. 
Las redes WP AN están diseñadas para no requerir infraestructura alguna, o muy poca. 
Aún más, su comunicación no debería trascender más allá de los límites de la red 
privada. 
El objetivo es lograr redes ad hoc simples de bajo coste y consumo. Para ello, Bluetooth 
define un espacio de operación personal (personal operating space) omnidireccional en 
el seno del cual se permite la movilidad de los dispositivos. Se definen tres tipos de 
dispositivos con diferentes rangos de acción: las clases 1 (un metro), 2 (diez) y 3 (cien). 
El estándar realiza la formalización de estas ideas y se concibe como una solución para 
evitar el uso de cableado en las comunicaciones. La especificación principal define el 
sistema básico, pero su diseño potencia la flexibilidad. Por ello, hay multitud de 
opciones, definidas por los perfiles Bluetooth en especificaciones complementarias. 
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5.4.2.1- Arquitectura de los protocolos 
Data transport entities correspondence 
Pila de protocolos Bluetooth 
Una WP AN proporciona los servicios necesarios para la operación en el seno de redes 
ad hoc. Ello incluye el establecimiento de conexiones síncronas y asíncronas (con o sin 
conexión) a nivel MAC. El sistema básico está formado por un transceptor de 
radiofrecuencia, el nivel de banda base y la pila de protocolos Bluetooth, y otorga 
conectividad a todo un rango de dispositivos. 
La especificación principal cubre los cuatro niveles inferiores y sus protocolos 
asociados junto con el protocolo de descubrimiento de servicios (service discovery 
protocol, SDP), que toda aplicación Bluetooth necesita, y el perfil de acceso genérico. 
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5.4.2.2- Controlador Bluetooth 
Los niveles inferiores de la pila de protocolos constituyen el controlador Bluetooth, que 
contiene los bloques fundamentales de la tecnología, sobre los cuales se apoyan los 
niveles superiores y los protocolos de aplicación. Este componente está estandarizado y 
puede interactuar con otros sistemas Bluetooth de más alto nivel, aunque la separación 
entre ambas entidades no es obligatoria. 
El nivel de radiofrecuencia (RF) está formado por el transceptor físico y sus 
componentes asociados. Utiliza la banda 1SM de uso no regulado a 2,4 GHz, lo que 
facilita la consecución de calidad en la señal y la compatibilidad entre transceptores. 
Por encima suyo se encuentra el nivel de banda base (baseband, BB), que controla las 
operaciones sobre bits y paquetes, realiza detección y corrección de errores, broadcast 
automático y cifrado como sus labores principales. También emite confirmaciones y 
peticiones de repetición de las transmisiones recibidas. 
El tercer y último nivel de base es el nivel de gestión de enlace (link manager, LM), 
responsable del establecimiento y finalización de conexiones, así como de su 
autentificación en caso necesario. También realiza el control del tráfico y la 
planificación, junto con la gestión de consumo y supervisión del enlace. 
5.4.2.3- Anfitrión Bluetooth 
El resto de niveles de base y los protocolos de aplicación residen en el anfitrión 
Bluetooth (también denominado host), que se comunica con el controlador utilizando un 
interfaz estándar. Ambas entidades pueden integrarse para su uso conjunto en sistemas 
empotrados, o se pueden utilizar de forma intercambiable. En cualquier caso, se asume 
que la capacidad de los buffers del controlador es modesta comparada con la del 
anfitrión, lo que puede tener consecuencias en la gestión de la calidad de servicio 
(quality of service, QoS) y la disponibilidad de canales, entre otros aspectos. 
El nivel más importante del anfitrión es el protocolo de control y adaptación de enlace 
lógico (logical link control & adaptation protocol, L2CAP), encargado de controlar la 
comunicación proveniente de niveles superiores y la asocia a los sistemas de transporte 
de datos (definidos más abajo) multiplexando los canales L2CAP en enlaces lógicos y 
segmentando las tramas adecuadamente. Puede añadir opcionalmente detección de 
errores y retransmisión de paquetes a BB, así como control de flujo basado en 
protocolos de ventana deslizante, asignación de buffers y QoS. 
Si bien estos son los componentes fundamentales de un sistema Bluetooth completo, no 
todos requerirán todas estas funcionalidades ( en concreto, sistemas empotrados 
sencillos); no obstante, todo ello se define como obligatorio. A partir de aquí, las 
aplicaciones pueden añadir niveles de protocolo para adecuarse a funcionalidades 
específicas, tales como transmisión de voz o TCP /1P. Estas definiciones de perfiles 
están fuera del ámbito de la definición principal. 
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5.4.2.4- Información técnica 
La especificación de Bluetooth define un canal de comunicación de máximo 720 kb/s (1 
Mbps de capacidad bruta) con rango óptimo de 10 metros (opcionalmente 100 m con 
repetidores) . 
La frecuencia de radio con la que trabaja está en el rango de 2,4 a 2,48 GHz con amplio 
espectro y saltos de frecuencia con posibilidad de transmitir en Full Duplex con un 
máximo de 1600 saltos/s. Los saltos de frecuencia se dan entre un total de 79 
frecuencias con intervalos de lMhz; esto permite dar seguridad y robustez. 
La potencia de salida para transmitir a una distancia máxima de 10 metros es de O dBm 
(1 m W), mientras que la versión de largo alcance transmite entre 20 y 3 O dBm (entre 
100 mWy 1 W). 
Para lograr alcanzar el objetivo de bajo consumo y bajo costo, se ideó una solución que 
se puede implementar en un solo chip utilizando circuitos CMOS. De esta manera, se 
logró crear una solución de 9x9 mm y que consume aproximadamente 97% menos 
energía que un teléfono celular común. 
El protocolo de banda base (canales simples por línea) combina conmutación de 
circuitos y paquetes. Para asegurar que los paquetes no lleguen fuera de orden, los slots 
pueden ser reservados por paquetes síncronos, un salto diferente de señal es usado para 
cada paquete. Por otro lado, la conmutación de circuitos puede ser asíncrona o síncrona. 
Tres canales de datos síncronos (voz), o un canal de datos síncrono y uno asíncrono, 
pueden ser soportados en un solo canal. Cada canal de voz puede soportar una tasa de 
transferencia de 64 kb/s en cada sentido, la cual es suficientemente adecuada para la 
transmisión de voz. Un canal asíncrono puede transmitir como mucho 721 kb/s en una 
dirección y 56 kb/s en la dirección opuesta, sin embargo, para una conexión asíncrona 
es posible soportar 432,6 kb/s en ambas direcciones si el enlace es simétrico. 
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5.4.2.5- Arquitectura Hardware 
El hardware que compone el dispositivo Bluetooth está compuesto por dos partes: 
• un dispositivo de radio, encargado de modular y transmitir la señal 
• un controlador digital, compuesto por una CPU, por un procesador de señales 
digitales (DSP - Digital Signal Processor) llamado Link Controller (o 
controlador de Enlace) y de los interfaces con el dispositivo anfitrión. 
El LC o Link Controller está encargado de hacer el procesamiento de la banda base y 
del manejo de los protocolos ARQ y FEC de capa física. Además, se encarga de las 
funciones de transferencia (tanto asíncrona como síncrona), codificación de Audio y 
cifrado de datos. 
El CPU del dispositivo se encarga de atender las instrucciones relacionadas con 
Bluetooth del dispositivo anfitrión, para así simplificar su operación. Para ello, sobre el 
CPU corre un software denominado Link Manager que tiene la función de comunicarse 
con otros dispositivos por medio del protocolo LMP. 
Entre las tareas realizadas por el Le y el Link Manager, destacan las siguientes: - Envío 
y Recepción de Datos. - Empaginamiento y Peticiones. - Determinación de Conexiones. 
- Autenticación. - Negociación y determinación de tipos de enlace. - Determinación del 
tipo de cuerpo de cada paquete 1. - Ubicación del dispositivo en modo sniff o hold. 
5.4.2.6- Estructuras 
Hay cuatro canales posibles, de los que un dispositivo puede usar únicamente uno a la 
vez. Se multiplexa entre los distintos canales utilizando división de tiempo (time 
division multiplexing, TDM). 
• El canal básico de piconet (basic piconet channel) se utiliza para 
comunicaciones generales. El maestro lo controla y dispone de slots de tiempo 
reservados para sí, así como otros para realizar balizado. El único factor 
limitante al número de esclavos son los propios recursos del maestro. 
• El canal adaptado de piconet (adapted piconet channel) deja frecuencias libres 
en el rango potencial; los esclavos responden utilizando la misma frecuencia que 
usó el maestro en vez de recalcular los saltos como es lo normal. 
• El canal de rastreo por inspección (inquiry scan channel) se utiliza para 
descubrir dispositivos externos enviando peticiones en el rango de frecuencias y 
escuchando posibles respuestas. 
• El canal de rastreo por llamada (page scan channel) permite a los dispositivos 
conectables, capaces de aceptar conexiones, escuchar peticiones de 
comunicación. Cuando un dispositivo está buscando a otro itera en el rango de 
frecuencias posibles de forma semejante a como se hace en el rastreo por 
inspección. 
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5.4.2.7- Modelos de tráfico 
Existen dos tipos básicos de tráfico: 
El tráfico tramado de datos (framed data traffic) utiliza L2CAP para enviar tramas de 
una longitud menor a un máximo previamente acordado. Utiliza QoS y permite tráfico 
orientado a conexión, unidireccional, punto a punto y unicast (no broadcast). En el seno 
de las piconets el maestro lo usa en exclusiva para difundir información a sus esclavos. 
El tráfico no tramado no utiliza L2CAP, sino que trabaja directamente sobre los enlaces 
lógicos de BB para transmitir datos con estructura de stream. Permite únicamente 
transmisiones isócronas de tasa constante por medio de la reserva de slots de tiempo del 
canal físico (en base al reloj global de la piconet). Los enlaces no son fiables por sí 
solos, por lo que el desempeño depende del entorno operativo. 
5.4.2.8- Piconets 
Master device (1 piconet) 
Master-slave device (l-N piconets) 
Slave device (N piconets) 
........ Bluetooth link 
Piconet domain 
Los dispositivos Bluetooth se relacionan formando piconets y scattemets 
Las piconets (o picoredes) son la topología de red utilizada por Bluetooth. Todo enlace 
Bluetooth existe en una de estas redes, que unen dos o más dispositivos Bluetooth por 
medio de un canal físico compartido con un reloj y una secuencia de saltos única. 
Distintos canales (combinaciones de un maestro y su reloj y secuencia) pueden 
coexistir. Si bien un maestro puede serlo de una única piconet, un dispositivo cualquiera 
puede pertenecer a varias piconets al mismo tiempo. Este solapamiento se denomina 
scatternet (red dispersa), aunque no se definen capacidades de ruteo por defecto entre 
ellas. 
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El uso de Bluetooth conlleva la creación de redes ad hoc entre nodos Bluetooth. La 
creación de enlaces requiere dos mecanismos asimétricos de rastreo, ya comentados. El 
proceso de inspección busca de forma activa dispositivos descubribles que respondan a 
sus peticiones; el proceso de llamada busca dispositivos que aceptan conexiones, pero a 
diferencia de la inspección su propósito es localizar dispositivos específicos cuyos 
atributos sean conocidos (de ahí la analogía con la llamada). 
Los dispositivos que forman parte de una piconet comparten el canal físico y disponen 
de un canal físico y otro lógico entre ellos. Los modos por defecto pueden ajustarse y se 
pueden añadir enlaces lógicos adicionales. Un dispositivo puede pasar a operar en modo 
de mantenimiento (hold mode), un estado transitorio que limita la actividad en el enlace 
físico; también puede establecer un modo de rastreo (sniff) que define periodos de 
presencia y ausencia en la piconet, que pueden tener efectos en la recepción de 
información por broadcast no fiable. Los esclavos pueden dejarse en un estado aparcado 
controlado por el maestro. 
Además, dos dispositivos concretos de una piconet pueden intercambiar sus papeles, lo 
que les afectará sólo a ellos, y no al resto de esclavos del maestro inicial. 
5.4.3- GPS (Sistema de posicionamiento global) 
El GPS es un Sistema Global de Navegación por Satélite (GNSS) que permite 
determinar en todo el mundo la posición de un objeto, una persona, un vehículo o una 
nave, con una precisión hasta de centímetros, usando GPS diferencial, aunque lo 
habitual son unos pocos metros de imprecisión. Aunque su invención se atribuye a los 
gobiernos francés y belga, el sistema fue desarrollado e instalado, y actualmente es 
operado, por el Departamento de Defensa de los Estados Unidos. 
El GPS funciona mediante una red de 27 satélites (24 operativos y 3 de respaldo) en 
órbita sobre el globo, a 20.200 Km., con trayectorias sincronizadas para cubrir toda la 
superficie de la Tierra. Cuando se desea determinar la posición, el receptor que se utiliza 
para ello localiza automáticamente como mínimo tres satélites de la red, de los que 
recibe unas señales indicando la posición y el reloj de cada uno de ellos. Con base en 
estas señales, el aparato sincroniza el reloj del GPS y calcula el retraso de las señales; es 
decir, la distancia al satélite. Por "triangulación" calcula la posición en que éste se 
encuentra. La triangulación en el caso del GPS, a diferencia del caso 2-D que consiste 
en averiguar el ángulo respecto de puntos conocidos, se basa en determinar la distancia 
de cada satélite respecto al punto de medición. Conocidas las distancias, se determina 
fácilmente la propia posición relativa respecto a los tres satélites. Conociendo además 
las coordenadas o posición de cada uno de ellos por la señal que emiten, se obtiene la 
posición absoluta o coordenadas reales del punto de medición. También se consigue una 
exactitud extrema en el reloj del GPS, similar a la de los relojes atómicos que llevan a 
bordo cada uno de los satélites. 
Actualmente la Unión Europea está desarrollando su propio sistema de posicionamiento 
por satélite, denominado Galileo. 
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Características técnicas y prestaciones 
Este Sistema Global de Navegación por Satélite lo componen: 
1. Sistema de satélites. Está formado por 24 unidades con trayectorias 
sincronizadas para cubrir toda la superficie del globo terráqueo. Más 
concretamente, repartidos en 6 planos orbitales de 4 satélites cada uno. La 
energía eléctrica que requieren para su funcionamiento la adquieren a partir de 
dos paneles compuestos de celdas solares adosados a sus costados. 
2. Estaciones terrestres. Envían información de control a los satélites para 
controlar las órbitas y realizar el mantenimiento de toda la constelación. 
3. Terminales receptores: Indican la posición en la que están; conocidas también 
como Unidades GPS, son las que podemos adquirir en las tiendas especializadas. 
Segmento espacial 
• Satélites en la constelación: 24 (4 X 6 órbitas) 
o Altitud: 20.200 Km. 
o Período: 11 h 56 mino 
o Inclinación: 55 grados (respecto al ecuador terrestre). 
o Vida útil: 7,5 años 
• Segmento de Control (estaciones terrestres) 
o Estación principal: 1 
o Antena de tierra: 4 
o Estación monitora (de seguimiento): 5 
• Señal RF 
o Frecuencia portadora: 
Civil - 1 575.42 MHz (L1). Utiliza el Código de Adquisición Aproximativa 
(C/A) 
Militar - 1227.60 MHz (L2). Utiliza el Código de Precisión (P), cifrado. 
- Nivel de potencia de la señal: -160 dBW (en superficie tierra) 
- Polarización: circular dextrógira 
• Exactitud 
o Posición: aproximadamente 15 m (el 95%) 
o Hora: 1 ns 
• Cobertura: mundial 
• Capacidad de usuarios: ilimitada 
• Sistema de coordenadas: 
o Sistema Geodésico Mundial 1984 (WGS84) 
o Centrado en la Tierra, fijo. 
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• Integridad: tiempo de notificación 15 minutos o mayor. NO ES SUFICIENTE 
PARA LA AVIACIÓN CIVIL 
• Disponibilidad: 24 satélites - 70 % y 21 satélites - 98 % NO ES SUFICIENTE 
COMO MEDIO PRIMARIO DE NAVEGACIÓN 
Evolución del sistema GPS 
El GPS está evolucionando hacia un sistema más sólido (GPS III), con una mayor 
disponibilidad y que reduzca la complejidad de las aumentaciones GPS. Algunas de las 
mejoras previstas comprenden: 
• Incorporación de una nueva señal en L2 para uso civil. 
• Adición de una tercera señal civil (L5): 1176.45 MHz 
• Protección y disponibilidad de una de las dos nuevas señales para servicios de 
Seguridad Para la Vida (SOL). 
• Mejora en la estructura de señales. 
• Incremento en la potencia de señal (L5 tendrá un nivel de potencia de -154 dB). 
• Mejora en la precisión (1- 5 m). 
• Aumento en el número de estaciones monitorizadas: 12 (el doble) 
• Permitir mejor interoperabilidad con la frecuencia L1 de Galileo 
El programa GPS III persigue el objetivo de garantizar que el GPS satisfará requisitos 
militares y civiles previstos para los próximos 30 años. Este programa se está 
desarrollando para utilizar un enfoque en 3 etapas (una de las etapas de transición es el 
GPS II); muy flexible, permite cambios futuros y reduce riesgos. El desarrollo de 
satélites GPS II comenzó en 2005, y el primero de ellos estará disponible para su 
lanzamiento en 2012, con el objetivo de lograr la transición completa de GPS III en 
2017. Los desafíos son los siguientes: 
1. Representar los requisitos de usuarios, tanto civiles como militares, en cuanto a 
GPS. 
2. Limitar los requisitos GPS III dentro de los objetivos operacionales. 
3. Proporcionar flexibilidad que permita cambios futuros para satisfacer requisitos 
de los usuarios hasta 2030. 
4. Proporcionar solidez para la creciente dependencia en la determinación de 
posición y de hora precisa como servicio internacional. 
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Funcionamiento 
Receptor GPS (Antena GPS) 
1. La situación de los satélites es conocida por el receptor con base en las 
efemérides (5 parámetros orbitales Keplerianos), parámetros que son 
transmitidos por los propios satélites. La colección de efemérides de toda la 
constelación se completa cada 12 mino y se guarda en el receptor GPS. 
2. El receptor GPS funciona midiendo su distancia a los satélites, y usa esa 
información para calcular su posición. Esta distancia se mide calculando el 
tiempo que la señal tarda en llegar al receptor. Conocido ese tiempo y basándose 
en el hecho de que la señal viaja a la velocidad de la luz (salvo algunas 
correcciones que se aplican), se puede calcular la distancia entre el receptor y el 
satélite. 
3. Cada satélite indica que el receptor se encuentra en un punto en la superficie de 
la esfera, con centro en el propio satélite y de radio la distancia total hasta el 
receptor. 
4. Obteniendo información de dos satélites se nos indica que el receptor se 
encuentra sobre la circunferencia que resulta cuando se intersectan las dos 
esferas. 
5. Si adquirimos la misma información de un tercer satélite notamos que la nueva 
esfera solo corta la circunferencia anterior en dos puntos. Uno de ellos se puede 
descartar porque ofrece una posición absurda. De esta manera ya tendríamos la 
posición en 3-D. Sin embargo, dado que el reloj que incorporan los receptores 
GPS no está sincronizado con los relojes atómicos de los satélites GPS, los dos 
puntos determinados no son precisos. 
6. Teniendo información de un cuarto satélite, eliminamos el inconveniente de la 
falta de sincronización entre los relojes de los receptores GPS y los relojes de los 
satélites. Y es en este momento cuando el receptor GPS puede determinar una 
posición 3-D exacta (latitud, longitud y altitud). Al no estar sincronizados los 
relojes entre el receptor y los satélites, la intersección de las cuatro esferas con 
centro en estos satélites es un pequeño volumen en vez de ser un punto. La 
corrección consiste en ajustar la hora del receptor de tal forma que este volumen 
se transforme en un punto. 
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Fiabilidad de los datos 
Debido al carácter militar del sistema GPS, el Departamento de Defensa de los EE.UU. 
se reservaba la posibilidad de incluir un cierto grado de error aleatorio, que podía variar 
de los 15 a los 100 m. La llamada disponibilidad selectiva (SI A) fue eliminada el 2 de 
mayo de 2000. Aunque actualmente no aplique tal error inducido, la precisión intrínseca 
del sistema GPS depende del número de satélites visibles en un momento y posición 
determinados. 
Con un elevado número de satélites siendo captados (7, 8 o 9 satélites), y si éstos tienen 
una geometría adecuada (están dispersos), pueden obtenerse precisiones inferiores a 2,5 
metros en el 95% del tiempo. 
Fuentes de error 
La posición calculada por un receptor GPS requiere el instante actual, la posición del 
satélite y el atraso metido de la señal recibido. La precisión es dependiente en la 
posición y atraso de la señal. 
Al introducir el atraso, el receptor compara una serie de bits (unidad binaria) recibida 
del satélite con una versión interna. Cuando se comparan los límites de la serie, las 
electrónicas pueden meter la diferencia a 1 % de un tiempo BIT, o aproximadamente 10 
nanosegundos por el código CIA. Desde entonces las señales GPS se propagan a la 
velocidad de la luz, que representa un error de 3 metros. Este es el error mínimo posible 









Distorsión multibandas ± 1 m 
Troposfera ± 0,5 m 
Errores numéricos ± 1 momenos 
1. Retraso de la señal en la ionosfera y la troposfera. 
2. Señal multirruta, producida por el rebote de la señal en edificios y montañas 
cercanos. 
3. Errores de orbitales, donde los datos de la órbita del satélite no son 
completamente precisos. 
4. Número de satélites visibles. 
5. Geometría de los satélites visibles. 
6. Errores locales en el reloj del GPS. 
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5.4.3.1- NMEA (National Marine Electronics Association ) 
NMEA es una asociación sin fines de lucro de fabricantes, distribuidores, instituciones 
educacionales y otros interesados en equipos periféricos marinos. La definición estándar 
de un NMEA O 183 es una interfaz eléctrica y un protocolo de datos para la 
comunicación entre instrumentos marinos. NMEA se establece como un grupo de 
trabajo para el desarrollo de nuevos estándares de comunicación de datos para 
dispositivos marinos a bordo de las embarcaciones. 
Este protocolo se lanza por primera vez en marzo de 1983, y su última versión fue 
publicada en el 2001. 
Protocolo NMEA 
El protocolo NMEA es usado para la comunicación entre dispositivos de uso marino 
para transmitir datos. La salida NMEA es EIA-422A, pero para la mayoría de los 
propósitos puede considerarlo RS-232 compatible. Todos los datos son trasmitidos a 
través de sentencias con caracteres ASCII, cada sentencia comienza con "$" y termina 
con <CR><LF> (CR: Carriage Retun, LF: Line Feed). Los primeros dos caracteres 
después de "$" son los que identifican el equipo, y los siguientes tres caracteres es el 
identificador del tipo de sentencia que se está enviando. Los tres tipos de sentencias 
NMEA que existen son los de envío (Talker Sentences), Origen del equipo 
(Proprietary Sentences) y consulta (Query Sentences). Los datos están delimitados 
por coma, deben incluirse todas las comas, ya que actúan como marcas. Una suma de 
verificación adicional es agregada opcionalmente (aunque para algunos tipos de 
instrumento es obligatoria). Después del signo $ está la dirección del campo aaccc. aa es 
un dispositivo id. Por ejemplo "GP" que se usa para identificar los datos GPS. La 
transmisión del dispositivo ID por lo general es opcional. ccc da formato a la sentencia, 
también conocido con el nombre de la sentencia. 
Las señales que generalmente utilizan un protocolo NMEA son: 
• GPS 
• Compás magnético 
• Radar o Radar ARP A 
• Ecosonda, profundidad 
• Sensores de velocidad, magnéticos, dopler o mecánicos 
• Instrumentos meteorológicos 
• Transductores 
• Reloj atómico, cuarzo, cronómetro 
• Sistemas de navegación integrados 
• Comunicaciones satelitales o de radio 
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5.4.4- Comunicación con el Servidor (Internet móvil) 
La comunicaclon entre la aplicación y el servidor, receptor de datos, es 
unidireccional y vía Internet. 
Este proceso se puede hacer de varias formas, gracias al gran abanico de posibilidades 
de 12ME. 
A continuación explicamos estas formas de comunicación: 
Todas las conexiones a la red definidas en la especificación MIDP 2.0 se basan en el 
conjunto de interfaces que constituyen el entorno Generic Connection Framework 
(GCF). 
La interfaz Connection es la más simple de todas y solo indica si la conexión está 
abierta o cerrada, esta interfaz nunca va a ser utilizada por el programador. Para 
utilizarla lo haremos mediante el método estático open de la clase Connector. Si no se 
produce ningún error, este método devuelve un objeto que implementa una de las 
interfaces definidas en el CLDC Generic Connection Framework. 
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5.4.4.1- Clase Connector 
La clase Connector esconde los detalles de las coneXIones, de esta forma 
podemos realizar cualquier tipo de conexión a través de ella sin preocuparse de cómo 
estará implementado el protocolo requerido. Solo tiene métodos estáticos, por ello no 
hará falta instancias a un objeto de tipo Connector. 
El interfaz Connection es el tipo básico de conexión. Esta conexión sólo puede abrirse y 
cerrarse .Todas las conexiones son creadas por el método open( ) de esta clase. Para 
indicar de qué tipo queremos la conexión deberemos especificarlo mediante una 
conversación cast. 
Connection open( String dirección "url" ) 
Connection open( String dirección "url" , int modo) 
Connection open( String dirección "url" , int modo , int timeout ) 
El entero timeout indica cuanto tiempo estaremos intentando conectar, si no se consigue 
se lanzará una excepción de tipo InterruptedIOException. 
El modo indica de que forma se quiere abrir la conexión, sus posibles valores vienen 
dadas por las constantes definidas en la clase Connector: READ, WRITE, 
READ WRITE. 
En la dirección se debe especificar de que tipo de conexión se trata, esto lo hacemos 
siguiendo el modelo: 
{ protocolo} : [{dirección}] [ {parámetro} ] 
El protocolo identifica la forma en que se establecerá la conexión, puede tomar valores 
como socket , http, file, comm , datagram, etc. 
Algunos ej emplos son: 
HttpConnection hc = (HttpConnection)Connector.open(''http://www.fib.upc.edu''); 
InputConnection ic = ( InputConnection)Connector.open("socket://localhost:8080"); 
Es recomendable realizar las conexiones y operaciones de red en un thread aparte del 
programa principal con el fin de no bloquearlo, ya que estas operaciones pueden ser 
muy costosas. 
Cuando queramos cerrar una conexión deberemos usar el método close( J. 
Si lo que queremos es abrir directamente un stream de entrada o salida, lo podemos 
hacer desde la clase Connector mediante los siguientes métodos: 
DatalnputStream openDatalnputStream ( String dirección) 
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DataOutputStream openDataOutputStream (String dirección) 
InputStream openInputStream (String dirección) 
OutputStream openOutputStream (String dirección) 
Estos métodos abren una conexión y asocian un stream de entrada o salida,después se 
invoca automáticamente el método close() , pero el stream permanece. 
A continuación se mostrará el resto de interficies que están contenidas en el paquete 
iavax.microeditionjo ,a continuación haré un listado y explicaré las utilizadas en el 
proyecto: 
• Interfaz InputConnection 
• Interfaz OutputConnection 
• Interfaz StreamConnection 
• Interfaz CommConnection 
• Interfaz ContentConnection 
• Interfaz HttpConnection 
• Interfaz HttpsConnection 
• Interfaz SocketConnection 
• Interfaz SecureConnection 
• Interfaz DatagramConnection 
• Interfaz UDPDatagramConnection 
• Interfaz StreamConnectionNotifier 
• Interfaz ServerSocketConnection 
5.4.4.2- Interfaz InputConnection 
El interfaz InputConnection representa un dispositivo desde el que se pueden leer datos. 
Proporciona el método openInputStream que devuelve un stream de entrada para la 
conexión. 
Representa una conexión basada de streams de entrada, esta interfaz solamente tiene 
dos métodos que devuelven objetos de tipo InputStream : 
InputStream openInputStream() 
DataInputStream openDataInputStream( ) 
Los objetos de tipo IntupStream se utilizan para leer del stream, se puede utilizar el 
método read() , que devuelve un entero o un -1 si no hay información. 
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5.4.4.3- Interfaz OutputConnection 
El interfaz OuputConnection representa un dispositivo en el que se pueden escribir 
datos. Proporciona el método openOutputStream que devuelve un stream de salida para 
la conexión. 
Esta interfaz es igual a la anterior pero se basa en streams de salida, al abrir una 
conexión devuelve un objeto de tipo OutputStream: 
OutputStream openOutputStreamO 
DataOutputStream openDataOutputStreamO 
Para escribir en un stream podemos utilizar el método writeO. 
5.4.4.4- Interfaz StreamConnection 
El interfaz StreamConnection que combina las conexiones de entrada y de salida 
anteriores. 
Esta interfaz representa una conexión basada en streams tanto de entrada como de 
salida, no aporta ningún método nuevo. Su misión es representar un tipo de conexión 
que puede ser tanto de salida como de entrada cuyos datos pueden ser tratados como 
streams de bytes. 
Por ello, podemos recibir información tanto de una Web como de un fichero o una 
imagen. Podemos un objeto de tipo ByteArrayOutputStream, en el que almacenaremos 
la información. 
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5.4.4.5- Interfaz HttpConnection 
Esta interfaz implementa el protocolo HTTP1.1 que es de tipo petición / 
respuesta, su funcionamiento es el siguiente: el cliente envía una petición al servidor y 
espera a que éste le envíe una respuesta. 
Una conexión mediante http puede encontrarse en tres estados: establecimiento de 
conexión, conectado, sin conexión. 
En el estado de establecimiento de conexión es donde vamos a establecer los 
parámetros de la comunicación, el cliente prepara la petición que va a realizar al 
servidor, a parte de negociar con el servidor una serie de parámetros como el formato, 
idioma, etc. 
Existen dos métodos que solo pueden ser invocados en este estado: 
Void setRequestMethod(String tipo) :establece el tipo de petición, que puede ser: 
.. GET: Petición en la que los daros se envían como parte de la URL. 
.. POST: Petición en la que los datos se envían a parte en un stream. 
.. HEAD: Petición de meta información. 
El método por defecto es GET y si el método no es HTTP o la implementación de HTTP 
está recortada y no lo soporta, se produce una IOException. 
Void setRequestProperty(String clave, String valor) : que permite indicar el valor de 
algunas propiedades HTTP antes de enviar la petición, la propiedad que se quiere 
establecer se indica en el parámetro clave y su valor se establece en el parámetro 
valor. 
Este método permite negociar con el servidor detalles de la petición como el idioma o 
el formato. A continuación se verán una serie de claves que, a pesar de no ser las 
únicas, son de las más importantes: 
• User-Agent: Tipo de contenido que devuelve el servidor. 
.. Content-Language: País e idioma del cliente. 
• Content-Length: Longitud de la petición. 
• Accept: Formatos que acepta el cliente. 
• Connection: Indica si se quiere cerrar la conexión después de la petición. 
• Cache-Control: Controla el almacenamiento de la información. 
• Expires: Tiempo máximo para la respuesta del servidor. 
Por ejemplo si queremos preparar una petición GET en la que se le dirá al servidor que 
se va a realizar desde un dispositivo móvil y el lenguaje es español se podría hacer de la 
siguiente manera: 
• String ud = http://www.fib.upc.edu; 
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.. HttpConnection hc = (HttpConnection)Connector.open(url); 
.. hc.setRequestProperty("U ser-Agent", "Profile/MlD P -2. O ConfigurationlCLDC-
LO"); 
.. hc.setRequestProperty("Content-Language","es-ES"); 
.. hc.setRequestMethod (HttpConnection.GET); 
En el estado de conexión se realiza el intercambio de información con el servidor. 
La información recibida del servidor consta de varias partes: línea de estado, cabecera y 
cuerpo de la respuesta. 
Para conocer la respuesta del servidor podemos utilizar los métodos: 
.. lnt getResponseCode(): Devuelve el código de estado. 
.. String getResponseMessage(): Devuelve el mensaje de respuesta. 
Esta interfaz define 35 posibles códigos de respuesta que se pueden agrupar en cinco 
grupos, IXX código de información, 2XX código de éxito, 3XX código de redirección, 
4XX código de error del cliente y 5XX código de error del servidor. 
Para ver la información adicional que proporciona la cabecera podemos utilizar: 
.. String getHeaderField (int n): Devuelve el valor del campo de cabecera n. 
.. String getHeaderField ( String nombre ): Devuelve el valor del campo de 
cabecera especificado por el nombre. 
.. Long getHeaderFieldDate ( String nombre , long de ): Devuelve un long que 
representa una fecha. 
.. lnt getHeaderFieldlnt ( String nombre, int de ): Devuelve el campo nombrado 
como un entero. 
.. lnt getHeaderFieldKey ( int n ): Devuelve la clave del campo de cabecera 
usando un índice. 
.. Long getDate ( ): Devuelve el campo de cabecera "date". 
.. Long getExpiration (): Devuelve el campo de cabecera "expires". 
.. Long getLastModified (): Devuelve el campo de cabecera "last-modified". 
y otros métodos interesantes: 
.. String getField ( ): Devuelve el nombre del archivo de la URL. 
.. String getHost ( ): Devuelve el host de la URL. 
.. lnt getPort ( ): Devuelve el puerto de la URL. 
.. String getProtocolo ( ): Devuelve el protocolo de la URL. 
.. String getQuery ( ): Devuelve la cadena de petición (sólo para GET). 
.. String getRef (): Devuelve la referencia. 
.. String getURL ( ): Devuelve la cadena de conexión URL. 
En el estado de cierre entramos cuando se invoca al método close( J. 
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5.4.4.6- Interfaz SocketConnection 
Esta conexión está basada en la interfaz StreamConnection mediante sockets. Por ello, 
la conexión puede ser tanto de entrada como de salida, una vez abierta la comunicación 
podemos hacer uso de ella hasta que la cerremos. Los Streams de entrada y salida son 
independientes, si cerramos uno de ellos podemos seguir utilizando el otro. La dirección 
de un socket tiene la forma siguiente: "socket://<host>:<puerto>". 
Los métodos de esta interfaz son: 
.. String getAdress ( ): Devuelve la dirección remota del socket. 
.. String getLocalAdress ( ): Devuelve la dirección local del socket. 
.. lnt getLocalPort ( ): Devuelve el puerto local del socket. 
.. lnt getPort (): Devuelve el puerto remoto del socket. 
.. lnt getSocketOption (byte opcion): Devuelve una opción de la conexión. 
.. Void setSocketOption ( byte opcion , int valor ): Establece una opción para la 
conexión. 
Los posibles valores para las opciones son: 
.. DELA Y: Habilita o inhabilita el algoritmo para operaciones con buffer pequeño. 
.. KEEP ALlVE: Habilita o inhabilita la característica de mantener despierto el 
socket y comprobar si el otro lado de la conexión continua activa cada cierto 
periodo de tiempo. 
.. LINGER: Define el tiempo de espera para cerrar una conexión con datos 
pendientes en el stream de salida. 
.. RCVBUF: Define el tamaño del buffer de entrada. 
.. SNDBUF: Define el tamaño del buffer de salida. 
5.4.4.7- Interfaz ServerSocketConnection 
Esta interfaz representa una conexión con un servidor de sockets, esta conexión se 
establece cuando invocamos el método open ( ) con el protocolo socket y no 
especificamos el host. 
El interfaz ServerSocketConnection define un socket servidor o pasivo. La finalidad de 
este tipo especial de sockets es el poder conectar dos sockets establecidos en distintas 
máquinas de manera que éstas puedan comunicarse entre sí. De no disponer de un 
socket servidor ambos terminales deberían establecer un socket genérico de forma 
simultánea, produciéndose un error en caso contrario. Gracias a 
ServerSocketConnection dispondremos de un servidor que facilita esta labor. El 
servidor permanecerá escuchando las peticiones de conexión de los clientes (se tratará 
simplemente del establecimiento de sockets genéricos). Cuando reciba estas peticiones 
devolverá una instancia de un SocketConnection y la comunicación entre ambos 
terminales estará establecida. 
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La forma en que el objeto ServerSocketConnection lleva a cabo 10 anteriormente 
explicado es muy sencillo: utiliza el método acceptAndOpen () heredado de la clase 
javax.microedition.io.StreamConnectionNotifier. 
Ejemplo: 
.. SocketConnection socket = (SocketConnection)serverSocket.acceptAndOpenO; 
• ServerSocketConnection serverSocket 
(ServerSocketConnection)Connector.open(Jlsocket://:< port number 
>") ; 
• ServerSocketConnection serverSocket 
(ServerSocketConnection)Connector.open(Jlsocket:// JI ); 
Los métodos disponibles en el interfaz ServerSocketConnection son: 
.. getLocalAddressO: devuelve la dirección local en la que se ha establecido el 
socket. 
• getLocalPortO: devuelve el número de puerto local en el que se ha establecido el 
socket. 
• El interfaz StreamConnectionNotified que espera a que se establezca una 
conexión. Devuelve un StreamConnection a través del cual puede establecerse 
un enlace de comunicación bidireccional. 
.. El interfaz DatagramConnection que representa el destino de un datagrama 
El método open de la clase Connector tiene la siguiente sintaxis, 
Connector.open(String); 
donde el parámetro String tiene el formato "protocol: address; parameters JI. Por 
ejemplo: 
• Conexión HTTP: 
• Connector.open( Jl http://www.it.uc3m.es/pervasive Jl ); 
• Conexión Datagrama: 
• Connector.open(Jldatagram://address:port#JI); 
• Comunicación con puerto serie: 
• Connector.open(Jl comm :O;baudrate=9600 Jl ); 
• Acceso a ficheros: 
• Connector.open(Jlfile:/miFichero.txt Jl ); 
El objetivo de tener esta sintaxis, es abstraer al programador de las diferencias que 
existen entre los diferentes protocolos, de manera que la mayoría del código de una 
aplicación no se modifica cuando se cambia el protocolo que se está usando. 
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5.4.5- Servidor 
En este apartado analizaremos la estructura utilizada para el servidor, aunque se 
ha implementado en 12SE, la estructura es la misma que en 12ME. 




1. Aplicación J2ME: Es la aplicación desarrollada en el proyecto, la 
cual obtiene las coordenadas de una antena GPS mediante Bluetooth 
y las envía mediante Internet Móvil a un servidor. 
2. Servidor J2SE: Aplicación desarrollada en 12SE que permite poner 
un puerto en escucha para recibir la información que se envía desde 
la aplicación móvil. * 
3. Aplicación WEB + IDBe: Parte desarrollada por mi compañero de 
proyecto. Se trata de una aplicación WEB implementada en 12SE 
que incluye el servidor 12SE con partes de lDBC para poder acceder 
a la base de datos. 
4. BBDD MySQL: Bases de datos en las cuales se guardan todos los 
datos de relevancia. 
- 66-
El servidor J2SE se basa en las explicaciones de Internet Móvil, a continuación 
veremos el código básico del servidor y así tendremos un ejemplo de referencia a lo 
explicado anteriormente: 
Todo ha de estar dentro de un bucle, para que el servidor esté siempre escuchando 
en un puerto. 
while(true){ 
Se ha de crear el serversocket e indicarle el puerto específico que queremos que esté 
escuchando todo el rato y mediante el cual se transmitirán los datos. 
ServerSocket server = new ServerSocket(23456); 
Se crea un socket de forma automática cuando el servidor detecta una conexión en ese 
puerto, o sea se crea un socket cuando se establece la conexión entre el servidor y el 
cliente (móvil). 
Socket sck = server.acceptO; 
Una vez que el socket se ha creado, tenemos que indicarle que tipo de conexión ha de 
tener ese socket, como es el servidor ha de ser un socket del tipo entrada de datos 
(InputStream). 
InputStream entrada = sck.getInputStreamO; 
Ahora se ha de indicar el método que hará la función e indicarle sobre que socket 
trabajará. 
DataInputStream entradaDatos = new DataInputStream (entrada); 
En este punto se crea el string que más tarde se enviará y se le indica que su valor será 
igual a lo que se haya leído con el método de entrada por el socket de entrada en el 
puerto especificado. 
String str = entradaDatos.readUTFO; 





6- Demo del proyecto y pruebas 
Para realizar la demostración del trabajo se han de seguIr unas pautas que a 
continuación explicaré paso a paso. 
6.1- Plataformas requeridas: 
Para desarrollar la aplicación necesitamos una plataforma para el desarrollo de 
aplicaciones de escritorio usando Java y un entorno de desarrollo integrado (IDE), en 
este caso hemos usado la Plataforma NetBeans. Concretamente, la versión 6.0, y la 
extensión "Mobility Pack". 
Además Netbeans permite crear la estructura principal de los MIDLETS de forma 
gráfica e intuitiva. Visualmente separando las diferentes pantallas del MIDLET, además 
de agregarte al código la estructura de todo el MID LET. 
Para realizar las pruebas hemos utilizado el propio emulador de Netbeans, con las 
funcionalidades que tiene para conectarse vía Bluetooth y enviar datos. 
Para simular la parte de la conexión bluetooth, es muy sencillo, con la Antena GPS, 
activada y el móvil con la opción de Bluetooth activa, el programa ya se encarga 
automáticamente de hacer la búsqueda del dispositivo. Solo hay que ir siguiendo los 
menús de la aplicación hasta llegar a la opción de " buscar dispositivos vía bluetooth ". 
La parte de comunicación con el servidor, se puede simular desde el propio emulador, 
siempre y cuando esté el servidor escuchando. 
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6.2- La simulación. 
A diferencia del resto de la aplicación, la parte de conexión bluetooth y envío de datos 
vía Internet (sockets), la parte de los datos, como no solamente se enviarán las 
coordenadas que sería de forma automática sino que también el número de pasaj eros, 
que puede ser variable, he incorporado una parte de aplicación manual para indicar el 
número de pasajeros, en caso de dejarlo en caso automático, el número de pasajeros no 
variará del último valor introducido, y sino se introduce ningún valor, inicialmente el 
número de pasajeros del autobús será O. 
El simulador funciona de la manera explicada en la página 44. 
Resumiendo: Tenemos unos menús iniciales, en los que debemos indicarle los valores 
que queremos introducir (Id_bus, nO plazas), además de indicarle el modo de ejecución 
y si queremos que use el bluetooth. 
Después la ejecución se diferencia según el modo que hayamos seleccionado 
anteriormente, si es manual, podremos ver en todo momento los datos a enviar, 
modificarlos y enviarlos cuando queramos, si es en modo automático, solo podremos 
modificar estos datos y continuar enviándolos sin verlos por pantalla en ningún 
momento. El envío en modo automático será cada 30 segundos, a excepción que 
modifiquemos los datos y los enviemos antes de ese periodo. 
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6.3- Resultados de la simulación 
Una de las pruebas se ha realizado delante del director del proyecto. No obstante el día 
de la lectura del proyecto se pretende llevar un video con una prueba realizada, puesto 
que para ver el 100% de las posibilidades de la aplicación y por 10 tanto su correcto 
funcionamiento, necesitamos un flujo de coordenadas que sean enviadas al servidor de 
forma constante. Queremos hacer la prueba en la calle y en tiempo real, para ver el 
autentico resultado del proyecto. 
A continuación podemos observar un pequeño esquema del conjunto de todo el 
proyecto. 
Satélites 







Cliente / Usuario 
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6.4- Capturas de pantalla. 
¿Cómo quieres que sea la ejecución de la 
aplicación? 
V es una aplicación implementada en 
IJ':::IMI:.t;tJ'Vtl función es la de conectarse 
Im.edian1:e Bluetooth a una antena GPS para 
las coordenadas, con la finalidad 
enviar esos y otros datos mediante 
es el identificador del autobús? 
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favor I debes introducir un identificador para 
continuar la aplicación 
¿ Quieres buscar la antena GPS mediante 
Bluetooth? 
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uscando dispositivos .... 
Conectando con el GPS ... Obtención datos automáticamente ... 
~ ~ 
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Identificador del autobús: 519 
latitud: 41 .4398 
longitud: 2.1 634 
Asientos: 23 




6.5- Ventajas e inconvenientes 
• Ventajas: Las principales ventajas que tiene la arquitectura es su escalabilidad. 
En esta aplicación se pueden hacer muchas modificaciones de forma sencilla y 
rápida (EnvÍo de más datos, cambiar el diseño de la aplicación, añadir nuevas 
clases con la finalidad de mejorar la aplicación, etc.). 
A la hora de realizar la instalación de la aplicación, se puede hacer vía PC -
móvil, mediante cable usb, instalación muy rápida, no llega a 1 minuto. 
También se puede pasar la aplicación de móvil a móvil vía bluetooth, tarda algo 
más de 1 minuto. Cosa que hace que se pueda pasar e instalar la aplicación en 
un gran número de móviles en muy poco tiempo. 
Otra ventaja, es que el móvil puede ser "conectado" con cualquier antena GPS 
más moderna o antigua (que es el actual cuello de botella de la aplicación - El 
tiempo de conexión de la antena GPS con los satélites por problemas de 
co bertura) . 
Otra ventaja, es que esta aplicación se puede poner prácticamente en todos los 
móviles actuales, cosa que hace que cuando los móviles tengan mejores 
conexiones a Internet, la comunicación móvil - PC, será aun más rápida. 
Es cuestión de tiempo que la aplicación mejore su rendimiento, puesto que no 
depende tanto del código como de los diferentes periféricos a los cuales la 
aplicación ha de "esperar". 
• Inconvenientes: Actualmente la aplicación se puede considerar un poco "lenta" 
a la hora de empezar, una vez que la antena GPS se ha conectado con los 
satélites, todo funciona de forma rápida. 
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7 .. Planificación y estimación de costes 
La planificación del proyecto nos permite realizar a priori una estimación 
razonable de los recursos, costes y duración temporal. Estas estimaciones se realizan en 
un marco de tiempo limitado al comienzo del proyecto. 
7.1- Estimación inicial del esfuerzo 
En la siguiente tabla se muestra la estimación previa al inicio del proyecto. Esta 
estimación se reparte entre las diferentes áreas de trabajo en las que se divide el 
proyecto. 
La estimación inicial quedaría: 
BLOQUE TAREA Horas Horas 
por por 
tarea bloque 
Análisis previo Curso JEDI de programación para 15 15 
dispositivos móviles 
Análisis de Requisitos Funcionales 10 20 
Requisitos Requisitos NO Funcionales 10 
Modelo Conceptual 10 
Modelo de Casos de U so 7 35 
Modelo de Comportamiento 13 
Especificación Modelo de Estados 5 
Definición de la Arquitectura 5 30 
Diseño Diseño de las vistas 25 
Tecnologías utilizadas 10 
Esquema global del proyecto 15 120 
Explicación del esquema 15 
Implementación Programación 80 
Pruebas Pruebas del proyecto 15 16 
Demo del proyecto 1 
Planificación económica 2 4 
Planificación Planificación temporal (Gantt) 2 
Escritura/entrega/aprobación de la 5 
propuesta 
Escritura/entrega del PRE- informe 5 80 
Redacción y Escritura/entrega de la memoria 50 
Presentación Preparación/exposición de la 20 
presentación oral 
#Total de horas 320 
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A continuación podemos ver gráficamente el número de horas invertido en cada 
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O Redacción y Presentación 
7.2- Estimación real del esfuerzo 
Aunque se ha realizado una estimación inicial, a la hora de realizar el proyecto es muy 
complicado que las horas reales que se dedican al proyecto correspondan exactamente 
con la estimación inicial: siempre suele haber algunas desviaciones en el tiempo 
empleado para cada tarea. Mientras que en algunas tareas se destina más tiempo del 
previsto, en algunas se emplea menos, de manera que si la estimación ha sido buena, 
todo queda compensado y como resultado tenemos un total de horas similar al de 
partida. 
En el siguiente esquema podemos ver la proporción de tiempo que hemos dedicado 
realmente a cada una de las tareas principales junto con su distribución de horas: 
BLOQUE TAREA Semanas Días / Horas #Total Horas 
semana / días horas por 
bloque 
Análisis previo Curso JEDI de programación 2 4 2 15 15 
para dispositivos móviles 
Análisis de Requisitos Funcionales 2 5 1 10 20 
Requisitos Requisitos NO Funcionales 2 5 1 10 
Modelo Conceptual 3 2 1 6 25 
Modelo de Casos de U so 2 4 1 8 
Modelo de Comportamiento 3 2 1 6 
Especificación Modelo de Estados 1 1 5 5 
Definición de la Arquitectura 1 2 3 6 26 
Diseño Diseño de las vistas 2 5 2 20 
Tecnologías utilizadas 1 2 2 4 
Esquema global del proyecto 1 3 1 3 138 
Explicación del esquema 1 3 2 6 
Implementación Programación 16 4 2 125 
Pruebas Pruebas del proyecto 3 2 2 12 13 
Demo del proyecto 1 1 1 1 
Planificación económica 1 2 1 2 4 
Planificación Planificación temporal (Gantt) 1 1 2 2 
Escritura/entrega/aprobación de 1 1 4 4 
la propuesta 
Escritura/entrega del PRE- 1 1 4 4 
Redacción y informe 92 
Presentación Escritura/entrega de la memoria 9 4 2 72 
Preparación/exposición de la 3 2 2 12 
presentación oral 
#Total de horas 333 
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A continuación podemos ver gráficamente el número de 
apartado del desarrollo del proyecto. 
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D Redacción y Presentación 
Después de comparar los gráficos de la estimación inicial y la estimación real, hay que 
comentar que en lugar de tener un total de 320 horas para realizar el proyecto se ha 
pasado a un total de 333, lo que supone un aumento de 13 horas respecto a lo previsto y 
una desviación de un 5%. Este desvío se debe al incremento significativo de las horas 
destinadas a la programación y la documentación. 
7.3- Recursos necesarios 
En la planificación tenemos que tener en cuenta no solo la planificación 
temporal, sino que también hace falta planificar la parte de recursos mínimos necesarios 
para poder desarrollar el proyecto. 
Como recursos, entendemos: Los recursos tipo Hardware y Software. Aunque también 
podemos incluir los de Recursos humanos y mantenimiento del servicio e instalación 
de todo el proyecto. 
7.3.1- Recursos Hardware 
La parte de recursos hardware para poder desarrollar la aplicación consta de: 
e Móvil con Internet, Bluetooth y compatible con 12ME. 
e Un Ordenador, con capacidad para utilizar correctamente Netbeans 6.0 IDE 
además de características suficientes como para poder utilizar un software libre 
que permita instalar aplicaciones en el móvil vía USB. 
7.3.2- Recursos Software 
La parte de recursos software para poder desarrollar la aplicación consta de: 
e Windows XP 
e Netbeans 6.0 IDE. 
e Nokia pe Suite. 
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7.4- Presupuesto inicial 
Una vez que ya hemos planificado el tiempo y los recursos necesarios, debemos 
plasmar todo eso en cifras, o sea la parte económica del proyecto. 
En la planificación tenemos que tener en cuenta no solo la planificación 
temporal y de recursos, sino que también hace falta planificar la parte de costes 
necesarios para poder desarrollar el proyecto. 
Éstos se basan en Recursos Humanos y los Costes de Hardware y Software. 
7.4.1- Coste de Recursos Humanos 
Por recursos humanos entendemos el trabajo que aporta un empleado para la 
empresa. O sea las horas dedicadas en desarrollar el proyecto: 
Según la página de la FIB: 
Un proyecto de 22,5 créditos es puede realizar durante medio cuatrimestre a tiempo 
completo o durante un cuatrimestre a tiempo parcial (20 horas a la semana). 
Horas totales -7 16 semanas * 20 horas/semana: 320 horas 
€ / hora 15€/horas 
Total a pagar 4800€ 
7.4.2- Costes de Hardware y Software 
Para calcular el coste de hardware y software necesario en el desarrollo del proyecto, 
necesitamos puntualizar algunos apartados: 
Microsoft' , 
Windowsxp 
• : Para desarrollar el proyecto, he utilizado Windows XP, por 
dos razones: Tenemos varias licencias gratuitas como alumnos de la 
FIB, y la plataforma de desarrollo Netbeans es multiplataforma. 
o Coste O€ 
• Programa de desarrollo, es multiplataforma y de 
libre distribución. 
o Coste O€. 
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~ 
Open ice.org2Jl es un procesador de textos de libre distribución. 
o Coste O€. 
Móvil con las siguientes características: 
o Bluetooth. 
o Compatible con 12ME. 
o Con conexión a Internet (GSM-GPRS - UMTS) 
o Coste aprox. 20€ 
• Antena GPS 
o Coste aprox. 30€ 
PC con las características siguientes: 
o Conexión USB. 
o Compatible con Netbeans. 
o Coste aprox. 500€ 
• Cualquier aplicación gratuita cuya función sea la de gestionar 
documentos del móvil (instalar aplicaciones, etc.). 
o Coste O€ 
I Total a pagar 500€ + 30€ + 20€ 550€ 
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7.4.3- Coste inicial del proyecto 
Para poder realizar el proyecto en una flota de 100 vehículos: 
#Horas de analista- programador 4800€ 
Compra de móviles 100 * 20 = 2000€ 
Compra se antenas GPS 100 * 30 = 3000€ 







7.5- Presupuesto real 
La idea inicial del proyecto era que el coste final de toda una instalación real fuera lo 
más óptima posible, por eso se usan móviles y antenas GPS, son dispositivos muy 
conocidos y relativamente baratos. 
Si quisiéramos implementar este proyecto realmente se necesitarían tantos móviles y 
antenas GPS como vehículos tuviera la flota. 
Una vez que la inversión inicial esté realizada, los costes de mantenimiento serían 
mínimos, radicando éstos en un plan de tarifas de envío de datos vía GPRS. 
Este proyecto está diseñado para generar un servicio de localización económico, rápido 
y fiable. A priori no está diseñado para generar ganancias. Simplemente para que la 
gestión de las flotas de vehículos sea más eficiente. 
Si el proyecto funciona, la empresa que lo utilice verá recompensada la inversión inicial 
con el buen servicio que dará a los clientes, cosa que hará que a medio plazo la 
compañía gane clientes. Si por el contrario el proyecto no funciona, se perderá la 
inversión inicial y las cuotas pagadas mensualmente a la compañía 
con motivo de las tarifas de datos contratadas. 
Para calcular el coste real del proyecto, primero debemos diferencias los diferentes 
apartados asociados a dicho gasto. No contaremos los costes de instalación. 
Tenemos 4 categorías de costes diferentes: 
• Recursos humanos: son los costes derivados de la mano de obra. En este 
apartado se incluyen tanto tareas de planificación, como análisis o 
programación. 
• Hardware: son las plataformas de desarrollo que se utilizan para desarrollar la 
aplicación (PC's, servidores, .. ) 
• Software: son los costes correspondientes a todo el software que ha sido 
necesario para poder realizar la aplicación. 
• Mantenimiento: son los costes derivados del mantenimiento de los servicios 
contratados. En este apartado se incluyen las tarifas asignadas para el envío de 
datos de cada móvil. 
- 84-
7.5.1- Coste de Recursos Humanos 
Para calcular el coste correspondiente a las horas imputadas en el proyecto se ha 
considerado que los integrantes del equipo son ingenieros informáticos y que se cobra 
un sueldo acorde a ello. 
I € I hora 15€ 
Total a pagar 4995€ 
PROFESIONAL HORAS COSTE 
Analista-Programador 333 4995€ 
7.5.2- Costes de Hardware y Software 
Para calcular el coste de hardware y software necesario en el desarrollo del proyecto, 
necesitamos puntualizar algunos apartados: 
Para el desarrollo hemos utilizado un equipo con las características necesarias para 
utilizar Netbeans IDE 6.0 (Requisitos mínimos de NetBeans IDE): 
Configuraciones de hardware mínima: 
Sistema Operativo: 
Microsoft Windows XP Professional SP2 o Microsoft Windows Vista o Ubuntu 7.x o 
Red Hat EL 4 o Versión de sistema operativo Solaris 10 (SP ARC) o Macintosh OS X 
10.4.9 Intel o Macintosh OS X 10.4.9 PPC 
Procesador: 800 MHz Intel Pentium III o equivalente 
Memoria: 512 MB 
Espacio en disco: 750 MB de espacio libre en disco 
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Configuraciones de hardware recomendadas: 
Sistema Operativo: Microsoft Windows XP Professional SP2 o Microsoft Windows 
Vista o Ubuntu 7.x o Red Hat EL 4 o Versión de sistema operativo Solaris 10 (SP ARC) 
o Macintosh OS X 10.4.9 Intel o Macintosh OS X 10.4.9 PPC 
Procesador: 2.6 GHz Intel Pentium IV o equivalente 
Memoria: 1 GB 
Espacio en disco: 1 GB de espacio libre en disco 
Al ser sólo para desarrollar la aplicación no necesitamos un PC excesivamente potente. 
Con cualquier equipo que actualmente cueste unos 500€ y que cumpla las condiciones 
anteriormente especificadas podemos cubrir todas nuestras necesidades. 
Además necesitaremos tantos móviles y antenas GPS como vehículos queramos 
gestionar. 
Para no hacer excesivo hincapié y sabiendo que estos dispositivos están muy 
extendidos, haremos una aproximación al coste de los dispositivos sin concretar marcas. 
• Antena GPS: 30€ 
• Móvil con las siguientes características: 20€ 
o Bluetooth. 
o Compatible con J2ME. 
o Con conexión a Internet (GSM-GPRS - UMTS) 
Como aproximación contaremos unos 500 euros de presupuesto fijo y 50 variables, 
dependiente del número de vehículos, en hardware. 
I Total a pagar referente a hardware 500€ +((30€ + 20€)*1) 550€ 
Para el desarrollo hemos utilizado el siguiente software: 
CATEGORÍA PRODUCTO PRECIO 
Sistema operativo WindowsXP Licencia FIB 
Entorno de desarrollo (IDE) N etbeans 6. O Gratuito 
Configurador de móviles N okia Pe Suite Gratuito 
Procesador de textos Microsoft Word Licencia FIB 
Navegador WEB Mozilla Firefox Gratuito 
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Resumiendo, podemos decir que no tenemos ningún coste en lo que se refiere a 
software, ya que siempre nos decantamos por software con licencia open source o 
gratuito. 
El caso especial es el sistema operativo y el procesador de textos, que en una empresa si 
que hubiese sido necesario abonar el importe de la licencia, pero nosotros hemos 
aprovechado que disponemos de la licencia de la facultad para poder utilizarlos, aunque 
en el caso de que no hubiese sido así, el proyecto podría haber sido desarrollado sin 
ningún inconveniente en un entorno Linux (GNU) por el cuál no hay que pagar ninguna 
licencia, y en lugar de utilizar Microsoft Word podríamos haber usado también Open 
Office y ahorramos el coste de todas las licencias. 
I Total a pagar referente a software O€ 
I Coste total de Hardware y Software 550€ 
7.5.3- Coste de mantenimiento 
También se añade al coste total del proyecto, las tarifas de datos GPRS de la 
compañía seleccionada, a continuación ponemos una lista con los principales 
distribuidores y sus tarifas: 
Las tarifas de MoviStar - Vodafone - Orange - Yoigo - Simyo - Jazztel 
Para las conexiones GPRS y 3G/UMTS las compañías aplican el modelo de bono 
siguiente: 
• mensualmente pagas una cuota que incluye un número determinado de 
megas o gigas de información enviada/recibida. 
• Si excedes este límite, dependiendo de la empresa, te tarifican 
diariamente, te tarifican con una cuota mínima, o te impiden el acceso. 
La siguiente tabla muestra esta información: 
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Última actualización: 13 de agosto de 2008 
MoviStar 
MoviStar . 
Internet en el 
Móvil 
Internet en el 
Móvil Plus 
1 Mbps/384Kbps 
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..... ........ .. . 
. 
3 Mbps 11 ,4Mbps 
3 Mbps /1,4Mbps 
30€ 1 GB 
....... ..... 
39€ 1 GB 
59€ 10GB I I 
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15€/512MB 
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Tarifa Diaria 3,6Mbps 
39€ 5GB 
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7,95€/mes 0,25 GB 









Cuantificar los datos 
Una vez conocidas las tarifas tendremos que inferir cuál será nuestro consumo para así 
elegir el plan y operador que nos sea más ventajoso. 
En el caso de este proyecto, supongamos una flota de 100 vehículos, cada uno deberá 
tener un móvil con su tarifa correspondiente. 
Respecto al número de bytes que se utilizan en cada envío de datos mediante sockets, 
debemos tener en cuenta que a parte del string que sus bytes, también hay que añadirle 
los 20 bytes de la cabecera IP + los 20 bytes de la cabecera TCP + string (1 carácter = 
1 byte, o sea que en cada string que se envía, se necesitan enviar como máximo 41 
bytes) 
• Se enviarán mensajes cortos de máximo (Cabecera TCP + DATOS -7 40 + 41 
bytes = 81 bytes) 
1 mensaje cada 30 segundos, 2 al minuto, 120 la hora ,2880 al día, 86400 al mes. 
Esto suponiendo que los autobuses trabajen 24 horas al día y 30 días al mes y 
siempre en modo automático. 
En total los gastos serían, a grosso modo: 
• 2880 mensajes al día * 81 bytes = 127,9 Kb al día. 
• 86400 mensajes al mes * 41 bytes = 6.834,4Kb = 6,84 Mb 
Este coste calculado es mensual de cada línea, puesto que no existen tarifas de 
datos para varios números de teléfono. 
Por lo tanto con una tarifa que permita en envío de hasta 0,1 GB (es lo mínimo hoy en 
día). Como podemos observar la tarifa más barata que iguala o sobrepasa esta cantidad 
de datos enviados es: 
Coste 7,95€/mes 
Si la flota tiene 100 vehículos, el coste mensual de la aplicación será de 7,95€/mes * 
100 = 795 € Imes 
Costes mensuales: 
Informático encargado del correcto funcionamiento de la aplicación + gastos mensuales 
de los móviles. 
300€ (Pocas horas semanales, entre 5 -10) + 800€ = 1100€ 
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7.5.4- Coste real del proyecto 
Como en cada vehículo tiene que haber un conductor, éste podrá hacer funcionar 
correctamente la aplicación. O sea, que no hará falta contratar a ninguna persona más. 
Seguramente para la parte de servidor y gestión de flotas vía Web, harán falta personas 
encargadas de los servicios, BBDD y todos sus servicios. 
Inversión real del proyecto 
#Horas de programador 4995€ 
Compra de móviles 100 * 20 = 2000€ 
Compra se antenas GPS 100 * 30 = 3000€ 
Instalación del sistema (mano de obra) 700€ 




Con el correcto funcionamiento de este proyecto y suponiendo las siguientes 
condiciones: 
Una flota de 100 vehículos. 
De 100 vehículos que tiene la flota a una media de 30 euros /viaje,(beneficio limpio 
20€) si se consigue incrementar en 1 pasajero por vehículo al mes, estaremos 
obteniendo unas ganancias que permitirán obtener beneficios incluso pagando los 
costes mensuales. 
1 viaje * 20 euros * 100 vehículos = incremento de 2000 € I mes. 
Por lo tanto tendremos un beneficio de 900€ al mes, o sea que el proyecto se 
amortizará en 11245 % 900 = 13 meses. 
Si se mejora la afluencia de viajeros en 2 viajeros al mes por vehículo: 
Beneficios limpios al mes 4000€, descontándole los gastos mensuales = 2900€ 
En cuestión de 4 meses toda la inversión inicial será amortizada. 
A corto plazo (1-3 meses) se supone un leve incremento de los viajeros, pero a medio 
plazo (>3 meses) se supone que gracias al boca a boca, o por publicidad y gracias al 
buen servicio ofrecido a los clientes, la compañía puede llegar a conseguir un aumento 
significativo en el número global de pasajeros. 
7.6- Planificación temporal 
A continuación mostraremos unos diagramas de Gantt ilustrativos en los cuales 
podemos ver reflejados la planificación temporal del proyecto. 
Estos diagramas se dividen en trimestres de trabajo, excepto el último en el cual se 
refleja el trabajo desarrollado en los últimos 4 meses. 
También tenemos indicado las diferentes tareas necesarias para el correcto desarrollo 
del proyecto. 
Al final de cada Gantt tenemos una pequeña leyenda que puede ayudar a facilitar la 
comprensión de dichos diagramas. 
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DIAGRAMA DE GANTT (Enero - Marzo) 
Especificación 
Diseño 





I Tarea no comenzada Tarea comenzada y no finalizada 
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Tarea finalizada 








I Tarea no comenzada Tarea comenzada y no finalizada Tarea finalizada 
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I Tarea no comenzada Tarea comenzada y no finalizada Tarea finalizada 
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t- - ! Tarea no· comenzada 
TAREA 
Octubre 2008 




Diciembre 2008 I Enero 2009 
Tarea finalizada 
8- Futuras ampliaciones 
Inicialmente en el proyecto habíamos pensado hacer diferentes cosas que por motivos 
de tiempo y recursos no hemos podido implementar. Así que estas posibles 
modificaciones las podemos mostrar como futuras ampliaciones para este proyecto. 
.. Lo primero sería poder hacer un gestión de los posibles errores de forma más 
exhaustiva, en la actual aplicación sólo devuelve error si no hay dispositivo 
bluetooth cercano, pero a la hora de enviar datos o si hay algún error en la 
aplicación inesperado se lanzará una excepción. Pero a la hora de controlar 
cualquier error concreto se podría hacer un desarrollo más profundo de forma 
que la aplicación parase e indicara el error, o continuase y enviara los datos de 
error a algún sitio para su futuro tratamiento. 
.. También estaría bien, como ampliación, intentar hacer la aplicación no solo 
enviara coordenadas y numero de pasajeros, sino que también podría enviar las 
coordenadas de los satélites, velocidad del vehículo, distancia recorrida, etc. 
.. Como ampliación pero con un coste final mucho mayor, se podría hacer que la 
aplicación fuera totalmente automática (mediante unos sensores de presión en 
los asientos de los vehículos, estos sensores enviarían una señal al móvil vía 
bluetooth y éste enviaría la información de las plazas concretas del vehículo que 
están ocupadas. De manera que en el servidor tuviéramos un "esquema" de cada 
vehículo con las plazas libres y las ocupadas, cosa que facilitaría mucho la 
posible compra de asientos) , sólo sería necesario que el conductor inicializara la 
aplicación y todo iría de manera automática. 
.. También se podría cambiar el diseño gráfico de la aplicación de forma que 
pudiera ser más sencillo e intuitivo, actualmente está hecho de una manera que 
hay que seguir unos pasos muy marcados, que se podrían evitar e ir directamente 
a la ejecución de la aplicación sin tener que pasar por tantos puntos intermedios. 
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9- Conclusiones 
Inicialmente para este proyecto teníamos muchos objetivos marcados y sería bueno 
hacer una valoración para saber si realmente hemos o no cumplido estos objetivos. 
• Objetivos didácticos: En este aspecto cuando empecé el proyecto, no 
tenía claro muchas facetas del mismo, a medida que he ido 
profundizando en él, he aprendido muchas cosas, como hacer 
planificaciones temporales, cálculos de costes, etc. Además de poder 
aplicar conceptos adquiridos en la universidad y en un curso hecho en la 
Jedi (Programación para dispositivos móviles), he programo en J2ME, he 
probado su correcto funcionamiento, he aprendido mucho sobre este tipo 
de lenguaje y sobre el funcionamiento de las redes en general 
(conexiones con el móvil - dispositivo bluetooth, y móvil - pe). 
• Objetivos prácticos: Visualmente y con las pruebas realizadas parece 
que todo funciona de maravilla, pero a la hora de la verdad, no se puede 
saber a ciencia cierta si en un entorno real, con 100 móviles, 100 antenas 
GPS, y un servidor recibiendo datos, todo iría correcta y fluidamente, se 
me presentas diversas dudas: 
y si la carga de la Web es muy superior a lo esperado. ¿Y si se colapsa la 
Web? ¿Y si a un móvil le falla la aplicación? ¿Es fiable frente a posibles 
ataques? ¿Podría alguien modificar las coordenadas de algún vehículo 
con algún tipo de finalidad? Desgraciadamente son cuestiones que no 
hemos podido resolver por falta de tiempo y recursos. 
Pero para resumir, y con los objetivos iniciales planteados podemos decir que hemos 
cumplido totalmente con los objetivos marcados desde un principio. 
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