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Tato bakaláøská práce se zabývá mo¾nostmi vizualizace ve frameworku ROS. Tento soft-
ware plní funkci operaèního systému pøi øízení robotù. Práce obsahuje popis vizualizaèního
prostøedí a návod pro tvorbu vizualizaèního modelu. Dále je zde zdokumentována tvorba
vizualizaèního modelu RC buginy a její testování s vyu¾itím simulátoru Stage.
ABSTRACT
This bachelor thesis deals with possibilities of visualization in ROS framework. This soft-
ware serves as the operating system for robot control. The work contains a description of
the visualization environment and instructions for creating a visualization model. There
is also documented the creation of RC buggy visualization model and its testing using the
Stage simulator.
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Tato práce se zabývá tvorbou simulaèního modelu autonomního mobilního robota pro
framework ROS. Spadá tedy do vìdního oboru Mobilní robotika. V souèastnosti se vývo-
jem v tomto odvìtví zabývá mnoho rem. Jejich snahou pøitom èasto bývá, aby byl robot
schopen autonomního chování. Dùkazem toho jsou napøíklad spoleènosti jako Google nebo
Tesla vyvíjející vozy schopné jízdy na tzv. autopilota. Vývoj nového robota je v¹ak sa-
mozøejmì velmi nároèný, a je tedy výhodné si práci co nejvíce usnadnit. To umo¾òuje
napø. ROS (Robot Operating System), co¾ je exibilní framework pro tvorbu softwaru ro-
bota. Je to vlastnì souhrn nástrojù a knihoven, které umo¾òují relativnì snadno vytvoøit
pomìrnì slo¾itého robota. Drobnou nevýhodou vyu¾ití ROSu jsou o nìco vy¹¹í nároky na
výpoèetní výkon. Tento nedostatek je v¹ak bohatì vyvá¾en výhodami, které ROS nabízí.
Cílem této bakaláøské práce je prozkoumat a popsat mo¾nosti vizualizace ve fra-
meworku ROS. S tím úzce souvisí jeho modul RVIZ, který umo¾òuje nejen zobrazení
3D modelu robota a jeho pohybu, ale také napøíklad mapy prostøedí, ve kterém se robot
nachází, a jeho polohu. Význam vizualizace nicménì nespoèívá pouze v zobrazení robota
na monitoru, ale pomáhá také zabránit zbyteèným kolizím, nebo» ROS díky 3D modelu
zná tvar a velikost robota.
Práce je rozdìlena do tøí èástí, z nich¾ první je re¹er¹ního charakteru. Tato èást ob-
sahuje popis modulu RVIZ a informace potøebné k vytvoøení 3D modelu reprezentujícího
mobilního robota.
Druhý oddíl je vìnován praktické èásti bakaláøské práce a popisuje tvorbu modelu
buginy. Jsou zde také shrnuty rùzné poznatky, které mohou velmi usnadnit tvorbu nového
modelu. Nachází se zde i popis problémù, které se pøi práci vyskytly, a zpùsob jejich øe¹ení.
Poslední èást se zabývá testováním modelu v ji¾ zmínìném RVIZu. Jsou zde také
uvedeny informace potøebné k rozpohybování modelu a informace o tom, jakým zpùsobem
je provázán se skuteèným robotem.
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ROS (Robot Operating System) je v podstatì operaèní systém urèený pro øízení robotù.
V pravém slova smyslu se nicménì o operaèní systém (OS) nejedná, jeliko¾ ke své funkci
potøebuje plnohodnontý OS. Správné oznaèení ROSu je tedy framework. Plnì je ROS
podporován na Linuxové distribuci Ubuntu.[1]
V souèastnosti existuje nìkolik distibucí ROSu (23.5.2017 by mìla vyjít jedenáctá
ROS Lunar Loggerhead). Doporuèenou distribucí je ROS Kinetic Kame. Ta by mìla být
podporována a¾ do roku 2021. Podporovaná nicménì stále je i verze ROSu Indigo Igloo.[2]
ROS je tvoøen balíèky, které obsahují jednotlivé uzly, co¾ jsou v podstatì samostatnì
fungující programy, které spolu komunikují. Uzly mohou být typu Publisher (poskytují
data), Subscriber (pøijímají data a pracují s nimi) nebo Publisher/Subscriber. Komunikace
mezi uzly probíhá pomocí témat (topic). Uzly typu Publisher sdílí data (napøíklad infor-
mace o poloze, rychlosti a data ze seznorù) do pøíslu¹ného tématu. Uzly typu Subscriber
se pak mohou k tìmto tématùm pøipojit a získají tak k tìmto datùm pøístup.[1]
2.2. RVIZ
RVIZ je nástroj pro framework ROS, který je urèen pro 3D vizualizaci. Následující
podkapitoly obsahují jeho struèný popis, postup pøi jeho instalaci a spu¹tìní. Tyto pokyny
a informace jsou pøevzaty z [3].
2.2.1. Instalace
Instalaci RVIZu lze provést dvìma zpùsoby. Prvním z nich je instalace z debianovského
repozitáøe. Pro verzi ROS Groovy a novìj¹í slou¾í k tomuto úèelu pøíkaz:
$ sudo apt−get i n s t a l l ros−verze rosu−r v i z
Druhou mo¾ností je sestavení ze zdrojového kódu. V tomto pøípadì je nutné umístit
zrojový kód do pracovního prostøedí ROSu (obvykle adresáø catkin ws). Pøed samotným
buildem je tøeba vyhovìt po¾adavkùm systému pøíkazem:
$ rosdep i n s t a l l r v i z
Sestavení RVIZu pak provede pøíkaz:
$ rosmake r v i z
2.2.2. Spu¹tìní
Pøed spu¹tìním RVIZu je potøeba, aby bì¾elo jádro ROSu. To se spou¹tí v terminálu
zadáním pøíkazu:
$ r o s c o r e
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Samotný RVIZ je pak nutné spustit v novém terminálu pøíkazem:
$ rosrun r v i z r v i z
V pøípadì pou¾ití operaèního systému bì¾ícího na virtuálním stroji je nìkdy nutné
vypnout v nastavení virtuálního stroje 3D akceleraci. Pouze v¹ak v pøípadì, ¾e je RVIZ
bezprostøednì po jeho spu¹tìní neplánovanì ukonèen. Pokud v¹e probìhne v poøádku,
zobrazí se okno podobné tomu na obrázku 2.1.
2.2.3. Popis prostøedí
V levé èásti okna (na obr. 2.1) je panel pojmenovaný Displays. Jak u¾ napovídá název,
jsou zde uvedeny v¹echny zobrazované prvky a témata. Tìmi jsou zpravidla mapa, model
robota, data ze senzorù a kamer, odometrie, poloha atd. Kliknutím na prvek je mo¾né
zobrazit jeho popis (vlevo dole). Pro pøidání nového prvku slou¾í tlaèítko add (takté¾
v levé spodní èásti).
Dùle¾itou zálo¾kou v Displays je globální nastavení, ve kterém se nastavuje xní rám
neboli xed frame. Tím bývá nejèastìji map, popø. world. Mù¾e jím v¹ak být tøeba i odo-
metrie. V ideálním pøípadì by mìl být relativní pohyb xního rámu vzhledem k world
nulový. Dále je v Global Options mo¾né zmìnit barvu pozadí a poèet snímkù za sekundu,
které má RVIZ zobrazit (resp. má se pokusit zobrazit).
Støední oddíl (tmavá èást s møí¾kou) je oblast 3D vizualizace. Zde se zobrazují prvky
z Displays.
Obrázek 2.1: RVIZ screenshot
Panel views na pravé stranì slou¾í k volbì typu pohledu kamery a prvku, na který je
kamera zamìøena (Target Frame). Pøi volbì typu kamery máme na výbìr z pìti mo¾ností.
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Orbit - Tento typ kamery rotuje kolem ohniska, pøièem¾ k nìmu stále smìøuje. Pøi pohybu
kamery je ohnisko zobrazeno malým diskem.
FPS - Pohled z první osoby (jako kdy¾ otáèítì hlavou).
Top-Down Orthographic - Pohled shora (ve smìru osy Z). Zobrazení je v tomto pohledu
ortogracké tzn. objekty, které jsou dál, nejsou zobrazeny jako men¹í.
XY Orbit - Stejné jako orbitální kamera. Poloha zámìrného bodu je v¹ak omezena
pouze na rovinu XY.
Third Person Follower - V tomto pøípadì udr¾uje kamera konstantní pozorovací úhel
vzhledem k Target Frame.
Pro RVIZ existuje øada nástrojù, které lze pøipnout na horní li¹tu, a pluginù. Jako
pøíklad lze uvést TeleopPanel, pomocí nìho¾ lze ovládat robota pøímo z prostøeí RVIZu.
2.3. Formát URDF
URDF (Unied Robot Description Format) je vlastnì XML formát pou¾ívaný v ROSu
pro popis jednotlivých elementù robota. Tento popis obsahuje informace o kinematice,
dynamických vlastnostech robota a o jeho tvaru. Omezením URDF formátu v¹ak je, ¾e
neumo¾òuje vytváøet paralelní vazby (tzn. vazbu ka¾dého prvku denuje odkaz na jeden
dal¹í element, a není tak mo¾né vytvoøit napø. funkèní ètyøkloubový mechanismus).[4]
2.3.1. Struktura










Jointem" vystihuje dobøe obrázek 2.2.
Model se strukturou na obr. 2.2 získáme vytvoøením souboru s následujícím kódem
v libovolném textovém editoru a jeho následným ulo¾ením jako test robot.urdf [4]:
<?xml ve r s i on="1.0"?>
<robot name="test robot">
< l i n k name="link1"/>
< l i n k name="link2"/>
< l i n k name="link3"/>
< l i n k name="link4"/>
< j o i n t name="joint1">
<parent l i n k="link1"/>
<ch i l d l i n k="link2"/>
</j o i n t>
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Obrázek 2.2: Struktura modelu [4]
< j o i n t name="joint2">
<parent l i n k="link1"/>
<ch i l d l i n k="link3"/>
</j o i n t>
< j o i n t name="joint3">
<parent l i n k="link3"/>
<ch i l d l i n k="link4"/>
</j o i n t>
</robot>
Správnost syntaxe modelu je mo¾né ovìøit v terminálu zadáním pøíkazu[5]:
$ check urd f test robot . urdf
V pøípadì, ¾e je kód v poøádku, vypí¹e se takovéto hlá¹ení[5]:
robot name i s : test robot
−−−−−−−−−− Su c c e s s f u l l y Parsed XML −−−−−−−−−−
root Link : l i nk1 has 2 ch i l d ( ren )
ch i l d ( 1 ) : l i nk2
ch i l d ( 2 ) : l i nk3
ch i l d ( 1 ) : l i nk4
Tento pøíkaz je dostupný ve verzi ROS Hydro a novìj¹ích. Mù¾e se v¹ak stát, ¾e nefun-
guje. V tom pøípadì je pravdìpodobnì zapotøebí doinstalovat nástroje balíèku urdfdom.
K tomuto úèelu slou¾í pøíkaz[5]:
$ sudo apt−get i n s t a l l l iburdfdom−t o o l s
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Obrázek 2.3: Schéma modelu [5]
Dal¹í u¾iteènou funkcí je schematické zobrazení stromu URDF modelu. V nìm je
kromì návaznosti jednotlivých linkù a jointù také zobrazeno posunutí a natoèení poèátku
souøadného systému jointu vzhledem k souøadnému systému rodièovského linku. Toto
zobrazení zachycuje obr. 2.3. PDF soubor s tímto schématem vytvoøí pøíkaz[5]:
$ u rd f t o g r aph i z test robot . urdf
2.3.2. Balíèek robot description
Pro ukládání 3D modelù jednotlivých dílù robota a obrázkù pou¾ívaných jako textury je
tøeba vytvoøit v ROSu balíèek. Obvykle se tento balíèek pojmenovává robot description[5]
a pro jeho vytvoøení staèí do terminálu zadat[1]:
$ cd ∼/ catk in ws / s r c
$ c a tk i n c r e a t e pkg r obo t d e s c r i p t i o n
$ cd ∼/ catk in ws /
$ catkin make
První a tøetí øádek slou¾í k pøemístìní do po¾adovaného adresáøe, druhý øádek vytvoøí




Pod pojem link máme na mysli prvek, který popisuje tvar, vzhled a setrvaèné vlastnosti
tuhého tìlesa. Jeho schéma zobrazuje obrázek 2.4 a jeho struktura je následující[6]:
< l i n k name="Nazev linku">
<v i sua l>
. . .
</v i sua l>
<c o l l i s i o n >
. . .
</ c o l l i s i o n >
< i n e r t i a l >
. . .
</ i n e r t i a l >
</l ink>
Obrázek 2.4: Struktura linku [6]
K pojmenování linku slou¾í atribut name. Ka¾dý link je rozdìlen na tøi èásti: vizuální,
kolizní a inerciální. Ka¾dé z tìchto èástí je vìnována jedna podkapitola. Je také nutné
zmínit, ¾e jednotka délky je v URDF metr a úhlovou jednotkou radián[6].
2.4.1. Vizuální èást
Tato èást obsahuje informace o vzhledu, v jednom linku mù¾e být obsa¾ena vícekrát.
Vizuální reprezentace je pak tvoøena spojením v¹ech obsa¾ených geometrií. Jednotlivé
vizuální èásti je mo¾né pro zlep¹ení pøehlednosti pojmenovat u¾itím atributu name, po-
dobnì jako v pøípadì linku. Jedná se v¹ak pouze o pojmenování informativní, a pokud
link neobsahuje vizuální èást vícekrát, je tento atribut zcela zbyteèný.[6]
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Vizuální element mù¾e obsahovat následující parametry[6]:
Origin
Denuje posunutí poèátku souøadného systému vizuálního elementu vzhledem k poèátku
souøadného systému linku. V pøípadì, ¾e tento parametr není uveden, je uva¾ován poèátek
výchozí. Origin obsahuje následující atributy:
xyz - Udává posunutí v osách x, y, z. Výchozí hodnoty jsou (0,0,0).
rpy - Udává natoèení kolem os v radiánech.
<o r i g i n xyz="0 0 0" rpy="0 0 0" />
Geometry (Vy¾adováno)
Denuje tvar zobrazovaného objektu pomocí základních geometrických obrazcù nebo
odkazuje na 3D model v pøíslu¹ném formátu.
Box
Vytvoøí kvádr, obsahuje atribut size s rozmìry. Poèátek tohoto kvádru je v jeho støedu.
Krychli o délce hrany 1m vytvoøíme takto:
<geometry>
<box s ize="1 1 1" />
</geometry>
Cylinder
Válec denovaný atributy radius a lenght s poèátkem ve støedu.
Sphere
Koule denovaná polomìrem (atribut radius). Poèátek souøadnic je takté¾ v jejím
støedu.
Mesh
Naète 3D model ve formátu .dae pøípadnì .stl z pøíslu¹ného balíèku. Atributy jsou
lename (odkazující na umístìní souboru) a scale denující mìøítko. Do atributu scale
je tøeba zadat trojrozmìrný vektor, mìøítko mù¾e být tedy odli¹né pro jednotlivé osy.
<mesh f i l ename="package :// r obo t d e s c r i p t i o n /meshes/model . s t l "
s c a l e="1 1 1"/>
Material
Materiál je nepovinným údajem a má v URDF pouze vizuální charakter. Specikace
materiálu nemusí být umístìna pøímo v linku, lze jej nadenovat na zaèátku dokumentu a
následnì volat pomocí name. Vzhled materiálu je urèen jedním z následujících parametrù:
Color
Obsahuje atribut rgba. Ten tvoøí ètyøi èíslice v rozsahu <0;1>, které specikují hodnotu




Textura je specikovaná pomocí lename podobnì jako mesh. Jediným rozdílem je,
¾e zde nefunguje scale.
2.4.2. Kolizní èást
Tato èást slou¾í k popisu geometrie linku. Dùvod, proè je kolizní model oddìlen od vizu-
álního, je ten, ¾e bývá zpravidla zjednodu¹ený, co¾ vede ke zrychlení výpoètù. Struktura
kolizní èásti modelu je témìø toto¾ná s èástí vizuální. Neobsahuje v¹ak parametr material.
Model pou¾itý k výpoètu kolizí by mìl být co nejjednodu¹¹í aproximací tvaru linku a mìl
by tedy obsahovat co nejménì ploch (ideálnì ménì ne¾ 1000).[6]
2.4.3. Inerciální èást
Inerciální element obsahuje informace související se setrvaèností. Tìmi jsou poloha tì¾i¹tì,
údaj o hmotnosti linku a tenzor setrvaènosti.[6]
Origin




Reprezentuje tenzor setrvaènosti, co¾ je matice 3x3. Z dùvodu symetrie v¹ak obsahuje
pouze ¹est atributù (tøi pro momenty setrvaènosti a tøi pro deviaèní momenty). Zápis je
následovný:
< i n e r t i a ixx="10" ixy="0" ixz="0" iyy="10" iyz="0" izz="10" />
2.5. Joint
Joint neboli kloub (popø. spoj nebo vazba) denuje vzájemný vztah rodièovského linku
(parent link) a jeho potomka (child link). Obsahuje informace o kinematických a dynamic-




Specikuje typ spoje, tzn. zda a jakým zpùsobem se budou vùèi sobì linky pohybovat.
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revolute - Spoj umo¾òuje rotaci kolem osy. Ta je omezena horním a spodním limitem.
continuous - Podobný spoj jako revolute. Neobsahuje v¹ak limity natoèení.
prismatic - Posun podél osy v rozsahu mezi horním a spodním limitem.
xed - Pevná vazba. Blokuje v¹echny stupnì volnosti.
oating - Umo¾òuje pohyb ve v¹ech smìrech, tzn. má ¹est stupòù volnosti.
planar - Pohyb v rovinì kolmé k ose.
2.5.2. Elementy
Origin
Obsahuje hodnoty posunutí a natoèení poèátku souøadného systému potomka vzhledem
k poèátku souøadného systému rodièe. Obsahuje parametry xyz a rpy (zápis viz kapitola
2.3.1).[7]
Parent (Vy¾adováno)
Obsahuje atribut link s názvem rodièovského linku.
Child (Vy¾adováno)
Jméno linku potomka.
Axis (Doporuèeno, výchozí hodnoty (1,0,0))
Urèuje osy pohybu. V pøípadì jointù typu revolute a continuous jsou to osy rotace, osa
translace pro prismatický joint a normála roviny pro joint typu planar. Pro xní vazbu
a vazbu oating se parametr axis neuvádí. Tento parametr je denován vektorem xyz.
Dynamics (Doporuèeno)
Tento element specikuje dynamické vlastnosti spoje. Tyto hodnoty jsou vyu¾ívány pøi
simulacích.
damping - Hodnota tlumení v N*s/m pro prizmatický a N*m*s/rad pro rotaèní spoj.
friction - Tato hodnota vyjadøuje statické tøení v N, resp. v N*m pro rotaèní vazby.
Výchozí hodnoty jsou 0.
Limit (Vy¾adováno pro vazby typu revolute a prismatic)
Tento element obsahuje následující atributy:
lower - Udává spodní limit pohybu v metrech, popø. radiánech (dle typu jointu). Je
ignorován pøi u¾ití vazby continuous.
upper - Horní limit pohybu. Výchozí limitní hodnoty jsou 0.
eort - Vy¾adováno. Specikuje maximální dovolené zatí¾ení v N (popø. N*m).




Tento element denuje pohyb jointu napodobovnáním pohybu jiného ji¾ existujícího
jointu. A to na základì názvu referenèního jointu, koecientu násobnoti (multiplier) a
základního natoèení (oset). Hodnota natoèení se tedy vypoèítá takto:
natoceni = multiplier ∗ natoceni vychoziho+ offset
joint - Vy¾adováno. Atribut s názvem napodobovaného jointu.
multiplier - Doporuèeno. Koecient, kterým je násoben pohyb výchozího jointu. Je-li
jeho hodnota záporná, joint se pohybuje opaènýmm smìrem. Výchozí hodnota je 1.
oset - Hodnota základního natoèení. Výchozí oset je 0.
2.6. XML Macro
Pro zjednodu¹ení pøípadných úprav souborù URDF modelù v budoucnu, zlep¹ení jejich
èitelnosti a zamezení duplicity informací v tìchto souborech byl vyvinut makro jazyk
zvaný Xacro (XML Macros). Ten umo¾òuje nadenovat opakující se parametry a vlast-
nosti, popø. vytvoøit makra, a poté se na nì odkazovat. Ji¾ zmínìné zjednodu¹ení úprav
tedy spoèívá v tom, ¾e pokud chceme napøíklad zmìnit prùmìr válce, na který navazuje
polokoule o stejném polomìru, nemusíme mìnit hodnoty rozmìru u ka¾dého dílu zvlá¹».
Staèí upravit hodnotu parametru.[8]
Pøi vytváøení Xacra je vhodné postupovat následujícím zpùsobem. Je tøeba vytvoøit
soubor Nazev.xacro, a do jeho hlavièky vlo¾it následující dva øádky, které zajistí správný
prùbìh pøevodu xacra na .urdf, pøípadnì na .xml (lze pou¾ít obì koncovky).[9]
<?xml ve r s i on="1.0"?>
<robot xmlns : xacro="http ://www. ros . org /wik i / xacro " name="Nazev">
Pro vlastní pøevod do URDF formátu pak staèí v terminálu otevøít slo¾ku, ve které je
xacro ulo¾eno, a zadat pøíkaz[10]:
$ rosrun xacro xacro −−i no rde r f i l e . xacro > / adresa /Nazev . urd f
Vlastnosti
Xacro má více vyu¾ití, první z nich je nadenování konstant pou¾ívaných pøi vytváøení
modelu. To je praktické zejména pøi vytváøení modelu bez pou¾ití 3D modelù vygenerova-
ných v CAD systému. V Xacru slou¾í pro tento úèel klíèové slovo property, které funguje
následovnì[10]:
<xacro : property name="width" value =".2" />
<xacro : property name="bodylen" value =".6" />
Tyto hodnoty je pak mo¾né zadat jako parametr místo èíselné hodnoty, a to ve
slo¾ených závorkách se symbolem $.
<geometry>
<c y l i nd e r rad iu s="${width}" l ength="${bodylen}"/>
</geometry>
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Hodnota vlastnosti v¹ak nemusí být pouze èíselného charakteru.
<xacro : property name="robotname" value="marvin" />
< l i n k name="${robotname} s l e g "/>
Výstup po vygenerování URDF pak vypadá takto:
< l i n k name="marvins leg"/>
Stejným zpùsobem lze do ${ } zapisovat i základní matematické operace, jako sèítání,
odèítání, násobení a dìlení. Lze pou¾ít také závorky a unární mínus. Exponenty v¹ak
podporovány nejsou.
Makra
Makro pou¾ijeme tehdy, chceme-li nadenovat vlastnosti jako poèátek souøadného systému
a podobnì. Klíèové slovo property je pak v Xacru nahrazeno slovem macro.[10]
<xacro : macro name="default origin">
<o r i g i n xyz="1 3 2" rpy="0 0 0"/>
</xacro : macro>
Vytvoøené makro zavoláme následovnì:
<xacro :Nazev makra/>
Za pøedpokladu, ¾e se konkrétní parametr vlastnosti nìkterých prvkù li¹í, je vhodné
vyu¾ít makra se vstupním parametrem. Pøíkladem toho mù¾e být hodnota hmotnosti
gurující v setrvaènosti.
<xacro : macro name="Nazev makra" params="hmotnost">
< i n e r t i a l >
<mass value="${hmotnost}" />
< i n e r t i a l ixx ="1.0" ixy ="0.0" i x z ="0.0"
iyy ="1.0" i y z ="0.0" i z z ="1.0">
</ i n e r t i a l >
</xacro : macro>
Jediný rozdíl mezi tímto a pøedchozím pøíkladem je, ¾e je pøi volání makra potøeba
zadat hodnotu parametru hmotnost.
<xacro :Nazev makra hmotnost="10"/>
Je patrné, ¾e pokud vlastnost pou¾ijeme tímto zpùsobem vícekrát, dochází ke zkrácení
kódu a zlep¹ení jeho pøehlednosti. Obdobným zpùsobem lze samozøejmì pou¾ít makra
i u dal¹ích vlastností.
2.7. Zobrazení modelu
URDF model je mo¾né spustit v RVIZu pomocí tohoto pøíkazu[11]:
$ ros launch u r d f t u t o r i a l d i sp l ay . launch
model :=adresa/ test robot . urdf
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Tento pøíkaz provede tøi vìci. Naète parametry zadaného modelu, spustí uzel sen-
sor msgs/JointState, který se stará o publikování dat o poloze jointù, a nakonec spustí
RVIZ vèetnì naètení pøíslu¹ného konguraèního souboru.
Pro otestování pohyblivých vazeb lze spustit GUI Joint State Publisheru (obr. 2.5),
a to roz¹íøením pøedchozího pøíkazu[11]:
$ ros launch u r d f t u t o r i a l d i sp l ay . launch
model :=adresa/ test robot . urdf gui :=True
Obrázek 2.5: Joint State Publisher GUI screenshot
2.8. Pou¾ití cizího modelu
Chceme-li pou¾ít model, který byl vytvoøený na jiném poèítaèi, postupujeme stejnì jako
v pøedchozím pøípadì. Pokud tento URDF model obsahuje odkazy na soubory 3D modelù
a textur umístìných v balíèku (napø. robot description), je nutné tento balíèek nejprve
nainstalovat. Vlo¾íme ho tedy do slo¾ky pracovního prostøedí catkin ws/src a následnì
zadáme v terminálu tyto dva pøíkazy[1]:
$ cd ∼/ catk in ws /
$ catkin make
První z tìchto pøíkazù zajistí pøemístìní do adresáøe catkin ws a druhý sestavení
pracovního prostøedí.
2.9. Vyu¾ití CAD systémù pøi tvorbì URDF modelu
Tvorba tvarovì slo¾itých modelù pouze pomocí základních geometrických obrazcù je ponì-
kud nepraktická. Je tedy vhodné vyu¾ít pro tento úèel CAD systém a následnì vyexpor-
tovat model do podporovaného formátu. Pou¾ití takto získaných modelù bylo popsáno
v kapitole 2.3.1.
2.9.1. STL
Tento formát je jedním ze dvou, které jsou pou¾itelné pro tvorbu URDF modelù. Pùvodnì
vznikl pro úèely 3D tisku. Ostatnì STL je odvozeno od slova Stereolitography. Z toho
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plynou nìkteré jeho vlastnosti. Pùvodní verze STL napøíklad vùbec neobsahuje informace
o barvì modelu.
Povrch modelu je v pøípadì tohoto formátu denován plo¹kami ve tvaru trojúhelníkù
(obr. 2.6) a jednotkovou normálou smìøující smìrem ven z modelu. STL existuje ve dvou
formách: ASCII a binární, která je více roz¹íøena díky své kompaktnosti. Ka¾dý trojú-
helník je urèen dvanácti èísly datového typu oat. Tøi z nich slou¾í pro urèení normály
a zbylých devìt denuje polohu rohových bodù trojúhelníku v kartézském souøadném
systému.[12]
Obrázek 2.6: STL model [13]
Hustota trojúhelníkové sítì závisí na po¾adované pøesnosti modelu. Ta se nastavuje
pøi exportu do .stl. Obecnì platí, ¾e triangulace zdeformuje pøedev¹ím zaoblení, nebo»
je nahradí rovnými plo¹kami. Pro modely slo¾ené z kvádrù a krychlí tedy staèí men¹í
rozli¹ení ne¾ napøíklad pro kouli.
Velkou výhodou STL je, ¾e export do tohoto formátu umo¾òují témìø v¹echny CAD
systémy pou¾ívané ve strojírenství. Nevýhodou pak prakticky nemo¾ná úprava tìchto
modelù. Pøi vyu¾ití STL modelu v URDF také nejsou zobrazeny barvy, a to i pøes to,
¾e ji¾ existuje varianta tohoto formátu, která je podporuje.
2.9.2. Collada
Oznaèení Collada vzniklo jako zkratka z Collaborative Design Activity. Tento formát byl
na rozdíl od SLT vytvoøen za úèelem ukládání 3D modelù a animací pro graku. Je
zalo¾ený na XML schématu a obvykle je pou¾íván s koncovkou .dae. Colladu dnes vyu¾ívá
mnoho enginù pro hry nebo napøíklad Google Earth.
Zásadní výhoda oproti STL je, ¾e tyto modely obsahují ve¹keré informace o barvách.
Problémem v¹ak je výraznì men¹í mno¾ství programù, které export do .dae umo¾òují.
Existují sice konvertory formátù 3D modelù, nicménì èasto nefungují pøíli¹ dobøe. Zástupci
programù s pøímou podporou exportu do .dae jsou Blender, Maya a 3ds Max.[14]
2.9.3. CAD programy
V dne¹ní dobì existuje celá øada programù pro 3D modelování. V této kapitole je nìkolik
z nich uvedeno spoleènì s jejich struèným popisem, který by mìl usnadnit výbìr vhod-
ného programu. Volba 3D modeláøe toti¾ závisí na konkrétním u¾ivateli, jeho dosavadních
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zku¹enostech s tímto typem programù a po¾adovaném výstupním formátu modelu. Pod-
statným faktorem pøi výbìru je bezpochyby i cenová dostupnost jednotlivých programù.
Na základì toho lze CAD systémy rozdelit na dvì hlavní skupiny:
Komerèní
Jedná se o velmi výkonné nástroje a patøí sem programy jako: SolidWorks, Inventor,
Catia, Maya, 3ds Max a mnoho dal¹ích. Vyu¾ití uvedených programù se li¹í. První tøi jsou
vyvinuty pro strojírenství. Pøedností tìchto programù je èasto velmi intuitivní ovládání
a mo¾nost relativnì snadno vytváøet velice slo¾ité modely. Maya a 3ds Max zastupují
programy pro tvorbu graky. V¹echny uvedené programy podporují ¹irokou ¹kálu formátù
(samozøejmì s ohledem na jejich urèení). Bohu¾el cena tìchto programù bývá zpravidla
velmi vysoká.
Svìtlou výjimkou je v této kategorii program Cubify, který je dostupný ve verzích
Design nebo Invent, a jeho cena je výraznì ni¾¹í ne¾ u vý¹e uvedených programù (øádovì
tisíce korun). Práce v tomto programu je podobná jako v klasických CAD systémech
pou¾ívaných v technické praxi. Poèet dostupných funkcí je v¹ak znatelnì men¹í. To se
nicménì pøíli¹ netýká modelování, ale projevuje se spí¹e absencí analýz a simulací. Jeho
nejvìt¹í nevýhodou je v¹ak mo¾nost exportu omezená pouze na .stl formát.
Volnì dostupné
V této kategorii stojí jistì za zmínku pøedev¹ím program Blender, který je velmi výkonným
nástrojem v oblasti 3D graky a vyrovná se v tomto ohledu mnoha komerèním nástrojùm.
Nevýhodou je ov¹em jeho slo¾itost a neintuitivní ovládání zejména pøi porovnání s 3D
modeláøi pou¾ívanými ve strojírenství.
Obrázek 2.7: OpenSCAD [15]
Dal¹ími pøedstaviteli jsou napø. TinkerCAD a OnShape, jejich¾ zajímavostí je, ¾e fun-
gují online v internetovém prohlí¾eèi. Staèí si tedy zalo¾it úèet a mù¾ete zaèít modelo-
vat bez zdr¾ování s instalací. Zdarma je také Design Spark Mechanical a OpenSCAD
(obr. 2.8). Poslední z uvedených programù je zcela odli¹ný, co se týká zpùsobu práce, ne-
bo» zde u¾ivatel vytváøí skript s matematickým popisem objektu. Výhodou OpenSCADu
je mno¾ství existujících knihoven (napø. pro tvorbu ozubených kol) a snadná editace
vytvoøených modelù. Nevýhodou o nìco slo¾itìj¹í modelování.[16]
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3. REALIZACE MODELU
MOBILNÍHO ROBOTA
Distribuce ROSu pou¾itá v praktické èásti této práce je ROS Kinetic Kame. Byla zvolena
proto, ¾e je v souèastnosti doporuèována a je kompatibilní s Ubuntu 16.04 Xenial Xerus.
3.1. Volba formátu modelù a CAD systému
Pro tvorbu 3D modelù byl vzhledem ke zku¹enostem zvolen CAD systém Autodesk
Inventor a jako formát modelù STL. Pro úèely vizualizace je sice výhodnìj¹í pou¾ít formát
.dae, který obsahuje informace o barvì modelu, nicménì z Inventoru není mo¾né do tohoto
formátu pøímo exportovat. Existují sice programy pro pøevod mezi formáty, ale tato cesta
nevedla k dobrým výsledkùm, jeliko¾ se pøevedené modely v RVIZu nezobrazily. Mo¾nost
vyu¾ití programù Blender a Maya (které tento export umo¾òují) byla také zavr¾ena, a to
z dùvodu jejich znaèné odli¹nosti od strojírenských CAD systémù.
3.2. Tvorba jednotlivých 3D modelù
Pøi pou¾ití formátu STL je ka¾dému linku pøiøazena jedna barva. Z tohoto dùvodu byly
èásti modelu buginy, které se barevnì odli¹ují, modelovány jako samostatné díly. Pro
usnadnìní následné tvorby URDF byl kladen dùraz na vhodné umístìní poèátku souøad-
ného systému modelu.
Podle konvence jsou souøadné systémy v¹ech dílù orientovánny tak, aby osa X smìøo-
vala ve smìru pohybu, osa Z vzùru a Y vlevo. To pochopitelnì není mo¾né zcela dodr¾et
u pohyblivých èástí, jako jsou kola (obr. 3.1); v jejich pøípadì byl souøadný systém zvolen
tak, aby byla tímto zpùsobem orientována ve výchozí pozici a poté rotovala kolem osy
Y (na obrázku 3.1 zelenì).
Obrázek 3.1: Kolo
Èásti, které jsou spojeny xní vazbou, byly modelovány tak, aby mìly poèátky sou-
øadných systémù ve stejném místì. Napøíklad v pøípadì tlumièù zobrazených ¾lutì na
obrázku 3.2 to znamená, ¾e mají poèátek souøadnic zcela mimo díl. Pro kontrolu ná-
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vaznosti byla v Inventoru vytvoøena sestava (obr 3.2), ve které byly díly zavazbeny pøes
roviny XY, YZ a XZ.
Obrázek 3.2: Sestava
V¹echny vytvoøené modely byly exportovány do formátu STL, pøièem¾ bylo nutné
zmìnit v nastavení exportu jednotky z milimetrù na metry. Pokud by toto nebylo prove-
deno, zobrazily by se modely v RVIZu tisíckrát vìt¹í.
3.3. Tvorba URDF
Pøed zaèátkem psaní XML kódu byl vytvoøen balíèek robot description zpùsobem, jaký je
popsán v podkapitole 2.2.2. V tomto balíèku byly poté zalo¾eny adresáøemeshes a textures.
Do nich byly následnì nahrány v¹echny potøebné STL modely a textury.
Vlatní kód Xacra buginy se skládá ze ètyø èástí. První èást obsahuje vlastnosti a makra.
Jako vlastnosti byly nadenovány mìøítko, které tak lze u celého URDF modelu zmìnit
upravením jedné hodnoty, a dále dva typy vazeb. To umo¾òuje zmìnou dvou parametrù
zablokovat v¹echny pohyblivé vazby, co¾ výraznì napomáhá plynulosti pohybu modelu
v RVIZu na ménì výkonných poèítaèích. Makra jsou v modelu pou¾ita tøi - pro vytváøení
jointù xních, ovládaných a øízených. Díky tomu bylo mo¾né následnì nadenovat ka¾dý
joint na jednom øádku. XML zápis této èásti je následovný:
<!−− PROPERTIES & MACROS −−>
<!−−//////////////////////////////−−>
<!−− SCALE de f i n i t i o n−−>
<xacro : property name="s c a l e " va lue="1"/>
<xacro : property name="Sca l e "
va lue="${ s c a l e } ${ s c a l e } ${ s c a l e }"/>
<!−− REVOLUTE <=> FIXED − s e t f i x ed to block r evo lu t e j o i n t s −−>
<xacro : property name="sw rev " value="r evo l u t e "/>
<!−− CONTINUOUS <=> FIXED − s e t f i x ed to block cont . j o i n t s −−>
<xacro : property name="sw con" value="cont inuous"/>
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<!−−Fixed j o i n t−−>
<xacro : macro name="J o i n t f "
params="name parent ch i l d xyz rpy">
< j o i n t name="${name}" type="f i x ed">
<o r i g i n xyz="${xyz}" rpy="${ rpy}"/>
<parent l i n k="${parent}"/>
<ch i l d l i n k="${ ch i l d }"/>
</j o i n t>
</xacro : macro>
<!−−Movable j o i n t−−>
<xacro : macro name="Joint m"
params="name type parent ch i l d ax i s xyz rpy">
< j o i n t name="${name}" type="${ type}">
<o r i g i n xyz="${xyz}" rpy="${ rpy}"/>
< l im i t e f f o r t ="1" lower="−0.55" upper="0.55" v e l o c i t y="1"/>
<parent l i n k="${parent}"/>
<ch i l d l i n k="${ ch i l d }"/>
<ax i s xyz="${ ax i s }"/>
</j o i n t>
</xacro : macro>
<!−−Guided j o i n t−−>
<xacro : macro name="Jo in t g "
params="name type parent ch i l d ax i s xyz rpy mimic mult">
< j o i n t name="${name}" type="${ type}">
<o r i g i n xyz="${xyz}" rpy="${ rpy}"/>
< l im i t e f f o r t ="1" lower="−0.55" upper="0.55" v e l o c i t y="1"/>
<parent l i n k="${parent}"/>
<ch i l d l i n k="${ ch i l d }"/>
<ax i s xyz="${ ax i s }"/>
<mimic j o i n t="${mimic}" mu l t i p l i e r="${mult}" o f f s e t ="0"/>
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Obrázek 3.3: Strukturní strom modelu buginy
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Ve druhé èásti jsou nadenovány v¹echny materiály, tøetí obsahuje linky a v poslední,
ètvrté, jsou denice jointù. Zápis jednoho jointu vypadá díky vytvoøeným makrùm takto:
<xacro : J o i n t f name="Body" parent="ba s e l i n k " ch i l d="body"
xyz="0 0 0" rpy="0 0 0"/>
Dokonèené Xacro bylo pøevedeno na URDF. Strukturní strom dokonèeného modelu
buginy je zobrazen na obrázku 3.3 a vizualizace v RVIZu je zachycena na obrázcích 3.4
a 3.5.
Obrázek 3.4: Vizualizace v RVIZu




V podkapitole 2.7. bylo popsáno, jak je mo¾né otevøít model v RVIZu. Aby bylo s modelem
mo¾né také pohybovat, potøebuje RVIZ získávat informace o poloze robota a prostøedí,
ve kterém se pohybuje. Ty lze získat z fyzicky existujícího robota nebo jako v pøípadì
této práce z robota virtuálního.
4.1. Simulace a potøebná data
4.1.1. Simulátor
Pro získání potøebných dat z robota byl pou¾it simulátor Stage. Jedná se o 2D simulá-
tor, mapu prostøedí, ve kterém se robot pohybuje, zde reprezentuje obrázek ve formátu
.png. Èernou barvou jsou v tomto obrázku znázornìny pøeká¾ky, bílou barvou volný pro-
stor. Stage poté simuluje data ze senzorù mìøících vzdálenost od virtuálních pøeká¾ek
a odometrii a dopoèítává informace o poloze jednotlivých èástí robota.[17]
Stage je dostupný na stránce github.com, kde jsou volnì dostupné zdrojové kódy, mapy
ve formátu .png a instrukce k instalaci.
4.1.2. Ovládání robota
Ovládání pohybu robota jako celku zaji¹»uje Teleop. V tomto pøípadì byl pou¾it plugin
do RVIZu (obr. 4.1), pomocí nìho¾ je mo¾né ovládat robota my¹í pøímo z vizualizaèního
prostøedí. Dal¹í mo¾ností je napøíklad pou¾ití teleopu v terminálu.
Obrázek 4.1: Teleop
Topic, který v pøípadì pou¾itého simulátoru slou¾í pro sdílení pokynù ohlednì pohybu
robota, má název /cmd vel. Tato informace je dùle¾itá právì pøi pou¾ití teleopu v RVIZu,
do nìho¾ je tøeba výstupní topic zadat.
Tento panel je dostupný po nainstalování balíèku s tutoriály k vizualizaci. Instalace
byla provedena v terminálu zadáním následujícího pøíkazu[18]:
$ sudo apt−get i n s t a l l ros−k in e t i c−v i s u a l i z a t i o n−t u t o r i a l s
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4.1.3. Mapování prostøedí
Informace o tvaru okolního prostøedí robota poskytuje uzel Gmapping. Tento uzel vyu¾ívá
data ze senzorù a postupnì díky nim vytváøí mapu prostøedí, kterým robot projel[18].
Instalaci balíèku gmapping je mo¾né provést v terminálu zadáním pøíkazu:
$ sudo apt−get i n s t a l l ros−verze rosu−gmapping
Tento balíèek má význam zejména v reálných aplikacích, kde umo¾òuje zmapovat
neznámé prostøedí, ale lze ho pou¾ít i v pøípadì simulace.
4.1.4. Instalace StageROS
Instalace simulátoru spoèívala v nainstalování balíèku stageros. Ten obsahuje uzel, který
umo¾òuje pou¾ívat nìkteré funkce simulátoru Stage prostøedictvím ROSu [17]. Jeho in-
stalace byla provedena v terminálu pøíkazem:
$ sudo apt−get i n s t a l l ros−k in e t i c−stage−ro s
Stage simuluje svìt, který je denován souborem .world. Pro úèely této práce byl pou¾it
simple.world. Ten se odkazuje na soubory pioneer.inc, který reprezentuje virtuálního ro-
bota, map.inc (slou¾í k zobrazení mapy) a sick.inc, co¾ je virtuální laserový scanner. Jako
mapa prostøedí pro simulaci byl pou¾it soubor hospital section.png (obr. 4.2). V¹echny
zmíòené soubory jsou dostupné na github.com.
Obrázek 4.2: Mapa [20]
Soubor simple.world byl upraven, aby jako mapu naèítal po¾adovaný obrázek. Dále
byla upravena velikost okna mapy a výchozí poloha robota, aby byl po spu¹tìní simulace
ve vhodné pozici.
Za úèelem snadnìj¹í pøenositelnosti souborù pou¾ívaných pøi simulaci na jiný poèítaè,
byl pro tyto soubory vytvoøen balíèek sim les. Toho bylo dosa¾eno zpùsobem popsaným
v podkapitole 2.2.2. Výhoda tohoto øe¹ení spoèívá v tom, ¾e je-li pro spou¹tìní pou¾íván
.launch soubor, nemusí se v nìm upravovat adresa umístìní simple.world, proto¾e se
odkazuje na umístìní v balíèku, nikoli na pøesné umístìní na disku. Tento balíèek pak
staèí nakopírovat do adresáøe ∼/catkin ws/src a sestavit pøíkazem catkin make.
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4.1.5. Spu¹tìní virtuálního robota
Virtuálního robota je mo¾né spustit pomocí následujících pøíkazù[16]:
$ r o s c o r e
$ rosrun s t a g e r o s s t a g e r o s
∼/ catk in ws / s r c / s i m f i l e s / s imple . world
$ rosrun t e l e op tw i s t k eyboa rd t e l e op tw i s t k eyboa rd . py
Ka¾dý z tìchto pøíkazù je nutné spustit v nové kartì terminálu. První pøíkaz spou¹tí
jádro ROSu, druhý simulátor Stage a poslední Teleop, kterým je mo¾né robota ovládat
pomocí klávesnice. Prostøedí simulátoru Stage je zobrazeno na obrázku 4.3.
Obrázek 4.3: Stage
4.2. Nastavení RVIZu
Po spu¹tìní virtuálního robota je mo¾né jeho propojení s vizualizaèním modelem v RVIZu.
K tomu je nutné model spustit zpùsobem, který je popsán v kapitole 2.7. Tlaèítkem
add v levé èásti okna RVIZu otevøeme okno jako na obrázku 4.4. Zde pøepneme na zálo¾ku
By topic a postupnì vybereme témata, která chceme vizualizovat. V pøípadì této práce
jsou to Odometry, LaserScan, TF a Map.
Po pøipojení se tyto topicy zobrazí v oknì Displays (obr. 4.5). Zde je pro správné
fungování nutné vybrat jako Fixed Frame odometrii. Kromì xního rámu je zde mo¾né
podle vlastních pøedstav nastavit barvu pozadí, velikosti ¹ipek vykreslovaných vektorù,
jejich barvu, zpùsob zobrazování laseru atd.
Teleop panel lze spustit následujícím zpùsobem. Na horním panelu RVIZu je tøeba
vybrat Panels - Add New Panel. Zobrazí se okno s názvem Panel Type. Zde je zálo¾ka
rviz plugin tutorials a v ní Teleop z obr 4.1. Ten je mo¾né pøipnout pod okno Displays.
Samozøejmì je nutné zadat výstupní topic /cmd vel.
Aby nebylo nutné v¹echny uvedené kroky opakovat pøi ka¾dém spu¹tìní RVIZu, bylo
toto nastavení ulo¾eno do konguraèního souboru Buggy.rviz.
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Za úèelem usnadnìní spou¹tìní simulace a vizualizace v RVIZu byl vytvoøen soubor Bu-
ggy.launch. Ten postupnì spustí uzly Stage, Gmapping, Joint State Publisher, Robot State
Publisher, otevøe v RVIZu model a naète konguraèní soubor Buggy.rviz.
<!−−Buggy s imu la t i on launcher−−>
<launch>
<arg name="gui " d e f au l t="True" />
<param name="us e gu i " value="$ ( arg gui )" />
<!−−Simulat ion Nodes−−>
<node name="Stage " pkg="s t a g e r o s " type="s t ag e r o s "
args="$ ( f i nd s i m f i l e s )/ s imple . world" />
<node name="Gmapping" pkg="gmapping" type="slam gmapping"
args="scan := base s can 1 " />
<node name=" j o i n t s t a t e p u b l i s h e r "
pkg=" j o i n t s t a t e p u b l i s h e r "
type=" j o i n t s t a t e p u b l i s h e r " />
<node name="r ob o t s t a t e pub l i s h e r "
pkg="r ob o t s t a t e pub l i s h e r "
type="s t a t e pub l i s h e r " />
<!−−RVIZ−−>
<arg name="r v i z c o n f i g "
d e f au l t="$ ( f i nd r obo t d e s c r i p t i o n )/Buggy . r v i z " />
<param name="r obo t d e s c r i p t i o n "
t e x t f i l e="$ ( f i nd r obo t d e s c r i p t i o n )/ urdf /Buggy . urdf " />
<node name="r v i z " pkg="r v i z " type="r v i z "
args="−d $ ( arg r v i z c o n f i g )" r equ i r ed="true " />
</launch>
Soubor Buggy.launch byl ulo¾en do balíèku robot description. Spu¹tìní lze provést
následujícím pøíkazem:
$ ros launch r obo t d e s c r i p t i o n Buggy . launch
Výsledná vizualizace je zachycena na obrázcích 4.6 a 4.7. Na tìchto obrázcích je dobøe
vidìt fungování balíèku gmapping. Prozkoumaný terén je vykreslen svìtle ¹edou barvou,
pøeká¾ky èernì a neprozkoumaný terén tmavì ¹edou. Èervenou barvou jsou vykresleny
data z laserového scanneru a modré ¹ipky vizualizují data z odometrie.
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Obrázek 4.6: Vizualizace v RVIZu




Cílem této práce bylo prozkoumat mo¾nosti vizualizace mobilních robotù ve frameworku
ROS (resp. v jeho modulu RVIZ), s vyu¾itím zji¹tìných informací sepsat návod, podle
nìho¾ bude mo¾né model mobilního robota vytvoøit, a následnì na základì tìchto po-
znatkù vytvoøit a otestovat 3D model pro reprezentaci RC buginy.
Ve druhé kapitole, která je ji¾ zmínìným návodem, je popis modulu RVIZ, formátu
URDF pou¾ívaného pro reprezentaci mobilních robotù, struktury XML, jím¾ je URDF
model popsán, 3D formátù pou¾itelných pro tvorbu dílèích modelù a CAD systémù, ve
kterých je mo¾né tyto dílèí modely vytvoøit. Tvorba vlastního URDF modelu buginy je
zdokumentována v kapitole 3.
Ètvrtá kapitola obsahuje základní popis simulace, která byla pou¾ita pro otestování
URDF modelu. V této èásti se vyskytly jisté komplikace, co se týká plynulosti pohybu
modelu. Pøíèin tohoto problému mù¾e být v zásadì nìkolik: pøíli¹ slo¾itý model, velké
mno¾ství pohyblivých vazeb, nedostateèný výkon pou¾itého poèítaèe, problém s ovlada-
èem gracké karty v Ubuntu, nevhodná volba xního rámu a fakt, ¾e ROS není pùvodnì
urèen pro real-time øízení. Prvním (a v podstatì neúspì¹ným) pokusem o vyøe¹ení tohoto
problému bylo výrazné sní¾ení rozli¹ení pou¾itých STL souborù. Dále byla vyzkou¹ena
zmìna xního rámu z Odometrie na Map, nebo» v pøípadì odometrie není relativní pohyb
xního rámu vzhledem k mapì nulový. Bohu¾el se ukázalo, ¾e v tomto pøípadì RVIZ na-
hlásí chybu a nezobrazuje model, odometrii ani scan. Jako nejúèinnìj¹í se po øadì pokusù
ukázalo zablokování pohyblivých vazeb na xní. Makro pro generování URDF modelu
bylo za tímto úèelem napsáno tak, aby bylo mo¾né úpravou dvou parametrù v¹echny po-
hyblivé vazby zmìnit na xní a naopak. Toto øe¹ení sice není ideální, nicménì vzhledem
k tomu, ¾e pou¾itý simulátor negeneruje data o úhlu natoèení a rotaci kol v závislosti
na pohybu modelu, ukázalo se toto prozatím jako nejlep¹í kompromis. Mo¾ná je i taková
varianta, ¾e budou-li data získávána z fyzického robota a poèítaè tak nebude zatì¾ován
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ROS Robot Operating System. Framework vytvoøený pro usnadnìní vývoje softwaru
mobilních robotù.
RVIZ Modul pro ROS umo¾òující 3D vizualizaci.
XML Extensible Markup Language neboli roz¹iøitelný znaèkovací jazyk. Na jeho sché-
matu je zalo¾en formát simulaèních modelù.
URDF Unied Robot Description Format. Formát zalo¾ený na XML schématu pou¾í-
vaný pro popis simulaèních modelù robotù.
Xacro XML makro vyvinuté pro usnadnìní tvorby URDF modelù.
OS Operaèní systém.
STL Formát 3D modelù. Pùvodnì vyvinutý pro 3D tisk.
Collada Collaborative Design Activity. Formát 3D modelù zalo¾ený na XML schématu
pou¾ívaný pro graku.
GUI Graphic User Interface neboli gracké u¾ivatelské rozhraní.





- Elektronická forma bakaláøské práce.
- Balíèek robot description s vytvoøeným URDF modelem buginy.
- Balíèek sim les se soubory pou¾itými pøi simulaci.
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