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Запропоновано розширення функцій 
системи оцінки ідентичності програмного 
коду при вивченні та практичному застосу-
ванні мов програмування в процесі навчан-
ня, шляхом використання сформованих 
репозиторіїв розподіленої системи контро-
лю версій
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Предложено расширение функций систе-
мы оценки идентичности программного кода 
при изучении и практическом применении 
языков программирования в процессе обуче-
ния, путем использования сформированных 
репозиториев распределенной системы кон-
троля версий
Ключевые слова: контроль версий, учеб-
ный процесс, плагиат
The expanding functions of the estimation 
system of identity program code in the study and 
practical application of programming languages 
in the learning process through the use of gener-
ated repositories distributed version control sys-
tem are proposed
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Одним з актуальних питань у вищих навчальних 
закладах (ВНЗ) є забезпечення ефективності вив-
чення дисциплін з програмування [1]. Можливість 
легкого копіювання інформації, яка представлена 
у електронному вигляді, при виконанні індивіду-
альних завдань з розробки програмного коду поро-
дила багато проблем, які пов’язані з правильністю 
оцінки індивідуальних робіт студентів. У зв’язку з 
цим виникла необхідність визначення повторного 
використання програмного коду у творчих проектах 
студентів, при вивченні дисциплін з програмування, 
з використанням системи оцінки ідентичності про-
грамного коду [2].
Крім того останнім часом активну популярність 
набирають розподілені системи контролю версій. 
Найбільш поширеними з таких є Subversion, Gіt та 
Mercurіal. Знання подібних систем підвищує затре-
буваність ІT фахівців на ринку праці, покращує про-
дуктивність розробників та полегшує рішення що-
денних завдань. Саме передача знань є вирішальною 
у процесі експорту-імпорту технологій [3].
Під час контролю програмного коду, який роз-
роблено студентами при вивченні дисциплін з про-
грамування, викладачі стикаються з проблемами 
синхронізації та ведення історії файлів, вирішення 
яких можливе при застосуванні однієї з систем керу-
вання версіями. Тому розширення функцій системи 
оцінки ідентичності програмного коду, при вивченні 
та практичному застосуванні мов програмування 
в процесі навчання з використанням сформованих 
репозиторіїв розподіленої системи контролю версій, 
є актуальним завданням, яке потребує проведення 
додаткових досліджень.
2. Проведення аналізу та вибір системи контролю 
версій
Вирішуючи завдання розширення функцій си-
стеми оцінки ідентичності програмного коду з вико-
ристанням сформованих репозиторіїв розподіленої 
системи контролю версій, розглянемо системи керу-
вання контролю версій з точки зору використання їх 
у навчальному процесі.
Subversion - централізована система, яка зберігає 
дані в єдиному сховищі. При збереженні нових версій 
використовується дельта-компресія, тобто система 
знаходить відмінності нової версії від попередньої 
і записує тільки їх, уникаючи непотрібного дублю-
вання даних. Сховище може розташовуватися на 
локальному диску або на мережевому сервері. До 
локального сховища клієнт Subversion звертається 
безпосередньо, а для доступу до віддаленого сервера 
може використовуватися власний мережевий про-
токол або стандартний протокол WebDAV, який під-
тримується за допомогою спеціального модуля для 
веб-сервера Apache.
При використанні цієї системи студенти мали б 
можливість копіювати файли зі сховища, створю-
вати локальні робочі копії, потім модифікувати їх і 
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публікувати зміни в сховищі. До сховища одночасно 
можуть звертатися декілька студентів та викладачів.
При доступі за допомогою WebDAV підтримується 
прозоре управління версіями. Тому коли будь-який 
студент відкриє для запису, а потім збереже файл, 
який розташовано на мережевому ресурсі, автоматич-
но створиться нова версія цього файлу, що полегшить 
здійснення контролю розробки програмного коду ви-
кладачем.
Git - розподілена система керування версіями 
файлів та спільної роботи. Система спроектована як 
набір програм, спеціально розроблених з урахуван-
ням їх використання в скриптах. Це дозволяє зручно 
створювати спеціалізовані системи контролю версій 
на базі Git або користувальницькі інтерфейси.
Git підтримує швидке розділення та злиття вер-
сій, містить можливості для візуалізації і навігації 
за нелінійною історією розробки. При використанні 
в процесі навчання вона надасть кожному викладачу 
копію всієї історії розробки, що дозволить здійснити 
контроль змін, які копіюються з одного сховища в 
інше.
Віддалений доступ до репозиторіїв Git забез-
печується GIT-демоном, SSH-або HTTP-сервером. 
TCP-сервіс GIT-демон входить в дистрибутив Git і 
є разом з SSH найбільш поширеним і надійним ме-
тодом доступу. Метод доступу по протоколу HTTP, 
незважаючи на ряд обмежень, дуже популярний в 
контрольованих мережах. Він дозволяє використо-
вувати існуючі конфігурації мережевих фільтрів.
Mercurial - кроссплатформена розподілена си-
стема керування версіями. Вона розроблена для 
ефективної роботи з дуже великими репозиторіями 
програмного коду та, у першу чергу, є консольною 
програмою. Система Mercurial написана на Python, 
хоча чутливі до продуктивності частини виконані в 
якості Python-розширень на мові програмування C. 
Репозиторії Mercurial управляються за допомогою 
утиліти командного рядка hg [4].
 Поряд з традиційними можливостями інших 
систем контролю версій, Mercurial підтримує по-
вністю децентралізовану роботу (відсутнє поняття 
основного сховища коду), розгалуження (можливо 
вести кілька гілок одного проекту і копіювати зміни 
між гілками), злиття репозиторіїв (цим досягається 
«розподіленість» роботи). Підтримується обмін да-
ними між репозиторіями через HTTP / HTTPS, SSH1 
і вручну за допомогою упакованих наборів внесених 
змін.
Також Mercurial використовує SHA1-хеши для 
ідентифікації ревізій і дозволяє присвоювати окре-
мим ревізіям індивідуальні мітки.
Дослідження проведені Google підтверджують, 
що використання систем Git та Mercurial стає дуже 
поширеним, в той час як Svn втрачає позиції доміну-
ючої системи контролю версій (рис. 1).
Також у зв’язку з тим, що Subversion є централізо-
ваною системою, студенту при роботі буде потрібен 
постійно працюючий svn-сервер для синхронізації, 
що є дуже незручним. Тому вибір доцільно прово-
дити між Mercurіal та Gіt, як розподілених систем, 
шляхом порівняння за декількома критеріями та їх 
відповідності завданням, які пов’язані з навчальним 
процесом.
Рис. 1. Аналіз використання систем
В Gіt крива навчання більше крута, ніж в Mercurі-
al у зв’язку з безліччю факторів. В Gіt більше команд 
і опцій, але їхня кількість завелика для користувачів. 
А документація Mercurіal виглядає більше закінченої 
та простою для розуміння. Термінологія Mercurіal 
ближче до Subversіon і CVS, що робить більш простим 
освоєння цієї системи.
Gіt вимагає періодичного обслуговування репо-
зиторіїв, а для Mercurіal подібних дій робити не по-
трібно. Gіt - інструмент дуже потужний, і зробить 
практично все, що ви попросите. Це означає, що 
Gіt може видалити історію. Репозиторії ж Mercurіal 
структуровані як постійно зростаюча колекція недо-
торканних об’єктів. 
Gіt явно не відслідковує перейменування або 
копіювання файлів. Його команди шукають файли, 
ідентичні тим, які з’являлися раніше в історії ре-
позиторія, і роблять висновок про перейменування 
або копіювання. Mercurіal надає конкретні команди 
з перейменування та копіювання і зберігає ці дії як 
історії файлу.
Gіt складається з великої кількості shell скриптів 
і unіx команд, які реалізовані на C. Mercurіal напи-
сано на Python з використанням APІ. Це дозволяє 
стороннім розробникам нарощувати Mercurіal за до-
помогою своїх Python модулів.
В Gіt, кожний репозиторій має свій власний про-
стір імен гілок, і користувачі налаштовують зв’язки 
між локальними та віддаленими просторами імен. 
Mercurіal має єдиний простір імен гілок, який вико-
ристовується всіма репозиторіями [5].
З погляду можливостей Gіt більш потужний, але 
за рахунок складності використання. З погляду реа-
лізації основних дій, Mercurіal має перевагу завдяки 
ефективному протоколу поверх HTTP.
3. Реалізація системи
Після проведення аналізу даних систем, в якості 
підтримки репозиторіїв при виконанні практичних 
та індивідуальних робіт з програмування, була обра-
на розподілена система контролю версій Mercurіal, як 
найбільш проста у використанні, загальнодоступна і 
задовольняюча всім програмним та технічним харак-
теристикам підтримки навчального процесу.
Реалізація запропонованого рішення виконана 
заміною існуючої моделі роботи з проектами в систе-
мі оцінки ідентичності програмного коду [2,6], шля-
хом додавання додаткових модулів та класів.
В процесі розробки в системі додатково створено 
клас Man, який зберігає лише інформацію про кори-
стувача та код запрошення. Код надається студенту і 
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використовується зареєстрованим користувачем для 
зв’язку свого Account та класу Man [7], шляхом вве-
дення цього коду при активації в системі.
Модуль Repository підтримує механізм роботи з 
розподіленою системою контролю версій Mercurial 
та розробленим алгоритмом розпізнавання плагіату 
при проведенні контролю та оцінки викладачем про-
грамного коду в процесі навчання (рис. 2).
Локальні адміністратори (далі старости груп) 
реєструються в системі, використовуючи запрошен-
ня викладача. Далі вони вносять інформацію про 
студентів групи та надсилають їм запрошення до 
активації в системі. Студенти груп, використовуючи 
код запрошення, активуються для роботи в системі 
за допомогою e-maіl та очікують підтвердження від 
старост.
Після підтвердження активації студент одержує 
доступ до системи керування репозиторіями своїх фай-
лів. Тепер вони мають можливість додавати та видаля-
ти свої репозиторії, відкривати до них доступ іншим 
студентам, старостам і викладачам, а також робити дії 
по адмініструванню режимів доступу користувачів та 
іp-адрес, з яких відбуваються операції редагування та 
додавання даних у кожен із репозиторіїв.
При закінченні виконання індивідуального за-
вдання або на вимогу викладача студент надсилає 
викладачеві посилання на репозиторій, який містить 
вихідні коди розробленої програми для її перевірки.
Викладач виконує функцію перевірки репозито-
рія на плагіат і одержує інформацію про автентич-
ність розробки (рис. 3).
Перевірка програмного коду здійснюється як іс-
нуючими способами, так і новим, який заснований на 
інформації про репозиторії та є доступним із системи 
контролю версій:
$ hg log -r1
changeset: 1:107e439be01c
tag: mytag
user: Bryan O’Sullivan <bos@serpentine.com>
date: Tue May 05 06:55:46 2012 +0000
summary: added line to end of <<hello>> file.
Опираючись на наведений вище фрагмент про-
грамного коду робимо висновок, що синтаксично 
аналізуючи результат виконання команд можна от-
римати всю необхідну інформацію про дату, час, 
автора та характер проведених змін для кожного 
файлу.
При аналізі бази розміщених проектів можна за 
рядом критеріїв визначити ідентичність розробле-
них студентами програм при виконанні практичних 
та індивідуальних завдань, що веде до підвищення 
ефективності навчального процесу.
Розподілена система дозволяє гнучко допрацьо-
вувати обмеження за розмірами репозиторіїв та кіль-
кістю збережених даних в об’ємі, який виділяється 
на одного студента.
Все це надає можливість адаптувати систему під 
доступні обсяги даних.
В результаті проведених досліджень отримано мо-
дель оцінки плагіату програмного коду на основі си-
стеми програмної роботи з репозиторіями розподіле-
ної системи контролю версій Mercurіal.
Рис. 2. Діаграма класів системи
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4. Висновки
В роботі послідовно розглянуто характеристики 
розподілених систем контролю версій, їх архітектура 
та основні особливості з точки зору використання 
при формуванні репозиторіїв студентських розробок 
програмного коду в процесі вивчення дисциплін з про-
грамування.
Проведено аналіз та обрано задовольняючу ха-
рактеристикам моделі розподілену систему контролю 
версій. Розроблено модель оцінки плагіату програм-
ного коду на основі використання розподіленої систе-
ми контролю версій Mercurial.
При проведенні подальших досліджень планується 
розробка, на основі запропонованої моделі, програми 
для платформи Windows 8 та впровадження модуля 
підтримки мобільної платформи Windows Phone 7.5 
для зручного перегляду викладачем статистичних да-
них про наявність плагіату програмного коду у про-
ектах студентів.
Рис. 3. Діаграма варіантів використання системи
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