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ABSTRACT
The philosophy of minimalism in robotics promotes gaining an understand-
ing of sensing and computational requirements for solving a task. This min-
imalist approach lies in contrast to the common practice of rst taking an
existing sensory motor system, and only afterwards determining how to ap-
ply the robotic system to the task. While it may seem convenient to simply
apply existing hardware systems to the task at hand, this design philosophy
often proves to be wasteful in terms of energy consumption and cost, along
with unnecessary complexity and decreased reliability.
While impressive in terms of their versatility, complex robots such as the
PR2 (which cost hundreds of thousands of dollars) are impractical for many
common applications. Instead, if a specic task is required, sensing and com-
putational requirements can be determined specic to that task, and a clever
hardware implementation can be built to accomplish the task. Since this
minimalist hardware would be designed around accomplishing the specied
task, signicant reductions in hardware complexity can be obtained. This
can lead to huge advantages in battery life, cost, and reliability. Even if
cost is of no concern, battery life is often a limiting factor in many applica-
tions. Thus, a minimalist hardware system is critical in achieving the system
requirements.
In this thesis, we will discuss an implementation of a counting, tracking,
and actuation system as it relates to ergodic bodies to illustrate a minimalist
design methodology.
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CHAPTER 1
INTRODUCTION
1.1 Motivation
A Cyber-Physical System (CPS) is a system in which the computational el-
ements and physical elements of a system are tightly intertwined. In fact,
it is often not possible to categorize a specic behavior of a CPS as being
the result of computational element (program) or a physical law [1]. Typi-
cally, in a CPS, physical processes are involved in feedback loops that aect
computations, which in turn, aect physical processes [2]. The study of
Cyber-Physical Systems (CPS) is of great relevance to the future of engi-
neered systems; areas of impact include transportation, defense, industrial
automation, healthcare and biomedical, agriculture, and power infrastruc-
ture [1, 3].
Traditional system design methodology partitions design into two disjoint
sets: computational algorithm design and physical system design. Only after
the two design layers are abstracted away and completed individually are
they then plugged together to form a complete system. In essence, this ap-
proach attempts to abstract away the details of the computational and the
physical properties of the system into \black boxes." This is perhaps a reec-
tion of the emphasis of specialization in the traditional higher educational
system [4]. For example, some are trained to be mechanical engineers, while
some are trained to be computer scientists. Unfortunately, this approach
often ignores subtleties in the interaction between the physical and compu-
tational environments. The result is often a system that is unnecessarily
complicated (and hence needlessly expensive) and dicult to test [5].
In many cases (especially those in which sensing and computation are
highly interdependent), a more benecial approach would be to study and
engineer the CPS as a whole, hence embracing (instead of ignoring) the tight
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integration between computation, sensing, and actuation. On a basic func-
tional level, this comprehensive view of CPS engineering will help to alleviate
unreliability issues that arise from unexpected interdependencies between two
supposed black box systems. Even further, however, the integrated view of
CPS design can lead to development of systems that are much more ecient
(in terms of cost, size, and power consumption) by making clever use of the
dependencies between the cyber and physical properties of a system.
In this thesis, several implementations of simple Cyber-Physical Systems
are used to illustrate a minimalist hardware design methodology. This min-
imalist hardware design methodology is made possible through the simulta-
neous consideration of the computational and physical properties of systems,
the benets of which we intend to demonstrate throughout this thesis.
1.2 Related Work
As mentioned earlier, minimalism requires understanding the sensing and
computational requirements for solving a task [6]. Minimalism has proven
to be successful in solving coverage tasks like the commercially successful
Roomba vacuum cleaners. Also, in the robotics literature, sensorless sys-
tems have been proposed for orienting parts [7] and for bipedal walking [8].
Minimal sensing congurations have also been proposed for mapping [9] and
localization [10].
1.3 Organization of Thesis
This thesis will be organized as follows. In Chapter 2, the methods of exper-
imental implementation for both tracking and agent guidance are explained,
including design decisions and trade-os and implementation costs. In Chap-
ter 3, the experimental results for these systems are presented and analyzed.
Finally, in Chapter 4, we draw conclusions from these experimental imple-
mentations and discuss future work that could be done to further advance
research.
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CHAPTER 2
METHODS
2.1 Tracking
There is a growing interest in determining how and where agents (people,
animals, or robots) spend their time in environments. For example, retail
stores, commercial institutions, and museums often wish to determine which
displays or areas are most popular. Tracking systems can also be used for
building surveillance, or even for tracking wildlife movement. One impor-
tant application that has surfaced recently is the use of tracking systems in
assisted-living settings. Tracking systems can help provide vital information
to care providers while still allowing patients to live independently and main-
tain their privacy [11]. Recently, commercial systems have been developed
that even allow elderly patients to be monitored from their own home, al-
leviating the need to move into an assisted-living community [12, 13]. In
these situations, video tracking would seem to encroach on a patient's per-
ceived privacy. We propose beam-crossing detectors as a viable alternative
that is able to eectively monitor patient movement with limited sensory
information.
For the purposes of our experiments, weaselballs are used as ergodic bod-
ies (essentially meaning that they will cover all regions of the area if given
sucient time [14]) to approximate the behavior of agents that need to be
tracked. This design is easily scaled to tracking of animals or humans by
simply changing the location of the beam sensors.
2.1.1 Design Decisions and Trade-Os
The rst design decision involved what physical phenomena would be used
to detect an agent crossing. An optical method of agent crossing detection
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was chosen for several reasons:
1. Optical sensors are non-contact, and thus they are
 More robust because there are no moving parts
 Less physically intrusive and imposing as they can be hidden in
the environment.
2. Optical sensors are immune to common electromagnetic interference
problems.
3. Optical detection circuits can be built simply using common electronic
components.
4. Simple optical detectors can be realized inexpensively.
5. Laser beams have a well-dened coverage area and can be simply mod-
eled mathematically to a high degree of precision.
As to the specic band of the optical spectrum used, infrared light seemed
to be a natural choice. Standard infrared (IR) LEDs and photodetectors
are common, inexpensive, and energy ecient. It is no surprise, then, that
IR LED/photodetector pairs have been used in nearly all television remote
controls since the mid 1980's.
Agent crossing feedback is achieved through the use of optical emitter-
detector pairs. Laser pointers were chosen because they are inexpensive
(about $2 US each) and easily aimed. The laser pointers were modied to
run on external battery packs (3 AA alkaline batteries in series). Simple
phototransistors (about $2 US each) were mounted on the opposite side to
detect the laser beams.
A change in voltage is observed when an agent crosses the beam, thereby
blocking the laser beam from reaching the photodetector. This change in
voltage is detected by a basic ADC circuit using the LM339 comparator
(about $0.20 US each). The threshold voltage for the beams can be set using
a simple trimmer potentiometer. For the purposes of this experiment, simple
circuit boards were fabricated to accommodate the ADC circuit (Figure 2.1
b). Each board can handle 4 inputs from the outputs of the photodetectors.
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(a)
(b)
Figure 2.1: (a) Emitter-detector pair with an agent crossing the beam; (b)
A simple analog to digital conversion board using the ubiquitous LM339
comparator.
The outputs of the ADC board are connected to the digital I/O pins
of a Complex Programmable Logic Device (CPLD). The CPLD is a pro-
grammable logic device that takes care of debouncing and denoising the in-
put signals. It then outputs an ASCII character corresponding to the beam
label (`A', `B', `C', etc.) over a serial port. The CPLD is designed using the
Verilog Hardware Description Language.
There are several reasons why we chose a CPLD for use in our system:
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1. Price: The least expensive Altera MAX IIZ CPLD costs less than $7
US.
2. Energy Consumption: The Altera MAX IIZ CPLD can run on as little
as 25 A on a 1.5 V supply.
3. Recongurability: The circuit implemented on a CPLD can easily be
recongured in-circuit by changing the Verilog code and reprogramming
the device with a PC.
Additionally, the CPLD design software reports the hardware resources
(including logic elements) that are used for a given design. Thus, it is possi-
ble to quickly estimate the hardware cost of a mass-produced (ASIC-based)
product. For example, the CPLD usage for the 6 beam implementation uses
78 logic elements and 21 total pins. Thus, this design easily ts in the sub-$7
device mentioned above, which has 240 logic elements and 54 I/O pins. De-
tailed analysis of the resource usage suggests that a design incorporating at
least 20 beams can t in even this small CPLD. If a larger system is desired,
the Verilog design can be seamlessly migrated to a larger CPLD.
The total cost of our 6 beam system is under $30 US. The system is
highly reliable. Once properly calibrated, the sensors do not miss any agent
crossings. The tracking system has low energy consumption: When run o of
a group of 3 AA alkaline batteries, the current draw was measured to be 21.7
mA. Thus, assuming a standard AA alkaline capacity of 2700 mAh, a laser
could run o of a group of AA batteries for over 120 hours. The CPLD board
itself can be powered with a simple rechargeable battery pack, or alternatively
powered via USB. Using Altera's PowerPlay estimator, the Altera MAX IIZ
would consume 0.072 mA when using the 6 beam implementation. Thus,
the CPLD could theoretically run for over 37,000 hours from the energy
contained in a set of alkaline batteries.
Wireless communication can be easily added to our architecture if needed.
We have experimented with 2.4 GHz XBee modules that implement the
802.15.4 protocol. For under $25 US, these devices allow very reliable and
simple communication. Each of these XBee modules is capable of handling
up to 6 beams directly using the on-board ADC circuitry.
To the best of our knowledge, our hardware implementation is the least
expensive compared with previous approaches for tracking agents using bi-
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nary sensors [15, 16]. First of all, we used inexpensive sensors compared to
Passive Infrared Sensors (PIR) or acoustic sensors. Furthermore, instead of
using a full sensor mote that may be excessive for simple computations, we
determined the precise computational requirements for solving our task and
implemented them in hardware. This leads to an overall decrease in price
and energy consumption.
Tracking Using Directional Beams
One weakness of the design just mentioned is that there is no way for the
system to identify if an agent begins to cross the beam, but changes direc-
tion and returns to the original region. This would result in a false-positive
crossing detection. One solution to this problem is to place two emitter-pairs
next to each other (the separating distance must be less than the width of
the agent to be detected). By visualizing a completed agent crossing this
bidirectional sensor, we can determine a policy to determine whether or not
an agent has truly completed a crossing, or whether it has simply started
to cross only to return to the original region before crossing. A completed
crossing can be seen in Figure 2.2.
Figure 2.2: Illustration of an agent crossing a directional beam from left to
right.
An agent that is crossing from left to right must then eventually cause
sensor reading of 00, 10, 11, 01, and 00. This type of policy is readily
implemented in the form of a nite state machine. This type of state machine
can be easily implemented on the CPLD to ensure that a complete crossing
has taken place. A diagram of the state machine used (which handles both
left-to-right and right-to-left crossings) can be seen in Figure 2.3.
It should be noted that an agent does not have to move straight through
the states in order - that is, IDLE ! LR1 ! LR2 ! LR3 ! LRCROSS
in order for a crossing to be detected. Rather, even a path where the agent
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Figure 2.3: A state machine used to detect completion and direction of a
beam crossing (all undisplayed transitions return to the IDLE state).
begins to backtrack in the midst of crossing will still be detected as a true
crossing, provided the agent does eventually cross. Such a path might look
like this: IDLE ! LR1 ! LR2 ! LR1 ! LR2 ! LR3 ! LRCROSS.
An added benet of this method is that it allows us to detect the direction
of crossing. Indeed, the \LR" states correspond to an agent approaching a
boundary from the left side, whereas the \RL" states correspond to an agent
approaching from the right side.
Multiple Agent Tracking with Directional Beams
While we can only guarantee perfect path reconstruction for a single agent,
we can use a multiple agent reconstruction algorithm as presented in [17]
to obtain a reconstruction estimate. Ambiguities in the path reconstruction
arise when multiple agents occupy the same region at the same time; there is
no way to distinguish them using our tracking system. However, by knowing
some properties of the system, we can adjust the algorithm to improve the
chance of accuracy. Additionally, even if we cannot precisely determine the
paths of all agents, we can still employ queries to gather useful statistics such
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as most visited regions, or agent counts within a particular region [17].
For example, the base algorithm in [17] models the behavior of agents in
the same region as a First-In-First-Out (FIFO) queue. That is to say, for two
agents currently occupying the same region, we assume that the rst agent
to enter the region will be the rst to leave. Alternatively, we could just
as easily implement a Last-In-First-Out (LIFO) behavior model, where we
assume the last agent to enter a region will be the rst to leave (perhaps due
to momentum). We can also make other variations to the base algorithm; for
instance, imposing a restriction on the maximum number of agents within
each region (perhaps due to re code restrictions), or imposing a restriction
on the maximum number of regions that an agent will visit [17]. Timing
information might also prove useful when imposing certain constraints on a
problem; a simple C++ program can be written to attach a timestamp to
each serial transmission to obtain this information.
2.1.2 Costs
A breakdown of prototype cost for a system of 4 emitter-detector pairs can be
seen in Table 2.1. Additionally, an estimated breakdown of mass production
cost can be seen in Table 2.2. A comparison of programmable logic device
prices is shown in Table 2.3.
Table 2.1: Estimated prototype cost per set of 4 detector pairs
Component Model Number Unit Cost in USD Quantity
Laser Pointer $ 1.98 4
Photodetector OP805SL $ 1.92 4
4-Input Comparator LM339 $ 0.20 1
1/4 Watt Resistor $ 0.03 12
Red LED $ 0.16 4
10K Trim Potentiometer $ 0.71 1
Breadboard $ 1.34 1
Total $18.85
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Table 2.2: Estimated mass production (10,000 units) cost per set of 4
detector pairs
Component Model Number Unit Cost in USD Quantity
Laser Pointer $ 1.25 4
Photodetector OP805SL $ 1.39 4
4-Input Comparator LM339 $ 0.13 1
1/4 Watt Resistor $ 0.005 12
Red LED $ 0.04 4
10K Trim Potentiometer $ 0.10 1
PCB 1.5"x2" (2-layer) $ 0.55 1
Total $11.56
Table 2.3: Comparison of options for programmable logic implementation
Component Model Number Unit Cost in USD
MAXII Evaluation Board $19.95
Bare MAXII CPLD EPM240 $ 6.00
ASIC (mass production only) $ 3.00 (estimate)
2.2 Agent Guidance
A key problem in the eld of robotics is the creation of low-level robot control
strategies from specications given in a high-level language [18]. Some exam-
ples of these tasks include navigation, patrolling, and coverage [19]. Our goal
is to be able to take these tasks, and convert them to low-level commands
that can be executed by robots.
As explored in [20], a common task in the study of robots is to translate
high-level goals (in the form of a human-like language) to low-level con-
troller commands. Instead of implementing controllers for motion of the
agents themselves, we instead choose to exploit the ergodic behavior of the
weaselballs mentioned above. Since weaselballs have no inherent method of
control, we must instead create a robotic environment to control the paths
of the weaselballs. The main benet of this approach is that we do not need
precise state estimation or state feedback. Instead, we employ simple gates
to enforce specic rules of passage for the ergodic agents.
We use Linear Temporal Logic (LTL) as a mathematical way of describing
high-level tasks. We then use the algorithm described in [20] to map the
LTL description to low-level gate actuation commands. By combining an
actuated gate with sensor feedback, we are able to create what we will call a
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controllable gate.
2.2.1 Design Decisions and Trade-Os
Our controllable gate is made from a piece of acrylic in the form of a ramp.
By rotating the ramp a suitable number of degrees, the direction of the gate
is altered, and we can obtain three gate congurations to execute the gate
actions, as seen in Figure 2.4.
The rotating ramp element is constructed out of 0.22000 acrylic material,
which has been cut into 600 x 4.500 pieces. The underside edges have been
beveled so that the ramp lies ush with the ground when it is congured to
allow passage in either direction. This ensures that the agents will be easily
able to fully climb the ramp. Strips of electrical tape were added to further
aid the agents in gaining traction when crossing a gate.
The acrylic ramp element is attached to Futaba S3003 servo motors using
standard servo horns. Servo motors were chosen for this application as they
are inexpensive (around $8 US each) and allow precise control of output angle
by the use of negative feedback. Additionally, the only control input required
is a Pulse-Width Modulation (PWM) signal, which is easily generated by
most microcontrollers.
The mounts for the ramp assembly were constructed using o-the-shelf
k'nex pieces. The use of k'nex pieces allowed for easy construction and aided
in placing the gate mechanisms at an optimal height. Early trials showed
that a ramp assembly that was mounted too low caused agents to cross a
blocked passage, while ramp assemblies that were too high prevented agents
from crossing a gate when desired.
Body crossing feedback is achieved through the use of optical emitter-
detector pairs. Laser pointers were chosen because they are inexpensive
(about $2 US each) and easily aimed. The laser pointers were modied to
run on external battery packs and held in place by simple armature mounts
(about $3 US each). Simple photodiodes (about $2 US each) were mounted
on the opposite side to detect the laser beams.
A change in voltage is observed when a body crosses the beam, thereby
blocking the laser beam from reaching the photodetector. Instead of using a
dedicated ADC circuit as described in Section 2.1, we decided to make use
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(a)
(b)
(c)
Figure 2.4: The three gate congurations: (a) The gate allows a body to
cross in the left-to-right direction; (b) the gate prevents bodies from
crossing in either direction; and (c) the gate allows a body to cross in the
right-to-left direction.
of the Arduino's built-in ADC capabilities to measure the voltage of each
photodiode. As can be seen in Figure 2.5, the laser beam/photodetector
pairs are placed so that only a body which has just crossed a gate causes a
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beam crossing.
(a) (b)
Figure 2.5: (a) A body which has just crossed the gate interrupts the laser
beam, while (b) a body simply moving within a region does not interrupt
the laser beam.
As previously mentioned, the ramp-type gates are implemented using servo
motors. The angular position of these servo motors is determined by the
duty cycle of the PWM signal they receive. For this purpose, we used an
Arduino Mega microcontroller board based on the Atmel ATmega1280 mi-
crocontroller. This platform was chosen as it is easy to congure and in-
expensive (about $35 US), Additionally, Arduino documentation and code
examples are plentiful. It should be noted that this system could have been
implemented in a less-expensive manner. While the Arduino environment
is convenient for easy programming and conguration, the system could be
implemented more eciently with a bare Atmel microcontroller and simple
breadboard. Alternatively, we could migrate the system to a CPLD-based
implementation.
The Arduino Mega can easily provide the 4 PWM signals necessary to
drive the four servos with the included libraries. It also provides 16 analog
input pins (8 are necessary for reading the voltage levels of the 2 photodiodes
for each of the 4 programmable gates). The Arduino has an on-board FTDI
chip for easy serial communication over USB. A PC was used to enter in
desired agent paths into a text string, which was then sent to the Arduino's
serial port to be parsed and translated into gate-level commands.
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2.2.2 Costs
A breakdown of prototype costs for an actuated four-gate system is shown
in Table 2.4.
Table 2.4: Prototype cost (in USD) for actuated four-gate system
Component Model Number Unit Cost Quantity
Laser Pointer $ 1.98 8
Photodiode VTP1188SH $ 1.89 8
Helping Hand Vice $ 2.99 8
Arduino Mega Microcontroller $ 50.00 1
Futaba Servo S3003 $ 8.00 4
K'nex Pieces (assortment) $ 1.00 1
600 x 4.500 0.220 acrylic $ 1.01 4
Total $141.92
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CHAPTER 3
EXPERIMENTAL RESULTS
3.1 Tracking
In this section, we present the results of our experimental implementations
of the agent tracking methodology proposed in Section 2.1.
3.1.1 Single Agent Tracking
We will now illustrate the tracking architecture functionality by means of a
simple example. As illustrated in Figure 3.1, we deployed six sensor beams
in a 5.50 by 4.250 environment. The outer portion of the environment is com-
prised of large paving bricks, whereas smaller bricks inside the environment
serve as obstacles.
Figure 3.1: A physical implementation of an environment including 6
beams.
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After creating the environment, we let a randomly moving object run for
several minutes. For the sake of clarity, we will show only the rst several
seconds of tracking. We use an overhead camera and OpenCV to get the
ground truth trajectory of the body (Figure 3.2 (a)). In Figure 3.2 (b),
we show the reconstruction of the trajectory by the implementation of the
algorithm.
(a)
e
a
d
c
f
b
(b)
Figure 3.2: (a) The actual trajectory of the body as recorded using
OpenCV; (b) the computed reconstruction of ~y = bbcee.
In this experiment, the system did not miss any of the agent crossings.
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The only type of error that we noticed was a false-positive crossing when an
agent touched a beam but did not cross it. This problem can be resolved by
the use of two adjacent beams to ensure the complete crossing of the body
before reporting.
3.1.2 Multiple Agent Tracking
Three Room Example
To expand upon the tracking ideas discussed earlier, we created a simple
system to track multiple agents.
The environment we created for this case is roughly ring-shaped. A group
of small bricks serves as the barrier (the center of the ring), while larger
paving bricks form the outer portion of the environment. The ring is then
partitioned into three sections by our laser-detector pairs. A representation
of the environment and its corresponding physical implementation can be
seen in Figure 3.3.
b
c
a
Da
Dc Db
a
bc
b c
a
T
(a) (b) (c)
Figure 3.3: (a) Two bodies moving in a 3-region environment, and (b) its
corresponding physical implementation. (c) A simple lter is sucient to
determine which beam (if any) is separating the two bodies [21].
Given the initial state of the two agents, we can determine which beam
is separating the agents or if they are together through the use of a state
machine. We implemented this state machine on the Altera MAX II CPLD.
The CPLD resource usage for the three room design is as follows: 52 logic
elements, 18 total pins. Thus, the design is easily implemented on the in-
expensive MAX IIZ CPLD mentioned above. As with the single agent case,
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errors occurred when an agent began to cross the laser beam but did not
complete the crossing. The use of 2 emitter-detector pairs mounted close to
each other helps to alleviate this issue.
Multiple Agent Tracking with Directional Beams
Since the original tracking system (using only non-directional beams) re-
sulted in false-positive detection errors, we implemented an experiment to
illustrate the directional beam approach to the problem as proposed in Sec-
tion 2.1.1. For this example, we will show the tracking algorithms described
in Section 2.1.1 applied to two agents. For the purpose of this experiment,
we created a 5.50 by 4.250 environment bounded by cinder blocks, as shown in
Figure 3.4. Small bricks on the inside of the environment represent obstacles.
r1
r4
r5
r2 r3
cb
b
−1
dd
−1
a
−1
c
−1
a
(a) (b)
Figure 3.4: (a) A physical implementation of an environment including 4
directional beams and 5 regions; (b) the corresponding region graph of the
environment.
We used two randomly moving agents (see Figure 3.5) and placed them
inside the environment. We then observed them with our tracking system
for several minutes.
A ground truth trajectory of the agent paths was recorded using an over-
head camera and OpenCV. Figure 3.6(a) shows the ground truth. For the
reconstruction algorithm, we used the base algorithm presented in [17] (when
two agents occupy the same region, we assume that the rst agent to en-
ter the region will be the rst to leave). For clarity, only the rst sev-
eral seconds of tracking are shown. The observation string was recorded
as ~y = b 1ac 1d 1a 1b 1dc 1d 1cbdb 1d 1c 1d 1dd 1 where clockwise cross-
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(a) (b)
(c) (d)
Figure 3.5: Some snapshots of the experiment. (a) The two agents begin in
the same region; (b) after 3 seconds, one agent has moved to the
upper-right region; (c) after 6 seconds, both agents have moved to the
lower-right region; and (d) after 9 seconds, one agent exits the region.
ings are represented as positive, and counter-clockwise crossings are repre-
sented as negative. The reconstruction based on this string can be seen in
Figure 3.6(b). The paths found are given by ~y1 = b
 1c 1d 1dd 1dd 1dd 1
(orange) and ~y2 = aa
 1b 1c 1cbb 1c 1d 1 (blue).
3.2 Agent Guidance
In this section, we present the results of our experimental implementations
of the agent guidance methodology proposed in Section 2.2. Videos of the
experiments presented here can be found at
http://www.youtube.com/user/ErgodicLTL
3.2.1 Single Agent Guidance
We will now illustrate an example of single agent guidance implementing
single agent coverage. We place the agent, a weaselball, in an environment
19
(a)
b c
a d
(b)
Figure 3.6: (a) The actual trajectory of 2 bodies; (b) a computed
reconstruction of the paths.
with four rooms that are partitioned with four controllable gates. By using
the controllable gates, it is possible to have the agent complete coverage of an
area in a specic manner. Suppose that we want to solve the following tasks:
\Starting from region 0 (upper-right), visit region 1 (upper-left), region 2
(lower-left), and region 3 (lower-right); then, visit region 2, region 1, and
region 0." The LTL formula 1 that captures this specication is }(0^}(1^
1An overview of the language of LTL formulas can be found in [20].
20
}(2 ^ }(3 ^ }(2 ^ }(1 ^ }0)))))). The experimental implementation
of this example can be seen in Figure 3.7.
(a) (b)
(c) (d)
Figure 3.7: A programmable coverage task: (a) The body crosses into the
upper-left region; (b) after 15 seconds, the body crosses into the lower-right
region, completing the coverage; (c) after 50 seconds, the body crosses into
the upper-left region on the return trip; and (d) after 240 seconds, the body
returns to the upper-right region.
3.2.2 Multiple Agent Guidance
It is also possible to implement multiple agent guidance using the same ex-
perimental environment as described above. To illustrate multiple agent
guidance, we place four agents in the environment, and illustrate the follow-
ing task: \Starting with all four bodies in region 0 (upper-right), cover all
four regions simultaneously and then meet again in region 3 (lower-right)."
The results of this experiment can be seen in Figure 3.8. Thus, the results
of the experiment demonstrate the success of our multiple agent guidance
strategy.
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(a) (b)
(c) (d)
Figure 3.8: A group splitting and coverage example: (a) The 4 bodies
begin together in the upper-right region; (b) after 37 seconds the bodies
begin to split; (c) after 45 seconds the bodies have split completely into
independent regions; and (d) after 240 seconds the bodies reconvene in the
lower-left region.
Time Delay Coverage Using Interval Temporal Logic
One extension to our agent guidance approach is the use of real time inter-
vals. For example, suppose that we want to solve the following task: \Two
bodies should simultaneously visit the upper-right region, then the upper-left
region, and then the lower-right region, and should spend at least 2 minutes
in each region." We can easily execute tasks like this by simply maintaining a
given conguration for a specied amount of time. This can be implemented
through the use of the internal clock of the microcontroller. The solution of
this specication is presented in Figure 3.9. Since LTL has no way of speci-
fying a time delay, a logic system such as Interval Temporal Logic (ITL) [22]
must be used to solve tasks with time parameters.
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(a) (b)
(c) (d)
Figure 3.9: Navigation using time intervals: (a) Two bodies begin together
in the upper-right region and are guaranteed to spend at least two minutes
there; (b) after 137 seconds both bodies transition to the upper-left region
and will spend at least two minutes there; (c) after 390 seconds the two
balls enter the lower-left region; and (d) will spend at least two minutes in
this conguration.
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CHAPTER 4
CONCLUSIONS AND FUTURE WORK
4.1 Conclusions
In this work, we have presented minimalist hardware architectures to im-
plement several agent tracking and agent guidance algorithms. We have
shown the relevance of Cyber-Physical Systems to modern engineering ef-
forts and its close ties with a minimalist hardware design methodology. Since
Cyber-Physical Systems will continue to play an increasing role in many eco-
nomic sectors, their aordability, energy eciency, and reliability are key
constraints that cannot be ignored. As we have shown, a minimalist hard-
ware methodology can fulll these needs.
We provided an explanation of the design process for several small Cyber-
Physical Systems, and have included a discussion of design decisions and
trade-os. We have also provided a detailed breakdown of prototype costs
of the systems we constructed and provided an estimate of mass-production
costs where applicable to demonstrate their commercial feasibility.
After providing a discussion of design methodology, we illustrated the func-
tionality of our hardware systems through the use of several examples. The
results of our experiments with tracking systems were presented, including
experiments using simple beams, bidirectional beams, single agent scenarios,
and multiple agent scenarios. We then presented experimental results from
our agent guidance systems, including both single agent and multiple agent
guidance scenarios. We also presented preliminary results from a time-based
multiple agent guidance approach that goes beyond Linear Temporal Logic.
Our experimental results have shown that our minimalist design methodology
was successful in fullling the demands of viable Cyber-Physical Systems.
24
4.2 Future Work
There are several interesting ideas that could be explored in future work:
 Wireless communication: XBee modules are relatively inexpensive,
small, and easy to congure for small sensor networks. They could
be used to allow tracking systems to be more exible and mobile.
 Sensing inside ergodic bodies: We have considered adding sensing ca-
pability to ergodic bodies. Sensors such as microphones, thermome-
ters, wi- cards, and accelerometers could be placed inside weaselballs,
and an XBee wireless module could report data to a host computer.
Additionally, we could add motor control to temporarily disable the
weaselball motor to decrease sensor noise.
 Invisible beams: Inexpensive IR pass lters can be created simply by
developing completely exposed 35 mm lm. The visible laser beams
could be used to aim the beams for easy calibration, and the IR pass
lter could later be put in place to be made invisible.
 Beam modulation: We can use 38 kHz modulation on the laser beams
and detectors to decrease the chance of interference from ambient light.
Additionally, this would allow us to decrease the laser intensity so that
there is no danger of damage to a human retina even under direct
viewing.
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APPENDIX A
SCHEMATICS
Figures A.1 and A.2 are schematics that document the design of our custom
tracking hardware.
Figure A.1: A schematic view of our custom ADC board based on the
LM339 comparator.
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Figure A.2: An image of the PCB produced for our custom ADC board.
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APPENDIX B
HDL BLOCK DIAGRAMS
Figures B.1, B.2, and B.3 are block diagrams that represent the modules we
created on a CPLD for implementing our tracking experiments. The mod-
ules were written in Verilog hardware description language and synthesized
successfully on an Altera Max II CPLD.
Figure B.1: A block diagram view of the CPLD implementation of an
experiment using six undirected beams.
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Figure B.2: A block diagram view of the CPLD implementation of the 3
room puzzle.
Figure B.3: A block diagram view of the CPLD implementation of an
experiment using 4 directional beams.
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