This document surveys existing research in emergent concepts
INTRODUCTION
Pushed by market instability and turbulence, modern enterprises are expected to adopt innovative business methodologies to gain flexibility and agility and remain high end competitors in a globalized market.
As customers' demands rise higher in respect to diversity, exclusivity and quality of the goods, the impact of emerging requirements is deeply felt at the shop floor level. Virtually all the recent control approaches and paradigms advocate the use of distributed intelligence to maximize enterprise's agility and flexibility: bionic manufacturing systems (BMS) (Ueda 1992 The industrial sector, traditionally conservative in respect to technological changes, is aware of the potential of application of such technologies and paradigms and two concepts seem to be in the research frontline: Service Oriented Architectures (SOA) and Multiagent Systems (MAS). The slow shift to SOA and MAS is accompanied by an increase in the offer of embedded tiny devices that will effectively support the establishment of intelligent automation environments. In fact, there will not be real implemented adaptive and reconfigurable systems without tiny embedded controller able to support MAS/SOA.
The success of the approaches earlier described partially depends on the possibility of having embedded MAS/SOA-ready devices. There are, however, computational limits and constraints to render the use of such technologies and devices cost effective that necessarily need to be overcome. Although is difficult to quantify and access the performance of the different approaches it is the authors' experience-based belief that there are substantial advantages in merging the best of both worlds (MAS and SOA).
The subsequent sections are organized as follows: section 2 details the concept of SOA and surveys existing research; section 3 presents a similar analysis for MAS; section 4 overviews the authors' applied research in distributed manufacturing systems that empirically suggests a favourable outcome of merging the best of MAS and SOA and in section 5 the main conclusions are discussed.
SERVICE ORIENTED ARCHITECTURES
The subject of Service Oriented Architectures (SOA) is vast, complex and multidisciplinary.
The definition of SOA is far from being agreed as a search in the literature easily confirms. Contact points between the numerous definitions frequently include the following topics:
Autonomy: there are no direct dependencies between the services and they are structurally decoupled. Interoperability: is achieved by, rather than detailing the operations performed by the service provider, specifying an interface that describes the services being hosted and the interaction patterns considered. Platform Independence: ideally the services are described using text-based formats (XML (Bray et al. 2006 ), WSDL (Christensen et al. 2001 ), ebXML, etc). These representations are not tied to a particular computer architecture, operating systems, programming language or technology and can be easily decoded by any system. Encapsulation: services provide self-contained functionalities that are exposed by user defined interfaces hiding unnecessary details. By composing and orchestrating services a very complex level of functionality can be offered through a clean and simple interface. Availability/Discovery: the services can be published in public registries and made available for general use.
As an emerging modelling paradigm for distributed systems SOA is often confused with a wide range of networked information technologies. In this context, Web Services are the preferred mechanism for SOA implementation.
The Web Services Working group of the World Wide Web Consortium (W3C) defines Web Service as (Booth et al. 2004 ): "a software system designed to support interoperable machine-to-machine interaction over a network. It has an interface described in a machine-processable format (specifically WSDL). Other systems interact with the Web Service in a manner prescribed by its description using SOAP (Box et al. 2000) messages, typically conveyed using HTTP with an XML serialization in conjunction with other Web-related standards." The comparison to SOA is, in this case, immediate and natural as SOA was born through the convergence of several web technologies.
Although a significant share of the research in SOA focus on modelling and supporting inter enterprise relationships, there is a favourable convergence of factors that are rendering it attractive in the establishment of automated networks of devices namely: the availability of affordable and high performance embedded devices, the expansion and low cost of Ethernet based networks and its acceptance in the industrial domain, the ubiquitous nature of the Internet, the existence of lightweight, platform agnostic communication infrastructures, etc. Code explosion -when there exists interaction between many heterogeneous services Reprogramming -under those circumstances the introduction of a new service with an unknown service description leads to the reprogramming of every service that interact with it.
MULTIAGENT SYSTEMS
Most definitions for agents are of functional nature and relate to their authors' background and the systems under study. Nevertheless, it is possible to isolate a common set of characteristics widely accepted(Camarinha-Matos and Vieira 1999): Autonomy -an agent is autonomous when it is able to act alone without help from third parties (like other agents or humans). Sociability -an agent must be able to communicate with other agents or even other entities. Rationality -an agent can reason about the data it receives in order to find the best solution to achieve its goal. Reactivity -an agent can react upon changes in the environment, changing its behaviour accordingly. Proactivity -a proactive agent has some control on its reactions basing them on its own agenda and objectives. Adaptability -an agent is capable of learning and changes its behaviour when a better solution is discovered adapting itself to changes in the environment.
Furthermore as detailed in (Wooldridge and Jennings 1995) several agent architectures have been categorized according to the prevalence of certain characteristics ranging from purely deliberative to purely reactive and hybrid.
While SOA is attractive for automation in part due to the possibility of seamlessly integrating systems at an interface of proxy level, the MAS contribution has been mainly related with "what lies behind the interface".
The agent characteristics earlier pinpointed allow a Multiagent System to behave as a dynamic social network of problem solvers that provide a result that is often bigger than the sum of individual contributions.
Given the large scope of applicability of such a system numerous environment implementations ( ) automation domain denotes a potential of MAS application with effective advantages over, currently used centralized solution in respect to: feasibility, robustness and flexibility, reconfigurability and redeployability. In (Marik et al. 2005 ) is shown that at least 25% of industrial automation problems can be efficiently solved by using an agent based approach. In (Monostori et al. 2006 ) a thoroughly overview of the use of MAS in manufacturing is addressed and the major strategic directions are indicated. In particular, the aspects of support for emergence and embodied intelligence to support highly adaptable and reconfigurable (evolvable) manufacturing systems are emphasized. There are, however, several weaknesses in MAS when applied to industrial systems, namely: rather limited time for the decision making, constraints given by the properties of the physical equipment as well as limited number of acceptable manufacturing structures.
MERGING MAS AND SOA
Although there is a lack of measurable evidence on the strengths and weakness of both concepts some issues systematically pop-up during the implementation of distributed control systems for flexible assembly cells. In either case each participant in the assembly process (robot, gripper, conveyor, tool magazine, etc) was abstracted as an agent or a service that interact among in the completion of cooperative tasks.
The implementation work was mainly pc-based ( Figure 3 ) therefore computational power was not a constraint. However, the differences between SOA and MAS were immediately felt. Although both paradigms support the idea of distributed autonomous entities and provide an effective modeling metaphor for complexity encapsulation, SOA emphasizes contract-based descriptions of the hosted services and does not provide a reference programming model. MAS, on the other hand, support well established methods to describe the behavior of an agent. The automation environments considered are typically heterogeneous and the lack of a structured development model/template renders system designing, implementation and debugging harder. The fact that agents are regulated by internal rules that support the implementation of social behaviour is a clear advantage. This is of major importance when considering systems that undergo dynamic runtime changes which is the case of the production paradigms earlier referred. SOA, on the other hand, is typically supported by widely used web technologies and assures interoperability with a wide range of systems and can easily spawn over the internet. Most well known MAS platforms are optimized for LAN use and are restricted to compliance with well defined but less used interoperability standards Unfortunately the computational requirements of the java virtual machine in addition to the ones of the JADE-LEAP platform introduced a significant overkill that tremendously reduced the performance of the system. . Emergent frameworks like DPWS provide high performance Web Service support for devices with limited resources without constraining services implementation but the inners describing the behaviour of the service have coded from scratch. Table 1 presents a comparative analysis between MAS and SOA. The selected characteristics included the conceptual and technology related features that are most relevant for the systems under study. The discussion around the fusion of MAS and SOA is not fundamentally new. However the research focus has been in enabling agents in existing systems to request, provide or manage web services (Greenwood and In the work developed by (Shen et al. 2005 ) an Agent-Based Service-Oriented Integration Framework was implemented in which web services were used as the backbone of some of the agents used in their case study. However, this integration framework is aiming business transactions and e-Business and therefore not targeting low cost computationally limited resources such as the ones under study. In a first attempt to merge MAS and SOA in a lightweight environment for embedded devices, DPWS has been used to provide Web Services interfacing functionalities, while state control and the execution model has been borrowed from the Agent concept.
The approach taken is currently running as nearly forty independent entities, spread across several computers in the NOVAFLEX's cell, that interact in the completion of assembly tasks. In this manner the entities running in the system denote a memory footprint of few kilobytes and yet deliver the adequate performance in the tasks under execution while being pooled by external system that gather extra information concerning the device (documentation and life cycle parameters). Currently this code is being installed in embedded devices to test its performance.
CONCLUSIONS
It is expected that future automation environments denote a complex and distributed nature. Current approaches are on the edge of becoming obsolete in supporting the expected requirements. Researchers are currently structuring the paradigms and technologies that will support these systems and, in this context, the demand and use of network intelligent devices is growing and new systems need to be developed to accompany also that shift in technology. Multiagent systems and Service Oriented Architectures currently align as the main candidates for that purpose. The comparative analysis in the previous section unveiled contact points, weaknesses and strengths. Paradigmatically both concepts target similar systems and are supported by well structured standards and development environments. Nonetheless, each misses significant complementary functionalities provided by the other.
As the number of SOA/MAS ready devices is expected to increase the need for good tools and methods to support the integration of both worlds become mandatory. The authors are currently developing solutions for this goal.
