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INTRODUÇÃO
Nos microprocessadores e microcontroladores não é possível programar em
linguagens de alto nível, como C ou Java, devido a baixa capacidade de memória dos
equipamentos. Ou seja, do ponto de vista prático, as empresas não precisam gastar
dinheiro  para  adicionar  memória  em  simples  circuitos,  como  o  de  calculadores,
quando é possível programar em Assembly, e isso implica diretamente no preço do
produto ao consumidor. Com o respectivo trabalho, objetivamos estudar a linguagem
de  programação  Assembly  e  aplicar  o  conhecimento  adquirido  na  prática,  ao
desenvolver algoritmos para o microprocessador Intel 8086.
MATERIAL E MÉTODOS
Antes  de  aprender  Assembly  foi  necessário  compreender  determinados
componentes  do  computador,  tais  como:  microprocessador  e  registrador.  O
microprocessador incorpora as funções da CPU (Unidade Central de Processamento)
num único circuito integrado. A disposição interna depende do design e o propósito
central  do  microprocessador.  No  nosso  caso,  afim  de  executar  os  algoritmos  em
Assembly nós escolhemos o microprocessador Intel 8086, visto que ele é utilizado na
maioria dos computadores.
Registrador é um local de acesso rápido disponível na CPU, é uma memória
volátil, portanto, seus dados são temporários. Em razão da memória estar dentro do
processador/microprocessador, ela possui melhor desempenho. Os registradores são
muito utilizados para a locomoção dos bits.
 A Tabela 1 demonstra os principais registradores.
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Com isso em mente, foi possível prosseguir com os estudos. Assembly é uma
linguagem de montagem, ou seja, é a representação simbólica para uma linguagem de
máquina numérica,  onde o Assembler  (montador)  realiza essa tradução.  Quando a
linguagem a ser convertida possui um nível mais elevado é utilizado a compilação
para transferir as instruções do nível elevado ao nível de máquina. O desempenho e o
acesso à máquina são surpreendentes se comparados com as de alto nível, em algumas
aplicações  pode  ser  significativa  essa  diferença,  porém,  um programador  de  uma
linguagem de alto nível não se preocupa com o armazenamento e a locomoção dos
bits  enquanto  os  de  baixo  nível  normalmente  buscam armazená-los  de  forma  de
poupar o número de ciclos, em certas ocasiões a linguagem de montagem é a única
alternativa devido à escassez de memória.
Em  Assembly  existem  os  mnemônicos  que  são  instruções  de  sentido
complexo, que, se usados com uma lógica podem formar um programa, tal como uma
calculadora.  Um  exemplo  de  mnemônico  é  o  MOV,  que  move  bits  para  um
registrador,  ele  é  usado  para mover  bits  constantemente  quando  uma  condição  é
aceita,  e  então  chegamos  a  outro  mnemônico  que  é  o  de  controle,  chamado
“compare”, mais conhecido como CMP na linguagem, cuja tradução é “comparar”,
esse simplesmente checa os bits e consta se a subtração de ambos é igual a zero, se for
então o CMP retorna um valor verdadeiro fazendo com que o bloco que está abaixo
dele execute. Existem outros mnemônicos com funções específicas, mas não nos cabe
explicá-los.
RESULTADOS E DISCUSSÃO
Para  fins  didáticos,  nós  desenvolvemos  alguns  algoritmos  simples,  como
mostrar na tela “Hello World” ou o alfabeto. Executar um programa em Assembly
não é tão simples como nas outras linguagens, é preciso seguir uma série de passos,
que estão descritos a seguir:
a. Salvar o arquivo como nome.S.
b. Transformar o arquivo em um objeto, com o comando: as test.S -o test.o.
c. Linkeditar o objeto para um arquivo binário, com: ld –Ttext 0x7c00 --
oformat=binary nome.o –o nome.bin.
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Atualmente  o  processador  dos  computadores  é  x86  ou  x64  e  como  nós
empregamos  o  Assembly  que  é  x16,  para  executar  os  programas  foi  necessário
simular o microprocessador Intel 8086 e para isso, utilizamos o Bochs. Bochs inclui
emulação do processador Intel x86, dispositivos de entrada e saída (I/O) comuns, e a
BIOS. Ele pode ser compilado para emular diferentes processadores x86, do 386 aos
mais  recentes  Intel  e  AMD  x86-x64,  e  não  depende  das  instruções  nativas  da
máquina. Isso é a principal diferença entre o Bochs e os outros softwares de emulação
como o VirtualBox.
Ao executar o algoritmo obtemos:
Figura 1 Tela do Bochs
CONCLUSÕES
Constata-se que estudar a fundo uma linguagem de montagem nos leva a ter
expectativas  mais  claras  sobre  os  níveis  de  arquiteturas  da  máquina  e  adquirir
conhecimento  sob  os   processadores/microprocessadores  e  registradores.  Uma
linguagem de baixo nível utiliza de mais instruções para realizar a mesma função de
uma de alto nível, a programação numa linguagem de montagem, portanto é complexa
e demanda de muito mais tempo para produzir um programa considerado simples em
outras linguagens.
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