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Delo obravnava problematiko neuravnoteženja togih rotorjev ter izdelavo merilnega sistema 
z grafičnim uporabniškim vmesnikom za identifikacijo debalansa. V prvem delu je 
predstavljeno teoretično ozadje problema in pomen balansiranja, v nadaljevanju pa izdelava 
in uporaba sistema za identifikacijo. Merilni sistem je izdelan iz komponent proizvajalca 
Beckhoff, signale pa se v realnem času spremlja in zajema s pomočjo programskega okolja 
TwinCAT. Za upravljanje je izdelan grafični uporabniški vmesnik v programskem jeziku 
Python. Za namen komunikacije med Python-om in TwinCAT-om je uporabljena knjižnica 
pyads. Delo je zaradi najboljše kompatibilnosti z merilnim sistemom potekalo na 
industrijskem računalniku Beckhoff. Izdelan merilni sistem s pomočjo grafičnega 
uporabniškega vmesnika omogoča merjenje in shranjevanje signalov iz naprave za 
dinamično balansiranje togega rotorja, ki so potrebni za določitev njegove masne 
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This work deals with the problem of unbalance of rigid rotors and development of 
measurement system with graphic user interface for the identification of rigid rotor 
unbalance. The first part presents the theoretical background and the importance of mass 
balancing followed by development and use of measurement system. The measurement 
system is assembled from Beckhoff’s components and the signals are monitored and 
acquired in real time with TwinCAT software environment. For user control a graphic user 
interface in Python programming language is developed. Pyads library is used to allow 
Python to interact with TwinCAT. Due to the best compatibility the work is done on 
Beckhoff industrial computer. The developed measurement system allows measuring and 
storing signals from the rigid rotor dynamic balancing device, which are needed to determine 
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Seznam uporabljenih simbolov 
Oznaka Enota Pomen 
   
e m ekscentričnost rotorja 
fs Hz frekvenca signala 
fv Hz frekvenca vzorčenja 
i / enotski vektor pravokotnega koordinatnega sistema 
j / enotski vektor pravokotnega koordinatnega sistema 
J kg m2 masna vztrajnostna matrika 
Jxx kg m
2 osni masni vztrajnostni moment 
Jxy kg m
2 deviacijski masni vztrajnostni moment 
Jxz kg m
2 deviacijski masni vztrajnostni moment 
Jyy kg m
2 osni masni vztrajnostni moment 
Jyz kg m
2 deviacijski masni vztrajnostni moment 
Jzz kg m
2 osni masni vztrajnostni moment 
k / enotski vektor pravokotnega koordinatnega sistema 
L kg m2/s vrtilna količina 
m kg masa 
M Nm moment 
N bit ločljivost A/D pretvornika 
p kg m/s gibalna količina 
Q bit ločljivost digitaliziranega signala 
r m polmer 
r m krajevni vektor 
R V razpon merjene napetosti 
ṙ m/s hitrost 
rT m krajevni vektor težišča togega telesa 
U V napetost 
   
φ rad kot zasuka 









Seznam uporabljenih okrajšav 
Okrajšava Pomen 
  
CNC računalniško numerično krmiljenje (Computer Numerical Control) 
GUI Grafični uporabniški vmesnik (Graphic User Interface) 
IEPE integrirana piezoelektrična elektronika (Integrated Electronics 
Piezo-Electric) 
MVM masni vztrajnostni moment 
PEP Princip predlaganja izboljšav (Python Enhancements Proposal) 








1.1 Ozadje problema 
Masno neuravnotežnje togega rotorja pri vrtenju povzroča radialne sile v ležajih. Ta dodatna 
obremenitev lahko močno vpliva na življenjsko dobo ležajev in celotne konstrukcije. Zaradi 
vrtenja se smer delovanja sil neprestano spreminja, kar povzroča vibracije in s tem tudi hrup. 
Masna neuravnoteženost se lahko pojavi zaradi nehomogenosti materiala, slabe izdelave 
rotorja, površnosti pri sestavljanju itd. Lahko pa je tudi posledica dotrajanosti in se pojavi 
po določenem času delovanja sistema. Identifikacija in odprava debalansa je ključnega 
pomena za doseganje optimalnih pogojev delovanja sistema in njegove življenjske dobe. Z 





Z ustreznim merilnim sistemom lahko v realnem času spremljamo velikost in smer radialnih 
sil v ležajih. Če vključimo še podatek o položaju rotorja pa lahko določimo njegovo masno 
neuravnoteženje in ga tudi odpravimo. V laboratoriju Ladisk je že izdelana naprava za 
balansiranje rotorjev (slika 1.1), ki ima vgrajena silomera za merjenje sil v ležajih in 
fotodiodo za pridobitev informacije o položaju rotorja. Cilj naloge je zajeti signale vseh treh 
elementov s pomočjo grafičnega uporabniškega vmesnika na računalniku. Za zajem signalov 
bomo izdelali merilni sistem iz cenovno dostopnih komponent proizvajalca Beckhoff, ki za 
nekomercialne namene brezplačno ponuja tudi programsko okolje za upravljanje njihove 
opreme imenovano TwinCAT. Grafični uporabniški vmesnik bomo izdelali v odprtokodnem 
programskem jeziku Python z uporabo knjižnice PyQT, ki je prav tako brezplačna za 
nekomercialno uporabo. Končni izdelek, ki bo povezan z obstoječo laboratorijsko napravo 
za balansiranje bo sposoben z upravljanjem uporabniškega vmesnika na računalniku izvesti 
















2 Teoretične osnove 
V prvem delu tega poglavja bodo predstavljene nekatere teoretične osnove, ki so ključnega 
pomena za predstavitev fizikalnega ozadja rotacije togega telesa okrog nepomične osi. V 
nadaljevanju se bomo osredotočili na fizikalne principe merjenja signalov, analogno-
digitalno pretvorbo in na koncu še predstavili uporabljeno merilno in programsko opremo. 
 
 
2.1 Rotacija togega telesa okrog nepomične osi 
Togo telo v mehaniki pomeni, da se geometrija telesu s časom ne spreminja in da ima telo 
zvezno porazdeljeno maso. V delu bo obravnavano togo telo rotor, ki rotira okrog stalne osi. 
Najprej bosta predstavljeni kinematika in kinetika togega telesa, nato pa bodo izpeljane 




2.1.1 Kinematika togega telesa 
Položaj togega telesa v prostoru je določen s koordinatami težišča v koordinatnem sistemu 
x, y, z in rotacijo okrog te točke. To pomeni, da ima togo telo v prostoru 6 prostostnih stopenj. 
To so tri translatorne in tri rotacijske prostostne stopnje. Telo se giblje translatorno kadar 
imajo vsi njegovi delci enako trajektorijo poti, rotira pa takrat, ko se telo giblje, delci na eni 
premici pa mirujejo. Ta premica se imenuje nepomična os. Ostala gibanja so sestavljena iz 
kombinacije obeh [1, 2, 3].  
 
Togo telo je lahko obravnavano kot velik sistem masnih točk, pri katerem se razdalje med 
posameznimi točkami ne spreminjajo. Lahko so poljubne oblike, imajo pa zvezno 
porazdeljeno maso. Primer togega telesa v prostoru prikazuje slika 2.1, kjer je r krajevni 
vektor do diferenciala mase, rT krajevni vektor do težišča telesa, T težišče in m masa togega 
telesa. Krajevni vektorji so definirani na osnovi enotskih vektorjev, kot prikazuje enačba 
(2.1). V matematiki so to vektorji z dolžino 1 in so v pravokotnem koordinatnem sistemu 




Slika 2.1: Poljubno togo telo v prostoru [2]. 
Krajevni vektor težišča telesa rT je definiran kot seštevek skalarnih produktov diferencialov 
mase z njihovimi krajevnimi vektorji, deljen s celotno maso togega telesa : 
 
 
2.1.2 Kinetika togega telesa 
Pri kinetiki togega telesa obravnavamo njegovo gibanje kot posledico delovanja zunanjih sil 
in momentov, zato bomo v tem poglavju izpeljali enačbi za gibalno in vrtilno količino, ter 
enačbe za osne in deviacijske masne vztrajnostne momente. Teorija bo povzeta po delu 
Slaviča [2]. 
 





Ker lahko togo telo gledamo kot sistem masnih točk  za njegovo gibalno količino velja, da 
je enaka skalarnemu produktu mase in hitrosti težišča telesa: 
kjer je hitrost težišča ṙT definirana kot odvod krajevnega vektorja do težišča: 
𝒓 =  𝑥𝒊 +  𝑦𝒋 + 𝑧𝒌 (2.1) 
𝒓𝑇  =  
∫  𝒓 d𝑚𝑚
∫ d𝑚𝑚
 . (2.2) 
𝒑 =  𝑚 ?̇?𝑇 , (2.3) 
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in masa togega telesa kot seštevek vseh diferencialov mase: 
𝑚 =  ∫ d𝑚 
𝑚
. (2.5) 
Povezavo med vplivom zunanjih sil na togo telo in njegovim translatornim gibanjem opisuje 
zakon o spremembi gibalne količine, ki pravi, da je vsota vseh zunanjih sil enaka spremembi 
gibalne količine oziroma produktu mase telesa in pospeška njegovega težišča: 
∑ 𝐹𝑖
𝑖
 =  ?̇? = 𝑚 ?̈?𝑇 , (2.6) 





Vrtilna količina je definirana kot povezava med položajem diferenciala mase in njegove 
hitrosti. Za togo telo prikazano na sliki 2.2, kjer je ω kotna hitrost, lahko zapišemo izraz za 
vrtilno količino po enačbi (2.7). 
 
 
Slika 2.2: Togo telo s kotno hitrostjo ω [2]. 
 
 







Na podlagi enačbe: ?̇? =  𝝎 𝑥 𝒓 iz vira [2], lahko zapišemo: 
𝑳 =  ∫ 𝒓 ×   𝝎 ×  𝒓 d𝑚
𝑚
 . (2.8) 
Če sedaj uvedemo novo spremenljivko A: 
in zapišemo vektorje: 








) , (2.10) 
lahko nadaljujemo z vektorskim produktom: 
Sedaj, ko imamo vektor A določen, izvedemo integriranje. Integriramo vsako komponento 
vektorja posebej, izpostavimo konstante in izpeljemo enačbo (2.12), ki predstavlja definicijo 
vrtilne količine. 
V vrtilno količino smo vpeljali osne masne vztrajnostne momente (2.13) in deviacijske 
masne vztrajnostne momente (2.14). Osni masni vztrajnostni momenti predstavljajo merilo 
upiranja objekta kotnemu pospešku, deviacijski pa pri rotaciji povzročajo dinamične sile v 
radialni smeri. Te enačbe so bistvenega pomena za obravnavo obremenitev togega telesa pri 
rotaciji okrog nepomične osi, ki sledi v nadaljevanju. 
𝑨 =  𝒓 ×   𝝎 ×  𝒓 (2.9) 


























𝜔𝑦 𝑧 − 𝜔𝑧 𝑦
− (𝜔𝑥  𝑧 −  𝜔𝑧 𝑥)









2 +  𝑧2) −  𝜔𝑦 𝑥 𝑦 −  𝜔𝑧 𝑥 𝑧
− 𝜔𝑥 𝑥 𝑦 + 𝜔𝑦 (𝑥
2 + 𝑧2)  − 𝜔𝑧 𝑦 𝑧
− 𝜔𝑥  𝑥 𝑧 −  𝜔𝑦 𝑦 𝑧 + 𝜔𝑧  (𝑥
2 +  𝑦2)
) . (2.11) 
𝑳 = (
𝜔𝑥  𝐽𝑥𝑥 −  𝜔𝑦 𝐽𝑥𝑦  −  𝜔𝑧 𝐽𝑥𝑧
− 𝜔𝑥 𝐽𝑦𝑥 +  𝜔𝑦 𝐽𝑦𝑦  − 𝜔𝑧 𝐽𝑦𝑧




Če sedaj vpeljemo masno vztrajnostno matriko: 
 
lahko zapišemo enačbo (2.16) s katero je ob poznavanju kotne hitrosti in masne vztrajnostne 
matrike mogoče togemu telesu določiti vrtilno količino. 
 
Povezavo med vplivom zunanjih momentov na togo telo in njegovim rotacijskim gibanjem 
opisuje zakon o spremembi vrtilne količine, ki pravi, da je vsota vseh zunanjih momentov 
enaka spremembi vrtilne količine togega telesa. Predstavlja ga enačba (2.17), podrobna 
izpeljava pa je podana v literaturi [2]. 
 
 
2.1.3 Obremenitve pri rotaciji togega telesa 
V tem poglavju bomo obravnavali obremenitve, ki se pojavijo pri rotaciji togega telesa okrog 
nepomične osi. S pomočjo definicij o gibalni in vrtilni količini bomo izpeljali ravnotežne 
enačbe. Teorija bo ponovno povzeta po literaturi [2]. 
𝐽𝑥𝑥 =  ∫ (𝑦
2 + 𝑧2) d𝑚
𝑚
 
𝐽𝑦𝑦 =  ∫ (𝑥
2 +  𝑧2) d𝑚
𝑚
 
𝐽𝑧𝑧 =  ∫ (𝑥




𝐽𝑥𝑦 =  𝐽𝑦𝑥  ∫ (𝑥 𝑦) d𝑚
𝑚
 
𝐽𝑥𝑧 =  𝐽𝑧𝑥  ∫ (𝑥 𝑧) d𝑚
𝑚
 





𝐽𝑥𝑥 − 𝐽𝑥𝑦 −  𝐽𝑥𝑧
−  𝐽𝑦𝑥   𝐽𝑦𝑦 − 𝐽𝑦𝑧
− 𝐽𝑧𝑥 − 𝐽𝑧𝑦 𝐽𝑧𝑧
) , (2.15) 
𝑳 = 𝑱 𝝎 (2.16) 
∑ 𝑴𝒊
𝑖
 =  ?̇? (2.17) 
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Obravnavo bomo začeli z opisom slike 2.3. Prikazan je togi rotor, ki je vrtljivo vpet med dva 
ležaja. Rotor ima težišče v točki T, razdalja med ležajema pa je l. Na sliki so predstavljeni 
trije koordinatni sistemi. Eden je fiksni (x, y, z) ostala dva (x1, y1, z1 in x2, y2, z2) pa se vrtita 
skupaj z rotorjem in imata izhodišče v obeh ležajih. Rotirajoča koordinatna sistema smo 
definirali tako, da težišče T leži na ravnini x1z1 (oziroma x2z2). Zasuk osi x1 glede na absolutno 
os x predstavlja kot φ [2, 4].  
 
 
Slika 2.3: Togi rotor vpet med dva ležaja [2]. 
 
 
Statične vplive pri obravnavi zunanjih sil in momentov na rotor lahko zanemarimo, saj 
predpostavljamo, da so dinamični bistveno večji. 
 
Na rotor deluje zunanji moment M in na mestu ležajev zunanje sile. Opazujemo jih v vrtečem 
se koordinatnem sistemu. Na mestu prvega ležaja delujeta komponenti sile 𝐹𝑥1 in 𝐹𝑦1, ki ju 
opazujemo v koordinatnem sistemu x1, y1, z1, na mestu drugega ležaja pa delujeta komponenti 
sile 𝐹𝑥2in 𝐹𝑦2, ki ju opazujemo v koordinatnem sistemu x2, y2, z2. Lega težišča v vrtečem se 
koordinatnem sistemu x1, y1, z1 je definirana s krajevnim vektorjem rT, ki ga popisuje 
naslednja enačba: 
Parameter e predstavlja ekscentričnost rotorja, d pa osno razdaljo od prvega ležaja do težišča. 




 =  ?̇? = 𝑚 ?̈?𝑇 (2.19) 
in po istem principu enačbo za spremembo vrtilne količine: 
∑ 𝑀𝑖
𝑖





) . (2.18) 
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Če poznamo masne lastnosti rotorja na sliki 2.3 in predpostavimo, da nanj deluje zunanji 
moment M, ostane na sliki pet nepoznanih veličin. To so 𝐹𝑥1, 𝐹𝑦1, 𝐹𝑥2, 𝐹𝑥2 in φ(t). Za 
določitev petih neznank bomo potrebovali pet ravnotežnih enačb. Dve bomo izpeljali iz 
enačbe (2.19), preostale tri pa iz enačbe (2.20). 
 
Začnemo z definicijo vrtilne količine togega telesa v vrtečem se koordinatnem sistemu: 
𝑳𝟏  =  ∫ 𝒓 ×   𝝎 ×  𝒓 d𝑚
𝑚
 . (2.21) 
Lahko zapišemo enačbi vektorjev: 
𝒓 = 𝑥1 𝒆𝑥1 +  𝑦1 𝒆𝑦1 + 𝑧1 𝒆𝑧1  , 
𝝎 = 0𝒆𝑥1 + 0𝒆𝑦1 + ?̇? 𝒆𝑧1  . 
(2.22) 
Enotski vektor v vrtečem se koordinatnem sistemu v radialni smeri je 𝒆𝑥1, v krožni pa 𝒆𝑦1. 
Ker smo upoštevali, da imamo rotacijo samo okoli z osi, upoštevamo samo enotski vektor v 




Slika 2.4: Vektorji v vrtečem se koordinatnem sistemu [2]. 
 
 
Od tukaj naprej sledi izračun vektorskih produktov in integriranje po masi, ki je podrobneje 
predstavljen v literaturi [2], v tej obravnavi pa bomo nadaljevali od enačbe (2.23), ki jo 
dobimo za integriranjem po masi. Enačba predstavlja vrtilno količino togega rotorja pri 
vrtenju okrog nepomične osi v prostoru. 




𝑳𝟏 = − ?̇? 𝐽𝑥1𝑧1  𝒆𝑥1  − ?̇? 𝐽𝑦1𝑧1  𝒆𝑦1  +  ?̇? 𝐽𝑧1𝑧1  𝒆𝑧1 (2.23) 
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Sedaj izraz (2.23) še odvajamo po času in dobimo: 
Upoštevali smo, da je ez1 konstanten, kar pomeni, da je njegov odvod po času enak nič. 
 
Če uporabimo enačbi (2.25) iz definicije polarnega koordinatnega sistema, lahko zapišemo 
enačbo (2.26). 
Sedaj lahko združimo izraza (2.20) in (2.26) in dobimo prve tri ravnotežne enačbe: 
V obravnavanem primeru lahko iz slike 2.3 določimo momenta okrog x in y osi, ki sta enaka 
produktu ročice l in komponente sile v vrtečem se koordinatnem sistemu x2, y2, z2: 
Preostali potrebni enačbi pridobimo iz izraza (2.19): 
Za vrteči koordinatni sistem smo vstavili radialni pospešek ar in krožni pospešek aφ. 
 
Z izpeljanimi relacijami lahko, če imamo poznane masne lastnosti togega rotorja, 
izračunamo podatke o dinamičnih silah v ležajih in kotnem pospešku rotorja. Te relacije 
lahko uporabimo pri masnem uravnoteženju togega rotorja na napravi za balansiranje. Sile 
v tem primeru niso neznanke ampak jih lahko izmerimo. Da rotor masno uravnotežimo 
morajo biti reakcijske sile v podporah enake 0. Na podlagi tega lahko izračunamo 
ekscentričnost rotorja in deviacijske MVM iz katerih nadalje izračunamo podatke za masno 
uravnoteženje ob predpostavki, da morata biti za dinamično uravnoteženje izpolnjena dva 




?̇?𝟏 =  − ?̈? 𝐽𝑥1𝑧1  𝒆𝑥1  −  ?̇? 𝐽𝑥1𝑧1  ?̇?𝑥1  −  ?̈? 𝐽𝑦1𝑧1  𝒆𝑦1  −  ?̇? 𝐽𝑦1𝑧1  ?̇?𝑦1  +  ?̈? 𝐽𝑧1𝑧1  𝒆𝑧1  . (2.24) 
?̇?𝑥1 =  ?̇? 𝒆𝑦1           ?̇?𝑦1 =  − ?̇? 𝒆𝑥1 (2.25) 
?̇?𝟏 = − ?̈? 𝐽𝑥1𝑧1  𝒆𝑥1  −  ?̇?
2 𝐽𝑥1𝑧1  𝒆𝑦1 − ?̈? 𝐽𝑦1𝑧1  𝒆𝑦1 + ?̇?
2 𝐽𝑦1𝑧1  𝒆𝑥1 +  ?̈? 𝐽𝑧1𝑧1  𝒆𝑧1 (2.26) 
𝑥1 :          ∑ 𝑀𝑥1 =  − 𝐽𝑥1𝑧1  ?̈? +  𝐽𝑦1𝑧1  ?̇?
2  
𝑦1 :         ∑ 𝑀𝑦1 =  − 𝐽𝑥1𝑧1  ?̇?
2 +  𝐽𝑦1𝑧1  ?̈? 
𝑧1 :         ∑ 𝑀𝑧1 =  𝐽𝑧1𝑧1  ?̈? . 
(2.27) 
𝑀𝑥1 =  −𝐹𝑦2𝑙 ,         𝑀𝑦1 =  𝐹𝑥2𝑙 . (2.28) 
𝑥1:          𝐹𝑥1  +  𝐹𝑥2 = 𝑚 𝑎𝑟 =  −𝑚 𝑒 ?̇?
2 




2.2 Merilni sistem z grafičnim uporabniškim vmesnikom 
V tem poglavju bodo v prvem delu predstavljeni osnovni principi merjenja uporabljenih 
zaznaval in teoretično ozadje analogno-digitalne pretvorbe, v nadaljevanju pa še uporabljena 
merilna in programska oprema. 
 
  
2.2.1 Osnovni princip merjenja 
Na napravi za masno uravnoteženje togih rotorjev smo merili dve različni veličini. Prva je 
sila, ki smo jo merili v podporah. Za merjenje smo uporabili IEPE silomere, ki temeljijo na 
piezoelektričnem efektu. Druga merjena veličina je bila osvetlitev na rotorju, ki smo jo 
zaznavali s fotodiodo. S prilepljenim črnim trakom na rotorju se je pri vsakem obratu na 




Piezo električni pojav 
 
O piezoelektričnem pojavu govorimo, kadar se pri deformaciji materiala pojavi električni 
naboj. Tovrstna zaznavala so zaradi svojega principa delovanja lahko zelo majhna, z njimi 
pa lahko izmerimo velike obremenitve. Natančnost meritev je zelo dobra. Ta princip se 
običajno uporablja pri silomerih in pospeškomerih. Osnovni princip piezoelektričnosti 
prikazuje slika 2.5. Prednapet kristal, ki je pritrjen med osnovno in premično ploščo se ob 
delovanju sile deformira. Deformacija povzroči spremembo električnega naboja. V našem 
primeru smo uporabili piezoelektrično zaznavalo z integrirano elektroniko. To pomeni, da 
ima zaznavalo že vgrajeno elektroniko, ki naboj pretvori v električno napetost, katera je 
primernejša za prenos po vodnikih z manj izgubami [7, 8]. 
 
 





Zaznavanje spremembe svetlobe s fotodiodo 
 
Fotodioda je polprevodniški element s P-N spojem. P-N spoj pomeni stik med dvema 
različno dopiranima plastema iz silicija ali germanija. P plast vsebuje presežek pozitivnih 
ionov, N plast pa presežek elektronov. Princip delovanja fotodiode je, da se ob spremembi 
svetlobe na P-N spoju spreminja električni tok. Zaznavalo je sestavljeno iz P-N spoja 
vgrajenega v plastično ohišje (slika 2.6). Osvetljevanje P-N spoja je omogočeno iz ene strani, 
ostale strani pa so pobarvane črno ali pa zaprte v kovinsko ohišje [9]. 
 
 
Slika 2.6: Shema fotodiode [9]. 
 
2.2.2 Analogno-digitalna pretvorba 
Analogno-digitalno pretvorbo uporabljamo, kadar želimo realne zvezne signale zajemati na 
računalniku. V nekaterih enostavnih aplikacijah je uporaba analognega signala bolj 
smiselna. To je na primer radio. V drugih bolj kompleksnih pa pri uporabi analognega 
signala ne zadostimo funkcionalnosti in moramo zato uporabiti digitalni signal. 
Najpomembnejše prednosti digitalnega signala so popolno shranjevanje, neskončno 
razmerje med signalom in šumom, sposobnost izvedbe kompleksnih izračunov itd. Če 
želimo pri aplikacijah uporabiti te prednosti moramo analogni signal pretvoriti v digitalnega. 
Pretvorba je shematično prikazana na sliki 2.7 [10].  
 
Dva pomembna kriterija pri analogno-digitalni pretvorbi sta časovna diskretizacija ali 
vzorčenje in amplitudna diskretizacija ali kvantizacija. Prva popisuje časovni interval 
zajemanja vrednosti. Minimalno vzorčenje, da se oblika signala po digitalizaciji obdrži 
predpisuje Nyquistov kriterij. Predpisuje, da mora biti frekvenca vzorčenja fv višja od 
dvakratnika frekvence merjenega signala fs. Zapišemo ga [10]: 
𝑓𝑣  > 2 𝑓𝑠 . (2.30) 
Amplitudna diskretizacija predstavlja ločljivost analogno digitalnega pretvornika. To je 
število različnih diskretnih vrednosti, ki jih lahko loči. Digitalne vrednosti so zapisane v 
Teoretične osnove 
13 
binarni obliki, zato je ločljivost predstavljena kot potenca števila 2. Eksponent predstavlja 
število bitov. Ločljivost Q digitaliziranega signala je enaka razponu R merjene napetosti 
deljene z ločljivostjo A/D pretvornika N [10] : 






 . (2.31) 
 
 
Slika 2.7: Analogno digitalna pretvorba [10]. 
 
 
2.2.3 Beckhoff merilna in krmilna oprema 
V nalogi smo za zajemanje signalov uporabili merilni sistem podjetja Beckhoff. Prav tako 
smo uporabili njihovo programsko okolje, zato sledi kratka predstavitev proizvajalca. 
 
Beckhoff je podjetje, ki se ukvarja z razvojem računalniško krmiljenih avtomatiziranih 
sistemov. Njihova področja so industrijski računalniki, vhodno/izhodne komponente, 
pogonske tehnologije in programska oprema za avtomatizacijo. Njihovi produkti se lahko 
uporabljajo kot posamezne komponente ali pa kot skupek komponent, ki tvorijo celoten 
sistem. Njihove rešitve so uporabljene na zelo različnih področjih, od krmiljenja CNC 
strojev do nadzora pametnih stavb [11]. 
 
V nadaljevanju bodo predstavljene vse uporabljene komponente merilnega sistema. 
Komponente se med seboj enostavno združijo v eno celoto, za njihovo povezavo pa poskrbi 
E-bus protokol, ki se poveže, ko sta dve komponenti sestavljeni skupaj. 
 
 
2.2.3.1 EK1100 – EtherCAT sklopnik 
EtherCAT sklopnik je glavni element sistema, na katerega so povezane vse ostale 
komponente (terminali ELxxxx). Nanj se lahko poveže poljubno število terminalov. 
Sklopnik pretvori EtherCAT signal v E-bus za nadaljnjo komunikacijo. Prikazuje ga slika 
2.8. V omrežje je povezan z zgornjim EtherCAT vhodom, spodnji pa služi za nadaljnjo 





Slika 2.8: EK1100 - EtherCAT sklopnik [11]. 
 
 
2.2.3.2 ELM3602-0002 2 kanalni terminal za priklop IEPE senzorjev 
Ta terminal je namenjen priklopu IEPE senzorjev, ki se večinoma uporabljajo za diagnostiko 
vibracij in akustiko. Napajalni tok je lahko nastavljen na 0, 2 ali 4 mA. Terminal je primarno 
namenjen merjenju napetosti, če pa se pojavi potreba, se lahko uporabi tudi funkcija za 
direktni prikaz pospeška. Za meritev napetosti imamo možnost izbirati med 12 različnimi 
razponi, od ±20 mV do ±10 V in od 0 do 20  V. Omogoča poljubno nadvzorčenje do faktorja 
100 in nastavljivo območje visoko-pasovnega filtra od 0,001 Hz do 10 Hz. Senzorji so na 
terminal povezani preko koaksialnih kablov z BNC priključki (slika 2.9), ki omogočajo hiter 
in enostaven priklop. Terminal omogoča 24 bitni zajem [11]. 
 
 





2.2.3.3 EL3702 2 kanalni analogni vhodni terminal 
Analogni terminal je namenjen za zajem analognih zveznih signalov med -10 in +10 V.  
Napetost, ki jo zajame, je digitalizirana z resolucijo 16 bitov. Zajemanje je nadvzorčeno z 
nastavljivim celoštevilskim faktorjem do 100. Časovna baza terminala je sinhronizirana z 
ostalimi EtherCAT napravami. Prikazuje ga slika 2.10 a) [11]. 
 
 
2.2.3.4 EL1008 8 kanalni digitalni izhodni terminal 
Digitalni izhodni terminal omogoča avtomatizirano vklapljanje oziroma izklapljanje 
digitalnih izhodov. Za prikaz stanja izhodov ima vgrajene LED diode. Terminal je prikazan 
na sliki 2.10 b) [11]. 
 
 




TwinCAT je programsko okolje podjetja Beckhoff, ki je integrirano v Windows programsko 
okolje Visual Studio in je za nekomercialne namene brezplačen. Okolje podpira različne 
programske jezike. Mi se bomo osredotočili na področje programiranja PLC, kar pomeni 
programirljivi logični krmilnik. Uporabljajo se v industriji za nadzorovanje in krmiljenje 
proizvodnih linij, za krmiljenje robotov, za krmiljenje CNC strojev itd. TwinCAT lahko 
vsakemu računalniku omogoči, da deluje kot krmilnik PLC ali CNC v realnem času ali pa 
kot krmilnik robotskih sistemov. PLC krmilnik deluje po enostavnem principu. Ko se nekaj 





Slika 2.11: Shema PLC krmilnika. 
 
 
Za standardizacijo programiranja PLC krmilnikov skrbi standard IEC 61131-3, katerega se 
drži tudi TwinCAT. Standard opisuje tri grafične in dva tekstovna programska jezika. Mi 
smo uporabili tekstovni jezik imenovan strukturiran tekst (angl. Structured text). V osnovi 
programiranje poteka v dveh oknih (slika 2.12). Eno okno je namenjeno za definiranje 
spremenljivk, drugo okno pa je namenjeno za pisanje algoritma. Vsaki spremenljivki je 
potrebno definirati tip podatkov. To so lahko vsi standardni tipi, preglednica 2.1 pa prikazuje 
nekaj najbolj uporabljenih in njihove lastnosti [11]. 
 
 











Preglednica 2.1: Najpogostejši tipi podatkov. 
Tip Spodnja meja Zgornja meja Uporaba spomina Vrsta podatka 
BOOL / / 8 bit TRUE/FALSE 
BYTE 0 255 8 bit celo število 
WORD 0 65535 16 bit celo število 
DWORD 0 4294967295 32 bit celo število 
SINT -128 127 8 bit celo število 
INT -32768 32767 16 bit celo število 
UINT 0 65535 16 bit celo število 
DINT -2147483648 2147483647 32 bit celo število 
UDINT 0 4294967295 32 bit celo število 
REAL ~ -3.402 x 1038 ~ 3.402 x 1038 32 bit decimalno število 
LREAL ~ -1.79 x 10308 ~ 1.79 x 10308 64 bit decimalno število 
STRING / /  besedilo 
ARRAY / /  numerično polje 
 
Pri pisanju algoritma je potrebno povedati, da se izvrševanje kode dogaja na drugačen način, 
kot pri klasičnem programiranju, kjer se koda izvrši od začetka do konca. Pri PLC krmilnikih 
se koda neprestano odvija. Ko pride do konca, se vrne na začetek in ponovno požene. Kako 
hitro se ponovno požene je eden izmed nastavljivih parametrov. Ta mora biti časovno daljše 
obdobje, kot je čas izvršitve enega cikla kode, saj je drugače krmilnik preobremenjen. V 
praksi si želimo ta čas imeti čim krajši, da lahko spremljamo in vplivamo na dogodke kar se 
da v realnem času. Pri programiranju lahko uporabljamo vse matematične operatorje, 
prikazani pa so v preglednici 2.2 [11]. 
 
 













X ali XOR 
ALI OR 
 
Osnovne parametre prej opisanih terminalov se nastavi in potrdi znotraj TwinCAT-a, kjer se 
lahko tudi spremlja dogajanje na vhodih in izhodih v realnem času. S posebno kodo te vhode 
in izhode vključimo med spremenljivke. To je %I* za vhode in %Q* za izhode. Ko je ta 
koda zapisana zraven spremenljivke je vhod oziroma izhod s to spremenljivko povezan. V 
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tem primeru mora biti spremenljivka določenega tipa, ki ga podpira ta vhod/izhod, sicer 
povezava ne bo delovala. 
 
TwinCAT deluje na vseh napravah, ki imajo nameščen operacijski sistem Windows. 
Pomembno je omeniti, da je za povezavo preko EtherCAT protokola potrebna mrežna 
kartica proizvajalca Intel. Če ta zahteva ni izpolnjena potem znotraj TwinCAT-a ne bo 
mogoče zaznati priključene opreme Beckhoff. Za najboljšo kompatibilnost je najbolj 
primerno uporabiti industrijski računalnik Beckhoff [11]. 
 
 
2.2.4 Programski jezik Python 
Python je programski jezik, ki zadnja leta močno pridobiva na popularnosti. V tem jeziku 
ima koda visok nivo abstrakcije, kar pomeni, da lahko pretežno kompleksen stavek napišemo 
z le nekaj besedami. Uporabljen je na zelo različnih področjih. Uporabljajo ga tudi 
mednarodno poznan podjetja, kot so Google, NASA, Cern… Za programiranje v tem jeziku 
je bila razvita množica programskih okolij, med katerimi je večina brezplačnih. Koda 
napisana v Pythonu je lepo berljiva, zato je ta jezik primeren tudi za začetnike. Kljub dobri 
berljivosti pri tem ne trpi hitrost programiranja. Lahko bi rekli nasprotno, da je programiranje 
v Pythonu zelo hitro. Slabost Pythona je v počasnosti izvajanja v primerjavi z drugimi 
programskimi jeziki [12, 13]. 
 
Za namestitev Pythona je zelo primerna distribucija Anaconda, ki skupaj s Pythonom 
namesti še vse najbolj široko uporabljene module. Tako že s prvo namestitvijo Python 
postane zelo dobro z moduli podprto orodje. Za nadaljnje reševanje težav z moduli je na 
spletni strani pypi.python.org na voljo več kot 100000 različnih paketov, ki jih v Python 
lahko namestimo z ukazom v ukazni vrstici [12] . 
 
Ker ima Python visoke standarde glede kakovosti ter estetike, se je že zgodaj v razvoju 
uveljavil princip PEP, ki skrbi za izboljšave. Eden izmed najpomembnejših je PEP8, ki skrbi 
za stil pisanja kode. Določena navodila so obvezna za uporabo, saj se v nasprotnem primeru 
koda ne bi izvedla brez napak, druga pa so zgolj priporočila, ki kodi dajejo dobro preglednost 
in lažjo razumljivost [12, 13]. 
 
Python je dinamičen tipiziran jezik. To pomeni, da se tipi spremenljivk ne preverjajo in zato 
na nekaterih tipih določene operacije niso možne. To je velika razlika od programiranja v 
TwinCAT-u (strukturiran tekst), kjer je bilo omenjeno, da je v posebnem oknu potrebno 
vsaki spremenljivki natančno definirati tip. Osnovni tipi numeričnih spremenljivk v Pythonu 
so: 
- int (integer) – zapis poljubnega celega števila 
- float – zapis števila s plavajočo vejico 
- complex – zapis števila v kompleksni obliki 
 
Ostali pomembni tipi spremenljivk so: 
- niz (angl. string) – uporaba poljubnih znakov 
- terka (angl. tuple) – seznam poljubnih objektov, ki ga ni možno urejati 
- seznam (angl. list) – seznam poljubnih objektov, ki ga je možno urediti 
- slovar (angl. dictionary) – pari ključev in vrednosti 
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Za niz lahko uporabimo vse znake po standardu Unicode. Te znake lahko od verzije Python 
3 naprej uporabljamo tako v tekstu, kot v programski datoteki. Terke se pišejo znotraj 
okroglih oklepajev, objekti pa so ločeni z vejicami. Ko je terka definirana ji objektov ni 
možno spreminjati, dodajati novih ali brisati obstoječih. Uporabna je predvsem v 
numeričnem smislu, kjer je njihova implementacija bolj lahka in posledično so hitrejše od 
seznamov. Za dobro lastnost lahko štejemo tudi to, da je ne moremo po nesreči spremeniti. 
Seznam je na videz enak kot terka. Razlika je v tem, da se ga definira znotraj oglatih 
oklepajev in da ga je možno urejati. Zadnji na seznamu je slovar. To je zbirka parov ključev 
in vrednosti brez določenega vrstnega reda. Vsak ključ ima svojo vrednost, do katere je 
mogoče dostopati z uporabo ključa. Tako kot sezname, se lahko ureja tudi slovarje [12].  
 
V Pythonu se lahko uporablja tudi logične, numerične in primerjalne operatorje, ki so 
predstavljeni v preglednici 2.3. 
 
 
Preglednica 2.3: Logični, numerični in primerjalni operatorji v Python-u. 
Logični operatorji Numerični operatorji Primerjalni operatorji 
Naziv Simbol Naziv Simbol Naziv Simbol 
Ali or Seštevanje + Manjše < 
In and Odštevanje - Večje > 
Negiranje not Množenje * Manjše ali enako <= 
  Deljenje / Večje ali enako >= 
  Celoštevilsko deljenje // Enako == 
  Ostanek pri deljenju % Neenako != 
  Potenciranje **   
 
To je bil kratek pregled osnov jezika Python. Programsko okolje, ki smo ga uporabili za 
pisanje kode je Visual Studio Code, ki je brezplačen in ponuja enostavno uporabo ter dobro 
preglednost. Uporabili smo 7 modulov, to so: numpy, sys, matplotlib, threading, time, pyads 





Pyads je Pythonov modul namenjen interakciji s TwinCAT-om. Njegova uporaba bo na 
kratko predstavljena na primeru kode. 
 
TwinCAT na računalniku ustvari pot, preko katere se lahko prenašajo informacije. Dostop 
je mogoče dobiti z ID številko in številko vrat (angl. port). Modul pyads ni nameščen z 
distribucijo Anaconda, zato ga je najprej potrebno ročno namestiti. V kodi ga je potrebno z 
ukazom import uvoziti. Nadalje se že lahko definira spremenljivka, ki bo vsebovala 
TwinCAT-ove podatke. Z metodo open se odpre komunikacija med Python-om in 
TwinCAT-om. V tem trenutku lahko beremo in pišemo spremenljivke v TwinCAT-u. Za 
branje se uporablja metoda read_by_name in za pisanje write_by_name. Kot argument 
se pri branju metodama poda pot do spremenljivke in njen tip, pri pisanju pa še vrednost. 
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Opisan postopek je z dodanimi komentarji za lažje razumevanje prikazan na spodnjem 
primeru kode. 
1. import pyads # Uvoz modula   
2.    
3. plc = pyads.Connection('127.0.0.1.1.1', 851) # AMS NetId in port   
4. # Začetek komuniciranja   
5. plc.open()   
6. # Branje   
7. plc.read_by_name('pot_do_spremenljivke', pyads.PLCTYPE_BOOL) # Pot in tip 
8. # Pisanje   
9. plc.write_by_name('pot_do_spremenljivke', False, pyads.PLCTYPE_BOOL)   
10. # Pot, vrednost in tip   
11. # Konec komuniciranja   




Ker je Python skriptni jezik je zelo praktičen za izdelavo in oblikovanje grafičnih 
uporabniških vmesnikov, saj ponavadi ne zahtevajo hitrosti ampak fleksibilnost 
programskega jezika. S tem razlogom je na spletu možno najti mnogo različnih knjižnic za 
izdelavo grafičnih uporabniških vmesnikov. Najpogosteje uporabljeni so PyQt, PySide, 
Kivy in wxWidgets. Izmed naštetih je PyQt verjetno najboljša in najbolj dozorela izbira, ki 
za komercialno uporabo ni brezplačen. Za naš uporabniški vmesnik smo si izbrali PyQt, zato 
bo beseda tekla o tem modulu. Qt je nabor C++ knjižnic in orodij za razvoj aplikacij in 
obdelavo podatkov, med drugim tudi izdelavo grafičnih uporabniških vmesnikov. PyQt 
implementira preko 1000 teh razredov v zbirko Python-ovih modulov [12, 14, 15]. 
 
 
Načini izdelave GUI 
 
Uporabniški vmesnik lahko rišemo ali programiramo. Za risanje se uporablja Qt-jev program 
QtDesigner. V njem enostavno ustvarjamo okna, v njih postavljamo gradnike in definiramo 
povezave med njimi. Na voljo so vse nastavitve parametrov, ki so možne za definiranje 
gradnikov s kodo. Primer izdelave grafičnega uporabniškega vmesnika prikazuje slika 2.13. 
Na levi strani je nabor gradnikov, v osrednjem delu je okno, ki se bo odprlo v operacijskem 
sistemu in v to okno se vstavljajo gradniki. Na desni strani so omenjene nastavitve za vse 





Slika 2.13: Grafični uporabniški vmesnik v QtDesigner-ju. 
 
 
Druga omenjena možnost je programiranje. Ta izbira zahteva boljše poznavanje modula, saj 
se celoten uporabniški vmesnik napiše s kodo. Postopek vzame več časa, ampak je 
interakcija med programom in vmesnikom boljša in lažja za vzdrževanje, vsaj kar se tiče 
enostavnih vmesnikov. Izdelava grafičnega uporabniškega vmesnika zahteva veliko število 




3 Metodologija raziskave 
V tem poglavju bomo obravnavali celoten potek izdelave končnega merilnega sistema. 
Začeli bomo pri postavitvi sistema, spoznavanju in testiranju modulov in nadaljevali z delom 
v programskem okolju TwinCAT ter programiranjem v programskem jeziku Python z 
uporabo obstoječih knjižnic. Med delom so se pojavljale različne težave, ki bodo 
predstavljene tekom obravnave. 
 
 
3.1 Postavitev merilnega sistema 
 
Uporabili smo obstoječo laboratorijsko merilno opremo proizvajalca Beckhoff. To je bil 
skupek štirih komponent sestavljenih skupaj s sklopnikom. V nadaljevanju bomo predstavili 
izbiro potrebnih komponent in vzpostavitev povezave merilnega sistema preko EtherCAT 
protokola z računalnikom. 
 
 
3.1.1 Izbira komponent sistema 
Naloga merilnega sistema je bila zajem treh signalov. To sta dva signala iz silomerov in 
signal fotodiode. Za zajem signalov silomerov smo uporabili terminal ELM 3602-0002, ki 
omogoča zajemanje analognih signalov IEPE zaznaval z ločljivostjo 24 bitov. Zvezen signal 
napetosti fotodiode smo zajemali s terminalom EL3702, ki digitalizira zajet signal z 
ločljivostjo 16 bitov. V sistem smo želeli podati tudi povratno informacijo o zajemanju, zato 
smo uporabili digitalni izhodni modul EL2008, ki omogoča krmiljenje osmih digitalnih 
izhodov. Celoten sestav je bil preko sklopnika priključen na enosmerno napetost 24 V. Slika 






Slika 3.1: Merilna oprema Beckhoff. 
 
 
3.1.2 Povezava z računalnikom 
Beckhoffov merilni sistem se za krmiljenje priključi preko internetnega vodnika z RJ45 
priključkom. Lahko ga priključimo v omrežje ali pa neposredno na računalnik. V našem 
primeru je bil povezan na računalnik. Pogoj za delovanje je mrežna kartica proizvajalca Intel, 
zato smo uporabili industrijski računalnik Beckhoff C6920.  
 
 
3.2 Testiranje delovanja analognega vhoda s 
pospeškomerom 
Beckhoffovo merilno opremo smo uporabljali prvič, zato smo za preizkus delovanja in 
zmogljivosti na modul za IEPE zaznavala priključili pospeškomer. Na kratko bodo 
predstavljene nastavitve zajemanja znotraj TwinCAT-a. Za zajemanje IEPE signalov je 
potrebno nastaviti štiri parametre. To so: 
- režim nadvzorčenja (mode of operation): nastavili smo ga na faktor 100, kar 
pomeni, da bo modul za vsak opravljen cikel programa naredil 100 meritev. To je 
Modul za zajem 
IEPE signalov 







najvišje nadvzorčenje, ki ga lahko nastavimo in s tem zagotovimo veliko število 
izmerkov in natančen popis oblike signala. 
- razpon napetosti zajema (interface): to je razpon pričakovane napetosti IEPE 
zaznavala. Ker smo pospeškomer priključili samo za testiranje, smo ta parameter 
nastavili na režim +/- 10 V. Parameter se praviloma nastavlja glede na občutljivost 
zaznavala in pričakovan velikostni razred merjenih veličin, saj s tem pridobimo 
optimalno ločljivost digitalnega signala. 
- napajalni tok IEPE zaznavala (IEPE bias current): nastavili smo ga na 2 mA. Ta 
tok je potreben za napajanje integrirane elektronike zaznavala, ki služi pretvorbi 
električnega naboja v napetost katero zajemamo. 
- visokopasovni filter (IEPE AC Coupling): nastavljamo ga lahko med 0,001 Hz in 
10 Hz ali pa ga izključimo. Mi smo ga nastavili na 1 Hz, kar trenutno za testiranje ni 
pomembno, bo pa pomembno kasneje pri uporabi silomera. Filtriral bo signale nižje 
od frekvence 1 Hz. Ker za merjenje dinamičnih sil na napravi za masno 
uravnoteženje togega rotorja ni predvidena tako nizka frekvenca vrtenja, filtriranje 
ne bo posegalo v merjen signal. 
 
Če našteti parametri niso nastavljeni, signala ni mogoče zajeti. Po nastavitvi smo lahko začeli 
z zajemanjem poskusnih signalov. 
 
Za vzbujanje pospeškomera PCB T333B30 smo uporabili vibracijski kalibrator The Modal 
Shop 9110D  (slika 3.2 a)). To je naprava, ki zagotavlja harmonsko nihanje poljubne 
frekvence in amplitude. Pospeškomer smo pritrdili na mesto vzbujanja. Na napravi smo 
nastavili frekvenco vzbujanja 50 Hz, ki je primerljiva frekvenci vrtenja rotorja, da bi dobili 
čim bolj podoben signal. Pospešek smo nastavili na 1 g. Za pravilen prikaz amplitude signala 
je bilo potrebno upoštevati režim zajemanja in ločljivost modula po enačbi (2.31) in dobljen 
rezultat pomnožiti z občutljivostjo pospeškomera, ki je za uporabljenega 103,4 mV/(m/s2). 
Zmnožek je bilo potrebno upoštevati v Pythonu za pravilen prikaz amplitude signala, kot je 
prikazano v spodnji vrstici kode. Z rezultatom, prikazanim na sliki 3.2 b) smo potrdili 
pravilnost delovanja terminala. O tem kako se signal prenese iz TwinCAT-a v Python bomo 
pisali kasneje, ker za to poglavje ni bistveno.  





Slika 3.2: a) Vibracijski kalibrator The Modal Shop 9110D, b) signal pospeškomera. 
3.3 Testiranje delovanja analognega vhoda s funkcijskim 
generatorjem 
Signal fotodiode je zvezna napetost, ki jo zajemamo z modulom za zajem analognih zveznih 
signalov. V našem merilnem sistemu je to modul EL3702. Pri tem modulu je nastavljivih 
parametrov manj. Nastavili smo le nadvzorčenje in sicer enako na faktor 100. Njegovo 
delovanje smo testirali s pomočjo funkcijskega generatorja Rigol DG1022 (slika 3.3 a)). To 
je naprava, ki generira napetostni signal poljubne oblike, amplitude in frekvence. Ker je 
signal fotodiode zvezna napetost pravokotne oblike, smo za generiranje izbrali kvadraten 
(angl. square) signal. Napetost pri fotodiodi je večino časa vrtljaja konstanta, v trenutku, ko 
se pred njo približa črn trak na rotorju pa se za kratek čas zgodi hiter prehod na drugo 
konstantno vrednost in nazaj. Simulirali smo ga kot navaden signal kvadratne oblike. 
Frekvenco generirane napetosti smo nastavili na 50 Hz zaradi primerljivosti z realnim 
signalom. Signal smo ponovno prikazali v Pythonu (slika 3.3 b)) in potrdili pravilnost 








Slika 3.3: a) Funkcijski generator Rigol DG1022, b) izmerjen pravokoten napetostni signal. 
 
 
3.4 Laboratorijska naprava za dinamično balansiranje 
togega rotorja 
Osnova za izdelavo naloge je bila laboratorijska naprava za dinamično masno uravnoteženje 
togih rotorjev. Na podlagi te naprave smo postavili merilni sistem in izdelali grafični 
uporabniški vmesnik. Končni izdelek je sicer lahko uporabljen na različnih napravah. 
 
Laboratorijska naprava je sestavljena iz temeljne plošče, ki je vibracijsko izolirana do 
podlage, da preprečimo oziroma zmanjšamo vpliv okolice, na ploščo pa so pritrjene ostale 
komponente. To sta dve podpori na katerih sta nameščena kroglična ležaja. Med ležaji je 
vrtljivo pritrjen togi rotor. Za merjenje sile sta na podporah vgrajena silomera, za določanje 
pozicije pa je ob rotorju nameščena fotodioda. Da ta lahko zazna položaj rotorja, je na njem 
na enem delu prilepljen črn trak. Za pogon rotorja je na napravi že vgrajen sistem z 
elektromotorjem in jermenom, katerega ročno približamo rotorju za prenos gibanja z motorja 
na rotor. Hitrost elektromotorja krmilimo s potenciometrom do frekvence vrtenja približno 
50 Hz. Rotor ima na obeh čelnih površinah po obodu navojne izvrtine, da lahko dosežemo 
čim bolj natančno uravnoteženje. Naprava ima izdelane vse povezave do senzorjev in 
napajanja, tako da je pripravljena za uporabo. Predstavljena je na sliki 1.1 v uvodu tega dela, 






Slika 3.4: Togi rotor iz laboratorijske naprave za masno uravnoteženje. 
 
3.5 Zajem podatkov v TwinCAT 
Beckhoffov merilni sistem je povezan z zaznavali na napravi za masno uravnoteženje in 
preko EtherCAT protokola z računalnikom, kjer poteka zajem podatkov v TwinCAT-u. V 
Python so signali iz TwinCAT-a preneseni z uporabo knjižnice pyads. Celotno shemo 
merilnega sistema prikazuje slika 3.5. 
 
 












Če je merilna oprema priključena na napajanje in pravilno povezana z računalnikom, jo 
znotraj programskega okolja TwinCAT lahko zaznamo. Vse komponente se pojavijo v 
drevesni strukturi, kot prikazuje slika 3.6.  
 
 
Slika 3.6: Drevesna struktura merilnega sistema v TwinCAT-u. 
 
 
V prvem koraku smo definirali vhode in izhode, ki jih bomo upravljali. To sta vhoda za 
signal obeh silomerov, vhod za signal fotodiode in izhod za prikaz stanja rotorja. Vsakemu 
uporabljenemu vhodu/izhodu smo definirali spremenljivko preko katere se bomo nanj 
sklicevali. Spremenljivkam smo določili tudi tip podatkov, ki bo shranjen v njih (definicija 
spremenljivk je prikazana v kodi prvotne ideje v nadaljevanju). 
 
Za zajem vseh treh signalov smo nastavili stokratno nadvzorčenje, kar pri nastavitvi PLC 
krmiljenja za čas cikla 10 ms pomeni 10000 vzorcev na sekundo. Te vrednosti je potrebno 
upoštevati pri definiciji spremenljivk, ki so tipa numerično polje (angl. array). S tem 
razlogom smo definirali celoštevilski spremenljivki iMinArr in iMaxArr, da se v primeru 
drugačnega nadvzorčenja lahko enostavno spremeni velikost vseh numeričnih polj hkrati.  
 
V prvotnem načrtu smo imeli, da bi signal v Python prenašali v realnem času, kar bi 
pomenilo, da se vsako stotinko sekunde prenese 100 različnih podatkov iz vsakega 
zaznavala, torej skupno 300 podatkov vsako stotinko sekundo. V tem primeru smo v 
TwinCAT-u definirali samo spremenljivke katere bi zajemali v Python. Celotna koda za to 
idejo je prikazana v nadaljevanju. Na koncu se je izkazalo za neprimerno, saj so se pri 
prenosu iz TwinCAT-a nekateri podatki najverjetneje zaradi preobremenitve modula pyads 
izgubili, kar je signal naredilo neuporaben. Težavo smo morali zato reševati znotraj 
TwinCAT-a. Zamisel je bila, da bi v TwinCAT-u zbirali signal za daljše obdobje in ta zbran 
signal zajeli s Pythonom. Ta ideja je prišla v poštev, saj naš cilj ni bil opazovati dogajanje 
točno tisti trenutek, ko se je nekaj zgodilo, ampak zajeti določeno dolžino signala, ki bo 






Realizirana ideja je z blokovnim diagramom prikazana na sliki 3.7. Program se začne s 
prištevanjem spremenljivke cikel. Nadaljuje se z zaporednim prepisom zajetih podatkov tega 
cikla v zbirna numerična polja. Ta izvedba se ponavlja dokler ni spremenljivka cikel enaka 
100. To pomeni, da so zbirna numerična polja polna in pripravljena za zajem v Python. Na 
tej točki se spremenljivka cikel ponastavi, zbirna numerična polja pa se prepišejo v nova, za 
katera bo imel Python dovolj časa, da jih zajame. Na koncu se prišteje še spremenljivka 
števec, ki služi kot informacija Python-u o prepisu zbirnih numeričnih polj. 
 
 
Slika 3.7: Blokovna shema zajema podatkov v TwinCAT-u. 
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Definicija spremenljivk programa je s komentarji prikazana v naslednji kodi. V primerjavi s 
prejšnjo kodo smo dodali nekaj novih spremenljivk. To so: 
- iMinZajem in iMaxZajem za definicijo dolžin numeričnih polj 
- spremenljivko i za iteracijo v for zanki 
- spremenljivko cikel za štetje iteracij do zapolnitve zbirnih numeričnih polj 
- spremenljivko števec, za informacijo o prepisu zbirnih numeričnih polj 
- 3 zbirna numerična polja (arr_vmesni1, arr_vmesni2, arr_vmesni3) 





Pri določanju imen spremenljivk smo se držali pravila, da se na začetku imena poudari tip 
podatkov spremenljivke. To je v našem primeru arr_ za numerično polje, b za logično 
vrednost (angl. bool) in i za celo število (angl. integer). Tako poimenovanje smo uporabili 
zato, da je med pisanjem kode takoj jasno za kakšen tip spremenljivke gre in ni potrebno 
posebej iskati. V nadaljevanju je zapisana še koda programa v TwinCAT-u, ki smo jo 






S to rešitvijo smo dosegli, da pri prenosu podatkov med TwinCAT-om in Python-om ni več 




3.6 Zajem podatkov v Python 
Za komuniciranje TwinCAT-Python smo uporabili brezplačno knjižnico pyads. Namen 
knjižnice je prepoznavanje, branje in zapisovanje spremenljivk v TwinCAT-u neposredno 
iz Pythona. Dokumentacijo smo preučili na njihovi uradni spletni strani. Za uporabo je 
preprosta, saj je potrebno poznati le nekaj različnih funkcij.  
 
Celoten program v Pythonu je sestavljen iz treh modulov (slika 3.8). To so glavni modul 
main, modul zajem_podatkov in modul obdelava_podatkov. Pyads smo uvozili v 
modul zajem_podatkov, ki služi komunikaciji s TwinCAT-om.  
 
 
Slika 3.8: Blokovna shema delitve programa GUI. 
 
 
Na začetku kode smo definirali slovar, ki je vseboval vse podatke, kateri so potrebni za 
povezavo s TwinCAT-om. To so port in net id TwinCAT-a, imena štirih uporabljenih 
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spremenljivk (trije vhodi in en izhod) ter tipi posameznih spremenljivk. Prikazan je z 
naslednjo kodo. 
1. self.TwinCAT_podatki = {# Slovar s podatki za povezavo s TwinCATom 
2.     "port": 851,   
3.     "ads_net_id": "192.168.64.103.1.1",   
4.     "spremenljivka1": 'MAIN.arr_Silomer1',   
5.     "spremenljivka2": 'MAIN.arr_Silomer2',   
6.     "spremenljivka3": 'MAIN.arr_Fotodioda',   
7.     "spremenljivka4": 'MAIN.bVrti',   
8.     "stevec": 'MAIN.stevec',   
9.     "tip1": pyads.PLCTYPE_ARR_DINT(10000),   
10.    "tip2": pyads.PLCTYPE_ARR_DINT(10000),   
11.    "tip3": pyads.PLCTYPE_ARR_DINT(10000),   
12.    "tip4": pyads.PLCTYPE_BOOL,   
13.    "tip_stevec": pyads.PLCTYPE_INT   
14.    }  
 
Za povezavo s TwinCAT-om smo zapisali še naslednje vrstice kode. V šesti vrstici je kot 
primer dostopa do spremenljivk v TwinCAT-u zapisana koda za branje iz spremenljivke 
stevec. Uporabili smo funkcijo plc.read_by_name in kot argument vstavili ime in tip 
spremenljivke z uporabo ključev definiranega slovarja. 
 
1. plc = pyads.Connection(ams_net_id=   
2.           self.TwinCAT_podatki["ads_net_id"],    
3.           ams_net_port=self.TwinCAT_podatki["port"]   
4.           )   
5. with plc:   
6.     stevec = plc.read_by_name(   
7.         self.TwinCAT_podatki["stevec"],    
8.         self.TwinCAT_podatki["tip_stevec"]   
9.         )   
 
 
3.7 Osnutek grafičnega uporabniškega vmesnika 
V tem poglavju bo opisana začetna zamisel izgleda in delovanja uporabniškega vmesnika. 
Ideja je, da se pri odprtem oknu na levi strani prikaže slika naprave za masno uravnoteženje 
togega rotorja z označenimi dimenzijami, ki jih vmesniku kasneje glede na napravo tudi 
podamo. Na desni strani je predviden kontrolni meni z gumbi za upravljanje programa in 
sicer z gumbi za definiranje geometrije in začetek meritve. Pod sliko in gumbi je predviden 
prostor za diagrama meritev. Eden je namenjen prikazu signala enega vrtljaja rotorja, drugi 
pa prikazu kazalčnega diagrama. Poleg grafov oziroma pod njima je predviden prostor za 
prikaz rezultatov za rešitev masnega neuravnoteženja togega rotorja v pisni obliki. Opisano 







Slika 3.9: Začetna zamisel izgleda grafičnega uporabniškega vmesnika. 
 
 
3.8 Izdelava uporabniškega vmesnika z modulom PyQT 
in vzpostavitev njegove funkcionalnosti 
V tem poglavju bo obravnavana izdelava uporabniškega vmesnika glede na idejo, ki je že 
bila opisana. Ker je zgradba uporabniškega relativno enostavna, smo GUI izdelali s 
programiranjem in s tem dosegli boljšo interakcijo z ostalimi funkcijami v primerjavi z 
risanjem GUI. V nadaljevanju bo predstavljena zgradba postavitve GUI, kako so umeščeni 
gradniki in kako je zagotovljena njihova funkcionalnost. Na koncu tega poglavja bodo 
predstavljeni še posamezni deli programske kode, ki so namenjeni preprečevanju izpada 
aplikacije in nekateri ostali pomembni odseki programske kode.  
 
Na sliki 3.10 je predstavljen že končni izgled grafičnega uporabniškega vmesnika, saj bo 
pripomogel k lažjemu razumevanju ozadja v nadaljevanju. Začetno idejo postavitve (slika 
3.9)  smo definirali dobro, saj je končni izdelek skoraj identičen. Razlika je le v tem, da je 
dodan gumb za preklic meritve in možnost shranjevanja podatkov geometrije v datoteko in 





Slika 3.10: Končni izgled GUI. 
 
 
3.8.1 Programiranje postavitve glede na osnutek 
Za programiranje grafičnega uporabniškega vmesnika smo si izbrali modul PyQt, ki smo ga 
namestili na računalnik. Ta modul je zaradi svojih zmožnosti veliko uporabljen, zato na 
spletu ni težko poiskati rešitve, če se pojavijo težave pri programiranju. Za osnovo postavitve 
(angl. layout) smo uporabili prosto dostopno predlogo iz spleta [16]. 
 
Programiranje postavitve poteka znotraj razreda, ki deduje lastnosti razreda QMainWindow 
(glavno okno). V konstruktorju tega razreda smo zapisali kodo za določanje imena okna 
GUI, ikono, dimenzije odprtega okna in klicali metode, ki se naj poženejo z zagonom GUI. 
Defnicijo razreda s konstruktorjem in komentarji prikazuje koda v nadaljevanju. Funkcija 
start_status_bar z zagonom aplikacije požene statusno vrstico, start_layout 
požene definicijo postavitve, o kateri bomo govorili v nadaljevanju, zadnji dve pa poženeta 
vsaka po eno novo nit v programu, kjer se lahko vzporedno izvaja druga koda. V konkretnem 
primeru start_thread_zajem požene nit, v kateri se izvaja koda za zajemanje podatkov 
iz TwinCAT-a, v niti preverjanje_statusa pa se izvaja koda, ki vsako desetinko 
sekundo preveri, če se je kaj zgodilo (če so pripravljeni podatki za zajem, če je bil pritisnjen 
kateri gumb itd.). V primeru, da se ta koda ne bi izvajala v novi niti, bi se morala ves čas 




1. class MainWindow(QtWidgets.QMainWindow): #Razred glavnega okna, ki deduje
 lastnosti QMainWindow   
2.     def __init__(self):   
3.         QtWidgets.QMainWindow.__init__(self)   
4.         self.setWindowTitle("Balansiranje rotorja")   
5.         self.setWindowIcon(QtGui.QIcon('geometrija_balansiranja.jpg'))   
6.         self.setGeometry(200, 50, 1000, 950)   
7.         self.start_status_bar()   
8.         self.start_layout()   
9.         self.start_thread_zajem() # Zagon niti za zajemanje podatkov s Tw
inCATa   
10.        self.preverjanje_statusa() # Zagon niti, ki preverja status sprem
enljivk 10x na sekundo   
Osnovna postavitev je lahko predstavljena kot tabela s tremi vrsticami in dvema stolpcema. 
Na ta način je tudi napisana koda, katere funkcionalnost opisuje blokovna shema (slika 3.11). 
Najprej se definira osrednji prostor. Na njem se naredi vertikalno delitev na tri dele in v 
zadnji fazi se vsaka vrstica posebej razdeli na dva horizontalna dela. 
 
 
Slika 3.11: Blokovna shema zgradbe postavitve GUI. 
 
 
3.8.2 Uporaba gradnikov v zgradbi postavitve 
V tem poglavju bodo na podlagi slike 3.12 predstavljeni vsi uporabljeni gradniki, ki tvorijo 
grafični uporabniški vmesnik. Predstavljen bo po en gradnik vsake vrste, saj se enaki 






Slika 3.12: Shema umeščenih gradnikov v GUI. 
 
 
Uporabljeni gradniki so: 
- Vzmet (addStrecth): služi fiksni postavitvi elementov pri spreminjanju velikosti 
okna. Če je vzmet na eni strani, se bodo gradniki v tem oknu držali nasprotne strani. 
V našem primeru so vzmeti vedno uporabljene na obeh straneh, kar zagotavlja 
sredinsko poravnavo. Definirana je z uporabo razreda addStrecth. 
- Tekst (QLabel): uporabljen je za prikazovanje teksta, ki ga znotraj GUI ni mogoče 
urejati. Definiramo ga z uporabo razreda QLabel. Željen tekst je pri definiciji podan 
kot argument tipa niz. Tekst se lahko spreminja ob posameznem dogodku, kar 
zagotovimo s funkcijo setText na želenem gradniku. Omogoča tudi branje HTML 
kode, kar zagotovi lepši prikaz teksta. 
- Slika (QPixmap): definiran je znotraj gradnika QLabel s praznim nizom. Z uporabo 
razreda QPixmap se definira lokacijo slikovne datoteke, s funkcijo setPixmap pa 
je slika umeščena v QLabel. 
- Gumb (QPushButton): definiran je z uporabo razreda QPushButton. Kot 
argument je podan tekst tipa niz, ki bo prikazan na gumbu. Gradniku se s funkcijo 
clicked.connect določi kaj se bo po kliku nanj zgodilo, kar je podano funkciji 
kot argument. Gumbu se s funkcijo setEnabled določi stanje. Z argumentom 
False je stanje onemogočeno, s True pa omogočeno. 
- Diagram: definiran je z uporabo modula matplotlib. Uporabljen je z definicijo 
lastne metode diagram_cikla, znotraj katere so podane dimenzije diagrama, stil, 
orodja za analizo, naslov in omejitve prikaza po x in y oseh. Za izris se kliče 
definirano metodo in podatke, ki naj bodo prikazani. 
 






3.8.3 Koda za preprečevanje izpada aplikacije 
V tem poglavju bomo predstavili funkcionalnost nekaj odsekov kode, ki pripomorejo k 
boljšemu delovanju GUI in preprečujejo možnosti, da bi se program sesul. Razdeljene bodo 
v podpoglavja in predstavljene v vrstnem redu kot se pojavijo v kodi. 
 
 
Preverjanje, če so vneseni podatki o geometriji naprave 
 
Funkcija te kode je preprečevanje nadaljevanja postopka meritve ob kliku na gumb za 
začetek meritve, če podatki o geometriji naprave niso definirani. Gumb bo tudi v primeru, 
da geometrija ni definirana lahko kliknjen, vendar se meritev nebo izvedla. Funkcija vrne 
sporočilo v statusno vrstico. Prikazana je v blokovnem diagramu na sliki 3.13. 
 
  
Slika 3.13: Funkcija za preprečitev izvedbe meritve, če podatki niso vneseni. 
 
 
Tekstovna okna pri definiciji geometrije ostanejo izpolnjena z zadnjimi potrjenimi 
vrednostmi 
 
V oknu, ki se odpre za definicijo geometrije je v osnovi programirana privzeta vrednost 
tekstovnih oken enaka zadnjim potrjenim vrednostim. Ker ob prvem zagonu GUI potrjenih 
vrednosti še ni, težavo rešuje funkcija na sliki 3.14, ki pred odprtjem okna za definiranje 
geometrije vedno preveri, če so katere vrednosti shranjene. Če so, jih prepiše, v nasprotnem 





Slika 3.14: Funkcija za samodejno zapolnitev praznih polj definicije geometrije. 
 
 
Vrednosti pri definiciji geometrije morajo biti pozitivna števila 
 
V oknu za vnašanje geometrije smo zagotovili, da ni možno potrditi vrednosti dokler niso 
vsa polja izpolnjena s pozitivnimi števili. Ko so vrednosti vpisane in je kliknjen gumb potrdi, 
se vrednosti dodelijo novim spremenljivkam, katere se preverjajo če so manjše ali enake 0. 
Če katera od njih ustreza temu kriteriju, funkcija vrne sporočilo v statusno vrstico in ne 
dovoli potrditve takih vrednosti. V primeru da so vrednosti sprejemljive, se zapišejo kot nove 
vrednosti geometrije. To je prikazano v funkcijskem diagramu na sliki 3.15. Identičen 
princip je uporabljen tudi za shranjevanje geometrije v datoteko. S tem je preprečeno, da bi 
bili v tekstovni datoteki shranjeni ne veljavni podatki. 
 
 




Koda za onemogočanje gumbov, ko povezava s TwinCAT-om ni vzpostavljena 
 
Ta koda se izvaja znotraj niti preverjanje_statusa desetkrat na sekundo. Ob vsaki 
iteraciji se preveri, če je spremenljivka zajem različna od spremenljivke 
vzpostavljena_povezava. Če sta različni se preverja trenutno stanje povezave s 
TwinCAT-om in na podlagi tega določi stanje gumbov. V primeru, da spremenljivki nista 
različni se ne zgodi nič. Delovanje funkcije je prikazano z blokovno shemo na sliki 3.16. 
 
 
Slika 3.16: Funkcija za določanje stanja gumbov. 
 
 
3.8.4 Predstavitev nekaterih ostalih pomembnih delov 
programske kode 
V tem poglavju bo obravnavano še nekaj odsekov kode, ki imajo velik vpliv na kvaliteto 
grafičnega uporabniškega vmesnika. To so logika za določanje časa zajemanja signala glede 
na nastavljeno frekvenco vrtenja, funkcija za prikaz enega cikla iz daljšega signala in 
funkcija za povprečenje signala desetih ciklov. 
 
 
Logika za določitev časa zajemanja signala 
 
Koda zagotavlja, da se v odvisnosti od frekvence vrtenja v vsakem primeru zajame signal z 
zadostnim številom ciklov za analizo. Deluje po naslednjem postopku: 
- Definirana je tako, da se pri vrtenju 50 Hz zajema 1 s dolg signal, kar je enako 50 
ciklom. 
- Za določitev časa pri drugačnih frekvencah vrtenja uporabi frekvenco zajema podano 
s strani uporabnika v oknu za definiranje geometrije. 
- Osnovno frekvenco 50 Hz deli s podano frekvenco zajema. 
- Rezultat zaokroži na celo število. 
- To celo število predstavlja dolžino zajema signala v sekundah. 
 
Z opisano funkcijo je zagotovljeno, da se pri nižjih frekvencah vrtenja rotorja dobi zadostno 




Funkcija za izločitev enega cikla v celotnem signalu 
 
Funkcija je poimenovana poisci_cikel. Njena naloga je iz celotnega zajetega signala 
naprave za masno uravnoteženje togega rotorja približno na sredini izločiti in prikazati signal 
enega vrtljaja. Deluje po naslednjem postopku: 
- Njeno delovanje temelji na modulu Numpy in numeričnih poljih. 
- Napetost fotodiode je večinoma časa vrtljaja 0 V, ko pa pride pred njo črn trak se 
zgodi hiter prehod na -3 V. 
- V prvem koraku funkcija išče indekse elementov v numeričnem polju, kjer je 
vrednost manjša ali enaka -3 V. 
- Numerično polje podvoji in enemu odstrani začetni element, drugemu pa končni. 
- Numerična polja med sabo odšteje. Rezultat so indeksi preskokov signala. 
- Glede na število ciklov signala določi sredinski cikel ter shrani začetni in končni 
indeks. 
- Na podlagi dolžine tega cikla se izračuna frekvenca vrtenja. 
- Za potrebe funkcije povprečenja vrača začetne in končne indekse desetih ciklov na 
sredini. 
- Za izris vrne numerično polje časa sredinskega cikla. 
 
Rezultat funkcije je predstavljen na sliki 3.17, kjer je na levem grafu prikazan zajet signal 
vrtenja rotorja pri frekvenci 50 Hz, na desnem pa izločen en vrtljaj iz celotnega signala. 
 
 
Slika 3.17: Izločitev enega cikla iz signala. 
 
 
Povprečenje desetih ciklov 
 
Funkcija za povprečenje desetih ciklov je namenjena prikazu povprečnega signala desetih 
ciklov iz sredine zajetega signala. Njeno delovanje je naslednje: 
- Kot argument se ji poda začetne in končne indekse, ki jih vrača funkcija 
poisci_cikel in numerično polje celotnega signala. 
- Iz signala na podlagi začetnih in končnih indeksov izloči deset odsekov vrednosti. 
- Vrednosti numerično sešteje in deli z 10. 








Slika 3.18: Rezultat povprečenja desetih ciklov. 
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4 Rezultati in diskusija 
Predstavljena bo uporaba izdelanega grafičnega uporabniškega vmesnika povezanega z 
merilno opremo Beckhoff. Povezava komponent je bila opisana že v prejšnjih poglavjih, 
zato bo tukaj poudarek na grafičnem uporabniškem vmesniku in meritvi. 
 
Ko odpremo GUI, imamo onemogočena gumba za začetek in preklic meritve (obravnavamo 
primer, ko TwinCAT še ni zagnan), kot je prikazano na sliki 4.1 a). Poleg vmesnika moramo 
sedaj zagnati še TwinCAT in v njem pognati program za zajemanje signalov. Ko smo to 
storili, se gumba v GUI omogočita (slika 4.1 b). 
 
 
Slika 4.1: Stanje gumbov v GUI a) onemogočeno, b) omogočeno. 
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Sledi definiranje geometrije. Vmesnik ponuja možnost ročnega vpisa vrednosti in uvoza iz 
tekstovne datoteke. Okno za definiranje geometrije prikazuje slika 4.2.  
 
 
Slika 4.2: Okno za definiranje geometrije naprava za masno uravnoteženje. 
 
 
Ko vrednosti potrdimo, se prikažejo v glavnem oknu pod gumbi. Vmesnik je v tem trenutku 
pripravljen za merjenje. S klikom na gumb začni meritev se pod vrednostmi geometrije 
začne prikazovati trenutna frekvenca vrtenja rotorja in vklopi digitalni izhod, ki smo ga 
pripravili za nadgradnjo naloge in v trenutnem GUI simulira vklop in izklop servomotorja. 
Rotorja še nismo zavrteli, zato je prikazana frekvenca 0 Hz. Sedaj lahko poženemo 
elektromotor na laboratorijski napravi za balansiranje in ga približamo rotorju. Ko se bo 
frekvenca rotorja povečala nad 45 Hz (za nastavljene parametre na sliki 4.2), se bo v 
vmesniku nad frekvenco izpisal napis, da moram umakniti pogon in začelo odštevanje od 3. 
To pomeni, da imamo 3 sekunde časa, da umaknemo pogon. Razlog za tak postopek je, da 
meritev ne bi vsebovala vplivov motorja. Po treh sekundah se izvede meritev, ki v našem 
primeru traja eno sekundo. Sledi prikaz rezultata in meritev je s tem zaključena. Slika 4.3 
prikazuje uporabniški vmesnik z izrisanim diagramom meritve. Kazalčni diagram in rezultati 
masnega neuravnoteženja niso bili v definiciji naloge, zato smo dodali samo prazne 
elemente. 
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1) Vzpostavili smo povezavo računalnika z Beckhoffovo merilno opremo preko EtherCAT 
protokola. V TwinCAT-u smo komponente zaznali in jim nastavili ustrezne parametre 
za zajem signalov. 
2) Povezali smo zaznavala z merilno opremo. Silomera smo povezali s koaksialnimi 
vodniki na IEPE terminal, fotodiodo pa z navadnimi električnimi vodniki na terminal 
za zajemanje analognih zveznih signalov. 
3) V programskem okolju TwinCAT smo sprogramirali kodo, ki nam je omogočila prenos 
velike količine podatkov s TwinCAT v Python. 
4) Uporabili smo Pythonov prosto dostopni modul pyads za komunikacijo Beckhoffovega 
programskega okolja TwinCAT s Pythonom. 
5) S pomočjo modula PyQt smo v programskem jeziku Python izdelali grafični 
uporabniški vmesnik, ki je primeren za uporabo na poljubni napravi za masno 
uravnoteženje togega rotorja.  
 
V laboratoriju LADISK smo povezali obstoječo merilno opremo Beckhoff z laboratorijsko 
napravo za masno uravnoteženje togega rotorja in na podlagi tega izdelali grafični 




Predlogi za nadaljnje delo 
 
V tem delu smo dosegli zadan cilj in nalogo izdelali tako, da se enostavno nadgrajuje. 
Menimo, da je smiselno nadaljevati delo najprej v smeri filtriranja zajetih signalov in njihovo 
analizo. V kasnejših fazah je mogoče laboratorijsko napravo za masno uravnoteženje togega 
rotorja avtomatizirati. TwinCAT omogoča krmiljenje elektromotorjev in servomotorjev, kar 
bi lahko z dodanimi moduli k obstoječemu merilnemu sistemu izkoristili. Zamisel je, da bi 
pri kliku na gumb za meritev servomotor približal jermenski prenos rotorju in potem pognal 
elektro motor. Ko bi bila dosežena nastavljena frekvenca bi servomotor umaknil jermenski 
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