Abstract: Generating software from abstract models is aprime activity in model-drivenengineering. Adaptable and extendable code generators are important to address changing technologies as well as user needs. However, theya re less established, as variability is often designed as configuration options of monolithic systems. Thus, code generation is often tied to a fixedset of features, hardly reusable in different contexts, and without means for configuration of variants. In this paper,w e present an approach for developing product lines of template-based code generators. This approach applies concepts from feature-oriented programming to makev ariability explicit and manageable. Moreover, it relies on explicit variability regions (VR) in acode generator'stemplates, refinements of VRs, and the aggregation of templates and refinements into reusable layers. Aconcrete product is defined by selecting one or multiple layers. If necessary,a dditional layers required due to VR refinements are automatically selected.
1I ntroduction
Engineering complexsoftware systems introduces aconceptual gapbetween the problem domains and the solution domains of discourse [FR07] . Model-drivenengineering (MDE) aims to bridge this gapbylifting abstract models to primary development artifacts. Deriving executable software from models requires extensive handcrafting or code generators. Thus, generating software from abstract models is ap rime activity in MDE and many domains have adopted code generation [RR15] .
Although reuse is of essence in software engineering, most code generators are monoliths developed for avery specificpurpose (such as acertain target platform with specificfeatures) that do not consider reuse or variability as their primary focus. Reusing such code generators in different contexts with different requirements or features is hardly feasible and thus impedes code generator development. One approach to handle variability in such monolithic code generators is to create code generator variants via informal reuse [Jö13] such as copy-paste. In this scenario, the original code generator variant is copied and all required changes are applied to the copyofthe variant. The main downside of this approach is that generator changes might need to be applied to all generator copies. This is laborious and error-prone. An alternative to that is to use specificcode generation frameworks with built-in support for handling variability [Ac15, Xt15]. Even though this alternative does not result in monolithic code generators, the resulting code generator variants are bound to aspecificcode generation framework, which might not be feasible for legacy code generators. Additionally,t he provided approaches rely on language specifica pproaches for implementing variability,e.g. design patterns.
The goal of this paper is to present an approach to develop code generator product lines (CGPLs), which is explicitly designed to handle variability in code generators and which can be applied to anycode generator framework. To implement variability in code generators, the approach is based on explicit variability regions (VRs) and the aggregation of templates into reusable layers. Each VR can refine one or multiple VRs from ad ifferent layer.Aconcrete code generator variant is configured by selecting one or multiple layers. In addition to that, further layers are selected automatically,ifthis is required by the VR refinements. The resulting layers are composed to create aconcrete variant. Fordefining and selecting layers, we provide twodomain-specificlanguages (DSLs).
This idea is rooted in feature-oriented programming (FOP), an implementation technique from classical software product line (SPL) development [Ap13] . We extend the notion of FOP layers [SB98] overt emplates and define how( parts of) templates can be reused with these layers. The benefitofapplying ideas of FOP to CGPL development is that the underlying concept is decoupled from specifict emplate languages and can be applied to anycode generator.
In the remainder,S ection 2i ntroduces the variability concepts our approach relies on and Section 3d escribes the product configuration mechanisms for code generators. Afterwards, Section 4d emonstrates the application of our approach to ac ode generation framework. Then, we compare our approach to the informal (copy-paste) approach for creating CGPLs in ac ase study in Section 5. Subsequently,r elated work is presented in Section 6and, finally,Section 7concludes this contribution.
2V ariability Concepts in Code Generator Product Lines
Code generator product lines and common SPLs are both founded on aset of components that are used to create ac oncrete code generator product or as oftware product [CN12, PBL05, RR15] . The main difference is that acode generator product is aSPL on its own, since it generates avariety of software products that are similar,and thus shares generator components potentially in different variants [BS99] . As in SPLs, aconcrete code generator product, which is referred to as av ariant, is aset of selected components with additional adaptations and customizations.
Feature-oriented programming (FOP) [Ap13] is an approach to implement SPLs that is based on building software systems by composing features. Af eature represents ac onfigurable unit of as oftware system that represents ar equirement-satisfying design decision [ALS06, Ap13] . Each feature is arranged in al ayer [SB02, BSR03, ALS05] that contains artifacts. In order to reuse existing functionality and to successively add newfeatures by adapting existing artifacts, an artifact may refine multiple other artifacts [Ap13] . In FOP,arefinement adds newcode to an existing artifact, e.g., adds anew variable to a Java class. Figure 1shows an example for astack of three layers with refinements. In this example, the first layer contains three artifacts. The second layer contains arefinement for the artifact C 1 and anew artifact C 3 .Finally,the third layer contains arefinement of the refinement for C 1 ,ar e fi nement for C 3 and ar e fi nement of C 4 from the first layer. By merging layers, different variants of asoftware system are formed. As the used layers contain code generator artifacts, the layers are subsequently called code generator layers (CGLs) .Asshown in this example, FOP relies on artifact refinements. This is feasible for object-oriented languages butb ecomes challenging for template languages, as theym ay differ inherently.Thus, aconcept for applying FOP to template languages is needed.
Variability Regions and Variability Region Refinements
Va riability regions (VRs) provide atemplate language independent approach to apply concepts of FOP to code generators. AV Rr epresents an explicitly designated region in an artifact that has to be uniquely addressable by an appropriate signature. We distinguish between three types of VRs. First, variability regions are explicitly marked in some way and contain content within an artifact. This, for instance, allows to group adesignated part of at emplate as one VR, which can be refined. Second, variability regions are explicitly marked buta re empty,i .e. do not contain anyc ontent. Such VRs can be used for future extensions. Third, the complete artifact is regarded as one VR.
Foreach VR, we define three different refinement operations. First, a replace operation completely replaces aVRwith some other content. In this case, acertain VR is provided that substitutes the original VR. Fore xample, template code for aJ avam ethod can be replaced with an ew implementation. Second, content can be added before aV Ra nd, third, content can be added after aVR. Semantically, before and after mean that specific content should be included before or after aVR. This shares manyphenomena with aspectoriented programming (AOP) [Ki97] applied on templates.
When dealing with replace operations, the effect of a replace operation to the content added before and after aVRhas to be addressed. In this work, VRs are simply replaced but the before and after content, which may have been added, is kept. When the content that replaces aVRorthat is added contains VRs, the newcontent with the VRs is regarded as acomplete unit with all replacements and before and after operations. In consequence, all existing before and after contents have to be composed.
3C ode Generator Variant Configuration and Generation
AC GPL consists of an umber of CGLs and each CGL contains an umber of templates. Before ac oncrete product of aC GPL can be generated, it has to be defined which refinement operations are performed in which CGL, i.e., which VR contained in atemplate from aCGL refines which VR contained in atemplate from another CGL. Based on such ad e fi nition of the refinement operations, ac oncrete code generator variant of the CGPL can be configured and finally generated.
Layer Definition
In our approach, all files encapsulated in aconcrete CGL of the CGPL are stored in aspecific file system directory,comparabletothe work in [ALS05] . The refinement operations that are performed for each CGL are modeled in one layer definition model. To define a layer definition model, we provide asimple domain-specificlanguage (DSL) called Layer Definition Language (LDL). Using LDL, it can be defined which CGL refines which other CGL and which concrete refinement operations are performed. LDL allows for modeling the three refinement operations we introduced in Section 2.1:
• Ar eplaces B:The VR with signature B is replaced by the VR with signature A.
• Ab efore B:The VR with signature A is added before the VR with signature B.
• Aa fter B:The VR with signature A is added after the VR with signature B.
An example for al ayer definition model defined using LDL is shown in List. 1. At first, this example states that CGL factoryVariant refines CGL baseVariant (l. 1). Subsequently,the layer definition model defines which concrete refinement operations are performed (ll. 2 − 3). As explained in Section 2.1, we require each VR to be uniquely identifiable by its signature. In List. 1, the first refinement operation (l. 2), which is a replace operation, refers to the signatures EntityExt:AdditionalMethods and ClassMain:Methods.Bydefault, each VR signature starts with the path to the artifact containing the VR (relative to the CGL directory) and its name. Hence, the first refinement operation expresses that the artifact EntityExt contains aVRAdditionalMethods and that this VR replaces the VR with name Methods contained in artifact ClassMain.Signatures for VRs can also be constructed in different ways, as long as it is possible to uniquely identify the artifact and the VR in that artifact. The second refinement operation (l. 3) states that the VR ClassCopyright,which represents acomplete template, is added before the VR Class,which represents acomplete template too. If the CGPL contains other CGLs with refinement operations, these have to be defined in the layer definition model too.
As this example already indicates, layer definition models are not restricted to particular types of languages. The only decision that has to be made is howt ou niquely identify a VR within an artifact written in aparticular language. 
Variant Configuration
Based on the layer definition model, ac oncrete generator variant can be configured by defining which CGLs of the CGPL should be selected. As ac onsequence of this, ac oncrete generator variant will be created which results from composing the VRs of the selected CGLs with the VRs theyrefine and all other not refined VRs of the selected layers. This procedure is repeated for the refined CGLs until aCGL is traversed which does not refine anyother CGL. To configure aconcrete generator variant, we define aproduct configuration model using as imple DSL called Product Configuration Language (PCL). In PCL, the name of the resulting concrete generator variant has to be defined and it has to be stated which CGLs should be selected. In each PCL, at least one CGL must be selected. Moreover, it can optionally be defined into which output folder the artifacts of the resulting generator variant are written.
An example for aproduct configuration model defined in PCL is shown in List. 2. According to this configuration, the resulting generator variant will be called FactoryGenerator and this variant is constructed by selecting the CGL factoryVariant.Moreover, the artifacts of FactoryGenerator would be written to the output folder gen.T oinfer which CGLs need to be composed to create the FactoryGenerator,the layer definition model needs to be analyzed. In this example, the layer definition model is giveninList.1and it indicates that the CGL factoryVariant refines CGL baseVariant.T hus, both CGLs need to be composed to create FactoryGenerator.However,before aconcrete generator variant can be composed, it has to be ensured that the layer definition model is valid, i.e., a set of layers can be computed and VR refinements are unambiguous. Va lidation is required to ensure that the selected code generator product can actually be build. , aVRisnot refined by multiple VRs. Ac ycle in the graph makes it impossible to perform the composition automatically,a si tr esults in an infinite loop of refinements with no dedicated end point. Furthermore, if multiple CGLs are selected and in this selection, aVRisrefined by multiple VRs, it cannot be automatically decided which of these multiple refinements should actually takeplace in the composition. In both situations, it is necessary to resolvethe problem manually.T oderive avalid configuration, we can employany graph traversal algorithm and select the different colors of the visited vertices, which represent the different layers.
In Figure 2 , an example for agraphical representation of alayer definition model is given on the left-hand side. The resulting graph structure is shown on the right-hand side. It is assumed that artifacts of layer L 1 are colored in purple (p), artifacts of L 2 are colored in orange (o)and artifacts of L 3 are colored in blue (b). We further assume, that the layer L 3 is manually selected and, therefore, layers L 2 and L 1 are automatically selected because of their refinements. In this example, there is apath
Fig. 2: Athree-layered example, where layer L 3 is manually selected and layers L 2 and L 1 are automatically selected because of their refinements. This selection introduces acycle and, thus, aconflict.
Building Variants by Composition
Based on the layer definition model and the product configuration model, aconcrete code generator variant is created. To this effect, the templates, and corresponding refinements are composed. Atemplate that is not refined in one of the relevant layers is used as is for the resulting code generator variant.
Refining templates requires proper application of refinement operations prior to variant composition. To compose avariant, we first need to (a) transitively determine all layers that have to be additionally selected because of the refinements and (b) compose the resulting layers to define the code generator variant.
In general, there are twooptions on composing VRs. The first option is to perform composition at run-time of the generator,c alled generation-time.I nt his case the VR operations are executed at generation-time. This means that no VRs are created butsupport for generation-time execution of VR operations is required. As an alternative,the VRs can be composed by creating newVRs which contain the composition results. The main question that needs to be answered when applying this latter approach is howtodeal with before and after operations. To avoid that the generator framework has to be extended to be able to handle these operations at generation-time, on template level, before and after operations can be replaced by template inclusion statements in the according template language.
The composition of twolayers means that all contained artifacts and their VR refinements are composed. Twol ayers are composed if and only if there is at least one VR refining aVRinthe opposite layer,according to the understanding of composition as defined for FOP [Ap13] . If more than twolayers are involved in the composition, then we process all refinements for one VR sequentially in abottom-up way. If in this sequence arefinement is a replace operation, then the VR being replaced is substituted by the VR replacing it. Moreover, if ar e fi nement in as equence denotes a before or after operation, then the refining VR is added before (respectively after) the refined VR.
An algorithm for performing this composition would start visiting all selected layers and then the automatically added layers. In each layer,e very refinement is considered in a bottom-up way, i.e., only the outgoing refinements refining aVRare considered.
4D emonstrating Example forV ariability Regions
In this section, we demonstrate the application of our approach to the code generator framework openArchitureWare using Xpand [Xp15] as at emplate language. Motivated by an industrial use case (see Section 5), the openArchitectureWare framework in version 3.0.1has been chosen.
Example Description
In this example, we consider ac ode generator that processes ac lass diagram (CD) as input and translates every class into aJavaclass with the same name. Each attribute of a class is translated to aJavav ariable with am utator and an accessor method. It also adds ap ublic constructor with an argument list containing all attributes defined in the class. Fordemonstration purposes, we assume the input CD contains the class Person with the attribute name of type String.Onthe left-hand side, Figure 3shows aCDofthe resulting generated class. Another context requires to generate the code for classes differently.Instead of writing a newc ode generator from scratch or copying the original one, an ew variant of the existing generator should be created. This variant should validate the argument passed to the mutator methods and produce afactory method that asserts proper creation arguments. A CD of the resulting output is depicted in Figure 3onthe right-hand side. Here, the generated class name corresponds to the input model'sclass name, it features an assertion in setName(),and provides afactory method create() for Person objects that asserts that the value passed for name actually exists. Please note that, usually the constructor visibility would be changed too, to prevent others from invoking the public constructor directly. However, due to limitations of space, we omitted this part and assumed that the constructor visibility is not changed. To achieve this kind of extensibility,our approach lifts the code generator to aCGPL by explicitly managing variability.
openArchitectureWare
The Xpand template language allows to split templates into multiple blocks. Such blocks begin with the keyword DEFINE and, thus, we henceforth refer to these as DEFINE blocks. Each DEFINE block is identified by an ame and is defined for as pecifict ype of input model element, called meta model class.F or instance, all concrete classes of the CD in our example are represented by the meta model class MMClass.
List. 3shows an excerpt of the realization of our example in Xpand. Forthe sakeofbrevity, only those parts are shown that are relevant for the refinement of the template. The first DEFINE block with name ClassImpl is defined for the meta model class MMClass.Ifthis DEFINE block is invokedfor aconcrete class, anew Java file is created for that class, indicated by the FILE statement (l. 2). Expressions encapsulated in [...] lead to the invocation of the according methods of the meta model classes. The results of these invocations are inserted into the output at the current location.
To generate the implementation for ac lass, the DEFINE blocks Constructor (l. 4) and FurtherMethods (l. 6) are invokedfor the class and SetterMethod (l. 5) is invokedfor each attribute of the class by using the EXPAND statement. The string that is constructed in the according DEFINE blocks is inserted into the output at the current location. 
Mapping Variability Regions to Templates
In Section 2, we introduced three kinds of VRs: non-empty VRs that refer to aparticular region within an artifact, empty VRs for future extensions and the VR representing the complete artifact. In Xpand, non-empty VRs can be introduced by defining non-empty DEFINE blocks and, accordingly,anempty VR can be introduced by declaring an empty DEFINE block. The most important aspect of every VR is that it has to be uniquely identifiable through its signature. The signature of a DEFINE block can be derivedbythe path to the template and its name. If multiple DEFINE blocks with the same name exist in one template, the meta model class of such a DEFINE block has to be stated in the signature as well. Otherwise, it cannot be differentiated between the different blocks with the same name. In addition, the complete template represents aV Ra sw ell with the path to the template and its name representing the signature of this VR.
Besides interpreting every DEFINE block as one VR, it is possible to introduce further VRs into Xpand templates explicitly by using, e.g., named comments around the corresponding region in the template. The advantage of using comments for this is that the template language does nothavetobeextended and this approach is applicable to all template languages supporting comments.This approach is comparable to utilizing protected regions for integrating handwritten and generated code [Gr15] , as there, comments mark the regions into which handwritten code can be inserted. List. 3s hows an example in lines 19 to 21, in which the body of the setter method is contained in the VR SetterMethodBody.
The start and the end of the VR SetterMethodBody is denoted through comments, represented by REM and ENDREM,inwhich the name of the VR is defined. This comment-based approach is used here only for demonstration purposes, to illustrate howi tc an be applied. When using Xpand, instead, aseparate DEFINE block could have been used as well. Even though this approach allows for introducing anyk ind of VR into at emplate, this approach is rather fragile, as ac omment can be changed by accident easily.M oreover, a template might contain several other comments which makes it more difficult to identify VRs marked by comments.
Variability Region Refinements
Using the template introduced in List. 3, we showhow VR refinement operations can be mapped to concepts in Xpand. This is done by using the layer definition model shown in List. 4. Moreover, List. 5illustrates the refining template used for the example. As indicated by the first refinement operation, the VR FurtherMethods,c ontained in template ClassWithFact (ll. 1-8 of List. 5) which is located in folder base,r eplaces the empty VR FurtherMethods from template Class (ll. 25-26 of List. 3), which is located in folder base too. By means of this, the factory method create() is generated additionally.
Furthermore, the VR SetterMethodBody contained in the DEFINE block Method in template ClassWithFact (ll. 11-14 of List. 5) replaces the VR SetterMethodBody,c ontained in the DEFINE block SetterMethod in template Class (ll. 19-21 of List. 3). The comments denoting the start and the end of the VR SetterMethodBody are defined within a DEFINE block, as otherwise the resulting template would be syntactically wrong. This last refinement operation is responsible for introducing assert statements at the beginning of the setter methods. Fort his purpose, it takes advantage of the INCLUDE-SUPER statement, which we introduced to include the original content of the refined DEFINE block.
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Consequently,the original content is inserted after the assert statement. Please note that, it would not be possible to implement this variability using the XPand language constructs of the used XPand version -o nly later versions of XPand provide means to customize acode generator.Hence, without our approach, acopyofthe original code generator variant would have to be created to develop the shown code generator variant. The decision to use this particular XPand version wasrooted in the fact that this version wasu sed in ar eal-world code generator to which we applied our approach in a case study (see Section 5).
5I ndustrial Case Study
The approach has been applied to alarge real-world Java code generator which processes UML CDs as input. Fort he contained classes, it generates, among other things, Java classes with mutator and accessor methods. Moreover, each Java class contains additional inner classes and accessor methods that expose the data in ad ifferent waya nd allowa special access to the Java fields. This code generator variant is in the following referred to by OV1.B esides this existing code generator OV1,av ariant of this code generator OV2 should be build which:
• does not generate the additional inner classes and special access methods.
• does not generate anormal Java field for all UML associations of the corresponding UML class butw hich generates a field of as pecial type for UML associations to UML classes tagged with aspecificstereotype.
• names the resulting classes according to the originally named classes butwith anew suffix, to be able to differentiate between the original and the newclasses easily.
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Theo bjective of our case study is to demonstrate the usefulness and applicability of our approach to implement aCGPL for areal-world code generator and to compare it to the classical informal approach (copy-paste) for creating CGPLs. Forthis purpose, we derived the following research questions:
• Is it feasible to apply the approach to establish aCGPL for real-world code generator variants?
• Is the application of the approach superior to the informal reuse of code generators through copy-paste in terms of complexity of the involved artifacts?
Applicability to Real-World Code Generators
In order to better understand the usefulness of the approach, we first implemented the variant OV 2t hrough informal reuse by doing copy-paste of OV 1. Then, we applied our approach to realize both generator variants with our approach. Forthis purpose, we defined aCGL NV1 which contains the common parts of OV1 and OV2.Moreover, we defined a CGL NV2 which refines NV1 in such away that the generator resulting from the composition of NV1 and NV2 generates the same code as OV1.Analogously,wedefined aCGL NV3 which refines NV1 such that the generator resulting from the composition of NV1 and NV3 generates the same code as OV2.Hence, we assumed that the code generator variants resulting from the composition with the base layer NV1 must generate the same code as the original code generators -neglecting whitespaces for the sakeofsimplification.
Using our approach, we were able to derive twoc ode generator variants which generate the same code as code generator variants which did not use our approach. In particular,the presented refinement operations were sufficient to realize the CGPL. Forthese refinement operations, only replace refinement operations have been used, as the developers of the original code generator preferred these overintroducing before or after operations.
Improvements overInformal Reuse
To answer the second research question, we compared the variants OV1 and OV2 with the variants NV1, NV2 and NV3.T oi ncrease comparability,wer emovedthose templates from OV2 which were copied from OV1 butn ot needed for that variant. However, we applied our concept not only on templates, buta lso on helper classes which can contain more complexfunctionality which can be accessed from templates. In this use case, helper classes were implemented in Java.The only refinement operation we used in this context wasthe replace operation, which expresses that the implementation of one helper method is replaced by the implementation of another helper method.
To perform the comparison, we measured the templates lines of code (TLOC) and the helper lines of code (HLOC) for OV1, OV2, NV1, NV2 and NV3.T ocompare our approach with the copy-paste approach, we compared the total TLOC and HLOC of OV1 and OV2 with that of NV1, NV2 and NV3. As can be seen in Table 1 , we can reduce the TLOC size to approximately 79% of the original code generators using our approach. Moreover, we can reduce the HLOC size to approximately 54% respectively 63% of the original code generators.
In addition to that, Table 1s hows that the total number of DEFINE blocks is comparable for both variants. Even though DEFINE blocks canpotentially be reused by multiple variants, this effect does not become apparent in this case, as only twogenerator variants are created and for each refinement of a DEFINE block, one DEFINE wasintroduced, increasing the total number of DEFINE blocks. Forhelper methods, asignificant reduction can be observed, as most helper methods can be reused by both generator variants and only few refinements were necessary.
6R elated Work
Different annotative,compositional, and transformational modeling approaches have been proposed to express variability in the solution space [Sc12] . Annotative approaches specify all variants in one model. Compositional approaches combine different model fragments to derive aspecificv ariant [HW07, NK08] . Delta modeling [Ha11] applies transformations to acore model. Only fewofthem have been successfully applied to CGPLs.
In the following, we present existing approaches to address variability in code generators with aspecial focus on existing code generator frameworks and howtheysupport variability.T he concepts we presented are independent of ac oncrete code generator framework andt emplate language. Another difference to most existing approaches is that arbitrary regions can be marked as VRs.
In the Genesys [JMS08] framework, newgenerators are established by composing existing Service Independent Building Blocks (SIBs), the atomic unit provided for composition. This approach has been evaluated in manyc ase studies: in most cases, newg enerators could be derivedb yt he introduction of as mall set of newS IBs and as lightly modified composition. This specificm apping represents one point of variation, which can easily be adapted for different targets. The main part of variation are the SIBs, which can be modified via configuration parameters, via amodification of the their execution flow or by replacing aservice adapter,which contains execution code for aspecifictask. In contrast to our approach, Genesys defines as et of different explicit concepts (parameter,s ervice adapters, outgoing branches) to achieve the necessary variation. Our proposed approach of VRs allows to introduce variation points on different kinds of development artifacts and the related before and after operations can be used to manipulate the execution flow where necessary,t oo. This wayi ti sa lso possible to apply variation points to templates, while in [JMS08] templates are modified directly and no variation points are introduced on that level.
[VG07b] highlights the necessity to combine model-to-model transformations and templatebased code generation to perform efficient code generation. Theysuggest that all structural differences on model levelshould be handled by the transformation layer. [PT02] follow this by pointing out that the generator should handle only twok inds of variation: target variation and the establishment of higher-levelp rimitivesb ased on low-levelp rimitives. Our approach does not provide aguideline on which levelwhich kind of variation should be established, butrepresents ageneral concept, to be able to apply variation points where required. If amodel-to-model transformation is performed via Java helper classes, corresponding variation can also be applied on that level.
Acceleo [Ac15] provides the concept of dynamic overriding to customize existing generators. To dynamically override templates, amodule (which can comprise multiple templates) must extend amodule of the existing generator.The extending modules are treated with ahigher priority than overridden modules. Thus, the overriding template is invoked instead of the existing template. Templates can only be exchanged as awhole, no variation points can be introduced inside atemplate.
The template language Xpand supports the customization of code generators using aspectoriented programming (AOP) [VG07a] . Aspects can be provided which contain template code that is, e.g., invokedi nstead of code contained in as pecificb lock in the template. Although the original template definition is intercepted, the original overridden template code can still be called in the aspect code [El11] . Our approach is motivated by the concepts applied in Xpand. The main difference to our approach is that our approach does not require support for AOPinthe code generator.InXpand'ssuccessor Xtend [Xt15], code generators are composed of extension methods. To customize acode generator written in Xtend, anye xtension method of ac ode generator can be exchanged by means of dependencyinjection. However, these concepts are completely based on language constructs. In contrast, our approach is more general and can be realized with different languages.
7C onclusion
Monolithic code generators are hard to adapt to newrequirements and target platforms and, thus, are hardly reusable in different contexts, as theyare not designed for adaptations. To overcome this limitation regarding customizations, code generator variability needs to be handled as aprimary concern.
We have presented an approach for modeling variability in template-based code generators. This approach relies on variability regions (VR) that define extension points in artifacts. Furthermore, since it is an extension of feature-oriented programming, the artifacts are structured in layers that represent code generator features. We additionally define three refinement operations to extend VRs. In order to extend acode generator with anew feature, an ew layer can be introduced and existing VRs can be refined. The benefito ft he proposed concept is that it is independent of anylanguage that is used for code generator development. We achieve this by introducing al ayer definition model language that can be used with anyo ther language. By means of this, the approach facilitates reusing and customizing code generators.
