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Building an interactive application requires, amongst other 
activities, the design of both a data model and a user inter-
face. These two designs are often done separately, fre-
quently by different individuals or groups. However, there 
are strong similarities between the objects, actions and at-
tributes of the data model and those of the user interface. 
This means that considerable specification work has to be 
done twice. Our approach is to automatically generate user 
interface elements directly from the data model. This saves 
time and effort and at the same time style rules can be ap-
plied automatically to the design of the user interface. This 
relieves the designer of the need to be familiar with certain 
style rules, while at the same time creating the consistency 
embodied in the rules. 
Introduction 
An early step in the design of an interactive application is 
the definition of the application’s data model. Assuming an 
object oriented design, the data model consists of an object 
class hierarchy, in which objects have attributes and meth-
ods. Single or multiple inheritance is typically used to avoid 
repetitive specification of shared methods and attributes. At-
tributes and methods of objects are either internal or exter-
nal. Internal attributes and methods are not shown in the 
user interface, but are merely meant for use within the appli-
cation. External attributes and methods are represented in 
the user interface and as well as being used within the appli-
cation. These external attributes and actions are either 
shown as widgets (i.e. sliders, choices, etc.) or by means of 
user defined representations. 
A later step is the design of the user interface. An increasing 
number of software tools assist the designer in this step. 
They provide standard user interface elements and allow the 
designer to interactively lay out user interface elements on 
the screen. Examples of user interface builders are 
DevGuide [Sun90a], the Interface Architect [Hewl90]. The 
use of these tools, however, does not guarantee good user in-
terface design; that depends on the designer. Guidelines for 
presenting an application in a tasteful and functional manner 
are embodied in a number of user interface styleguides, such 
as the OPEN LOOK Graphical User Interface Application 
Style Guidelines [Sun90b], the OSF/Motif Style Guide 
[OSF], the Apple Desktop Interface [Appl86] and IBM’s 
styleguide [IBM87]. These styleguides help the developer 
design a user interface based on principles of simplicity, 
consistency and efficiency. 
With each of these tools, however, the user interface de-
signer has to perform three unnecessary steps. First, he must 
access, either from documentation or from his memory, de-
tails of the data model. Second, he must access and apply 
the style guide rules which determine how each element of 
the data model is to be mapped into a control widget. Fi-
nally, he must access and apply layout rules concerning the 
placement of each control widget. 
For example, to lay out a property window for an object, he 
must know the attributes (properties) of the object, decide 
which widget to use for each attribute, and lay out the wid-
gets in a window. 
Automatic generation of dialog boxes from a high-level tex-
tual specification description provides the possibility to au-
tomatically apply layout style rules to the design, avoiding 
some of the unnecessary steps described above. Jade 
[Zand90], ITS [Wiec90] and Mickey[Olse89] all generate 
dialog boxes from textual specifications. Mickey generates 
Macintosh user interface (menu’s and dialog boxes) from in-
terface descriptions embedded in Pascal. ITS and Jade use a 
set of style rules, created by a style expert and a specifica-
tion of the dialog content to generate dialog boxes. Jade also 
includes a graphical editing capabilities, which allow the de-
signer to refine the generated user interface. 
Our system automates all the three steps, using D2M2edit[-
Beek90], a tool for creating data models; DevGuide 
[Sun90a], Sun Microsystems’ interactive user interface lay-
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out tool, and the OPEN LOOK Style Guide Rules 
[SUN90b]. 
We will first describe our mechanism used to transform se-
lected application data as dialog content into user interface 
dialog. After that we expain the relation between data in the 
application model and the dialog parts of the user interface. 
Finally, an overview between the two design stages will be 
described.
Transforming Application data to Interaction 
Objects
Descriptions of data from the application data model, ac-
tions and attributes,are used as input; a set of interaction 
conclusions is generated as output (Figure 2). This intelli-
gent design link focuses on automatic organization and de-
velopment of menus and dialogue boxes using various types 
of knowledge and a set of design rules as engine.
Figure 1 Information flow in automatic generation process
The rules for control selection are implemented as a linear 
list of simple ‘If Then’ rules. The inference engine is imple-
mented so that it can be used independent of the interaction 
library. The engine produces general conclusions which 
have to be transformed with an appropriate presentation 
component for the designated library. For every action a 
menu advise is generated. 
To support incremental design already existing user inter-
face can be used as input for the design tool . For menu con-
figuration the design tool uses the existing user interface to 
determine where the different actions have to be placed in 
the different existing menus. 
In the next section I describe how application attributes and 
actions relate to dialog boxes and interaction objects.
Application objects & Interaction Objects
In the data model of the application, every object has at-


















Incremental design step 




with pre- and postconditions. The data model is based on 
that of UIDE[Fole88].
Figure 2 The relation between application data and interaction 
objects
Every user interface interaction object is related to an action 
or attribute in the application data model (Figure 1). Interac-
tions objects are pre-defined user interface objects (button, 







Example 1 An attribute from the application model and its rep-
resentation of an interaction object in the user inter-
face
In the example above (Example 1) the attribute ‘VolumeIn-
put’ has a graphical slider to change its value. W  added an 
additional descriptor ‘precision’ to the attributes data. With-
out this parameter the choice between the different available 
widgets for ‘VolumeInput’ would have been based on the 
preference setting in the rules. In this case the engine could 
have inferred a slider or a numerical text field. The more ad-
ditional data we add to the application data the more precise 
a matching widget can be inferred from the rules. We don’t 
want the application designer have to specify too much ad-
ditional data. Especially user interface related specifics 
should not be part of the application data model. In example 
1 we needed some semantics of the integer ‘VolumeInput’ 
for the control selection. These semantics are independent of 
the look-and-feel of the interaction object. The inference en-
gine chooses the best widget for the data element (as defined 
in the rules). When more possible widgets can be used/in-
ferred for the data element, then the control selection will 
pass this information to the presentation component. The 
presentation component on his turn can use this information 
to allow regeneration of user interface parts with multiple 
possibilities. One possible way to do this would be a cycle 
button for every user interface element with multiple possi-
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The order of the items in a dialog box or menu is currently 
based on the order, which the data elements are selected in 
the data model. 
We distinguish two different dialog areas. The base window 
and the popup window. The base window is the main win-
dow of the application. All the side information and interac-
tion of an application should go in a popup window. For the 
setting of properties we use a property window and for the 
initiation of an action we use a command window. In the 
base window only menus or single command buttons should 
be used. 
Control selection rules
The control selection is defined as a set of rules, which are 
derived from the OPEN LOOK style guide book.We use the 
following user interface controls (Figure 3):
Figure 3 The different control widgets.
In the future it might be useful to extend the list of widgets. 
In this case we can extend the control selection list with 
more selection rules. The new widgets also have to be added 
to the presentation component. 
There are now five different attribute types and an action in-
cluded in the rules for the control selection. This basic set of 
types was used to test our rule base. In the tables we show 
some of the control selection heuristics. The tables are not 






Table 1 Control Selection for boolean attributes; the only de-
scriptor is the label.
The boolean (Table 1)  can have only two values. A boolean 
is always True or False. The labels are always opposite la-
bels. For the boolean attributes we prefer to use a checkbox, 
because of the look and feel semantics captured in the wid-
get. People are used to mark a check boxes on forms. We 
have the exclusive setting also reserved as possibility in the 
rules.
The second attribute is the integer (Table 2). The integer can 
have so many different purposes, and therefore the control 
selection is not always precise. In example 1 we used the at-
tribute ‘VolumeInput’ for which the slider is a good 
interaction widget. For an integer ‘SocialSecurityNumber’ 
we certainly don’t want to use a slider, but a numerical text 
input field. In most cases the numerical text field will be the 
default choice for the integer. 
R/W Precision Range Length Widget
writable low unknown small Text field
writable low known small Numeric Text field
writable low large large Graphical Slider
writable high large large Slider w/ boxes
read only low Gauge
read only high Numertc text field
Table 2 Control selection for integer attributes; R/W is the writ-
ability, a low precision integer doesn’t require a precise input, high 
precision visa versa, range is the range of the integer, length is the 
number of digits.
In case of a real value (Table 3) the interaction object will 
most likely be a normal text input field. In some cases the 
real variable might require an slider as an interaction object, 
especially if the number of digits is very high. For the dis-
play of values, which are only readable we use a message in 
the case of a text attribute or a gauge in the case of a numer-
ical attribute.
R/W Precision Range Length Widget
writable low known high Slider
writable low known low Text Field
writable high Text Field
read only low Gauge
read only high Text field
Table 3 Control selection for real attributes; the descriptors are 
the same as the descriptors for the integer (Table 2).
An enumerated list of values (Table 4) can be displayed in 
the user interface in different ways. The control selection for 
an enumerated type is based on several properties. We dis-
tinguish between mutually exclusive and non-exclusive enu-
merations. A mutually exclusive enumeration always 
requires one item to be selected. A non-exclusive enumera-
tion allows multiple items to be selected from a group of 
items. A variation on a mutually exclusive and a non-exclu-
sive enumeration allows one choice or no choice. Length is 
an import factor for the control selection. The total length of 
an enumeration is dependent on it exclusiveness and on the 
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length of the items. Depending on this length and the num-
ber of items a choice is made between the different widgets. 
For a group of items larger than 9 a scrolling list will be cho-
sen. If the number of items is smaller than 9 then still a 
scrolling list can be chosen if the length of the items is to 
large to fit in a popup window and the enumeration is non 
exclusive. An enumeration is a static list of values. An dy-
namic list, which can be extended during run-time, requires 
an dynamic scrollable list. The length in table 4 is in charac-
ters, we actually work with proportional fonts. 
Values min max Length Widget
2-9 0 1 21-50 Variation Excl Set
2-9 0 1 50+ Var. Scrolling List
2-9 1 1 21-50 Exclusive Setting
2-9 1 1 50+ Abbreviated Excl.
Setting Menu
2-9 0 1+ 21-50 Non excl. Setting
2-9 0 1+ 50+ Scrolling List
10-18 0 1 Scrolling List
10-18 1 1 Scrolling List
10-18 1 1+ Scrolling List
Table 4 Control selection for enumerated attributes; values is 
the number of values in the enumeration, min and max represent 
the number of choices reuired, length is the total character length 
of the enumeration.
The text attribute (Table 5) is translated in a normal text 
field widget. Based on the length of the text field a single or 
multi-line text field widget is chosen. 
R/W Length Widget
writable 0-80 single line text field
writable 80+ multiple line text field
read only Message
Table 5  Control selection for text attributes; R/W is the writabil-
ity
Buttons are used to issue direct commands. The command 
window is typically a place to use command buttons. In the 
property sheet we use the button ‘Apply’, ‘Reset’ and ‘Can-
cel’ conform the OPEN LOOK standard.
Figure 4 is an example of a property window generated form 
application data selected form the data model. The control 
selection configured a widget for every attribute. The at-
tributes ‘Author’ and ‘Book’ are normal text attributes. The 
first character of each label is a capital and the labels are 
provided with a colon. The attribute ‘Cover’ is a mutually 
exclusive enumeration, which means that a book in this case 
can have only a ‘Hard’ or a ‘Soft’ cover. For the attribute 
‘Book id’ numerical arrows were provided. The attribute 
‘Setting’ is also a mutually exclusive enumeration of differ-
ent book types. The buttons ‘Apply’ and ‘Reset’ are stan-
dard buttons for all property windows. All these controls are 
arranged by a set of layout rules. In the popup window 
(command window, property window) we always use a one 
column layout. The labels are always on the left side of the 
control. Every label has a colon and the all the labels are 
aligned by their colons. We use a grid for the layout. With a 
12-point font we use a 10-point grid. Some of the layout 
rules are:
• 2 grid units of white space on the left edge of the pane and 
the left of the longest label.
• 2 grid units of white space between the right of the longest 
control and the right edge of the pane.
• 1 grid unit between the colon and the left of the control.
• 1 grid unit between controls.
• buttons centered at the bottom of the pane, 1 grid unit be-
tween them.
Figure 4 A property window generated by our system. The 
property window is designed conform the Open 
Look standard.
For the base window, the main window of an application, 
there are different layout rules. In the base window we only 
allow actions, which can either be put in one of the menus or 
in a single button. Between the different menus and buttons 
in the menu bar should be one grid unit of white space and 
the menus should be starting from left to right. In the menu 
bar we use different standard menus. The order of the stan-
dard menus is also based on a style rule. In Figure 4 are the 
standard menus ‘File‘, ‘View’ and ‘Edit’ and an application-
specific menu.
One of the keywords for the design of a user interface is 
‘Consistency’. We provide consistency through the applica-
tions by using the same menus and the same order of these 
menus in every application.The user will become familiar 
with this framework and has to learn only the application 
specifics. 
 
last modified 6/24/91, printed 8/8/91 5 of 7
Coupling Application design and User interface design
Figure 5 The standard menu buttons in a pre-defined order. 
For application specific actions a application menu is 
generated.
Every action gets a menu advise during the control selec-
tion. In the next section the standard menus and menu rules 
are described.
Standard Menus and Menu Rules
The Open Look standards configure the actions in the appli-
cation in different standard menus. A standard application 
has one base window with a menu bar. Depending on the 
kind of action the action will be placed in one of the follow-
ing menus.
Filing : Creating, saving, loading and printing files
Anything that affects the entire application (and that could 
implicitly affect objects that live in the application) is a File 
function. For example, creating, saving, printing, importing 
to, and exporting from a database query are all File func-
tions.
Viewing: Controlling how data is displayed in the applica-
tion
Anything that affects the perspective and the details of the 
application and the application objects is a View function. 
Anything that changes the display, size or form is a view 
function.
Editing : Making changes to data
Anything that affects the existence or state of objects that 
users can select is an Edit function. For example, deleting, 
copying, and inserting (existing or previously existing) data-
base elements, such as tables, are Edit functions.
Properties: Setting properties for data, usually for selected
anything that changes an object’s attributes is a property 
function. For example, altering the attribute of the database 
element, such as tables, is a Property function. Such at-
tributes include the short name of the table, the fully quali-
fied name, write attributes, and keys.
Anything that creates an object from scratch (not by repli-
cating an existing object and not by changing the entire file - 
which is a File function) is an application-specific action. 
Anything that initiates an activity that is separate from fil-
ing, viewing, editing and properties can be represented in 
the control area either as separate buttons or as items on but-
ton menus. 
In a pop-up window we don’t allow the use of menus. We 
group related commands in menus. Before menus are gener-
ated we try to fit every action in a single button. If the width 
of the buttons is bigger than the width of the window then 
we group the buttons in the menus. There are three different 
possible items for the menus. An item, which issues a direct 
command is the same as a button, with the only difference 
that it is now an item in a menu; command item. A item with 
an little arrow pointing to the right has a sub-menu; menu 
item. A item with three dots at the end of the name is a win-
dow item. A window item pop-ups a command window, 
when it is selected. The menu advise generated in the con-
trol selection is used for the grouping of the actions in 
menus. To create a menu advise we use the pre- and post 
conditions, the parameter list of the action and large glossa-
ries with frequently used names of actions in the standard 
menus. Pre- and post conditions capture some semantics of 
the action. Actions with similar pre- and post conditions 
should be grouped in a menu. The parameter list of the ac-
tions shows us which actions are using the same input or 
output parameters. Actions which cannot be placed in one of 
the standard menus are placed in an ‘Application’ menu. 
The menu organizer tries to group related actions in one of 
the Application menus. After the actions have been placed 
in the menus the user interface designer can easily adjust the 
generated menus. 
 
Figure 6 D2m2edit and DevGuide
D2m2edit - Object hierarchy editor. Sun Microsystems Developers Guide.
Actions and Attributes 
can be dragged over from 
D2M2edit to DevGuide.
DevGuide invokes the routines
to do the control selection and 
the generation of the user interface
elements. 
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Building a bridge between DevGuide and 
D2M2edit
DevGuide is the user interface development tool of Sun Mi-
crosystems(Figure 5). DevGuide has a palette from, which 
the user interface designer can drag objects onto the screen. 
For the specification of the attributes of each different inter-
action object DevGuide uses property sheets. D2M2-Edit is 
the Delft University of Technology’s Direct Manipulation 
Manager Editor[Beek90], which is an interactive graphics 
editor implemented in Open Windows for creating semantic 
data diagrams (node and arc style figures). An application 
designer will use D2M2-Edit to create a semantic definition 
of an application: all objects, relations between objects (both 
part-whole relations and class hierarchy relations), actions 
on objects, pre- and postconditions on actions, and attributes 
(ie, properties) of objects. Every object has its own prop-
erty-sheet in which the attributes, actions and conditions 
will be input as text and viewed as scrolling lists. The user 
interface designer will select one or more actions and at-
tributes which are to be represented in a base window or 
pop-up window, and then drag the selection on top of a win-
dow or on the palette of DevGuide.(Figure 6). DevGuide 
will then invoke functions, that apply the style guide rules to 
choose appropriate controls, configure the chosen controls, 
and place the controls. If data is dropped on the palette, then 
a new pop-up window will be created with a control area. 
The goal of the layout of single-column pop-up windows 
will be to reinforce logical relationships (specified to 
D2M2-Edit as part of the application semantics) with visual 
cues, to create an aesthetically-pleasing layout.Once this is 
done, the user interface designer will be able to use 
DevGuide to modify or refine the design, and to integrate in 
coded application procedures. New data can be added an 
dragged onto already existing windows which already con-
tain widgets. 
Status of project
The first phase, to be completed in June 1991, will integrate 
D2M2-Edit and DevGuide (Figure 5). The rules dealt with 
in phase one will deal with:
• selection of controls for pop-up windows.
• placement of controls within pop-up windows, assuming a 
single-column layout for the window
• ordering of items within a menu, including grouping by re-
lated functionality
 In phase one, the designer will choose what is to be as-
signed to a given base window or pop-up, and the DevGuide 
extensions will make design decisions. The designer will 
them be able to interact with DevGuide as at present, but 
DevGuide will not carry with it the semantics brought over 
from D2M2-Edit.
In phase two, DevGuide will carry semantic information so 
that, for instance, additional controls can be added to a pop-
up and a new layout can then be created combining the old 
and the new controls. Also, in phase two, additional rules 
will be developed. This may also mean that additional infor-
mation will be needed to be entered into D2M2-Edit. The 
additional rules will deal with issues such as:
• allocation of menu items to multiple pop-up menus, one 
per button menu (based on semantics of the menu items)
• hierarchical structuring of multiple levels of pop-up menus 
(based on semantics of the menu items)
• grouping of functional related controls in a pop-up win-
dow, by using white spacing.
Conclusions and Future work
Automatic generation of user interface from application data 
is a logical step and useful for the development of new user 
interfaces. Coupling application design and user interface 
design is a step to bring the traditional software engineering 
and user interface design together. The automatic generation 
tool can be integrated with other tools and toolkits. The pre-
sentation component (Figure 2) is currently integrated with 
DevGuide. This back end has to be adjusted for other tools. 
This project just started this year and there are some topics 
and issues, which we want to work on:
• Integration of automatic generation tool in a framework for 
the development of whole UIMS.A typical example is the 
UIDE[Fole91], in which one shared knowledge base is be-
ing used for the complete specification of the application 
and the user interface.
• The logical order in a property sheet is now determined by 
the designer. He tries to create a top-down visual cue. The 
order of controls in a pop-up window and in menus is of-
ten based on interdependency relations. These interdepen-
dencies are partly captured in the pre- and post conditions 
of the data elements. Pre- and post conditions are now be-
ing used for grouping related actions in the menus. The de-
signer creates dialog box now by selecting controls for the 
designated dialog box.In the future he will select hundreds 
of data elements, which all have interdependencies. The 
automatic generation tool will then decide on the place-
ment of controls in different dialog boxes. 
• Currently we used the OPEN LOOK standard for the con-
trol selection and the design of the user interface. For spe-
cial purpose applications special user interface needs may 
be required. Therefore, we are going to develop a tool for 
domain specific design. 
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