Verificando a boa formação de modelos GODA by Solano, Gabriela Félix
Universidade de Brasília
Instituto de Ciências Exatas
Departamento de Ciência da Computação
Verificando a Boa Formação de Modelos GODA
Gabriela Félix Solano
Monografia apresentada como requisito parcial
para conclusão do Bacharelado em Ciência da Computação
Orientadora
Prof.a Dr.a Genaína Nunes Rodrigues
Brasília
2016
Universidade de Brasília — UnB
Instituto de Ciências Exatas
Departamento de Ciência da Computação
Bacharelado em Ciência da Computação
Coordenador: Prof. Dr. Rodrigo Bonifácio de Almeida
Banca examinadora composta por:
Prof.a Dr.a Genaína Nunes Rodrigues (Orientadora) — CIC/UnB
Prof. Dr. Rodrigo Bonifácio de Almeida — CIC/UnB
Prof. Dr. Vander Ramos Alves — CIC/UnB
CIP — Catalogação Internacional na Publicação
Solano, Gabriela Félix.
Verificando a Boa Formação de Modelos GODA / Gabriela Félix Solano.
Brasília : UnB, 2016.
127 p. : il. ; 29,5 cm.
Monografia (Graduação) — Universidade de Brasília, Brasília, 2016.
1. GODA, 2. modelo orientado a objetivos, 3. CRGM, 4. teste
funcional
CDU 004.4
Endereço: Universidade de Brasília




Instituto de Ciências Exatas
Departamento de Ciência da Computação
Verificando a Boa Formação de Modelos GODA
Gabriela Félix Solano
Monografia apresentada como requisito parcial
para conclusão do Bacharelado em Ciência da Computação
Prof.a Dr.a Genaína Nunes Rodrigues (Orientadora)
CIC/UnB
Prof. Dr. Rodrigo Bonifácio de Almeida Prof. Dr. Vander Ramos Alves
CIC/UnB CIC/UnB
Prof. Dr. Rodrigo Bonifácio de Almeida
Coordenador do Bacharelado em Ciência da Computação
Brasília, 28 de julho de 2016
Dedicatória




Agradeço a Deus em primeiro lugar, por todas as bênçãos e proteção que Ele me
concede diariamente.
Agradeço aos meus pais, Jairo e Silvânia, que sempre foram minha base, e nunca medi-
ram esforços para que eu pudesse alcançar meus objetivos. Às minhas irmãs e melhores
amigas, Júlia e Karolina, por estarem ao meu lado em todos os momentos, serem minhas
parceiras fiéis para o que der e vier. Ao meu cachorro Bob, por toda alegria, animação
e amor com que me conforta todos os dias. À todos os meus familiares, pelo suporte e
torcida durante essa jornada.
Agradeço à minha orientadora, Prof.a Dr.a Genaína Nunes Rodrigues, por ter aceitado
o desafio deste trabalho, me ensinando e guiando nessa etapa da graduação. À todos os
professores com quem tive a oportunidade de aprender e trabalhar na Universidade de
Brasília. Ao Gabriel Rodrigues, pela boa vontade e ajuda que foi fundamental para o
desenvolvimento do trabalho.
Agradeço aos amigos que a universidade me deu, que sempre contribuíram para o meu
crescimento e fizeram da graduação uma época especial e divertida.
Por fim, agradeço ao programa Ciência sem Fronteiras, pela melhor experiência da
minha vida. Ao amigos que fiz no exterior, em especial Will, Isa e Fernando, pelo carinho
que tiveram ao longo desse período.
ii
Resumo
O framework GODA (Goal-Oriented Dependability Analysis) realiza análise de de-
pendabilidade em modelos orientados a objetivos. Uma etapa importante é o processo
de geração automática de modelo DTMC (Discrete-Time Markov Chains) a partir de
um modelo CRGM (Contextual and Runtime Goal Model). O modelo CRGM apresenta
notações específicas não testadas. Erros neste modelo podem acarretar em problemas
na geração do modelo DTMC. Como o GODA é integrado à diferentes ferramentas, a
atividade de teste funcional consegue verificar a funcionalidade geral deste framework.
Esse trabalho teve como objetivo o desenvolvimento de uma suíte de testes que veri-
fique a boa formação dos modelos CRGM. Para isso, foi escolhida a abordagem de teste
funcional, utilizando o critério Teste Funcional Sistemático. A partir da especificação
do programa, classes de equivalência foram definidas e, em seguidas, casos de teste foram
identificados. A implementação dos testes foi feita utilizando a linguagem de programação
Java, e o conjunto de testes foi automatizado utilizando a ferramenta JUnit.
Os resultados mostraram falhas na validação de anotações utilizadas no modelo CRGM.
O desenvolvimento da suíte de testes proposta foi importante para expor problemas que
podem acarretar numa geração de modelos DTMC incorretos, devido a erros no CRGM.
Palavras-chave: GODA, modelo orientado a objetivos, CRGM, teste funcional
iii
Abstract
GODA (Goal-Oriented Dependability Analysis) framework performs dependability
analysis on goal models. An important step is the CRGM (Contextual and Runtime Goal
Model) to DTMC (Discrete-Time Markov Chains) automated code generation. CRGM
has untested notations. Errors in this model could result in problems during the DTMC
model generation. Since GODA integrates many different tools, functional testing activity
can control the overall functionality of this framework.
The aim of this work was the development of a test suit that verifies well formedness
of the CRGM model. The functional testing approach was chosen, using the Systematic
Functional Testing criterion. From de software specification, equivalence classes were
defined and then test cases were identified. The tests were implemented in Java, and
automated using JUnit.
The results showed validation failures of CRGM notes. The development of the test
suit proposed was important to expose problems that can lead to incorrect DTMC models
due to errors in CRGM.
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Modelos orientados a objetivos representam uma ontologia intencional usada nas fases
iniciais de análise de requisitos para explicar o porquê de um sistema de software [1]. Eles
têm sido utilizados para representar a racionalidade de tanto humanos quanto software
[22], e oferecem construções úteis para analisar objetivos de alto nível e maneiras de os
satisfazer. Essas caractísticas são essenciais para a análise e o projeto de um sistema, que
deve refletir a racionalidade dos stakeholders e a adaptação à contextos variáveis [10] [23].
Dependabilidade é a capacidade de entregar um serviço que possa ser justificadamente
confiável [2]. Tal confiança tem que considerar não apenas a corretude técnica do serviço,
mas também a habilidade de unir as intenções dos stakeholdesrs com os interesses es-
tratégicos. Uma definição alternativa que fornece o critério para decidir se um serviço
é seguro é a de que a dependabilidade de um sistema é a habilidade de evitar falhas no
serviço que são mais frequentes e mais severas do que é aceitável [2]. Ainda segundo [2],
dependabilidade é um conceito integrado que engloba os seguintes atributos:
• Disponibilidade: prontidão para serviço correto;
• Confiabilidade: continuidade para serviço correto;
• Segurança: ausência de consequências catastróficas para o usuário e para o ambiente;
• Integridade: ausência de alterações impróprias no sistema;
• Manutenibilidade: capacidade de sofrer modificações e raparações.
O GODA (Goal-Oriented Dependability Analysis) é um framework que realiza análise
de dependabilidade em modelos orientados a objetivos. Ele captura a propriedade de
satisfatibilidade de objetivos em tempo de execução de um sistema de software, onde
podem haver diferentes contextos. Este framework foi proposto com o intuito de prover
meios designados para administrar os requisitos de dependabilidade de sistemas operando
em um contexto dinâmico [19].
O GODA integra os poderes de CGM (Contextual Goal Model), RGM (Runtime Goal
Model) e PMC (Probabilistic Model Checking). Durante o planejamento do software, ele
pode ajudar com decisões de projeto e implementação; durante a execução, ele ajuda
o sistema a se auto-adaptar, analisando as diferentes alternativas e selecionando uma
com a maior probabilidade de dependabilidade. O GODA é implementado estendendo
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o TAOM4E [20]: uma ferramenta baseada no TROPOS incorporado no plugin de im-
plementação do Eclipse. Além disso, ele integra diferentes ferramentas, como PRISM e
PARAM.
Uma importante etapa do processo de funcionamento do GODA é a transformação de
modelos CRGM (Contextual an Runtime Goal Model) em DTMC (Discrete-Time Markov
Chains). Essa transformação é feita a partir de uma geração automática de um modelo
DTMC em linguagens PRISM e PARAM a partir de um CRGM. Mais detalhes sobre
o funcionamento do GODA e da sua transformação de modelos serão dados no próximo
capítulo.
A motivação principal deste trabalho foi o fato do CRGM possuir notações específicas
não testadas. Como o GODA é integrado a diferentes ferramentas, a atividade de teste é
muito importante para garantir a confiabilidade de seus resultados. É necessário verificar
a boa formação dos modelos CRGM para garantir uma correta transformação de modelos
e, consequentemente, uma correta análise de dependabilidade feita pelo GODA.
1.1 Problema e Hipótese
O problema encontrado no GODA é que, no momento, não há meios de permitir ao
usuário verificar se o modelo CRGM gerado está correto. Assim, a análise de dependabi-
lidade do modelo pode não ser confiável.
A hipótese é a de que problemas na geração dos modelos PRISM e PARAM podem
advir de erros relativos à boa formação da geração de modelos CRGM.
1.2 Objetivos
1.2.1 Objetivo Geral
O objetivo principal deste trabalho é o desenvolvimento de suíte de testes funcionais
para o modelo CRGM.
1.2.2 Objetivos Específicos
De forma a verificar a corretude do modelo CRGM, as metas estabelecidas foram:
• Planejamento de testes funcionais para erros relativos à boa formação da geração
de modelos CRGM;
• Desenvolvimento dos testes funcionais planejados;
• Reportar os resultados obtidos com a execução dos testes funcionais.
1.3 Descrição dos Capítulos
Este trabalho se divide em mais quatro capítulos. O Capítulo 2 apresentará um
referencial teórico dos temas abordados no trabalho. Será apresentado o funcionamento
do GODA, mais detalhes sobre seu processo de transformação de modelos, assim como
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uma introdução teórica sobre o tipo de teste a ser realizado. O Capítulo 3 apresentará
a metodologia utilizada para fornecer uma solução ao problema encontrado. O Capítulo
4 apresentará os resultados obtidos com o desenvolvimento do trabalho. Por fim, as




2.1 Análise de Dependabilidade Orientada a Objetivos
(GODA)
O método de análise de dependabilidade orientada a objetivos é baseado em [19]. A
Figura 2.1 ilustra o processo do GODA, que inicia com um Modelo Orientado a Objetivos
produzido através de modelagem orientada a objetivos convencional. Então, é inserida
informação de contexto e informação de tempo de execução neste modelo, tornando-se um
CRGM. Uma vez que o CRGM do sistema está completo, ele é automaticamente traduzido
em um DTMC. Propriedades de dependabilidade são, então, apresentadas como fórmulas
PCTL (Probabilistic Computation Tree Logic) [11], e a verificação do sistema pode ser
realizada.
Setas tracejadas no processo indicam uma abordagem iterativa em que atividades de
modelagem possam ser realizadas múltiplas vezes até uma especificação completa e coe-
rente do sistema to-be ser atingida. Por exemplo, restrições de contexto podem acabar
com nenhuma alternativa para atingir um determinado objetivo, o que deve ser o caso de
uma nova iteração sobre a modelagem orientada a objetivos. Além disso, a análise em
tempo de projeto pode revelar violações das restrições de dependabilidade para uma ou
mais alternativas elicitadas, o que justifica a ligação tracejada entre a análise de depen-
dabilidade e a modelagem do sistema.
2.1.1 Modelagem Orientada a Objetivos e Contexto
Modelagem orientada a objetivos fornece um meio de analisar os diversos requisitos
de diferentes stakeholders em um sistema de software [8] [24] [5]. Objetivos pertencem à
atores, e atores inter-dependem uns dos outros para alcançar seus objetivos. Objetivos
são realizados por tarefas-folha, que denotam processos executáveis por um ator. Em
um modelo orientado a objetivos estruturado em árvores, objetivos são decompostos em
sub-objetivos ou refinados por uma tarefa means-end ; enquanto que tarefas não-folhas são
decompostas em outras sub-tarefas. Uma decomposição E requer que todos os sub-nós
sejam satisfeitos, enquanto que uma decomposição OU requer que ao menos um sub-
nó seja satisfeito. Apenas um tipo de decomposição por nó é permitido. Os caminhos
alternativos (decomposições OU) são avaliados através de objetivos qualitativos chama-
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Figura 2.1: Processo de análise de dependabilidade orientada a objetivos [18]
dos de soft-goals. Links de contribuição identificam o impacto positivos ou negativo de
alternativas em soft-goals.
A ativação de um objetivo, a decisão sobre as alternativas aplicáveis para alcançá-
lo, assim como a qualidade de cada uma dessas alternativas, podem ser dependente de
contexto. Modelos Orientados a Objetivos Contextual (CGM) [1] são propostos para
capturar a inter-relação entre modelos orientados a objetivos e contexto, e suportam uma
adaptação em tempo de execução onde atores mudam para uma estratégia alternativa que
se encaixa dado um contexto, tanto em termos de aplicabilidade quanto de qualidade. A
Figura 2.2 ilustra o modelo orientado a objetivo contextual.
2.1.2 Checagem Probabilística de Modelos (PMC)
Muitos sistemas são suscetíveis a vários fenômenos de natureza estocástica e ao não-
determinismo em seus comportamentos [18]. Em contraste às técnicas de checagem de
modelos em que a corretude absoluta de um sistema é verificada, a checagem probabilística
de modelos é sobre computar as probabilidades com as quais as propriedades de interesse
são verificadas no sistema. No GODA, tal probabilidade representa a estimativa de sucesso
na execução de uma tarefa, ou seja, a confiabilidade da tarefa [19]. O PMC permite,
também, que sejam feitas declarações quantitativas sobre o comportamento do sistema,
expressas como probabilidades ou expectativas, além de declarações qualitativas feitas
por checagens de modelo convencional [15].
A checagem probabilística de modelos permite uma verificação automatizada das pro-
priedades comportamentais desejadas em um sistema inspecionando todos os estados do
modelo do sistema [3]. PMC é adequado para modelagem e raciocínio sobre requisitos de
dependabilidade. Dado um modelo de sistema e uma ou mais propriedades de dependa-
bilidade, o PMC pode ser projetado para verificar a conformidade do modelo em cumprir
tantos os requisitos funcionais quanto os requisitos não-funcionais do sistema.
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Figura 2.2: Representação genérica de um modelo orientado a objetivo contextual [19]
Entre os tipos mais populares de sistemas de transição empregados em PMC estão
aqueles baseados em cadeias de Markov, por exemplo, o DTMC e o MDP (Markov Deci-
sion Processes) [15]. A técnica PMC permite a previsão da performance e da dependa-
bilidade de sistemas baseado em eventos probabilísticos e comportamentais descritos nos
modelos probabilísticos [18]. O PMC, como uma técnica de verificação de modelo, requer
[18]:
• Uma descrição do sistema a ser analisado, normalmente dado em alguma linguagem
de modelagem alto-nível, como DTMC;
• Uma especificação formal da propriedades quantitativas do sistema a serem anali-
sadas, normalmente expressa em variantes de lógica temporal, como PCTL (Proba-
bilistic Computation Tree Logic) [11].
A técnica PMC utilizada no GODA é suportada pelo verificador de modelo probabi-
lístico PRISM [16], que suporta tanto cadeias de markov de tempo discreto e contínuo,
quanto MDP. PRISM é adequado para diferentes tipos de avaliações de modelo depen-
dendo do nível de abstração, do tipo de modelo probabilístico e das propriedades PCTL
a serem analisadas [18].
O ambiente de análise oferecido pela ferramenta PRISM, porém, é limitada pela veri-
ficação de uma combinação única de variáveis inicializadas por vez [18]. Uma checagem
de modelo paramétrica provê maior flexibilidade de análise, já que variáveis constantes no
modelo podem ser substituídas por parâmetros [12]. Assim, considerando o PMC, a fer-
ramenta PARAM amplia a linguagem PRISM com a palavra reservada param, utilizada
para variáveis que descrevem probabilidades de transição de estado [18]. Então, dado
um modelo probabilístico com variáveis param adicionais e uma propriedade PCTL, uma
fórmula paramétrica correspondente é gerada.
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2.1.3 Modelo Orientado a Objetivo Contextual e em Tempo de
Execução (CRGM)
Como descrito na Sub-seção 2.1.1, o CGM é um modelo de requisito que captura a
relação entre estratégias alternativas para alcançar metas e o espaço de mudanças de
contexto para que o cumprimento de um objetivo dependente de contextos seja possível.
O RGM [7] incrementa objetivos e tarefas com especificação comportamental e faz com
que seja possível verificar se tarefas e objetivos são compatíveis com suas especificações
de classe, que é uma característica principal de dependabilidade.
Um CRGM refina o conceito de um CGM e RGM. Neste caso, objetivos são cum-
pridos com o sistema levando em consideração a especificação contextual do CGM [1],
e a cooperação de objetivos e tarefas instanciados em tempo de execução, seguindo as
regras de tempo de execução do RGM [7]. A Tabela 2.1 sintetiza uma descrição textual
de cada regra RGM e seu significado correspondente em termos de qual comportamento
ele especifica.
A definição matemática de um CRGM [19] é descrita a seguir.
Definição 1 Um CRGM é uma tupla CRM = (M, rt_annot(), ctx_annot(), ID()) onde:
• M é um modelo orientado a objetivos em tempo de projeto [7] definido como uma
tupla (N,R) onde N é o conjunto de objetivos e tarefas no modelo, e R é o conjunto
de relacionamentos entre os elementos de N .
• rt_annot() é uma função de anotação de tempo de execução que retorna a anotação
de tempo de execução associada à um nó n ∈ N , onde rt_annot(n) pode ser uma
única regra de tempo de execução ou uma composição de tais regras.
• ctx_annot() é uma função de anotação de contexto que retorna a fórmula de con-
texto associada à um nó n ∈ N .
• ID() é uma função índice que mapeia todo n ∈ N em um identificador ID(n) =
prefix(n) + counter(n), onde prefix(n) retorna um G ou um T para objetivos e
tarefas, respectivamente. A função counter(n) retorna:
– um inteiro positivo incrementado único para identificar unicamente cada obje-
tivo. Ex.: G1, G2, G3;
– um inteiro incrementado progressivamente para tarefas means-end. Ex.: T1, T2, T3;
– o mesmo inteiro da tarefa means-end correspondente junto com um número de-
cimal que corresponde ao nível de profundidade da tarefa. Ex.: T1.1, T1.2, T1.11, T1.12.
A Figura 2.3 ilustra um CRGM com os objetivos e tarefas IDs definidos pelas funções
ID(), rt_annot() e ctx_annot(). O objetivo principal G0 é a realização de uma execução
sequencial dos sub-objetivos G1 e G2, enquanto que o sub-objetivo G1 é a realização de
uma execução alternativa do sub-objetivo G3 ou do sub-objetivo G4. Tarefas-folhas T3 e
T4 realizam a execução dos sub-objetivos G3 e G4, respectivamente. É possível observar
que a realização do sub-objetivo G3 requer a execução de no máximo três instâncias da
tarefa T3 (denotado por [T3+3]), no caso de a alternativa selecionada ser a G3. Por outro
lado, o sub-objetivo G2 é cumprido com a execução da tarefa T2, que é uma execução
condicional da tarefa T2.1, ou da tarefa T2.2, caso T2.1 renha sido contida da execução.
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Tabela 2.1: Regras RGM, onde E1, E1 e E2 representam objetivos ou tarefas em um
modelo orientado a objetivos (estendido de Dalpiaz et al. [7]).
Expressão Significado
AND(E1;E2) Realização sequencial de E1 e E2.
AND(E1#E2) Realização em paralelo de E1 e E2.
OR(E1;E2) Realização sequencial de E1 ou E2 ou ambos.
OR(E1#E2) Realização em paralelo de E1 ou E2 ou ambos.
E+n E deve ser realizado n vezes, com n > 0.
E#n Realização em paralelo de n instâncias de E, com
n > 0.
E@n Máximo de n − 1 tentativas de realização de E,
com n > 0.
opt(E) Realização de E é opcional.
try(E)?E1:E2 Se E é executado, E1 deve ser executado; senão,
E2.
E1|E2 Realização alternativa de E1 or E2, não ambos.
skip Sem ação. Útil em expressões ternárias condicio-
nais.
Finalmente, o contexto C2 é uma fórmula predicado especificada como uma conjuntura
dos fatos contextuais fact1 e fact2. Como resultado, o sub-objetivo G2 só poderá ser
executado caso C2 seja verdadeiro.
2.1.4 Arquitetura de Implementação do GODA
O framework GODA automatiza a geração de um modelo DTMC, a partir de um
CRGM, em linguagens de modelagem PRISM e PARAM. Os ambientes de modelagem e
transformação estenderam uma ferramenta open source existente que dá suporte à me-
todologia de desenvolvimento TROPOS chamada TAOM4E [20]. TAOM4E fornece um
ambiente gráfico para modelagem de objetivos baseado no Eclipse Modelling Framework
(EMC) e Graphical Editing Framework (GEF). Além disso, a ferramenta também su-
porta um modelo dirigido a agente de geração de código. O gerador de código de CRGM
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Figura 2.3: Exemplo de um CRGM genérico com objetivos e tarefas definidos pela função
ID() e também a rt_annot() e ctx_annot() para diferentes objetivos e tarefas[19]
em DTMC também foi implementado como um plugin do Eclipse em linguagem JAVA e
integrado ao ambiente de modelagem de modelos fornecido pela ferramenta TAOM4E 1.
O propósito da geração automática de código CRGM em DTMC é otimizar o passo de
verificação formal abstraindo a modelagem probabilística know-how da análise, e reduzir
a sobrecarga e os erros causados pela geração manual do modelo de verificação. Isso deve
aumentar a viabilidade de adotar o GODA pois deixa analistas focados com a modelagem
e analisa o sistema em diferentes contextos de operação. A integração da geração CRGM
em DTMC ao ambiente TAOM4E forma o ambiente de modelagem e análise para o
GODA. A Figura 2.4 apresenta uma visão de alto nível da arquitetura implementada neste
framework. Como entrada, o GODA recebe um arquivo CRGM no formato TAOM4E e
como saída, ele gera os modelos de verificação PRISM e PARAM do CRGM baseados nas
propriedades de acessibilidade dos objetivos.
2.2 Geração Automática de Código DTMC
Uma etapa importante da análise de dependabilidade realizada pelo GODA é a gera-
ção automática de um modelo DTMC em linguagens PRISM e PARAM a partir de um
CRGM. O propósito dessa automação é otimizar o passo de verificação formal, abstraindo
a modelagem probabilística know-how dos analistas e reduzindo o overhead e erros causa-
dos pela geração manual do modelo de verificação [18]. Esta seção apresentará o processo
de geração de código CRGM em DTMC. Com o entendimento desta geração, a atividade
de teste é melhor realizada.
1Framework GODA pode ser baixado no repositório do GitHub em https://github.com/lesunb/
CRGMToPRISM
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Figura 2.4: Visão de alto nível da arquitetura de implementação do GODA [18]
Segundo [18], o processo de geração de código CRGM em DTMC foi dividido em duas
fases:
• Fase de análise: o arquivo de entrada do TROPOS, contendo um modelo orientado
a objetivo com um ator do sistema, é analisado utilizando um algoritmo de profun-
didade. Objetivos e tarefas são mantidos em memória com metadados relevantes em
um container de objetos. As anotações de comportamento em elementos não-folhas
e os efeitos de contexto em qualquer objetivo ou tarefa também são analisados. Em
uma decomposição da árvore, tanto as regras comportamentais quanto os efeitos de
contexto devem alcançar as tarefas-folhas no final dos ramos relacionados.
• Fase de escrita: o container de objetos com todas as informação necessárias para
a geração de um modelo DTMC são cruzadas com a do container do objetivo raiz.
Módulos de tarefas-folhas do DTMC são criados e concatenados à uma variável
global. Para cada objetivo Gi no modelo, é concatenada ao modelo uma fórmula
de sucesso declarada como G1. Depois de processar todos os efeitos de contexto,
apenas uma declaração das variáveis de contexto analisadas é anexada ao modelo.
Finalmente, o arquivo de saída com o modelo DTMC é criado em uma pasta definida
na sessão de preferências do ambiente de modelagem. O nome do arquivo contém o
nome do ator do modelo.
A Figura 2.5 apresenta a arquitetura de implementação de gerador CRGM em DTMC.
As classes na Figura 2.5 interagem da seguinte maneira [18]:
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Figura 2.5: Arquitetura de implementação do gerador CRGM em DTMC [18]
1. O usuário clica em um item específico do menu da ferramenta de modelagem orien-
tada a objetivos TAOM4E chamado Generate PRISM model no menu GODA.
2. O singleton DTMCAction recebe o contexto de ambiente do modelo orientado a
objetivos TROPOS e cria uma nova thread para o DTMCProducer, passando o
arquivo de entrada TROPOS do contexto de modelagem.
3. O DTMCProducer instancia o TroposNavigator com o arquivo de entrada do TRO-
POS.
4. O TroposNavigator acessa o modelo de negócios do modelo TAOM4E e recupera os
atores no arquivo de entrada.
5. O ator do sistema é identificado e seu objetivo principal (ou objetivo raiz) é extraído.
6. O DTMCProducer começa o algoritmo de profundidade pelo objetivo raiz chamando
o método addGoal().
7. Cada objetivo ou tarefa não-folha tem seus elementos filhos extraídos e salvos como
containers na instância da classe CRGMDefinition antes de uma chamada recursiva
a addGoal()/addTask():
• Anotações comportamentais são analisadas pelo RTParser e os atributos cor-
respondentes são setados nos containers dos elementos filhos.
• Todos os efeitos de contexto em objetivos e tarefas são analisados pelo CtxPar-
ser e os atributos correspondentes são setados nos containers dos elementos
filhos.
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• É realizada uma chamada recursiva a addGoal()/addTask().
8. O retorno da chamada recursiva de um dado elemento é adicionado aos atributos do
elemento pai para propagar incrementos de tempo aninhados para objetivos/tarefas
subsequentes.
9. O arquivo DTMCDefinition com todos os objetivos e tarefas e uma referência para
o objetivo raiz é passado para o método writeModel() na classe DTMCWriter.
10. Padrões da linguagem PRISM para a criação do modelo DTMC são carregados a
partir de arquivos no pacote de plugins do Eclipse.
11. Um algoritmo de profundidade atravessa o container de objetos começando pelo
objetivo raiz.
• Tarefas-folhas têm seus módulos criados substituindo seus atributos por tempo,
efeitos de contexto e outras particularidades comportamentais nos padrões cor-
respondentes da linguagem PRISM.
• Variáveis para comportamentos opcionais e alternativos são anexadas ao mo-
delo antes dos módulos de tarefas-folhas correspondentes.
• Cada chamada de criação de módulo de tarefa-folha retorna uma fórmula bo-
oleana para seu próprio sucesso.
• Fórmulas de sucesso de objetivos e tarefas não-folhas são criadas concatenando
as fórmulas retornadas pelas chamadas recursivas com operadores lógicos da
linguagem PRISM, de acordo com o tipo de decomposição do atual elemento
raiz.
• Efeitos de contexto em objetivos e tarefas têm seus próprios pares de ti-
pos/valores de variáveis armazenados em um conjunto de coleções sem du-
plicações.
12. O arquivo de saída DTMC é aberto.
13. O cabeçalho do modelo DTMC é escrito.
14. Pares de variáveis de contexto são escritos como declarações de variáveis unsigned.
15. Os módulos de tarefas-folhas, fórmulas de sucesso de objetivos e variáveis unsigned
alternativas/opcionais são escritos.
16. O arquivo de saída DTMC é fechado.
A geração automática de modelo DTMC em linguagens PRISM e PARAM a partir de
um CRGM foi implementada utilizando a linguagem de programação Java. Segundo [13]
e [4], o software orientado a objetos é composto de classes as quais encapsulam uma série
de métodos, em geral de baixa complexidade, que cooperam entre si na implementação
de dada funcionalidade.
O paradigma de programação orientada a objetos possui um conjunto de construções
poderosas, que apresentam riscos de erros (fault hazard) e problemas de teste [9]. Isso se
deve à inevitável necessidade de encapsulamento de métodos e atributos dentro de uma
classe, da variedade de modos como um subsistema pode ser composto e da possibilidade
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de, em poucas linhas de código, dar um comportamento ao sistema que só será definido
em tempo de execução [9]. Além disso, cada nível em uma hierarquia de heranças dá um
novo contexto para a características herdadas; o comportamento correto nos níveis mais
elevados não é garantido nos níveis mais baixos [9].
Verificar a ocorrência de erros na construção de modelos CRGM utilizados como en-
trada pelo GODA torna-se, então, elementar para aumentar a confiabilidade deste fra-
mework. No próximo capítulo será apresentada a metodologia utilizada para o desenvol-
vimento de testes que abrangem deficiências do GODA sob a perspectiva de corretude da
modelagem.
2.3 Testes Funcionais
Técnicas e critérios de teste fornecem ao projetista de software uma abordagem sis-
temática e teoricamente fundamentada para a condução da atividade de teste [9]. Além
disso, constituem um mecanismo que pode auxiliar na garantia da qualidade dos testes
e na maior probabilidade em revelar defeitos no software. Várias técnicas podem ser
adotadas para se conduzir e avaliar a qualidade da atividade de teste.
O teste funcional é uma técnica utilizada para projetar casos de teste na qual o pro-
grama ou sistema é considerado uma caixa preta. Para testá-lo, são fornecidas entradas e
então avaliadas as saídas geradas para verificar se estão em conformidade com os objetivos
especificados [9]. Assim, o código fonte do programa não é necessário, sendo obrigatório
somente a especificação do produto.
Em princípio, o teste funcional pode ser denominado como teste exaustivo [21], sub-
metendo o programa ou sistema a todas as possíveis entradas. No entanto, o domínio
de entrada pode ser infinito ou muito grande, tornando o tempo da atividade de teste
inviável, e fazendo com que essa alternativa se torne impraticável [9]. Com essa limitação
da atividade de teste, não é possível afirmar que o programa esteja correto. Logo, foram
definidas técnicas de teste e diversos critérios pertencentes a cada uma.
Segundo [9], os critérios mais conhecidos da técnica de teste funcional são Particio-
namento de Equivalência, Análise do Valor Limite, Grafo Causa-Efeito e Error-Guessing.
Além desses, existem outros como Teste Funcional Sistemático [17], Syntax Testing, State
Transition Testing e Graph Matrix [14]. Todos os critérios da técnica funcional se baseiam
apenas na especificação do sistema ou programa testado. Eles podem ser aplicados em
toda as fases de teste e em produtos desenvolvidos com qualquer paradigma de progra-
mação [9], pois não levam em consideração os detalhes de implementação [6]. Os critérios
utilizados neste trabalho são definidos a seguir.
2.3.1 Particionamento de Equivalência
O critério de Particionamento de Equivalência foi criado como uma solução para o
teste exaustivo. Este último acontece quando o teste funcional é utilizado submetendo
o programa ou sistema à todas as entradas possíveis. O domínio de todas as possíveis
entradas de um programa pode ser infinito ou muito grande, o que inviabiliza a atividade
de teste. O objetivo do teste de partição, então, é dividir o domínimo de entrada do pro-
grama tal que, quando o testador selecionar casos de teste dos subdomínios (subconjuntos
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ou partições), o conjunto de testes resultante será uma boa representação do domínio in-
teiro. Assim, a quantidade de dados de entrada se torna finita e passível de ser tratado
durante a atividade de teste.
O Particionamento de Equivalência divide o domíno de entrada em classes de equiva-
lência. Uma classe de equivalência representa um conjunto de estados válidos ou inválidos
para as condições de entrada. Assim, uma vez definidas as classes de equivalência, pode-se
assumir, com alguma segurança, que qualquer elemento da classe pode ser considerado
um representante desta, pois todos eles devem se comportar de forma similar [9].
Assim que as classes de equivalência são identificadas, pode-se determinar os casos de
teste. Um elemento de cada classe deve ser escolhido, de forma que cada novo caso de teste
cubra o maior número possível de classes válidas. Para as classes inválidas, é necessário
gerar casos de teste exclusivos, já que um elemento de uma classe inválida pode mascarar
a validação do elemento de outra classe inválida [6].
A vantagem deste critério é a possibilidade de reduzir o domínio de entrada e de criar
casos de teste baseados apenas na especificação.
2.3.2 Análise do Valor Limite
Este critério é usado em conjunto com o Particionamento de Equivalência, mas no lu-
gar de escolher dados de teste aleatoriamente, eles são escolhido de forma que o limitante
de cada classe de equivalência seja explorado. Segundo Myers [21], casos de teste que ex-
ploram condições limites têm maior probabilidade de encontrar defeitos. Essas condições
correspondem a valores exatamente sobre ou imediatamente acima ou abaixo das classes
de equivalência [9].
As vantagens do critério Análise do Valor Limite são similares às do critério Particio-
namento de Equivalência, sendo que existem diretrizes para que os dados de teste sejam
estabelecidos, uma vez que estes devem explorar especificamente os limites das classes
identificadas [9].
2.3.3 Teste Funcional Sistemático
O critério de Teste Funcional Sistemático combina os critérios Particionamento de
Equivalência e Análise do Valor Limite. Particionados os domínios de entrada e de saída,
este critério requer ao menos dois casos de teste de partição para cada classe de equi-
valência, minimizando, assim, o problema de que defeitos coincidentes mascarem falhas
(assim como ocorre no Particionamento de Equivalência). Da mesma maneira que é feito
na Análise do Valor Limite, o critério Teste Funcional Sistemático requer avaliação no
limite de cada subdomínio e subsequente a ele [17].
As vantagens do Teste Funcional Sistemático são as mesmas dos dois critérios citados
anteriormente. Além disso, este critério enfatiza mais fortemente a seleção de mais de um
caso de teste por partição e/ou limite, aumentando assim a chance de revelar os defeitos
sensíveis a dados e também a probabilidade de obter uma cobertura de código do produto




A transformação de modelos no GODA pode apresentar deficiências tanto funcionais
quanto estruturais. É importante, então, testar os elementos do modelo CRGM e, assim,
verificar que a geração do modelo DTMC esteja ocorrendo corretamente.
Os elementos do CRGM são:
• Construções básicas;
• Anotações já usadas e novas;
• Transformações nas linguagens PRISM e PARAM.
As construções básicas representam a estrutura interna do programa. É necessário o
seu conhecimento, sendo os aspectos de implementação fundamentais para a geração dos
casos de testes associados.
As anotações (novas e antigas) utilizadas no modelo são obtidas a partir da especifi-
cação do GODA. Anotações antigas se resumem em Goals (objetivos), Tasks (tarefas) e
relacionamentos já utilizadas pelo TROPOS. Anotações novas são as Runtime Annotation
e Context Annotation, que são especificações comportamentais e contextuais do modelo,
respectivamente.
As transformações nas linguagens PRISM e PARAM representam o arquivo de saída
criado pelo GODA no final do processo de geração de código contendo o modelo DTMC
nas linguagens citadas.
Este capítulo apresentará o planejamento, execução e documentação de testes com
foco nos problemas de anotações que podem ocorrer no modelo CRGM. A princípio,
serão apresentadas as características de nomenclatura das anotações utilizadas na mo-
delagem. Em seguida, será feito um planejamento da atividade de teste com base na
técnica funcional. Logo após, serão definidos os casos de testes específicos. Por fim, será
apresentada a implementação dos testes com entradas pré-definidas.
3.1 Nomenclatura das anotações
Com base na especificação do GODA, as anotações utilizadas na transformação de
modelos CRGM em DTMC são de objetivos, tarefas, anotação de tempo de execução
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(runtime annotation) e anotação de contexto (context annotation). A seguir são apre-
sentadas as características de nomenclatura que definem os estados válidos e inválidos de
cada uma destas anotações.
1. Objetivo válido
(a) Objetivos válidos devem ser escritos da forma G#: description [runtime
annotation], sendo G# o identificador (o prefixo G seguida por um número
inteiro único #), description uma descrição textual do objetivo, e runtime
annotation a anotação de tempo de execução (opcional em alguns casos).
(b) Objetivo com nenhum nó filho não deve conter anotação de tempo de execução
em sua escrita.
(c) Objetivo com 1 (um) único nó filho não precisa conter anotação de tempo de
execução. Caso contenha, as únicas anotações possíveis são opt(E), E+n,
E#n e E@n, em que E representa o identificador do nó filho e n é um número
inteiro n > 0.
(d) Objetivo com 2 (dois) ou mais nós filhos deve conter anotação de tempo de
execução em sua escrita.
2. Objetivo inválido
(a) Objetivos que não possuem nós filhos e que não são escritos da forma G#:
description são considerados inválidos.
(b) Objetivos com apenas um nó fillho que não são escritos da forma G#: des-
cription ou G#: description [runtime annotation] são considerados in-
válidos.
(c) Objetivos com mais de um nó filho que não são escritos da forma G#: des-
cription [runtime annotation] são considerados inválidos.
(d) Objetivo com nenhum nó filho que contenha anotação de tempo de execução
é considerado inválido.
(e) Objetivo com 1 (um) único nó filho que contenha anotação de tempo de exe-
cução é considerado inválido (com exceção das anotações opt(E), E+n, E#n
e E@n).
(f) Objetivo com 2 (dois) ou mais nós filhos que não possua anotação de tempo
de execução é considerado inválido.
(g) Objetivos (2 ou mais) que possuam o mesmo identificador G# são considerados
inválidos.
3. Tarefa válida
(a) Tarefas válidas devem ser escritas da forma T#: description [runtime an-
notation], sendo T# o identificador da tarefa, description uma descrição tex-
tual da tarefa, e runtime annotation a anotação de tempo de execução (opcional
em alguns casos).
(b) Nas tarefas de nível de profundidade 1 (um), o identificador é formado pelo
prefixo T seguido por um número inteiro único #.
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(c) Nas tarefas de nível de profundidade 2 (dois), o identificador é formado pelo
identificador da tarefa pai T# seguida por um ponto "."e por um número
inteiro único #. Por exemplo, as tarefas T1.1 e T1.2 são filhas da tarefa T1.
(d) Nas tarefas de nível de profundidade 3 (três) ou mais, o identificador é formado
pelo identificador da tarefa pai T#.# seguida por um número inteiro único #.
Por exemplo, as tarefas T2.11, T2.12 e T2.13 são filhas da tarefa T2.1.
(e) Tarefa com nenhum nó filho não deve conter anotação de tempo de execução
em sua escrita.
(f) Tarefa com 1 (um) único nó filho não precisa conter anotação de tempo de
execução. Caso contenha, as únicas anotações possíveis são opt(E), E+n,
E#n e E@n, em que E representa o identificador do filho e n é um número
inteiro n > 0.
(g) Tarefa com 2 (dois) ou mais nós filhos deve conter anotação de tempo de
execução em sua escrita.
(h) Dentro de um mesmo nível de profundidade, tarefas irmãs possuem identifica-
dores únicos; tarefas que não são irmãs, no entanto, podem possuir o mesmo
identificador. Por exemplo, G1 possui as tarefas T1 e T2, enquanto que G2
possui diferentes tarefas T1, T2 e T3.
4. Tarefa inválida
(a) Tarefas que não são escritas da forma T#: description [runtime annota-
tion] são consideradas inválidas.
(b) Tarefa de nível de profundidade 2 (dois) cujo identificador não é formado pelo
identificador da tarefa pai seguido de um ponto "."e um número inteiro único
é considerada inválida. Por exemplo, a tarefa T11 ser filha da tarefa T1.
(c) Tarefa de nível de profundidade 3 (três) cujo identificador não é formado pelo
identificador da tarefa pai seguido por um número inteiro único, é considerada
inválida. Por exemplo, as tarefas T1.21 e T1.31 serem filhas da tarefa T1.1.
(d) Tarefa com nenhum nó filho que contenha anotação de tempo de execução é
considerada inválida.
(e) Tarefa com 1 (um) único nó filho que contenha anotação de tempo de execução é
considerada inválida (com exceção das anotações opt(E), E+n, E#n e E@n).
(f) Tarefa com 2 (dois) ou mais nós filhos que não possua anotação de tempo de
execução é considerada inválida.
(g) Tarefas irmãs (2 ou mais) que tenham o mesmo identificador são consideradas
inválidas. Por exemplo, T1 possui as diferentes tarefas filhas T1.1 e T1.1.
5. Anotação de tempo de execução válida
(a) Toda anotação de tempo de execução válida deve ser escrita dentro de colchetes.
(b) Anotação de tempo de execução só é considerada válida se estiver após a des-
crição do objetivo ou da tarefa em questão.
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(c) Anotação de tempo de execução válida deve obedecer à regras específicas, des-
critas na Tabela 2.1.
(d) Toda anotação de tempo de execução deve referenciar os filhos diretos da tarefa
ou do objetivo em questão.
6. Anotação de tempo de execução inválida
(a) Anotação de tempo de execução escrita fora de colchetes é considerada inválida.
(b) Anotação de tempo de execução escrita antes da descrição do objetivo/tarefa
é considerada inválida.
(c) Anotação de tempo de execução que não obedece as regras descritas na Tabela
2.1 é considerada inválida.
(d) Anotação de tempo de execução que referencia filhos não existentes do objetivo
ou da tarefa em questão é considerada inválida.
7. Anotação de contexto válida
(a) Anotação de contexto válida tem a forma operand operator value. Operands
são fatos de contexto e devem iniciar com caractere normal, não-dígito, e podem
terminar com dígitos. Operator são operadores PRISM. Value é o valor a ser
comparado, podendo ser booleano, inteiro ou double.
(b) Anotação de contexto válida deve usar um operador PRISM válido para definir
seus fatos de contexto. Operadores válidos são <, ≤, >, ≥, =, ! =, &, |.
8. Anotação de contexto inválida
(a) Anotações de contexto escritas fora da forma operand operator value.
(b) Anotação de contexto com operando escrito fora do formato pré-estabelecido,
iniciando com dígitos.
(c) Anotação de contexto com operador inválido.
(d) Anotação de contexto cujo valor a ser comparado não é booleano, inteiro ou
double.
3.2 Planejamento dos Testes
A abordagem escolhida para testar os problemas de anotações do modelo CRGM foi
a de teste funcional, utilizando o critério Teste Funcional Sistemático. Como os detalhes
de implementação não são considerados, o enfoque será na funcionalidade do GODA em
transformar modelos CRGM em DTMC a partir de anotações utilizadas no ambiente de
modelagem TAOM4E.
Os testes serão desenvolvidos utilizando a linguagem de programação Java. Para
automatizar o conjunto de testes será utilizada a ferramenta JUnit, que viabiliza a docu-
mentação e a execução automática de casos de teste [9] na linguagem Java. Ele fornece
relatórios sobre o comportamento dos casos de teste em relação ao que foi especificado. A
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ideia deste framework é implementar algumas classes específicas que armazenem informa-
ções sobre os dados de entrada e a respectiva saída esperada para cada caso de teste [9].
Após a execução dos testes, a saída obtida é comparada com a saída esperada, e então é
fornecido um relatório sobre quaisquer discrepâncias encontradas.
3.3 Testes Abstratos
Nesta seção serão apresentados os casos de teste funcionais utilizando a abordagem de
Teste Funcional Sistemático. Também serão definidas as entradas utilizadas e saídas espe-
radas ao executar os testes concretos. Como mencionado anteriormente, o teste funcional
estará focado nas anotações do modelo CRGM utilizadas no GODA.
Casos de teste funcional são baseados na especificação do sistema. No caso do GODA,
a documentação de especificação se encontra no repositório do GitHub1 e na dissertação
de mestrado [18]. Para a criação do teste funcional abstrato, serão utilizadas as caracterís-
ticas que validam ou invalidam as anotações utilizadas pelo GODA na transformação de
modelos. Primeiramente, serão definidas as classes de equivalência com base nessas carac-
terísticas. Por fim, serão apresentados os casos de teste para cada classe de equivalência,
seguindo o critério Teste Funcional Sistemático.
3.3.1 Classes de Equivalência
As classes de equivalência para a atividade de teste serão definidas a partir das ca-
racterísticas das anotações apresentadas no Seção 3.1. A metodologia utilizada para o
particionamento foi, num primeiro instante, dividir classes válidas e classes inválidas. As
classes válidas são aquelas cujas entradas são valores esperados pelo programa. As clas-
ses inválidas são aquelas cujas entradas também são inválidas, ou seja, inesperadas pelo
programa. Então, houve um refinamento das classes de entrada. Isso significa que, os
elementos de uma mesma classe tratados de forma diferente pelo programa foram subdi-
vididos em classes menores.
As classes de equivalência definidas foram:
1. Classe válida
Classe de entrada válida que verifica o comportamento do GODA tendo como en-
trada um modelo cujas anotações estejam totalmente de acordo com a especificação
do framework.
2. Objetivos e/ou tarefas e/ou anotações de contexto escritos fora do padrão
Classe de entrada inválida que verifica o comportamento do GODA tendo como
entrada objetivos e/ou tarefas e/ou anotações de contexto escritos de forma incorreta
no ambiente de modelagem, segundo a especificação do framework.
3. Objetivos e/ou tarefas que não contenham nós filhos
Classe de entrada inválida que verifica o comportamento do GODA tendo como
entrada objetivos e/ou tarefas que não possuam nós filhos mas, ainda assim, conte-
nham anotação de tempo de execução em sua escrita.
1O repositório do GODA pode ser acessado em https://github.com/lesunb/CRGMToPRISM
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4. Objetivos e/ou tarefas que contenham apenas um nó filho
Classe de entrada inválida que verifica o comportamento do GODA tendo como
entrada objetivos e/ou tarefas que possuam apenas um nó filho, e que contenham
anotação de tempo de execução diferente das permitidas na sua escrita. Neste caso
as anotações permitidas são opt(E), E+n, E#n, E@n.
5. Objetivos e/ou tarefas que contenham dois ou mais nós filhos
Classe de entrada inválida que verifica o comportamento do GODA tendo como en-
trada objetivos e/ou tarefas que contenham dois ou mais nós filhos mas não possuam
anotação de tempo de execução em sua escrita.
6. Objetivos (dois ou mais) que contenham o mesmo identificador
Classe de entrada inválida que verifica o comportamento do GODA tendo como
entrada dois ou mais objetivos que contenham o mesmo identificador G# em sua
escrita.
7. Tarefas irmãs (duas ou mais) que contenham o mesmo identificador
Classe de entrada inválida que verifica o comportamento do GODA tendo como
entrada duas ou mais tarefas irmãs que contenham o mesmo identificador T# em
sua escrita.
8. Tarefas de nível de profundidade dois ou mais com identificadores fora do padrão
Classe de entrada inválida que verifica o comportamento do GODA tendo como
entrada tarefas de nível de profundidade dois (ou mais) em que a notação dos iden-
tificadores não obedecem às regras da especificação.
9. Anotação de tempo de execução não identificável
Classe de entrada inválida que verifica o comportamento do GODA tendo como
entrada objetivos e/ou tarefas cujas anotações de tempo de execução não sejam
identificadas durante o processo de análise e identificação dos tokens do ambiente
de modelagem. Isto é, anotação escrita fora de colchetes ou anotação escrita antes
da descrição do objetivo/tarefa.
10. Anotação de tempo de execução referenciando nós não filhos
Classe de entrada inválida que verifica o comportamento do GODA tendo como
entrada objetivos e/ou tarefas cujas anotações de tempo de execução estejam refe-
renciando nós que não são filhos do objetivo/tarefa em questão.
11. Anotação de tempo de execução escrita fora do padrão
Classe de entrada inválida que verifica o comportamento do GODA tendo como
entrada objetivos e/ou tarefas cujas anotações de tempo de execução estejam escritas
fora do padrão detalhado na Tabela 2.1.
12. Anotação de contexto com operando e/ou operador PRISM inválidos
Classe de entrada inválida que verifica o comportamento do GODA tendo como en-
trada anotações de contexto contendo operandos e/ou operadores PRISM inválidos,
segundo a especificação do framework.
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13. Anotação de contexto com valores inválidos
Classe de entrada inválida que verifica o comportamento do GODA tendo como
entrada anotações de contexto contendo valores que não sejam inteiro, booleano ou
double.
A Tabela 3.1 relaciona as classes de equivalência definidas com as regras de nomen-
clatura descritas na Seção 3.1.
Tabela 3.1: Classes de equivalência e regras de nomenclatura das anotações do modelo
CRGM
Classe de Equivalência Regra de Nomenclatura
Classe de Equivalência 1 Regras 1a, 1b, 1c, 1d, 3a, 3b, 3c, 3d,
3e, 3f, 3g, 3h, 5a, 5b, 5c, 5d, 7a e 7b
Classe de Equivalência 2 Regras 2a, 2b, 2c, 4a e 8a
Classe de Equivalência 3 Regras 2d e 4d
Classe de Equivalência 4 Regras 2e e 4e
Classe de Equivalência 5 Regras 2f e 4f
Classe de Equivalência 6 Regra 2g
Classe de Equivalência 7 Regra 4g
Classe de Equivalência 8 Regras 4b e 4c
Classe de Equivalência 9 Regras 6a e 6b
Classe de Equivalência 10 Regra 6d
Classe de Equivalência 11 Regra 6c
Classe de Equivalência 12 Regras 8a e 8b
Classe de Equivalência 13 Regra 8d
3.3.2 Casos de Teste
Uma vez identificadas as classes de equivalência, é necessário determinar os casos de
teste. O critério Teste Funcional Sistemático requer ao menos dois casos de teste de cada
21
partição. Assim, problemas de que defeitos coincidentes mascarem falhas são minimizados.
Além disso, este critério também requer a avaliação de valores limites e subsequentes de
cada partição [17].
No caso do GODA, os dados de entrada são strings, e, como os comprimentos destas
strings não influenciam no comportamento do programa, será explorada a validação dos
caracteres que a compõem. A string nula não será considerada para os casos de teste
porque o ambiente de modelagem TAOM4E não permite tal caso (é utilizado um valor
default caso o usuário force a inserção da string nula).
A saída esperada é o não lançamento de exceção Java para os casos de teste de entrada
válida; e o lançamento de exceção Java para os casos de teste de entrada inválida. Isso
porque o GODA foi implementado em Java, e é esperado que ele ele lance uma exceção
e interrompa sua excecução tendo em vista um erro na verificação do modelo CRGM de
entrada.
A tabela 3.2 apresenta os casos de teste definidos com base nas classes de equivalência.
Cada caso de teste possui um modelo exemplificado no Apêndice A.







1 1 Modelo com vários objetivos, tarefas, ano-
tações de tempo de execução e anotação de
contexto diferentes. Todos obedecendo as re-
gras de anotação descritas na especificação
(Figura A.1).
Não
2 Modelo com vários objetivos, tarefas, ano-
tações de tempo de execução e anotação de
contexto diferentes. Todos obedecendo as re-
gras de anotação descritas na especificação
(Figura A.2).
Não
2 3 Objetivo contendo dois nós filhos (G1 e
G2 nós-folha), com a seguinte label : "Ob-
jetivo principal: testar erro de padrão
[G1;G2]"(Figura A.3).
Sim
4 Tarefa-folha (filha única do objetivo de label
"G1: erro na tarefa"), com a seguinte label :
"Tarefa única: folha"(Figura A.4).
Sim
5 Tarefa-folha (filha única do objetivo de label











6 Anotação de contexto de label : "> Operand
3"(Figura A.6).
Sim
3 7 Objetivo-folha com a seguinte label : "G1:
nenhum filho [T1@2]"(Figura A.7).
Sim
8 Tarefa-folha (filha única do objetivo de label
"G1: erro na tarefa"), com a seguinte label :
"T1: folha [T1.1@2]"(Figura A.8).
Sim
4 9 Objetivo contendo um nó filho (T1 nó-
folha), com a seguinte label : "G1: um filho
[try(T1)?skip:T2]"(Figura A.9).
Sim
10 Tarefa-folha (filha única do objetivo de label
"G1: erro na tarefa") que possui um filho
(T1.1 nó folha), com a seguinte label : "T1:
um filho [T1.1#T1.2]"(Figura A.10).
Sim
5 11 Objetivo contendo dois nós filhos (G2 e G3
nós-folha), com a seguinte label : "G1: dois
filhos"(Figura A.11).
Sim
12 Objetivo contendo quatro nós filhos (G1, G2,
G3 e G4 nós-folha), com a seguinte label :
"G0: quatro filhos"(Figura A.12).
Sim
13 Tarefa (filha única do objetivo de label "G1:
um filho") contendo dois filhos (T1.1 e T1.2
nós-folha), com a seguinte label : "T1: dois
filhos"(Figura A.13).
Sim
14 Tarefa (filha única do objetivo de label "G1:
um filho") contendo quatro filhos (T1.1,
T1.2, T1.3 e T1.4 nós-folha), com a seguinte
label : "T1: quatro filhos"(Figura A.14).
Sim
6 15 Dois objetivos sem filhos com labels "G1: pri-
meiro"e "G1: segundo"(Figura A.15).
Sim
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16 Quatro objetivos sem filhos com labels "G1:
primeiro", "G1: segundo", "G1: terceiro"e
"G1: quarto"(Figura A.16).
Sim
7 17 Duas tarefas irmãs (filhas da tarefa de la-
bel "T1.1: dois filhos [T1.11;T1.11]") com
labels "T1.11: folha um"e "T1.11: folha
dois"(Figura A.17).
Sim
18 Três tarefas irmãs (filhas da tarefa de label
"T1: três filhos [T1.1;T1.1;T1.1]") com labels
"T1.1: folha um", "T1.1: folha dois"e "T1.1:
folha três"(Figura A.18).
Sim
8 19 Tarefa-folha de nível de profundidade dois
(filha da tarefa de label "T1: um filho de
identificador incorreto") com label "T11: fo-
lha"(Figura A.19).
Sim
20 Tarefa-folha de nível de profundidade três (fi-
lha da tarefa de label "T1.1: uma filho de
identificador incorreto") com label "T1.21:
folha"(Figura A.20).
Sim
9 21 Objetivo com dois nós filhos (G1 e G2
nós-folha) com label "G0: sem colchetes
G1;G2"(Figura A.21).
Sim
22 Objetivo com dois nós filhos (G1 e G2 nós-
folha) com label "G0: [G1;G2] lugar er-
rado"(Figura A.22).
Sim
10 23 Objetivo com dois nós filhos (G1 e G2











24 Objetivo com dois nós filhos (G1 e G2
nós-folha) com label "G0: dois filhos
[G3;G4]"(Figura A.24).
Sim
11 25 Objetivo com dois nós filhos (G1 e G2
nós-folha) com label "G0: dois filhos
[G1;]"(Figura A.25).
Sim
26 Objetivo com dois nós filhos (G1 e G2
nós-folha) com label "G0: dois filhos
[G1#]"(Figura A.26).
Sim
27 Objetivo com um nó filho (T1 nó-folha) com
label "G1: um filho [T1+]"(Figura A.27).
Sim
28 Objetivo com um nó filho (T1 nó-folha) com
label "G1: um filho [T1@]"(Figura A.28).
Sim
29 Objetivo com dois nós filhos (G1 e G2
nós-folha) com label "G0: dois filhos
[G1|]"(Figura A.29).
Sim
30 Objetivo com um nó filho (T1 nó-folha) com
label "G1: um filho [opt()]"(Figura A.30).
Sim
31 Tarefa com três nós filhos (T1.1, T1.2 e
T1.3 nós-folha) com label "T1: três filhos
[try(T1.1)?T1.2]"(Figura A.31).
Sim
12 32 Anotação de contexto de label : "2Operando
= 7"(Figura A.32).
Sim
33 Anotação de contexto de label : "Operando
+ 7"(Figura A.33).
Sim
13 34 Anotação de contexto de label : "Operando
!= valor"(Figura A.34).
Sim





Os testes concretos são a implementação e execução dos testes abstratos, utilizando
as entradas e saídas definidas para cada caso de teste. A implementação da suíte de
testes proposta neste trabalho foi feita utilizando a linguagem de programação Java.
Para automatizar a execução de tais testes, foi utilizada a ferramenta JUnit, já discutida
neste capítulo. A suíte de testes está integrada à implementação do GODA, e pode ser
encontrada no repositório do GitHub2.
Para cada classe de equivalência identificada anteriormente, foi criada uma JUnit Test
Case no pacote br.unb.cic.functional, que se encontra no diretório src/test/java do GODA.
Cada JUnit Test Case contém um conjunto de casos de teste, assim como foi definido na
fase de testes abstratos. A Tabela 3.3 mostra todas as classes criadas, e os casos de teste
implementados em cada uma.
Tabela 3.3: Classes Java e casos de teste
JUnit Test Case Casos de Teste
CorrectModelTest 1 e 2
LabelPatternTest 3, 4, 5 e 6
NoChildTest 7 e 8
OneChildTest 9 e 10
MultipleChildrenTest 11, 12, 13 e 14
SameIdentifierGoalTest 15 e 16
SameIdentifierTaskTest 17 e 18
MultipleLevelTaskIdentifierTest 19 e 20
NoRuntimeAnnotationTest 21 e 22
RuntimeAnnotationReferenceTest 23 e 24
RuntimeAnnotationPatternTest 25, 26, 27, 28, 29, 30 e 31
OperandOperatorTest 32 e 33
ContextAnnotationValueTest 34 e 35
2O repositório do GODA pode ser acessado em https://github.com/lesunb/CRGMToPRISM
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A seguir serão apresentas as etapas de desenvolvidos dos casos de teste concretos.
Primeiro serão apresentados os padrões de implementação utilizados nos testes válidos e
inválidos. Em seguida, será apresentada a preparação do modelo CRGM para ser uti-
lizado na execução do GODA. Por fim, será explicado como é feita a chamada para a
transformação de modelos no GODA.
3.4.1 Modelo de Implementação
A saída esperada de cada caso de teste é a existência (ou não) de uma Java Exception.
Desta maneira, os testes foram implementados utilizando blocos Try/Catch.
Em casos de teste válidos, a captura de uma exceção indica que o teste falhou, ou
seja, podem haver problemas de implementação no programa testado; o teste finaliza com
sucesso caso toda a execução do programa aconteça sem lançamentos de exceções. A
Figura 3.1 exemplifica o modelo de implementação para casos de teste válidos.
Figura 3.1: Implementação de um caso de teste válido
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Em casos de teste inválidos, o esperado da execução do programa é a captura de uma
exceção, ou seja, são nesses casos que os testes finalizam com sucesso. Caso a execução
do programa aconteça de forma correta, o teste falha indicando que nenhuma exceção foi
encontrada. A Figura 3.2 exemplifica o modelo de implementação para casos de teste
inválidos.
Figura 3.2: Implementação de um caso de teste inválido
3.4.2 Preparação de Modelos CRGM
No GODA, os modelos são construídos no ambiente de modelagem TAOM4E. Iniciada
a execução do framework, o Tropos Navigator é instanciado com o arquivo de entrada do
TROPOS, e acessa o modelo de negócios do plugin TAOM4E , recuperando os atores do
no arquivo. A partir daí, os elementos do modelo são extraídos e se inicia uma chamada
recursiva do método addGoal() para a criação da árvore que representa o modelo, e para
a análise e escrita do modelo em linguagens PRISM e PARAM.
Para a atividade de teste, modelos são construídos programaticamente. A classe
CRGMTestProducer contém métodos que auxiliam a geração de modelos. Em um pri-
meiro momento, um objeto CRGMTestProducer é instanciado, passando como parâmetros
a profundidade do modelo, a profundidade dos objetivos do modelo, a quantidade máxima
de ramos existentes e o nome do ator (ou agente). Então, o modelo é gerado e atribuído
à uma variável do tipo AgentDefinition, que mantém os elementos do modelo para um
agente específico. O método generateCRGM() é responsável pela criação do modelo.
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Os casos de teste definidos neste trabalhos possuem modelos CRGM de entrada únicos,
logo, em todo início de caso de teste concreto um modelo específico é criado.
3.4.3 Execução do GODA
O método run() é utilizado para chamar a execução do GODA a partir de um CRGM-
TestProducer. Ele foi implementado com base no próprio método que normalmente exe-
cuta a transformação de modelos. A diferença, no entanto, é que para a atividade de
teste, o novo modelo DTMC não é escrito. Como o foco do trabalho está nos problemas
de anotações do modelo CRGM, apenas a etapa de análise do modelo é realizada. É nessa
etapa que os elementos do modelo são verificados. Logo, todos os elementos (objetivos,
tarefas, anotações de contexto e anotações de tempo de execução) são analisados nos mé-
todos addGoal() e addPlan(). Esses dois últimos métodos também foram implementados
com base nos métodos de mesmo nome utilizados pelo GODA, deixando de lado código




Este capítulo apresentará os resultados obtidos com a execução de cada caso de teste,
junto com uma discussão relacionada a cada um dos resultados. Também serão apresenta-
das as lições aprendidas com o desenvolvimento do trabalho e as dificuldades encontradas
no processo.
A opção Run As → JUnit Test do Eclipse foi utilizada para executar a suíte de
testes. A Tabela 4.1 cita cada JUnit Test Case criada, e lista quais dos casos de teste
implementados obtiveram sucesso e quais falharam.
CorrectModelTest
O caso de teste 1 (um) obteve sucesso (Figura 4.1), enquanto que o caso de teste 2
(dois) falhou (Figura 4.2). Ambos apresentam modelos CRGM de entrada válidos (de
acordo com a especificação do GODA), com objetivos e tarefas diversos, anotação de
contexto e anotações de tempo de execução. O sucesso no primeiro caso de teste indica
que o durante o processo de transformação de modelos CRGM em DTMC todas as regras
utilizadas neste modelo são validadas. A falha no segundo caso de teste indica alguma
validação que ocorre de maneira equivocada. No caso, a anotação de tempo de execução
T1#3 é considerada inválida, apesar de a especificação constatá-la como uma anotação
válida (vide Tabela 2.1).
Figura 4.1: Execução do caso de teste 1
LabelPatternTest
Todos os casos de teste falharam (Figura 4.3, Figura 4.4, Figura 4.5 e Figura 4.6).
Todos apresentam modelos CRGM de entrada inválidos, com objetivos, tarefas e anotações
de contexto contendo labels inválidas, que não obedecem a especificação do framework. As
falhas indiciam que durante o processo de transformação de modelos CRGM em DTMC,
não é feita a validação correta das labels dos elementos do modelo CRGM.
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Tabela 4.1: Resultado da execução dos casos de teste
JUnit Test Case Sucesso Falha
CorrectModelTest 1 2
LabelPatternTest - 3, 4, 5 e 6
NoChildTest - 7 e 8
OneChildTest - 9 e 10
MultipleChildrenTest - 11, 12, 13 e 14
SameIdentifierGoalTest - 15 e 16
SameIdentifierTaskTest - 17 e 18
MultipleLevelTaskIdentifierTest - 19 e 20
NoRuntimeAnnotationTest - 21 e 22
RuntimeAnnotationReferenceTest - 23 e 24
RuntimeAnnotationPatternTest 25, 26, 27, 28, 29, 30 e 31 -
OperandOperatorTest - 32 e 33
ContextAnnotationValueTest - 34 e 35
Figura 4.2: Execução do caso de teste 2
Figura 4.3: Execução do caso de teste 3
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Figura 4.4: Execução do caso de teste 4
Figura 4.5: Execução do caso de teste 5
Figura 4.6: Execução do caso de teste 6
NoChildTest
Todos os casos de teste falharam (Figura 4.7 e Figura 4.8). Ambos apresentam modelos
CRGM de entrada inválidos, com objetivos e/ou tarefas que não possuam nós filhos mas
que apresentam alguma anotação de tempo de execução. As falhas indicam que durante o
processo de transformação de modelos CRGM em DTMC, não é feita a validação correta
da anotação de tempo de execução nesse caso específico.
Figura 4.7: Execução do caso de teste 7
Figura 4.8: Execução do caso de teste 8
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OneChildTest
Todos os casos de teste falharam (Figura 4.9 e Figura 4.10). Ambos apresentam
modelos CRGM de entrada inválidos, com objetivos e/ou tarefas que contenham apenas
um nó filho e cujas anotações de tempo de execução sejam incorretas. As falhas indicam
que durante o processo de transformação de modelos CRGM em DTMC, não é feita a
validação correta da anotação de tempo de execução nesse caso específico.
Figura 4.9: Execução do caso de teste 9
Figura 4.10: Execução do caso de teste 10
MultipleChildrenTest
Todos os casos de teste falharam (Figura 4.11, Figura 4.12, Figura 4.13 e Figura 4.14).
Todos apresentam modelos CRGM de entrada inválidos, com objetivos e/ou tarefas que
contenham apenas dois ou mais nós filhos mas que não possuam anotação de tempo de
execução. As falhas indicam que durante o processo de transformação de modelos CRGM
em DTMC, não é feita a validação correta da anotação de tempo de execução nesse caso
específico.
Figura 4.11: Execução do caso de teste 11
SameIdentifierGoalTest
Todos os casos de teste falharam (Figura 4.15 e Figura 4.16). Ambos apresentam
modelos CRGM de entrada inválidos, com dois ou mais objetivos contendo o mesmo
identificador. As falhas indicam que durante o processo de transformação de modelos
CRGM em DTMC, não é feita a validação correta do identificador dos objetivos nesse
caso específico.
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Figura 4.12: Execução do caso de teste 12
Figura 4.13: Execução do caso de teste 13
Figura 4.14: Execução do caso de teste 14
Figura 4.15: Execução do caso de teste 15
Figura 4.16: Execução do caso de teste 16
SameIdentifierTaskTest
Todos os casos de teste falharam (Figura 4.17 e Figura 4.18). Ambos apresentam
modelos CRGM de entrada inválidos, com duas ou mais tarefas-irmãs com o mesmo
identificador. As falhas indicam que durante o processo de transformação de modelos
CRGM em DTMC, não é feita a validação correta do identificador das tarefas nesse caso
específico.
34
Figura 4.17: Execução do caso de teste 17
Figura 4.18: Execução do caso de teste 18
MultipleLevelTaskIdentifierTest
Todos os casos de teste falharam (Figura 4.19 e Figura 4.20). Ambos apresentam
modelos CRGM de entrada inválidos, com tarefas de nível dois ou mais que contenham
identificadores incorretos. As falhas indicam que durante o processo de transformação de
modelos CRGM em DTMC, não é feita a validação correta do identificador das tarefas
nesse caso específico.
Figura 4.19: Execução do caso de teste 19
Figura 4.20: Execução do caso de teste 20
NoRuntimeAnnotationTest
Ambos os casos de teste falharam (Figura 4.21 e Figura 4.22). Todos apresentam
modelos CRGM de entrada inválidos, com objetivos contendo dois nós filhos e cujas ano-
tações de tempo de execução estejam escritas de forma não identificável (fora de colchetes,
fora de ordem). As falhas indicam que durante o processo de transformação de modelos
CRGM em DTMC, não é feita a validação correta da anotações de tempo de execução
nesse caso específico.
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Figura 4.21: Execução do caso de teste 21
Figura 4.22: Execução do caso de teste 22
RuntimeAnnotationReferenceTest
Todos os casos de teste falharam (Figura 4.23 e Figura 4.24). Todos apresentam
modelos CRGM de entrada inválidos, com objetivos contendo dois nós filhos e cujas
anotações de tempo de execução estejam referenciando algum nó que não seja filho do
objetivo em questão. As falhas indicam que durante o processo de transformação de
modelos CRGM em DTMC, não é feita a validação correta da anotações de tempo de
execução nesse caso específico.
Figura 4.23: Execução do caso de teste 23
Figura 4.24: Execução do caso de teste 24
RuntimeAnnotationPatternTest
Todos os casos de teste obtiveram sucesso (Figura 4.25, Figura 4.26, Figura 4.27,
Figura 4.28, Figura 4.29, Figura 4.30 e Figura 4.31). Todos apresentam modelos CRGM
de entrada inválidos, com objetivos e/ou tarefas cujas anotações de tempo de execução
estejam escrita fora das regras estabelecidas na Tabela 2.1. O sucesso indica que durante
o processo de transformação de modelos CRGM em DTMC, a validação do cumprimento
das regras de anotações de tempo de execução é realizada apropriadamente.
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Figura 4.25: Execução do caso de teste 25
Figura 4.26: Execução do caso de teste 26
Figura 4.27: Execução do caso de teste 27
Figura 4.28: Execução do caso de teste 28
Figura 4.29: Execução do caso de teste 29
Figura 4.30: Execução do caso de teste 30
Figura 4.31: Execução do caso de teste 31
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OperandOperatorTest
Todos os casos de teste falharam (Figura 4.32 e Figura 4.33). Ambos apresentam
modelos CRGM de entrada inválidos, com anotações de contexto contendo operandos
e/ou operadores inválidos, de acordo com a especificação do GODA. As falhas indicam
que durante o processo de transformação de modelos CRGM em DTMC, não é feita a
validação correta dos operandos e operadores utilizadas em anotações de contexto.
Figura 4.32: Execução do caso de teste 32
Figura 4.33: Execução do caso de teste 33
ContextAnnotationValueTest
Todos os casos de teste falharam (Figura 4.34 e Figura 4.35). Ambos apresentam mo-
delos CRGM de entrada inválidos, com anotações de contexto contendo valores inválidos,
de acordo com a especificação do GODA. As falhas indicam que durante o processo de
transformação de modelos CRGM em DTMC, não é feita a validação correta dos valores
utilizadas em anotações de contexto.
Figura 4.34: Execução do caso de teste 34
4.1 Lições Aprendidas e Dificuldades Encontradas
O final de todo trabalho implica em um aprendizado obtido com o estudo realizado e
uma consciência das dificuldades encontradas no processo de desenvolvimento.
Este trabalho mostrou a importância que a atividade de teste tem para verificar a
ocorrência de erros durante o funcionamento de programas. A Engenharia de Software
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Figura 4.35: Execução do caso de teste 35
propõe que seja feito um planejamento antes do desenvolvimento dos testes. O plane-
jamento ajuda a entender as abordagens para implementação de testes existentes e os
critérios utilizados por cada uma. Esse conhecimento permite uma decisão consciente
de qual metodologia seguir para atingir o objetivo principal do trabalho, com base nos
problemas encontrados.
Outra lição aprendida foi o conceito de Teste Funcional. Essa abordagem de teste
envolve diferentes critérios, com vantagens e desvantagens específicas que são apropriadas
para diversos tipos de programas. Um ponto importante para a abordagem de Teste
Funcional é a necessidade de uma boa documentação do programa, para conseguir testes
concisos e corretos.
As dificuldades encontradas no decorrer deste trabalho consistem, principalmente, no
entendimento da implementação e funcionamento do GODA. Este framework contém um
código complexo que utiliza um modelo de negócios do TAOM4E para o tratamento do
modelo CRGM, análise de seus elementos e escrita dos novos modelos PRISM e PARAM.
Para o desenvolvimento dos testes automatizados, os modelos CRGM foram construídos
programaticamente, logo não foi possível obter as infomações dos modelos de negócio en-
viados pelo TAOM4E. Por este motivo, houve dificuldade para gerar os modelos seguindo
o formato utilizado pelo GODA e, também, para a utilização do código do GODA que
analisa os modelos CRGM. A análise dos modelos nos testes teve que ser readaptada.
A atividade de teste foi realizada em cerca de 80 horas. Ela engloba o estudo para
escolha da abordagem de teste utilizada, a definição do critério de teste mais apropriado,
descrição das classes de equivalência e dos casos de teste e, por fim, a implementação
de tais casos de teste. A automatização da atividade de teste pode ser realizada com a
definição de uma gramática para a construção de modelos CRGM e, posteriormente, a
utilização de um gerador parser para verificar a correta formação de tais modelos. Essa
automatização diminuiria o esforço em consumir os casos de teste e, então, outros enfoques
poderiam ser utilizados para validar a transformação completa de modelos no GODA.
O trabalho apresenta 35 casos de teste que englobam a funcionalidade de modelagem
do GODA. O percentual de falha encontrado foi de 77%, onde as falhas são consideradas de
alto impacto. Essas falhas são catastróficas porque indicam que o GODA não valida cor-
retamente o modelo CRGM para gerar o modelo DTMC. Ou seja, é utilizado um modelo
de entrada incorreto gerando, consequentemente, um modelo de saída também incorreto
e uma análise de dependabilidade não confiável. A alta porcentagem de falhas ocorridas
indica a precariedade do GODA em verificar a boa formação dos modelos CRGM. As
falhas podem ser atribuídas tanto ao ambiente de modelagem quanto à complexidade das
anotações de contexto e de tempo de execução. O ambiente de modelagem é propenso a
erros e poderia fazer a verificação de labels de entrada para facilitar a atividade de teste.
A verificação das anotações de contexto e de tempo de execução deveriam ocorrer antes
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do processo de transformação de modelos para validar, inicialmente, o modelo CRGM de
entrada.
Apesar das dificuldades ao longo do processo de desenvolvimento, o resultado final




O objetivo principal deste trabalho foi desenvolver uma suíte de testes para analisar
anotações dos elementos dos modelos CRGM utilizados no framework GODA. Para cum-
prir com essa proposta, foi utilizado teste do tipo caixa preta, ou seja, uma abordagem de
teste funcional. Dentre os critérios do teste funcional, o mais apropriado para a análise
de modelos foi o de Teste Funcional Sistemático. Logo, foram definidas classes de equi-
valência a partir da especificação do GODA, e, em seguida, foram definidos os casos de
teste. Cada classe de equivalência possui, no mínimo, dois casos de teste.
Os testes foram implementados utilizando a linguagem de programação Java, e foram
automatizados utilizando a ferramenta JUnit. Os resultados foram satisfátorios e impor-
tantes. Os testes implementados mostram falhas de validação que ocorrem no processo
de transformação de modelos CRGM em DTMC, no GODA. Eles conseguem especificar
os casos em que a verificação não ocorre, ajudando os desenvolvedores do framework a
encontrar as falhas.
O framework GODA foi desenvolvido unindo ferramentas diversas - como PRISM,
PARAM, TAOM4E - o que aumenta a probabilidade de ocorrência de erros. Logo, a
implementação de testes funcionais consegue verificar a ocorrência de erros durante o
funcionamento do programa para os tipos e classes mais relevantes do GODA.
Este trabalho analisa os elementos do CRGM durante a transformação de modelos
que ocorre no GODA. Para trabalhos futuros, é importante o planejamento e desenvolvi-
mento de outros tipos de teste, com abordagens diferentes, para garantir que o framework
contenha uma estrutura interna correta, e que a transformação de modelos resulte num
modelo DTMC válido e preciso.
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Apêndice A
Modelos CRGM Referentes aos Casos
de Teste
Figura A.1: Ilustração de modelo para o caso de teste 1
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Figura A.2: Ilustração de modelo para o caso de teste 2
Figura A.3: Ilustração de modelo para o caso de teste 3
45
Figura A.4: Ilustração de modelo para o caso de teste 4
Figura A.5: Ilustração de modelo para o caso de teste 5
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Figura A.6: Ilustração de modelo para o caso de teste 6
Figura A.7: Ilustração de modelo para o caso de teste 7
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Figura A.8: Ilustração de modelo para o caso de teste 8
Figura A.9: Ilustração de modelo para o caso de teste 9
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Figura A.10: Ilustração de modelo para o caso de teste 10
Figura A.11: Ilustração de modelo para o caso de teste 11
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Figura A.12: Ilustração de modelo para o caso de teste 12
Figura A.13: Ilustração de modelo para o caso de teste 13
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Figura A.14: Ilustração de modelo para o caso de teste 14
Figura A.15: Ilustração de modelo para o caso de teste 15
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Figura A.16: Ilustração de modelo para o caso de teste 16
Figura A.17: Ilustração de modelo para o caso de teste 17
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Figura A.18: Ilustração de modelo para o caso de teste 18
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Figura A.19: Ilustração de modelo para o caso de teste 19
Figura A.20: Ilustração de modelo para o caso de teste 20
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Figura A.21: Ilustração de modelo para o caso de teste 21
Figura A.22: Ilustração de modelo para o caso de teste 22
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Figura A.23: Ilustração de modelo para o caso de teste 23
Figura A.24: Ilustração de modelo para o caso de teste 24
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Figura A.25: Ilustração de modelo para o caso de teste 25
Figura A.26: Ilustração de modelo para o caso de teste 26
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Figura A.27: Ilustração de modelo para o caso de teste 27
Figura A.28: Ilustração de modelo para o caso de teste 28
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Figura A.29: Ilustração de modelo para o caso de teste 29
Figura A.30: Ilustração de modelo para o caso de teste 30
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Figura A.31: Ilustração de modelo para o caso de teste 31
Figura A.32: Ilustração de modelo para o caso de teste 32
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Figura A.33: Ilustração de modelo para o caso de teste 33
Figura A.34: Ilustração de modelo para o caso de teste 34
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Figura A.35: Ilustração de modelo para o caso de teste 35
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