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Webové  rozhraní  pro  vykreslování  výsledků  simulací  elektronických  schémat  poskytuje
studentům i jiným používat snadno přístupnou webovou aplikaci, která je schopna posloužit jako
základní zobrazovací modul při  simulování elektronických obvodů.  Společně  s projektem, jehož
úkolem je dát uživateli možnost nakreslit obvod a zadat hodnoty obvodových prvků, které se potom
odešlou výpočetnímu jádru, potom tvoří ucelený program, který je možno používat například při
výuce. Vykreslovací rozhraní využívá jako vstup soubor s příponou csd, který je jedním z možných
výstupních souborů simulačních programů založených na jazyku Spice.
Abstract: 
A web-based  interface  for  displaying  results  of  electronic  circuit\'s  simulations  provides
students  and other  potential  users  an  easy-accessible web application,  which  is  able  to  display
electronic circuit's  simulations results. Along with project,  which gives the possibility to design
electronic circuit and send generated netlist to the computing server, web-based displaying interface
forms a program for complete simulation of designed electronic circuits usable e.g. for the electrical
circuit design course. The application uses one of the  Spice-based simulation software outputs – the
csd file.
Klíčová slova: 
Internetové  rozhraní,  webové  rozhraní,  zobrazení  výsledků  simulace,  simulace  elektronických
schémat, CSDF, CSD file, CSD soubor
Keywords: 
Internet  interface,  web  interface,  simulation  results  displaying,  dislplaying  tool,  simulation  of
electronic circuits, CSDF, CSD file
Bibliografická citace díla:
ŠAFÁŘ, V. Internetové rozhraní pro vykreslování výsledků simulací elektronických schémat. Brno:
Vysoké učení technické v Brně, Fakulta elektrotechniky a komunikačních technologií, 2008. 31 s, 7
příloh. Vedoucí bakalářské práce Ing. Jaroslav Kadlec, Ph.D.
Prohlášení autora o původnosti díla:
Prohlašuji, že jsem tuto vysokoškolskou kvalifikační práci vypracoval samostatně pod vedením
vedoucího diplomové práce, s použitím odborné literatury a dalších informačních zdrojů, které jsou
všechny citovány v práci a uvedeny v seznamu literatury. Jako autor uvedené diplomové práce dále
prohlašuji, že v souvislosti s vytvořením této diplomové práce jsem neporušil autorská práva třetích
osob, zejména jsem nezasáhl nedovoleným způsobem do cizích autorských práv osobnostních a
jsem  si  plně  vědom  následků  porušení  ustanovení  §  11  a  následujících  autorského  zákona
č. 121/2000  Sb.,  včetně  možných  trestněprávních  důsledků  vyplývajících  z  ustanovení  § 152
trestního zákona č. 140/1961 Sb.
V Brně dne 29. 5. 2008.
                                                                                  ………………………………….
Poděkování:
Děkuji vedoucímu bakalářské práce Ing. Jaroslavu Kadlecovi, PhD. za účinnou metodickou,
pedagogickou a odbornou pomoc a další cenné rady při zpracování mé bakalářské práce.
Vysoké učení technické v Brně Fakulta elektrotechniky a komunikačních technologií
Ústav mikroelektroniky
POPISNÝ SOUBOR ZÁVĚREČNÉ PRÁCE
Autor: Viktor Šafář
Název závěrečné práce: Internetové rozhraní pro vykreslování výsledků simulací
elektronických schémat
Název závěrečné práce ENG: Graphical internet tool for displaying results of electronic circuit's 
simulations
Anotace závěrečné práce: Webové rozhraní pro vykreslování výsledků simulací elektronických
schémat poskytuje studentům i jiným používat snadno přístupnou
webovou aplikaci, která je schopna posloužit jako základní
zobrazovací modul při simulování elektronických obvodů.
Anotace závěrečné práce ENG: A web-based interface for displaying results of electronic circuit\'s
simulations provides students and other potential users an
easy-accessible web application, which is able to display electronic
circuit\'s simulations results.
Klíčová slova: Internetové rozhraní, webové rozhraní, zobrazení výsledků simulace,
simulace elektronických schémat, CSDF, CSD file, CSD soubor
Klíčová slova ENG: Internet interface, web interface, simulation results displaying,
dislplaying tool, simulation of electronic circuits, CSDF, CSD file
Typ závěrečné práce: bakalářská práce
Datový formát elektronické verze: pdf
Jazyk závěrečné práce: čeština
Přidělovaný titul: Bc.
Vedoucí závěrečné práce: Ing. Jaroslav Kadlec, Ph.D.
Škola: Vysoké učení technické v Brně
Fakulta: Fakulta elektrotechniky a komunikačních technologií
Ústav / ateliér: Ústav mikroelektroniky
Studijní program: Elektrotechnika, elektronika, komunikační a řídicí technika
Studijní obor: Mikroelektronika a technologie
Obsah
1  ÚVOD.......................................................................................................................................8
1.1  S ČÍM BUDEME PRACOVAT.......................................................................................................8
1.2  ROZLOŽENÍ APLIKACE.............................................................................................................9
2  TECHNICKÁ STRÁNKA VĚCI........................................................................................11
2.1  VSTUPNÍ SOUBOR.................................................................................................................11
2.1.1  Formát souboru.......................................................................................................11
2.1.2  Analýza a čtení souboru..........................................................................................12
2.2  POUŽITÍ HODNOT..................................................................................................................15
2.2.1  Kreslení grafu..........................................................................................................15
2.2.2  Souřadnicová síť.....................................................................................................17
2.2.3  Průběhy...................................................................................................................19
2.2.4  Informační popisky ke grafu....................................................................................21
2.3  UŽIVATELSKÉ ROZHRANÍ.......................................................................................................22




2.4.4  Nastavení aplikace..................................................................................................27
3  ZÁVĚR...................................................................................................................................29
4  SEZNAM LITERATURY....................................................................................................30
5  SEZNAM PŘÍLOH...............................................................................................................31
7
1  Úvod
Internetové  rozhraní  pro  vykreslování  výsledků  simulací  elektronických  schémat
navazuje na projekt zabývající se možnostmi návrhu obvodů pomocí grafické webového rozhraní
a jejich následné simulaci ve výpočetním jádru programu založeném na modelovacím jazyku
Spice. Výsledky se pak odešlou zpět na webový server a ty my použijeme jako vstup do naší
aplikace.
Cílem této práce je vytvořit webové rozhraní (webovou stránku), kdy uživatel bude mít
možnost nahrát ručně  vstupní soubor na server a zobrazit si hodnoty vypovídající o nastavení
simulace,  zobrazení jednotlivých křivek a možnost použít několik základních operací s těmito
průběhy.
Oba projekty sloučené dohromady v jeden funkční celek pak například mohou nahradit
instalace simulačního programu OrCAD PSpice na mnoha počítačích,  stačila  by pouze jedna
instalace  na  přístupném serveru.  Jednak se  tím ušetří  čas  a  také  se  ušetří  peníze,  poněvadž
nebude nutné pořizovat tolik licencí.
1.1  S čím budeme pracovat
Pro  náročnější  programové  vybavení  serveru  vyvinul  Microsoft  skvělou  věc  –  totiž
ASP.NET, což je technologie tvořící nedílnou součást systému .NET Framework. Tento systém
obsahuje  soubor  objektů  a  mechanismů,  které  zajišťují  bezpečný  vývoj  a  běh  programů.
V ASP.NET se s výhodou používá některého z podporovaných vyšších programovacích jazyků,
takže se vývojář nemusí omezovat pouze skriptováním [5].
Tento systém využijeme i my a to ve spolupráci s jazykem C#, což je vlastně jazyk C++
upravený podle pravidel  .NET Frameworku.  Použijeme jej  pro analýzu  vstupního souboru a
hlavně pro výpočty spojené s dynamickým tvořením zobrazovaného grafu, jemu odpovídajících
sítí os a jiných prvků.
8
Při práci použijeme vývojové prostředí Visual Web Developer 2005 Express Edition,
které  je  zdarma ke  stažení  na  stránkách  Microsoft  [6],  případně  kompletní  vývojový nástroj
Microsoft Visual Studio. Tento program již není zdarma, ale pro naši potřebu máme k dispozici
školní  licenci.  Obě  prostředí  vypadají  a  chovají  se  po  spuštění  modulu  pro  vývoj  aplikací
ASP.NET v podstatě stejně.
1.2  Rozložení aplikace
Protože pro zatím nemáme přístup k první části kompletního projektu, dáme uživateli
pouze možnost  nahrát  vstupní  textový soubor  na server  použitím jednoduchého nahrávacího
ovládacího  prvku  FileUpload (viz  obrázek  1).  Po  uložení  souboru  na  server,  kde  jsme si
vytvořili  pro  dočasné  soubory  adresář  ~/temp/,  si  jej  přečteme  a  z přečteného  řetězce  si
vytáhneme  různé  hodnoty.  Tyto  hodnoty jsou  buď  informace  o  simulaci  nebo  souřadnicově
zadané odsimulované průběhy a jejich názvy (viz příloha 1).
Dalším krokem bude vykreslení  prvního z průběhů  a vykreslení  odpovídající sítě  os.
Toto  provedeme  pomocí  třídy  graphics a  jejich  objektů  a  metod,  jejímž  výstupem  bude
bitmapa (obrázek),  kterou vložíme do stránky.  Z přečtených  hodnot názvů  průběhů  sestavíme
blok přepínačů,  který nám umožní přepínat  mezi průběhy.  Důležitým krokem pak bude také
uložení všech hodnot pro pozdější použití, tedy pro vyobrazení dalších průběhů.
Současně  nabídneme  uživateli  několik  dalších  ovládacích  prvků  pro  práci  se
zobrazovanými průběhy, jak si ukážeme dále. Stránku pak pošleme klientskému prohlížeči a na
serveru ponecháme pouze informace přečtené ze vstupního souboru bezpečně uloženy vzhledem
k identifikaci určitého uživatele. Vývojový diagram aplikace lze nalézt v příloze 2.
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Obrázek 1: Titulní stránka aplikace spuštěné na vývojovém serveru Visual Studia
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2  Technická stránka věci
2.1  Vstupní soubor
Podle  uživatelské  příručky  k programu  PSpice  A/D  ([1])  je  výstupní  soubor
postprocesoru  PROBE formátován  podle  standardu  CSV (Comma-separated  values,  hodnoty
oddělené čárkami) a kódován v ASCII. Tento jednoduchý formát je určen právě pro přenos dat
z jedné aplikace do druhé bez potřeby jejich složitého popisování ([2]).
Protože  je  to  soubor  právě  v textovém  formátu,  bude  jeho  velikost  při  simulacích
složitějších obvodů dost velká. Bohužel tato velikost bude asi největším omezením naší aplikace,
protože  nahrávat  na  server  soubor  velikosti  několika  MB není  příliš  vhodné.  Jednak  to  při
pomalejším  internetovém  připojení  trvá  déle  a  jednak  bude  zpracování  takového  souboru
neúměrně  zdlouhavé  a  mechanismy datové  komunikace  mohou tuto  zdlouhavou komunikaci
přerušit.
2.1.1  Formát souboru
Soubor ve formátu CSV obecně  sestává z řádků,  ve kterých jsou jednotlivé položky
odděleny oddělovacím znakem (jako výchozí znak se používá čárka – odtud název). Hodnoty
položek  mohou  být  uzavřeny  do  uvozovek  ("),  což  umožňuje,  aby  text  položky  obsahoval
oddělovací znak. Pokud text položky obsahuje uvozovky, jsou tyto zdvojeny ([2]). 
Jelikož se v některých jazycích včetně češtiny čárka používá v číslech jako oddělovač
desetinných míst, existují varianty, které používají jiný znak pro oddělování položek než čárku,
nejčastěji středník, případně tabulátor (taková varianta se pak někdy označuje jako  TSV, Tab-
separated values).
Díky jednoduchosti, nenáročnosti a čitelnosti i bez specializovaného softwaru se tento
formát  používá  pro  výměnu  informací  mezi  různými  systémy.  Ke  stejnému  účelu  se  dnes
používá i modernější a univerzálnější (ale složitější) formát XML ([3]).
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Pokud se podíváme na příklad csd souboru v příloze 1 (budeme jej nazývat vzorový
soubor),  zjistíme  následující  informace.  Soubor  se  od  standardního  formátování  částečně
odlišuje, a to v tom, že je jistým způsobem rozdělen na dvě části. První část, hlavičku, ve které se
nacházejí informace o verzi softwaru, který generoval daný soubor, dále název simulovaného
obvodu, nastavení parametrů simulace a některé další údaje, a část druhou, ve které se nacházejí
samotné  výsledky  simulace  ve  formě  čísel  a  řetězců,  odpovídajících  souřadnicím  a  názvům
průběhů.
Jako oddělovací znaky zde nejsou použity žádné ze zmíněných, ale jednoduše mezery.
Hodnoty položek jsou pak uvedeny v apostrofech (viz např. ANALYSIS='DC Sweep', řádek
6, příloha 1). Každá část je uvozena zvláštním dvojznakem. Hlavička začíná dvojznakem  #H
(řádek 1, příloha 1), po ukončení hlavičky následuje dvojznak #N (řádek 12), který nám uvozuje
blok, v němž se nachází výčet průběhů, a na konec zde máme dvojznak #C (řádky 15, 19, … 55),
který uvozuje vždy jeden sloupec  hodnot  (n-tou hodnotu na  ose  x a  n-tou hodnotu každého
průběhu). Tyto skutečnosti nám ulehčí orientaci při čtení souboru.
2.1.2  Analýza a čtení souboru
ASP.NET má pro  čtení  textového  souboru  integrovánu  třídu  StreamReader a  její
metody Read(), ReadLine() a ReadToEnd() ([4]). My použijeme metodu ReadToEnd(),
čili přečtení souboru až do konce, jak název metody napovídá, a uložíme si obsah souboru do
proměnné datového  typu  řetězec  -  string fileContent.  V příloze 2  je  vidět,  jak  potom
takový řetězec  dle  vzorového  souboru  vypadá  –  je  to  pole  znaků,  které  je  potřeba  vhodně
analyzovat, abychom dostali potřebné údaje.
Vzhledem k tomu, že má soubor daný pevný formát, můžeme použít následující metodu
analýzy.  V řetězci  fileContent si  v  hlavičce  vždy  najdeme  položku,  kterou  potřebujeme
(např.  TITLE), zapamatujeme si pozici jejího posledního znaku, přičteme k této pozici číslo 3
(reprezentující  znaky „=“,  apostrof  a  první  požadovaný znak)  a  tím získáme pozici  prvního
znaku hodnoty položky.  Tu pak načteme celou (dokud se zase neobjeví  apostrof)  a předáme
odpovídající  proměnné.  Pro  určení  pozice  hledané  položky  v  řetězci  použijeme  přetíženou
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metodu Compare třídy String. Ta porovnává dva dané řetězce v dané délce a vrací 0  (nulu)
v případě, že jsou si řetězce rovny.
Vezměme tedy v potaz položku TITLE. Tímto tedy získáme pozici posledního znaku,
tedy písmene „E“. Po přičtení čísla 3 k této pozici tedy dostaneme pozici prvního znaku hodnoty,
v našem případě „s“. Nyní s výhodou použijeme instanci třídy String  (např. obsahPolozky),
do které si uložíme tento znak, a v jednoduchém cyklu,  který bude testovat  znak „’“ – tedy
apostrof,  budeme  do  proměnné  obsahPolozky  „přičítat“  další  znaky,  dokud  se  apostrof
neobjeví. Tímto způsobem si dokážeme z hlavičky souboru vytáhnout následující položky:
Tabulka 1: Vybrané položky z hlavičky vstupního souboru a jajich význam
Položka význam
SOURCE Název simulačního programu, který soubor vygeneroval
VERSION Verze simulačního programu, který soubor vygeneroval
TITLE Název obvodu, který určil designér
TIME Čas simulace
DATE Datum simulace
TEMPERATURE Teplota simulace, případně počáteční teplota simulace
ANALYSIS Typ analýzy dle PSpice
COMPLEXVALUES Informace, zda soubor obsahuje komplexní hodnoty
NODES Počet odsimulovaných průběhů
SWEEPVAR Rozmítaná hodnota v obvodu
SWEEPMODE Typ rozmítání
XBEGIN Min. hodnota rozmítání, počátek osy x
XEND Max. hodnota rozmítání, konec osy x
Dvojznak  #N  nám  uvozuje  blok,  v němž  jsou  vyčteny  názvy  jednotlivých  průběhů.
Podobným způsobem jako u položek v hlavičce  si  načteme do paměti  názvy všech  průběhů
v odpovídajícím pořadí.
13
Další důležitou hodnotou pro vykreslení průběhu bude počet bodů, kterými bude křivka
procházet.  Když  se  podíváme  do  vzorového  souboru,  zjistíme  že  jsou  tam  hodnoty  všech
simulovaných průběhů v následujícím formátu:
         #C <první hodnota na ose x> <počet průběhů>
<hodnota prvního průběhu>:<číslo průběhu v hexadecimálním tvaru>[mezera]
<hodnota druhého průběhu>:<číslo průběhu v hexadecimálním tvaru>[mezera]
...
#C <druhá hodnota na ose x> <počet průběhů>
<hodnota prvního průběhu>:<číslo průběhu v hexadecimálním tvaru>[mezera]





Tím,  že  spočítáme  počet  dvojznaků  #C,  určíme  počet  hodnot  v každém  z  průběhů
simulovaných v PSpice – tzn. kolik bude hodnot na ose x a kolika body bude procházet každá
křivka.
Za  dvojznakem #C je  tedy uvedena  hodnota  pro  osu  x,  kterou  si  také  načteme  do
odpovídající proměnné, a pak se zde nachází číslo určující počet průběhů, pro které je uvedena
hodnota na ose y. Po odřádkování je uveden výčet vždy jedné hodnoty pro každou křivku a za ní
číslo křivky v hexadecimálním tvaru. Podle tohoto čísla se budeme orientovat ve čtení hodnot.
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2.2  Použití hodnot
Nyní,  když  máme  v paměti  uložené  odpovídající  hodnoty,  můžeme  se  nimi  začít
pracovat.  Ze  všeho  nejdříve  si  musíme  číselné  hodnoty  ve  formátu  „1.000E00“  převést  na
opravdové číslo. Hodnoty jsou v anglosaském formátu, takže jako oddělovací znak desetiných
míst  je  použita  tečka  místo  námi  používané  čárky.  Proto  je  potřeba  přetypovávat  řetězce  s
ohledem na tento fakt, což se provádí s pomocí třídy NumberFormatInfo jmenného prostoru
System.Globalization a jejího parametru NumberDecimalSeparator:
System.Globalization.NumberFormatInfo info = new 
System.Globalization.NumberFormatInfo();
info.NumberDecimalSeparator = ".";
Metoda  pro  explicitní  přetypování  Convert.ToDouble se  pak  zavolá  s  druhým
parametrem  info. Hodnoty je pak třeba ještě explicitně přetypovat na datový typ float. Proč,
ukážeme si dále. Tyto čísla si přiřadíme do dvourozměrného pole proměnné hodnotyPrubehu.
2.2.1  Kreslení grafu
Celý  graf  bude  v podstatě  statický  obrázek  -  bitmapa,  který  budeme  dynamicky
(programově)  obměňovat.  Abychom mohli pracovat s pokročilými grafickými funkcemi .NET
Framework, musíme si nadefinovat použití následujících jmenných prostorů.
using System.Drawing;                                   
using System.Drawing.Drawing2D;
using System.Drawing.Imaging;
V programu  si  vytvoříme  instanci  třídy  Bitmap,  která  spadá  do  jmenného  prostoru
System.Drawing,  s definovanou  výškou  a  šířkou.  Abychom  mohli  na  tuto  bitmapu  kreslit,
musíme si ji zapouzdřit  do třídy  Graphics a vytvořit  tak novou instanci  této třídy,  v našem
kódu vystupuje jednoduše jako g.
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Třída Graphics  má pro kreslení obrázků implementovány následující metody. Metoda
FillRectangle, umožňující vytvářet plné obdélníky, metoda DrawLine, která spojí dva body
definovanou čarou,  a  metoda  DrawString,  která  nám umožňuje do obrázku psát.  Metod je
samozřejmě více, my si vystačíme s těmito zmíněnými. Každé z metod třídy Graphics se mimo
jiné parametry předává i pozice na bitmapě. Tato pozice se udává v bodech (pixelech), které se
počítají od levého horního rohu obrázku.
Bitmapu budeme vykreslovat postupně přes několik vrstev. První vrstva – podkladová –
bude vlastně okolí samotné zobrazovací plochy, ve kterém si později vykreslíme názvy aktuálně
zobrazených průběhů a některé další informace. První vrstvu vykreslíme jako obdélník od kraje
do kraje pomocí metody  FillRectangle, která nám na bitmapu nakreslí plný obdélník bílé
barvy jako pozadí.
Samotný graf nebudeme kreslit hned od kraje bitmapy,  ale ponecháme si zde nějaký
prostor (dále jako „okraj“),  abychom mohli do bitmapy vypsat i některé důležité informace a
také kvůli hledisku estetickému.
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2.2.2  Souřadnicová síť
Další  vrstva  bude  souřadnicová  síť,  což  je  vlastně  mřížka  jakýchsi  celých  hodnot
v rámci průběhu, která bude usnadňovat orientaci při uživatelově analýze průběhu, jak ji známe
z každého zobrazovacího modulu. Musíme si nejdříve vzít nejnižší a nejvyšší hodnotu průběhu a
zaokrouhlit  jeho  nejnižší  hodnotu  dolů  a  nejvyšší  hodnotu  nahoru.  Toto  zaokrouhlení  musí
proběhnout  se  zřetelem  na  absolutní  hodnotu  rozsahu  každé  osy.  Například  bude-li  rozsah
hodnot  48,99  jednotek,  dejme  tomu  v rozsahu  0,01  -  49,  nemá  smysl  zaokrouhlovat  krajní
hodnoty na desetiny, ale provede se zaokrouhlení spodní hodnoty na 0 (nulu) a horní hodnoty na
50.
Následně  si  musíme  zaokrouhlený  rozsah  rozdělit  na  vhodný  počet  dílů,  aby  nám
zbytečně  nevznikala mřížka v souřadnicích nezaokrouhlených  čísel,  protože právě  proto jsme
zaokrouhlovali. Například není vhodné, aby pomocná souřadnicová síť pod grafem o rozsahu
zmíněných  50 jednotek měla  krok 6,25 jednotek (graf  rozdělen na 8 dílů),  když  je mnohem
výhodnější  a  přehlednější  ji  rozdělit  na  5  dílů  po  10  jednotkách,  případně  10  dílů  po  5
jednotkách.  Pokud  se  hodnoty  budou  nacházet  v jiných  řádech  než  desítkách  a  jednotkách,
převedeme je nejdříve do tohoto řádu, spočítáme a přepočítáme zpět  do původního řádu. Pro
vypočtení  vodorovných čar použijeme analogického postupu. Musíme ovšem zohlednit, že první
hodnota průběhu nemusí být nutně nejnižší a poslední hodnota zase nejvyšší.
Až  sem  se  všechny  operace  týkající  se  zobrazení  souřadnicové  sítě  týkají  pouze
výpočtů.  Hodnoty,  jež  těmito výpočty  získáme,  si  uložíme do příslušného pole a vykreslíme
křivky, jež představují mříž metodou  DrawLine, kterou voláme s určitými parametry.  Těmito
parametry jsou instance třídy Pen, která zahrnuje barvu a tloušťku čáry, kterou se má kreslit, a
pole  bodů  definovaného  typu  PointF,  což  jsou  souřadnice  bodů,  kterými  křivka  složená
z úseček  prochází.  Výhodou  je,  že  tyto  souřadnice  nemusejí  být  v celých  číslech  a  dokonce
nemusejí být  ani kladné – jsou totiž v datovém typu  float ([4]). Proto máme hodnoty také
uloženy v poli typu float.
Pro vykreslení svislých čar si vytvoříme 2 pole těchto bodů – v kódu vystupujících jako
mrizkaNahore a  mrizkaDole.  Do jednotlivých  prvků  pole si načteme hodnoty vypočítané
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podle výše uvedeného postupu a postupně  je předhodíme metodě  DrawLine v odpovídajícím
pořadí. Do bitmapy musíme také dokreslit číselné hodnoty odpovídající vykreslené souřadnicové
síti. Metodu DrawString zavoláme s požadovaným řetězcem a souřadnicovými body umístění,
kdy jako jeden z parametrů  zvolíme vykreslování se zarovnáním na střed, čímž se nám čísla
vypíší přímo pod svislé osy nehledě na to, jak dlouhý řetězec tvoří.
Osy  popíšeme  odpovídajícími  hodnotami,  které  určíme  ze  zaokrouhlených  mezí  a
vypočteného  kroku.  Metodou pokus omyl  zjistíme,  že systém nesčítá  příliš  malá nebo  příliš
velká  čísla  úplně  správně.  Vyskytují  se  například  případy  typu
101010 109999999,6101106 −−− ⋅=⋅+⋅ . Není žádoucí vypsat takové číslo namísto 10107 −⋅  a proto
si musíme hodnoty pro popsání souřadnicové sítě vhodným způsobem zaokrouhlit.
Také  musíme vzít  v úvahu,  že y-ový rozsah  může  být  nulový nebo-li  že graf  bude
rovnoběžný  s osou  x.  V takovém  případě  se  souřadnicová  síť  rozdělí  na  dva  horizontální
obdélníky nad sebou, kde mezi nimi bude vykreslen průběh a horní a dolní mez budou posunuty
od hodnoty průběhu o zvolený rozsah 10-6 jednotek (viz příloha 3).
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2.2.3  Průběhy
Nyní, když máme vykreslenou souřadnicovou síť, můžeme přes ni nakreslit průběh, pro
začátek  první  v pořadí.  Počet  aktuálně  zobrazených  průběhů  si  také  uchováváme  v  session
(proměnná krivky), jejíž obsah testujeme při každém nahrávání stránky. Pokud neobsahuje pole
typu  int, obsahující indexy uživatelem zaškrtnutých charakteristik, přiřadíme do ní jednoduše
jednorozměrné pole s hodnotou nula, což je první průběh.
V případě,  že aplikace reaguje na uživatelovu akci,  přiřadíme nejdříve do proměnné
aktualniHodnotyPrubehu  správné  hodnoty.  Ty  vybereme  z  hodnotyPrubehu podle
indexů v poli krivky.
Pro úspěšné a přesné vykreslení průběhu si musíme z uložených hodnot určit několik
informací. Předně to bude měřítko, které nám zaručí správný tvar grafu a také to, že se nám graf
do bitmapy vleze. Pro určení měřítka (jak pro osu x, tak pro osu y) jednoduše vezmeme rozměr
bitmapy bez okrajů a vydělíme jej rozsahem  zobrazených hodnot (určený ze zaokrouhlených
extrémů; šířku bez dvou okrajů pro výpočet měřítka osy x a výšku bez dvou okrajů pro výpočet
měřítka osy y).
Dále  musíme  souřadnice  posunout  do  kladných  hodnot,  aby  byly  v bitmapě  vidět.
Metoda  DrawString umí totiž pracovat i se zápornými čísly,  které se ovšem vykreslí mimo
hranice bitmapy.  Vzhledem k faktu, že jsme si  zaokrouhlili  nejnižší hodnotu dolů  a nejvyšší
hodnotu nahoru, nebudou křivky začínat na okraji souřadnicé sítě, i toto musíme vzít v úvahu a
výpočty si zajistit správné počáteční posunutí.
Tímto  způsobem  dostaneme  souřadnice  bodů,  jimiž  graf  prochází  a  které  jsou
v maximálním rozsahu rozměru bitmapy (bez dříve zvoleného okraje). Mohou ovšem nabývat i
hodnot záporných, proto je třeba dopočítat ještě posunutí  v obou osách. To se provede relativně
jednoduše.  Zjistíme si  nejmenší  hodnoty na  obou osách,  porovnáme je  s počátkem soustavy
souřadnic a podle toho posuneme celý graf, resp. si zapamatujeme tyto hodnoty a použijeme je
při samotném vykreslování průběhu.
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Nyní  máme  po  ruce  všechny  hodnoty,  které  potřebujeme  pro  úspěšné  a  přesné
vykreslení průběhu, takže si opět zavoláme metodu DrawLine s parametry, které tvoří vhodně
posčítané a znásobené hodnoty, které jsme si vypočítali. Toto se provede pro každou uživatelem
zvolenou křivku. Jak pak vypadá námi vytvořená bitmapa je možno shlédnout v příloze 4.
Abychom nemuseli  při  každém překreslení  načítat  hodnoty  ze  vstupního  souboru  a
převádět na čísla,  uložíme si veškeré informace na serveru do objektu Session, který je právě
pro tyto účely navržen. Zápis do takovéto paměti vypadá následovně:
Session["nazvyPrubehu"] = nazvyPrubehu; 
A čtení pak následovně:
string[] nazvyPrubehu = (string[])(Session["nazvyPrubehu"]);
Vzhledem k tomu,  že  Session má vlastní  datový typ  objekt,  je  potřeba  vždy před
přiřazením hodnoty vytažené ze Session hodnotu explicitně přetypovat odpovídajícím datovým
typem. Do objektu Session si uložíme všechny informace, které ze souboru dostaneme, spolu s
některými mezivýpočty, které se nám budou hodit při dalším překreslení bitmapy
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2.2.4  Informační popisky ke grafu
Do bitmapy vepíšeme pomocí metody  DrawString následující parametry a hodnoty.
K hornímu okraji přidáme název vstupního souboru, dále typ analýzy,  rozmítanou proměnnou
(která figuruje na ose x) a počáteční teplotu simulace. Tyto hodnoty jsme si vyčetli z hlavičky
vstupního  souboru.  Dále  vypíšeme  názvy  aktuálně  zobrazených  křivek,  pro  snažší  orientaci
v jejich odpovídající barvě.
K těmto názvům též přiřadíme fyzikální jednotky, které určíme podle prvního písmene
názvu. Stejně tak, jako když modelujeme obvod a použijeme zdroje napětí nebo proudu, které
Spice zná jako položky začínající písmenem V resp. I, tak i výstupní veličiny jsou formátovány
takto.  Napětí  v uzlech začínají  znakem „V“, proudy začínají  písmenem „I“,  výkony znakem
„W“, čas alias time písmenem „T“ a frekvence znakem „F“.
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2.3  Uživatelské rozhraní
Na  začátku  bude  uživateli  zobrazena  stránka  s nahrávacím  ovládacím  prvkem.  Po
stisknutí potvrzovacího tlačítka se soubor načte na server a provedou se výše zmíněné operace.
Pro potřeby prezentace si na stránku také připravíme několik odkazů na různé vstupní soubory.
Na serveru se sestaví stránka, do které přidáme vytvořenou bitmapu, a ovládací prvek
RadioButtonList, což je výčtový zaškrtávací prvek, který obsahuje položky typu Item. Tyto
položky lze programově přidávat či odebírat, formátovat jejich popisky apod. Do těchto položek
nahrajeme názvy všech průběhů,  které jsme si vyčetli  ze vstupního souboru a tím umožníme
uživateli vybírání mezi průběhy. 
Dále  přidáme  několik  ovládacích  prvků,  pomocí  nichž  bude  mít  uživatel  možnost
analyzovat vykreslený graf  (viz příloha 4). Mezi těmito prvky budou tlačítka pro vyhledávání
extrémů  průběhů,  kolonka  pro  zadávání  kurzoru  spolu  s  přepínači  mezi  x-ovým  a  y-ovým
kurzorem,  který  se  spočítá  a  zobrazí  po  potvrzení.  Dále  tlačítko  pro  potvrzení  překreslení,
tlačítka pro nastavení zobrazení (viz dále kapitola 2.4.4) a tlačítko umožňující ukončení aplikace
a navrácení na začátek.
Uživateli se tedy zobrazí první průběh a blok přepínačů. Pokud uživatel přepne v bloku
přepínačů na libovolný průběh nebo více průběhů a potvrdí potvrzovacím tlačítkem, odešle se
informace o vybraném průběhu (průbězích) na server, kde se podle této hodnoty vytvoří nová
bitmapa.
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2.4  Funkce modulu
Aplikace je navržena tak, aby se jednotlivé funkce mohly kombinovat a nebylo třeba,
například při hledání kurzoru v přiblíženém průběhu, používat jiné metody výpočtu než pro celý
průběh.
2.4.1  Zoom
Přiblížení  realizujeme  následující  metodou.  .NET  Framework  umožňuje  „udělat
obrázky klikací“,  nebo-li  pokrýt  obrázek tzv.  mapou.  To znamená,  že se  na bitmapě  udělají
oblasti,  do nichž lze kliknout a programově  odchytit  pozici kliknutí. Toto provedeme tak,  že
bitmapu převedeme na ovládací prvek ImageMap, která má pro tyto účely třídy HotSpot (klikací
oblasti). Hotspoty jsou trojího základního tvaru, obdélníkový, kruhový a trojúhelníkový. Existuje
možnost navrhnout si i další tvary, nám ale postačí obdélníkový typ RectangleHotSpot.
Využijeme  toho,  jak  jsme  si  rozdělili  souřadnicovou  síť,  a  pokryjeme  bitmapu
obdélníkovými  hotspoty  určené  svislými  souřadnicovými  osami.  Při  akci  uživatele  pak
odchytíme  odpovídající  výřez  a  vypočítáme  nové  parametry  přiblížené  oblasti.  Vzhledem  k
faktu, že takto by bylo přiblížení moc velké, tak při vlastním výpočtu rozšíříme vybraný výřez o
jeden krok vlevo a jeden krok vpravo, takže vlastně přibližujeme oblast širší, než vybranou.
Je třeba též vzít v úvahu, že musíme ošetřit  případy,  kdy uživatel klikne do jedné z
krajních oblastí mapy. Po odeslání na server musíme posunout výběr  o krok vpravo (oblast u
levého okraje grafu) resp. o krok vlevo (oblast u pravého okraje grafu).
Krajní  hodnoty výřezové oblasti  mohou a nemusí  být  mezi  hodnotami ze vstupního
souboru.  Pokud nejsou,  jsou spočítány podle principu popsaném v kapitole  2.4.2,  kdy místo
kurzoru se má na mysli krajní hodnota výřezu.
Při zjišťování výřezových hodnot posupujeme následovně. Předešlé hodnoty si uložíme
do proměnné stareHodnoty a vytvoříme se pole o nula prvcích noveHodnoty. Testujeme od
začátku  stareHodnoty podle  určené  nové  krajní  hodnoty.  Po  dosažení  rovnosti  hodnoty
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nového okraje a  staré hodnoty nebo v případě neshody nového okraje a hodnoty ze souboru po
vypočtení hodnoty nového kraje (poodle (1) nebo (2)) zvýšíme velikost pole  noveHodnoty:
Array.Resize<float>(ref noveHodnoty, noveHodnoty.Length + 1);
Přiřadíme do něj okrajovou hodnotu a dále testujeme prvky pole stareHodnoty podle
koncové hodnoty výřezu. Takto postupně zvětšujeme pole podle potřeby, po dosažení koncové
hodnoty,  která  se  určí  obdobně  jako  první  okraj  výřezu,  přiřadíme  toto  pole  do  proměnné
aktualniHodnotyPrubehu a výpočet opakujeme pro ostatní průběhy. 
Přiblížení  y-ové  osy  vytvářet  nebudeme.  Pokud  se  blíže  podíváme  na  princip
naprogramovaného přiblížení, kdy vybíráme oblasti podle x-ové osy, zjistíme, že to není potřeba.
Pokud je průběh stoupající nebo klesající, program automaticky určí nové horizontální hranice
podle výřezu. Takže vlastně roztáhne výřez i ve směru osy y. V případě, že je průběh periodický,
popsaným způsobem, se dosáhne pouze roztažení ve směru x. Po dostatečném počtu kroků, kdy
se graf přiblíží na méně než jednu periodu, nastane výše popsaný jev, kdy se roztáhne i y-ová
osa.
Při maximálním přiblížení, tedy tehdy, když jsou dva sousedící body průběhu na okrajích
grafu, aplikace zjistí, že jsme maximálně zanořeni a zobrazí zprávu na stránce. Zrušení přiblížení
provedeme tlačítkem  Redraw Graph,  kdy se do aktualnich hodnot přiřadí opět  celý rozsah z
proměnné hodnotyPrubehu.  Prohlédnout, jak vypadá přiblížený graf si můžeme v příloze 5.
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2.4.2  Kurzory
Protože  webové  rozhraní  neumožňuje  dynamické  překreslování  v reálném  čase,
realizujeme kurzory následovně. Na stránku umístíme ovládací prvek TextBox, což je kolonka
umožňující uživateli zápis. Sem dáme uživateli možnost napsat hodnotu, pro kterou chce určit
odpovídající  hodnotu  z druhé  osy.  Současně  na  stránku  umístíme  přepínač,  kde  si  uživatel
vybere, jestli zadává hodnotu z osy x nebo y. Po odeslání potvrzovacím tlačítkem Find cursor se
analyzuje zadaná hodnota s ohledem na výběr osy a provedou se výpočty, které určí hodnotu na
opačné ose. V případě výběru osy y je možné, že se najde více bodů, které odpovídají zadané y-
ové  hodnotě.  Ty  se  pak  vypíší  pod  sebe.  Pokud  uživatel  zadá  hodnotu,  která  se  na  ose
nevyskytuje, program to zjistí a upozorní tím, že začervená zadávací kolonku.
Pokud  se  zadaná  hodnota  nevyskytuje  v souboru  hodnot,  program  počítá  dle
následujícího pravidla. Vezme nejbližší nižší a nejbližší vyšší  hodnotu, zjistí  v jakém poměru
dělí  zadaná  hodnota  rozdíl  vyšší  a  nižší  hodnoty  a  stejným  poměrem  vynásobí  rozdíl
odpovídajících hodnot na opačné ose. Ten pak přičte k nižší odpovídající hodnotě na opačné ose
a získá tak výslednou hodnotu (viz obrázek 2).
Součástí  je  i  vykreslení  kurzorové  úsečky  do  grafu.  Kreslí  se  v hodnotě  zadané
uživatelem a  vypočtené  průniky  se  zapíší  na  stránku.  Kurzor  z opačné  osy  se  nevykresluje,
protože by při větším množství průniků (např. při zadání y-ové hodnoty při sinusovém průběhu)
vznikal na bitmapě nepřehledný zmatek. Prohlédnout použití kurzoru si můžeme v příloze 6.
25
Aplikace počítá hodnotu Y následujícím způsobem:
Y= y1 a
ab⋅ y2 y1 (1)
Pokud  budou  sousední  body  k  sobě  opačně,  tzn.  že  y2 bude  vyšší  než  y1,  bude
přizpůsoben i vzorec:
Y= y1 a
ab⋅ y2 y1 (2)
V případě,  že  se  hodnota  zadan  uživatelem vyskytuje  mezi  hodnotami načtenými  ze
vstupního souboru, program vybere tuto.
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Obrázek 2: Princip výpočtu hodnoty mezi zadanými hodnotami
2.4.3  Extrémy
Při vyhledávání extrémů postupujeme velmi podobně jako v předchozí kapitole. Pouze
předem výpočtem zjistíme nejnižší resp. nejvyšší hodnotu aktuálně zobrazeného průběhu a dále
pokračujeme jako při zobrazení kurzoru, pouze jakoby opačným směrem. Při akci uživatele se
požadavek pošle na server, najde extrém, vykreslí se y-ový kurzor, zapíší se vypočtené hodnoty
na stránku a do kolonky pro vyhledávání kurzoru a zaškrtne se y-ový kurzor v přepínači.
2.4.4  Nastavení aplikace
Po stisku tlačítka  Settings se zobrazí panel s možnostmi nastavení. Lze změnit barvu
pozadí grafu,  barvu souřadnicové sítě  a barvu jednotlivých průběhů.  Možnosti nastavení jsou
pouze pro aktuálně zobrazené charakteristiky Pro ukončení nastavení je třeba stisknout tlačítko
Close a pro aplikaci nastavených hodnot je potřeba použít tlačítko Redraw graph (viz příloha 7).
Pro takovéto použití jsou vhodné ovládací prvky třídy  DropDownList, což je výčtový prvek,
zobrazující své items v rolovacím seznamu.
Ovládací  prvky nastavení  jsou umístěny na jiném ovládacím prvku – Panelu.  Tento
panel má v normálním režimu nastavenu vlastnost Visible, která způsobuje, že panel není vidět,
na  false.  Po stisku tlačítka  Settings se tato  vlastnost  nastaví  na  true a  panel,  protože má
nastaven z-index vyšší než zbytek stránky, vystoupí do popředí a zakryje to, co je pod ním. Z-
index je vlastnost webového prvku, který určí, jak jsou prvky naskládány v z-ové ose, čili jak
který prvek překryje ostatní.
Pro  nastavení  barev  jednotlivých  průběhů  se  na  panel  vykreslí  seznam  aktuálních
průběhů  a  vedle  něj  pole  typu  DropDownList,  které  je  stejně  velké  jako  pole  aktuálně
zobrazených  křivek.  Mezi  položky  rolovacího  seznamu  se  přidá  patnáct  barev.  Není
pravděpodobné, že by uživatel potřeboval zobrazit více charakteristik najednou.
Hodnoty nastavení se uloží do obektu Session pod svými názvy. Například barva pozadí
grafu je uložena takto:
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Session["barvaPozadi"] = DDListPoz.SelectedValue;
Při vykreslování pozadí bitmapy se pak testuje obsah této session a pokud je prázdná,
přiřadí se defaultní barva pozadí. Podobně se pracuje s ostatními hodnotami nastavení.
Hodnoty barev nastavení jednotlivých  křivek se uloží  do objektu session pod svými
názvy, které si vybereme podle indexů aktuálně zobrazencýh křivek:




Tlačítky + a – lze měnit velikost samotné bitmapy. Tato vlastnost se hodí v případě, kdy
má monitor příliš velké nebo naopak příliš malé rozlišení. Tato funkce by mohla být řešena i
programově, ale vzhledem k účelu aplikace necháme tento výběr na uživateli. Studenti případně
využívající  tento  zobrazovací  modul  si  často  budou potřebovat  obrázek  uložit  k pozdějšímu
zpracování a tak tuto vlastnost jistě ocení.
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3  Závěr
Abychom  zbytečně  neplýtvali  prostředky  serveru,  vymažeme  těsně  před  odesláním
sestavené stránky klientovi všechny použité soubory – tzn. nahraný csd soubor a také vytvořenou
bitmapu. Pokud bychom tohle neudělali, měli bychom na serveru za chvíli nepřehledné množství
nahraných  souborů.  Vzhledem  k tomu,  že  může  dojít  k přerušení  spojení  mezi  serverem  a
klientem, a tím pádem by docházelo k hromadění dat na serveru, promazává aplikace při každém
startu adresář ~/temp/, kde jsou dočasně uloženy všechny soubory, se kterými aplikace pracuje
Administrátor musí nastavit aplikaci přístup typu write/read do adresáře ~/temp/. Podle
topologie  sítě  a  rychlosti  připojení  serveru  lze  v souboru  Web.Config  nastavit  v položce
<httpRuntime maxRequestLength="4096" />  maximální  délku požadavku na server.  Tato
velikost  omezuje  právě  rozsah  vstupního  souboru,  který  na  server  nahráváme.  Velikost  je
určována v kB, ale není to maximální přesná velikost vstupního souboru, protože na server se
kromě něj posílají i další požadavky, které jsou v tomto čísle také zahrnuty. 
Takto  navržený  zobrazovací  modul  má  své  výhody  a  nevýhody.  Mezi  jednoznačné
výhody patří bezesporu nulová zátěž a minimální požadavky na klientský počítač, kde není třeba
žádný simulační program ani grafické prostředí, stačí pouze webový prohlížeč. Na druhou stranu
jsou  ovšem  kladeny  jisté  podmínky  pro  server.  Ten  musí  mít  podporu  Microsoft  .NET
Framework 2.0 a tudíž na něm musí být operační systém Windows. Nicméně vzhledem k faktu,
že na serveru poběží i simulační jádro Spice, není toto velký problém. Jako nevýhodu lze vzít
v úvahu i velikost vstupního souboru, tu ovšem, pokud vyvíjíme internetové rozhraní, musíme
brát v potaz vždy.
Jako  další  možnost  rozšíření  funkcí  naší  aplikace  lze  vzít  v  úvahu  logaritmické
zobrazení.  Zde  nastává  problém  s  velmi  narůtající  složitostí  a  komplexností  odpovídajícího
matematického modelu, který se nám nepodařilo najít.
Naprogramované a funkční webové rozhraní lze najít na přiloženém CD.
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FORMAT='0 VOLTSorAMPS;EFLOAT : NODEorBRANCH;NODE  '
DGTLDATA='NO' 
#N 
'V(2)' 'V(1)' 'I(V1)' 'I(R1)' 'I(D1)' 'I(GvykD1)' 'I(GvykR1)' 'W(V1)' 'W(R1)'
'W(GvykD1)' 'W(GvykR1)' 'W(D1)' 
#C 0.0000000000E00 12
-2.842E-23:1 0.000E00:2 -1.137E-25:3 1.137E-25:4 1.695E-18:5 0.000E00:6
0.000E00:7 0.000E00:8 0.000E00:9 0.000E00:a 0.000E00:b 
0.000E00:c 
#C 1.0000000000E00 12
1.000E00:1 1.000E00:2 -1.419E-07:3 1.419E-07:4 -1.419E-07:5 1.419E-07:6
5.032E-12:7 -1.419E-07:8 5.032E-12:9 0.000E00:a 
0.000E00:b 1.419E-07:c 
#C 2.0000000000E00 12
2.000E00:1 2.000E00:2 -1.838E-06:3 1.838E-06:4 -1.838E-06:5 3.675E-06:6
8.447E-10:7 -3.676E-06:8 8.447E-10:9 0.000E00:a 
0.000E00:b 3.675E-06:c 
#C 3.0000000000E00 12
2.994E00:1 3.000E00:2 -2.391E-05:3 2.391E-05:4 -2.391E-05:5 7.159E-05:6
1.429E-07:7 -7.173E-05:8 1.429E-07:9 0.000E00:a 
0.000E00:b 7.159E-05:c 
#C 4.0000000000E00 12
3.933E00:1 4.000E00:2 -2.696E-04:3 2.696E-04:4 -2.696E-04:5 1.060E-03:6
1.818E-05:7 -1.079E-03:8 1.818E-05:9 0.000E00:a 
0.000E00:b 1.060E-03:c 
#C 5.0000000000E00 12
4.541E00:1 5.000E00:2 -1.835E-03:3 1.835E-03:4 -1.836E-03:5 8.335E-03:6
8.422E-04:7 -9.177E-03:8 8.422E-04:9 0.000E00:a 
0.000E00:b 8.336E-03:c 
#C 6.0000000000E00 12
4.629E00:1 6.000E00:2 -5.486E-03:3 5.486E-03:4 -5.486E-03:5 2.539E-02:6
7.523E-03:7 -3.291E-02:8 7.523E-03:9 0.000E00:a 
0.000E00:b 2.539E-02:c 
#C 7.0000000000E00 12
4.659E00:1 7.000E00:2 -9.363E-03:3 9.363E-03:4 -9.363E-03:5 4.362E-02:6
2.191E-02:7 -6.554E-02:8 2.191E-02:9 0.000E00:a 
0.000E00:b 4.362E-02:c 
#C 8.0000000000E00 12
4.678E00:1 8.000E00:2 -1.329E-02:3 1.329E-02:4 -1.329E-02:5 6.216E-02:6
4.413E-02:7 -1.063E-01:8 4.413E-02:9 0.000E00:a 
0.000E00:b 6.219E-02:c 
#C 9.0000000000E00 12
4.692E00:1 9.000E00:2 -1.723E-02:3 1.723E-02:4 -1.723E-02:5 8.085E-02:6
7.423E-02:7 -1.551E-01:8 7.423E-02:9 0.000E00:a 
0.000E00:b 8.085E-02:c 
#C 1.0000000000E01 12
4.703E00:1 1.000E01:2 -2.119E-02:3 2.119E-02:4 -2.119E-02:5 9.965E-02:6
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