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Abstract The task of map-matching consists of finding a
correspondence between a geographical point or sequence
of points (e.g. obtained from GPS) and a given map. Due to
many reasons, namely the noisy input data and incomplete
or inaccurate maps, such a task is not trivial and can affect
the validity of applications that depend on it. This includes
any Transport Research projects that rely on post-hoc
analysis of traces (e.g. via Floating Car Data). In this
article, we describe an off-line map-matching algorithm that
allows us to handle incomplete map databases. We test and
compare this with other approaches and ultimately provide
guidelines for use within other applications. This project is
provided as open source.
Keywords Mapmatching .Map generation .
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1 Introduction
Map Matching algorithms are needed in any geographical
system to associate information to specific geo-referenced
locations. Thus, while we may get exact maps that represent
any portion of the planet, dynamic information obtained from
common Global Navigation Satellite Systems (GNSS) devi-
ces (e.g. GPS) almost always carry errors that may negatively
affect their usefulness. For example, for car navigation, for
example, extreme care must be taken to continually locate the
real position of the driver as opposed to what the GPS receiver
estimates. Another example is the Floating Car Data probes
(i.e. vehicles that periodically report their GPS position), from
which it is possible to obtain information on traffic situations
[1]. These can be used to generate real-time information as
well as to provide traffic analysis and forecasting (e.g. [2,
3]), or simply to analyse mobility behaviour within an area.
A stronger example could be the dynamic toll charging;
charging each vehicle based on its profile, used roads and/or
daily mileage. In any of these situations, accurate Map
Matching algorithms become fundamental for the success of
the applications. Furthermore, the analysis involved can be
taken in an offline, post-processing manner. While on-line
algorithms have evolved to their limits recently, essentially
due to commercial car navigation applications, off-line
approaches are still under explored. At a first sight, the
former should be both a more challenging and a more
generic task (solving the “real-time” problem often makes
the post-processing solution simple), but under a more
careful examination this shows that there are two different
approaches to two entirely different problems. Real time
applications demand solutions that provide instant response
and can only rely on “past” points. This implies a
compromise of performance over accuracy. On the other
hand, off-line applications can take advantage of “future”
points and allow for slower performances in favour of
accuracy. As a result, on-line solutions applied on an off-line
basis show extremely poor results, thus specific research is
needed for solving the latter problem.
The task of off-line map matching is to determine a
correspondence between sequences of geo-referenced
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points previously obtained (e.g. from GPS) and a given
map. The difficulty of the challenge is inversely propor-
tional to the accuracy of the localization technology. Thus,
it could be said that with Differential GPS or with Real
Time Kinematics (RTK), which allow centimetre level
accuracy, the task becomes considerably simpler. However,
these technologies still demand expensive receivers as well
as a dedicated ground infrastructure, which enhances the
importance of the common off-the-shelf GPS solutions that
are presently widespread and available. With noticeable less
accuracy, other low cost localization approaches are
becoming common, such as cell-phone based localization
(e.g. [4, 5]). For these, accurate Map Matching becomes a
quite complex and determinant task.
Another aspect is that, either for on-line or off-line
applications, the available maps are often incomplete due
to the dynamics of the road networks almost everywhere in
the world. Direction changes, areas under construction, new
roads, off-road tracks and road closures are just some
examples of phenomena that happen on a daily basis. In
roads that are absent on maps, the Map Matching algorithms
typically take some time to become aware of it. They stay
“glued” to existing road links until they become too distant,
and then typically enter into an “initialization mode” that
starts promoting a new match when sufficiently close to a
recognized map link. However, the “new road” segment
becomes blurred in this process. For applications that
demand some accuracy this may affect results. There is at
least one application on the market that covers some of these
issues, TomTom Map Share. However, we should point out
that the approaches are very different and this application
focuses on correction of the map provided by TomTom
(direction changes, areas under construction, etc.), as
opposed to the aggregation of new roads or geometry
updates. This is done with the intervention of human hands
(as happens in OpenStreetMap.org [14]), and not fully
automatically as in our project, YouTrace.
In this article, we propose M-GEMMA, an off-line Map
Matching algorithm for incomplete maps. It is based on two
other algorithms: an improved version of Marchal’s
algorithm [6] that allows incomplete maps; and the GEnetic
Map Matching Algorithm (GEMMA), an algorithm based
on the evolutionary computation paradigm of Genetic
Algorithms (GAs) that intends to overcome the main
problems raised by Marchal’s approach. M-GEMMA was
designed to combine the strengths of these two approaches
and is to become a versatile Map Matching tool.
We implemented and tested a total of four algorithms
(Marchal’s original and improved versions; GEMMA and
M-GEMMA) and made a thorough comparison, which is
reported in this article.
M-GEMMA’s source code is available with a “creative
commons license” and its use is free. We hope to provide
information in this article that can help on its application
and comprehension. M-GEMMA, Improved Marchal and
GEMMA were developed within the context of the
YouTrace platform (which will also be made available as
open source), a project that allows for the collaborative
incremental construction of trajectory maps1. The following
section will provide an overview of the YouTrace project in
order to provide some context to M-GEMMA.
The state-of-the-art of Map Matching is presented in
Section 3, while Marchal’s algorithms (original and improved
version) are described in Section 4. We then describe
GEMMA in Section 5, with M-GEMMA finally presented
in Section 6.
The experiments and a comparative analysis are shown
in Section 7 concluded with a consensus of our thoughts of
strengths and weaknesses about the algorithm.
2 Giving some context: the YouTrace project
The YouTrace project intends to be a social platform that
allows users to collaborate with the construction of a map-of-
the-world [7] (Fig. 1). A key element is the Map Generation
Engine that is responsible for aggregating the users’ traces
into a single map. A YouTrace user can upload their traces
while contributing to the construction of a joint map of the
world. The users can then receive an updated map that will
allow, for example, a more efficient car navigational applica-
tion. An innovative characteristic of collaborative mapping is
the strength of its dynamics, as opposed to the current static
maps, as we are well aware: Roads are constantly being
updated and aggregated as new traces are introduced. The
collected traces can then provide information for more
efficient route planning as the traces are a useful and realistic
source about road/trajectory usage, average speeds and user
preferences on road alternatives. Besides providing a dynamic
map of the world, YouTrace can also be a useful source of
information about users mobility and city dynamics. This
information can be extremely valuable to urban planners, as
they can base their planning decisions on more realistic
information (as opposed to surveys or probabilistic reason-
ing). YouTrace users can access the system through a web
portal that will be responsible for feeding the Map Generation
Engine with traces, which in turn, will be added to the map.
The first step of trace processing is filtering. The filtered
trace is then addressed to the Map Matching, where GPS
points are matched to the map, in order to find the existing
segments on the map. The matched points of the trace are used
to update the existing segments on the map, which thus
1 We refer to trajectory maps since the geometry obtained corresponds
to the driving trajectory as opposed to the road infrastructure geometry.
Particularly on curves, the visual result can become very distinct.
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improves road precision. The non-matched points of the trace
are aggregated on to the map, creating new roads (or
trajectories). Two databases are then generated from this
process; the map database and the statistics database. These
databases serve to provide data for external services such as
route planning and traffic analysis. For more information on
the YouTrace project, please refer to [7]. As can be
understood, the Map Matching is a key element for
YouTrace, which is entirely responsible for finding the parts
of the trace that already exist on the map. This allows for the
distinction between the parts that should be aggregated and
those that should be updated, therefore the quality of the
final map is dependable of the quality of the match.
3 Current trends on map-matching
Map-Matching algorithms are used to fix location data into
a spatial road network. They are used in the most varied
applications. The most common are noticeably the GPS car
navigation devices, which are constantly indicating the road
segment where the user is located based on information
retrieved from GPS satellites. The purpose of a Map-
Matching algorithm can be divided in two parts. Firstly, the
algorithm determines which road segment, from a given
network, corresponds to each given position. Afterwards, it
will determine the exact location of the same position inside
the segment previously selected [8, 9].
There are algorithms designed specifically for given
applications and others that are generic. In some situations,
the path is known in advance so the set of roads to perform the
matching is restricted. For instance, the match of bus location
data can be improved by restricting the road network to the
known path taken [9]. Generic algorithms can also be one of
two types: online or offline [8]. Real-time applications, such
as GPS navigation devices use online algorithms, meaning
that the matching is performed as the data is being received
and thus it is based only on past matches. On the other hand,
post-processing applications use offline algorithms. Online
algorithms are less effective. Offline algorithms can take the
advantage of not only matching each point according to past
data but also based on the following of a “future” point,
which helps the algorithm to select the correct road when near
to junctions. The literature review made by [8] states that the
majority of the existent algorithms are for real-time applica-
tions since the demand is higher than in post-processing ones.
In fact, only one offline algorithm is presented [6]. These
algorithms use GPS coordinates as input source to perform
the matching, but most consider using an integration of GPS
data with Dead-Reckoning (DR) in order to improve the
matching accuracy [10]. DR systems use some sensors like
odometers and gyroscopes in order to calculate subsequent
positions in relation to the initial one. In these systems, the
probability of incorrectly estimated positions increases dras-
tically as more readings are made since a new position is
calculated based on previous readings from inaccurate sensors
[10]. In [8], the author classifies Map-Matching algorithms
into four groups, depending on the techniques applied by
each to perform the match. They are: geometric, topological,
probabilistic and other advanced algorithms.
3.1 Geometric algorithms
Geometric algorithms tend only to base the match on the
geometry of road segments, with preference to the closest
segment to the point. These tend to ignore the way in which
the network is connected, leading to various topological errors.
There are three types of geometric algorithms, generally
named: point-to-point, point-to-curve and curve-to curve. The
first will match a point to the closest point belonging to the
road network. The second one will prefer the closest map link.
The last is based on the point-to-point match where it selects a
set of candidates and then the final curve is chosen as the
closest composed by the current matched points. According to
[10] the point-to-curve tends to be the best choice and the
curve-to-curve the worst. Since curve-to-curve depends on
point-to-point, this usually produces bad results due to
outliers. Moreover, the algorithmic complexity involved
becomes prohibitive for large segments. Figure 2 shows an
example of a point-to-curve match with a topological error.
3.2 Topological algorithms
Since maps are usually represented as graphs, topological
algorithms tend to preserve continuity in the matching,
avoiding frequent errors. However, they do generally ignore
Fig. 1 YouTrace Map Generation Engine architecture
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additional readings from certain GPS readable data such as
speed or heading and might be sensitive to outliers as well.
One example of a topological algorithm is the Marchal’s
algorithm [6], which will be explained below in detail. These
algorithms can generally be divided into two stages. The first
is the initial matching process, where the algorithm will
select the most suitable link from the closest to the initial
points. At the second stage, the algorithm will continue
matching the points while keeping the network topology in
consideration. In [8], the author also adds that these kinds of
algorithms have some problems at certain junctions where
the direction of links is not similar. This can only be solved
via a sub-routine that selects the appropriate subsequent road
segment. Since this routine runs in a post-processing mode,
these algorithms tend to be useless in real-time applications.
3.3 Probabilistic algorithms
Probabilistic algorithms use a region, an “error region”
which is usually an ellipse or a rectangle to match the given
point. From that region, the matched link is selected
according to the direction, speed, connectivity and proxim-
ity from the point to the link. Some algorithms create error
regions for each trace point [7], others [8] however only
create these near to junctions, which improves the perfor-
mance of the algorithm and also avoids mismatches in case
of having other road segments nearby. Figure 3 shows an
example of an error region.
3.4 Advanced algorithms
The advanced algorithms generally use the most varied
techniques and approaches, or combine them with the
simplest algorithms described above or even a simple
combination of Map-Matching algorithms. The major goal
is always to improve the accuracy of the matching. Aside
from GPS coordinates, these algorithms are often aided
with extra information such as speed, heading, connectivity
of the roadmap, quality of the input data or even using
correction errors from third party systems (e.g. Differential
GPS). The approaches most used here are: fuzzy logic
models, Dempster–Shafer’s mathematical theory of evi-
dence, Multiple Hypothesis Technique (MHT) or Bayesian
inferences. Kalman Filters and Extended Kalman Filters are
widely used as well, especially to integrate the data from
GPS and from DR systems or, in other cases, to smooth the
GPS data before proceeding to the matching.
In every algorithm, the accuracy of the matching highly
depends on map resolution and completeness: the higher
the resolution, the more accurate matching. Some compar-
isons about map resolutions have been made in [6, 11]. By
default, the majority of the algorithms assume that the map
network is complete and that it is always possible to have
matching completed. However, this is often an incorrect
assumption and algorithms might show unexpected
behaviour where there are no roads nearby to match.
4 The Marchal algorithm—an improved version
4.1 Overview of the Marchal algorithm for offline map
matching
The algorithm presented by [6] is an offline topological
algorithm inspired in MHT used on previous algorithms
[10]. Authors say their algorithm is more focused on
computational speed rather than on accuracy as opposed to
the remaining ones, yet the algorithm only uses GPS
coordinates to perform the matching in a road network
represented by a directed graph.
The algorithm works as follows: firstly, map links
nearby the first trace point are picked and each one will
constitute a scored path candidate (a possible match
sequence). The score of each candidate is then based on
the sum of the least Euclidean distance between each trace
Fig. 2 Point-to-curve match. Points P3 and P4 are topological
wrongly matched. Example from [10]
Fig. 3 Error ellipse having inside part of the link AB. Example taken
from [8]
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point and its matched link (also named as matching
distance). Hence, best candidates have lowest scores.
After the initial matching process, for each point of the
trace, it is assumed that the current point matches the last
link of each candidate. Then, an update of the score occurs
and the candidate is put into a new set. Afterwards, if the
trace has reached the end of the link, new path candidates
are created. To see if an intersection has been reached, a
comparison is made between the travelled length through
the trace points and the travelled length through the links of
the path candidate. If the first length is longer than a given
percentage of the second, it is assumed that the next
junction has possibly been reached2. For this percentage,
the authors fixed the value in 50%, which in their opinion
tends to give fair results. New candidates are created, they
are similar to the current one and a link per new road
segment starting on that junction will be added to each one
of the new candidates. Their score is updated and they are
inserted into the new set. When no more candidates to
match the current point are available, the algorithm will
pick only the best N candidates of the new set, it passes to
the following trace point and does everything all over
again. The authors tested some values for N and, based on
these experiments, they say that with values above 30,
improvements on matching accuracy are insignificant. The
best candidate obtained gives the final match. This
algorithm has some additional mechanisms that permits
breaking the match and restarting it from scratch when the
distance between two consecutive points or the difference
between timestamps of two consecutive points is above
given thresholds. The authors use, as an example, 300 m for
the distance and 30 s for time difference.
4.2 Our implementation and modifications
The implementation of the algorithm has been modified
from the original version due to several reasons. The first
and more obvious reason is that the addition of a
mechanism to detect whenever a new set of points
correspond to a non-existent road in the map. For this
reason, every matched distance (between GPS point and
matched map position) should fall below a given threshold
(fixed at 20 m, after several experiments). This condition
must be verified in the initial matching process and during
subsequent matches, for the best candidate path. This
confirms that every set of unmatched points will be then
added to the map as a new road. If the subsequent matching
is broken, then the best candidate (without considering the
last point) is saved and the algorithm restarts at the initial
matching with the point that caused the break. After
processing the entire trace, we have two distinct sets of
points; the first with the matched segments and the other
with the unmatched segments. These two sets correspond to
the output of our implemented Map-Matching algorithm
module (Fig. 4).
Other major modifications were recently made owing to
a few map representation differences, which affect the
entire matching process. For the authors’ purpose, the map
is represented as a graph where each node is a junction and
the links are “polylines” representing the curvature of each
link [6]. Our map is also represented as a directed graph,
yet it consists of two layers. The upper layer, contains one
node per junction (called super-node) and each link (called
super-link) connects two super-nodes. This layer is the
closest one to the representation used in [6] and corre-
sponds to the notion of the “road network” where each link
connects two junctions (as opposed to being connected to
another link). The lower layer presents super-nodes which
are shown as nodes but super-links are replaced by a set of
nodes connected by directed links that represent the pattern
of the super-link. These connections help to keep the road
geometry as close to the originally obtained traces as
possible while maintaining a flexible representation in
terms of geometry corrections. Since the matching process
utilizes the lower layer, the algorithm had to be adapted in
order to improve the final results. Another modification
relates to the detection of whenever it is necessary to jump
to the subsequent links. The original function did not
produce fair results because of two distinct situations: the
length of the path through the trace points and through the
path candidate can be slightly different; GPS readings are
subject to errors and differences between both (GPS
readings and road segment pattern) which are very common
in curves (e.g. Figs. 5 and 6). Another reason has to do with
the map representation. Since we are working with the
lowest layer on the map, the function can be triggered on
every link and not only in junctions. This may lead us to
have a considerable set of candidates, however similar
which makes the matching break unnecessarily near some
junctions. This break occurs because the pattern of the trace
and the correct path candidate are different, which causes
the algorithm to remove such candidates from the set since
they had weak scoring when compared to the majority of
the candidates. Then, two or three points ahead, matching
would need to stop because none of the candidates
corresponded to the correct path and a restart had to be
performed. Since distances between consecutive trace
points and the link’s length are not homogeneous, we
introduced a new concept named tolerance link (see Fig. 7).
The idea is to provide the possibility of accurately matching
a point to a link without the need of the previous link being
2 To understand this reasoning more clearly, the reader should be
aware that in the map representation used in [6], each link connects
two intersections (at each end). Therefore, if the trace has far exceeded
the length of the link, then it is likely that one of the intersections was
reached.
Eur. Transp. Res. Rev. (2009) 1:107–124 111
matched with any point. This allows a reduced number of
non-matched links to be included in the matched output
without affecting the accuracy of the overall match (since
these links can only exist between two matched ones, there
is a high probability that the user has passed over this area).
This also helps to avoid the need of the matching process to
stop and restart unnecessarily. At this moment, the number
of tolerance links is fixed to 2.
Due to all these new situations, we decided not to
include the condition of testing if a jump to the following
link is performed or not. Instead of this, at each trace point
we decided to create a set of candidates per current
candidate. Each new path candidate has a distinct link to
perform the matching. The links are as follows: the link that
matched the previous point of the past candidate and, all
reachable links to a maximum depth level of the number of
tolerance links plus one. After scoring all the new
candidates, they are filtered before passing to the following
point. Two restrictions are applied in order to avoid similar
path candidates that only would increase the number of
candidates exponentially without having any improvement
and to invalidate matches that, although being topologically
correct, are far away from the trace points and so we
assume that it is a new road segment instead. For the first
restriction, only the best candidate passes per most recently
matched super-link. This way, the number of candidates is
drastically reduced and we guarantee to have the best
possible candidates available. On the second restriction, the
distance between the last trace point and its matched link
must be lower than a given threshold (fixed to 45 m). All
candidates where the last match is above this threshold are
simply removed, so these candidates will not be considered
better than the “real” accurate ones on the following points
in unexpected and rare situations.
5 GEMMA—GEnetic Map Matching Algorithm
5.1 Overview
We have created a new genetic algorithm since we did not
find any reference in the Map-Matching literature to
algorithms that use evolutionary approaches and which
would meet our expectations. We knew that in terms of
computational performance it would be less efficient than
other types of algorithm, especially Marchal’s. The main
concern was on improving the quality of the matches. The
goal was ultimately to design an algorithm that would not
Fig. 4 Matching a new trace.
Yellow lines represent the
existent map and arrows
represent its direction. The
magenta line is the new trace.
Blue lines represent the matched
trace points and the triangular
signs the unmatched ones
Figs. 5 – 6 Difference between
map and trace patterns in curves.
The yellow line represents the
map and magenta the trace
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have the same problems commonly seen in other algo-
rithms, as described in the state-of-the-art section (e.g.
matching errors due to topological situations or outliers)
and also one that could perform smooth transitions between
a matched segment to an unmatched and vice-versa, and in
transitions between two matched segments that are not yet
interconnected. In our genetic algorithm3, each individual
consists of a matching sequence (from beginning to the end
of the trace). Each gene corresponds to a trace point. The
possible alleles for each gene are the links that are close to
the respective trace point. A special value is also inserted to
give the opportunity not to perform any match for the given
point. After an initial population that is randomly created,
the algorithm will run for a given number of generations
and the best individual of the last population is considered
to be the correct match. In each generation, individuals
have the possibility to be recombined and mutated.
Afterwards, they are evaluated using a fitness function that
considers many factors (described below). Since the search
space (and thus the program complexity) increases expo-
nentially with trace length, we decided to break the trace
into small segments inspired on [12]. In doing so, better
individuals are obtained in less time. The break points are
then selected based on a score function that prefers less
crowded areas, noticeably away from junctions.
5.2 Segmentation
As previously mentioned, the segmentation was inspired on
[12] in order to speed up the algorithm and to have better
results. Before starting the matching process, the algorithm
segments the trace in the following manner: firstly, the
algorithm scores every trace point. Lowest scores represent
less ambiguous areas to the matching process; then, it looks
for sets of four consecutive points that are under a given
threshold (fixed in 0.9); finally, using the previous sets as
segment borders, the algorithm will try to form the widest
segments available, yet these are restricted to a maximum
number of points per segment (currently fixed at 50). The
score is based on the sum of four distinct variables, which
are normalized according to their units. The variables are: the
difference of heading between the point and the closest map
link, the distance between the point and the same link, the
number of map links that are nearby the trace point (the
defined distance is 20 m) and the heading variation in
the neighbourhood of the trace point—the closer the trace
curves are the larger the heading variation is.
5.3 Link candidates
For each trace point, a set of link candidates is available as
alleles. A special allele is also inserted in order to give the
possibility of an unmatched point to be performed. At this
time, these link candidates can be collected according to two
distinct methods. The first comes directly from the map.
Firstly, links in the area of each point are picked up. Then, the
closest one per super-link is selected. The maximum distance
allowed is set at 20m. Links with opposite heading to the trace
point are discarded in order to avoid matches with roads
running in the opposite direction. The second method,
Marchal’s algorithm is first run for each candidate search.
The candidates of each point are all links to which that point
matched during the entire running of that algorithm. After-
wards, candidates are filtered using the same rules applied in
the first method (maximum distance of 20 m, opposite
heading and one link per super-link). This second approach
improved results especially close to junctions during the first
versions of the fitness function, but at the moment, the
difference between them is minimal.
5.4 Individual representation
Individuals of the population are match candidates for each
given trace. Each gene of the individual corresponds to a
trace point and everyone has their own set of alleles that are
unchangeable between them. Candidates are ranked accord-
ing to a fitness function.
5.5 Fitness function
Each individual is scored with a set of criteria that intend to
evaluate the geometric part of the match, the continuity and
the transitions between an unmatched and matched part and
vice-versa. The transitions between road segments that are not
interconnected are also evaluated. The fitness function is
constituted by the sum of eight parameters that are normalized
3 It is far beyond the scope of this paper to describe how Genetic
Algorithms function. Further information on this subject may easily be
sourced; one such example is shown in [13].
Fig. 7 Concept of tolerance
link. There is one link without
being matched by any trace
point between two consecutive
matched links
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according to their dimensions. Since this is a minimization
problem, best individuals who have the lowest scores are
always greater or equal to zero. One of these parameters is the
average distance between each trace point and its matched
link. Unmatched points are also considered with a default
value of 20 m. The maximum distance previously obtained is
another parameter, and the other is the maximum of the
minimum distances of each matched segments. The latter
tends to penalize matched zones where every matched point is
too distant from the road segment. A parameter is also used to
penalize candidates that privilege non-matching rather than
matching on acceptable conditions. This is measured with the
length of the trace that is unmatched. The concept of tolerance
link also exists here (see Fig. 7). In fact, it was created firstly
for this algorithm and was later adapted to our Marchal’s
implementation. Another parameter consists of the sum of
distances between two links when it is not possible to reach
the second from the first one. The number of tolerance links
used in the genetic algorithm is currently 5, so if it is not
possible to go from one link to the other at a maximum deep
of 6, the Euclidean distance between the end point of the first
link and the start point of the second link is added to the
specific parameter. In order to keep matching continuity as
much as possible, another parameter is used to store the sum
Fig. 9 Final points wrongly
matched by Marchal based
algorithm
Fig. 8 Green pushpins
represent the borders of each
segment, which are located
in less ambiguous and crowded
areas. Trace goes from the
top left corner to the bottom
right corner
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of the square of the matched lengths of each segment. Since
we want to minimize the score, the inverse of the obtained
value is used. Finally, the last two parameters are used to
smooth the transitions between matched and unmatched
areas and vice-versa. One of these parameters stores the
average distance between an unmatched trace point and the
following matched link or the distance between the last
matched link and the following unmatched trace point. The
other one stores the maximum of these distances. Each
parameter is weighted, thus allowing for different orders of
importance. For example, we prefer continuity to geometric
proximity, so the three parameters that measure the un-
matched lengths, the distances between unreachable links
and the square of the continued matched lengths have the
highest weights (Fig. 8).
5.6 Running the algorithm
For each segment of the trace, the algorithm generates a
random population. Each gene has a roulette wheel with
respective alleles. Every allele has the same probability except
for the special one that represents an unmatched situation,
which has a fixed probability of 15%. The population in each
generation has the opportunity to be recombined and mutated.
Fig. 10 The base map. In
yellow we show the
OpenStreetMap map database
links. New roads and junctions
are observable (e.g. a new
speedway from left to right
of the bottom of the image,
which is not yet in the main
commercial maps)
Fig. 11 Marchal’s original
algorithm: given the absence
of a descending road in the
center, the algorithm insists on
keeping the match to the upper
road. We recall that, in Yellow,
we have the “base map”; in
magenta, with arrows for
direction, we have the incoming
trace; in blue, we have the
matches connecting the trace to
the base map
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Pairs of two individuals are then selected using the tournament
selection method and have a probability to be recombined,
fixed at 75%. This recombination method uses one point
crossover, with a randomly selected point. Afterwards, each
gene of the individual in the population has a slight probability
to be mutated (0.5%). The new link is picked up randomly
from the correspondent roulette wheel built at the beginning.
From one generation to the next, we decided to include the best
previous individuals without being recombined or mutated. 3%
of the population passes directly, which corresponds to six
individuals (since the population size is two hundred). One stop
condition only exists for the algorithm; it stops when the best
individual has not being changed for the last given generations.
Currently, this number of generations is three hundred.
5.7 Observations
The output of the algorithm is equal to the one presented
above: a set with the matched paths and another one with
the unmatched trace points. These are built from the best
individuals of each trace segment. As it is in its nature, the
genetic algorithm itself has been suffering some evolution
through time, especially in regard to the fitness function.
Consequently all the thresholds discussed here were
defined based on observations in our set of traces, after a
relatively large number of experiments (three months of
daily tests, in which we refined both the algorithm and the
parameters), meaning that new situations can always come
up and new improvements to the fitness function or some
thresholds adjustments might be needed. The same happens
with the remaining parameters of the algorithm, including
crossover and mutation rates, and size of population. The
values have not been as frequently changed as in the fitness
function, and it is less likely that they need new modi-
fications. Adjustments were made after running several
tests showing that these could improve the quality of the
matching process. We currently have a set of traces with a
total of 526,728 points that corresponds to an approximate
length of 11,486 km throughout Portugal (essentially the
central area).
Fig. 12 Marchal’s original version: another situation with incomplete
maps
Fig. 13 Marchal’s improved
version: same scenario as
Fig. 11. Accepting “un-matched
segments” brings drastic
improvements
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6 M-GEMMA—joining the best from two worlds
As we could see in the last section, the strengths and
weaknesses of both algorithms are complementary. For this
reason, we thought that an integration of both algorithms
could lead us to better results than to carry any of these out
separately. Since GEMMA is extremely time consuming, we
needed to restrict its usage to ambiguous areas where
Marchal’s has performed some difficulties. Firstly, we run
Marchal’s algorithm in both directions (processing the trace
forwards and then backwards). This gives us two possible
path matches, which can be different or exactly the same,
depending on trace and map complexity. If the results are
exactly the same then there is no ambiguity in the match and
thus, no need to run GEMMA. However, even when both runs
give the same output, the final points of the trace (or/and the
initial) can be wrongly matched as seen in Fig. 9, so GEMMA
is run for the first and last few points (about 5) of the trace
just to confirm that the output given by Marchal’s is correct.
For areas where both Marchal’s forwards and backwards
runs produce different matches (and sets of candidate links),
the whole set of candidate links for every participating point
are added to a list. After testing all points, segments are
created based on consecutive points that are on the list. For
each segment, two unambiguous trace points are added in the
borders (to force the start and end of the segment to “fit” into
the remaining matches). This way, GEMMA can guarantee
the continuity of the match and avoid topological errors.
Candidates running on GEMMA are thus taken from the
output of both Marchal’s runs. Since continuity is guaranteed
on GEMMA, the output for the ambiguous areas fits
automatically in the remaining map. With this integration,
some parameters on GEMMA had to be adapted, namely the
population size, the number of generations of the best
individual that leads the algorithm to stop and some weights
in the fitness function. Since the new segments are commonly
very small, the population size remained fixed to fifty
individuals and the number of stabilized generations neces-
sary for stopping is set at seventy-five. This helped the
algorithm find the best individual in the first few generations.
Processing time became longer than simply runningMarchal’s
alone since we have to run Marchal’s twice per trace and
GEMMA on some segments. Despite that, results show a gain
in quality which justifies a loss of performance and as the map
becomes more complete, fewer ambiguous segments appear
to run on the genetic algorithm, thus further reducing the time.
7 Experiments and comparative analysis
Having implemented the four algorithms described, it is
necessary to find which one adapts better to the objectives
and performs better results. Each algorithm has benefits and
drawbacks, either related to computational speed or to
matching accuracy.
The base map to work with was extracted from Open-
StreetMap.org [14]. This choice was due to several reasons: it
is open source and freely available; it is partially complete; in
covered areas, it is comparable to TeleAtlas or NavTeq
commercial solutions in terms of accuracy and completeness.
For the sake of the experiments, we are confident that this
choice is as valid as any other map database available
(commercial or not). At most, it could be said that Open-
StreetMap is globally less complete and more imprecise than
those other professional databases, which becomes more of a
challenge for our purposes.
Fig. 15 Marchal’s improved
version: transition between
un-matched to matched area
Fig. 14 Marchal’s improved
version: wrong match within
un-matched sequence
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We made two main experiments, one in the large area of
Coimbra (Portugal) to assess general performance issues;
the other in a smaller area, near to our department, which
contains many junctions, buildings, areas under construc-
tion and new roads (see Fig. 10). With the latter we
intended to find accuracy issues.
For the first experiment, we initially built a base map with
YouTrace with 225 km of traces in the area of Coimbra,
originating 730 intersections and 15,901 links (1,264 super-
links). We applied both algorithms to match 11 traces with a
total of 16 km. With an IntelCore™ 2 Duo processor running
at 2.2 GHzwith 2GB of RAM, ImprovedMarchal’s algorithm
took 0.171 s to determine the entire match. M-GEMMA took
0.874 s to do the same task, of which 0.468 were necessary for
the GEMMA part to process 152 ambiguous points in a total
of 1.363 km. On average, M-GEMMA needed nearly five
times more processing effort thanMarchal’s approach in areas
with high density of intersections.
More experiments would be necessary (in other cities,
rural areas, areas with plenty of multi-path effect, etc.) to
achieve more conclusive results. However, these results are
coherent with the experience we had during the develop-
ment of the algorithms and with other experiments. We are
also aware that a thorough algorithmic complexity analysis
is needed in order to present a more explicit view of the
efficiency involved. On a first analysis, Marchal’s algo-
rithm time grows linearly with the size of the trace, with a
quadratic component for local search of Euclidean distance.
GEMMA behaves in an O(n * p * m * g), with n being the
trace size, p the population size, m the average number of
alleles and g the number of generations. M-GEMMA
corresponds to a combination of these two measures. This,
however, is a naive analysis, since no attention is given to
aspects such as distribution of segmentation, sensitive areas
or other parameters on any of the algorithms.
Regarding the second experiment, we focused on a
smaller area, extracting the exact base map from Open-
StreetMap.org (the actual roads drawn, not the traces) as we
can see in Fig. 10. Within this scenario, we tested a set of
ten small traces in order to raise and focus on the main
problems found in each algorithm: Marchal “original
version”; Marchal “improved version”; GEMMA; and M-
GEMMA.
Although Marchal’s algorithm behaves reasonably well
with traces with regular samples (in space and time) and with a
complete map, it becomes inaccurate when either of these
Fig. 17 U-turn matching by
Marchal based algorithm
Fig. 16 Marchal’s improved
version: transition between un-
matched to matched area
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premises fail (Figs. 11 and 12). Aiming to solve some of
those weaknesses we added the improvements described in
Section 4.2. As can be seen in Fig. 13 we did achieve some
better results, particularly in unmatched areas. However, it
still had mistakes in transitions where the algorithm tends to
insist in making matches (where it is already in a “new
road”). See Figs. 14, 15 and 16.
For both versions of Marchal’s algorithm, U-turns are
also an issue as it is topologically impossible to move from
a road segment to another one running in the opposite
direction. The first points that correspond to the new
direction still match wrongly the previous links (see
Fig. 17). This can simply be reduced to a problem of a
transition between a matched zone and an unmatched one.
The last problem found in Marchal’s approaches has to
do with small matched segments. Generally, paths that have
only matched up to three trace points correspond to
incorrect matches. The most common situation occurs
when a trace crosses a perpendicular road segment. If that
trace is a new road, the algorithm tends to match the closest
points to the existent road links with them. Bridges are
zones where this happens frequently. For this reason we
decided to ignore all these small matched paths (that have
at most three trace points). However, this does not always
hold true. Figure 18 shows an example where an accurate
match could have been made.
In general, the changes we made to Marchal’s algorithm
allowed for an accurate detection of unmatched areas. This
may be sufficient for those applications that do not need the
precise breaking spots and that are tolerant to the transition
errors described above. However, for many applications, such
as in the case of YouTrace, higher accuracy is necessary. The
multi-objective properties of the Genetic Algorithm allow the
fitness function to be tuned for smooth transitions (those that
affect less negatively the several distance measures involved
are preferred). To better illustrate GEMMA’s improvements in
comparison with Marchal’s, we present Figs. 19, 20 and 21.
In terms of accuracy, the major drawback of GEMMA
happens when two (parallel) matches consistently compete
along a large width (Fig. 22). In these cases, the algorithm
tends to bounce repeatedly from one to the other. It could
be said that this situation is rare: it needs two roads that
keep parallel to each other along a number of links
(typically at least 3) in the same direction. However, given
the average error of the GPS (of around 10 m) this may
become common. For example, when main and secondary
roads parallel each other through entire avenues. It is clear
that GEMMA fails in regard to their topology, conversely
this is the main strength of Marchal’s algorithm.
Quite naturally, M-GEMMA takes advantage of the
complements of the two approaches mentioned above. It
not only assures topological continuity but also finds
Fig. 19 GEMMA: the same
scenario as in Fig. 17. The
U-turn with the genetic
algorithm
Fig. 18 Small matches being
ignored by Marchal based
algorithm
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smoother transitions between matched and unmatched
areas. Figure 23 shows an example of a trace that includes
a variety of transitions, matched areas, unmatched areas and
irregular sized samples. The journey starts on the right and
then goes around two blocks, finally moving out of the area
through the speedway at the bottom.
In terms of map-matching accuracy, M-GEMMA still has
its limitations. For example, the problem of parallel roads is
Fig. 21 On the left, Marchal’s
improved version; on the right,
GEMMA’s solution. The
transition is clearly smoother
and more realistic for the
latter case
Fig. 20 On the left, Marchal’s
improved version; on the right,
GEMMA’s solution. The
transition is clearly smoother
and more realistic for the
latter case
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only partially solved. TheMarchal’s part of the algorithm does
prevent the bouncing between two roads, however the
proximity between the roads leads M-GEMMA to choose
between two options: to make the entire match (incorrect
option); or not make any match (correct option). The fine-
tuning of this system is thus complicated: if we make it too
restrictive (slight distance of tolerance) it becomes resistant to
“parallel roads”, but then it will often wrongly report
unmatched segments that could easily be properly processed.
Making it too loose gives opposite result. The GPS NMEA
protocol allows for (Dilution Of) Precision estimates (HDOP,
VDOP) or SNR (Signal-to-Noise Ratio), but curiously these
values are not consistent among different receivers with
respect to the quality of the trace. For the same DOP or SNR
Fig. 23 M-GEMMA: an exam-
ple of the hybrid approach
Fig. 22 GEMMA—parallel road
ambiguity
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values, we have observed very different qualities of traces
along the 4 GPS receivers tested. For the case of YouTrace, we
rely on the statistics to distinguish between an error and a
parallel road (with many traces, there should be two centre-
lines gradually emerging out of the “statistical evidence”). The
problem with parallel roads increases drastically when
speaking of several road platforms on top of each other, as
so happens at the entrance and exit of highways (although,
normally, geometry helps distinguish this correct solutions).
Regarding time performance and complexity of the
algorithms, we knew from the beginning that, in terms of
speed GEMMA would have a poor performance due to its
nature. Some modifications were made such as the creation of
the upper layer of the map in order to speed up some searches
in the map, which benefitted Marshal’s algorithm as well.
Despite these modifications and other minor ones, GEMMA
alone remains slow. Moreover, with adding some more
modifications to the Marchal’s algorithm, this solution was
speeded up. The difference of time when running both
algorithms with the same set of data is noticeable.
8 Applying M-GEMMA to YouTrace
Regarding the inclusion of these algorithms in YouTrace,
the large base map from above (225 km, 730 intersections)
needed 186 s to be generated, while with Improved Marchal
125 s were necessary. The results were different, however,
Fig. 25 Two generated crossings (zoom of Fig. 24)
Fig. 24 Map generated from
scratch out of 24 traces (2,926
points)
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Marchal’s algorithm failed in some areas. On a different
test, with a set with 87,005 points which corresponded
approximately to 1,392 km of trace length, Marchal’s
algorithm (either version) took 20 s in the matching
process, for GEMMA it took approximately one hour and
79 s for M-GEMMA.
To allow the reader to have a clearer insight on the
quality of the results, we then show and describe some
snapshots of the map in the same area used for the tests. A
map was generated from scratch (starting with an empty
map) using a small set of 24 traces (2,926 points). It took a
total of 15 s to generate the entire map, with 33% of
GEMMA matched points (and obviously 67% of Marchal’s
improved version). In Fig. 24, we can see the overall
picture of the final map. We can observe that YouTrace
could gather many of the involved roads and crossings.
There are, however, some issues. It remains to be observed
whether the addition of a large amount of new traces solves
this partially or totally. In Fig. 25, we can see two inferred
crossings. Topologically and in terms of correspondence to
the original trajectories, both are correct, although geomet-
rically the one on the left seems smoother. This is obviously
due to the quality of the traces. Figure 26 shows a zoom on
the right side of the map. The system inferred all the road
segments (some of which did not even exist in the base map
of the tests of Section 7).
9 Conclusions
In this article, we presented an off-line Map Matching
algorithm that showed reliability and robustness in regard
to the potential incompleteness of the base map at hand.
Fig. 27 Matching wrongly a parallel road. Part of the trace matches a
parallel road segment instead of leaving it unmatched. The matching
distance is about 18 mFig. 26 Inferred map (zoom of Fig. 24)
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This algorithm is the result of an iterative process in which
the authors implemented and tested previous work and
added their own new implementations. The result is the
integration of two algorithms: Marchal’s algorithm [6] and
GEMMA. Marchal’s algorithm is used primarily for using
topological continuity to infer matches. When ambiguities
arise, the portion of the ambiguous segment is isolated and
GEMMA is used.
M-GEMMA is visibly slower than Marchal’s original
algorithm, but its performance is more than acceptable when
running for a single user. The scalability to multiple simulta-
neous users (as is expected in YouTrace) remains to be tested
and may demand improvements. Despite this issue, it is
preferable to use the integration of both algorithms because of
the improvements on having smoother transitions—which
have a direct impact on map’s quality.
Although the results represent clear improvements to the
state of the art, offline Map-Matching algorithms continue
to have problems that none of our solutions could solve.
One has to do with the threshold for the maximum matched
distances (as previously mentioned, set at 20 m). We fixed
this value because, after various observations, it could fit
most common situations. However, there are some excep-
tions where this is not true. For situations where we have
parallel roads that do not interchange, and when one of the
roads already exists on the map and the other one is absent,
all the presented algorithms will assume that this is always
the same road. Even when reducing the maximum matched
distance threshold, this could not solve all the cases.
Figure 27 describes a typical scenario.
In terms of the integration into YouTrace, M-GEMMA is
presenting satisfying results during the preliminary experi-
ments. Testing this whole system thoroughly demands
considerably larger chunks of traces and it is clearly beyond
the scope of this paper. Future publications will focus on
this task.
The code of M-GEMMA is written in C++ and is
available as open source at http://eden.dei.uc.pt/~camara/
files/mgemma.zip. The reader is invited to download and
use this at will.
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