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Algorithm 1 ドロネー三角形分割: 逐次添加法
入力: n個の点群 P
出力: 点群 P から構成されるドロネー三角形分割の三角形リスト Tlist
1: 点群 P を内包する巨大な外部三角形 T0を求め，リスト Tlistに追加
2: for i = 1 to n do
3: 辺を扱うスタック Sを定義
4: 点群 P の i番目の頂点 Piを自身の三角形内部に含む4ABC を Tlistから見つける
5: 4ABC を Tlistから削除し，代わりに4ABPi,4BCPi,4CAPiを Tlistに追加
6: 辺AB,辺BC,辺 CAをスタック Sに push
7: while スタック Sが空ではない do
8: スタック Sから要素をひとつ popして，これを辺A0B0とする
9: if 辺A0B0を含む三角形が 2つ存在する then
10: 辺A0B0を含む 2つの三角形を4A0B0C 0,4A0B0D0とする
11: if 4A0B0C 0の外接円に頂点D0が含まれる then
12: 4A0B0C 0,4A0B0D0を Tlistから削除し，4A0C 0D0,4B0C 0D0を Tlistに追加














図 2.4: 左: ボロノイ図，　中央: ボロノイ図とドロネー図， 右: ドロネー図
同一の点群からボロノイ図とドロネー図を構成．
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Bridson[5]が提案した高速な Poisson Disk Samplingを用いる．Bridsonはサンプリング領
域をグリッドで区切ることで，点を追加しようとしたときの近傍探索を効率よく行えるよう
にした．図 2.5に母点を通常のランダムサンプリングと Poison Disk Samplingのそれぞれ
でサンプリングした場合のボロノイ図の違いを示す．通常のランダムサンプリングでは，母















図 2.6: 左: 密度一定の Poisson Disk Sampling














































































伝播処理 2回適用 伝播処理 3回適用







入力: 探索キューQ，最大探索レベル Lmax，現在の探索レベル Lcurrent
出力: 更新された探索キューQ，更新された Lcurrent
1: num = キューQの要素数
2: if (num == 0) or (最大探索レベル Lmax <現在の探索レベル Lcurrent) then
3: return
4: end if
5: for i = 1 to num do
6: キューQから先頭要素のノードを取り出してこれをノードNaとする
7: for ノードNaから繋がっているノード数の分繰り返す do
8: ノードNaと接続関係のあるひとつのノードをNbとする
































































るグラフの一部を取り出し，図 2.11に示したように 3つのノードNA，NB，NC を持つ部分







1: if (キューQの要素数 == 0) or (最大探索距離Dmax <現在の探索距離Dcurrent) then
2: return
3: end if
4: Dcurrent = Dcurrent +D
5: while キューQの先頭要素のノードのコスト値 5 探索距離Dcurrent do
6: キューQから先頭要素のノードを取り出してこれをノードNaとする
7: if ノードNaの分離フラグがOFF then
8: ノードNaの分離フラグをONにする
9: for ノードNaから繋がっているノード数の分繰り返す do
10: ノードNaと接続関係のあるひとつのノードをNbとする










伝播処理 8回適用 伝播処理 10回適用






C(NB) =WAB + C(NA)
C(NC) =WBC + C(NB)
ここで，エッジごとにある係数 cAB，cBC を定義して，以下のようにコスト値を求める式を
修正すれば，エッジごとの破壊の伝わりやすさを表現できる．
C(NB) =WAB  cAB + C(NA)





方向ベクトル !F と，NB とNC を繋ぐエッジの方向ベクトルを  !BC として，それらの始点
を重ね合わせた場合の図を図 2.12に示す．  !BC と !F ともに，正規化済みの場合，
c =
  !
BC   !F = cos  (2.1)
一時的な係数 cは式 (2.1)で求められ，その取りうる範囲は  1  c  1である．エッジの
重みは非負数でなければならないが，cが負の場合，エッジの重みも負になってしまうため，
値の範囲を修正する必要がある．また，亀裂の伝播のしやすさをユーザが制御しやすいよう
に，これをユーザ定義の 3つの係数 ，， > 0を用いて値の範囲を修正する．図 2.12に示
すように， !F と   !BC の方向が一致するときに cBC = ， !F と   !BC の方向が直交するとき
に cBC = ， !F と  !BCの方向が正反対のときに cBC = となるようにしたとき，方向係数
cBC は，以下の式 (2.2)で求められる．
cBC =
8<:  c+ (1  c) (c 2 [0; 1]のとき)  ( c) + f1  ( c)g (c 2 [ 1; 0)のとき) (2.2)
つまり，ノード NX から NY に繋がる任意のエッジ EXY の方向係数 cXY は方向ベクトル  !
XY と加えられた力の方向ベクトル !F から，以下の式 (2.3)で求められ，ノードNY のコス




XY   !F ) + f1  (  !XY   !F )g ((  !XY   !F ) 2 [0; 1]のとき)
  f (  !XY   !F )g+ [1  f (  !XY   !F )g] ((  !XY   !F ) 2 [ 1; 0)のとき)
(2.3)
C(NY ) =WXY  cXY + C(NX) (2.4)























伝播処理 5回適用 伝播処理 7回適用
伝播処理 9回適用 伝播処理 10回適用
図 2.13: 力とエッジの方向を考慮した分離判定の伝播
分割フラグがONのノードを赤色の点で示す．力は鉛直下方向に加えられたもの






















上の定義より，破断点を表 2.1に示すデータ構造を用いて格納する．表 2.1の displacement





position(P ) = position(NA) +
  !
AB  displacement (2.5)
新しく破断点がエッジ上に生成されたとき，rest = edgeの長さ と初期化され，isForward











P;Qがあったときに，N により近くに存在している P よりも Qについての伝播処理が先












































5: Lmin =リスト中で rest値が最小の破断点
6: while Lminの rest値 < disp do
7: リストから Lminの情報を削除
8: tmpDisp = Lminの rest値
9: disp = disp  tmpDisp
10: for リスト L中の要素数の分繰り返す do
11: 要素 Liの displacement値と rest値を tmpDisp分更新
12: Liの存在するエッジの rest値を tmpDisp分減少させる
13: end for
14: if Liが到達したノードN の分離フラグがOFF then
15: ノードN の分離フラグをONにする
16: Liが存在していたエッジの分離フラグをONにする
17: for ノードN から繋がっているエッジ数の分繰り返す do
18: if ノードN から繋がるエッジEj の分離フラグがOFF then




23: for リスト L中の要素数の分繰り返す do





29: Lmin =リスト中で rest値が最小の破断点
30: end while




































を 3Dの Poisson Disk Samplingで配置し，Voro++を用いて立方体内部でボロノイ分割を
27
根ノードのみ 伝播処理 4回適用
伝播処理 18回適用 伝播処理 24回適用






















うに走査して，存在するボロノイ点と破断点のリスト L を構築する．図 2.17 では L =
A; a;B;C; b;D; c; d となっている．ここで，破断面の頂点となりうるのは破断点と，分離
フラグが ON のボロノイ点である．破断面の頂点となりえない B;C をリスト L から除




























結果を図 3.1，図 3.2に示す．また，2.3.3節の手法について，重み修正パラメータ (; ; )
の値を変えた結果を 2種類 (図 3.3，図 3.4)示す．2.3.4節の手法を用いて 2Dシミュレータ上
で段階的な破壊を行った結果を図 3.5に示し，3Dシミュレータ上に導入した結果を図 3.6に







ず，結果は大きく異なっており，パラメータ (; ; )による効果が十分に認められる．パラ
メータを (; ; ) = (0:5; 1:5; 1:0)と設定した図 3.3では，縦方向 (力と同一の方向)に亀裂






すべての結果の計算環境はプロセッサ:1.7GHz Intel Core i5，メモリ:4GB 1600MHz DDR3




(a) f = 31 (b) f = 61
(c) f = 91 (d) f = 121
(e) f = 151 (f) f = 211
(g) f = 271 (h) f = 331
図 3.1: 幅優先探索に基づいた段階的な破壊 (30fps)
一辺 10mの正方形オブジェクト．シミュレーション速度は現実の 150 倍．
30フレーム毎に 1回，伝播処理を行っている．
34
(a) f = 67 (b) f = 160
(c) f = 220 (d) f = 284
(e) f = 368 (f) f = 445
(g) f = 502 (h) f = 595
図 3.2: 幾何学距離を重みとした重み付きグラフによる段階的な破壊 (30fps)
一辺 10mの正方形オブジェクト．シミュレーション速度は現実の 1300 倍．
亀裂進展速度 300m=s，最大伝播距離 20m．
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(a) f = 26 (b) f = 75
(c) f = 148 (d) f = 212
(e) f = 275 (f) f = 334
(g) f = 406 (h) f = 457
図 3.3: 加えられた力のパラメータを考慮した段階的な破壊 (パターンA)(30fps)
一辺 10mの正方形オブジェクト．シミュレーション速度は現実の 1300 倍．
亀裂進展速度 300m=s，最大伝播距離 15m．
力の方向ベクトル = (0:0; 1:0)，(; ; ) = (0:5; 1:5; 1:0)．
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(a) f = 62 (b) f = 107
(c) f = 172 (d) f = 235
(e) f = 294 (f) f = 349
(g) f = 400 (h) f = 461
図 3.4: 加えられた力のパラメータを考慮した段階的な破壊 (パターン B)(30fps)
一辺 10mの正方形オブジェクト．シミュレーション速度は現実の 1300 倍．
亀裂進展速度 300m=s，最大伝播距離 15m．
力の方向ベクトル = (0:0; 1:0)，(; ; ) = (1:5; 0:5; 1:0)．
37
(a) f = 5 (b) f = 90
(c) f = 175 (d) f = 260
(e) f = 345 (f) f = 430
(g) f = 515 (h) f = 600
図 3.5: 破断点モデルを導入した段階的な破壊 (2D)(30fps)
一辺 10mの正方形オブジェクト．シミュレーション速度は現実の 1300 倍．
亀裂進展速度 300m=s，最大伝播距離 20m．
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(a) f = 5 (b) f = 90
(c) f = 175 (d) f = 260
(e) f = 345 (f) f = 430
(e) f = 515 (f) f = 600
図 3.6: 破断点モデルを導入した段階的な破壊 (3D)(30fps)
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