ABSTRACT Secure hash function plays an important role in cryptography. This paper constructs a hash algorithm using the hyperchaotic Lorenz system, which serves as a sponge function to absorb input message via multiple parameters time-varying perturbation. First, the input message is divided into four 1D arrays, to generate four perturbation sequences via parameter updating rule, the perturbed parameters are still within their significant intervals, to make the system remain a hyperchaotic state. Each iteration of the discrete hyperchaotic system uses updated parameters, and the last state variable values are extracted to generate a len-bit hash value by transformation algorithm. The algorithm is so flexible that it can generate 256, 512, 1024 or longer hash value through parameter switcher. The experimental evaluation and comparison demonstrated the hash function's resistance to differential attack and second pre-image attack. The proposed hash function can be applied in the identification, information integrity, and figure signature.
I. INTRODUCTION
A hash function must be able to withstand all known types of cryptanalytic attack. In theoretical cryptography, the security level of hash function has been defined using the following properties [1] : preimage resistance, second pre-image resistance, and collision resistance. Hash function can be classified into unkeyed hash and keyed hash. Unkeyed hash function has no key, such as MD5, SHA-2 and SHA-3, usually be used to provide data integrity and authentication [2] , [3] . Keyed hash function takes two inputs: message and secret key, it is practical for transport layer security protocols [4] .
Attacks against hash function have never stopped. For example, in 2005, Wang et al. found theoretical weaknesses of SHA-1 [6] , in February 2017, Google announced a collision in SHA-1 [7] . In 2008, an attack on MD5 broke Transport Layer Security successfully [5] . Cryptographers recommended that using SHA-2 can avoid these problems, to ensure long-term robustness of applications, on October 2nd, 2012, Keccak was selected as the winner of the NIST hash function competition, i.e. SHA-3 [8] .
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Some hash functions based on chaotic maps [9] have been proposed in recent years, used different methods to absorb input message. Teh et al. [10] proposed a keyed hash function based on Logistc map with fixed point representation. Ahmad et al. [11] designed a simple secure hash function, and used six chaotic maps to process message. Li et al. [12] proposed a fast and efficient hash function based on generalized chaotic maps with variable parameters, and output 128-bit hash value. Kumar et al. [13] designed an optical hash function based on equal modulus decomposition for authentication verification, to output 256-bit hash value. Kanso et al. [14] and Kanso and Ghebleh [15] proposed two chaos based hash functions with more flexible output length, so it is more practical.
Hash function based on continuous chaotic system is rarely discussed yet, Ahmad et al. [16] designed a cryptographic one-way hash function by exploring the complex dynamics of twelve-terms 4D nonlinear system. Discrete classical chaotic systems and their deformations, such as hyper chaotic system [17] , hyper chaotic complex system [18] , and fractional chaotic system [19] , can be served as sponge function to absorb message via injecting impulse [20] or parameter perturbation [21] , [22] .
In this paper, we designed a new keyed one-way hash function, and used the hyper chaotic Lorenz system to serve as sponge function to absorb input message via MPTVP method. The input message was divided into four arrays, each character was transformed into small parameter perturbation through updating rule, which can make these parameters update within their significant intervals. After the absorption, the last variables values were extracted and generated the hash value. Experimental evaluation and attack analysis demonstrated the effectiveness and flexibility of the proposed hash algorithm to differential attack and second pre-image attack.
II. HYPER CHAOTIC LORENZ SYSTEM
A. SYSTEM DESCRIPTION Based on the classical Lorenz system, Jia [23] proposed one hyper chaotic Lorenz system in 2007, Wang and Wang [24] proposed another hyper chaotic Lorenz system in 2008, the former can be expressed by Eq. (1) . To achieve hyper chaotic state, the requirements of Eq. (1) are: (1) the system has dissipative structure; (2) the minimal dimension of the phase space is at least four; (3) the number of terms giving rise to instability is at least two, of which at least one has a nonlinear function [24] .
In Eq. (2), when we set a, b or d to be control parameter respectively, and other parameters take their default values, only when and d ∈ [1.3, 2.8] < 13.667, the system has two positive Lyapunov exponents, i. e., remains hyper chaotic state [25] . Fig. 1 demonstrates that the 4D hyper chaotic system has more complex trajectory than that of the 3D chaotic system, and Fig. 2 shows that for each parameter, there exists a significant interval to make Eq. (1) remain hyper chaotic state, the hyper chaotic sequences generated by Eq. (1) could be more random to be applied in hash algorithm. Step 1: Divide the input message M into 2D matrix M with the size of (L/4)×4, including single-byte character and multi-byte character. Remark: if the last block is incomplete, pad the last incomplete block with 1, 2 or 3 character(s) of ''=''.
III. ONE-WAY HASH FUNCTION BASED ON MPTVP
Step 2 
where n = −8, i = 1, 2, . . . , L/4. The hyper chaotic Lorenz system with parameters perturbation can be expressed by Eq. (3).
Step 3: Iterate Eq. (1) 256 , the time span is set to be ts 256 when we calculate the 256-bit hash value. Similarly, we use the time span of ts 512 to calculate the 512-bit hash value, remark here ts 256 = ts 512 .
Step 4: Extract the last h = 8 iterations from the last 200 iterations, to get the values of X , Y , Z and U and generate 256-bit hash value in hexadecimal format by Eq. (4), finally, concatenate them to get the hash string of H = H 1 ||H 2 ||H 3 ||H 4 . If we extract the last h = 16 iterations, a 512-bit hash value could be generated. The flowchart of the proposed hash algorithm is shown in Fig. 3 .
B. CHARACTERISTICS OF THE HASH ALGORITHM
Time varying parameter perturbations: the hyper chaotic Lorenz system has two positive Lyapunov exponents in each parameter's significant interval, and it is very sensitive to each parameter's small perturbation. So the chaotic sequences generated by Eq. (3) can be more random and complex, which help to resist dynamical degradation. Avalanche effect: each iteration is perturbed by updated parameters, so even a bit modification in the input message M , can result in completely different chaotic digital sequence and hash value after iterations.
IV. EXPERIMENTAL RESULTS

A. INITIAL VALUES
We implemented the hash algorithm by Matlab R2016b, and experimentally investigated the performance of the proposed hash function. In the following experiments, we set the time spans of ts 1 
B. DISTRIBUTION STATISTICS
The equilibrium distribution of hash value is directly related to the security of hash function. Here we use 2D graphs to show the distribution of M1 and its H1 256 and H1 512 . In Fig. 4(a) , the Unicode values of the input message, either English characters or Chinese characters, are localized within specified intervals, while in Fig. 4(b) and Fig. 4(c) , the hexadecimal hash values spread uniformly. We calculate an all zero message with the same length, the distributions of the message and hash values are pictured in Fig. 5 , from which we can find that the contrast is still distinct, and the distribution of hash values is also uniform.
V. EXPERIMENTAL EVALUATION A. KEY SPACE ANALYSIS
The proposed hash function can be unkeyed or keyed, the former uses default initial keys, and the latter has the following keys: (1) the initial values of x(0), y(0), z(0) and u(0), and (2) one of the three time spans of ts 1 , ts 256 or ts 512 . Generally, as for the discrete nonlinear differential hyper chaotic system, the significant precision of state variables can reach 10 −15 [26] , [27] , here we set ts 1 secure than the unkeyed hash to resist against brute-force attacks, even the attacks from quantum computation analysis [28] .
B. HASH SENSITIVITY ANALYSIS
A good hash algorithm based on chaos should be very sensitive to the small change of input message, initial values and parameters. Here we conduct a number of experiments to verify it. In the following experiments, M1 represents the original input message, and M2, M3, M4, M5 and M6 represent small modification over M1 and initial conditions respectively, their corresponding hash values of 256-bit and 512-bit are shown as follows.
M1: ''Post-quantum cryptography refers to cryptography algorithms (usually public-key algorithms) that are thought to be secure against an attack by a quantum computer. This is not true for the most popular public-key algorithms, which can be efficiently broken by a sufficiently large quantum computer.'' M2: Replace the first character ''P'' of M1 with ''p''. M3: Replace the last character ''.'' of M1 with '',''. M4: Add a blank space to the end of M1. M5: Add 10 −15 to the time span ss 1 
C. STATISTICAL ANALYSIS OF DIFFUSION AND CONFUSION
Both confusion and diffusion are important factors to design hash function, the purpose of the former is to make the relationship between input bits and output bits as complex as possible, and the latter is to make output bits highly dependent on input bits. The ideal result is that a single bit change in the input bits can causes each bit in the output to change with 50% probability.
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Here a number of experiments were conducted to analyze the performance of confusion and diffusion. At first, a random message M with the length of L = 50len is generated and its len-bit hash value is computed. Secondly, a single bit in M is modified via traverse, and a new n-bit hash value is calculated. Two hash values are then compared bit by bit to get the number of changed bits. This experiment is repeated for N = 10, 000 times with different length of hash values of len = 256, 512 and 1024 respectively. The corresponding distribution of the number of different bits is plotted in Fig. 6 , from which we can find that the number of changed bits concentrates around the ideal number of 128-bit and 256-bit, it indicates that the proposed hash algorithm is very robust for confusion and diffusion.
The following statistics [13] are used to test the performance of hash function. Here len is the length of hash value, N is the number of tests, and B i denotes the number of different bits between the hash values obtained in the i-th test.
Minimum number of different bits:
Standard deviation of numbers of changed bits:
2 . Standard deviation: Table 4 is the results of comparison with other hash functions.
The results show that for all of the values of N , the mean changed bit number of B is very close to the ideal number of changed bits len/2, which means that the hash algorithm has strong capability of confusion and diffusion. Meanwhile, the mean changed probability P is very close to the ideal value of 50%, which is one of the desired features of confusion. Another good feature of the hash algorithm is that P is very small for all the tests and B is very small too, which means that confusion and diffusion capability is very stable.
D. RESISTANCE TO MEET-IN-THE-MIDDLE ATTACK
The purpose of meet-in-the-middle attack [13] is to seek collision on intermediate variables rather than the final hash values, a collision could be found if two intermediate variables match. This attack is ineffective in the proposed one-way hash function, because the initial values of the chaotic system serve as keys, which can make the inverse computation extremely difficult even if a small modification to the initial values. So the proposed hash function is resistant to meet-in-themiddle attack. 
E. RESISTANCE TO DIFFERENTIAL ATTACK
The purpose of differential attack [13] is to study if particular modification to the input message can result in particularly different hash values, two criteria of the number of pixels change rate (NPCR) and the unified averaged changed intensity (UACI) [22] , [26] are usually used. Firstly we calculate the hash values of M1 and M2 with len = 256, 512, 1024 and 2048, and transform the hash values into unsigned 8-bit integer of decimal format, finally calculate the results of NPCR and UACI and compare them with SHA-2 and SHA-3, the results are shown in Table 5 , which demonstrated that our hash function can resist differential attack.
F. RESISTANCE TO SECOND PRE-IMAGE ATTACK
An essential requirement for hash function is to resist second pre-image attack [13] . According to previous definition, as for any input M1, it is extremely difficult to find another input M2, to produce the same hash value. Here we consider M1 as an input and its output sizes of len = 256, 512, 1024 and 2048 are transformed to unsigned 8-bit integer of decimal format. The correlation coefficient between adjacent values is calculated, and the comparison with SHA-2 and SHA-3 are shown in Table 6 , which revealed that the correlation is very small, so the proposed hash function is resistant to second pre-image attack. 
G. COLLISION TEST
To conduct the collision analysis, the input message M1 with the length of L = 50len is randomly generated, its corresponding len-bit hash value is calculated and stored in ASCII format (8-bit per character). Then, randomly change a single bit to M1, its hash value is also stored in ASCII format. Compare two hash values and the absolute difference between them can be computed by Eq. (5).
where e i and e i denote the i-th ASCII character of two hash values, the function dec() maps an ASCII character to its decimal value. In Table 7 , we present the maximum, minimum and mean values of the absolute difference between two hash values, which demonstrates that when len = 256, and len = 512, the results of the proposed hash function are as ideal as existing hash functions, especially those hash functions based on chaotic maps [14] , [15] .
H. FLEXIBILITY
The proposed hash function is very flexible: (1) by switching the parameter of h = 4, h = 8, h = 16 or h = 32 in step 4 of Section 3.1, it can produce 128, 256, 512, 1024-bit or longer hash value, (2) a null string can also produce hash value, and (3) it can be a keyed hash function with varying initial values, or an unkeyed hash function with default initial values.
I. SPEED ANALYSIS AND COMPARISON
As we all know that hash functions based on chaos is low performance due to floating point computation. Here what we used is 4D hyper chaotic system, so we tried to use fast operations to improve hashing speed. The speed of the proposed algorithm with comparison is shown in Table 8 .
VI. CONCLUSION
A novel hash algorithm based on hyper chaotic system is constructed, the hyper chaotic system serves as sponge function to absorb input message via MPTVP method. With the effect of avalanche effect, changing a single bit causes each bit in the output to change with 50% probability. The function is flexible and can generate 256, 512, 1024 bits or longer hash value through parameter switcher. Experimental evaluation and collision analysis demonstrated the effectiveness and flexibility of the proposed hash algorithm. The hash algorithm can resist common attacks, such as meet-in-the-middle attack, differential attack, and second pre-image attack. The proposed hash function can be applied in identification, information integrity and figure signature.
