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O¨zetc¸e
Bu makalede, birden fazla robotun kontrolu¨ ic¸in, eylem
tanımlama dili C+’ı ve otomatik akıl yu¨ru¨tu¨cu¨ CCALC’ı
kullanan, mantıg˘a dayalı bir sistem sunulmaktadır. Yeni
yo¨ntemler ve algoritmalar ic¸eren bu sistemin uygulanılırlıg˘ı
ve etkinlig˘i, LEGO NXT MINDSTORMS robotları u¨zerinde
go¨sterilmektedir. O¨zellikle, es¸ zamanlı eylemleri ic¸eren bazı
planlama problemleri, robot kontrolu¨nu¨ go¨zo¨nu¨nde bulun-
durarak ve plan uzunlug˘unu optimize ederek, otomatik olarak
CCALC ile c¸o¨zu¨lu¨p robotlar tarafından dog˘ru ve verimli bir
s¸ekilde uygulanabilmektedir.
1. Giris¸
Robot teknolojisinin fabrika ortamlarını as¸ıp gu¨ndelik hayat
ic¸erisinde daha fazla yer almaya bas¸lamasıyla beraber, robot-
lardan talep edilen o¨zellikler, hız ve hassasiyetten, gu¨venlik
ve bilis¸sel yetilere dog˘ru kaymıs¸tır. Nitekim, insanların da
yer aldıg˘ı dinamik ortamlarda c¸alıs¸an robotlarda, daha ileri
seviyede esneklig˘e, hu¨nere, gu¨rbu¨zlu¨g˘e ve bilis¸sel kapasiteye
ihtiyac¸ duyulmaktadır. Bu tu¨r ihtiyac¸lar, iki farklı robotik
yaklas¸ımının yakınlas¸masını gerektirmektedir: Geleneksel
robotikte amac¸, kazancı yu¨ksek konum kontrolu¨ altında c¸alıs¸an
katı robotlar tasarlayıp ins¸a etmektir; bilis¸sel robotikte [1] amac¸,
(hedefler, algı, eylemler, dig˘er etmenlerle is¸birlig˘i ic¸erisinde
go¨rev icrası gibi) yu¨ksek seviyede bilis¸sel fonksiyonları yerine
getirebilen robotlar tasarlamak ve bo¨ylece robotların dinamik
bir du¨nyada yu¨ksek seviye karar alabilmelerini sag˘lamaktır.
Bu c¸alıs¸mada, robot kontrolu¨ ic¸in mantıksal akıl yu¨ru¨tme kul-
lanılarak, geleneksel ve bilis¸sel robotik alanların arasında bir
ko¨pru¨ kurulması hedeflenmis¸tir.
Literatu¨rde, iki alanı yaklas¸tırmayı hedeflemis¸ c¸alıs¸malar
mevcuttur. Bu c¸alıs¸malarda, c¸es¸itli bic¸imsel diller kul-
lanılarak, eylemler ve deg˘is¸im u¨zerinde mantıksal akıl yu¨ru¨tme
gerc¸ekles¸tirilmis¸tir. O¨rneg˘in, [2]’de durum analizi (Situation
Calculus) [3, 4] tabanlı yu¨ksek seviyede robot kontrol dili
GOLOG [5] kullanılarak, LEGO MINDSTORMS RIS robot-
ları programlanmıs¸tır. Benzer s¸ekilde [6]’da GOLOG and
RHINO kontrol yazılımları kullanılarak RWI B21 and B14
gezgin robotları u¨zerinde plan icra takibi gerc¸ekles¸tirilmis¸tir.
[7]’de GOLOG’un bir bas¸ka su¨ru¨mu¨yle futbol oynayan robot-
ların koordinasyonu sag˘lanmıs¸tır. WITAS insansız hava aracı
projesinde, bir helikopter kontrol sisteminin [8] parc¸aları olan
eylemler ve olaylar, zamansal eylem mantıg˘ı [9], o¨znitelikler ve
zamansal deg˘is¸enler (fluents) [10] ve bilis¸sel robot mantıg˘ı [11]
vasıtasıyla ifade edilmis¸tir. [12]’da ise olay analizi (Event Cal-
culus) [13, 14] bir Khepera robotun mantıksal akıl yu¨ru¨tmesi
ic¸in uyarlanmıs¸tır. Zamansal deg˘is¸en analizi (Fluent Calculus)
[15] tabanlı etmen programlama dili FLUX [16] da bazı robot-
larda hayata gec¸irilmis¸tir. O¨rneg˘in, [17]’de FLUX, Pioneer 2
gezgin robotunun plan icra takibi ic¸in kullanılmıs¸tır.
Bu c¸alıs¸mada daha o¨nceki c¸alıs¸malarda da oldug˘u gibi
yu¨ksek seviye mantıksal akıl yu¨ru¨tme ile robot kontrolu¨ bir
araya getirilmis¸tir. O¨te yandan, daha o¨nceki uygulamalardan
farklı olarak,
• deg˘is¸ik bir bic¸imsel dil (eylem tanımlama dili C+ [18]),
• deg˘is¸ik bir mantıksal otomatik akıl yu¨ru¨tu¨cu¨ (CCALC1),
• ve deg˘is¸ik robotlar (LEGO MINDSTORMS NXT)
kullanılmaktadır. Ayrıca birden fazla etmenin, es¸ zamanlı
eylemleri gerc¸ekles¸tirmesini gerektiren bir eylem uzayı ele
alınmıs¸tır. Detaylandırmak gerekirse, bir yu¨ku¨n iki gezgin robot
tarafından, daha o¨nceden tanımlanmıs¸ du¨zlemsel bir labirent
u¨zerinde belirtilen bir bas¸langıc¸ konumundan, sec¸ilen bir hedef
konumuna engellere c¸arpmadan tas¸ınmasının planlanması ve bu
planın uygulanması u¨zerinde c¸alıs¸ılmıs¸tır. Buradaki ana fikir,
bir planın otomatik olarak ortaya c¸ıkarılması ve birden fazla et-
men tarafından es¸ zamanlı olarak icra edilmesidir (S¸ekil 1).
Bu c¸alıs¸manın katkıları iki ana bas¸lık altında o¨zetlenebilir.
• Eylem tanımlama dilleri [19], eylemlere ve
deg˘is¸ikliklere dair mantıksal akıl yu¨ru¨tme prob-
lemlerinin c¸o¨zu¨mu¨nde sıkc¸a kullanılmıs¸tır. O¨te yandan,
dig˘er formalizasyonların aksine, eylem tanımlama
dillerinin geleneksel robotik uygulamalarına uygunlug˘u
ve akıl yu¨ru¨tme ic¸in kullanılabilirlig˘i fiziksel robotlar
u¨zerinde henu¨z go¨sterilmemis¸tir. Bu bag˘lamda bu
c¸alıs¸ma eylem tanımlama dillerinin bilis¸sel robotik
alanındaki kullanımının ilk o¨rneg˘ini tes¸kil etmektedir.
• Ek olarak, robot kontrolu¨ ic¸in mantıksal akıl yu¨ru¨tmenin,
go¨receli olarak ucuz ve kullanımı kolay olan LEGO
MINDSTORMS NXT robotlarına uygulanmıs¸ olus¸u,
1http://www.cs.utexas.edu/users/tag/cc
bu robot mimarisinin robotik konusunda kısıtlı bilgiye
sahip olup bilis¸sel robotik u¨zerinde c¸alıs¸an aras¸tırmacılar
tarafından kullanımının yolunu ac¸mıs¸tır. O¨nerilen sis-
tem mimarisi, aras¸tırmacıların kendi bic¸imsel dillerini
deneyebilecekleri bir ortam olmakla beraber, o¨zellikle,
eg˘itim amac¸lı c¸alıs¸maların fiziksel robotlar u¨zerinde
denenebilmesinin o¨nu¨nu¨ ac¸maktadır.
Bildirinin devamında, o¨ncelikle S¸ekil 1’de go¨sterilen genel
sistem mimarisi detaylandırılmıs¸tır. Bildiride ele alınan eylem
tanım ku¨mesi ve planlama problemleri ac¸ıklanıp, problem-
lerin bic¸imlendirilmesine kısaca deg˘inilmis¸tir. Sonrasında,
akıl yu¨ru¨tu¨cu¨ CCALC tarafından hesaplanan planların LEGO
MINDSTORMS NXT robotlarınca icra edilis¸i anlatılmıs¸tır.
Bildiri, yapılan c¸alıs¸maların sonuc¸larının o¨zetlenmesi ve gele-
cekte ele alınacak konuların tartıs¸ılması ile sonlandırılmıs¸tır.
2. Sistemin Genel Mimarisi
Robot kontrolu¨nu¨n akıl yu¨ru¨tme ile biraraya getirildig˘i sis-
temimizin genel mimarisi S¸ekil 1’de go¨sterilmis¸tir.
O¨ncelikle, eylemlerin tanım ku¨mesi, bir eylem tanımlama
dili olan C+ [18] kullanılarak tanımlanır. Buradaki amac¸,
yapılmıs¸ olan tanıma uygun olarak, LEGO NXT MIND-
STORMS robotlarının ortak bir hedefi gerc¸ekles¸tirmek u¨zere
icra etmesi gereken eylemleri planlamaktır. Bu tu¨r bir planın
hesaplanması ic¸in otomatik akıl yu¨ru¨tu¨cu¨ CCALC kullanılabilir.
CCALC, verilmis¸ olan bas¸langıc¸ durumuna ve hedef kos¸ullarına
bag˘lı olarak, hedeflenen bir duruma ulas¸mak ic¸in bir plan ve
bu planın ic¸erdig˘i bu¨tu¨n eylemlerin ve durumların bir o¨zetini
(plan gec¸mis¸ini) hesaplar. Bu eylem ve durum gec¸mis¸i, ve ters
kinematik denklemler kullanılarak, robotların motor ac¸ılarının
yo¨ru¨ngeleri bir C++ programı ile elde edilir; ve bu motor ac¸ıları
NeXTTool adlı bir program ile Bluetooth iletis¸imi aracılıg˘ıyla
robotlara go¨nderilir. Bu c¸alıs¸mada bu¨tu¨n bu is¸lemler bir ana bil-
gisayar u¨zerinde Python diliyle yazılmıs¸ bir program tarafından
otomatik olarak gerc¸ekles¸tirilmektedir.
LEGO MINDSTORMS NXT’nin beyni, ARM7
mikrois¸lemcisi kullanan NXT adlı bir atanmıs¸ kontrolo¨rdu¨r.
NXT, dahili Bluetooth aracılıg˘ıyla, bilgisayarla iletis¸im
kurabilme ve kendi ic¸in o¨zel olarak tasarlanmıs¸ u¨c¸ adet
motoru su¨rebilme o¨zelliklerine sahiptir. Bu c¸alıs¸mada iki
adet motor robotun dog˘rusal hareketi ic¸in, ve dig˘er motor ise
robot kolunun hareketini sag˘lamak ic¸in kullanılmıs¸tır. Yu¨ku¨n
robotlar tarafından kavranması ic¸in fazladan bir serbestlik
derecesine olan ihtiyacı ortadan kaldırmak amacıyla, son-
landırıcı olarak su¨rekli mıknatıslar ve yu¨k olarak ise metal
uc¸lu bir c¸ubuk sec¸ilmis¸tir. NXT programlamak ic¸in, c¸es¸itli
method ve programlama dilleri arasından, go¨reli kullanım
kolaylıg˘ı ve doku¨mantasyonu nedeniyle NXC sec¸ilmis¸tir.
NXC diliyle yazılmıs¸ olan bir program, ana bilgisayardan
go¨nderilen mesajların (yani motor referanslarının) okunması
ve bu referanslar aracılıg˘ıyla robot motorlarının kontrolu¨nu¨n
gerc¸ekles¸tirilmesi ic¸in kullanılmıs¸tır.
3. O¨rnek: I˙ki Robotun Bir Yu¨ku¨
Birlikte Tas¸ıması
I˙ki robot ve bir yu¨ku¨n u¨zerinde bulundug˘u bir platform
du¨s¸u¨nelim. Yu¨ku¨n bir demir c¸ubuk oldug˘unu, ve yu¨ku¨ ucun-
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S¸ekil 1: Sistemin genel mimarisi
dan tutabilmesi ic¸in her bir robotun her iki sonlandırıcısında
da mıknatıs bulundug˘unu farzedelim. Ayrıca, hic¸bir robotun
yu¨ku¨ tek bas¸ına tas¸ıyamadıg˘ını, ve yu¨ku¨n hareketi ic¸in iki robo-
tun da yu¨ku¨ tutuyor olması gerektig˘ini farzedelim. U¨zerinde
c¸alıs¸tıg˘ımız planlama problemi, yu¨ku¨n platform u¨zerinde belir-
tilen bir yerden bas¸ka bir yere tas¸ınmasını amac¸lamaktadır.
Bu problemi c¸o¨zmek ic¸in o¨ncelikle eylemlerin daha sonra
da problemin tanımlanması gerekmektedir. Bu tanımlar
ic¸in, platformun (koordinat du¨zleminde) bir labirent oldug˘unu,
robotların sonlandırıcılarının ve yu¨ku¨n uc¸ noktalarının labirent
u¨zerinde noktalar ile go¨sterildig˘ini, ve engellerin ise c¸izgiler
olarak tanımlandıg˘ını farzedelim.
Bu o¨rnekte, robotların sonlandırıcıları do¨rt yo¨nde (yukarı,
as¸ag˘ı, sag˘ ve sol) tam sayılık adımlarla hareket edebilirler.
Bu tu¨r hareketler, eylem tanımlama dili C+’da bas¸lıca do¨rt
kısımda, nedensellig˘e dayanan kurallarla tanımlanır: eylemin
icrası ic¸in gereken o¨n kos¸ullar, eylemin icrası sonrasında
dog˘rudan olan etkileri, herhangi bir durumun tanımı, ve du-
rumlar ve eylemler ile ilgili kısıtlar. O¨rneg˘in, yu¨ku¨n bir yer-
den bas¸ka bir yere tas¸ıma eylemini go¨zo¨nu¨nde bulunduralım.
Bu eylemin bir o¨n kos¸ulu, robotların yu¨ku¨ her iki ucundan tut-
malarıdır. Bu tu¨r o¨n kos¸ullar, bu eylemin tanımının ilk kısmını
olus¸turmaktadır. O¨n kos¸ulları yerine getirildig˘i takdirde bu
eylem icra edilebilir, ve bu eylem icra edildig˘i takdirde yu¨ku¨n
pozisyonu deg˘is¸ir; eylemin icrasına dog˘rudan bag˘lı olan bu tu¨r
durum deg˘is¸iklikleri ikinci kısımda tanımlanır. Herhangi bir du-
rumda, robotun bir sonlandırıcısı yu¨ku¨n bir ucunun u¨stu¨ndeyse,
mıknatıstan dolayı, robot yu¨ku¨ o ucundan tutuyor pozisyonun-
dadır; eyleme dog˘rudan bag˘lı olmayan bu tu¨r kurallar u¨c¸u¨ncu¨
kısımda tanımlanabilir. En son kısımda ise kısıtlar tanımlanır:
o¨rneg˘in, yu¨k tas¸ınmadıg˘ı su¨rece yer deg˘is¸tirmez; yu¨k platform-
daki engellerle u¨stu¨ste gelemez.
Robotların hareketleri boyunca engellere c¸arpamayacag˘ı
C+ dilinde bir o¨n kos¸ul olarak belirtilmis¸tir. Yu¨ku¨n herhangi
bir durumda engel ile u¨stu¨ste gelemeyeceg˘i de bir kısıt olarak
tanımlanmıs¸tır. Burada tanımlanan c¸arpıs¸ma durumları ayırıcı
eksen teorisi kullanılarak tespit edilebilmis¸tir. Bu c¸arpıs¸ma
durumlarının haricinde, yu¨ku¨n hareketi sırasında engellere
temas etme ihtimali de bulunmaktadır. Bu c¸arpıs¸maların tespit
edilebilmesi ic¸in, bir durumdan dig˘erine gec¸ilirken, yu¨ku¨n her
iki ucunun da pozisyonları zamana bag˘lı birer fonksiyon olarak
yazılarak, yu¨ku¨n her an ic¸in pozisyon ve oryantasyonunu be-
lirten bir dog˘ru denklemi c¸ıkarılmıs¸tır. Bu dog˘ru denklemi kul-
lanılarak engellerin uc¸ noktalarının hareket sırasında yu¨k ile
c¸akıs¸ıp c¸akıs¸madıg˘ı tespit edilebilir.
Yukarıda ac¸ıklanan eylem tanım ku¨mesinin C+’daki
tanımını [20]’da go¨rebilirsiniz.
Her ne kadar C+’da kısıtlar tanımlanarak hareket sırasında
c¸arpıs¸ma olus¸masını garanti etmek teorik olarak mu¨mku¨n olsa
da ([20]’da ac¸ıklandıg˘ı gibi); bu kısıtların eklenmesi hem
c¸o¨zu¨m su¨resini hem de hafıza ihtiyacını gerc¸ekles¸tirilebilir
seviyenin dıs¸ına tas¸ımaktadır. Bu nedenle, mantıksal akıl
yu¨ru¨tu¨cu¨ CCALC’tan elde edilen planlarda bu c¸arpıs¸ma durumu
kontrol edilmemektedir. Bu tu¨r c¸arpıs¸maları engellemek ic¸in
Algoritma 1’da go¨sterilen algoritma tanımlanmıs¸tır. Bu algo-
ritmaya go¨re, CCALC’ın buldug˘u planda bu tip c¸arpıs¸maların
gerc¸ekles¸ip gerc¸ekles¸meyeceg˘i C++ dilinde yazılmıs¸ bas¸ka bir
program ile kontrol edilir; c¸arpıs¸ma olacaksa, c¸o¨zu¨len plan-
lama problemi c¸arpıs¸ma yaratacak olan eylemlerin ve durum-
ların yasaklayacak s¸ekilde deg˘is¸tirilir; ve tekrardan CCALC’a
c¸o¨zu¨me go¨nderilmektedir. Bu do¨ngu¨ C++ programının her-
hangi bir c¸arpıs¸maya yol ac¸mayacak bir plan hesaplanana kadar
devam eder. Bu algoritmanın nasıl is¸ledig˘i, o¨rneklerle [20]’da
go¨sterilmis¸tir.
4. Planın LEGO Robotları U¨zerinde
Gerc¸ekles¸tirilmesi
Eylem tanım ku¨mesinde, eylemler robotların hareketlerinin
birer dog˘ru boyunca olmasını o¨ngo¨recek s¸ekilde tanımlanmıs¸tır.
Bu nedenle, CCALC tarafından olus¸turulan planın takibi
ic¸in, plan gec¸mis¸inde yer alan noktalar arasında robot son-
Algoritma 1 PLAN
Girdi: Eylem tanım ku¨mesi D, planlama problemi P
C¸ıktı: Uzunlug˘u en fazla n olan ve c¸arpıs¸ma ic¸ermeyen bir
plan P (varsa)
plan := false; // c¸arpıs¸ma ic¸ermeyen bir plan bulunmadı
while ¬plan do
plan, P,H ← CCALC’ı kullanarak, uzunlug˘u en fazla n
olan bir plan P (varsa) ve bu planın gec¸mis¸ini H hesapla;
if plan then
collision := false; // c¸arpıs¸ma bulunmadı
i := 0;
while ¬collision AND i ≤ |P | do
∆ ← i ve i + 1’inci adımlarda, robot son-
landırıcılarının konumlarını belirten parametreleri
CCALC’ın buldug˘u plan gec¸mis¸inden elde et;
// eg˘er c¸arpıs¸ma tespit edilmis¸se, i’inci adımda
icra edilen eylemi ve yu¨ku¨n konumunu CCALC’ın
buldug˘u plan gec¸mis¸inden elde et;
collision, L,A← trajectoryCollision(∆);
i++;
end while
if ¬collision then
return P
else
P ← Planlama problemini, yu¨k L konumunda iken
A eylemini icra etmeyecek s¸ekilde deg˘is¸tir;
plan := false;
end if
end if
end while
landırıcılarının dog˘rusal hareketini sag˘layacak motor ac¸ılarının
hesaplanmasına ihtiyac¸ vardır. Ancak, NXC dilinin kul-
landıg˘ı yerles¸ik yazılımda sadece tam sayıların tanımlı ol-
ması ve NXT’nin gerc¸ek zamanda dog˘rusal yo¨ru¨ngenin hesa-
planması ic¸in gerekli olan is¸lem yu¨ku¨nu¨ kars¸ılayamaması ne-
deniyle bu hesaplama gerc¸ekles¸tirilememektedir. Bunun ye-
rine, hesaplanan plan gec¸mis¸inde yer alan noktalar arasında
es¸ aralıklarla ara deg˘erler tanımlanarak dog˘rusal harekete ola-
bildig˘ince yakın bir hareket hedeflenmis¸tir. Aradeg˘erleme ic¸in,
S¸ekil 2’de temsili olarak go¨sterilmis¸ olan sistem ic¸in, ters kine-
matik denklemleri c¸ıkartılmıs¸ ve bu denklemler kullanılarak
motor ac¸ıları hesaplanmıs¸tır. Hesaplanan motor ac¸ıları Blue-
tooth iletis¸imi aracılıg˘ıyla LEGO robotlarına go¨nderilip, robot-
ların istenen yo¨ru¨ngeyi takibi ic¸in orantısal geri-beslemeli kon-
trol uygulanmıs¸tır.
5. Deneysel Sonuc¸lar
O¨rnek bir planlama probleminin, yukarıda anlatılan sistem
ile c¸o¨zu¨lmesiyle elde edilen planların uygulaması as¸ag˘ıdaki
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S¸ekil 2: Yu¨k tasıyan iki robota ait temsili s¸ema
s¸ekillerde go¨ru¨lebilir. S¸ekil 3, planda elde edilen ve robot-
ların sonlandırıcılarını go¨steren noktaların aradeg˘erleme ile
c¸og˘altılması ile elde edilen referans yo¨ru¨ngeyi go¨stermektedir.
S¸ekil 4, robotların bu referans yo¨ru¨ngeyi izlerken motor
kayıtlarından (du¨z kinematik denklemler c¸o¨zu¨lerek) elde edilen,
robot sonlandırıcılarının ve yu¨ku¨n pozisyonlarını ve oryanta-
syonlarını go¨stermektedir. Bu s¸ekillerde, yes¸il c¸izgiler yu¨ku¨,
siyah c¸izgiler engelleri, kırmızı ve mavi c¸emberler robotların is-
tenen pozisyonlarını, ve kırmızı ve mavi c¸izgiler ise robotların
gerc¸ekte takip ettig˘i yo¨ru¨ngeleri go¨stermektedir. S¸ekil 5 ise, bu-
lunan planın robotlar tarafından icra edilmesi sırasında, her bir
durumun gerc¸ekles¸tig˘i ekran kopyalarını go¨stermektedir. Farklı
o¨rnekler ic¸in [20]’a bakınız.
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S¸ekil 3: Yo¨ru¨nge aradeg˘erlemesi
6. Sonuc¸
Bu makale, mantıg˘a dayalı otomatik akıl yu¨ru¨tme
go¨sterimlerinin ve sistemlerinin, robot kontrolu¨ ic¸in nasıl
kullanılabileceg˘i konusunda yeni yo¨ntemler ve algoritmalar
sunmaktadır. Bu yo¨ntemler ve algoritmaların uygulan-
abilirlig˘i ve etkinlig˘i, LEGO MINDSTORMS NXT robotları
u¨zerinde bazı o¨rnek planlama problemleriyle go¨sterilmis¸tir.
Gelis¸tirilen sistemin, plan icraatının takibini de ic¸erecek
s¸ekilde, genelles¸tirilmesi ve farklı robotlarda uygulanması
u¨zerinde c¸alıs¸malarımız devam etmektedir.
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S¸ekil 4: Deneysel olarak gerc¸ekles¸en yo¨ru¨nge
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