LONG WRITE-UP

Introduction
The detailed investigation of hadronic spin effects, most notably in deepinelastic lepton-nucleon scattering, has proven to allow for extremly sensitive tests of QCD. One of the most interesting issues is the possible contribution of the axial-vector anomaly. This anomaly plays a central role in modern quantum-field-theory and spin effects might offer the only possibility to actually detect it. To estimate its contribution one has to know the distribution function for polarised gluons ∆g(x, Q 2 ). It is argued that the total spin carried by gluons could be large, because α s (Q 2 )∆g(Q 2 ), with ∆g(Q 2 ) = 1 0 dx ∆g(x, Q 2 ), is a renormalisation group invariant, such that if ∆g(Q 2 ) is a few percent at the constituent quark level it could be very sizeable at large Q 2 . In deep-inelastic scattering it is impossible to distinguish between the regular quark contribution and the gluon contribution via the anomaly. There is actually no conceptually sound way to separate them. In exclusive or semi-inclusive lepton-hadron scattering channels it is in principle possible to discern a gluonic and a quark contribution, but the by far most direct and conceptually clean way are polarised proton-proton collisions. RHIC [2] offers the option to study polarised proton collisions up to √ s = 300 GeV which would be ideal for this purpose. To analyse this option in detail, to plan the experiments, and to determine the reachable precission a detailed Monte Carlo program is needed, which we provide with this publication. This program can handel, however, only longitudinal polarisation. All polarisation effects in proton-proton reactions share the same problem. As only a small fraction of the partons is polarised the signal to background ratios are typically of the order percent, such that a detailed simulation is necessary to extract quantitative results.
Because a state-of-art Monte Carlo program is usually the result of many years of development we modified an existing, widly used program called Pyhtia [1] . We have been interested only in those parts of the program that correspond to nucleon-nucleon collisions. Consequently only these routines were changed. The resulting polarised version of Pythia is named Sphinx, an acronym for Simulator of Polarised Hadronic INteract(X)ions.
It is interesting to note that Sphinx is able to function in unpolarised mode as well. In that case it is functionally equivalent to Pythia. This means that results will be the same but because some data structures inside the program have been modified the program requires more space. The main problem was to introduce the changes in a way compatible with the basic structure of Pythia, e. g. the way in which Pythia evaluates the cross sections or simulates the effects of higher order QCD corrections. Pythia is based on the parton model. The main assumption is that the nucleon may be represented by an incoherent mixture of quarks and gluons carrying portions of nucleon momentum. Their momentum distributions are described by parton distributions. In the parton model the nucleon is composed of quarks and antiquarks of various flavours and of gluons. In the polarised case each parton comes in one of two helicities: righthanded and lefthanded. Therefore the number of parton components has to be doubled, corresponding to the two degrees of freedom for longitudinal polarisation. The most natural idea was to generalize the notion of flavour to account for the polarisation. So instead of d-quark we have lefthanded d-quark and righthanded d-quark etc. Because in Pythia gluons are treated as a special "flavour" the scheme applies to them as well. As far as the general structure of the program is concerned the only complication of the polarised code is that we have more "flavours" and this is rather easy to implement.
Polarisation is followed in Sphinx only up to the hard partonic interaction, i. e. the hadronic cross section and the higher order corrections in the initial state shower are evaluated spindependently whereas all final state interactions as fragmentation and decays are treated spinindependently. No theoretical model for polarised fragmentation exists. It is, however, generally accepted that it should not depend on longitudinal polarisation. For transverse polarisation the situation would, however, be different. One knows experimentally that substantial effects exist, e. g. a strong coupling between transverse spin and transverse momentum.
The polarisation effects have been implemented in the following parts of the program:
1. Parton distributions. At the moment we supply six sets of polarised parton distributions: Altarelli-Stirling [3] , two parametrisations from a Ross-Roberts article [4] and three sets from Gehrmann&Stirling [6] . First order Altarelli-Parisi [5] evolution is taken into account in all cases.
2. Hard processes. The processes currently implemented in the polarised mode are summarized in Table 1 . Other processes may be used as well but the results will be averaged over polarisations. The cross sections for all polarised processes are given in the literature [7] , and we checked them.
3. Initial state showering. The polarised case was not discussed in this context before. We obtained all necessary formulae.
4. Documentation. The event listing has been modified such that it displays polarisation information about the interacting particles up to the hard partonic interaction.
Hereafter we do not try to explain the structure of Pythia 5.7 and we indicate only the most significant modifications which lead to Sphinx. Readers unfamiliar with Pythia should first consult the appropriate manual [1] .
2 From Pythia to Sphinx: modifications Our program is an extension of Pythia version 5.7. The Pythia 5.7 program heavily relies on Jetset 7.4 subroutines [8] . These subroutines are mainly used to simulate processes that take place after the hard partonic interaction, i.e. fragmentation and decays, or provide spinindependent manipulations as for example Lorentz-transformations. Because polarisation effects in the final state are neglected in Sphinx, the Jetset program could be left untouched. Only the set-up of an event listing which is also a task of Jetset in a Pythia run has been taken over from Sphinx in the polarised mode. The event listing in Sphinx provides then in addition information about the polarisation flow. For that purpose two new subroutines have been added which are modifications of the corresponding Jetset routines (see below). By this means Sphinx provides a suitable interface to Jetset such that the programs may be linked without any modifications in the latter. There is only one exception: the Jetset subroutine LUGIVE, which returns the values of all Jetset and Pythia common block variables cannot be longer used, because in Sphinx the dimensions of some Pythia arrays have been enlarged so that the formats no longer match. 
In many places inside Pythia partonic data are stored in arrays indexed by flavour. Inclusion of helicities means doubling the number of "flavours" as described in Section 1. For that reason we had to enlarge the arrays. The unpolarised mode has been preserved throughout the program and works exactly as the original code. All modifications are implemented in a treelike structure with several branching points where the user may choose between the polarised and unpolarised modes. The default is always unpolarised. An interesting point is that one can combine polarised and unpolarised treatments for different processes and for various stages of the same process. This has to be done with care and one has to be aware of this not always being justified from the physical point of view. The branching points were implemented by means of the IF-ELSE structure which directs the program flow according to a specific switch. Each functional part (usually a subroutine) has its own local variable called IPOL. This variable controls the mode and its value depends on some parameters 1 MSTP(x) and NSUB(x) to be defined by the user in the main program. For example, it is possible to run the code with polarised partonic cross section and polarised parton distributions but unpolarised initial state showering etc. This solution provides flexibility but has to be used carefully. The major disadvantage of IF-ELSE constructions is that parts of the code are multiplied. This makes servicing of the code more cumbersome because one has to introduce the same change in different places at once. In addition the resulting code became quite lengthy.
Sphinx is as Pythia a "slave-system", i. e. it consists only of callable subroutines where two of them (PYINIT and PYEVNT) have to be called by the user to perform the event generation and a few other, e. g. DPLIST, PYSTAT, etc., could be called to obtain further event information. The rest of the subroutines is of internal use. Therefore the user has to supply a main program where all relevant parameters and switches have to be specified and these subroutines have to be called. Because this structure is the same as in Pythia the reader is referred to [1] again for details about the general Pythia parameters. In this article only the new parameters in Sphinx are discussed. The modifications made in the individual subroutines are described in Section 3. In Table 1 we list all new parameters introduced to control the polarised mode. Finally in Section 4 examples for a main program and the result of the corresponding test runs are presented. 
Common Blocks and Subroutines
In the following the modified and the new subroutines that have been specifically created for Sphinx are described in more detail. The general tasks of the subroutines themselves as well as the unchanged parameters and variables are not explained, because they are the same as in Pythia. The reader is asked again if occasion arises to consult [1] to obtain the needed information. We restrict our explanation to the new aspects in Sphinx. The purpose of the modifications is indicated and the new parameters, switches, and internal variables are listed. Meaning and possible values of the new parameters are given in Table 1 . To incorporate polarisation the following common blocks have been enlarged and replace the corresponding Pythia common blocks or are added:
• • COMMON/DPYPOL/KD(4000)
Information about the new internal variables and enlarged arrays can be found in Table 1 . In addition it is shown how the local polarisation switch IPOL is built up in the different subroutines. Only the polarised case (IPOL=1) will be discussed, because in the unpolarised case (IPOL=0) each subroutine works exactly as the corresponding Pythia subroutine. The not mentioned subroutines of Sphinx are the same as in Pythia.
MAIN PROGRAM
Purpose: to set up the polarised event generation. The variables which have to been set are listed in Table 1 .
Remarks: Examples of a main program are given in Section 4.
SUBROUTINE PYINIT(FRAME,BEAM,TARGET,WIN)
Purpose: to display Sphinx header; to check partially the availability of the desired polarisation scenario, i. e. to control that the master switch for polarisation MSTP(180) is set properly, the selected partonic subprocesses can be treated polarised and to control and compose the polarisation menue via NSEL; to call DPLIST instead of LULIST (see below). New parameters: MSTP(180), NSEL, NSUB(ISUB) Internal Polarisation switch: IPOL=MSTP(180) Remarks: If a not allowed scenario has been chosen, the programs stops with an appropriate error message.
SUBROUTINE PYEVNT
Purpose: to start polarised event generation; to call DPEDIT instead of LUEDIT (see below). 
SUBROUTINE PYRAND
Purpose: to adapt PYRAND to the new environment -all relevant arrays which have been enlarged or added to the common blocks in other subroutines are modified here as well; to extend event shape selection to incorporate helicities; to store helicities of the partons entering the hard interaction according to
• MINT(313): helicity of the beam parton for use in the initial state showering subroutine;
• MINT(314): helicity of the target parton for use in the initial state showering subroutine;
improperly, the programs stops with an appropriate error message. The internal variables MINT(313) and MINT(314) are changed to their final values in this subroutine.
SUBROUTINE PYMULT(MMUL)
Purpose: to switch off polarisation in PYSIGH (set MSTP(179)=1 temporally) when called from PYMULT even in a polarised run, because multiple interaction cannot be treated polarised at the moment. (179)) Remarks: Call of PYSTFU returns x times the parton distribution functions for given flavour, x, and Q 2 for both helicities and an averaged (unpolarised) value. The values are stored in the array XPQ(KFL,KFLD) which has been enlarged from XPQ(-25:25) to XPQ(-25:25,0:2). Row XPQ(KFL,0) contains the unpolarised distributions, XPQ(KFL,1) distributions corresponding to the positive helicity (relative to the hadron) and XPQ(KFL,2) distributions for the negative helicity. The parton distributions are selected by switches described earlier (see Table 1 ). The polarised distributions q ± , g ± are constructed from the unpolarised ones q, g (selected by old Pythia switches) and polarised parts ∆q and ∆g selected by MSTP(177) (see Table 1 ). Four subroutines have been added to calculate the polarised distributions. These are ALTSTI 2 , ROSROA, ROSROD, and GEHSTI 3 . The subroutines require data files altsti.dat, rosroa.dat, and partons.dat. These files must be visible to FORTRAN open statement and therefore they have to be placed in appropriate directory. The files are supplied with the program. The parton distribution for fixed helicity are reconstructed from the polarised and unpolarised distributions according to q ± = 1 2 (q ± ∆q). When the polarised and unpolarised parts are combined together the program performs the unitarity check -if the resulting total distribution becomes negative for one helicity it is put to zero and the corresponding result for the other helicity is set to the value of the unpolarised part. Only polarised parametrisations for protons are implemented. Neutron parametrisations are obtained from them by isospin symmetry, the parametrisations for hyperons are constructed by naive SU(3).
Charge conjugations is used to describe the corresponding antiparticles.
SUBROUTINE ALTSTI(X,Q2,UPV,DNV,SEA,STR,CHM,BOT,TOP,GLU) Purpose: to return x times the polarised parton distributions evaluated at given x (X) and Q 2 (Q2) according to the parametrisation of Altarelli&Stirling [3] . UPV denotes the valence distribution of up-quarks x∆u val (x, Q 2 ), DNV for down-quarks x∆d val (x, Q 2 ). SEA signifies the sea distribution x∆q sea (x, Q 2 ). STR, CHM, BOT, and TOP label the distributions for the strange-, charm-, bottom-, and top-quark x∆q(x, Q 2 ), q = s, c, b, t respectively. Finally GLU marks the gluon distribution x∆g(x, Q 2 ). Remarks: ALTSTI requires the data file altsti.dat which has to be placed in an appropriate directory. altsti.dat is supplied with this program.
SUBROUTINE ROSROD(X,Q2,XPDF)
Purpose: to return x times the polarised parton distributions evaluated at given x (X) and Q 2 (Q2) according to the parametrisation of Ross&Roberts set d [4] . XPDF(-6:6) contains x∆q(x, Q 2 ) for q =t,b,c,s,ū,d, g, d, u, s, c, b, t in this order.
SUBROUTINE ROSROA(X,Q2,XPDF) Purpose: to return x times the polarised parton distributions evaluated at given x (X) and Q 2 (Q2) according to the parametrisation of Ross&Roberts set a [4] . The contents of XPDF(-6:6) is explained above. Remarks: ROSROA requires the data file rosroa.dat which has to be placed in an appropriate directory. rosroa.dat is supplied with this program.
SUBROUTINE GEHSTI(IGFLAG,X,Q2,XDDPR) Purpose: to return x times the polarised parton distributions evaluated at given x (X) and Q 2 (Q2) according to the parametrisation of Gehrmann&Stir-ling set a (IGFLAG=0), set b (IGFLAG=1) or set c (IGFLAG=2). [6] . XDDPR(-6:6) contains x∆q(x, Q 2 ) for q =t,b,c,s,ū,d, g, d, u, s, c, b, t in this order. Remarks: GEHSTI requires the program package parton.f, consisting of the subroutines polpar, parini, getpar, q2low, q2high, xlow, and xhigh and the data file partons.dat written by Gehrmann and Stirling and used here with permission of the authors. For further informations about this package see [6] . partons.dat has to be placed in an appropriate directory and is supplied with this program. The package parton.f is contained in this program.
SUBROUTINE DPLIST(MLIST)
Purpose: to display the polarisations of the particle in the event listing. New parameters: KD(I) Remarks: DPLIST is a modification of the Jetset subroutine LULIST. It is changed to display the polarisation in the final listing. The sign displayed just behind the particle code denotes polarisation with respect to the z-axis. When the sign is missing the particle has been treated as unpolarised. The information is taken from the vector KD(I) and transformed accordingly to ('0','1','2')→(' ','+','−'). The following format is chosen (polarisation for the colliding hadrons, helicity for the partons resp.): 
Examples
In the following we give two examples of a main program for a simulation with Sphinx and show the corresponding results. We considered longitudinal polarised proton-proton scattering in the CMS at √ s = 200 GeV and selected the process qg → qg for the partonic interaction. In the first example both beam and target are polarised in +z-direction, in the second example the target spin is reversed. With regard to the event listings is has to be mentioned that the displayed format differs from the real because we removed a few columns such that it fits in this text. In addition the event listing is cut after the hard interaction (denoted by · · ·), i. e. behind line 8. In the omitted part there is no polarisation information and it has the same format as the original Pythia listing.
The information about the polarisation flow is displayed as explained above right behind the flavour code KF. The first row contains the information about the beam particle. In addition to the Pythia labels the sign '+' behind the flavour code for the proton KF=2212 denotes the polarisation in positive z-direction. Accordingly the sign '+' ('−') in the second row signifies the polarisation of the target in positive (negative) z-direction in the first (second) example. The third and fourth line represents the initiators of the initial state shower. In both examples they are gluons with positive helicities for both the beam and the target side. During the initial state shower the beam side parton becomes ans with positive helicity, whereas the target side parton remains a positive helicity gluon. These partons undergo the hard interaction the resulting partons of which are displayed in the lines seven and eight. In the following the final state interaction takes place, i. e. the outgoing partons fragment, the unstable produced hadrons decay, etc. as long as only stable particles exist. In the final state polarisation is not traced and consequently there is no polarisation informations about these lines provided. This part of the listing is then again the same as the corresponding Pythia listing. 
