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Resumen—El gran desarrollo de las Tecnologı´as de la Infor-
macio´n (TIC’s) y su gran aceptacio´n por parte de la ciudadanı´a
ha permitido que mu´ltiples sistemas de votacio´n electro´nica se
desarrollen en los u´ltimos an˜os. Uno de los grandes retos es
conseguir que estos sistemas puedan emplearse con una gran
variedad de dispositivos, por lo que los protocolos implementados
debera´n poder ser empleados tanto en dispositivos con gran
capacidad de ca´lculo y memoria (porta´tiles y ordenadores de
sobre mesa principalmente) como por dispositivos con unas
caracterı´sticas ma´s limitadas (tablets y smartphones). En este
artı´culo se muestran dos estrategias distintas para el ca´lculo,
desde el propio terminal mo´vil de votacio´n, de las claves con
las que los usuarios participarı´an en un proceso de votacio´n
electro´nica y las caracterı´sticas ofrecidas por cada una de ellas.
Palabras clave—Generacio´n de claves, Firmas en anillo, Vota-
cio´n electro´nica (Key generation, Ring Signatures, eVoting).
I. INTRODUCCIO´N
El desarrollo de las Tecnologı´as de la Informacio´n y las
Comunicaciones (TIC), ha permitido implementar servicios en
otros tiempos impensables como pueden ser la televisio´n a la
carta o la telefonı´a mo´vil. Uno de estos servicios es la votacio´n
electro´nica. Aunque podemos decir que todavı´a no existe una
generalizacio´n del servicio (tampoco de la democracia), sı´ ha
sido probado con e´xito en varios paı´ses como son, entre otros,
Suiza y Estonia [1], [2].
Por otra parte, con las nuevas arquitecturas de los terminales
mo´viles la comunicacio´n de datos se hace de una manera
ma´s liviana sin que la pila de protocolos de comunicacio´n
en Internet las constrin˜a asfixiantemente. En el afa´n de sim-
plificar todo lo posible el uso de la necesaria criptografı´a en
las votaciones electro´nicas, en este artı´culo proponemos un
algoritmo de generacio´n de claves para un sistema de votacio´n
portable en el que en una situacio´n ideal, el votante pueda
votar desde cualquier terminal mo´vil (propio o ajeno), sin una
gran formacio´n en TIC y con todas las garantı´as de seguridad
telema´tica.
La restriccio´n no es poca. Hay que tener en cuenta que
de esta manera podemos dar acceso al votante a algu´n tipo
de servicio, pero debemos dotar al terminal al que esta´ co-
nectado de todos las medidas de seguridad que requieren las
comunicaciones implicadas en una votacio´n electro´nica y para
ello dotarle (aunque sea de forma temporal) de capacidad de
generacio´n de las claves criptogra´ficas necesarias. Para ello
optamos por el modelo de una u´nica entidad de confianza [3]
que sea capaz de mantener el anonimato a trave´s de una
identificacio´n previa.
Este modelo de una entidad de confianza basa el anonimato
en el uso de firmas en anillo [4]. Adema´s si queremos que
el servicio sea portable, exigiremos que sean esponta´neas; y
para ser eficientes deberı´an tener una longitud fija (lo ma´s
corta posible). Luego una eleccio´n adecuada de firma para este
tipo de votacio´n electro´nica es la propuesta por Wei [5]. Sin
embargo, el aprovisionamiento de claves en este tipo de firmas
no es trivial ya que las exigencias criptogra´ficas hacen que el
ca´lculo se haga desde el propio terminal mo´vil, obliga´ndole a
una carga computacional de la que no se esta´ seguro se vaya
a poder abastecer a priori.
En este artı´culo proponemos un modelo de generacio´n
de claves para este tipo de protocolo criptogra´fico que sea
ejecutable en terminales con restricciones computacionales o
de memoria, que pueda rellenar los campos de un Certificate
Signing Request (CSR) de manera auto´noma y almacenar la
clave privada generada para su posterior uso en la votacio´n
electro´nica. En el siguiente punto haremos una breve des-
cripcio´n del algoritmo de votacio´n desarrollado a partir de
las firmas en anillo y los requisitos que exigen sus claves. A
continuacio´n describiremos en profundidad nuestra propuesta
para la generacio´n de dichas claves, para finalmente exponer
nuestros resultados y conclusiones.
II. ESCENARIO
El escenario que planteamos [3] contempla tres actores
diferenciados:
El votante, que en principio no cuenta ma´s que con
un terminal para comunicarse y hacer las operaciones
pertinentes.
Una Autoridad de Certificacion (AC) que comprueba la
identidad del votante y le emite un certificado asociado
a un CSR enviado por e´ste. Por otra parte sirve de
repositorio confiable de los para´metros asociados a un
evento de votacio´n, imprescindibles para construirse unas
claves ad-hoc a dicha votacio´n.
La urna, encargada de recibir los votos, emitir justifi-
cantes de votos (si fuese necesario), recontarlos, hacer
pu´blico los resultados y una lista de comprobacio´n de
votos (si tambie´n fuese necesario).
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Figura 1. Proceso de votacio´n
Contando con estos actores el proceso de votacio´n es el
siguiente (figura 1):
1. El votante se conecta con la Autoridad de Certificacio´n
y se descarga los para´metros necesarios (u, n, λ, µ)
para generar las claves que empleara´ en una determinada
votacio´n.
2. El votante, desde su terminal, genera un par de claves
(pu´blica/privada), genera un CSR con su clave pu´blica
y sus datos identificativos y se lo envı´a, acompan˜ado de
unas credenciales de identidad previamente definidas, a
la AC.
3. La AC verifica la identidad, genera el certificado de
clave pu´blica del usuario, y almacena el certificado (re-
gistro del votante) ya que sera´ necesario para el ca´lculo
de uno de los para´metros de la votacio´n. Finalmente
envı´a el certificado de clave pu´blica al usuario, que
lo almacenara´ en formato PKCS12 junto con su clave
privada.
4. Una vez comenzado el periodo de votacio´n, y con los
para´metros creados por la urna, el votante los descarga.
Entre ellos esta´ el conjunto de las claves pu´blicas de
todos los participantes en la votacio´n.
5. Una vez obtenidos los para´metros, cada usuario vota,
cifrando el voto con la clave pu´blica de la urna y
firma´ndolo en anillo con las claves asociadas al certi-
ficado emitido para e´l. En caso de ser necesario, recibe
de la urna el justificante del voto.
6. La urna recuenta los votos y los hace pu´blicos (en caso
de no emitir recibos) o hace pu´blicos los resultados y las
etiquetas asociadas a los votantes (sin mostrar relacio´n
alguna entre ellos).
II-A. Para´metros para la generacio´n de claves
Una vez establecido cua´l es el escenario de votaciones,
veamos cua´les son los para´metros necesarios para la creacio´n
de las claves asociadas a una votacio´n determinada. Es decir,
para la implementacio´n del paso 2 a partir de los para´metros
que el proveedor de votaciones envı´a al usuario en el paso 1.
Segu´n lo establecido en [5] el usuario ha obtenido de la
AC los para´metros asociados a una votacio´n: u, n, λ y µ. El
para´metro λ mide la seguridad del sistema a trave´s del taman˜o
de n, siendo n = pq = (2p′ + 1)(2q′ + 1), con p, q, p′, q′
primos y p′, q′ > 2
λ
2 , siendo u, un residuo cuadra´tico no trivial
modulo n. Adema´s |e1 − 2l|, |e2 − 2l| < 2µ , donde λ y µ se
eligen para evitar ataques de coalicio´n [6] y bastarı´a con tomar
l ≈ λ/2 y µ lo suficientemente pequen˜o como se establece
en [5] para evitarlos. En nuestro caso tomamos µ = l − 2
siguiendo la recomendacio´n de [9].
Si bien la generacio´n de n, a trave´s de p, q, p′ y q′ no es
inmediata, se trata de un caso especı´fico de generacio´n de
primos robustos [7], que esta´ bastante estandarizado y queda
fuera del alcance de este artı´culo.
II-B. Generacio´n de claves de usuario
Llamaremos al algoritmo de generacio´n de claves de usuario
Key gen(u, n, λ, µ) = {e1, e2, x = 2e1e2 + 1}, siendo los
tres valores e1, e2 y x primos. Cada par e1, e2 conforma una
clave privada para la firma en anillo, siendo x la clave pu´blica
asociada a dichos valores.
Con esta restriccio´n se puede comprobar fa´cilmente que
0 6= e1 6= e2 6= 0 (mod 3). Sin pe´rdida de generalidad
tenemos que e1 = 1 (mod 3) y e2 = 2 (mod 3). Por lo tanto
x = 2 (mod 3), y e1, e2 ∈ (2λ2 − 2µ, 2λ2 + 2µ). La estrategia
para la bu´squeda de estas claves estara´ condicionada por la
Optimizacio´n en la generacio´n de claves para firmas en anillo, esponta´neas y enlazables 115
1 3 5 7 9 11 13 15 17 19 21 23 25 27 29 31 33 35 37 39 41 43 45 47 49
0
0,1
0,2
0,3
0,4
0,5
0,6
0,7
0,8
0,9
1
128 bits
256 bits
512 bits
1024 bits
2048 bits
Número de primos
Pr
ob
ab
ilid
ad
Figura 2. Nu´mero de primos para obtener un primo 2e1e2 + 1
capacidad computacional, tanto de tiempo de procesado, como
de almacenamiento en memoria.
Sin embargo, en cualquiera de los casos, la bu´squeda ha de
comenzar a partir de la generacio´n de los dos primos pequen˜os,
para posteriormente generar el grande. Por lo tanto, podemos
suponer que el tiempo de comprobacio´n de la primalidad de
un nu´mero y ∈ (2λ2 −2µ, 2λ2 +2µ) es pra´cticamente constante,
dependiente de λ, y que el nu´mero de comprobaciones nece-
sarias hasta encontrar dicho nu´mero primo viene determinada
por la distribucio´n de los nu´meros primos en el intervalo. Esa
distribucio´n nos dara´ una funcio´n de la probabilidad de que al
elegir un nu´mero entero aleatorio con distribucio´n uniforme
en ese intervalo, dicho nu´mero sea primo y lo denotaremos
con pλ,µ.
Por otro lado una vez determinado que y es primo sabemos
que P (y = 1 (mod 3)) = 1/2 = P (y = 2 (mod 3)), dada la
distribucio´n de los nu´meros primos en sucesiones aritme´ticas.
Con esto y teniendo en cuenta el teorema del nu´mero primo,
aproximaremos la esperanza de intentos para encontrar un
primo y como (1/pλ,µ) y la de que tenga una determinada
congruencia con 1 o´ 2 mo´dulo 3 sera´ el doble de dicho valor,
(2/pλ,µ).
Antes de comenzar nuestro ana´lisis daremos una cota supe-
rior de una probabilidad que nos sera´ muy u´til. Serı´a intere-
sante conocer cua´l es la probabilidad p de que a partir de un
nu´mero e1 dado, encontrar otro nu´mero primo x = 2ke1 + 1,
con k variando en el intervalo (2
λ
2 -2µ, 2
λ
2 +2µ), con lo que
x ∈ (1+2λ+1+22µ+1−2λ2+µ+2, 1+2λ+1+22µ+1+2λ2+µ+2).
Utilizando la notacio´n del teorema de Brun-Titchmarsh [8],
la expresio´n
∏
(a, b, c) denota la cantidad de nu´meros primos
menores que a en la sucesio´n xn = c + nb. De este teorema
podemos deducir que la densidad de nu´meros primos en esa
sucesio´n, dentro del intervalo (2
λ
2 -2µ, 2
λ
2 +2µ), va a estar
acotada por:∏
(1+2λ+1+22µ+1+2
λ
2+µ+2, 2e1, 1)−
∏
(1+2λ+1+22µ+1−
2
λ
2+µ+2, 2e1, 1) <
2·2λ2 +µ+3
ϕ(2e1)log(
2
λ
2
+µ+3
2e1
)
= 2
λ
2
+µ+4
(e1−1)log( 2
λ
2
+µ+2
e1
)
;
Por lo tanto, la probabilidad buscada p estara´ acotada por: p =∏
(1+2λ+1+22µ+1+2
λ
2
+µ+2,2e1,1)−
∏
(1+2λ+1+22µ+1−2λ2 +µ+2,2e1,1)
2
λ
2
+µ+3
2e1
<
2
λ
2
+µ+4
(e1−1)log
 2λ2 +µ+2
e1

2
λ
2
+µ+2
e1
= 4e1
(e1−1)log
(
2
λ
2
+µ+2
e1
) ≈
4
log
(
2
λ
2
+µ+2
e1
) ≤ 4
log
(
2
λ
2
+µ+2
2
λ
2 +2µ
)
III. ESTRATEGIAS DE MINIMIZACIO´N
III-A. Estrategias de minimizacio´n de memoria
En una estrategia de minimizacio´n de memoria, deberı´amos
fijar ei con i ∈ {1, 2} que lo conseguiremos tras un nu´mero
medio de intentos (1/ pλ,µ). Ahora deberı´amos buscar primos
ej con i 6= j ∈ {1, 2} lo cual conseguiremos tras (2/pλ,µ).
Si x = 2e1e2 + 1 es primo, ya habrı´amos conseguido nuestro
objetivo, en caso contrario buscarı´amos otro ej . En resumidas
cuentas, estarı´amos buscando nu´meros primos en la sucesio´n
aritme´tica xik = 1 + 2eik. Aunque el nu´mero k ha de ser
primo y por lo tanto su distribucio´n deja de ser uniforme,
consideraremos (perdiendo una mı´nima precisio´n) que sı´ lo es
ya que previamente hemos calculado la cota de probabilidad p
sobre una distribucio´n uniforme (cota que tambie´n sera´ va´lida
para esta otra distribucio´n). En ese caso, el nu´mero de k′s
necesarias, sera´ mayor que la esperanza de la distribucio´n
geome´trica con probabilidad de e´xito, p, es decir 1/p. El
algoritmo serı´a el siguiente:
Key gen(u, n, λ, µ):
1. ei = Rand(λ, µ)
2. WHILE (ei no primo) {ei = Rand(λ, µ)}
3. ej = 1, x = 2eiej
4. WHILE (x no primo)
{ej = Rand(λ, µ)
WHILE (ej no primo) {ej = Rand(λ, µ)}
x = 2e1e2 + 1}
5. RETURN (e1, e2, x)
Teniendo en cuenta que para el ca´lculo del tiempo de
procesado, la tarea que ma´s tiempo requiere es calcular la pri-
malidad de x, podemos afirmar que el tiempo de procesado es
del orden de 1/p. La cantidad de memoria de almacenamiento
empleada se mantiene constante a lo largo de todo el proceso
y se limita a dos u´nicos primos, el primo ei que permanece
fijo y los e′js, i 6= j, necesarios hasta obtener un primo de la
forma 2ejei + 1.
III-B. Estrategias de minimizacio´n de tiempo de procesado
Si por el contrario lo que queremos es seguir una estrategia
de optimizacio´n del tiempo de procesado, tendremos que
minimizar el nu´mero de test de primalidad para nu´meros
del taman˜o de x. Analizando nuestro objetivo podemos apre-
ciar que el nu´mero sobre el que queremos aplicar los test
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de primalidad tiene en realidad dos fuentes de aleatoriedad
pra´cticamente independientes e1 y e2, por lo que quiza´s serı´a
conveniente pensar en intentar usar la paradoja del cumplean˜os
en nuestro beneficio.
Para ello definiremos inicialmente 2 conjuntos: P1 y P2,
donde Pi = {x ∈ (2λ2 − 2µ, 2λ2 + 2µ)\x es primo y
x = i(mod 3)}. Se generan nu´meros primos en el intervalo
(2
λ
2 − 2µ, 2λ2 +2µ) con una semilla aleatoria con distribucio´n
uniforme. Cada vez que consigamos un primo, r, veremos a
que´ conjunto Pi pertenece e iremos comprobando la primali-
dad de x = 2rej+1, donde ej va recorriendo todos los valores
de Pj , (j = −i(mod 3)). Si no se consigue ningu´n resultado
positivo, an˜adimos r al conjunto Pi e iniciamos la bu´squeda
de un nuevo r. El algoritmo serı´a el siguiente:
Key gen(u, n, λ, µ):
1. P1 = ∅, P2 = ∅; i1 = 0, i2 = 0
2. WHILE (P1 = ∅ OR P2 = ∅)
{r = Rand(λ, µ)
WHILE (r no primo) {r = Rand(λ, µ)}
k = r mod(3)
Pk[ik] = r
ik ++}
3. E´xito = False; i = 0
4. WHILE (!E´xito AND i < #P−k)
{x = 1 + 2rP−k[i]
IF (x primo) {E´xito =TRUE}
i++ }
5. WHILE (!E´xito)
{r = Rand(λ, µ)
WHILE (r no primo) {r = Rand(λ, µ)}
k = r mod(3)
i = 0
WHILE (!E´xito AND i < #P−k)
{x = 1 + 2rP−k[i]
IF (x primo) {E´xito =TRUE}
IF (!E´xito) {i++}}
IF (!E´xito) {Pk[i] = r} }
6. RETURN (r, P−k[i], x)
En este caso si consideramos que P1 y P2 esta´n permanente-
mente equilibrados y llamamos k al nu´mero de r′s calculadas
obtendremos que para un entero m:
P (k ≤ m) = 1 − P (k > m) = 1 − q(m−12 )2 , donde hemos
definido q = 1 - p.
Tabla I
RESULTADOS CON MINIMIZACIO´N DE TIEMPO
Bits #P1 #P2 # x fallidas Tiempo(ms) m P(m)
128 5,55 5,62 33 5,5 5 0,52976
256 7,70 7,48 65 30,5 7 0,50432
512 10,40 10,64 126 262,6 10 0,50875
1024 14,21 14,64 251 3319,9 15 0,54542
2048 21,23 21,37 544 56664,1 20 0,50248
Calcular la esperanza analı´tica de esta distribucio´n, y por
tanto de la memoria necesaria, no resulta sencillo. La memoria
necesaria aumentara´ conforme ma´s primos e1 y e2 sean
necesarios para el ca´lculo del primo 2e1e2 + 1. A priori no
se conoce el total de memoria necesaria pero sı´ que se puede
realizar una cierta estimacio´n basa´ndonos en los resultados
teo´ricos obtenidos, figura 2. En la Seccio´n IV hacemos una
comparativa sobre las gra´ficas teo´ricas resultantes de los
valores de p para diferentes valores de λ y exponemos los
resultados empı´ricos para el ca´lculo de claves reales con las
caracterı´sticas exigidas.
IV. RESULTADOS
En la figura 2 podemos apreciar cua´l serı´a la curva teo´rica
para la distribucio´n de la probabilidad del nu´mero de intentos
necesarios para el ca´lculo de claves en el caso de minimizacio´n
de tiempo de procesado. Podemos ver co´mo el nu´mero de
primos que debemos extraer sera´ mayor conforme aumente la
longitud de las claves que queremos calcular.
En la tabla I indicamos los resultados obtenidos despue´s de
realizar el ca´lculo de 500 claves de cada tipo: nu´mero medio
de primos, e1 y e2 calculados; el nu´mero de intentos que se
han realizado antes de obtener el primo buscado; y el tiempo
que se ha tardado en obtenerlo. En las dos u´ltimas columnas
indicamos el valor teo´rico con el que se supera el umbral
del 0.5 de probabilidad de obtener un primo 2e1e2 + 1 y su
probabilidad asociada. Los valores de #P1 y #P2 no esta´n
perfectamente equilibrados pero la mayor diferencia entre las
medias de e1 y e2 calculados es menor del 3 %.
En la tabla II se muestran los resultados para la estrategia
de optimizacio´n de memoria. En este caso se muestran los
valores de la esperanza de este sistema para obtener las claves,
(1/pλµ). Si comparamos el valor del nu´mero de extracciones
esperadas para la obtencio´n de un primo 2e1e2+1, vemos que
la diferencia con la estrategia de minimizacio´n de tiempo es
ma´s que considerable y adema´s esta diferencia se incrementa
conforme mayor es el taman˜o de la clave buscada, llegando a
ser la esperanza del nu´mero de intentos de esta estrategia mas
de siete veces mayor que en la estrategia de minimizacio´n del
tiempo de procesado.
V. CONCLUSIONES
En el artı´culo se muestra el proceso de generacio´n de claves
para un protocolo de votacio´n electro´nica. Se han mostrado
dos estrategias distintas de obtencio´n de claves, minimizacio´n
de memoria y minimizacio´n de tiempo de procesado, y se ha
Tabla II
PROBABILIDAD Y ESPERANZA PARA MINIMIZACIO´N DE MEMORIA
Bits E[no intentos]
128 8,46254
256 17,6031
512 35,6735
1024 71,5329
2048 143,744
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hecho un desarrollo teo´rico del coste de obtencio´n de dichas
claves con las dos estrategias.
Podemos concluir que ambas estrategias son va´lidas para el
efecto que se disen˜aron. Sin embargo, podemos apreciar que
pensar en una estrategia de minimizacio´n de memoria exige
una cantidad y tiempo de procesado que es difı´cil de asumir
en los dispositivos actuales ya que su coste (ya sea tiempo o
precio del procesador) parece resultar ma´s caro que la memoria
necesaria para acelerar el proceso.
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