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Abstract
Learn how to use your knowledge of Python to control objects in the Real World™ 
with the Arduino open-source electronics prototyping platform and physical 
computing.
1. Introduction 
While  many  people  are  interested  in  what  is  now  described  as  “physical 
computing”—creating  devices  that  interact  directly  with  users  and  the  physical 
world—the thought of using low level languages to develop such devices can be off-
putting.  From  this  presentation  you  will  learn  how  you  can  create  interactive 
physical  computing  projects  but  still  use  your  high  level  language  of  choice 
(assuming it's Python :) ).
We'll cover how to get started with both the Arduino hardware and software, how to 
use Python with the platform and the options available to make your life easier.
Example physical computing projects will be described and the possible future of 
high-level language physical computing devices will be considered. Learn how to 
use the Arduino as a sensor input platform and how to control lights and actuators.
Possible  uses  include  physical  sensing  and  visible  process  feedback  for  build 
processes and network monitoring. Your imagination is the limit! Specific Python 
libraries referenced include PySerial, python-firmata and pyusb.
1.1. Arduino
The  Arduino  (http://arduino.cc/)  is  described  as  “an  open-source  electronics 
prototyping  platform based  on  flexible,  easy-to-use  hardware  and software.  It  is 
intended  for  artists,  designers,  hobbyists,  and  anyone  interested  in  creating 
interactive objects or environments.”
- 1 -
If you are unfamiliar with the types of projects possible have a look at the archives 
of a blog like Make magazine (http://blog.makezine.com/archive/arduino/).
While the platform was originally designed to appeal to a primarily non-technical 
audience  in  the  form of  artists  and  designers  it  has  also  gained  the attention  of 
individuals with technical knowledge such as software developers. For myself the 
appeal of the system is that it makes hardware and electronics development much 
more accessible. What used to be a 100% hardware or electronics problem became 
90% a software problem by using a micro-controller and the Arduino “language”. 
The 10% of the problem remaining in hardware was more easily solved by learning 
the small  amount  of electronics  knowledge required on an as needed basis.  The 
Arduino community  also  provided  an environment  geared  towards  helping  new-
comers to electronics gain the knowledge they needed.
2. Python/Arduino communication options
In order to support communication with the Arduino board a method of interfacing 
is  required.  Standard  Arduino  boards  provide  a  RS232-style  serial  connection—
older boards provided this over a physical RS232 connection but with such a port no 
longer  common  on  modern  computers  recent  boards  include  USB  to  serial 
functionality.
This section considers the options available for the Python side of the interface and 
what needs to be installed on the Arduino for successful communication. Programs 
written for the Arduino are known as "sketches" because apparently that sounds less 
intimidating.
2.1 Raw serial
On some operating systems it  is possible to interact  with the Arduino simply by 
opening  the  serial  device  as  a  file  by  using  open() or  os.open() but  this 
approach is not cross-platform.
There is a script available which demonstrates how standard Python libraries can be 
used on some systems to communicate with an Arduino 
(http://lemonodor.com/archives/2008/02/arduino_serial.html).
A customised script would need to be installed on the Arduino.
Due to the issues related to using raw serial access and the options available we will 
not consider this option further.
2.2 pyserial
The standard cross-platform provider of serial support is the library pyserial 
(http://pypi.python.org/pypi/pyserial). It provides support for BSD, Linux, 
Windows, Mac OS X and Jython.
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It can be installed via easy_install or the source downloaded and installed with 
the usual setup.py approach.
Once a suitable sketch (e.g. the standard ASCIITable example sketch) is uploaded 
to the Arduino the following code can be used to communicate with the device:
>>> import serial
>>> s = serial.Serial("/dev/tty.usbserial-XXXXXX")
>>> s.readline()
'\x00ASCII Table ~ Character Map\r\n'
>>> s.close()
 
In order to control the input or output pins and other functionality a customised 
sketch to act in response to data received over the serial port would be required.
2.3 python-firmata
Firmata  (http://firmata.org/)  is  "a  generic  protocol  for  communicating  with 
microcontrollers from software on a host computer". There is an associated Arduino 
library  (http://arduino.cc/en/Reference/Firmata)  and  Python  library  support 
(http://github.com/lupeke/python-firmata/). 
The combination of Python and Firmata enables you to install a standard sketch (e.g. 
StandardFirmata) on your Arduino and then control it completely from Python 
without needing to write any custom Arduino code. The protocol and the sketch are 
extensible if you do wish to create additional functionality.
Example Python usage:
>>> from firmata import *
>>> a = Arduino('/dev/tty.usbserial-XXXXXXXXXX', baudrate=57600)
>>> a.pin_mode(13, firmata.OUTPUT)
>>> a.digital_write(13, firmata.HIGH) # LED on pin 13 on
>>> a.digital_write(13, firmata.LOW) # LED on pin 13 off
>>> a.serial.close()
Further  details  about  the installation  and use of  Arduino,  Python and Firmata  is 
available (http://code.rancidbacon.com/LearningAboutArduinoandPython).
This approach is enables the majority of your code to be written in Python.
2.4 Network
With  the  addition  of  the  official  Arduino  Ethernet  shield  or  another  wired  or 
wireless Ethernet shield it is possible to communicate with the Arduino via standard 
network protocols such as telnet and HTTP.
These require a customised sketch on the Arduino.
As  part  of  the  Flashduino  (http://code.rancidbacon.com/Flashduino)  project  I 
implemented a sketch for a basic HTTP REST API to the digital and analog pins of 
the Arduino that could be controlled using the standard Python urllib library.
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2.5 pyusb/libusb
As  part  of  my  ongoing  Arduino/USB  shield  project 
(http://code.rancidbacon.com/ProjectLogArduinoUSB) I have developed an Arduino 
class  and  associated  Python  library  to  enable  communication  with  an  Arduino 
equipped with such a shield without driver installation.  It provides the following 
Python interface:
from arduino.usbdevice import ArduinoUsbDevice
theDevice = ArduinoUsbDevice(idVendor=0x16c0, idProduct=0x05df)
theDevice.write(0x01)
print theDevice.read()
This approach requires a customised sketch to be written for the Arduino but it can 
be of the form:
#include <UsbStream.h>
void setup() {
    UsbStream.begin();
    UsbStream.write(0xff);
}
void loop() {
  UsbStream.refresh();
  if (UsbStream.available() > 0) {
    int data = UsbStream.read();
  }
}
2.6 Bluetooth or Zigbee
With  appropriate  expansion  shields  it  is  possible  to  expand  the  Arduino's 
communication options to include wireless technologies like Bluetooth or Zigbee.
Existing Bluetooth Python libraries are available for use.
We will not consider either of these technologies further in this presentation.
2.7 Other options
The Arduino web site (http://www.arduino.cc/playground/Interfacing/Python) is 
updated with other more specialised or in development Python communication 
options.
3. Standalone Python microcontroller implementations
The Python/Arduino combination described above requires a host computer to run 
the Python interpreter—the Python code is not run on the Arduino itself. There are a 
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number of projects that allow a standalone microcontroller to run Python code to 
varying degrees:
• python-on-a-chip (http://code.google.com/p/python-on-a-chip/)
• PyMite (http://wiki.python.org/moin/PyMite) predecessor of POAC
• Synapse SNAP and SNAPpy (http://www.synapse-wireless.com/)
• PyMicro (http://web.media.mit.edu/~nvawter/projects/pyMicro/)
Another possible  solution (not yet  implemented for Python to my (i.e.  Google's) 
knowledge)  is  the  approach  RAD (http://rad.rubyforge.org/)  takes  for  translating 
from Ruby to C.
4. Summary
There are many possible approaches to integrate Python and physical computing by 
way of the Arduino. The solution which enables the majority of the code to be 
written in Python is using python-firmata but other approaches have their 
benefits.
Most important of all is to remember that by adding Python and the Arduino to your 
toolkit you are no longer restricted to the virtual world. You too can now start 
charming the Real World™.
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