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Tematika naloge:
Avtomatizacija viˇsjenivojskega testiranja se pogosto izvaja z zvezno inte-
gracijo locˇenih testnih postopkov s pomocˇjo ustreznih orodij. Vzpostavitev
tovrstnega sistema obcˇutno poenostavi in skrajˇsa izvedbo testiranja. V di-
plomski nalogi nadgradite in avtomatizirajte obstojecˇe testne postopke za
integracijsko platformo CIM, ki sluzˇi izmenjavi in zbiranju podatkov o elek-
troenergetskem omrezˇju. V ta namen najprej analizirajte mozˇnosti za nad-
gradnjo in le-te implementirajte, zvezno integracijo pa izvedite z orodjem
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Naslov: Avtomatizacija integracijskih testov za integracijsko platformo CIM
Avtor: Matevzˇ Bregar
V diplomski nalogi je razvita resˇitev za testiranje programske opreme CIM
podjetja GDB d.o.o., ki distributerjem elektricˇne energije omogocˇa vecˇjo
ucˇinkovitost, boljˇso komunikacijo ter ucˇinkovitejˇse vodenje. V podjetju so
sicer zˇe imeli priblizˇno resˇitev, vendar je bila ta neustrezna in je ni bilo
mogocˇe avtomatizirati.
Glavni cilj je tako popolna avtomatizacija celotnega postopka testiranja,
zato smo najprej stare teste preselili v nov projekt in razvili preprost upo-
rabniˇski vmesnik. Testom smo dodali primerjavo objektov, ki se izvaja v
rekurzivni funkciji s pomocˇjo refleksije. Produkt CIM za delovanje potre-
buje tudi pravilno nastavljeno konfiguracijsko datoteko, podatkovno bazo in
omrezˇna vrata, zato smo tudi te postopke avtomatizirali. Produkt za de-
lovanje potrebuje tudi sporocˇilne cˇakalne vrste (MSMQ), katere tvorimo ob
namestitvi testnega programa. Na koncu smo dodali sˇe mozˇnost vzpostavlja-
nja prvotnega stanja, tako da postopek za sabo ne pusˇcˇa sledi.
Program za testiranje je bil razvit s pomocˇjo programskega jezika C#,
avtomatizacija testiranja pa s pomocˇjo orodja Jenkins in orodja za daljinsko
upravljanje naprav PsExec. Z resˇitvijo smo razvijalce v podjetju razbremenili
in jim prihranili dragoceni cˇas, ki ga lahko sedaj namenijo razvoju.
Kljucˇne besede: testiranje, CIM, avtomatizacija, jenkins.

Abstract
Title: Automatization of integration testing for integration platform CIM
Author: Matevzˇ Bregar
The thesis defines a testing solution for the CIM software developed by GDB
d.o.o., which enhances electric energy distribution efficiency, communication
and control. The company already had a test program, but it was unsuitable
and it could not be automated.
Thus, the main goal is to fully automate the entire testing process. Ini-
tially, the tests are added to a new project with a simple user interface. We
added comparison of objects that is performed in a recursive function by
means of reflection. The product requires a properly configured configura-
tion file, database and network ports to function. Consequently, we have
automated all these processes. The product also requires message queues
(MSMQ), which must be generated when the test program is installed. Fi-
nally, we added the ability to rollback all the changes made by the tests, so
that it does not leave any traces.
The test program is developed using the C# programming language, the
automation of the tests was configured with Jenkins and PsExec remote
control tool. This has relieved the developers of the company and saved
them time they can now devote to development.




Programska oprema je povsod okoli nas, v nasˇih telefonih, racˇunalnikih, tele-
vizijah, avtomobilih in celo v pametnih urah. Od nje pricˇakujemo brezhibno
delovanje. Nekatere napake v kodi so ocˇitne in se odpravijo preprosto, druge
pa so skrite in jih v kodi na prvi pogled ne zaznamo. V skrajnih primerih je
lahko napaka v kodi za uporabnika celo smrtno nevarna. Zaradi teh razlo-
gov je testiranje programskih produktov in odkrivanje oziroma odpravljanje
napak tako zelo pomembno.
V podjetju GDB d.o.o. so zˇeleli avtomatizirati testni program, ki je na-
menjen testiranju njihovega osrednjega programskega produkta CIM. Naloga
testnega programa je posˇiljanje testnih sporocˇil na ta produkt. Testni pro-
gram ne ustreza vecˇ zahtevam, zato je nasˇ glavni cilj razvoj novega testnega
programa in njegova avtomatizacija na strezˇniku Jenkins. Program mora biti
pregleden, preprost za uporabo, njegovi testi pa morajo biti podrobni.
Zˇelja po avtomatizaciji se je pojavila zaradi cˇasovne zahtevnosti rocˇnega
izvajanja testov. Postopek testiranja njihovega produkta je namrecˇ vedno
enak, zato ga je mogocˇe avtomatizirati.
Diplomsko delo se deli na sˇtiri dele. Zaradi lazˇjega razumevanja glavnega
dela si bomo v prvem delu pogledali osnove vseh uporabljenih tehnologij
in orodij. Naslednji del vsebuje opis produkta CIM, nad katerim se testi
izvajajo. Tu bo kartko opisan tudi obstojecˇi testni program. Sledi glavni del,
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kjer je opisan problem, zastavljeni cilji in nasˇa predlagana resˇitev. Zadnji
del diplomskega dela opisuje primer delovanja nasˇe resˇitve.
Poglavje 2
Uporabljene tehnologije
Za lazˇje razumevanje diplomskega dela bomo v tem poglavju spoznali teh-
nologije, ki smo jih uporabili pri resˇevanju problema.
2.1 Programski jezik C#
C# je zelo popularen, objektno orientiran programski jezik, ki se je prvicˇ
pojavil okoli leta 2000 [6]. Razvila ga je skupina strokovnjakov pod vod-
stvom Andersa Hejlsberga v podjetju MS (Microsoft) v okviru razvoja .NET
ogrodja. Kasneje je bil uveljavljen kot standard s strani ECMA ter ISO [3].
Programski jezik C# se sˇe vedno nadgrajuje, trenutna razlicˇica pa je C# 7.3,
ki je bila skupaj s programskim okoljem Visual Studio 2017 verzije 15.7.2 iz-
dana leta 2018.
Jezik C# izvira iz programskih jezikov C in C++, po sintaksi pa je naj-
bolj podoben programskemu jeziku Java. Razvit je bi z namenom, da bi
zdruzˇil hitrost jezika C++ in preprostost uporabe jezika Visual Basic. Nje-
gove prednosti so, da je preprost za uporabo, splosˇno uporaben in objektno
orientiran. Njegovo upravljanje s pomnilnikom deluje na podlagi cˇistilnika
spomina (angl. garbage collector). Programski jezik C# je lahko prenosljiv
zaradi vmesnega jezika (angl. Common Intermediate Language - CIL), kar





Apache Subversion (SVN) je odprtokodni sistem za nadzor razlicˇic program-
ske kode [1]. Razvijalci orodje SVN uporabljajo za hranjenje trenutnih in
prejˇsnjih verzij datotek. Te datoteke so vecˇinoma programska koda in do-
kumentacija. Orodje deluje tako, da razvijalci v repozitorij nalozˇijo prvotno
verzijo datotek oziroma projekta. To jim v prihodnosti omogocˇa, da lahko do
teh datotek dostopa celotna ekipa razvijalcev. Razvijalci z datotekami upra-
vljajo, spremembe pa nalozˇijo v SVN, kjer ta datoteka dobi svojo sˇtevilko
verzije. V primeru napake lahko vedno dostopamo do prejˇsnje verzije te
datoteke. Orodje se upravlja predvsem preko ukazne vrstice z ukazi kot so
commit, revert, switch, checkout.
Zaradi lazˇjega upravljanja orodja SVN je bilo razvito orodje Tortoise-
SVN [21], ki se vgradi v Windows oziroma File Explorer [4]. To nam omogocˇa,
da s SVN upravljamo preko graficˇnega vmesnika. S tem celoten proces
olajˇsamo, saj je pri veliki kolicˇini datotek lahko upravljanje preko ukazne
vrstice zelo nepregledno. Graficˇni vmesnik orodja TortoiseSVN je prikazan
na sliki 2.1.
Slika 2.1: Primer uporabniˇskega vmesnika Tortoise SVN [20]
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2.3 Ogrodje Jenkins
Jenkins je odprtokodno ogrodje, oziroma strezˇnik, ki omogocˇa sprotno in-
tegracijo (angl. continuous integration) [5, 7]. Zgrajen je v programskem
jeziku Java. Uporablja se za avtomatizacijo sˇtevilnih opravil, predvsem pa
za avtomatizacijo ponavljajocˇih se opravil povezanih z izgradnjo, testiranjem
in izdajanjem programske opreme. Ena izmed prednosti Jenkinsa je njegova
popularnost in velika podpora skupnosti. Prav zato ima Jenkins na voljo
veliko razlicˇnih vticˇnikov. To razvijalcem omogocˇa, da si orodje nastavijo
oziroma prilagodijo svojim potrebam. V sklopu diplomskega dela nam je
najbolj sluzˇil vticˇnik Subversion [1] ter zmozˇnost poganjanja MS Windows
ukazov.
Jenkins je bil prvotno ustanovljen leta 2006 pod imenom Hudson, a se je
preimenoval po sporu s podjetjem Oracle. Oracle je trdil, da je Jenkins le
razlicˇica Hudsona, Jenkins pa obratno. Oracle je produkt Hudson razvijal
do leta 2017, potem pa razglasil, da je Hudson zastarel in priznal primat
Jenkinsu. Na sliki 2.2 je prikazan del uporabniˇskega vmesnika programske
opreme Jenkins.
Slika 2.2: Jenkins uporabniˇski vmesnik
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2.4 Strukturirani povprasˇevalni jezik SQL
Strukturirani povprasˇevalni jezik za delo s podatkovnimi bazami (angl. Struc-
tured Query Language - SQL) je najpogosteje uporabljen jezik za upra-
vljanje z relacijskimi podatkovnimi bazami [13]. Standardiziran je s strani
Ameriˇskega drzˇavnega insˇtituta za standarde (angl. American National Stan-
dards Institute - ANSI) [16, 2].
2.5 Sporocˇilne cˇakalne vrste MSMQ
Microsoftova implementacija sporocˇilne cˇakalne vrste (angl. Microsoft Mes-
sage Queuing - MSMQ) je bila izdana zˇe z operacijskim sistemom Windows
NT 4 ter Windows 95 [9]. Tehnologija MSMQ omogocˇa varno in stabilno
komunikacijo med aplikacijami, ki se ne izvajajo istocˇasno. Deluje preko he-
terogenih omrezˇij in sistemov, ki so lahko zacˇasno brez povezave. Cˇakalna
vrsta je zacˇasno mesto hranjenja, iz katerega lahko aplikacije oziroma na-
prave zanesljivo posˇiljajo ter prejemajo sporocˇila, kadar to dopusˇcˇajo pogoji.




Slika 2.3: Primer delovanja MSMQ
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2.6 Windows storitve
Windows storitve (angl. Windows Services) so kljucˇna komponenta operacij-
skega sistema MS Windows [22]. Omogocˇajo ustvarjanje in upravljanje dol-
gotrajnih procesov. Za razliko od obicˇajne programske opreme, ki jo zazˇene
uporabnik in deluje le takrat, ko je uporabnik prijavljen, se lahko Windows
storitve zazˇenejo brez posredovanja uporabnika, izvajajo pa se v ozadju sˇe
dolgo po njegovi odjavi. Ponavadi se storitve zazˇenejo ob zagonu naprave,
lahko pa jih upravljamo tudi rocˇno. Razvijalci lahko tvorijo MS Windows
storitve z razvijanjem aplikacij, ki se namestijo kot le-te. To je uporabno,
ko je glavni namen aplikacije, da deluje dolgo in brez motenj uporabnikov
sistema.
2.7 Omrezˇna vrata
Omrezˇna vrata (angl. port) v racˇunalniˇstvu definirajo vmesnik, skozi ka-
terega aplikacije posˇiljajo in prejemajo podatke [15]. Omrezˇna vrata so
za vsako kombinacijo protokola in naslova dolocˇena s 16-bitnim sˇtevilom.
Dolocˇene sˇtevilke vrat so rezervirane za tocˇno dolocˇene storitve. Sˇtevila
manjˇsa od 1024 tako dolocˇajo pogosto porabljene storitve (FTP, TELNET,
SSH, POP3, SMTP, HTTP, TCP, UDP, ...), viˇsje osˇtevilcˇena vrata pa so na
voljo za splosˇno uporabo aplikacij. [14]
2.8 Programska oprema PsExec
PsExec je Microsoftovo orodje, ki se poganja iz MS Windows ukazne vr-
stice [10]. Je enostaven nadomestek Telneta [18], ki nam omogocˇa izvajanje
procesov na oddaljenih sistemih. Omogocˇa nam tudi dostop do ukazne vr-
stice, brez da bi na ta sistem, namestili kakrsˇnokoli dodatno programsko
opremo. Telnet in drugi programi za daljinsko krmiljenje nam omogocˇajo
daljinsko upravljanje oddaljenih sistemov, vendar od nas zahtevajo, da na
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upravljan sistem namestimo programsko opremo, hkrati pa nastavitev oz.
konfiguracija le-te ni vedno preprosta.
Poglavje 3
Testirana programska oprema
Zaradi lazˇjega razumevanja bomo v tem poglavju spoznali glavne znacˇilnosti
produkta, nad katerim se izvajajo testi.
3.1 Standard CIM
Splosˇni informacijski model (angl. Common Information Model - CIM) je
standard, ki ga je razvila elektroenergetska industrija [19]. Uradno ga je
sprejela Mednarodna komisija za elektrotehniko (angl. International Elec-
trotechnical Commission - IEC) kot standard za prenos in distribucijo elek-
tricˇne energije. Razvit je bil z namenom, da bi programski opremi omogocˇil
izmenjavo informacij o konfiguraciji in stanju elektricˇnega omrezˇja.
3.2 CIM integracijska platforma
CIM integracijska platforma je programski produkt, ki ga je razvilo podjetje
GDB d.o.o. Implementira CIM standard, ki je opisan v podpoglavu 3.1.
Namenjen je izmenjavi in zbiranju podatkov o elektroenergetskem omrezˇju.
Produkt distributerjem elektricˇne energije omogocˇa vecˇjo ucˇinkovitost, boljˇso
komunikacijo ter ucˇinkovitejˇse vodenje. Na sliki 3.1 je prikazana shema CIM
integracijske platforme. Sestavljena je iz naslednjih komponent:
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• CIM integracijsko vodilo:
– MS Windows storitev CIM Broker,
– sistem cˇakalnih vrst (MSMQ),
– shema v relacijski podatkovni bazi,
• CIM Repository:
– MS Windows storitev CIM Repository,
– shema v relacijski podatkovni bazi.
Slika 3.1: Shema CIM integracijske platforme
3.2.1 CIM Integracijsko vodilo
Komponente CIM integracijskega vodila lahko vidimo na levi polovici slike 3.1.
Vodilo sestavljajo CIM Broker, njegova podatkovna baza ter sporocˇilni sis-
tem MSMQ.
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Temeljna komponenta CIM integracijskega vodila je CIM Broker, ki je
implementirana v obliki MS Windows storitve [22]. Komponenta CIM Broker
poleg prejemanja sporocˇil, implementira sˇe narocˇanje na sporocˇila, sistem
pravic, usmerjanje sporocˇil ter razposˇiljanje sporocˇil.
Broker v prvi fazi delovnega procesa prejema sporocˇila iz informacijskih
sistemov, ki so povezani na CIM integracijsko vodilo. Te shrani kot dogodek,
poizvedbo ali transakcijo. Iz vsebine sporocˇila nato izlusˇcˇi pomembni kriterij
za preverjanje pravic in narocˇanje ter ugotovi, cˇe ima sporocˇilo vsa potrebna
dovoljenja za obdelavo ter dolocˇi njegove narocˇnike. Sporocˇilo nato glede
na njegovo kategorijo bodisi nalozˇi v MSMQ cˇakalno vrsto ali pa ga posˇlje
neposredno narocˇnikom.
3.2.2 CIM Repository
CIM Repository je druga komponenta CIM integracijske platforme, ki je
ravno tako implementirana v obliki MS Windows storitve [22]. Repository
lahko vidimo na desni polovici slike 3.1. Naloga te komponente je zdruzˇevanje
podatkov iz razlicˇnih virov, torej iz informacijskih sistemov, ki so povezani
na CIM integracijsko vodilo. S ciljem optimizacije in poenostavitve delovnih
procesov hrani podatke v podatkovni bazi.
CIM Repository preko objavljenih spletnih storitev prejema zahteve za
izvedbo operacij nad podatkovno bazo in zagotavlja, da se operacije nad
podatkovno bazo izvajajo v pravilnem vrstnem redu ter da se pri tem ohrani
usklajenost podatkov. Repozitorij sicer ne hrani cˇisto vseh podatkov, ki se
pretakajo preko CIM integracijskega vodila, vseeno pa za hranjene podatke
kasneje prevzame vlogo referencˇne podatkovne baze (angl. Single Source of
Truth - SSOT).
3.3 Prvotna razlicˇica testnega programa
V podjetju GDB za namene testiranja CIM produkta uporabljajo program,
ki je bil razvit znotraj podjetja. Na sliki 3.2 je prikazan uporabniˇski vmesnik
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prvotne razlicˇice testnega programa. Program deluje tako, da na CIM inte-
gracijsko vodilo posˇilja simulacijo delovanja produkta. Testi so prestrezˇena
sporocˇila, ki se na CIM integracijsko vodilo posˇiljajo med dejanskim delo-
vanjem produkta. Sporocˇila so zapisana v formatu rdf [11], te pa testni
program prevede v objekte in jih nato posˇlje na produkt CIM. Testni pro-
gram sestavljajo naslednje komponente:
• nepregleden vmesnik:
– gumb za vsak posamezen test,
– slika oziroma indikator uspesˇnosti,
• sistem za prevajanje datotek iz rdf formata v objekte,
• sistem za posˇiljanje sporocˇil na CIM integracijsko platformo.
Slika 3.2: Uporabniˇski vmesnik prvotnega testnega programa
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3.3.1 Pomankljivosti prvotnega testnega programa
Prvotni testni program ne vsebuje primerjave objektov. Tako v primeru, ko
testiramo uvoz objektov v podatkovno bazo izvemo le, ali je bila izvedba
uvoza uspesˇna ali neuspesˇna. Pri tem ne izvemo, ali so bili objekti vne-
seni pravilno oziroma, cˇe se vneseni objekti popolnoma ujemajo s poslanimi
objekti.
V primeru, da se na produktu CIM implementira nova funkcionalnost,
prvotni testni program ne omogocˇa enostavnega dodajanja novih testov. Po-
trebno je posecˇi v kodo programa, ustvariti nov gumb in mu dodeliti svojo
rdf datoteko.
Glavna pomankljivost je ta, da obstojecˇi testni program ne omogocˇa av-
tomatizacije izvajanja testov, saj od uporabnika zahteva:
• postavitev podatkovnih baz za delovanje komponent CIM Broker in
CIM Repository,
• zagon komponent CIM Broker in CIM Repository,
• klik za zagon vsakega testa posebej,
• rocˇno brisanje podatkovne baze po koncˇanih testih.
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Poglavje 4
Razvoj nove razlicˇice testnega
programa
V tem poglavju bomo opisali postopek razvoja testnega programa, v katerem
smo implementirali zastavljene zahteve ter samo avtomatizacijo testov na
strezˇniku Jenkins. Hkrati pa bomo izpostavili nekaj vecˇjih preprek in njihovih
resˇitev.
4.1 Problemi in cilji
Rocˇno testiranje je lahko enolicˇen in mukotrpen postopek. Odlocˇitev za
nadgradnjo in avtomatizacijo je smiselna iz naslednjih razlogov:
• Povrsˇnost testiranja: zastarel testni program ne pregleduje pravil-
nosti rezultata, ampak le uspesˇnost.
• Cˇasovna potratnost: celoten postopek testiranja od uporabnika zah-
teva postavitev podatkovne baze ter nastavitev CIM Broker ter CIM
Repository produktov. Po koncˇanih testih pa je potrebno podatkovno
bazo sˇe izbrisati.
• Nepregleden uporabniˇski vmesnik: uporabniˇski vmesnik testnega
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programa je zelo nepregleden, saj vsebuje prevecˇ nepotrebnih elemen-
tov.
Zaradi opisanih razlogov smo si kot glavne cilje tega diplomskega dela,
zastavili naslednje zahteve oziroma cilje, ki jih v nadaljevanju podrobneje
opisujemo:
• Pregleden uporabniˇski vmesnik: enostaven za uporabo, pregleden
in brez odvecˇnih elementov.
• Dodano primerjanje objektov: primerjava objektov mora biti po-
drobna in natancˇna, saj se napake lahko pojavljajo kjerkoli.
• Samodejna postavitev testne podatkovne baze.
• Samodejno odpiranje omrezˇnih vrat.
• Samodejno zaganjanje testiranih projektov: samodejni zagon
projektov CIM Broker in CIM Repository.
• Vzpostavljanje zacˇetnega stanja: po koncˇanih testih mora testni
program za seboj pocˇistiti podatkovno bazo, odstraniti omrezˇna vrata
ter ustaviti projekta CIM Broker in CIM Repository.
• Avtomatizacija testov na Jenkins strezˇniku: postopek mora biti
povsem avtomatski in razvijalcem neviden.
• Istocˇasno delovanje testov in zadnje uspesˇne razlicˇice pro-
dukta: sˇe preden smo se odlocˇili za razvoj novega testnega programa
smo vedeli, da nasˇ cˇaka kar nekaj preprek. Testiranje produkta se bo
recimo izvajalo na isti napravi, kjer zadnja uspesˇna verzija tega pro-
dukta zˇe deluje. Produkt mora torej delovati neprekinjeno kar pomeni,
da se morata istocˇasno izvajati zadnja uspesˇna verzija in nova testirana
verzija produkta CIM.
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4.2 Uporabniˇski vmesnik in migracija testov
Prejˇsnji uporabniˇski vmesnik vsebuje nepotrebne elemente. Zˇe obstojecˇe
teste smo zato premaknili v nov, enostaven in pregleden uporabniˇski vmesnik.
Slika 4.1: Uporabniˇski vmesnik programa za testiranje
Uporabniˇski vmesnik, na sliki 4.1 je sestavljen iz treh spustnih menijev,
ki sluzˇijo za pregledno organizacijo orodij v skupine. Na sredini se nahaja
spustni seznam, kjer lahko uporabnik izbira med razlicˇnimi testi. Pod njim je
gumb, ki izvede izbrani test. Uspesˇnost izvedbe nam sporocˇi pojavno okno,
ki se pokazˇe po izvedbi testa oziroma ob pojavi napake. Na dnu se nahaja
statusna vrstica, ki nam na enolicˇen nacˇin sporocˇa stanje programa operacijo,
ki se trenutno izvaja. Zadnji element je gumb za rocˇni zagon avtomatskega
testiranja.
4.3 Primerjava objektov
Prejˇsnji testi so po izvedbi testa objekte v podatkovni bazi le presˇteli, kar pa
seveda ni dovolj. Napake se namrecˇ lahko pojavljajo tudi znotraj atributov
objekta. Zato je bilo potrebno dodatno delo: po vsakem testu je bilo treba
pridobiti potrebne objekte iz podatkovne baze ter jih primerjati s poslanimi
objekti. Na sliki 4.2 je prikazan eden izmed tovrstnih razredov in njegovi
atributi.
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Slika 4.2: Primer C# razreda
Spletna storitev za pridobitev vseh objektov iz podatkovne baze vracˇa
objekte v obliki drevesa. Poslani objekti so zapisani v obliki seznama, zato
smo drevesno strukturo pretvorili v slovar (angl. dictionary). Tega smo
se lotili z rekurzivno funkcijo, ki se s pomocˇjo refleksije [12] sprehodi po
objektih. Pri tem objekte zapisuje v slovar, katerega kljucˇ je identifikator
objekta, vrednost pa sam objekt.
Dictionary <string , object > slovarObjektov = new
Dictionary <string , object >();
Drevesna struktura je zapisana v podatkovnem tipu object, zato smo
morali vsak objekt prepisati v nov objekt pravega podatkovnega tipa. Na
sliki 4.3 je prikazana opisana rekurzivna funkcija, na kateri lahko vidimo
uporabo refleksije.
Ko imamo slovarja prejetih in poslanih objektov, se v zanki sprehodimo
cˇez objekte ter jih primerjamo. Z uporabo refleksije v dva seznama preberemo
vsa polja poslanega ter prejetega objekta, nato pa izvedemo primerjavo polj.
Cˇe se polja ne ujemajo, se sporocˇi napaka.
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Slika 4.3: Rekurzivna funkcija, ki pretvarja drevesno strukturo v slovar objek-
tov
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Pri tem je nekaj zapletov. Prejeti objekti vsebujejo vse relacije, medtem
ko poslani objekti vsebujejo le relacije, ki kazˇejo v globino. Na sliki 4.2 vi-
dimo, da se razred imenuje Substation in deduje po nadrazredu EquipmentC-
ontainer. Poslan objekt v tem primeru med svojimi atributi ne bi vsebo-
val povezave na razrede, ki so njegov nadrazred (angl. superclass) [6]. V
primeru s slike 4.2 to pomeni, da poslan objekt ne bi vseboval relacije na
atribut Region, ker je razred SubGeographicalRegion nadrazred razreda
Substation. V takem primeru bi pri primerjavi atributov Region prejeli
napako, saj ga prejeti objekti vsebujejo, poslani pa ima vrednost null.
Resˇitev je, da na zacˇetku primerjave preverimo, ali polje vsebuje relacijo,
ki kazˇe na nadrazred. V tem primeru se polje ignorira.
4.4 Avtomatizacija upravljanja z podatkovno
bazo
Da bi dosegli popolno avtomatizacijo testov, smo avtomatizirali zagon zˇe
obstojecˇega programa, ki sluzˇi za kreiranje Repository sheme v podatkovni
bazi. Po nadgradnji smo v testnem programu napisali razred, ki sluzˇi za
upravljanje s podatkovno bazo. Na sliki 4.4 so prikazane metode, ki imple-
mentirajo funkcionalnosti tega razreda:
• zagon programa za tvorbo podatkovnih baz,
• metoda za izvrsˇevanje SQL stavkov,
• testiranje povezave na bazo,
• vnos podatkov v Broker podatkovno shemo,
• brisanje Repository in Broker podatkovne sheme.
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Slika 4.4: Skrcˇene funkcije v razredu za upravljanje s podatkovno bazo
4.4.1 Nadgradnja programa za tvorjenje podatkovnih
shem
Program smo morali najprej nadgraditi, saj se je uporabljal le za kreiranje
Repository sheme, za potrebe testiranja pa je potrebna tudi Broker podat-
kovna shema. Nadgradnje smo se lotili z implementacijo novega argumenta, s
katerim programu povemo, katero podatkovno shemo zˇelimo ustvariti. Tako
nismo zmotili zˇe delujocˇega postopka za tvorbo Repository sheme.
Za vsako tabelo v podatkovni shemi Broker smo napisali svojo datoteko,
ki vsebuje SQL stavek za tvorbo tabele. Primer kode za tvorbo tabele je na
sliki 4.5. V konfiguracijski datoteki smo nato definirali ustrezno zaporedje
tvorjenja tabel. Zaporedje je pomembno, ker nekatere tabele vsebujejo tuje
kljucˇe, ki morajo biti pred tem definirani v zˇe tvorjenih tabelah.
Slika 4.5: Primer SQL stavka za kreiranje tabele
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4.5 Avtomatizacija zaganjanja CIM Broker in
CIM Repository
V programu za testiranje smo na dva razlicˇna nacˇina implementirali zagon
komponent CIM Broker in CIM Repository.
Prvi nacˇin je zagon izvrsˇljive datoteke exe, ki je namenjen rocˇnemu te-
stiranju. Tako lahko uporabnik spremlja tudi povratne informacije, ki se
izpisujejo v ukazni vrstici.
Drugi nacˇin pa je zagon programov v obliki MS Windows storitev. Im-
plementirali smo ga za uporabo avtomatskega testiranja v ozadju.
4.5.1 Poseganje v konfiguracijske datoteke
CIM Broker in CIM Repository imata vsak svojo konfiguracijsko datoteko, v
kateri so definirane nastavitve. Te nastavitve med drugim dolocˇajo omrezˇna
vrata za zagon storitev, naslov strezˇnika za sporocˇilne vrste ter ime podat-
kovne baze.
V prvem koraku si prvotni konfiguracijski datoteki zapomnimo z name-
nom, da ju lahko kasneje obnovimo. Ime podatkovne baze nato spremenimo
s pomocˇjo knjizˇnice System.Configuration [17]. Manjˇsi problem se je po-
javil pri spreminjaju sˇtevilk omrezˇnih vrat, saj omrezˇna vrata niso definirana
kot nastavitev, temvecˇ so vkljucˇena v naslovu spletne storitve.
Problem smo obsˇli z uporabo regularnih izrazov. Naslov spletne storitve
je definiran v formatu ime:sˇtevilka. Napisali smo regularni izraz, ki najde
vse pojavitve znaka :, kateremu sledijo sˇtevilke od 0 do 9, na koncu pa sˇe
znak /. Vsem pojavitvam smo nato zamenjali sˇtevilke z uporabo funkcije
Replace.
4.6 Odpiranje omrezˇnih vrat
Da bi program za izvajanje testov deloval brez motenja zˇe delujocˇega procesa,
smo morali odpreti nova omrezˇna vrata, preko katerih se bosta CIM Broker
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in CIM Repository sporazumevala. To smo naredili s pomocˇjo C# knjizˇnice
Microsoft.Web.Administration [8].
4.7 Vzpostavljanje prvotnega stanja
V orodno vrstico programa smo dodali sˇe gumb po imenu Cleanup All, ki
izvede naslednje korake:
• ustavi projekta CIM Broker ter CIM Repository,
• izbriˇse testne podatkovne sheme,
• izbriˇse testna omrezˇna vrata ter
• obnovi konfiguracijske datoteke.
4.8 Avtomatizacija celotnega procesa na Jen-
kins strezˇniku
Zadnji korak je bila avtomatizacija celotnega procesa na strezˇniku Jenkins.
Na sliki 4.6 so prikazani vsi projekti, ki so v sklopu diplomskega dela. To so
projekti GDB.CIM.RepositoryNEDO - Deploy, GDB.CIM.BrokerNEDO - Dep-
loy in vsi njihovi podprojekti, ki so zˇe predhodno obstojecˇi. Sluzˇijo za
izgradnjo produktov CIM Broker in CIM Repository. Projekta ITests -
deploy and run ter ITests pa sta ustvarjena znotraj diplomskega dela, zato
ju bomo v nadaljevanju tega dela opisali.
24 Matevzˇ Bregar
ITests - deploy and run
ITests GDB.CIM.RepositoryNEDO - Deploy GDB.CIM.Broker.NEDO - Deploy
GDB.CIM.Repository.EMB GDB.CIM.Broker.EMB
Podprojekti CIM Repository Podprojekti CIM Broker
Slika 4.6: Odvisnosti projektov na Jenkins strezˇniku
4.8.1 Jenkins projekt ITests
Za zacˇetek smo program za testiranje nalozˇili na SVN ter na strezˇniku Jenkins
ustvarili nov zavihek po imenu Integration Tests. Ta je namenjen Jenkins
projektom, ki so povezani s programom za testiranje. V tem zavihku smo
ustvarili nov projekt po imenu ITests ter ga s pomocˇjo Jenkins vticˇnika
povezali s projektom, ki smo ga predhodno nalozˇili na SVN. Tako smo dosegli,
da se ob vsaki spremembi (na strezˇniku SVN v tem projektu) Jenkins projekt
ponovno zgradi. Na sliki 4.7 vidimo oba novo ustvarjena projekta.
Slika 4.7: Novi projekti na strezˇniku Jenkins
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4.8.2 Jenkins projekt ITests - deploy and run
Zatem smo ustvarili nov projekt in ga poimenovali ITests - deploy and
run. Projekt smo povezali s predhodno ustvarjenim projektom ITests ter zˇe
prej obstojecˇima projektoma GDB.CIM.Repository.NEDO - Deploy in GDB.-
CIM.Broker.NEDO - Deploy. Povezali smo jih tako, da gradnja katerega koli
izmed treh povezanih projektov sprozˇi gradnjo projekta ITests - deploy
and run.
Na sliki 4.6 je prikazana odvisnost med projekti. Gradnja katerega koli
projekta sprozˇi gradnjo vseh projektov nad sabo. Po gradnji projekta ITests
- deploy and run se izvedejo naslednji koraki:
• namestitev projekta ITests na napravo,
• zagon testov z uporabo programa PsExec,
• sporocˇanje rezultata ter
• (v odvisnosti od rezultata) se na napravo namesti najnovejˇsa razlicˇica
produkta.
Slika 4.8: Ukazi za ustavitev in pogon MS Windows storitve na oddaljeni
napravi
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4.8.3 Izvrsˇevanje ukazov na oddaljeni napravi
Projekta CIM Broker in CIM Repository se ne izvajata na isti napravi kot
deluje strezˇnik Jenkins, zato je bilo potrebno najti nacˇin, kako na oddaljeni
napravi upravljati z ukazno vrstico. Tezˇavo smo odpravili s pomocˇjo pro-
grama PsExec.
Projekta CIM Broker ter CIM Repository delujeta kot MS Windows sto-
ritev. Cˇe ju zˇelimo nadgraditi na zadnjo razlicˇico, je storitvi potrebno uga-
sniti, saj med delovanjem njihovih datotek ni mogocˇe spreminjati. Cˇe se
testi izvedejo uspesˇno, z uporabo programa PsExec in ukazom net Stop
ime storitve, storitve zelo preprosto ustavimo (kot je to prikazano na sliki
4.8). Sledi prepis najnovejˇse verzije projektov, ki se izvaja z ukazom RoboCopy.
Po uspesˇnem posodabljanju datotek storitve znova zazˇenemo in s tem je nad-
gradnja produkta na zadnjo razlicˇico uspesˇna.
Poglavje 5
Prikaz delovanja
V tem poglavju je opisano delovanje in namestitev resˇitve.
5.1 Konfiguracija naprave
Cˇe zˇelimo na napravi vzpostaviti avtomatsko testiranje, jo moramo najprej
konfigurirati. Oba konfiguracijska koraka bomo opisali v nadaljevanju.
5.1.1 Sporocˇilne vrste
Na napravi moramo odpreti nove sporocˇilne vrste s tocˇno dolocˇenim forma-
tom imena. Format imena je naslednji: ime naprave1Broker ter ime naprav-
e1Repository. Na sliki 5.1 vidimo primer dodajanja nove sporocˇilne vrste.
V primeru, da je ime nasˇe naprave testDEV, bi imena sporocˇilnih vrst morala
biti poimenovana testDEV1Broker ter testDEV1Repository. Novo ustvar-
jenim sporocˇilnim vrstam moramo oznacˇiti okence Transactional ter vsem
uporabnikom dodeliti pravice za upravljanje.
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Slika 5.1: Primer dodajanja nove sporocˇilne vrste
5.1.2 Konfiguracijska datoteka programa za testiranje
Po prvi namestitvi programa za testiranje je potrebno nastaviti konfiguracij-
sko datoteko. Spremeniti je potrebno nastavitve, ki so prikazane na sliki 5.2.
Te so naslednje:
• pot do CIM Broker izvrsˇljive datoteke,
• pot do CIM Repository izvrsˇljive datoteke,
• pot do CIM Broker izvrsˇljive datoteke v obliki MS Windows storitve,
• pot do CIM Repository izvrsˇljive datoteke v obliki MS Windows sto-
ritve,
• pot do programa za tvorbo podatkovnih shem,
• pot do testnih datotek,
• pot do imenika za belezˇenje,
• uporabniˇsko ime,
• uporabniˇsko geslo ter
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• naslov spletne storitve CIM Broker.
Slika 5.2: Del konfiguracijske datoteke programa za testiranje
5.2 Primer delovanja in potek
S tem je testni program pripravljen za uporabo. Ta bi tako potekala natanko
takole:
1. Sprememba na SVN: Razvijalec na enem izmed povezanih projektov
objavi spremembo.
2. Gradnja projektov na Jenkinsu: Na Jenkins strezˇniku se verizˇno
zgradijo projekti kot je prikazano na sliki 4.6. Cˇe je gradnja vseh pro-
jektov uspesˇna, se na testno napravo namestijo zadnje verzije projektov
CIM Broker, CIM Repository in ITests. Cˇe gradnja kateregakoli iz-
med povezanih objektov ni uspesˇna, se tukaj proces koncˇa, Jenkins pa
objavi napako.
3. Zagon programa ITests: Ker na testni napravi delujejo zadnje de-
lujocˇe razlicˇice produktov CIM Broker in CIM Repository, pridejo do
izraza naslednje funkcionalnosti:
• ustvarijo se podatkovne sheme (podpoglavje 4.4),
• odprejo se omrezˇna vrata (podpoglavje 4.6),
• spremenijo se konfiguracijske datoteke projektov CIM Broker in
CIM Repository (razdelek 4.5.1),
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• zazˇenejo se testne MS Windows storitve CIM Broker in CIM Repo-
sitory, medtem ko zadnja uspesˇna verzija sˇe vedno deluje in jo
razvijalci lahko klicˇejo (podpoglavje 4.5).
S tem postopkom dosezˇemo, da se lahko testiranje zadnje razlicˇice iz-
vaja locˇeno od delovanja zadnje delujocˇe razlicˇice produkta CIM. Po
izvedbi teh korakov se izvedejo testi. Ko se testiranje zakljucˇi, se sledi
programa ITests pocˇistijo, kot je to opisano v poglavju 4.7.
4. Nadgradnja produkta: Cˇe so bili testi neuspesˇni, se ta korak izpusti,
v nasprotem primeru pa se izvedejo naslednji koraki:
• ustavijo se glavne MS Windows storitve CIM Broker in CIM Repo-
sitory z uporabo programa PsExec,
• z uporabo ukaza RoboCopy nova verzija prepiˇse staro verzijo pro-
dukta,
• ponovno se zazˇenejo glavne MS Windows storitve CIM Broker in
CIM Repository z uporabo programa PsExec.
5. Sporocˇanje rezultata na strezˇniku Jenkins: Na Jenkinsu lahko
razberemo le, ali so bili testi uspesˇni oziroma neuspesˇni. V primeru, da
so bili testi neuspesˇni, moramo za vecˇ informacij pogledati v datoteke
za belezˇenje stanja, ki jih ustvarijo CIM Broker in CIM Repository.
Poglavje 6
Zakljucˇek
V sklopu diplomskega dela smo izpolnili vse zastavljene cilje. Naredili smo
nov uporabniˇski vmesnik, ki je pregleden in preprost za uporabo. Novi testni
program je lazˇje razsˇirljiv. Cˇe zˇelimo dodati nov test, poseganje v kodo ni
vecˇ potrebno.
Testnemu programu smo dodali primerjavo objektov, tako so sedaj testi
veliko bolj podrobni. Programu smo dodali zmozˇnost avtomatskega ustvarja-
nja podatkovne baze, zaganjanja projektov CIM Broker in CIM repository,
odpiranja novih omrezˇnih vrat ter cˇiˇscˇenje sledi za seboj. Razvoj vseh teh
novih zmozˇnosti nam je omogocˇil, da smo postopek testiranja uspeli povsem
avtomatizirati, kar je bil nasˇ glavni cilj.
Cˇas testiranja smo drasticˇno skrajˇsali, cˇe uposˇtevamo, da je prej razvijalec
moral rocˇno ustvariti podatkovno bazo in konfigurirati projekta CIM Broker
ter CIM Repository, po koncˇanih testih pa sˇe rocˇno izbrisati podatkovno
bazo. Razvijalce smo s tem razbremeninli tega enolicˇnega postopka. Celoten
postopek se izvede v priblizˇno desetih minutah, pred avtomatizacijo pa je
razvijalec lahko porabil tudi cel dan.
V podjetju GDB d.o.o. opisani testni program zˇe uporabljajo za testiranje
svojega CIM produkta, ki je podrobneje opisan v poglavju 3. Razvijalci v
podjetju sedaj ne zapravljajo cˇasa z dolgotrajnim in mukotrpnim postopkom
rocˇnega testiranja. Tako jim ostane vecˇ cˇasa, ki ga lahko vlozˇijo v razvoj
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programske opreme. Pred avtomatizacijo testnega postopka, so produkt CIM
rocˇno testirali le preden so ga namestili na produkcijski strezˇnik stranke.
Sedaj pa se testi samodejno izvajajo tudi do vecˇkrat na dan, za vsako manjˇso
spremembo.
Mozˇnosti za nadgradnje in izboljˇsave je veliko, vendar bi zaradi pre-
obsezˇnosti izpostavili le nekaj bolj pomembnih:
• razvoj vecˇ bolj podrobnih, manjˇsih testov,
• selitev testov na napravo, ki bi bila namenjena izkljucˇno testiranju,
• razvoj prilagodljivega uporabniˇskega vmesnika,
• razvoj boljˇsega sistema za prikazovanje razultatov testiranja, saj so
rezultati trenutno vidni le na napravi, kjer so se testi izvedli,
• razvoj posebnega testnega sporocˇila, ki bi vseboval manj objektov in s
tem pohitril izvajanje testov, saj je v trenutno prestrezˇenem sporocˇilu
preko dvesto petdeset tisocˇ objektov.
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