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En esta tesis se presenta una adaptación de Proscene, libreŕıa del lenguaje de gráficos Pro-
cessing basado en Java, a los motores de gráficos para la web Processing.js y p5.js basados
en WebGL y JavaScript. La adaptación se realizó utilizando una metodoloǵıa desarrollada
en esta tesis, para adaptar libreŕıas de Processing a JavaScript. Se revisan diversos métodos
para hacer adaptaciones a la web. En esta tesis se propone crear una arquitectura que será
compilada de Java a Javascript usando la tecnoloǵıa Google Web Toolkit, evitando modi-
ficar la libreŕıa del usuario y haciendo su mantenimiento simple. La arquitectura tiene tres
capas: la libreŕıa del usuario, una capa que simula el comportamiento de Processing y una
para utilizar la libreŕıa en la web. Se presentan varias libreŕıas y ejemplos adaptados a la
web, además de una herramienta de interfaz gráfica de usuario para realizar adaptaciones
automáticamente.
Palabras clave: WebGL, ProScene, HTML5, GWT, JavaScript, Java, Adaptación,
Gráficos 3D, Web .
Abstract
Within this thesis a port of Proscene, a library for Processing graphics language based
on Java to the graphics engines for the web processing.js and p5.js based on WebGL and
JavaScript is presented. The port has been done using a methodology developed in this the-
sis, for the adaptations of libraries done by users for Processing. Various methods to make
adaptations to the web are reviewed. In this approach, it is propose to create a architecture
that is compiled to JavaScript, using Google Web Toolkit technology, in order to maintain
the user library without modifications and making the maintenance of library simple. The
architecture has three-tiers: the user library, a layer that simulates the Processing behavior
and a layer to use the user library in the web. It is presented several libraries and examples
adapted to the web, also a graphical user interface tool to make automatic adaptions.
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3. Caṕıtulo 2 Implementación 14
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1. Introducción
1.1. Control de cámara y gráficos en la web
La Web actual permite a usuarios corrientes crear y compartir cualquier tipo de contenido,
incluyendo multimedia, lo que ha creado la necesidad de crear y compartir fácilmente gráficos
interactivos 2d y 3d.
Tanto en la fotograf́ıa como en el cine, la cámara es fundamental para trasmitir información
al espectador; [5] sin embargo este último no suele fijarse en ella, ni en donde esta puesta o
como se mueve para producir diferentes sensaciones.
El control de la cámara es requerido en casi todas las aplicaciones interactivas en 3D y es
vital para la experiencia de usuario. En computación gráfica, la preocupación más común es
lograr realismo y el rendimiento para aplicaciones como animación, simulación, v́ıdeo juegos,
mundos virtuales o visualización de datos. Debe darse realismo también en el control de la
cámara, movimientos realistas sin limitaciones para la perspectiva o el punto de vista del
espectador.
Se han desarrollado tecnoloǵıas de gráficos y multimedia para los navegadores web como:
Adobe Flash [1], uno de los más populares plugins de la web debido a que permite crear casi
cualquier tipo de contenido multimedia. Actualmente Adobe ofrece Stage3D [15] , una serie
de herramientas para realizar gráficos 3D.
El grupo Khronos [17] ha desarrollado el estándar WebGL para realizar gráficos 3d en las
páginas web sin necesidad de plugins. WebGL utiliza JavaScript y la implementación OpenGl
ES para crear gráficos 3D en el elemento HTML5 Canvas.
1.2. Processing y Proscene
Processing [24] es un lenguaje y entorno de programación de código abierto basado en Java,
sirve para la creación de imágenes, animaciones y gráficos interactivos denominados sketckes ;
está orientado a diseñadores, artistas digitales, estudiantes e investigadores. Buena parte de
la funcionalidad del lenguaje es extendida mediante libreŕıas contribuidas por miembros de
la comunidad.
Processing.js [25] es una adaptación de Processing en JavaScript para la web, utiliza el
elemento HTML5 canvas y WebGL para crear gráficos 3D. Existe también una nueva im-
plementación oficial de Processing para la web llamada p5.js [18].
1.3 Adaptaciones de libreŕıas a la Web 3
Proscene [4] es una libreŕıa en Java para Processing que permite el manejo de cámara y
creación de escenas 2D/3D. Con Proscene se pueden crear frames interactivos, sistemas de
coordenadas y se adapta a diversos dispositivos de interacción humana; además de mane-
jar varios modos de cámara intercambiables fácilmente, tiene una opción para la selección
de objetos y un framework de animación. Proscene ha sido desarrollado para Processing
pero ha sido diseñado con el propósito de ser desacoplado del motor gráfico para permitir
implementaciones en otros ambientes como las plataformas móviles.
1.3. Adaptaciones de libreŕıas a la Web
Dada la importancia de poder migrar y crear sketckes de gráficos para la web, se han hecho
adaptaciones de algunas libreŕıas de Processing a la web, a continuación se revisan diversas
tecnoloǵıas y métodos.
1.3.1. Processing 2.0 Modo Javascript
En Processing 2.0 es posible ejecutar un sketch en un navegador web con el MODO JA-
VASCRIPT [29]; este modo utiliza la función parseProcessing de Processing.js. El modo
JavaScript puede adaptar a la web sketches simples; pero no puede realizar la adaptación de
libreŕıas grandes o complejas.
1.3.2. Adaptación manual
El método manual consiste en tomar el algoritmo del sketch y escribirlo en JavaScript desde
cero. Para portar una libreŕıa por este método se requiere un desarrollo nuevo imitando
la libreŕıa original en Java; esto implica que se deben tener conocimientos avanzados en
programación orientada a objetos para JavaScript.
A continuación se presentan dos libreŕıas de Processing adaptadas manualmente:
Toxiclibs.js [28].Esta es una libreŕıa dirigida al diseño por computadora. La implementa-
ción en JavaScript de Toxiclibs se desarrolló desde cero y manualmente utilizando la
estructura de paquetes, las firmas de los métodos y el código de la libreŕıa original.
Si se compara por ejemplo la clase MathUtils.java de la libreŕıa original y el script
mathUtils.js de la libreŕıa portada, se ve como mantienen métodos similares ( en casi
el mismo orden) pero con implementaciones propias de cada lenguaje.
Traer Physics [20]. Esta libreŕıa contiene utilidades para f́ısica. Los pasos que se siguieron
para realizar la adaptación fueron los siguientes : se copió y pego todo el código original
de la libreŕıa en Java a un archivo .pde de Processing; se renombraron las variables
de cada clase para que no se llamaran igual que los métodos de la clase; se comentó
los import java.util.* y se utilizó la implementación de ArrayList de Processing.js; por
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último se corre el .pde portado junto con el sketch del usuario en una página web con
Processing.js.
En general la limitación de ambas metodoloǵıas consiste en que es necesario abrir un fork
1 en JavaScript para realizar la adaptación; lo que afecta el mantenimiento o limita a que
estas libreŕıas puedan adaptarse a otros tipos de plataformas.
1.4. Definición del Problema
Dado avance de las tecnoloǵıas de hardware y software, se pueden crear gráficos por compu-
tadora muy detallados con equipos corrientes [5]. También se puede interactuar con entornos
virtuales de manera más realista gracias a giroscopios, pantallas táctiles, acelerómetros o
detección de movimiento. Las herramientas para crear gráficos en el futuro deben realizarse
pensando en todos estos dispositivos de interacción.
Entonces, dada la importancia de crear aplicaciones 3d en tiempo real e interactuar con
ellas, esta tesis presenta una herramienta dirigida a usuarios comunes; que les permita crear
escenas y gráficos 3d fácilmente, oculte la complejidad y cree aplicaciones optimizadas para
la web; además que estos sketches debeŕıan de compatibles con las tecnoloǵıas de gráficos
3d para otras plataformas como móviles o aplicaciones de escritorio en diversos dispositivos.
El objetivo de esta tesis es adaptar la robusta libreŕıa Proscene de control de cámara y
gráficos 3d escrita en Java para aplicaciones de escritorio a la Web, utilizando WebGL y
JavaScript. La adaptación debe permitir la interacción del mouse y el teclado.
Esta adaptación a la web debe realizarse modificando lo menos posible el código fuente
original de Proscene, para que los sketckes del usuario sean lo más parecido posible en la
web, el escritorio o las aplicaciones móviles.
Esta tesis desarrolla una metodoloǵıa para adaptar (también denominado port ) libreŕıas
gráficas de Java a JavaScript, presentada en este art́ıculo [7], producto de esta tesis.
1.5. Organización de la tesis
Este documento se estructura aśı:
Caṕıtulo 1 Se presenta la metodoloǵıa y arquitectura que se usara para la adaptación a
Javascript
Caṕıtulo 2 Presenta la implementación de la metodoloǵıa propuesta para hacer la adapta-
ción usando Processing.js
Caṕıtulo 3 Se explica detalladamente cada capa de la arquitectura propuesta.
1Rama independiente de un desarrollo de software
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Caṕıtulo 4 Se muestra, analiza y se discuten los diferentes ejemplos, pruebas de concepto y
resultados migrados a JavaScript.
Conclusiones y recomendaciones Finalmente se presentan las conclusiones, recomendacio-
nes y trabajo futuro de Proscene.js y de la metodoloǵıa expuesta.
2. Caṕıtulo 1 Metodoloǵıa propuesta
2.1. Solución propuesta
El problema que se desea solucionar es adaptar una libreŕıa de Processing a la web, esto
implica tener en cuenta los siguientes aspectos:
La principal dificultad son las caracteŕısticas propias del lenguaje Java que no existen
o son muy dif́ıciles de realizar en JavaScript como: programación orientada objetos
(clases, herencia, overrride, interfaces, polimorfismo) , reflection, etc. Los desarrolla-
dores de Processing.js [21] aclaran que JavaScript no es Java y aunque Processing.js
es compatible con Processing, habrá sketches que no se podrán adaptar, aśı mismo
afirman que las libreŕıas escritas para Processing muy probablemente no funcionaran
para Processing.js.
Processing es una libreŕıa gráfica que utiliza OpenGL [24] y sus matrices principales
modelView y projection. Estas matrices son en realidad arreglos lineales que se consul-
tan en un orden (row-major order o column-major order ). Se debe tener en cuenta
este orden y manejo de arreglos. Los motores de gráficos de Proscene y Processing.js
manejan row-major order.
1.
Processing utiliza eventos Java nativos del ambiente de escritorio para el manejo del
mouse y el teclado; será requerido adaptar las libreŕıas y cambiar estos eventos por
unos nativos de la web utilizando JavaScript.
Las libreŕıas de Processing hacen uso de sus clases principales PApplet.java y PGrap-
hics3D.java; estás clases son utilizadas para dibujar el sketch y realizar llamadas al
contexto gráfico de Processing: OpenGL. En el caso de la adaptación a la web, se de-
be poder realizar llamadas a Processing.js con una APi similar al de Papplet.java y
PGraphics3D.java para que el sketch no se afecte.
En esta tesis se desea adaptar Proscene a la web; pero la solución intuitiva de desarrollar una
libreŕıa de tan alta complejidad desde cero para Processing.jS en JavaScript con unos métodos
1row-major order y column-major order, describen los métodos para organi-
zar una matriz multidimensional en un almacenamiento lineal como un arreglo.
https://www.opengl.org/archives/resources/faq/technical/transformations.htm
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muy parecidos a los de Proscene en java, implicaŕıa un gran esfuerzo en el mantenimiento
de la libreŕıa, dado que Proscene sigue en desarrollo.
Por esto, esta tesis desarrolla una metodoloǵıa para poder adaptar libreŕıas de Processing a
la web, evitando en la medida de lo posible modificar el código fuente original y sin requerir
abrir una rama nueva de desarrollo. La metodoloǵıa hace énfasis en adaptar libreŕıas de alta
complejidad cuya migración manual tomaŕıa demasiado esfuerzo.
Esta metodoloǵıa ha sido presentada en el art́ıculo [7], producto del desarrollo de esta tesis.
La metodoloǵıa consiste en utilizar la tecnoloǵıa Google Web Toolkit(GWT) [14], que es un
framework para aplicaciones web, en donde la aplicación es escrita en java y luego compilada
a JavaScript de manera trasparente siempre y cuando el código java que se vaya a compilar,








El desarrollo se hace en Java y se puede integrar con JavaScript, es posible compartir objetos
entre Java y JavaScript aśı como realizar llamados de JavaScript desde Java y viceversa. Al
final, GWT compila el código Java a JavaScript y la integración entre lo que era el código
Java y Javascript es trasparente.
Como se revisó anteriormente, es requerido manejar eventos de JavaScript y realizar llamadas
a Processing.js, además las libreŕıas utilizan muchas clases de Processing que no se encuentran
en el JRE ER.
En la figura 2-1 se muestra un diagrama de componentes de la adaptación, en la parte
superior se puede visualizar como funciona un sketch en el ambiente del escritorio. El sketch
se ejecuta en el escritorio utilizando la clase PApplet.java de Processing, también utilizara el
código de la libreŕıa (Proscene para el caso de esta adaptación). A su vez la libreŕıa ejecutará
los métodos que el sketch requiera, pero también utilizará métodos de la clase PApplet.java.
En la parte de abajo de la figura 2-1 se muestra como quedara funcionando el mismo
sketch ahora en Javascript (denominado sketch.js ), sketch.js utiliza el contexto gráfico de
Processing.js en lugar de Processing y utiliza Libreŕıa.js (la libreŕıa portada a JavaScript, en
el caso de la adaptación Proscene.js) en lugar de la Libreŕıa en Java. Libreŕıa.js debe ofrecer
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Figura 2-1.: Adaptación de una libreŕıa de Processing
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los mismos métodos que la libreŕıa en Java y realizar llamadas a Processing.js en lugar de
Processing
La metodoloǵıa propone una arquitectura en capas para evitar modificar el código fuente
de la libreŕıa original en Java. Estas capas tendrán una parte Java y otra Javascript; las
capas se colocarán alrededor de la libreŕıa original en Java y cumplirán las funcionalidades
que sean requeridas en JavaScript; es decir que serán un puente entre la libreŕıa original en
Java y los componentes en JavaScript( sketch.js , Processing.js) . Las capas y la libreŕıa se
traducirán de Java a JavaScript automáticamente utilizando el compilador de GWT, esto
implicará que la libreŕıa estará limitada a usar las clases del lenguaje Java definidas en JRE
ER.
La adaptación debe cumplir estos dos objetivos:
1. La libreŕıa portada a JavaScript debe tener una estructura muy similar o idéntica a la
de la libreŕıa en Java que permita usar los sketches de manera transparente.
2. La libreŕıa portada a JavaScript debe poder realizar los mismos llamados a Proces-
sing.js que a la libreŕıa original en Java a Processing.
2.1.1. Arquitectura de la metodoloǵıa
La arquitectura propuesta consta de tres capas y debe cumplir con los dos objetivos de la
adaptación; las capas son:
Core El código fuente de la libreŕıa original en Java; debe cumplir con las restricciones
de GWT para compilar y permitir la interacción con los componentes JavaScript (
Procesing.js,sketch.js ) .
Facade Esta capa es realmente un wrapper 2 que pública la capa Core en un objeto JavaS-
cript. Esta capa Facade presenta la misma interfaz de la libreŕıa original y recibirá los
comandos del usuario y eventos JavaScript para ser procesados por la Capa Core, es
decir cumple el objetivo 1.
Back Esta capa tiene clases Stub 3 que simularan el comportamiento de Processing y en reali-
dad llamarán en su lugar a Processing.js; a diferencia de la capa Facade, la capa Back
no pretende encapsular un objeto, sino sustituirlo. ProScene requiere de Processing
para funcionar; para que ProScene emplee Processing.js en lugar de Processing, seŕıa
necesario modificar ProScene; para evitar esto la capa Back utilizara estas clases Stub
que simularan ser las clases principales de Processing (PApplet.java, PGraphics.java
2Empleando la terminoloǵıa del patrón Adapter, el objeto adapter o también wrapper, encapsula la funcio-
nalidad de un objeto para presentarlo con otra interfaz . Ver patrón Adapter [11]
3Empleando la terminoloǵıa Java RMI, un método o clase stub, es una pieza de código que simula la
funcionalidad de otra funcionalidad. Ver patrón Proxy [11]
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) repitiendo su nombre, estructura de paquetes , métodos y atributos; aśı ProScene
utilizara Processing.js en lugar de Processing cumpliendo el objetivo 2.
Esta arquitectura propuesta se ve en la Figura 2-2, alĺı se ve como las capas están distri-
buidas entre el ambiente web con JavaScript y el ambiente de escritorio con Java; las capas
Facade y Back se comunican en Java con la capa Core y se comunican en JavaScript con los
componentes web ( sketch.js, Processing.js). Luego de compilar todo con GWT y ejecutar la
adaptación en un navegador, la capa Core ahora en JavaScript, se comunicará en JavaScript
con las otras capas de manera trasparente
Se debe mencionar que el código compilado de Java a JavaScript que genera el compilador de
GWT no puede ser utilizado por el usuario debido a que es ofuscado y usa una sintaxis propia
[13]. Aśı que la capa Facade tiene también la funcionalidad de encapsular ese código ofuscado
para que pueda ser utilizado fácilmente por sketch.js, presentando el código ofuscado con la
interfaz de la libreŕıa original en Java ahora en JavaScript.
Debe entenderse que la arquitectura propuesta es sobretodo conceptual, con mira a cumplir
los objetivos de la adaptación. La implementación tendrá más componentes y complejidad
pero seguirán esta arquitectura propuesta. También debe entenderse que la arquitectura
esta propuesta para estar desacoplada de sus componentes, es decir que la capa Back que
simula ser Processing y llama finalmente a Processing.js, podŕıa mantener la apariencia de
Processing y en su lugar llamar un motor gráfico distinto como P5.js o directamente WebGL,
esto quiere decir que esta arquitectura puede aplicarse para diferentes componentes además
de los mencionados, aśı como para realizar adaptaciones de otras libreŕıas a la web.
2.2. Análisis y arquitectura de Proscene
Proscene es una libreŕıa de control de cámara de alta complejidad que tiene manejo de even-
tos, matemáticas, utilidades gráficas, etc. La clase principal de ProScene es Scene.java, sin
embargo las principales referencias que Proscene utiliza de Proccessing son PApplet.java y
PGraphics3D.java. Proscene ha adoptado una arquitectura que le ha permitido ser indepen-
diente la plataforma y funcionar en el ambiente de escritorio, los móviles y en este caso la
web.
Es posible hacer una clasificación funcional sobre los componentes de Proscene, dividiéndolos
entre aquellos que se ocupan realmente del manejo de cámara utilizando reglas matemáti-
cas y los otros componentes que se ocupan de funciones especificas de la plataforma como
dibujar o procesar los eventos. En su versión inicial, Proscene contaba con una arquitectura
monoĺıtica y fuertemente acopladas entre sus componentes además de una alta dependencia
de Procesing. Para la versión 2 y 3 de Proscene, se ha adoptado una arquitectura cebolla
4, esta es una arquitectura formada por capas individuales, desacopladas e independientes
entre si, pero que comunican utilizando clases abstractas e interfaces para que todas juntas
4Empleando la terminoloǵıa de Jeffrey Palermo, que acuño el termino Onion Architecture en 2008
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Figura 2-2.: Arquitectura de tres capas
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formen la aplicación. La arquitectura ve en 2-3 donde se pueden examinar los siguientes
componentes :
1. Utils: utilidades para toda la aplicación.
2. BIAS ((B)ogus (I)nput (A)ction (S)elector): Un sistema de eventos flexible e indepen-
diente de plataforma para cualquier dispositivo (teclado, ratón, pantalla táctil).
3. Dandelion: Un poderoso sistema de coordenadas que permite agregar interactividad a
los objetos y controlar su visualización.
4. FPSTImming: Este es un paquete simple para el manejo de hilos y temporizadores
(llamados también timers)
5. Proscene: Controla y utiliza los demás componentes paran proveer al usuario una API
poderosa y sencilla.
Esta nueva arquitectura le permite a Proscene cumplir dos objetivos:
1. No depender de ninguna plataforma en especifico al separar los componentes funda-
mentales (denominados capas centrales) de los componentes espećıficos de plataforma
(denominada capa exterior).
2. Hacer que Proscene sea compatible con el compilador de GWT al utilizar en los com-
ponentes centrales solo clases del JRE Emulation Reference y al permitir utilizando
clases abstractas desarrollar una implementación especifica para la web muy simple.
Utilizando la nueva arquitectura, Proscene 3 tiene implementaciones para el ambiente de
escritorio, para la web y para dispositivos móviles, donde todas comparten los mismos com-
ponentes centrales haciendo mas simple el mantenimiento. En la versión de Proscene 3, los
componentes espećıficos han sido tan simplificados y reducidos que han permitido crear una
nueva adaptación para la web usando el nuevo motor gráfico p5.js (ver 5.5).
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Figura 2-3.: Arquitectura de Proscene
3. Caṕıtulo 2 Implementación
En este caṕıtulo se explicará la implementación de la adaptación, empezando por los con-
ceptos básicos de GWT y luego detallando cada capa de la arquitectura propuesta.
3.1. Módulos GWT
GWT funciona con unidades mı́nimas de código denominadas módulos[14], un módulo con-
siste en un conjunto de paquetes Java que se compilaran a JavaScript. Cada módulo tendrá
un único XML donde se seleccionarán los paquetes a compilar, la estructura del XML es
definida por GWT. Un módulo GWT puede heredar o incluir otros módulos GWT, lo que
permite desarrollar módulos desacoplados e independientes que sirven de libreŕıas para otros
módulos.
Para que un módulo pueda ser ejecutado directamente por el usuario, debe ser una apli-
cación web y debe implementar la interfaz GWT EntryPoint.java que contiene el método
onModuleLoad() [14], este es el método de inicio de la aplicación y se lanzara al cargar el
módulo en la página web.
Estos módulos que son aplicaciones web, cuando son compilados por GWT a JavaScript, ge-
neran un directorio y un archivo JavaScript (denominados <GWT Module Name>y <GWT
Module Name> .nocache.js de acuerdo al nombre del módulo ). Este directorio y script son
el resultado final de la adaptación a la web y deben ser incluidos en página HTML final.
3.1.1. JavaScript Native Interface
Dado que la adaptación requiere manipular objetos entre Java y JavaScript, GWT nos permi-
te utilizar la JavaScript Native Interface (JSNI)[12], con que podremos directamente escribir
funciones nativas de JavaScript en el código java, intercambiar objetos entre ambos lenguajes
o realizar llamados de Java a JavaScript y viceversa. Un método JSNI debe estar declarado
como native, puede retornar cualquier objeto valido de java (incluyendo clases) y debe iniciar
el bloque con /*- y finalizarlo con -*/ . Esta sintaxis permite que el compilador de GWT
tome las instrucciones internas del bloque como código JavaScript valido y lo insertara en
el archivo generado final. El código JavaScript dentro de un método JSNI funciona como
cualquier otro método Java, permite utilizar la palabra reservada this, invocar y/o modificar
propiedades y otros métodos Java de cualquier clase. También permite crear o invocar ob-
jetos JavaScript y manipular los objetos de la página web. Si se desea Visualizar un objeto
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JavaScript fuera de un método JSNI, se debe utilizar la clase JavaScriptObject.java. Esta
clase es opaca en Java; es decir que solo se puede crear y es solo manipulable dentro de los
métodos JSNI. Si se requiere utilizar el resultado de un método JavaScript desde Java, se
puede colocar dentro de un método JSNI que puede retornar cualquier valor de Java, pero
si se requiere acceder a la instancia de un objeto JavaScript, el método JSNI debe retornar
un objeto JavaScriptObject.java. Para intercambiar arreglos entre ambos lenguajes se deben
utilizar las clases auxiliares: JsArray, JsArrayBoolean, JsArrayInteger, JsArrayNumber y
JsArrayString. Una muestra de caracteŕısticas de JSNI se puede ver en el algoritmo 1. Alĺı
se utiliza la sintaxis de JSNI: [instance-expr.]@class-name::field-name, donde [instance-expr.]
es el literal para referirse a la instancia, por ejemplo this o una variable, class-name será
el nombre completo de la clase incluyendo primero el paquete y field-name el nombre de la
propiedad o método.
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Algoritmo 1: Ejemplo de JSNI en Java
1 package example;
2
3 public class MyJSNIExample {
4
5 public MyJSNIExample () {}
6
7 public String myTestInstanceField;
8 public static final int myTestStaticFiel = 0 ;
9
10 public void myInstanceMethod(String s) {}
11 public static void myStaticMethod(String s) {}
12
13 public native JavaScriptObject myJsniMethod(String msg) /*-{
14
15 var classInstance = @example.MyJSNIExample::new();
16
17 var instanceVal = classInstance.@example.MyJSNIExample::myInstanceField;
18 var staticVal = @example.MyJSNIExample::myTestStaticField;
19





25 function myFunction (jsString) {
26 alert(jsString);
27 }






Ĺınea 15 Se instancia una clase Java con las sintaxis [instance-expr.]@class-name::field-
name; nótese que el método new() es estático, por eso no se usa [instance-expr.]
Ĺıneas 17-18 Se accede a dos atributos usando la sintaxis [instance-expr.]@class-name::field-
name
Ĺınea 20 Se modifica el valor del atributo
Ĺıneas 22-23 Se invocan dos métodos usando la sintaxis [instance-expr.]@class-
name::method-name(param-signature)(arguments).
Se pasa como argumento el parámetro java del método myJsniMethod a dos métodos.
Ĺıneas 25-29 Se crea y retorna un objeto JavaScript, nótese el tipo de retorno JavaScrip-
tObject.java del método.
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3.2. Organización de la implementación
Se utilizarán dos proyectos Java para realizar la adaptación, como la capa Facade es la que
utilizará el usuario, será un módulo GWT Aplicación web . La capa Core y la capa Back
estarán en otro proyecto; cada capa será un módulo GWT. Los proyectos se presentan a
continuación :





Clase de inicio EntryPoint.java
Core-Back Project Aplicación GWT Java que contiene las capas Core y Back. El objetivo
de la capa Back es ser utilizada por la capa Core, es decir que estarán fuertemente
acopladas y por eso se dejan en el mismo proyecto. La capa Core contiene las fuentes
de la libreŕıa original sin modificaciones sujetas a la limitación de JRE ER.
La organización de los proyectos se ve en la Figura 3-1. En la parte superior se ven los
componentes del proyecto Web Facade Publish Project, las capas Core y Back. Este proyecto
debe ir separado no solo para que pueda ser reutilizado por varios proyectos Web Facade
Publish Project.
En la parte superior se ve el proyecto Core-Back Project, debe ser un proyecto separado para
que pueda ser reutilizado por varios proyectos Web Facade Publish Project ; además debe ser
el primer proyecto en adaptarse a GWT. Core-Back Project debe desarrollarse primero para
comprobar que la capa Core (la libreŕıa original en Java) solo utilice clases de JRE ER. Cada
vez que se realice un cambio a Core-Back Project es recomendable compilar los dos módulos
que contiene. En la parte inferior de la Figura 3-1 se ven las relaciones de los componentes
del proyecto Web Facade Publish Project ; contiene la página HTML5 que ejecutará el sketch
y requiere de Processng.js para funcionar. La página HTML5 cargará la libreŕıa para ser
utilizada por el sketch, cuando la libreŕıa se cargue se ejecutará el método gwtOnLoad() de
la clase portada a JavaScript EntryPoint.java. En ese método se realiza la publicación en
la página HTML5 de la libreŕıa portada a JavaScript y a partir de ese momento, la libreŕıa
puede ser usada ya por el sketch. El método gwtOnLoad() podrá realizar la publicación de
dos formas: JSNI Publish o GWT Exporter Publish , estos métodos se explicarán en 4.2.1 y
4.2.2.
18 3 Caṕıtulo 2 Implementación
Figura 3-1.: Implementación
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4.1. Módulo Back
4.1.1. Clases Stub
El propósito de esta capa es evitar la modificación del código original de la libreŕıa Proscene
cuando realice llamados a Processing. La capa tendrá la misma disposición de paquetes que
Processing y contendrá clases Java stub1 que simularan todas las clases de Processing a las
que Proscene haga referencia.
Un ejemplo puede ser la clase principal de Processing: PApplet.java [24], su clase Stub será
llamada PApplet.java también y estará en un paquete processing.core como sucede en Proces-
sing. Esta clase stub encapsula los llamados a atributos, métodos y funciones de Processing.js,
emulando los métodos y el comportamiento de la clase PApplet.java original.
Al construir esta capa se debe verificar que las clases Stub solo utilicen clases de JRE ER
para que el módulo pueda ser compilado a JavaScript.
4.1.2. Clase Stub ProcessingJS.java
Es conveniente mantener una única clase con acceso a Processing.js. La clase ProcessingJS.java
será la única clase que tendrá acceso directo al contexto gráfico de Processing.js(CGPJS
en adelante). Todas las demás clases stub heredaran los métodos y atributos de Proces-
singJS.java como se ve en la figura 4-1.
Esta clase padre ProcessingJS.java, mantendrá una referencia al CGPJS utilizando la clase
JavaScriptObject.java y accederá a sus atributos, métodos y funciones JavaScript utilizando
JSNI, como se ve en la figura 4-1.
Existen dos maneras de acceder a los atributos del CGPJS utilizando JSNI : la primera forma
es leer el valor del atributo JavaScript al inicio de la aplicación y asignarlo a un objeto Java,
esto funcionara para constantes; sin embargo para obtener el valor actual de un atributo
en JavaScript, se debe obtener dentro de un método JSNI. La forma genérica de esta clase
ProcessingJS.java para guardar el apuntador al CGPJS, el llamado de métodos y atributos
se ve en el algoritmo 2
1Empleando la terminoloǵıa de pruebas de software, un método o clase stub, es una pieza de código que
simula la funcionalidad de otra funcionalidad.
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Figura 4-1.: Estructura del Processing Stub
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Algoritmo 2: Clase Stub ProcessingJS.java
1 public class ProcessingJS {
2 private JavaScriptObject context;
3 public object constant;
4
5 public ProcessingJS (JavaScriptObject object){
6 init(object);
7 }
8 private native void init(JavaScriptObject object)/*-{
9 this.@processing.core.ProcessingJS::context = object;
10 this.@processing.core.ProcessingJS::constant = object.constant; }-*/ ;
11
12 public final native void method (object o)/*-{
13 var context = this.@processing.core.ProcessingJS::context;
14 context.method(o); }-*/ ;
15
16 public native int MyJsAttribute ()/*-{
17 var context = this.@processing.core.ProcessingJS::context;
18 return context.MyJsAttribute; }-*/ ;
19
20 }
Ĺınea 2 Atributo context de tipo GWT JavaScriptObject es el apuntador al CGPJS.
Ĺınea 8 Método JSNI que asigna el CGPJS a la clase; conociendo el nombre de los atributos
en JavaScript, pueden ser asignados a constantes en Java.
Ĺınea 14 Método JSNI, donde el atributo Java context es llamado para acceder a los méto-
dos de Processing.js.
Ĺınea 16 Método JSNI que simula ser un atributo retornando el valor actual de esa variable
en JavaScript.
4.1.3. Archivo processing.js
Processing.js es un lenguaje de alto nivel que oculta toda su complejidad para que artistas y
diseñadores puedan crear gráficos 3d de manera simple. Sin embargo la capa Back requiere
acceder a los componentes de bajo nivel del motor gráfico de Processing.js, aśı que se modificó
el archivo processing-1.4.8.js con funciones para obtener estos objetos. Los objetos JavaScript
más importantes del motor gráfico son las matrices: modelView y projection. El total de
cambios se encuentra en el Anexo B de esta tesis, un resumen de las funciones JavaScript
añadidas se presenta a continuación:
getProjectionMatrix(), getModelViewMatrix() Funciones que retornan las matrices prin-
cipales del motor gráfico de Processing.js.
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onPreDraw, onPostDraw Funciones que son llamadas antes y después de la función prin-
cipal de dibujo del usuario draw(). Estas funciones son necesarias para Proscene.
frustumUpdate() Aplica las matrices a los shaders.
projMatrixStack Crea la pila projMatrixStack (stack) donde se apila (push) y desapila
(pop) la matriz projection.
getCurrentStrokeColor(), getStrokeWeight() Funciones para dibujado de ĺıneas.
Excepciones Se agrega el control de excepciones para algunas funciones, por ejemplo la
función de processing.js saveContext(), aplica el método save() al contexto gráfico,
pero no discrimina entre CanvasRenderingContext2D y WebGLRenderingContext, ya
que este último no posee este método save(), lanzara excepción.
4.1.4. Clase JsUtils.java y el orden de las matrices
La clase JsUtils.java de la capa Back contiene utilidades para el manejo de arreglos entre Ja-
va y JavaScript como se mencionó en 3.1.1. Esta clase lee las funciones getProjectionMatrix()
y getModelViewMatrix() añadidas al archivo processing-1.4.8.js y luego utiliza la función Ja-
vaScriptArray2Matrix3D 2 para convertir los valores que retornan las funciones añadidas de
arreglos JavaScript a arreglos Java. La función Matrix3D2JavaScriptArray convierte arreglos
Java a JavaScript para poder asignar valores a las matrices.
JavaScriptArray2Matrix3D y Matrix3D2JavaScriptArray pueden utilizar el orden row-major
order o column-major order para organizar los arreglos. Proscene y processing.js manejan
ambos row-major order.
4.1.5. Eventos JavaScript y reflection
Proscene tiene un sistema de eventos propio para evitar modificar el archivo processing-
1.4.8.js. Los elementos de este sistema son :
agentes Funciones que procesan un evento JavaScript para decidir el comportamiento a
ejecutar.
JsEventHandler.java Clase encargada de suscribir los agentes a los eventos JavaScript uti-
lizando el elemento HTML5 <canvas>.
Proscene le permite al usuario crear funciones java (también llamados agentes) que reaccio-
naran a los eventos del mouse y el teclado; estos agentes son asignados y ejecutadas por
Proscene en tiempo de ejecución utilizando reflection 3. Sin embargo como se revisó en 2.1
2Las funciones Matrix3D2JavaScriptArray y JavaScriptArray2Matrix3D están incluidas en el anexo C de
esta tesis
3reflection es la habilidad de un programa de examinarse aśı mismo, descubrir y modificar segmentos de
código en tiempo de ejecución.
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, JRE Emulation Reference no permite utilizar reflection; la libreŕıa GWT ENT [16] es un
módulo GWT que permite hacer reflection a cualquier clase GWT a la que se le coloque su
anotación @Reflectable.
La clase principal de Proscene: Scene.java, utiliza una instancia de la clase JsEventHand-
ler.java para suscribir los agentes a los eventos JavaScript. JsEventHandler.java recibe el
elemento HTML5 <canvas>y vincula a los agentes con los eventos JavaScript que se produ-
cirán en el canvas usando la función JavaScript addEventListener. Luego cuando el evento se
produce, JsEventHandler.java recibe estos eventos JavaScript y los convierte en objetos Java
para ser manipulados por los agentes que el usuario asigno y por ultimo utiliza reflection
para ejecutar el evento.
Un ejemplo de un agente seŕıa crear uno que se suscriba al evento keypress del teclado;
cuando este evento suceda, el agente recibirá el objeto java keypress para examinar que tecla
lo produjo y efectuar algún comportamiento según el carácter introducido. Esto puede servir
para mover la cámara con las flechas direccionales del teclado. JsEventHandler.java utiliza
el método addKeyAgent para suscribir y ejecutar los agentes como se ve en el algoritmo 3.
4.1.5.1. Eventos del mouse
El objeto JavaScript MouseEvent se puede disparar con un click o al mover el mouse; sin
embargo no puede informar si se está moviendo el mouse mientras se presiona click, es decir
no puede informar si se está arrastrando el mouse.
Para solucionar esto, al efectuarse un click, se utiliza un método JSNI que guardara el
booleano isMousePressed en el objeto global de JavaScript: window ( $wnd en JSNI ). Los
eventos JavaScript onmousedown y onmouseup cambiaran el estado de isMousePressed como
se ve en el algoritmo 4 .
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Algoritmo 3: Suscribir y ejecutar eventos con reflection en JavaScript
1 public native void addKeyAgent(JavaScriptObject canvas,
2 Object agent, String methodName)/*-{
3
4 var eventHandler = function(event) {
5
6 var keyWhich = event.which;
7




















28 public static void ExecuteEvent(Object agt, String methodName , Object param)
29 {




Ĺınea 4 Función JavaScript eventHandler que recibe el evento JavaScript nativo
Ĺınea 6 Propiedad which del evento JavaScript, retorna el keyCode de la tecla presionada
Ĺıneas 8-12 Se instancia la clase java JsKeyEvent.java que encapsulara el evento nativo
JavaScript.
Ĺıneas 14-17 Llamado del método java ExecuteEvent, donde se efectuará reflection. Se le
introduce el agente, el método a ejecutar y el parámetro JsKeyEvent.
Ĺıneas 22-24 Suscribe la función eventHandler a los eventos del elemento HTML5 canvas.
Ĺıneas 28-33 Método que ejecutara el método methodName del objeto desconocido agt y
le pasara el parámetro param. ExecuteEvent utiliza GWT-ENT.
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Algoritmo 4: Método isMousePressed
1 public native void init() /*-{
2
3 \$wnd.isMousePressed = false;
4
5 \$doc.body.onmousedown = function(e) {
6 \$wnd.isMousePressed = true;
7 }
8
9 \$doc.body.onmouseup = function(e) {






16 public native Boolean isMousePressed() /*-{
17
18 if (typeof \$wnd.isMousePressed != 'undefined')






4.2.1. Exportar con JSNI
La capa Facade utiliza la clase ExporterFacade.java para publicar en JavaScript el código
compilado de la capa Core, en esta clase los objetos Java de la capa Core son encapsulados
y publicados dentro de objetos JavaScript utilizando JSNI. Estos objetos JavaScript tienen
el mismo nombre y comportamientos que sus pares originales en Java y son publicados en el
objeto global JavaScript window ($wnd dentro de JSNI).
El objeto JavaScript creado en ExporterFacade.java será el wrapper JavaScript de las clases
en Java de la libreŕıa, este objeto JavaScript debe tener en su interior un método para
instanciar la clase Java que está encapsulando y se le debe agregar todos los métodos que
se van a utilizar en JavaScript. Cada método del objeto JavaScript llamara realmente al
método de la instancia Java.
Al igual que Proscene requiere de PApplet.java para poder acceder a Processing, la adap-
tación requiere de la clase Stub PApplet.java para poder acceder a Processing.js. Por esto
ExporterFacade.java debe inicializar la clase Stub PApplet.java con el objeto
principal de Processing.js cuando se va a publicar la libreŕıa en JavaScript.
Un ejemplo de la clase ExporterFacade.java se ve en el algoritmo 5 .
Este tipo de publicación manual usando JSNI, dependiendo de la complejidad la libreŕıa
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Algoritmo 5: Exportar con JSNI
1 public class ExporterFacade {
2
3 public static LibraryClass CreateLibraryClass(JavaScriptObject context)
4 {return new LibraryClass(new PApplet(context));}
5
6 public native void JsniPublish() /*-{
7 \$wnd.LibraryClass = function(context)
8 {
9











Ĺınea 4 Método CreateLibraryClass que instancia la clase principal de la libreŕıa con la clase
stub PApplet.java.
Ĺınea 7 Al ejecutar el método JSNI JsniPublish , se pública el objeto JavaScript con el
mismo nombre de la libreŕıa a adaptar; el objeto es publicado en el objeto global de
JavaScript window ($wnd dentro de JSNI) para ser usando por el usuario en el sketch.
Ĺınea 10 Se instancia el objeto JSClass, que una referencia a la clase en Java.
Ĺınea 14 Se pública en el objeto JSClass una referencia a un método de la libreŕıa Java que
se usara en JavaScript.
puede resultar largo y dif́ıcil; sin embargo existe una herramienta que realiza este proceso
automáticamente: GWT Exporter [23].
4.2.2. Exportar con GWT Exporter
La libreŕıa GWT Exporter permite publicar objetos Java en objetos JavaScript igual que
la publicación manual JSNI (ver imagen 3-1) de manera simple utilizando anotaciones e
interfaces. Toda clase que se vaya a exportar usando GWT Exporter debe tener
un constructor sin parámetros[23]. En esta tesis se muestra cómo utilizar ambas opciones
desde la clase ExporterFacade.java, pero idealmente se debe seleccionar solo un método .
Para que la libreŕıa original no sea modificada, en la clase ExporterFacade.java se utiliza
la interfaz ExportOverlay para seleccionar las clases a exportar. Los métodos públicos a
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Figura 4-2.: Web Facade Publish Project
exportar deben colocarse como abstract. Las clases exportadas que vayan a ser usadas como
parámetros deben usar la anotación @ExportClosure.
Estas caracteŕısticas de GWT Exporter se ven en algoritmo 6
4.3. Web Facade Publish Project
4.3.1. El método onModuleLoad()
Este es el proyecto principal de la adaptación y será utilizado por el usuario; contiene la
carpeta war donde está incluida la página web HTML5 donde se muestra el sketch. Todo
proyecto web GWT debe tener una clase que implemente la interfaz EntryPoint.java[14] de
GWT, en este caso nombrada Web.java. Esta interfaz EntryPoint.java obliga a implemen-
tar el método onModuleLoad().Este método es el primero en ejecutarse cuando se carga la
página web y es el encargado de ejecutar la publicación en JavaScript de la capa Facade. La
estructura de la implementación se ve en la figura 4-2
Processing.js debe iniciarse después de que onModuleLoad() ejecute la publica-
ción en JavaScript de las clases seleccionadas en ExporterFacade.java [23]. Una
vez se ha efectuado la publicación, onModuleLoad() ejecuta el método JSNI onLoadImpl()
que ejecuta la función JavaScript window.gwtOnLoad(), esta función es declarada en la pági-
na HTML5 y su propósito es iniciar Processing.js y el sketch. El funcionamiento del método
onModuleLoad() se ve en el algoritmo 7.
Finalmente al ejecutarse la página web, window.gwtOnLoad() creara una nueva instancia
de Processing.js, se ejecuta el sketch , se instancia la libreŕıa guardada en el objeto global
window y se ejecutarán los métodos exportados como se ve en el algoritmo 8 .El resumen de
la pila de publicación y ejecución se ve a continuación:
1) Web.java Se ejecuta el método onModuleLoad() que invoca a ExporterFacade.java para
publicar la libreŕıa y cuando termine se invocara el método onLoadImpl().
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Algoritmo 6: Exportar con GWT Exporter








9 public static LibraryClass constructor( JavaScriptObject context){
10
11 return new LibraryClass(new PApplet(context));
12 }
13
14 public abstract OtherLibraryClass getOtherLibraryClass();
15







23 public abstract class OtherLibraryClass implements ExportOverlay<OtherLibraryClass>
24 {





Ĺınea 3 @ExportPackage: Da nombre al objeto JavaScript que contendrá todas las clases
exportadas, el objeto window de JavaScript es la selección por defecto.
Ĺınea 4 @Export : Marca una clase y métodos públicos para ser exportados. Define el nombre
final de la clase o método en JavaScript.
Ĺınea 8 @ExportConstructor : Marca un método que hará de constructor de la clase a expor-
tar; al igual que CreateLibraryClass en la publicación manual con JSNI, debe instanciar
la clase stub PApplet.java. Para que esta anotación funcione debe existir un cons-
tructor sin parámetros en la clase a exportar.
Ĺınea 22 @ExportClosure: Marca una clase para ser un argumento de algún método expor-
tado a JS.
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2) ExporterFacade.java Pública la capa Core en el objeto global window utilizando JSNI
o GWtExporter.
3) onLoadImpl() Ejecutara la función window.gwtOnLoad() que está declarada en la página
HTML5
4) gwtOnLoad() Crea una instancia de Processing.js , con esta instancia se ejecuta el sketch.
Paran utilizar la libreŕıa en el sketch, se debe crear una instancia de la libreŕıa portada
y a su constructor se le pasara el operador this, con el cual la libreŕıa portada podrá
utilizar la clase stub PApplet.java.
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Algoritmo 7: Método onModuleLoad()
1 public class Web implements EntryPoint {
2 public void onModuleLoad() {
3 JsniFacade f = new JsniFacade(); //JSNI Export
4 f.JsniPublish();
5 ExporterUtil.exportAll(); // gwt Export
6 onLoadImpl();
7 }
8 private native void onLoadImpl() /*-{




Ĺınea 3 Publicación con JSNI, usando el método JsniPublish(), ver el algoritmo 5.
Ĺınea 5 GWT Exporter pública usando su método ExporterUtil.exportAll();
Ĺınea 9 Método JavaScript window.gwtOnLoad() que inicializará Processing.js
Algoritmo 8: Llamado de la libreŕıa desde la página web
1 <script type="text/JS" language="JS" src="webpublish/webpublish.nocache.js">
2 </script> <script src="processing.js"></script>
3 <script language="javascript">
4 function gwtOnLoad()
5 { var p = new Processing("processing-canvas", sketchProc);
6 function sketchProc(processing) {
7 var c;
8 processing.setup = function() {
9 c = new LibraryClass(this );
10 };





Ĺınea 9 Llamado de la libreŕıa. Se puede pasarle la instancia de Processing.js al constructor
usando this.
Ĺınea 12 Llamado un método de la libreŕıa.
5. Caṕıtulo 4 Resultados, ejemplos y
discusión
En este caṕıtulo se presentan diversas libreŕıas y Sketches adaptados a la web utilizando
la metodoloǵıa expuesta. Cada resultado se considera exitoso teniendo en cuenta que el
propósito de la metodoloǵıa es adaptar funcionalmente cada Sketch a JavaScript, evitando
modificar el código fuente original; por eso los ejemplos están todos en ĺınea para ser probados
con cualquier navegador compatible con WebGl1 y se muestra el código JavaScript que se
ejecuta en el navegador además del código fuente original para probar como el ejemplo
funciona y es casi trasparente para el usuario.
Los ejemplos se encuentran en [6].
5.1. Libreŕıas simples adaptadas a la web
Para probar la flexibilidad y los conceptos de la metodoloǵıa expuesta, las siguientes dos
libreŕıas fueron adaptadas a la web utilizando el archivo de código de Processing (.pde)[29]
y también código JavaScript embebido dentro de la página web.
Obsessive Camera Direction (OCD)[10] Libreŕıa para el control de cámara de una escena,
consta únicamente de la clase Camera.java; se adaptó con el propósito de probar la
publicación JSNI y la capa Back, ya que internamente llama a la clase PApplet.java
de Processing. Se adaptó el siguiente ejemplo: OCD Reference Zoom.
Traer’s physics Port [3] Libreŕıa de f́ısica que calcula y aplica colisiones y sistemas de
part́ıculas a objetos manipulables con el mouse. Se adaptó con el propósito de pro-
bar la publicación con GWT de una libreŕıa con varias clases; pero que no realizan
llamados a Processing.
5.1.1. Web ocd
Para realizar la adaptación se crearon los siguientes tres módulos:
1Revisar https://www.khronos.org/webgl/wiki/Getting a WebGL Implementation para verificar la compa-
tibilidad de los navegadores
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Processing Stub La capa Back. Se identifican los métodos que OCD utiliza de Processing,
estos son: PApplet.perspective y PApplet.camera. Los métodos Stub correspondientes
fueron creados en esta capa
OcdJs La capa Core. Se colocó la libreŕıa OCD sin modificar.
WebOcd La capa facade. En esta capa se realizó la publicación en JavaScript usando JSNI
manualmente, exportando la clase Camera.java y sus métodos.
La adaptación funciona de igual manera con el sketch embebido en la página web y con el
archivo zoom.pde. Para cargar el archivo .pde se utilizó la función loadSketchFromSources
[22].
El código de zoom.pde solo fue alterado comentando los import de java y cambiando la
declaración de variables java por la palabra reservada de Javascript var .
5.1.2. Web Traer Physics y GWT Exporter
Traer Physics 3.0 , no realiza llamados a Processing, no requiere de capa Back ; pero las clases
son complejas e implementan interfaces. Siguiendo la metodoloǵıa, se crearon los siguientes
proyectos:
TraerPhysicsJs La capa Core. Contiene la libreŕıa Traer Physics intacta y las clases prin-
cipales para exportar son ParticleSystem.java, Vector3D.java y Particle.java.
WebTraerPhysics La capa facade. Contienen los dos módulos GWT : traerphysics.gwt.xml
(capa Core ) y facade.gwt.xml.
La publicación a JavaScript se realizó en la capa facade con la clase ExporterFacade.java
usando GWT Exporter; alĺı se utilizó la anotación @ExportPackage (”TraerPhysics”), lo
cual significa que las clases están contenidas en el objeto JavaScript ”TraerPhysics”. Se
utilizó la anotación @ExportConstructor en la clase Particle.java de la capa Core y se creó
un constructor sin parámetros para ella.
La adaptación funciona de igual manera con el sketch embebido en la página web y con el
archivo Simple Pendulum.pde.
Se comentó igual que en Web ocd los import de java y cambiando la declaración de variables
java por la de JavaScript
5.2. Modo de desarrollo Java
Con la metodoloǵıa expuesta hasta el momento, el usuario final puede utilizar la libreŕıa
adaptada para desarrollar el sketch en Javascript; sin embargo es posible adaptar el sketch
mismo a JavaScript como una clase más de la libreŕıa. Por ejemplo Sketch.java(Ver Algoritmo
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9 ) hereda métodos de la clase Stub PApplet.java (tal y como sucede en Processing) para
ejecutar el sketch.
El constructor de la clase Sketch.java usa el método super para instanciar la clase padre
Stub PApplet.java, asignándole la instancia de Processing.js. Para ejecutar el sketch en
JavaScript, se debe publicar Sketch.java usando GWT Exporter como si fuera otra clase de
la libreŕıa. Finalmente en la página HTML5 se crea una instancia de Sketch.java usando la
palabra reservada this para inicializar la clase Stub PApplet.java. Usualmente los métodos
más importantes de cualquier sketch son setup() y draw(), el sketch adaptado a la web debe
tener estos métodos asociados a los eventos que produce Processing.js como se ve en el
algoritmo 10.
Algoritmo 9: Clase Java con el código del Sketch
1 public class Sketch extends PApplet {
2 public Sketch(){}
3 public Sketch(JavaScriptObject ctx) {
4 super(ctx);
5 }
6 public void setup() {
7 size(100, 100);
8 }




Ĺınea 2 Constructor vaćıo para poder utilizar GWT Exporter
Ĺınea 3 Constructor donde la superclase PApplet.java es instanciada con Processing.js
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Algoritmo 10: Uso de la clase portada Sketch.java




5 { var p = new Processing("processing-canvas", sketchProc);
6 function sketchProc(processing) {
7 var c;
8 processing.setup = function() {
9 c = new Sketch( this );
10 c.setup();
11 };





Ĺınea 9 Instancia la clase Sketch.java y ejecuta setup().
Ĺınea 13 Ejecuta draw().
5.3. Ejemplos para desarrolladores Java y JavaScript
Algunos sketches simples de Proscene.js con interacción teclado y mouse han sido adaptados
para probar los modos de desarrolló en JavaScript o Java (ver 5.2); los cambios al código
original fueron mı́nimos y también pueden verse corriendo junto a su código fuente en [6].
5.3.1. Boring clic And Drag
Sketch simple desarrollado completamente en JavaScript, donde se puede cambiar al azar la
ubicación de ćırculos con un click.
Processing Stub Se reutiliza de nuevo la capa Back del ejemplo 5.1.1.
BoringClicAndDragJs La capa Core contiene únicamente los componentes del skecth:
MouseAgent.java, TerseHandler.java y GrabbableCircle.
WebBoringClicAndDragk En la capa Facade los componentes son exportados cada uno
a un objeto JavaScript usando GWT Exporter. El código del sketch es escrito en
JavaScript y embebido en la página html, donde puede ser modificado sin necesidad
de compilar a JavaScript.
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5.3.2. Action Driven Callback
Sketch para desarrolladores Java donde se pueden arrastrar ćırculos con el Mouse.
Processing Stub Se reutiliza la misma capa Back del ejemplo 5.1.1.
ActionDrivenCallbackJs El código del Sketch se mantiene intacto en esta capa Core en la
clase ActionDrivenCallback.java.
WebActionDrivenCallback En la capa Facade no se exportan uno a uno los componen-
tes que usa el sketch, sino el sketch completo en la clase principal ActionDrivenCall-
back.java y sus métodos setup() y draw() como se mostró en 10; de manera que el
sketch se mantiene completamente en Java, sin embargo para modificar el código se
requiere compilar Java a JavaScript.
5.4. Proscene.js GUI Sketch Export con Processing.js
Completado el desarrollo de Proscene.js usando Processing.js[8] y dado que exportar a Ja-
vaScript un archivo .pde usando el método de desarrollo Java (ver 5.2) es un proceso bien
definido; se desarrolló una versión alfa de un prototipo de interfaz gráfica llamada Sketch
Export que siguiendo un algoritmo y el modo de desarrollo java expuesto en 5.2, logra
exportar archivos .pde a la web automáticamente , además de ejemplos que manejen varios
archivos .pde. Puede descargarse de [6].
Sketch Export requiere de los siguientes elementos:
Directorio principal Este directorio es una plantilla que incluye la versión modificada de
processing-1.4.8.js y un archivo TestProScene.html con la función de inicio de GWT
Exporter listo para ejecutar.
Directorio src Corresponde a las fuentes de la capa Facade e incluye el archivo SkecthTem-
plate.txt, que es una plantilla genérica donde se puede pegar cualquier sketch, inclusive
los compuestos de varias archivos .pde
proscene.js Directorio que contiene las fuentes correspondientes a las capas Back y Core
GWT Exporter y GWT Ent Los archivos .jar correspondientes a estas utilidades.
Compilador GWT Los archivos .jar que componen el compilador GWT.
Sketch Export fue desarrollado con la Java Swing y es un archivo .jar que puede ser ejecutado
en windows con el archivo run.bat que incluye el comando:
—java -jar SketchImport.jar
El algoritmo que sigue Sketch Export es el siguiente:
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1. Seleccionar el directorio principal con los elementos requeridos.
2. Seleccionar el directorio Pde, el cual contiene los archivos .pde a exportar.
3. Sketch Export toma la plantilla SkecthTemplate.txt y la copia en la clase Sketch.java
4. Sketch Export lee del directorio Pde los archivos .pde.
5. El programa procesa los archivos .pde y agrega los import correspondientes a la clase
Sketch.java
6. Sketch Export modifica el código de los archivos .pde para que puedan ser compilados,
por ejemplo agrega el modificador de acceso public a los métodos o cambiar los atributos
mouseX y mouseY por los métodos mouseX() y mouseY() como se vio en 4.1.2.
7. Se pega todo el contenido modificado en la clase Sketch.java
8. Se ejecuta el compilador de GWT.
9. Sketch Export muestra en su consola el resultado de la compilación
10. Es posible seleccionar otro directorio Pde de inmediato para compilar otro sketch.
Sketch Export exportando el sketch se puede ver en la figura 5-1 y el resultado se puede
ver en la figura 5-2 .
5.5. Proscene.js con p5.js
Se presenta la nueva implementación funcional de Proscene.js que utiliza p5.js [18]; esta
nueva implementación pérmite extender el modo de desarollo JavaScript para que el usuario
pueda definir el comportamiento de los métodos de Proscene(ver 5.5.3) . Sin embargo p5.js
aún está en desarrollo y el soporte para gráficos 3d es aún precoz, pero se considera como el
reemplazo de Processing.js P5.js puede dibujar gráficos 3d simples, pero carece de algunas
funcionalidades, se puede ver su avance en [6]y descargar del repositorio [9]
La wiki(ver anexo A) del repositorio es actualizada constantemente ya que Proscene.js con
P5.JS es parte de la nueva versión de Proscene.
Esta nueva adaptación utiliza las tres capas expuestas en la metodoloǵıa propuesta con
ciertos cambios:
Capa Back Permite acceder y manejar desde java una instancia de P5JS. Tendrá la clase
P5JS.java que mantendrá un apuntador al contexto gráfico de P5JS, permitiendo al
desarrollador llamar los métodos y atributos necesarios de P5JS. Además contiene las
utilidades nativas de JavaScript vistas en 4.1, como el manejo de eventos del mouse y
el teclado, además de reflection para JavaScript.
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Figura 5-1.: Sketch Export exportando sketch
Figura 5-2.: Sketch Export resultado
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Capa Core Contiene la libreŕıa que será compilada a JavaScript con GWT, en este caso
Proscene 2; sin embargo esta es una versión reducida de Proscene, denominada pros-
cene core.js, que contiene lo mı́nimo para realizar una escena que reaccione al mouse
y el teclado. Esta versión reducida comprende todos los paquetes de Proscene menos
el de remixlab.bias.ext y el principal remixlab.proscene.
Capa Facade Ofrece al usuario final la funcionalidad en JavaScript de la libreŕıa migrada.
Esta capa tiene como propósito permitir al usuario acceder y utilizar fácilmente prosce-
ne core.js. Dado que Proscene está desarrollado para funcionar en diversas plataformas
como la web o dispositivos móviles, es necesario realizar una implementación espećıfica
para JavaScript que se llamará target.js.
El del usuario desarrollara el sketch en el archivo sketch.js, que tendrá unas leves modifica-
ciones propias de la sintaxis de JavaScript, pero permitirá sobrescribir y asignar funciones a
Proscene sin necesidad de compilar a JavaScript.
Proscene.js utiliza fuentes de p5.js y Proscene; con el objetivo de facilitar el mantenimiento de
éstas fuentes, se han distribuido las capas de la arquitectura en dos proyectos proscene core
y p5proscene.
Los proyectos, principales clases y relaciones de esta nueva implementación se puede ver en
la figura 5-3
5.5.1. proscene core
Este proyecto contendrá solo la capa Core. Proscene está constituido de varios paquetes
independientes; cada paquete será un módulo GWT y todos los paquetes serán encapsulados
en un XML llamado proscene core.gwt.xml.
El proyecto proscene core solo contendrá las dependencias de Proscene haciendo su mante-







En general estas fuentes se mantienen intactas, sin embargo algunas de estas clases serán
exportadas a JavaScript usando GWT Exporter; esto implica que cualquier clase que vaya
a ser exportada debe tener un constructor sin parámetros . Muchas de las clases
son hijas de clases abstractas o interfaces, aśı que puede ser requerido añadir el constructor
sin parámetros las clases padre.
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Figura 5-3.: Arquitectura de Proscene.js con p5.js
5.5.2. p5proscene
Este es un proyecto web GWT y contiene las fuentes de la capa Back y Facade. En este
proyecto se ejecutará el sketch del usuario. Su xml gwt principal es P5proscene.gwt.xml y
debe hacer referencia al proyecto proscene core.
5.5.2.1. Capa Back
Tiene como propósito encapsular el código JavaScript de p5.js para ser usado en Java y
consta de estos elementos:
paquete main.p5js Wrapper java de p5.js, similar a lo expuesto en 4.1.2 .
paquete main.eventjs Maneja los eventos del teclado y el mouse para JavaScript, muy
parecido a lo visto en 4.1.5.
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archivo p5.js modificado Se agregaron funciones para acceder las matrices projection y












Esta es la capa más compleja de la adaptación y consta de los siguientes elementos:
ExporterFacade.java Clase donde se selecciona cuales clases serán publicadas en JavaScript
usando @exportoverlay de Gwt Exporter.
P5proscene.java Clase EntryPoint del proyecto p5proscene.
target.js Comprende la implementación java de las clases abstractas de Proscene; esta imple-
mentación es espećıfica para JavaScript. Las clases son: P5KeyAgent.java, P5MouseAgent.java,
P5MatrixHelper.java y P5Scene.java. Estas clases estarán en java, pero serán publi-
cadas en JavaSript con ExporterFacade.java
sketch.js Archivo JavaScript donde el usuario desarrollara su sketch. Permitirá definir fun-
ciones y sobrescribir comportamientos de Proscene sin necesidad de compilar a JavaS-
cript.
5.5.3. Modo de desarrollo JavasSript Extendido
En la anterior implementación de Proscene.js para processing.js, el modo de desarrollo java
permit́ıa encapsular todo el código del sketch en una clase, compilarla a JavaScript y publi-
carla. El modo de desarrollo JavaScript permit́ıa desarrollar el sketch en JavaScript y utilizar
las clases portadas de Proscene en JavaScript; pero no permit́ıa modificar el comportamiento
de Proscene.js.
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El propósito de esta nueva adaptación es que el usuario final pueda modificar su sketch
en JavaScript y definir el comportamiento de Proscene.js. La implementación utilizara los
componentes target.js y sketch.js que son complementarios
El componente target.js comprende la implementación de las clases abstractas de Proscene;
sketch.js permitirá sobrescribir los comportamientos implementados en target.js. Se puede
definir esta relación como un tipo de herencia, pero no de la forma tradicional, ya que sketch.js
es código java y sketch.js es JavaScript, pero al final, ambos componentes se ejecutarán juntos
como código JavaScript.
La implementación posee un modelo mixto Java-JavaScript, siendo target.js la parte java
ŕıgida que se debe compilar con GWT para modificarse. Sketch.js es el componente flexible
que se puede modificar libremente ya que está desarrollado en JavaScript.
El paquete java target.js define el contrato de los métodos que sketch.js podrá sobrescribir
en JavaScript.
5.5.3.1. P5Scene.java y sketch.js
La clase que permite el modo de desarrollo JavasSript extendido es P5Scene.java , esta
clase implementa la clase abstracta de Proscene AbstractScene.java. P5Scene.java contiene
el método subscribe , al que se le pueden pasar funciones JavaScript desde sketch.js, para
sobrescribir los comportamientos de Proscene definidos en AbstractScene.java.
En AbstractScene.java existen dos métodos muy importantes, con los cuales Proscene puede
reaccionar a eventos:
checkIfGrabsInput Define si un evento será utilizado por Proscene o no. Por ejemplo chec-
kIfGrabsInput puede recibir un evento de tipo KeyboardEvent del que se puede extraer
el carácter introducido y regresar true si se debe manejar este evento.
performInteraction Permite al usuario definir como Proscene se comportará de acuerdo a
un evento. Por ejemplo performInteraction asociará un comportamiento a una entrada
de teclado.
En la anterior implementación, estos métodos deb́ıan desarrollarse desde antes de compilar
a JavaScript; en la nueva implementación podrán ser definidos en sketch.js.
En el código generado por GWT al compilar Proscene a JavaScript, los métodos quedaban
inmodificables, es necesario sobrescribirlos en JavaScript.
Utilizando la función call [19] del lenguaje Javascript que permite invocar funciones anóni-
mas; el usuario podrá suscribir sus funciones declaradas en sketch.js para ser ejecutadas
por P5Scene.java, esto a través de la función subscribe de P5Scene.java como se ve en el
algoritmo 11 .
Con el algoritmo presentado, el usuario puede definir el comportamiento de cualquier método
de Proscene sin cambiar su estructura o funcionamiento desde sketch.js; sin embargo es
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importante aclarar que las funciones creadas por el usuario están fuera del contexto de
Proscene, no pertenecen ni heredan de Proscene, solo suceden alĺı; aśı que para desarrollar
cualquier comportamiento dentro de estas funciones, es requerido tener apuntadores a los
objetos de ProScene que se deseen manipular como se ve en al algoritmo 12.
Aunque este método permite sobrescribir el comportamiento de cualquier función de Pros-
cene, la orientación de la implementación es tener un componente ŕıgido java, constituido
por funciones propias e invariables de Proscene como: drawGrid, drawAxes o is3D ; y tener
un componente flexible JavaScript como performInteraction y checkIfGrabsInput que puede
ser redefinido por el usuario.
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Algoritmo 11: Clase P5Scene.java
1 public class P5Scene extends AbstractScene {
2
3 Map<String, JavaScriptObject> handlers = new HashMap<String, JavaScriptObject>();
4















20 protected native boolean checkIfGrabsInput(BogusEvent event) /*-{
21











33 protected native void performInteraction(BogusEvent event) /*-{
34









Ĺınea 2 Colección de las funciones que suscribirá el usuario.
Ĺınea 5 Método que suscribe las funciones verificando el identificador.
Ĺınea 20-30 Método checkIfGrabsInput sobrescrito, que busca en la colección una función
identificada çheckIfGrabsInput”; le pasa el evento e invoca la función usando call ; luego
retorna el resultado de ejecutar la función.
Ĺınea 33-40 Método performInteraction sobreesrito, que busca en la colección una función
identificada ”performInteraction”, esté método solo ejecutara la función.
44 5 Caṕıtulo 4 Resultados, ejemplos y discusión
Algoritmo 12: Suscribir checkIfGrabsInput y performInteraction en sketch.js
1 function CustomScene(P5JS){
2
3 this.P5Scene = new P5Scene(P5JS);
4 window.P5Scene = this.P5Scene;
5
6 myCheckIfGrabsInput = function (event) {
7 var key = event.remixlab_bias_event_KeyboardEvent_key;
8 return String.fromCharCode(key) == "S" ||





14 myPerformInteraction = function (event) {
15
16 var key = event.remixlab_bias_event_KeyboardEvent_key;
17 var eye = window.P5Scene.eye();
18
19 if(String.fromCharCode(key) == "S")
20 eye.interpolateToFitScene();







Ĺınea 1 Función CustomScene definida en sketch.js que recibe una instancia de p5.js
Ĺıneas 3-4 Se instancia la clase P5Scene portada y se guarda en el objeto global de JavaS-
cript window.
Ĺınea 6-10 Implementación del usuario de la función checkIfGrabsInput ; recibe un evento
KeyboardEvent portado a JavaScript; del que se puede extraer el carácter introducido
con la función JavaScript String.fromCharCode.
Ĺıneas 12 y 25 Se suscribe las funciones con el identificador único.
Ĺınea 17 La función anónima solo puede acceder a su parámetro, se le deben pasar los
objetos que se desee manipular, por ejemplo a través del objeto global window.
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5.6. Análisis y discusión de los resultados
Todos ejemplos y libreŕıas adaptados a la web son funcionales y demuestran con éxito el
funcionamiento de la metodoloǵıa expuesta.
Aunque la metodoloǵıa no hace énfasis en el desempeño sino en la funcionalidad, en todos
los sketches se colocó un medidor de rendimiento y se puede comprobar un resultado estable
de 60 frames por segundo. Dependiendo de la complejidad del sketch adaptado, el comporta-
miento en la web no siempre será exacto al del ambiente de escritorio, ya que influyen varios
factores como el rendimiento del motor JavaScript del navegador, la versión de WebGL, el
tamaño y ubicación del canvas, el rendimiento de GWT, etc.
Se debe tener en cuenta el tamaño del código generado de GWT, cada sketch utiliza varios
archivos debido una caracteŕıstica propia de GWT llamada Code Splitting [26] que optimiza
las aplicaciones . El peso depende de la complejidad de cada ejemplo, en la tabla 5-1 se
muestra el tamaño del código generado en los resultados.









Se encontró en los ejemplos un problema respecto a las entradas de teclado, JavaScript no
distingue el keycode de un carácter en mayúscula o minúscula. Por lo tanto se deben modificar
todos los sketches que teńıan comportamientos diferentes para un carácter en minúscula y
mayúscula.
Los resultados demuestran la flexibilidad de la metodoloǵıa para utilizar código Javascript
embebido, archivos JavaScript externos o los propios archivos .PDE de Processing; además
de los modos de desarrollo Java o javascript que se adaptan a los conocimientos del usua-
rio y son flexibles combinar los sketches con funcionalidades sea de Java o JavaScript. La
herramienta Proscene.js GUI Sketch Export es bastante simple y funcional para el usua-
rio, exporta sketches sencillos fácilmente utilizando un algoritmo bien definido que se puede
adaptar para funcionar con ejemplos más sofisticados.
En resumen las pruebas tienen un rendimiento y funcionalidad aceptables, la metodoloǵıa
debe refinarse y se deben corregir errores pero se puede concluir que exitosamente logro
exportar Proscene, sketches y otras libreŕıas de Processing a la web, cumpliendo los objetivos
planteados y superando las dificultades técnicas.
6. Conclusiones y recomendaciones
6.1. Conclusiones
Se ha presentado exitosamente una adaptación de la libreŕıa Proscene a la web, cumpliendo
el objetivo principal de esta tesis. La adaptación es funcional y tiene un buen rendimiento.
Proscene.js es un proyecto vivo, que se sigue y seguirá desarrollando y mejorando con los
aportes, pruebas y sugerencias de los desarrolladores, estudiantes, artistas, diseñadores y
cualquier persona que se interese por la computación gráfica, para los cuales Proscene.js ha
sido desarrollado.
Esta tesis ha presentado además una metodoloǵıa para adaptar libreŕıas de Processing a la
web, que ha probado no solo ser funcional, sino además robusta y flexible, pues con ella se
han realizado además de dos implementaciones de Proscene.js con distintos motores gráficos
y múltiples ejemplos de diversa naturaleza.
La metodoloǵıa va más allá de ser una simple aplicación de Google Web Toolkit, sino com-
prende un conjunto de buenas prácticas de programación, diseño de software, soluciones a
problemas diversos, buenas herramientas y flexibilidad que le permiten además de crear com-
ponentes robustos y reutilizables, aplicarse en adaptaciones a la web no solo de Processing
o de computación gráfica, sino de cualquier naturaleza.
Esta tesis con Proscene.js y la metodoloǵıa, no solo han cumplido los objetivos propuestos,
sino además los han superado, dando como resultado una herramienta de adaptación a la
web automática con interfaz gráfica que no fue planeada, además de una implementación de
Proscene.js con un modelo de desarrollo completo en JavaScript, con posibilidades más que
prometedoras.
El trabajo futuro de Proscene.js es adaptarse a los rápidos cambios de las tecnoloǵıas en las
cuales se basa, además de los errores que puedan reportarse y los cambios que demandaran
los usuarios, que requieren desde hoy poder crear aplicaciones gráficas robustas fácilmente.
6.2. Recomendaciones
El enfoque único de la metodoloǵıa permite a Proscene.js evolucionar junto con Proscene.
Resulta beneficioso para la comunidad que estás dos herramientas puedan adaptarse a más
y mejores tecnoloǵıas, como los dispositivos móviles, los entornos colaborativos de desarrollo
o la realidad virtual.
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Proscene.js y la metodoloǵıa han sido desarrollados para no ser dependientes de ningún
motor o tecnoloǵıa en concreto, debe mantener su filosof́ıa flexible y sus buenas prácticas de
desarrollo, pero aferrándose a estándares abiertos como WebGL y JavaScript, lo que permite
a Proscene.js funcionar en cualquier navegador moderno.
Proscene.js y la metodoloǵıa deben mantenerse siempre sencillos; para poder llegar a cual-
quier persona, pero en especial a los estudiantes que se interesen por la computación gráfica,
que en un futuro podŕıan realizar su aporte, sugerencia, cambio o mejora a los conceptos y






 Instalar el Plugin GWT para Eclipse 
 Clonar la rama master proyecto de https://github.com/remixlab/proscene.js e 
importar los proyectos existentes a eclipse. 
 Si hay errores en el Build Path, se deben resolver las referencias a los jars 
que están en la carpeta lib del proyecto. 
 Una vez no haya errores, compilar el proyecto p5proscene a javascript 
usando GWT 
 Cuando la compilación termine, ejecutar el archivo P5proscene.html de la 
carpeta war del proyecto p5proscene con un navegador habilitado para 
WebGL  
Modificando el ejemplo sketch.js 
sketch.js es un sketch de p5js que puede modificarse en la carpeta war del proyecto 
p5proscene. Solo es requerido recargar el navegador para asumir el cambio. El objeto 
principal de Proscene.js : P5Scene , contiene el método subscribe, al que podemos pasarle 
funciones javascript, para sobre escribir los comportamientos de proscene definidos en 
AbstractScene .  
En el ejemplo, sobreescribimos los métodos checkIfGrabsInput y performInteraction de 
proscene. 
En checkIfGrabsInput, definimos cuando una entrada de teclado producirá un evento que 
debemos manejar, por ejemplo una letra mayúscula así: 
this.P5Scene = new P5Scene(P5JS);     
 
myCheckIfGrabsInput = function (event) {         
var key = event.remixlab_bias_event_KeyboardEvent_key;           
return String.fromCharCode(key) == 'S'  
    || String.fromCharCode(key) == 'A'  




A. Anexo: Proscene.js Wiki
checkIfGrabsInput recibe un evento de tipo KeyboardEvent del que podemos extraer el 
caracter introducido y regresar true si generara un evento. KeyboardEvent trae el número 
del código Unicode de la entrada de teclado, por comodidad se usa la función de Javascript 
String.fromCharCode. 
En performInteraction, asociamos el comportamiento con la entrada de teclado asignada, 
sin embargo estas funciones javascript, están en un contexto diferente de P5Scene, de 
manera que si queremos acceder a P5Scene o otro objeto, es requerido poner tal función en 
el objeto global de javascript window, y llamar la función desde alli así: 
window.P5Scene = this.P5Scene ; 
myPerformInteraction = function (event) { 
 
var key = event.remixlab_bias_event_KeyboardEvent_key;           
var eye = window.P5Scene.eye(); 
 
if(String.fromCharCode(key) == "S")          
    eye.interpolateToFitScene(); 
if(String.fromCharCode(key) == "A")          
    eye.addKeyFrameToPath(1); 
if(String.fromCharCode(key) == "R")          
    eye.deletePath(1); 
if(String.fromCharCode(key) == "1")          




Creando un sketch 
Para desarrollar un sketch, ademas del mencionado sketch.js , se deben agregar al archivo 
HTML donde se visualizara el sketch los siguientes scripts: 
p5.js : archivo modificado de p5.js para funcionar con proscene.js 
  <script language="javascript" type="text/javascript" src="p5.js"> 
  </script>  
(GWT Module Name)_.nocache.js : Al compilar p5proscene a javascrip , GWT genera un 
directorio "GWT Module Name" que incluye este script y otros recursos. Son nombrados 
según el nombre del modulo GWT, en este caso p5proscene. 
<script type="text/javascript" language="javascript" 
src="p5proscene/p5proscene.nocache.js"> 
</script> 
Función de carga GWT Exporter Esta función inicia p5.js cuando los objetos javascript 
que hemos exportado usando GWT EXPORTER para usar en nuestro sketch estan 
disponibles, por ejemplo P5Scene. 
<script language='javascript'> 
function gwtOnLoad() {               
if((window.setup && typeof window.setup === 'function') || 
(window.draw && typeof window.draw === 'function')) { 
    window.pdev = new p5(); 
} 
}         




Proscene.js utiliza fuentes de p5.js y proscene, por lo tanto su mantenimiento consiste en 
actualizar estas fuentes y adaptar proscene.js a ellas. 
Para una mejor comprensión se explica la arquitectura basada en la metodología de 
adaptación de librerias a javascript 
Arquitectura  
La arquitectura es mas conceptual que fisica y costa de tres capas, repartidas en los dos 
proyectos proscene_tiny y p5proscene, donde el primero contiene la capa core y el segundo 
las capas facade y back. 
Capa Core 






Cada dependencia es un modulo GWT y tiene su XML correspondiente, todos son 
encapsulados por proscene_tiny.gwt.xml. 
El mantenimiento de esta capa consite en actualizar las fuentes de las dependencias y sus 
xml. 
Capa Back 
Tiene como proposito encapsular el código javascript de p5.js para ser usado en Java. 
Consiste en el script modificado p5.js y los siguientes paquetes del projecto p5proscene: 
 main.p5js: wrapper java de p5.js  
 main.eventjs: maneja los eventos de Keyboard y mouse para javascript. 
Capa Facade 
En esta capa contiene las clases que se publicaran y usaran en javascript, es decir las 
implementaciones de las clases abstractas de proscene, costa del paquete java main.client 
del proyecto p5proscene. Contiene además : 
 ExporterFacade.java: Clase donde se selecciona cuales clases serán publicadas en 
javascript usando exportoverlay de Gwt Exporter. 
 P5proscene.java: Clase EntryPoint del proyecto p5proscene, contiene la Función de 
carga GWT Exporter  
El mantenimiento de esta capa consiste en actualizar las implementaciones de las clases 






















Original File line 218, New Lines in modified file added 219 -241 
>   
>  /* 
>      // Shapes PROCESSING PROSCENE SHAPES 
>     POINT:          2, 
>     POINTS:         3, 
>     LINE:           4, 
>     LINES:          5, 
>     TRIANGLE:       8, 
>     TRIANGLES:      9, 
>     TRIANGLE_STRIP: 10, 
>     TRIANGLE_FAN:   11, 
>     QUAD:           16, 
>     QUADS:          17, 
>     QUAD_STRIP:     18, 
>     POLYGON:        20, 
>     PATH:           21, 
>     RECT:           30, 
>     ELLIPSE:        31, 
>     ARC:            32, 
>     SPHERE:         40, 
>     BOX:            41, 
>  */ 
>   
Original File line 652, New Lines in modified file added 676 - 677 
>      *   onPreDraw   - pre user draw() being called 
>      *   onPostDraw    - post user draw() finished   
Original File line 660, New Lines added 686,687 
B. Anexo: processing-1.4.8.js
modificaciones
>     this.onPreDraw = noop; 
>     this.onPostDraw = noop;  
 
Original File line 9817, New Lines in modified file added 9851 - 9887 
>         
>    ////////////////WEBGL 
>  p.getProjectionMatrix = function getProjectionMatrix() { 
>   return projection; 
>     };   
>   
>     p.getModelViewMatrix = function getModelViewMatrix() { 
>   return modelView; 
>     };   
>  
>  
>     p.getCurrentStrokeColor = function getCurrentStrokeColor() { 
>   return currentStrokeColor; 
>     };  
>   
>  p.getStrokeWeight = function getStrokeWeight() { 
>   return lineWidth; 
>     };  
>   
>   
>  p.frustumUpdate = function frustumUpdate() { 
>    
>         
>    var proj = new PMatrix3D(); 
>       proj.set(projection); 
>       proj.transpose(); 
>       curContext.useProgram(programObject2D); 
>       uniformMatrix("projection2d", programObject2D, "uProjection", false, proj.array()); 
>       curContext.useProgram(programObject3D); 
>       uniformMatrix("projection3d", programObject3D, "uProjection", false, proj.array()); 
>       curContext.useProgram(programObjectUnlitShape); 
>       uniformMatrix("uProjectionUS", programObjectUnlitShape, "uProjection", false, proj.array()); 
>    console.log("frustumUpdate");  
>     
>     };  
>   
>   
Original File line 9837, New Lines in modified file added 9908 
>   projMatrixStack, 
Original File line 10287, New Lines in modified file added  10298 ,10358-10375 
<       // the variable won't be found if it was optimized out. 
<       if (varLocation !== null) { 
<         if (varValue.length === 4) { 
<           curContext.uniform4fv(varLocation, varValue); 
<         } else if (varValue.length === 3) { 
<           curContext.uniform3fv(varLocation, varValue); 
<         } else if (varValue.length === 2) { 
<           curContext.uniform2fv(varLocation, varValue); 
<         } else { 
<           curContext.uniform1f(varLocation, varValue); 
<         } 
<       } 
--- 
>    try { 
>      // the variable won't be found if it was optimized out. 
>      if (varLocation !== null) { 
>     if (varValue.length === 4) { 
>       curContext.uniform4fv(varLocation, varValue); 
>     } else if (varValue.length === 3) { 
>       curContext.uniform3fv(varLocation, varValue); 
>     } else if (varValue.length === 2) { 
>       curContext.uniform2fv(varLocation, varValue); 
>     } else { 
>       curContext.uniform1f(varLocation, varValue); 
>     } 
>      } 
>     
>      } 
>   catch(err) { 
>    //console.error(err.message)  
>   } 
Original File line 12829, New Lines in modified file added 12906-12915 
<       curContext.save(); 
--- 
>     //  curContext.save(); 
>     
>    try { 
>    curContext.save(); 
>   } 
>   catch(err) { 
>   // Block of code to handle errors 
>    //console.error(err.message)  
>   } 
>     
Original File line 12833c12919,12925 
<       curContext.restore(); 
--- 
>  try { 
>    curContext.restore(); 
>   } 
>   catch(err) { 
>   // Block of code to handle errors 
>    //console.error(err.message)  
>   }    
Original File line 12964, New Lines in modified file added 13057-13069 
>   
>   
>     Drawing2D.prototype.pushProjMatrix = function() { 
>       projMatrixStack.load(projection); 
>     
>       saveContext(); 
>     }; 
>  
>     Drawing3D.prototype.pushProjMatrix = function() { 
>       projMatrixStack.load(projection); 
>  
>     };  
>   
Original File line 12986, New Lines in modified file added 13092-13102 
>   
>     Drawing2D.prototype.popProjMatrix = function() { 
>       projection.set(projMatrixStack.pop()); 
>  
>       restoreContext(); 
>     }; 
>  
>     Drawing3D.prototype.popProjMatrix = function() { 
>       projection.set(projMatrixStack.pop()); 
>  
>     };  
Original File line 13469, New Lines in modified file added 13586 -13587 
>     
>    curSketch.onPreDraw(); 
Original File line 13470, New Lines in modified file added 13589-13590 
>    curSketch.onPostDraw(); 
>     
Original File line 13498, New Lines in modified file added 13619-13620 
>     
>    curSketch.onPreDraw(); 
Original File line 13499a13622 
>    curSketch.onPostDraw(); 
Original File line 14327a14451 
>   projMatrixStack = new PMatrixStack(); 
Original File line 14469a14594 
>   projMatrixStack = new PMatrixStack(); 
 
 
Original File line 21113, New Lines in modified file added 21242-21243 
>     DrawingPre.prototype.pushProjMatrix = createDrawingPreFunction("pushProjMatrix"); 




public native static final PMatrix3D
JavaScriptArray2Matrix3D(JavaScriptObject array, boolean rowMajor)/*-{
function check(o)










































public native static final JavaScriptObject
Matrix3D2JavaScriptArray(PMatrix3D matrix3D, boolean rowMajor)/*-{
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Processing a la Web. En: Latin American Journal of Computing Faculty of Systems
Engineering National Polytechnic School Quito-Ecuador 2 (2015), Nr. 2
[8] Colorado, Cesar ; Charalambos, Jean P. ProScene.js using Processing.js. https:
//github.com/remixlab/proscene.js/tree/processing.js. 2015
[9] Colorado, Cesar ; Charalambos, Jean P. ProScene.js with P5.js. https://github.
com/remixlab/proscene.js. 2016
[10] Damkjer, Kristian L. Obsessive Camera Direction (OCD) Reference. http://www.
gdsstudios.com/processing/libraries/ocd/reference/. 2009
[11] Freeman, Elisabeth ; Freeman, Eric ; Bates, Bert ; Sierra, Kathy: Head First
Design Patterns. O’ Reilly & Associates, Inc., 2004. – ISBN 0596007124
[12] Google. Coding Basics - JavaScript Native Interface (JSNI). https://developers.
google.com/web-toolkit/doc/latest/DevGuideCodingBasicsJSNI. 2012
Bibliograf́ıa 59
[13] Google. Understanding the GWT Compiler. https://developers.google.com/
web-toolkit/doc/latest/DevGuideCompilingAndDebugging. October 2012
[14] Hanson, Robert ; Tacy, Adam: GWT In Action, Easy Ajax with the Google Web
Toolkit. Dreamtech Press, 2007
[15] Kaitila, Christer: Adobe Flash 11 Stage3D (Molehill) Game Programming Beginner¿
s Guide: A Step-by-step Guide for Creating Stunning 3D Games in Flash 11 Stage3D
(Molehill) Using AS3 and AGAL with this Book and Ebook. Packt Publishing Ltd, 2011
[16] Karpenko, Cyril A. GWT ENT A Reflection, HTML template, Data Binding, Va-
lidate, AOP framework for GWT. https://code.google.com/archive/p/gwt-ent/.
2011
[17] Khronos. WebGL Specification. 2011
[18] Lauren McCarthy, Ben F.: Getting Started with p5.js. Maker Media, Inc, 2015
[19] Network, Mozilla D. ; individual contributors. Function.prototype.call().
https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/
Global_Objects/Function/call. 2016
[20] Niemi, Mike. Traer’s physics library to Processing.js - Notes. http://svbreakaway.
info/tp.php. 2011
[21] Processing. Processing js. http://processingjs.org/. 2011
[22] Processing.js. Writing Documents that Combine Processing and JavaScript Code.
2012
[23] Ray Cromwell, Manuel Carrasco M. gwt-exporter. https://github.com/manolo/
gwt-exporter. 2014
[24] Reas, Casey ; Fry, Ben: Getting Started with Processing. O’Reilly, 2010
[25] Resig, John ; Fry, Ben ; Reas, Casey: Processing. js. En: Aufgerufen am 20 (2010),
p. 2010
[26] Team, Gwt. Code Splitting. http://www.gwtproject.org/doc/latest/
DevGuideCodeSplitting.html. 2016
[27] team, Processing.js. Processingjs exhibition. http://processingjs.org/exhibition/. 2016
[28] Vantomme, Jan: Processing 2: Creative Programming Cookbook: Over 90 Highly-
effective Recipes to Unleash Your Creativity with Interactive Art, Graphics, Computer
Vision, 3D, and More. Packt Publishing, 2012. – 216–220 p.. – Getting started with
the Toxiclibs.js library
60 Bibliograf́ıa
[29] Vantomme, Jan: Processing 2: Creative Programming Cookbook: Over 90 Highly-
effective Recipes to Unleash Your Creativity with Interactive Art, Graphics, Computer
Vision, 3D, and More. Packt Publishing, 2012. – Chapter 9: Exploring JavaScript Mode
