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Resums 
 
Català: 
 
Appqueology és una aplicació startup destinada als arqueòlegs de la facultat de geografia i història de la 
Universitat de Barcelona. El seu objectiu és facilitat als mencionats arqueòlegs la feina estratigràfica en el 
camp de treball, de manera que puguin realitzar aquesta tasca allà mateix amb dispositius portàtils de 
forma distribuïda amb les característiques interactives que ens aporten les aplicacions per a dispositius 
mòbils, és a dir un entorn ‘look and feel’ que permeti realitzar la tasca de manera intuïtiva amb molta 
visibilitat del seu treball i feedback. Llavors finalment, poder obtenir directament documentació de la feina 
realitzada amb la aplicació per el seu posterior estudi. 
 
Anglès: 
 
Appquology is an start-up application intended to the archeologists of the Geography and History 
Faculty of Universitat de Barcelona. Its objective is make easier for the archeologists do their 
stratigraphy works directly on the field, so that they can do that task there with mobile devices in a 
distributed way with the interactivity well-known on these device applications, is that to say a ‘look and 
feel’ environment able to do that task in an intuitive way with high visibility of the work done and 
feedback. So finally, be able to extract documentation of the work done with this application for its 
following study. 
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1. Introducció 
 
1.1 Descripció 
 
Aquest treball de final de grau està destinat a la primera fase d’una aplicació java per android anomenada 
Appqueology. Destinada a ser una eina útil per els arqueòlegs de la facultat de geografia i història, per tal 
de facilitar la creació de la seva informació i posterior classificació.  Aquesta primera etapa d’aquest 
projecte va destinada a crear la base funcional de la aplicació principal: facilitar l'anotació 
crono-estratigràfica. Properes fases se centrarien en la concurrència, disseny gràfic final, estructura final 
de dades i bases de dades, programació distribuïda, etc. 
 
1.2 Motivació: 
 
Principalment, com a estudiant que va venir a realitzar aquesta carrera després de fer un cicle formatiu de 
grau superior de desenvolupament d’aplicacions informàtiques (DAI), vaig tenir una sèrie d’assignatures 
convalidades. Una d’elles era Projecte integrat de software, a la qual es desenvolupa un projecte per 
plataforma mòbil android amb un grup de 4 - 5 persones, llavors va ser ara a quart amb el treball de final 
de grau quan m’he interessat per tenir alguns coneixements de programació de java sobre android on hi 
vaig veure una nova oportunitat d’aprendre i alhora qualificar-me sobre això. Així doncs, vaig procurar 
buscar-me un treball relacionat amb la programació en android, però se m’acabava el temps i buscar-se 
un tema per un mateix a vegades comportar abastar massa o quedar-se massa curt, és a dir, problemes. 
Així que hem vaig decidir per un dels proposats per el professorat, el que hem va cridar més l’atenció, 
Appqueology. 
 
Haig de confessar que, primer el que em va venir a la ment, no va ser el que he acabat fent al final, on 
imaginava poder identificar recintes arqueològics turístics per geolocalització, on visitar els llocs, 
descobrir-hi coses i respondre preguntes per tal d’aconseguir fites pogués fer més entretinguda una 
visita, alhora que educativa amb elements de gamification. Tot i que després el meu tutor, l’Oriol pujol em 
va explicar en concret per on aniria el tema, i també em va semblar força interessant, i més si podria tenir 
en el futur una utilitat científica real en el camp de la arqueologia. 
 
De petit, ser arqueòleg va ser una de les meves aspiracions, sempre m’ha encantat la història i els misteris 
que entranya i la formà d’omplir-la de contingut, l’arqueologia. Una ciència que opino menystinguda, 
doncs aprendre del passat ens estalvia problemes al futur i fins i tot solucions, i ajuda a explicar i 
entendre les societats contemporànies. 
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1.3 Objectius: 
 
Primer de tot, com he deixat ja mig anar al apartat de la motivació de realitzar aquest treball, l’objectiu a 
nivell personal és familiaritzar-me i aprendre programació java sobre plataforma mòbil android. Així 
doncs aprendre quina estructura tenen els programes, com desenvolupar-los, conèixer l’apartat gràfic i 
les seves interaccions amb l’usuari. 
 
Després ja ve l’objectiu que marca el treball de final de grau: Realitzar una aplicació per plataforma mòbil 
android que sigui capaç de realitzar una aplicació d’android amb java, que sigui capaç de permetre 
realitzar un estratigraf en temps real, permeti afegir diferents tipus de nodes, col·locar-los a diferents 
llocs, relacionar-los entre ells i modificar els seus atributs, a part de facilitar la visualització d’aquests 
segons interessos de l’usuari. Tot això dins d’un entorn tirant cap al ‘look and feel‘ per fer-ho més senzill 
i ràpid. 
 
Per tant, en resum: 
1. Dissenyar una aplicació android que permeti la creació d’un crono-estreatigraf en temps real 
2. Aconseguir un entorn basat en el “look and feel” perquè el seu us sigui senzill, intuïtiu i ràpid, 
tant de fer com d’aprendre. 
3. Obtenir coneixements i familiaritzar-se amb la programació java sobre plataformes Android 
 
1.4 Raons: 
 
La raó del primer objectiu, és simplement didàctica. Android és una plataforma amb futur, el mercat dels 
dispositius mòbils està en alça, sobretot el dels smartphones. Però a més, familiaritzar-te amb 
programació per dispositius mòbils, t’ajuda a saltar a altres plataformes d’aquest tipus com pot ser 
MacOS o Windows Mobile. 
 
La raó del segon objectiu, és fer menys pesada la realització dels estratigrafs, i per això primer hem 
d’explicar que és un estratigraf i com el fan els arqueòlegs actualment.  
 
Un estratigraf és un graf realitzat a partir del que es va trobant en una excavació arqueològica, on cada 
element que s’hi troba hi és inclòs per ordre d’edat i cada element pot ser d’un determinat tipus, així 
doncs no només els ossos, les armes, àmfores i arques de l’aliança són elements, també ho son coses com 
forats fets artificialment, murs construïts per l’home i etc. Ara per ara, tots aquests elements són recollits 
i classificats amb informació de sobre què s’ha trobat i sota què. i un cop recollida tota la informació, es 
diposita a una base de dades perquè posteriorment un programa realitzi el graf final. 
 
Així doncs, la crono-estratigrafia és una branca de la geografia que estudia quin és l’ordre vertical i 
horitzontal dels sediments de terra i la seva classificació. A la figura 1, tenim una explicació gràfica i a la 
figura 2 un estratigraf creat per la eina que fan servir acutalment els arqueolegs, el programa Stratigraf 
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La idea és que amb l’aplicació que es vol fer, aquest graf es faci de manera automàtica a l’excavació mateix, 
de manera que sigui fàcil de modificar la informació i el graf i no s’hagi de primer recollir tota la 
informació classificar-la i introduir-la en una base de dades a mà, si no que tot això es faci 
automàticament a cada interacció de l’usuari sense que ell se n’assabenti. 
 
2. Bases tecnològiques de desenvolupament en Android 
 
El primer que es recomana és un IDE robust per tal d’integrar sense masses problemes les aplicacions, el 
qual és Eclipse amb el plug-in de SDK de Android, que de fet ja bé tot ben muntat a la seva pàgina web. 
És fàcil d’instal·lar amb la interfície Eclipse de tota la vida però amb la possibilitat de crear els projectes 
java per Android, i amb un dissenyador de GUI primitiu, però suficient. 
 
L’estructura d’un projecte java per Android, conté una carpeta src(source), on es troben tots els 
packages amb els seus .java corresponents i per tant el codi font del programador de l’aplicació, una 
carpeta gen, que conte codi autogenerat derivat del ‘clean and build’ on queda gravada la informació dels 
objectes de les pantalles i els recursos de la carpeta res, una carpeta res, que conté tots els recursos 
accessibles des de el codi(imatges, patalles, etc), la carpeta bin on queda guardat l’executable .apk i 
documents necessaris per arrancar-la, i després les llibreries necessàries de l’API android. 
 
De documents importants cal destacar AndroidManifest.xml, que conté la llista de les pantalles existents 
a l’aplicació i la configuració de cada una d’elles, necessari per dur a terme el ‘clean and build’ de l’aplicació 
i generar els binaris. 
 
Les aplicacions en android es distribueixen en Activities, una classe que representa una pantalla en 
concret de l’aplicació, sempre associada a un fitxer xml que representa la configuració del layout (GUI) 
inicial al executar-se l’activitat. Després es poden dur a terme canvis en els objectes del layout en execució. 
 
6 
Els objectes de la interfície d’usuari hereten tots d’una classe anomenada View, aquesta és la classe bàsica, 
ja siguin classes de layout, com texts, textos modificables, imatges grups d’objectes. Tot el que es mostri 
per pantalla internament hereta d’aquesta classe. On el mètode més important i que mostra els objectes 
per pantalla és OnDraw() que sempre podem sobreescriure en cas de voler-nos fer un objecta View 
personalitzat. 
 
L’últim que em vaig mirar abans de començar va ser com funciona el captació de les accions dels usuaris. 
On només has de configurar un ‘Listener’ al Objecte View sobre el qual vols captar l’acció i tempre un 
pot crear una classe personalitzada del ‘Listener’ en concret. Tot i que en lloc de configurar un ‘Listener’, 
també pots fer un dels mètodes de dispatchEvent i sobreescriure’ls, tot i que no és recomanable si no és 
estrictament necessari. 
 
Aquests han sigut els coneixements necessaris per començar el projecte. També es bo saber la estructura 
completa, sense aprofundir en detall, de la API d’android com mostra la figura 3: 
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3. Anàlisi: 
 
En aquest apartat procedirem a analitzar quins son els requeriments de l’aplicació per tal de saber amb 
concreció tot el que cal aconseguir que faci la nostra aplicació i tots les característiques que ha de tenir. 
Aquests, son per una part els requeriments funcionals i per l’altre els no funcionals.  
 
3.1 Requeriments funcionals: 
 
Els requeriments funcionals són el que ha d’aconseguir fer l’aplicació segons les interaccions que fa 
l’usuari amb el sistema. Per tal plasmar els escenaris d’interacció entre els dos, s’utilitzen els casos d’us, 
que poden ser gràfics o de text, amb més concreció o menys depenent de la necessitats de cada aplicació. 
Aquesta és la estructura dels casos d’us que s’utilitzarà: 
 
CU#num: Nom del cas 
Flux normal: 
1. Accions en orde dutes per l’usuari o el sistema 
Flux alternatiu:(opcional) 
a.1 Accions en orde dutes per l’usuari o el sistema 
 
Aquest seria el diagrama de casos d’us segons ens mostra la figura 40: 
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Un cop especificat això ja podem començar a presentar els casos d’us. 
 
Casos d’us:  
 
CU1: Crear un node 
Flux normal: 
1. L'usuari arrossega una icona des de la barra d'eines al tauler.  
2. El sistema mostrarà el nou element a la posició del drop. 
Flux alternatiu: 
a.1 L’usuari fa deixa anar l’element a la barra d’eines 
a.2 El sistema no fa res 
 
CU2: Amagar i mostrar la barra d’eines 
Flux normal: 
1. L'usuari prem el botó de mostrar/amagar la barra d'eines. 
2. El sistema farà la deseparèixer i situarà el botó on era el centre de la barra d’eines però 
enganxat a la vora esquerra de la pantalla.  
Flux alternatiu: 
a.1 L’usuari vol tornar a mostrar la barra d’eines per utilitzar-la i torna a prémer el botó 
a.2 el sistema mostra la barra d’eines i torna a posar el botó allà on era. 
 
CU3: Moure un node 
Flux normal: 
1. L’usuari vol moure un node, així doncs l’usuari tocarà el node i l’arrossegarà a un altre lloc del 
tauler i el deixarà anar. 
2. El sistema farà reaparèixer aquell element al lloc on l’usuari l’ha deixat anar 
Flux alternatiu: 
a.1 L’usuari deixa anar l’element fora del tauler. 
a.2 El sistema no fa res. 
 
CU4: Modificar i veure els atributs d’un node 
Flux normal: 
1. L’usuari vol modificar i veure els atributs d’un node. Per fer això premerà durant  un segon el 
node i al deixarà anar al mateix lloc. 
2. El sistema mostrarà una nova pantalla amb tota la informació del node i un botó per guardar 
els canvis fets, o esborrar el node. 
 
CU5: Guardar els atributs d’un node 
Flux normal: 
1. L’usuari vol guardar els canvis fets en el atributs del node, per tant des de la pantalla 
d’informació del node, premerà el botó ‘Save’  
2. El sistema tornarà a la pantalla del tauler del graf amb els canvis fets. 
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Flux alternatiu: 
a.1 L’usuari vol guardar els canvis fets en els atributs del node, per tant des de la pantalla 
d’informació del node premerà el botó ‘Save’, pero algun paràmetre modificat és incorrecte 
a.2 El sistema mostrarà un message box per informar de lo incorrecte 
 
CU6: Esborrar un node 
Flux normal: 
1. L’usuari vol esborrar un node, per tant des de la pantalla d’informació del node, premerà el 
botó ‘Delete’. 
2. El sistema tornarà a la pantalla del tauler del graf i esborrarà el node. 
 
CU7: Relacionar un node amb un altre 
Flux normal: 
1. L’usuari vol relacionar amb una línia un node amb un altre, ja sigui des de un element de la 
barra d’eines o un node ja creat al graf, l’usuari arrossegarà el node a algun lloc a sota del node 
amb qui el vol relacionar i el deixarà anar. 
3. El sistema també eliminarà la relació amb nodes superiors que tenia el node a la posició que 
estava abans en cas de que ja estigués creat en el tauler. 
2. El sistema mourà el node o(o el crearà) a la posició on s’ha deixat anar i una línia unirà els dos 
nodes. 
Flux alternatiu: 
a.1 L’usuari fa la acció del flux normal 1, però el moviment  resulti ser il·legal 
a.2 El sistema mostra en una message box la informació i no canvia el node de lloc ni les relacions 
 
CU8: Relacionar un node amb un altre extra 
Flux normal: 
1. L’usuari vol efectuar una relació més d’un node amb un altre sense que s’esborri la que ja té. 
Per fer això, arrossegarà el node i el deixarà anar sobre el node amb el que vol establir relació 
un cop deixat anar s’efectuarà la relació amb una línia. 
Flux alternatiu: 
a.1 L’usuari fa la acció del flux normal 1, però la relació resulta ser il·legal. 
a.2 El sistema mostra una message box la informació i no estableix la relació. 
 
CU9: Esborrar manualment una relació 
Flux normal: 
1. L’usuari vol esborrar una relació. Per fer això premerà el centra de la línia que els uneix 
senyalitzat amb un punt verd 
2. El sistema canviarà el color de la línia a vermell. 
3. L’usuari, després d’aguantar un segon deixarà anar. 
4. El sistema eliminarà la línia que uneix els nodes. 
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CU10: Guardar un graf 
Flux normal: 
1. L’usuari vol guardar un graf. Per fer això anirà al menú situat a dalt a la esquerra de l’aplicació i 
premerà la opció ‘Save’ 
2. El sistema guardarà el graf en un fitxer xml anomenat graf.xml 
 
CU11: Carregar un graf 
Flux normal: 
1. L’usuari vol carregar el graf que havia guardat. Per fer això anirà al menú situat a dalt a la 
esquerra de l’aplicació i premerà la opció ‘Load’ 
2. El sistema eliminarà tots els elements del tauler del graf,i carregarà el graf amb la informació 
del fitxer graf.xml 
 
CU12: Beautificar el graf 
1. L’usuari vol que els nodes es recol·loquin perquè es vegi tot més ordenat. Per fer això anirà al 
menú situat a dalt a la dreta de la pantalla i premerà la opció ‘beautify’. 
2. El sistema recorrerà el graf assignant una posició a cada node amb l’algoritme de 
posicionament de grafs beautify. 
 
CU13: Veure els nodes en una línia temporal 
Precondicions: Ha d’haver un graf guardat en un fitxer xml 
Flux normal: 
1. L’usuari vol veure els nodes del graf guardat en una línia temporal per un interval de temps 
determinat. Per fer això anirà al menú situat a dalt a la dreta de la pantalla i triarà la opció 
‘TimeLine View’ 
2. Al prémer la opció el sistema farà aparèixer una pantalla amb un formulari amb 3 camps que 
indiquen el màxim, el mínim i el salt d’anys entre cada espai de temps, junt amb un botó per 
confirmar 
3. L’usuari omplirà els camps i premerà el botó per confirmar 
4. El sistema canviarà de pantalla i es veurà la pantalla de la línia temporal del mínim al màxim amb 
els espais de temps i els nodes del graf guardat col·locats al espai de temps que els pertoca. 
Flux alternatiu: 
a.1 L’usuari al realitzar la acció del flux normal 3, els camps resulten ser incorrectes per algun 
motiu. 
a.2 El sistema Informa amb una message box de l’error i es queda la pantalla actual. 
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CU14: Bloquejar i desbloquejar les interaccions amb els nodes el graf 
Flux normal: 
1. L’usuari vol bloquejar les interaccions amb els nodes del graf per tal de explorar millor el graf. 
Per això l’usuari premerà el botó situat a baix a la dreta amb la icona del candau.  
2. Al prémer el botó el sistema bloquejarà les interaccions amb els elements del graf fins que es 
torni a prémer el botó un altre cop i assignarà als nodes la seva posició en l’eix de les Y segons 
l’edat que tinguin de més jove a més antic. 
3. El sistema canvia la icona del botó  
4. L’usuari torna a prémer el botó 
5. El sistema restableix les interaccions amb els elements del graf i els reposiciona amb un 
beautificar 
6. El sistema torna a posar al botó la icona de desbloquejat 
 
CU15: Girar la pantalla del dispositiu mòbil 
Flux normal 
1. L’usuari vol girar la pantalla del dispositiu mòbil per comoditat. llavors girar la pantalla 
2. El sistema recol·loca tots els elements de l’aplicació per adaptar-se a les noves mides de la 
pantalla, de manera que no suposi cap canvi en el layout per l’usuari 
 
CU16: Tornar a la pantalla anterior: 
Flux normal: 
1. L’usuari vol tornar a la pantalla anterior, i prem el botó de retrocés dels dispositius andorid 
2. El sistema mostra la pantalla a partir de la qual s’havia arribat a la pantalla actual. 
Flux alternatiu: 
a.1 L’usuari fa la acció del flux normal 1 a la pantalla principal de la aplicació. 
a.2 El sistema surt de la aplicació 
 
3.2 No funcionals: 
 
El principal requeriment no funcional ha sigut la usabilitat. Donat que fins ara els arqueòlegs treballen 
primer recollint tota la informació  a ma i desprès la processen la informació després de ser introduïda 
en una base de dades per obtenir l’estratigraf, aquest camp és llavors on s’ha de notar més diferència, per 
això s’ha procurat incloure molts elements “look and feel” tant característics de les noves tecnologies 
mòbils, com el drag and drop, touch, i funcions automàtiques com el “beautify”, les ordenacions per edat, 
introducció d’informació automàtica com la de saber sobre i sota què ha estat trobat un element. 
 
També és igual d’important que l’aplicació serveixi per varies plataformes portables touch, és a dir, no 
només mòbils, si no també tablets. Així que s’ha de procurar dissenyar una interfície pensant en totes les 
possibilitats de mida de pantalla. 
 
 la eficàcia i la eficiència a l’hora de fer operacions amb el graf també és important, al tractar amb els 
elements hem de tenir en compte la complexitat més baixa possible al mateix moment que compleix amb el 
seu objectiu. 
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Després podem tenir altres requeriments, més generals o no tant importants en aquesta etapa, però dels 
quals me’n he fet càrrec tot el que s’ha pogut, com per exemple la robustesa (o estabilitat). 
 
3.3 Interfície HCI: 
 
Drag and Drop: 
 
El drag and drop és l’acció que fa l’usuari d’arrossegar un element a un altre lloc i quan es deixa anar, el 
sistema executa les tasques pertinents 
 
Pantalla principal: 
S’utilitza per: 
● Crear els nous elements arrossegant-los des de la barra d’eines fins al tauler del graf. 
● Moure un element del tauler a un altre lloc. 
● Crear una relació entre elements manualment arrossegant un element sobre l’altre, on l’element 
arrossegat figurarà com a fill de la relació i l’element sobre el qual s’ha deixat anar l’altre element 
figurara com a pare. 
 
 
Touch: 
 
Touch és la acció que fa l’usuari de tocar un element i el sistema executa les tasques pertinents mentre 
l’estigui tocant. 
 
Pantalla principal: 
S’utilitza per: 
● Inicialitzar el drag and drop dels elements de la barra d’eines i del tauler pertanyent tots a la 
classe Artifact 
● Per moure el tauler del graf 
 
Click: 
 
Click és la acció de l’usuari prémer un botó i deixar-lo anar. Al deixar-lo anar el sistema executa les 
tasques pertinents. 
 
Pantalla principal: 
S’utilitza per: 
● Mostrar el menú situat a dalt a la dreta de la pantalla 
● Seleccionar les opcions del menú 
● Prémer el botó per amagar la barra d’eines 
● Prémer el botó per tornar a mostrar la barra d’eines 
● Prémer el botó bloquejar les interaccions amb els elements 
● Prémer el botó per desbloquejar les interaccions amb els elements 
13 
 
Pantalla d’informació dels elements: 
S’utilitza per: 
● Prémer el botó per guardar 
● Prémer el botó per esborrar 
● Seleccionar qualsevol camp modificable 
 
Pantalla de Configuració de la la línia temporal: 
S’utilitza per: 
● Seleccionar qualsevol camp modificable 
● Prémer el botó de confirmació 
 
Totes les pantalles: 
S’utilitza per: 
● Prémer el botó de retrocés dels dispositius android 
 
LongClick: 
 
LongClick és la acció que fa l’usuari quan prem un element i el deixa anar al mateix lloc al cap d’una 
estona. Llavors el sistema executa les tasques pertinents. 
 
Pantalla principal 
S’utilitza per: 
● Accedir a la pantalla d’informació d’un element del graf 
● S’utilitza per esborrar una relació entre elements del graf 
 
Scroll 
 
Scroll és la acció que fa l’usuari quan el contingut de la pantalla sobrepassa la mida i es vol accedir al 
contingut que no es veu fent lliscar la ScrollBar per el lateral. 
 
Pantalla Principal: 
S’utilitza per: 
● Veure el contingut que queda amagat de la barra d’eines 
 
Pantalla d’informació de l’element: 
S’utilitza per: 
● Veure els caps d’informació del element que queden amagats per accés de contingut 
● Veure la informació dels camps de ‘found above’ i ‘found below’ que amagats superen la mida de 
la pantalla 
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Pantalla de la línia temporal 
S’utilitza per: 
● Accedir als intervals amagats que queden amagats 
● Accedir en els intervals als artefactes que queden amagats 
Pinch and Spread: 
 
Pinch and Spread és la acció que fa l’usuari amb 2 dels seus dits fent un moviment de pinça o de 
escampar sobre la pantalla. Llavors els sistema executa les tasques pertinents. 
 
Pantalla Principal: 
S’utilitza per: 
● Fer zoom out(Pinch) o fer zoom in (Spread) del tauler del graf 
 
4. Disseny: 
 
El disseny de l’aplicació s’ha anat fent mica en mica. Donat que des de el començament teníem la idea, 
però no tots els requisits, aquesta ha sigut la millor opció. Així doncs hem fet com una adaptació per una 
sola persona de les metodologies Agile, assignant tasques per un dia determinat després d’una o 2 
setmanes. Aquestes tasques anaven completant el disseny de la aplicació fins al resultat final. 13 classes, 4 
d’elles de tipus Activity que representen una pantalla en android, per les quals començaré a explicar el 
disseny. Tot seguit a la figura 4, el diagrama de classes de la aplicació, que podeu també trobar a la 
entrega coma imatge 
 
 
15 
 16 
4.1 Classes 
 
Activity’s: 
 
A totes les classes Activity, són les fonts de l’execució mentre siguin la activitat activa en aquell coment, 
per tant tenen un mètode inicialització per tal de configurar bé tot el necessari(reajustaments de layout, 
configuració de Listeners etc. Tenen un mètode per tal de detectar canvis de configuració i així poder 
reestructurar el layout en cas de que sigui necessari. També mètodes per configurar els menús en cas de 
que en tinguin i mètodes per captar els resultats d’una Activity que hagi sigut llançada des de aquesta per 
tal de ser interpretats 
 
MainActivity.java: 
 
Aquesta activitat representa la pantalla principal de l’aplicació, per tant la primera en executar-se al iniciar 
aquesta i allà on s’ubica el tauler del graf. Hi ha 4 elements principalment importants al seu layout: La 
barra d’eines, el tauler del graf, el menú superior dreta i el botó de bloqueig/desbloqueig. 
Al inicialitzar la activitat, fem els últims ajustos en el layout abans de mostrar-ho tot per pantalla a l’usuari 
i configurem tots els Listeners que facin falta per les interaccions amb l’usuari d’aquesta pantalla. 
 
Per tal de detectar si l’usuari ha girat la pantalla, primer he hagut de configurar per aquesta activitat al 
fitxer AndroidManifest.xml que en els canvis de configuració de la activitat detecti els canvis d’orientació 
de la pantalla. 
 
També s’ha configurat el mètode per captar resultats d’altres activitats llançades per aquesta. Ja que 
activitats que es llencen des de MainActivity.java com pot ser la mirar els atributs del node pot venir amb 
resultats diferents, com guardar el canvis o eliminar el node. A la figura 5 tenim una imatge d’aquesta 
activitat 
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ArtifactActivity.java: 
 
Aquesta és la activitat on es mostren i es modifiquen els atributs del nodes, per tant  rebem la informació 
dels node enviada per MainActivity.java i l’anem col·locant als elements corresponents del layout. També 
configurem els Listeners dels botons de ‘Save’ i ‘Delete’ on cal destacar que junt amb la informació que 
s’ha rebut del node, apliquem la revisió dels paràmetres perquè estigui tot correcte abans d’abandonar la 
pantalla al clicar sobre ‘Save’. A la figura 6 podem veure un exemple d’aquesta activitat 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
ThresholdActivity.java: 
 
Aquesta és la activitat on es configura les mesures de la pantalla de la línia temporal. Per tant l’únic que es 
configura al iniciar és el Listener del botó de confirmar amb la revisió dels paràmetres per tal de que no 
hi hagi cap error al iniciar la activitat de la pantalla de la línia temporal. 
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TimeLineActivity.java: 
 
Aquesta activitat mostra els elements del graf guardat segons les configuracions rebudes per 
ThresholdActivity.java. Al iniciar-se la activitat aquesta omple el layout amb els intervals d’anys segons el 
paràmetres rebuts, així doncs posa dins el layout: primer un espai per els elements que no tenen 
configurada encara la edat, després un espai per els elements que són més antics que el mínim definit en 
els paràmetres, després va posant un espai per cada interval d’anys definit als paràmetres fins arribar al 
màxim i final ment un últim espai per els elements més joves que el màxim fixat per els paràmetres rebuts. 
A cada espai se li assigna un id numèric. Un cop determinats tots els espais es llegeix els fitxer xml que 
conté la informació del graf i es col·loquen tots els elements al layout principal, llavors es recorren 
aquests per assignar-los un espai segons l’edat que tinguin. 
 
Als espais que estan dins l’interval definit se’ls assigna un id incremental per després poder ser buscats 
que comença en el 40002(40000 és l’espai dels elements sense edat i 40001 el dels elements més antics que 
el mínim). Els id dels elements del graf comencen al 0, així doncs de moment l’aplicació aguantaria grafs 
d’uns 39999 elements sense provocar fallades. La manera d’assignar els artefactes que tenen una edat que 
entra a l’interval a un espai és amb la funció findThreshold() que identifica a quina posició interval hauria 
d’anar una edat determinada, després se li suma als 40002 explicats abans per trobat l’identificador final 
del interval on pertany, 
 
 
El layout que conté tots els espais de temps, està alhora també dins d’un ScrollView, que permet el scroll 
de la pantalla i poder accedir als espais de temps que no es veuen verticalment. Després cada espai està 
dins d’un HorizontalScrollView que permet accedir als artefactes que no es veuen horitzontalment en cas 
de que accedeixin la pantalla en algun dels espais de temps creats. A la figura 8, podem veure una imatge 
d’aquesta activitat 
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OnDragListeners Personalitzats: 
 
Els OnDragListeners es escolten la crida d’un mètode de les instàncies de classes que hereten de la classe 
View, startDrag(). Un cop feta aquesta crida, pot ser escoltada pet qualsevol objecte amb un Listener 
configurat que estigui dins del Context, tot i que sempre es començarà per un orde bottom-up. Durant 
un esdeveniment drag, els Listeners executen el mètode onDrag(), allà és on s’ha de programar per fer el 
que ens interessi a nosaltres. S’ha de vigilar de tenir diferents OnDragListeners en un entorn, perquè 
poden generar conflictes entre ells. A banda dels Listeners podem escoltar a una mica més baix nivell els 
esdeveniments de drag, sobreescrivint la funció dispatchDragEvent(), o per a qualsevol altre 
esdeveniment també té la seva versió del mètode ‘dispatch’. 
 
OnDragArtifact.java: 
 
Aquest Listener és configurat per al RelativeLayout que representa el tauler del graf, ja que s’ha de poder 
detectar quan els elements de la barra d’eines són arrossegat sobre el tauler i també quan els elements 
són moguts del lloc. També detectem el longclick sobre un node, comparant el temps quan es deixa anar 
al mateix lloc respecte el temps que ha començat el drag.  
 
En aquest Listener detectem 3 escenaris diferents quan es deixa anar l’element: Si n’estem creant un node 
nou, si n’estem movent un a un altre lloc o si estem fent un longclick sobre un.  
 
Per això primer condicionem si l’element que ha iniciat el esdeveniment amb starDrag() prové o no d’un 
node del tauler, així separem l’escenari de creació del de moviment, doncs si no prové del tauler, és que 
prové de la barra d’eines, llavors un com confirmat l’escenari de creació, detectem si abans de deixar anar, 
el element ja havia sortit de la barra d’eines, un cop confirmat, podem procedir a executar les tasques per 
crear un nou node en el tauler. 
 
Per separar entre l’escenari de moure el node i el longclick, hem de revisar la posició on es deixa anar i el 
temps que ha passar des de que s’ha iniciat l’esdeveniment. Si ha passat més d’un segon i s’ha deixat anar 
al mateix lloc vol dir que és un longclick i s’ha d’executar el codi per anar a la pantalla de la 
ArtifactAcvivity.java, si no s’ha de moure el node allà on s’ha deixat anar i detectar si ha sigut un 
moviment il·legal. 
 
OnDragSladingDrawer.java: 
 
Aquest Listener és configurat per al RelativeLayout que representa la barra d’eines. S’encarrega de deixar 
registrat si l’element que s’arrossega de dins de la barra d’eines ja ha sortit fora o encara esta dins 
d’aquesta, per tal de poder saber-ho quan es deixa anar l’element a OnDragArtifact.java. 
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OnTouchListeners Personalitzats: 
 
Els onTouchListeners escolten per quan es doni el cas de que l’objecte en el qual estan configurats sigui 
tocat amb el dit. Sempre que el dit es mantingui sobre l’objecte per el qual ha estat configurat, el Listener 
seguirà captant l’esdeveniment i executant la seva funció onTouch(). Podem detectar quan comença, quan 
acaba, si es mou i a on. Fins i tot treballar amb múltiples punters(dits) a la vegada 
 
OnTouchArtifact.java: 
 
Aquest Listener es configura per a tots els objectes de la classe Artifact que són creats. I és l’encarregat 
d’inicialitzar els esdeveniments de drag dels elements o nodes tant punt siguin tocats. Abans de ser 
llençat el esdeveniment drag, deshabilitem l’objecte, de manera que no pugui detectar res mentre duri el 
drag, més endavant a la explicació de la classe Artifact explicarem perquè. 
 
OnZoomAndMove.java: 
 
Aquest Listener es configura al RelativeLayout principal de la pantalla principal de l’aplicació, allà on estan 
englobats la barra d’eines i el tauler del graf. S’encarrega de detectar l’esdeveniment touch a més alt nivell, 
per tal de fer moure el tauler si només hem posat un dit sobre la pantalla i el movem, o per fer zoom 
in/out si posem 2 dits i els movem. Si ajuntem els dits fem zoom in, si separem els dits fem zoom out. Es 
configura al RelativeLayout principal i no al que representa el tauler de graf perquè les coordenades de 
l’esdeveniment són variants amb la escala del objecta en el qual ha sigut configurat i com que el tauler del 
graf li variem la escala al fer zoom in/out, de tenir-lo configurat en el tauler portaria a imprecisions. 
 
Cal mencionar especialment el Zoom, perquè, aquest es fa des de un punt de pivot de l’objecte, que se 
suposa que ha de ser el punt centre entre els 2 dits que posem per fer la acció, però les coordenades que 
obtenim de l’esdeveniment són las del layout principal, no les del tauler del graf i a més a més aquest 
tauler del graf quan el movem, sempre ho fa cap a coordenades negatives. Per tant, hem de revertir les 
coordenades actuals del tauler i sumar-les a les obtingudes per l’esdeveniment per saber el punt de pivot 
en cada instant que dura l’esdeveniment. 
 
Classes personalitzades: 
 
Global.java: 
 
La funcionalitat d’aquesta classe no es cap altre que ser un contenidor de variables globals per tota la 
aplicació. Així doncs aquí guardem quin és el pròxim id quan es creï un nou element del graf, si un 
element de la barra d’eines ha estat arrossegat fora o no i l’instant de temps que comença un 
esdeveniment drag iniciat per un objecte Artifact. 
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Utility.java: 
 
Aquesta classe és contenidora de tots els algoritmes de posicionament de grafs. Així doncs aquí hi ha la 
funció de beautificar, la funció per recalcular les línies entre nodes cada cop que es fa un canvi i la funció 
per determinar una coordenada Y segons la edat del node. També hi ha una funció per assignar una 
imatge de fons al node segons el tipus de node que sigui. 
 
XmlReaderWriter.java: 
 
Aquesta classe és la encarregada que llegir els grafs del tauler i guardar-los en un fitxer xml i també de 
llegir un fitxer i escriure el graf en el tauler. La classe es crea amb el RelativeLayout del tauler passat per el 
constructor, d’on es pot obtenir el graf per escriure amb la funció d’escriure el fitxer, o s’hi pot dibuixar 
el graf amb la funció de llegir-lo. 
 
Line.java: 
 
La classe Line hereta de View i s’encarrega de dibuixar una línia entre 2 nodes en el graf. Ella mateixa 
també és la encarregada de gestionar els esdeveniments touch que es produeixen al centre de la línia 
marcat amb un punt verd amb el mètode dispatchTouchEvent(), per així poder detectar el longclick i 
decidir si esborrar la línia o no. 
 
Gràcies a sobreescriure el mètode onDraw(Canvas canvas) i les utilitats de l’objecte Canvas, podem 
dibuixar el que volem. 
 
Artifact.java: 
 
La classe Artifact hereta de TextView i obté el nom dels artefactes que es troben als jaciments. És la que 
representa els elements de la barra d’eines i els nodes del graf. És la representació visual dels nodes del 
graf, i dins conté tots els seus atributs amb els seus getters i setters: pares que té, fills que té, tipus de 
node, text, informació, etc. 
 
La classe té mètodes per tal de buscar-se un pare en el graf per proximitat, que és cridada sempre que un 
node és mogut a una altre posició. Per trobar si el pare es correcte, hem de tenir en compte la edat dels 
dos i també hem de tenir cura de que el pare trobat no sigui un predecessor del propi node que hem 
mogut. 
 
També la pròpia classe s’encarrega de gestionar els esdeveniments drag quan es fa un drop sobre ella. 
Tenim la certesa de que un objecte mai podrà ser deixat anar sobre si mateix, perquè com hem mencionat 
a OnTouchArtifact, desactivem les interaccions amb l’objecte. Llavors sempre que deixem anar un node 
del graf sobre un altre, procedirem a veure si es pot establir la relació. Si passa tots els controls de que el 
pare sigui correcte i les edats també s’establirà. 
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També al ser el receptor de l’esdeveniment drag de més baix nivell, és allà on inicialitzem paràmetres quan 
es produeix la recepció de la acció ‘ACTION_DRAG_START’, i per tant és aquí on inicialitzem el 
temporitzador del longclick sobre els nodes del graf. 
 
 
4.2 Estructures de Dades: 
 
Com a estructura de dades per a aquesta etapa de la aplicació, hem optat per els fitxers xml, com ja s’ha 
deixat entreveure en l’explicació de les classes. Donat que la API per java de fitxers xml és senzilla, i 
sempre es pot enviar un fitxer per xarxa, de manera que en una futura etapa encara podria ser útil m`ha 
semblat millor opció que no crear una base de dades amb persistència que potser hagués complicat 
bastant la aplicació i segurament no hagués servit de res perquè encara no es tenien al començar totes les 
especificacions de com hauria de dissenyar-se la base de dades i a més fins gairebé al final no he obtingut 
la documentació del estratigraf, apart que quan ens vam reunir amb els arqueòlegs en vam parlar, però 
no de forma detallada i a fons, lo qual hagués resultat una refactorització a marxes forçades i sense 
seguretat que fos del tot útil. 
 
Així doncs el fitxer que es crea per escriure un graf, conté el tag de <graf> que engloba tot i ja a dins, 
cada tag és un atribut. que pot ser simple o complexa.  
 
El simple(figura 9) com podria ser l’edat només conté entre obrir i tancar el tag el seu valor. En canvi el 
complexa(figura 10) com podria ser el ArrayList de fills entre obrir i tancar el tag hi figuren els elements 
de la llista com a tags, amb el seu contingut. 
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4.3 Algoritmes i codi important: 
 
A continuació presentaré els fragments de codi i algoritmes utilitzats que considero més rellevants de 
l’aplicació. Cada línia de codi és part del programa, això està clar, però hi ha certes parts que requereixen 
una especial atenció. 
 
Identificadors de nodes i dels intervals de temps de la línia temporal: 
 
Com es pot veure a la Classe Global, l’atribut ID comença per 0(figura 12). I es pot incrementar tot el 
que es vulgui si no hi haguessin més limitacions. Però resulta que als intervals de temps del layout han de 
tenir també un identificador per tal de després assignar els elements del graf als intervals de temps 
segons la edat. Així que tenim fixat manualment que aquests intervals del layout comencin al 40000(figura 
11) en endavant. De manera que podria haver de moment, sempre i quan no se n’esborri cap, 39999 
elements sense que hi hagi problemes amb la pantalla de la línia temporal. 
 
  
 
 
 
 
Correspondrà a una altre fase del desenvolupament de la aplicació acabar de resoldre aquest problema. 
Quan ja se sàpiguen les estructures de dades finals de la aplicació i quina escalabilitat ha de tenir. 
 
Llegir i escriure el fitxer xml del graf: 
 
No es una part del codi massa rellevant, ja que és tan sols utilitzar la llibreria de creació de fitxers xml de 
java i els mètodes bàsicament recorren els artefactes del graf i van transcrivint els nodes al fitxer xml 
amb els seus atributs, o recorren els nodes de l’xml per tal de crear els Artifacts i assignar-los els atributs 
corresponents. Però cal comentar alguna cosa sobre com s’assignen al llegir l’xml els pares i fills del 
node. 
 
Simplement, anem guardant els Artifacts(elements del graf) que creem en una HashMap(figures 13 i 14) i 
també ho fem amb els nodes del fitxer xml que llegim, totes dos HashMaps amb un enter com a clau, el id 
dels nodes. 
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Llavors un cop omplertes aquestes HashMaps, recorrem la de nodes xml, llavors d’aquesta, obtenim tant 
la llista d’id de pares i d’id de fills, amb els quals com a clau accedim a la seva representació real dins el 
tauler amb la HashMap que guarda els objectes Artifact i així omplir les llistes de fills i pares 
d’aquests(figura 15). 
 
Buscar un pare per a un element: 
 
El mètode SeekFather de la classe Artifact, es crida cada cop que movem. un node del graf a una posició 
diferent del tauler, per mirar quin node superior a ell en l’eix de les Y està més a prop. Per això 
recorrerem tots els nodes(menys ell mateix) per tal de veure quin és el que esta més a prop amb la 
condició de l’eix de les Y.  
 
Però no només ens podem fiar d’això per tal d’assignar un pare correcte, hem de mirar també que l’edat 
del pare, sigui més gran o igual(és a dir més jove o igual) i que aquest pare trobat no sigui un dels 
descendents del node que movem a la seva antiga posició, ja que els fills es conserven al moure un node. 
Per això comprovem la edat, i tot seguit comprovem que el pare escollit no sigui un decendent amb la 
funció McFlyYouHadOneJob, que s’encarrega de mirar cap a munt (cap als pares) a partir del possible 
pare trobat per veure si trobem entre els predecessors el node mogut o no fins arribar al node de dalt 
de tot. 
 
Si tot és correcte, procedim a eliminar els seus antics pares, i a afegir-se a la llista del nou pare com a fill. 
Aquest seria el pseudocodi: 
 
Per cada node al graf: 
Buscar el node més proper que tingui una Y més petita (que estigui per damunt) 
fi del bucle 
 
Si s’ha trobat un pare 
si l’edat no es correcte 
mostrar que és un moviment il·legal i cancel·lar moviment 
si el pare trobat es un predecessor del node mogut 
mostrar que és un moviment il·legal i cancel·lar moviment 
desvincular el node dels antics pares en cas de tenir-ne i vincular-lo amb el nou 
Si no d’ha trobat cap pare 
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desvincular el node dels antics pares 
 
Podem concloure que buscar el pare és d’una complexitat O(m+n). On m seria el número de nodes i n el 
número de predecessors fins l’arrel que té el pare trobat(o més simplement a la profunditat que està del 
graf). En cas de que no es trobés un pare, la complexitat seria de O(m). 
 
Els filtratges dels Listeners: 
 
El mètodes ‘On’ i els ‘dispatch’ poden retronar cert o fals, on amb fals indiquem que aquell mètode ja no 
se’n fa càrrec d’aquell esdeveniment. D’aquesta manera podem fer coses com evitar la conflictivitat de 
varis Listeners per els esdeveniments DragEvent, o fins i tot limitar l’àrea d’activitat del Listener, com 
fem per exemple amb el punt mig de les línies amb el MotionEvent del touch, que de no filtrar, el 
esdeveniment es llençaria per qualsevol punt del quadrat que formarien els 2 punts finals de la línia. 
 
La funcionalitat Beautify: 
 
El mètode beautify a la classe Utility, tècnicament no és el que posiciona els nodes del graf, aquest només 
prepara i fa la primera crida a setNodePosition, que és el mètode que realment beautificarà el graf en el 
tauler.  
 
Beautificar el graf és un algoritme recursiu inspirat amb el DFS. Així doncs anem recorrent el graf des de 
l’arrel en profunditat fins a arribar a la profunditat màxima(un node no té fills) posicionem el node 
segons una profunditat per l’eix de les Y i un marge que anirà incrementant en cada posicionament per 
l’eix de les X. Els nodes que tinguin fills, se’ls assignarà posició quan s’hagi assignat posició a la meitat 
dels seus fills(en cas de fills parells) o quan s’hagi assignat la posició del fill que queda al mig en cas de 
senars, i se’ls assignarà una posició a l’eix de les Y segons la profunditat, per als els nodes amb número 
de fills parells el posicionament de les X serà segons l’increment, i per als de fills senars segons la posició 
a les X que tingui el fill del mig (acabada d’ajustar segons la amplada que tingui el node perquè les línies 
quedin ben rectes, però no és el més rellevant) 
 
 
A diferència d’un DFS, aquí es visiten nodes, no arestes, i els nodes no es visiten tant punt es criden, si 
no que es visiten quan el pare ja ha comprovat si són el fill de la meitat. Això es fa perquè com els nodes 
poden tenir 2 pares o més, al posicionar els següents pares, es trobaran amb el filtre de la llista de 
visitats, però no el primer, el primer pare ha de poder passar per el filtre aquest per estar ben posicionat, 
i com hem dit, fins que no es fa la comprovació per posicionar el pare, el node fill no s’inclourà a la llista 
de visitats. 
 
 
 
 
 
 
26 
 
 
 
Aquest seria el pseudocodi del mètode setNodePosition(node,profunditat): 
 
 
Recorrer llista de fills del node: 
si el fill no està visitat 
setNodePosition(fill,profunditat+1) 
si és el fill situat al mig 
si el número de fill és senar 
assignar la posició de les X que té el fill regulada amb la amplada del node 
si no (número de fills parell) 
assignar la posició de les X = increment  
increment = increment + 200 
si el fill no està a la llista de visitats 
afegir a la llista de visitats 
final del bucle 
 
si el node no te fills 
assignar la posició de les X = increment  
increment = increment + 200 
 
assignar posició Y = profunditat*400  
 
 
La complexitat per tant és de O(m) on m és el número de nodes del graf. 
 
Recalcular les línies del graf: 
 
Per recalcular les línies del graf, ho fem amb el mètode recalculateLines() a la classe Utility. Primer 
s’eliminen totes les línies actuals, i després es recorren els elements del taulell graf i es guarden en una 
llista aquells que siguin nodes(es fa per prevenir possibles errors o per si en un futur no només nodes ha 
d’haver en el taulell del graf). Finalment es recorren els nodes i s’estableix una línia per cada pare que 
tinguin entre el pare in el node. 
 
Per futures fases, ja se m’ha comentat que les arestes(línies) pot ser que tinguin atributs i que també 
s’haurien de guardar i de ser així en alguns casos com pot ser només moure un node i només recalcular 
les línies amb el futur pare i els seus fills, però com que no s’ha fet això en aquesta etapa del projecte, 
queda per fer en un futur. De totes formes, per beautificar el graf no ens queda més remei que recalcular 
totes les línies. 
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Posicionar segons la edat: 
 
Posicionar segons la edat ho fa el mètode setPositionByAge. Primer es recorren tots els elements del 
tauler i es col·loquen en una llista només els nodes, tant punt anem fent això, anem mirant quina és la 
edat màxima i quina la mínima. Calculem el marge que hi ha entre màxim i mínim. 
 
Tenim que el Layout del tauler ocupa 10000 en l’eix de les X, i nosaltres agafem l’espai aquest, però una 
mica menys, 9600, ja que hem de deixar una mica d’espai a dalt i una mica a baix. 
 
Llavors recorrerem la llista de nodes i els hi assignarem una posició passant la edat del node primer dins 
l’interval de 0 al marge que hem calculat abans restant la edat mínima a la edat del node, i després passant 
aquest resultat dins de l’interval entre 0 i 9600 amb una simple regla de 3. Finalment recalcularem les 
línies. 
 
5. Codificació: 
 
A la codificació de la aplicació m’he trobat problemes i entrebancs de tots colors, coses que m’hagues 
agradat saber ja abans de que passessin i que m’han ocupat un bon temps del projecte. Així doncs, aniré 
relatant els més rellevants. 
 
El primer problema mencionable, va arribar amb la implementació del zoom i els moviment del taulell, 
doncs primer, la barra d’eines estava continguda dins del tauler del graf i no hi havia Layout principal. 
Allà me’n vaig adonar de que això no era correcte que fos així, ja que la barra d’eines que no havia de 
escalar-se, s’escalava, i a més a més, es desplaçava amb el taulell (òbviament) quan aquest es movia. La 
solució va ser la creació d’un layout principal que englobés barra d’eines i tauler del graf per separat. 
 
A arrel del zoom, també va sortir un altre problema quan vaig intentar implementar la captura del 
esdeveniment ‘Pinch’. Aquest Listener estava configurat per al taulell del graf aleshores. El problema va 
venir que la detecció i precisió de les coordenades del l’esdeveniment es veien afectades per la escala, i 
donava molts problemes quan s’havia escalat el taulell molt petit, de manera que la interacció ja no es 
captava bé i ja no es podia ni fer zoom in ni out. La solució va ser  configurar el Listener al Layout 
principal, que no s’escala en cap moment i per tant no té aquest problema de precisió. Tenint en compte 
que ara les coordenades s’agafen respecte el Layout principal, a l’hora de fer zoom i moure he hagut 
d’afegir l’offset a les coordenades sumant-les a la posició del taulell en cada moment, per poder calcular 
bé el punt de pivot en cada moment del zoom. 
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Un altre contratemps va ser la barra d’eines, primer implementada amb una classe anomenada 
SladingDrawer(motiu per el qual encara es conserva el seu nom a varis llocs del codi), que va haver de ser 
substituïda, perquè amb una actualització del SDK va deixar d’estar suportada per futures versions i vaig 
estar obligat a reemplaçar-la. A més a més aquesta classe no deixava posar una ScrollView per poder fer 
scroll per veure els elements que quedaven tapats, així al final de tot va ser substituït per un ScrollView 
amb el seu Layout a dins i un botó per fer de handler(mostrar i amagar la barra). Però tot i això, no es 
podia fer scroll encara. Va passar molt de temps fins que em vaig adonar del problema. El problema era 
que la longitud del ScrollView no superava el layout principal, que té una longitud de 10000, i com no el 
superava si no que es feia tant gran com aquest no es detectava el overflow de layout per poder fer 
scroll. Així que la solució va ser fer que aquest superés una mica el principal posant una mida de 11000. 
 
També haig de comentar que amb la Classe SladingDrawer abans mencionada, vaig tenir problemes per 
col·locar-la a l’esquerra de la pantalla, ja que només sortia del dret si es col·locava a la dreta, per a la 
esquerra sortia del revés. Vaig solucionar aquest primer contratemps rotant els objectes de dins 180 
graus. 
 
Una altre gran pèrdua de temps, va ser intentar buscar una llibreria de grafs per android que fos 
‘opensource’, almenys gratuïta, que al final no vaig trobar, i les que vaig provar canviar les interaccions ja 
definides per unes altres era molt enrevessat o si no impossible. Així que al final em vaig fer jo mateix els 
nodes(la classe Artifact), com s’establien les relacions amb mètodes com seekFather al crear i moure els 
nodes, amb un llistat de fills i creant la classe Line per tal d’establir una unió visual per pantalla entre 
pares i fills, amb funcions per recalcular-les al canviar el posicionament dels elements del graf. Va ser la 
única manera de poder fer unes interaccions a mida i comportament dels nodes que fossin les que ens 
interessessin per la aplicació final. 
 
Un gran error de part meva més que un contratemps, va ser pensar-me que podia filtrar que el drop 
dels elements de la barra d’eines es detectes que fos fora d’aquesta amb una simple comparació de 
coordenades. Després això amb l’escalat del taulell del graf i la posició on es trobava. Va resultar una 
ingenuïtat pensar que això podia continuar així. Llavors va ser quan vaig provar de configurar varis 
Listeners per el DragEvent, un al taulell del graf i un altre a la barra d’eines. Va ser la solució perfecta i la 
que hauria d’haver adoptat des de el principi, ja que d’aquesta manera detectes si el element arrossegat 
surt de la barra d’eines o no i un cop deixat anar es pot capturar amb l’altre Listener a quin punt ha sigut 
i actuar amb conseqüència sempre que el element ja hagi sortit de la barra d’eines. 
 
Un dels grans problemes trobats, també va ser la conflictivitat entre Listeners del esdeveniment 
DragEvent, que ja ha sigut explicat més a munt a la memòria quina ha estat la seva solució. 
 
Un altre gran problema va ser la cerca de algoritmes de posicionament de grafs (beautify). Ja que passava 
exactament el mateix que amb les llibreries de grafs, o els codis eren propietaris o hi havia poca 
informació al respecte. Al final de tot, després de cercar molt vaig desistir i em vaig fer el meu propi 
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algoritme, inspirat una pica en el DFS però una mica diferent, a més de la diferència d’anar posicionant 
els nodes. 
 
 
 
Per últim, i també l’última cosa costosa del projecte ha sigut la refactorització per tal del que els nodes 
poguessin tenir més d’un pare, que ha anat més enllà de canviar un atribut de una instància de classe a 
una llista. Només cal dir que totes les funcions de posicionament, comportament i comprovació dels 
nodes estaven fetes per funcionar amb un sol pare per node. Per tant vaig haver de modificar totes 
aquestes parts del codi i que seguís funcionant igual o millor del que funcionava abans. A més d’aquesta 
refactorització, la inclusió de noves interaccions per fer i desfer aquestes relacions que s’han hagut 
d’implementar, una d’elles un drag de un node sobre un altre que s’ha hagut de procurar que no entres 
en conflicte amb les altres interaccions dels altres Listeners. 
 
Vull aprofitar i dir que adjuntat a aquesta entrega, hi ha una carpeta amb el diari personal del que he anat 
fent a cada sprint d’aquest projecte, per si es vol saber una mica més en detall la feina feta pas a pas. 
 
6. Proves i Interaccions 
 
A continuació presentaré les pantalles i quines interaccions es poden dur a terme en cada una. 
 
Pantalla Principal(MainActivity): 
 
Arrossegar un element de la barra d’eines al tauler per crear un nou element(figura 16): 
 
 
Arrossegar un element del tauler a un altre lloc(figura 17): 
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Amagar i mostrar la Barra d’eines(figura 18): 
 
 
 
Fer Pinch Zoom in i out(figura 19): 
 
 
 
Desplaçar el tauler arrossegant-lo(figura 20): 
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Guardar un graf amb la opció Save del menú(figura 21): 
 
 
Carregar un graf amb la opció Load del menú(figura 22): 
 
 
Beautificar el graf amb la opció Beautify del menú(figura 23): 
 
 
 
Bloquejar i desbloquejar les interaccions amb els elements i ordenar-los per any(figura 24): 
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Arrossegar un element del tauler a un altre per crear-hi una relació (línia entre els elements)(figura 25): 
 
 
 
 
 
 
 
 
 
Esborrar una relació (línia) amb un 
longclick sobre el centre de la línia(figura 26): 
 
 
 
Accedir a la pantalla d’informació de l’element amb un longclick sobre l’element(figura 27): 
 
 
 
Scroll a la barra d’eines(figura 28): 
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Accedir al formulari per configurar la visió dels elements en la línia temporal amb la opció del menú 
TimeLine View(figura 29): 
 
 
 
 
 
 
 
 
Pantalla de configuració de la línia 
temporal(Threshold Activity): 
 
Omplir els camps(figura 30): 
 
 
 
Prémer el botó confirmar per anar a la pantalla de la Línia temporal(figura 31): 
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Pantalla de la línia temporal(TimeLine Activity): 
 
Scroll vertical de la pantalla(figura 32): 
 
 
 
Scroll horitzontal dels intervals(figura 33): 
 
 
 
Pantalla d’informació dels elements(Artifact Activity): 
 
Scroll vertical(figura 34): 
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Modificar els camps modificables(figura 35): 
 
 
Prémer el botó Save per guardar les modificacions(figura 36): 
 
 
 
 
Prémer el botó Delete per esborrar el element(figura 37): 
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Totes les pantalles: 
 
Girar la pantalla(figura 38): 
 
 
Tornar a la pantalla anterior amb el botó de retrocés dels SmartPhones android(figura 39): 
37 
  
 
A la entrega s’ha adjuntat un audiovisual de demostració de totes aquestes interaccions, explicant què es 
fa en cada cas per cadascuna d’elles. 
 
 
 
 
 
 
 
 
 
 
7. Conclusions: 
 
Programar amb android ha sigut d’allò més entretingut i interessant amb uns resultats obtinguts molt 
reconfortants. M’ha agradat molt la experiència i espero que tot el fet en aquest projecte tingui us en un 
futur i es tiri endavant. 
 
Però no m’han agradat com funcionen certes coses del layout. Com per exemple, aconseguir posar vores 
als objectes, no em sembla molt còmode haver de crear un drawable amb xml o imatge per una simple 
vora. També objectes con els spinners del layout trobo que són una mica farragosos respecte altres 
llenguatges. 
 
Puc dir que m’he familiaritzat força amb la programació amb android, el seu framework per programar i 
fer les interfícies gràfiques amb xml i la gestió dels esdeveniments que s’hi produeixen. També puc dir que 
s’ha complert els objectius de desenvolupar la etapa funcional d’aquest projecte aconseguint un entorn 
‘look and feel’.  Amb lo qual puc considera els dos objectius esmentats al principi con a assolits. 
 
7.1 Què s’ha fet?: 
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S’ha desenvolupat la etapa funcional de la aplicació, és a dir, la programació de les funcions essencial que 
ha de poder fer aquest producte sense entrar en quina ha de ser la base de dades, ni la concurrència ni la 
extracció de les dades, de manera que podem tenir una idea de com perquè i com s’utilitzarà la aplicació. 
 
7.2 Què falta?: 
 
Falta definir quina base de dades utilitzarà i refactoritzar el codi per utilitzar-la. Falta la possibilitat poder 
tenir diferents grafs, poder accedir a ells i gestionar-los. Falta la programació distribuïda de l’aplicació, i 
per tant un servidor que gestioni la base de dades i que els canvis produïts a un dispositiu es produeixin 
a un l’altre sent aquests guardats en cada moment. Faltaria també guardar les relacions entre nodes i 
dotar-les d’atributs, i que els textos de la aplicació podessin ser multilingüe amb la opció de triar idioma. 
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