A quantum computer realizes high-speed parallel computing with evolving complex amplitudes of quantum states [1] . In the quantum computer, all possible solutions are calculated simultaneously with quantum superposition, whereas they must be calculated one by one in a classical computer, as shown in Fig. 1 . Here, current processors used in classical computers achieve high performance for many types of application with complex architecture, in which a number of improvements have been accomplished utilizing benchmark programs based on practical application. On the other hand, optimized hardware for the quantum computer is still unclear, although an efficient algorithm for factorization for the quantum computer has been proposed [2] . For optimizing the architecture, benchmark programs for a quantum computer should also be prepared, as shown in Fig. 2 . Note that, in general, the validity of benchmark programs must be verified by emulation when no hardware is available. For the emulation of quantum computing, however, the required amount of memory increases exponentially because the entire complex amplitudes of the quantum states have to be stored, as shown in Fig. 3 . Note that 64×2×2 N bits of memory are required in the N quantum bits (qubits) simulator when complex amplitudes are stored by double-precision floating point. For instance, 512Gbit memories are required for 32-qubit simulation. Consequently, it is almost impossible to simulate large-scale quantum computing using a classical processor [3] . To overcome these issues, we propose a new emulation system for large-scale quantum computing by adopting new techniques; the classical-bit expression of intermediate data and the emulation of unitary macro-operations. In this study, he new techniques and experimental results are reported. t
Introduction
A quantum computer realizes high-speed parallel computing with evolving complex amplitudes of quantum states [1] . In the quantum computer, all possible solutions are calculated simultaneously with quantum superposition, whereas they must be calculated one by one in a classical computer, as shown in Fig. 1 . Here, current processors used in classical computers achieve high performance for many types of application with complex architecture, in which a number of improvements have been accomplished utilizing benchmark programs based on practical application. On the other hand, optimized hardware for the quantum computer is still unclear, although an efficient algorithm for factorization for the quantum computer has been proposed [2] . For optimizing the architecture, benchmark programs for a quantum computer should also be prepared, as shown in Fig. 2 . Note that, in general, the validity of benchmark programs must be verified by emulation when no hardware is available. For the emulation of quantum computing, however, the required amount of memory increases exponentially because the entire complex amplitudes of the quantum states have to be stored, as shown in Fig. 3 . Note that 64×2×2 N bits of memory are required in the N quantum bits (qubits) simulator when complex amplitudes are stored by double-precision floating point. For instance, 512Gbit memories are required for 32-qubit simulation. Consequently, it is almost impossible to simulate large-scale quantum computing using a classical processor [3] . To overcome these issues, we propose a new emulation system for large-scale quantum computing by adopting new techniques; the classical-bit expression of intermediate data and the emulation of unitary macro-operations. In this study, he new techniques and experimental results are reported. t
Large-Scale Emulator for Quantum Computing
A general algorithm in quantum computing is classified into four stages [1] . "Initialization" sets the probability amplitude of base |00…0> to one. "Distribution" distributes the probability amplitudes equally to the qubits corresponding to the vector index. "Random Unitary Operation" (RUO) modifies the probability amplitudes of the quantum states according to unitary operations. "Concentration" searches for the solutions among the entire set of quantum states by concentrating the probability amplitudes into a specified base. Because the operations in these procedures are already known, except for RUO, the emulation of the RUO is sufficient for the verification of algorithms. Generally, the RUO is expressed by the combination of controlled-NOT gates, which is the quantum operation that exchanges the two probability amplitudes between the bases whose hamming distance determined by the qubit is one. In quantum computing, qubits are classified into index qubits and data qubits. After the first step, the probability amplitudes are equally distributed to the bases |φ i >×|0>, whereas the probability amplitudes of |φ i >×|φ d > (φ d ≠0) remain zero, where |φ i > and |φ d > are the bases of index qubits and data qubits, respectively, and "×" is direct product. Namely, the probability amplitude of |φ i >×|0> is nonzero.
In the RUO, because probability amplitudes are exchanged as shown in Fig. 4 , one probability amplitude of |φ i >×|φ d > is nonzero and the others are zero for each |φ i >. As a result, by storing the "φ d " of |φ d > with nonzero probability amplitudes, the amount of memory for quantum emulation can be considerably reduced [4] . Additionally, the unitary transformations realizing these operations can be merged into unitary macro-operations for efficient emulation, although the combination of controlled-NOT gates can express various arithmetic and logical operations.
The proposed emulation system is implemented in a dual-instruction multiple-data (DIMD) processor on field programmable gate array (FPGA) [5] , and the conversion software, written in the C programming language. The DIMD processor executes parallel operations with 192 processing elements (PEs) corresponding to |φ i >. Quantum operations, in which parallel and controlled operations are required, are emulated by executing branch instructions according to internal states in the DIMD processor. The conversion software changes the unitary macro-operations for quantum computers into the machine language used by the DIMD processor. Iterations in the calculation of DIMD processor are also issued in the case that quantum algorithm requires more index qubits than 192 PEs can process simultaneously. According to given conditions, the result of calculations is verified in the DIMD processor using binary search, which corresponds to Grover's algorithm [6] in the "Concentration". Fig. 5 shows the flow of emulating in the proposed system. As a result of this implementation, it is found that the emulating system based on unitary macro-operations executes 64-bit factorization using only 40kbit memories with our emulating system, although 250 qubits are necessary to factorize a 64-bit integer using a quantum computer. Note that 2 257 -bit memories are required when conventional simulators are adopted. The number of memories required for emulating factorization is estimated as a function of the number of qubits, as shown in Fig. 6 . The proposed emulating system requires fewer memories by a factor of six than conventional simulators ven in the case of 32-qubit algorithms. e
Conclusions
We have proposed an emulating system with a limited number of memories by replacing quantum bits with classical bits and adopting unitary macro-operations instead of the combination of controlled-NOT gates. As a result, the effective emulation of a 250-qubit quantum computing algorithm was realized. The proposed system is expected to ccelerate research on quantum computing architecture. a Emulation is necessary to verify benchmark programs. 
