Mobile agents gained immense attraction as a new programming concept for implementing distributed applications. However, up to now mobile agent programming has been mainly technology driven, with a focus on the implementation of mobile agent platforms and only small programming applications. In this work, we present an extension of the standard UML that provides language concepts for modeling mobility both in analysis and design phases. This extended version of UML is applied to the modeling of an advanced telecommunication system.
Introduction
Mobile agents are software entities that can migrate autonomously on a network from host to host. As a result of this intrinsic characteristic they raise considerable interest as a new concept for networked computing. The often-cited advantages attributed to mobile agents are: reduction of network traffic, load balancing, fault tolerance, asynchronous interaction, data access locality, and flexible distribution of intelligence in a network.
In the past, development of mobile agent concepts was mostly technology-driven. In particular since the invention of Java, which allows to easily move an agent's code even in heterogeneous networks, some dozens mobile agent platforms have been developed both within the research community as well as within industrial projects (Bäumer, C., Breugst, M., Choy, S.,& Magedanz, T., 1999; Chess, D., 1995; Chang, D.,& Lange, D., 1996; Jul, E., Levy, H., Hutchinson, H.,& Black, A., 1988; Krause, S., 1997) . On the more theoretical side, authors like Luca Cardelli (Cardelli, L., 1999) invented formalisms for modeling and reasoning about mobile agent systems.
Cardelli and others argue that mobility is not only important as a programming concept, but that it is inherently introduced by the advent of mobile devices such as laptops, mobile phones, PDAs, etc. and hence has to be appropriately represented in corresponding models.
However, in spite of these activities there is yet little evidence of an engineering approach to the development of mobile agent-based applications. At present, the majority of existing agent-based applications are created in an ad-hoc fashion, following little or no rigorous design methodology and producing only limited specifications with respect to requirements or design aspects of mobile agents. That might be because of the vast lack of appropriate modeling concepts in standard languages like the Unified Modeling Language (UML). This pertains even to most basic Extension of the Unified Modeling Language for Mobile Agents 4 characteristics like, for instance concepts for mobility or cloning.
In this chapter, we present an extension of the UML with a focus on mobile agents. In the next section we start with a discussion on basic concepts and notions of mobile applications. Then, we introduce a small application example that is used to motivate and illustrate the UML extensions.
From the group of those we choose a set of extensions and present them in greater detail. We end up with a table showing all additional language elements for mobile applications for each UML diagram. A discussion about the future trends and a short conclusion ends the chapter.
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The term "agent" is associated with various expectations and used in many different contexts.
Therefore, there is no common understanding of the involved concepts. A good starting point to describe the idea of agents is to find what makes them different from "ordinary" components (e.g. mobility, cooperativity, autonomy, etc.). However, we do not want to discuss the characteristics of agents in detail but believe that "mobility" is the most prominent, promising and advanced feature. Mobility provides clear advantages as a programming concept and thus should be seen as an important concept within the early phases of the development process by modeling languages such as the UML. For this reason, we focus on "mobile agents" in the following.
Mobile agents promise advantages over other existing computing paradigms such as client/server programming or distributed systems. In particular, the ability to move allows mobile agents to bring the computation to the data instead of the data to the computation. In many situations, this reduces network traffic extremely. Hence, some kind of applications may be more efficient utilizing mobile agents. They might also profit from the agents high degree of autonomy: mobile agents can operate asynchronously and independently from the user or the requesting program.
This allows, for instance, a mobile device to dispatch an autonomous diagnostic and search agent into some network and then to disconnect. Some time later, it might reconnect to the network to collect the results of the issued query. A deeper discussion of the benefits of mobile agents can be found in (Chess, D., 1995; Hurst, L., Cunningham, P.,& Somers, F., 1997; Krause, S., 1997; Chang, D.,& Lange, D., 1996) .
Note that any task that can be performed with mobile agents can also be realized using existing technologies and concepts but the traditional solution might be less flexible, less efficient or much more difficult to deploy.
Some advantages of the mobile agent paradigm have been discussed. They stem from the capability of the involved concepts to reduce network usage, increase asynchrony between clients and servers, to add client-specific functionality to servers and to introduce concurrency. Several application types may exploit these advantages like, for instance, workflow applications, groupware systems, electronic commerce applications, personal assistants, monitoring systems, or information dissemination applications, just to name a few.
Moreover, agents are a very intuitive concept people are used to e.g. from the agent in their travel agency. Hence, the technology of mobile agents received a great deal of attention in the last couple of years. However, the notion of a mobile agent and the concepts of applications involving mobility are still not clear at all. The advent of software agents gave rise to much discussion of just how they differ from objects in general. Some developers consider agents to be objects and they tend to define agents beginning with the phrase "An agent is an object that..."-where the definers add their favorite discriminating features. Then, there are those who see agents and objects as different even though they share some common concepts. Both approaches envision the usage of objects and agents together in the development of a software system. In the following, we present a specific understanding of mobile agents and their environment that captures most essential concepts.
Mobile agents as well as applications built with mobile agents are developed for and run in a socalled distributed agent environment. It is composed of one or several regions, some agent systems, agencies, and different agents, as shown in Figure 1 .
A region is a logical entity that groups a set of agencies, which are associated to the same Extension of the Unified Modeling Language for Mobile Agents 7 authority, e.g. a company or administrative domain. But these agencies are not necessarily provided by the same agent system. Associated with each region is a region registry that automatically registers each agent that is currently hosted by an agency associated to an agent system of the region. If an agent moves to another location, the corresponding registry information is correspondingly updated.
An agent system is a platform that can create, interpret, execute, transfer and terminate agents.
For instance, we used the Grasshopper agent platform (Bäumer, C., Breugst, M., Choy, S., & Magedanz, T., 1999) in our sample application. Agent systems provide services and an infrastructure necessary for agent-based software development. Examples are communication mechanisms, directory services as well as concepts for distributed transactions, persistency, security, and migration of agents between nodes. Moreover, they also intend to provide standards for the interoperation of agents of different vendors. An agency is a runtime environment within an agent system. It provides the functionality required to support the execution of agents. Conceptually each agency is associated with a location. The location might be given, for instance, by the agency name, the address of the agent Extension of the Unified Modeling Language for Mobile Agents 8 system, and the name of the region.
From our point of view, there is only one significant difference between mobile agents and traditional objects. In contrast to the latter, mobile agents exhibit some additional features with respect to their dynamic behavior, namely move, remote execution, clone, and role change.
A move specifies the process during which a mobile agent migrates from one agency of the distributed agent environment to another. This allows an agent to continue its task execution at the destination location exactly at the point where it was interrupted before the move. For this purpose, not only the agent's code, but also its execution state is transferred.
The remote execution defines in which way the mobile agent itself initiates its own execution on another host. Similar to move the agent is removed from the current host and recreated on the remote one. However, note that the task execution starts on each new host from the beginning.
A clone specifies the procedure during which an agent creates an exact copy of it. The clone comprises the same internal information, e.g. the same execution state, and thus starts its task execution at the very same point where the original agent instance is after cloning. Each agent is able to create a clone of itself. Note that clones are always created within the same agency in which the original agent is currently executing.
A role change refers to the different roles an agent might play. Consider, for example, roles like person, employee, spouse, landowner, customer, and seller, which might be played by the same agent. When the agent acts as an employee it has all the state and procedural elements consistent with the role of an employee. If the agent is terminated from his or her job, the employmentrelated state and procedural elements are not longer available to the agent. Whether employed or not, the agent is still the same entity-it just has a different set of features.
Extension of the Unified Modeling Language for Mobile Agents 9 Main Thrust of Chapter Application example: Negotiation of QoS
In this section we present a sample application from the telecommunications domain. The application serves two purposes. First, during the development of our enhanced version of the UML, it was used to identify system properties, which cannot be modeled with UML's standard language concepts. Second, it now shows the benefits of the introduced model concepts by means of simple example diagrams.
The application has been carefully chosen in order to be able to demonstrate critical aspects of mobile agent systems such as mobility in the scope of multiple domains as well as security. It is a typical example of a networking application where software components from multiple parties (e.g. Customer, Service Provider, Network Operator) work together in order to provide a particular service to end-users.
In the traditional approach for building up networks, the protocols to be used between network elements are standardized by groups such as the IETF, ITU etc. It is assumed that network components such as routers or switches are assembled by a single vendor and operated by a single operator and the cooperation between these network components is regulated by protocol standards. With the advent of mobile agents, the situation becomes more flexible but also more complex. Not only network protocols are standardized, but also programming interfaces enabling a more flexible approach for building up network services from software components. Mobile agents freely roaming around in the network can access these interfaces. This is the basic idea of active networks (Stadler, R., Stiller, B., 1999 ) that provide open APIs on network components that can be accessed by mobile agents. These APIs can be used to introduce value-added network services more rapidly in a network.
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In this case, a value-added network service is a service, which-beyond pure best-effort IP forwarding-provides additional features on the IP layer supported by the individual network components. In the context of the internet protocol, best-effort forwarding means that IP packets are only forwarded from a source node to a destination node without changing their contents and that they may be even dropped within the network e.g. in overload situations. Hence there are no guarantees made are by the network concerning the delay or bandwidth.
In contrast to such best-effort network include value-added network services like virtual private networks, transparent web proxies/caches, reliable multicast, and quality of service (QoS). The latter refers to the preferred treatment of particular data flows within a network with respect to delay, latency, bandwidth. In the traditional approach, such services are difficult to be integrated in an existing network, since they require software upgrades of all involved routers. The expectation of active networks is that based on a standardized API, a variety of value-added IP network services can be deployed quite easily. This is in particular due to the fact that only the necessary service logic has to be installed on the respective network elements e.g. represented as mobile agents.
In our example, we use mobile agents to introduce quality of service (QoS) in an IP based network. Figure 2 provides an overview of our sample application. In this application scenario, the following components are involved:
• Service User: in our case an Internet user who is connected with the public Internet via a dial-up link to a network access router.
• Network Provider: operating several Internet routers handling IP packets within the Internet. In our prototype, we used Linux boxes providing the ipchains package for accessing the IP layer as IP routers (IPC, 2000) . In the future, we expect standardized
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APIs that are supported by routers from different manufacturers (FAIN, 2000) .
• Service Provider: providing value-added services through mobile agents who roam between service user and network routers in order to provide a particular value-added network services. Figure 2 shows the application of mobile agents: Here, the user accesses a service provider host, e.g. via a web interface. She (resp. he) selects a specific value-added service for one of her (resp. his) applications (1). The service provider creates (2) and clones (3) a mobile agent, which then migrates to the respective routers (4). During the lifetime of these agents, they may be configured by the service user via a remote interface (5) until they terminate (6). As a sample service to be implemented, we considered QoS for particular IP applications. The user may enter the destination IP address and port name, e.g. telnet, http, and ftp, and the desired QoS, e.g. low cost, low delay, high throughput. These settings are communicated to mobile agents residing on the router agencies. The mobile agents in turn call the ipchains API in order to QoSAgency offers the runtime environment for mobile agents. It describes various agency objects, for example, the ISPAgency object and RouterAgency objects. ISPAgency represents the Internet service provider. It creates a service agent and sends it to the RouterAgency to configure the router on which the RouterAgency is started. The next section discusses this aspect in detail.
QoSAgent represents a mobile agent object that is created by the Internet service provider and sent to routers to configure them for supporting the QoS services.
QoSApplication is the main program that service users can utilize to request their demanded QoS services from the Internet service provider.
To be able to model these different kinds of concepts in early stages of the development process,
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we defined new modeling elements that correspond to the concepts shown in Figure 1 : we introduced two stereotypes-«mobile agent», and «agency»-that are derived from the existing metamodel element class. The stereotype «mobile agent» specifies that objects of this class are not bound to the system where they began execution. Thus, they have the unique ability to transport themselves from one system over some network to another. The stereotype «agency» specifies a class of agency objects that impose an execution environment for mobile agents. An agency object provides agents with necessary services and functionality to be executed, such as access control.
Design Sequence Diagram. During the analysis phase we refined the use case Request QoS
Service from Figure 3 . Hence, we modeled the interaction among the classes in this use case and the user more concretely. Questions like "How can an agent be sent to routers and configure them?" had to be answered. Figure 5 shows the elaborated version of this use case in a sequence diagram. In the diagram, there are two routers to be configured, namely the access router (on the user side) and the server router (on the side of the server the user tries to connect to). Both routers are the upstream/downstream routers of an Internet link. Basically, there are two possible solutions to configure these two routers. Either the Internet service provider creates a single agent that moves from one router to another and handles the configuration or the Internet service provider crates two identical agents and sends each of them to a separate router respectively. Usually, in mobile agent systems, the creation of several identical agents is performed by a special operation called the clone operation. Hence we prefer the second solution for the router configuration, not for technical reasons but in order to be able to model this mobile-agent specific programming concept.
The stereotype «region» derived from the existing metamodel element package specifies a mechanism for organizing agencies into groups. Agencies that have the same authority may be placed in a region, but are not necessarily of the same agent system type. The concept of a region allows more than one agency to represent the same person or organization. An agent may also have the same authority as the region in which it is currently residing and executing. Graphically, a region is represented with a large rectangle with a small one attached inside the large rectangle on the topside, usually including its name and its contents.
In order to express the relation between agency and its agents better, we introduced a notation for the new model element «agency» as shown in Figure 5 . Graphically, it is represented by a large rectangle with a small one attached on the top of it. Note, the stereotype «agency» in the sequence diagram ( Figure 5 ) is the same as in the class diagram (Figure 4 ) but it is illustrated differently.
The new stereotype «move» derived from the metamodel element dependency specifies a
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dependency between a source agent and a target agent. It further states that the source agent object and the target agent object represent the same instance at different agencies and different points in time albeit with the same execution state. Hence, the agent continues its task execution at the destination agency exactly at that point where it has been interrupted prior to the migration.
Graphically, a wavering arrow represents a move.
The new stereotype «clone» (also derived from the metamodel element dependency) defines a dependency between a source agent and a target agent. The dependency specifies that the source agent object create the target agent object as the exact copy of itself. The target agent object comprises the same internal information, e.g. the same execution state, and thus it starts its task execution exactly at the point the source agent object had reached when the target agent object was created. Graphically, a clone is represented by a double lined arrow.
Design Statechart Diagram. Statechart diagrams are a useful technique to describe the behavior of a system. In our example, we used it with respect to the behavior of our mobile service agent. The service agent changes its state constantly, possibly also changing its location at the same time. It is very difficult and also not necessary to model each state that an agent can get into in each different location. We believe it is more useful to show the relationship in the statechart diagram between the agent state change and agent location change, that is, to express whether an agent will also change its location, when its state is changed. This mainly depends on the agent performing a move action or not.
Mobile UML Distilled
In our work we evaluated the description techniques of the UML and discovered their flaws with respect to modeling applications based on mobile agents. The previous section discussed the most important techniques as, for instance, class diagrams. Those and all other kinds of diagrams are now presented in an overall overview of the extensions we made to standard UML.
The extension mechanisms used are those defined by the creators of the UML: stereotypes, tagged values, and constraints (D'Souza, D., Sane, A.,& Birchenough, A., 1999) . Table 1 shows all stereotypes we propose. They either correspond to characteristics of a mobile agent or specify the location hierarchy (agent system, region, and agency). While the first column of Table 1 denotes the name of the stereotype, the second column specifies the metamodel element it further refines. Column three gives a textual description of the stereotype's semantics. In order to demonstrate the viability of our concepts it would of course be necessary to model more applications with them. These applications should also use different mobile agent platforms in order to possibly abstract our concepts to more generic, platform-independent ones. For instance, the notions of Agency, Agent System and Region may be specific to Grasshopper, although other mobile agent platforms use similar but not identical concepts. Standardization activities e.g. within OMG MASIF should also be taken into account here.
Name
A necessary prerequisite for a successful evaluation in large-scale development projects is the availability of sophisticated tool support. A first step is to use the presented stereotypes with existing tools, such as Rational Rose. Albeit, these tools are rather closed except to third party extensions. What would be desirable is a graphical editor that is able to edit graphic descriptions as shown in Figure 5 , or to incorporate the presented concepts in algorithms for consistency checks as well as code generation. Open source tools may be more open in this respect.
Another continuation of our work is to elaborate more on process and methodological aspects.
The authors are not aware of any systematic investigation for applying mobile agent technology in a structured development process. There is definitely a need for rules which help developers to decide whether mobile agents should be applied in a particular development situation or not and based on which objectives. Patterns could be of great help at this point (Gamma, E., Helm, R., Johnson, R.,& Vlissides, J., 1995).
Agent technology is a diverse field that incorporates besides mobility concepts like intelligence, learning capabilities, cooperation and so on. As soon as these concepts have been validated by real world working examples and thus stabilized, they should also be taken into account for future agent-oriented extensions of the UML.
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Conclusion
Mobile agent technology is of increasing importance not only for prototyping activities, but also for industrial software development. Up to now, research in mobile agent technology has been mainly technology driven, with a focus on the development of new agent platforms. We have presented a proposal for a sophisticated extension of the UML for mobile agent technology in order to enable modeling of mobile agents in the analysis and design phases of a seamless development process with mobile agents. The proposed language concepts have been developed and demonstrated by means of a prototype implementation of an advanced telecommunication system.
