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Abstract 
·
1r .. his paper describes the FSQMS file • conversion· 
:p·rogram which creates a file suitable for printing on a 
Talaris La$er printer .from Freestyle word processing 
files. :Tbi:s .pro.gram a.cce.pts nearly al.I of, Fr.eestyle' s 
f·$a:t.lire,s :includ.in.g :grap:hi,c.·s . , ·an:d :adds some: n·.on~st.andard. 
d ... ire·cti-ves which make ava:ilable t:o :t:h·e :Freestyle ·ilse.r 
.all of the featu:ces of· the Ta·1.ar.i·s· Laser printe.r. 
in: Turbo .. Pa.$..Ca,l ,_- th·.i.s prog·ram provides a 
.re~$dn·ab ..ly ~f:fic.ient .and. ·:ea:s.:ily maintainabl:e 111ethod o:f 
·qu:al1.ty :printing fo:r· ·Freest=yle. users. ·T:h.i·s .. :.pa::per .ctls-o· 
exami:ne$ tb.$ :i.nternal ,.$t.:r~ct·u:re o··f· .. Free.s:t·y1.e ·f·i.·1es ... 
•· 
": 
6, 
l 
..... 
d 
·" 
( 
' ( 
' 
Chapter 1 Introduction 
1.1 Background 
The FSQMS program was wt\itten .as .a 
:p:roj e:c·t for the Lehigh un.iv~rs.ity Comput·¢r: cente:t·.. The 
f·i·rst, of ove.r 50·0 .Ze:h·ith. m·i_c.rocomputers were arriving dJ:1 
campus 1:.o, :1:>·e: d·e:liv¢.red ~~o _fgct1l ty and. staff and with 
them was a: ·cc:,:py· .. ot· ·Freestyle. ·t.e-h·i·gh 
.. 
:Cali!o.rnia:. It i.s ?{ii. ,easy to ·1earn, sc-re.e:n orient.ed wor·d-
p_·rooe·s:·so:r.:, ·an.d.: ip :anticipation O-f· it-S= ··w-idespread use -a 
meth.od 0£ gua_lity p,rinting was :a-eem.ed: necessary. 
T.h:e :prin·ter s-hould be 'O:f ·hi·gh quality and readily-
:avai.l-cib·le to us.e:rs:. ·,1::t was· 
·. ·- '·' . -. . . . .. •. -. 
q1ti.ckly • •• :re.a.l.1,z ed that the 
tJ1e Lehigh uni v.e·rs:i t.y. Comput·er .c·enter ·was ·a p:e.rfect. 
candidate. A1·1 .. a Freestyle us·er would have t·o do i.s to .. 
• 
-transfer his docum:e::nt to the DEC and put it in ·tn.e. :Pr;in:t · 
.gueue. The trans·f·er could be a.c.:c_o.mplished eas:i.ly en-ougJt.; 
by • Kermit using or one of many other t_.r.ansfer programs 
available. In order for the plan to work, though, 
' 
• must be done from the directives embedded I ·.c.onversion in 
2 
. J 
. 
.. 
\ 
' 
:/ 
1 · . / 
:·/ 
fl ;;i. 
.. 
the Freestyle document file to instructions which the 
Talaris printer could recognize. That is the purpose of 
FSQMS. FSQMS translates the Freestyle (FS) document 
file, with its embedded directives, to a file - in wh.ic.h: 
these directives have been translated to Talari.s :·Las,er. 
Pr:·inter directives (usually with the suff:ix o·f QMS .on 
the OEc::,· • Hence the na.me FSQMS . 
1.2 Design Considerations 
""· 
\ 1. 2 .1 Location 
"' 
to rt.tn on tlle· mai·nf·:rame, wh~re the pr.i·n.ter ·is, o.r on tp.e. 
valid question sin it would be just as easy to se,nd a. 
raw :Freestyle file~o the OEC, convert it' the.re, and 
th.en. ;print: .it, ·as 1·t woul:d b:e. to· convert the ·file. on .. t.h.e· 
II 
the· i:)EC. q.I)~ print. 
Both methods h·ave their advari:tages and: 
disadvantages. The processing speed 'ci-fig =a:vailability of 
mass storage would make the .J.tta.inframe the ideal 
candidate. However, there 
' 
' 
many 
J' 
programs Ql).' 
,'j 
i 
I 
microcomputers with much larger tasks to do and which 
operate relatively quickly. This would lessen the 
mainframe's advantage in this area. The • experience 
gained with other programs on microcomputers indicated 
that FSQMS could be written to execute relatively 
rapi9ly. Fu_rther .. s.·_1nce many of the: z·enith. 
.mic-rocompµ_ters were purch:as.ecl =W'i·th 10 :me:ga:byt;e :nard- q_i$k 
drives, th;.e a.q.v~nt.:age. ·of .m_a::ss storage,. availability and 
time. 
... ~ th.e· 
and 
·than· might .be: found. ·on a..nY 
:_nave: an adv-antage :he·r·e< .. 
mainframe 
mainframe. 
·had ·ov:er: 
.available 
.. ·... . . . .. m1cr-o n1igh.t: 
The lar·g:est a.dv~ntage o::t doing: the ·c·onversion 011-. 
·t1'1e-: mi-.cr.o.computer1 .. i-s that of port·a·lJil-i.t-y. By portability· 
' ' / 
i_n. t.his sense means that th~ ,program i$· :ina.e·pendent · o·f. 
·whatever main-frame the d~stipati_on· printer is c.onnec-ted .. · 
I 
1S if the same printer· were c:ortnected to anothe_r 
mainframe, we could just as easily transfer our file 
there and print it. Given the same printer, the 
conversion program would require no code changes. For 
example' · 1· f the.,,. Talari· s L · t ·h aser prin er was some ow 
·4 
., 
I •') 
/ 
r 
'\ 
,Ail, 
• 
exchanged from the Decsystem 2065 to the Cyber 180-850; 
we could just transfer our file there and print it with 
the. sa_me results. Compare that to the work required if 
.. 
th-e. ¢onversi_on ·prog·ram w·a·s written to _be .. exe,cute.d on :a 
woul·d 
. .. 
. . 
. I·.n. ·our· ·abov~- ex~tnple,i c·o-n·sider· the:_ work. 
·tnvoi ved in. an· ,.·· ... '.~$.Seinb'l_y l.:anguage :program 
vtrit·ten i.n. ·.D-igi·ta:l ._Equipment c·omp:any''is. (DE.C) Macro 
·assemb·ler to that o:f Control D.at:a ··c·(ir-p:o.r.at:_i_on ( CDC) 
:camp-a.ss ( COMP act AS·$embler s.ys:tem): ... .A. near·i:Y iinpos.s._iJ:rl¢.' 
:£ea·t; a total rewri.-t.e would be n·ec:e:ssary .. 
While th-i~ might se~m. to. :be:· .an: .ext.rem·E;! ·e:xamp·-··1e.· . . .. ·. .. . . . . . ,. 
=c.onsider even the case· where the program ·wclS w::r.itt:¢:n i·n 
.a high level lang~age such as ·pas·oa:1. •. ~o.st P·ascal 
/compilers. ·h·av~: ·v·a.ri-ou.s µii9or diff:e:ren·ce·$., so :J?rbb:ab·l._y· a.t / 
:; ... 
l:e·a·st a :r·ew cna:h~je:s; would ·be. necessary. 
'I.:he.. al:>ov-e discussi.on ·assu-me•s. that ·the us-e·r in·. this . . ' , 
.c.·as·.e the person wishing· ·t:o· ·pri·nt·· his Freestyl;.e fil.e:,. .has .. 
t·h.e· s=ou:ro.e· co9e to ·t.he ,.c·o.rive:r·s=ion program~ JI"e ·(o=r sh·e.":) 
·would have ·to: convert, compile:_, a-n.d- run the 
. . ... 
-conve:rsi.on 
program on a particular madhi--nti t·o p·rint his docum·ent 
there. Most users would want ·no part of th.r,is and just 
would like to run the program and print the file. As 
long as the conversion program was running on. the-.ir 
.,. 
.. 
• 0 
' . .,, 
-(~-~ ' 
microcomputer, thy could transfer and print the file on 
any machine with similar printer. 
' 
Therefore, it was decided to run this program on 
the microcomputer and do the conversion before the 
transfer. This makes sense since the conversion is done 
at a point closest to the origin of the document files 
and not on another "foreign" machine. 
,. 
1.2.2 Language 
After the decision was made as to the machine on 
which the conversion was to be done, the question arose 
• 
as to the language in which to write the 
program. 
conversion 
An answer which comes to mind is assembly language; 
in this case the Intel 8086/88 assembly language. This 
might appear to be a good choice because of the 
availability of documentation and quality assemblers for 
the Intel 8088. Assembly language would give the speed 
and desired efficiency, but at the cost of development 
time. It probably would have taken three of four times 
as long to write the program in asselt\Pler as it did • in 
the language of final choice, namely, Pascal. 
Much can be said concerning the tradeoffs between 
6 
:, 
.;,•'" 
I 
\. 
writing a program in a high level language, such as 
Pascal, and assembly language. Given a good compiler and 
a person with only average knowledge of assembly 
language, the results would be roughly equivalent 
terms of execution speed. 
• 1n 
Another • maJor reason that the program was written 
in a high level rather than assembly language, is that 
in early stages of development a high level language 
provides greater flexibility and allows one to defer 
particular problems(more on this later). For example, 
one could write 
-
partial procedures and expand them 
later; or as was the case in FSQMS, easily add more 
cases to a Pascal Case statement when a previously 
unknown feature (bug?) in Freestyle was discovered. 
A Pascal program is also much more readable and 
therefore maintainable. If one decided to add several 
features at a later time, (as was the case) then these 
features could be more easily added to a Pascal program 
than an assembler program. 
~. 
Finally, the major reason for the choice of Pascal 
was the availability of Turbo Pascal. Turbo Pascal is an 
implementation of Pascal develop6.d for MS-DOS and CP/M 
microcomputers. It is a standardized version of Pascal 
with many extensions which later proved·~invaluable. 
7 
J 
.. 
• 
Turbo is a compact but very fast Pascal compiler which 
produces code which executes well. Availability of Turbo 
Pascal was the deciding factor in the choice of 
language. Turbo Pascal provides an easy to use editor 
and compiler in one compact package. Turbo Pascal • 1S 
also well documented with its 350 page reference manual, 
and it is a well respected and widely used microcomputer 
compiler. 
.. 
1.3 Goals 
I 
1.3.1 Initial Goals 
The initial goals of FSQMS were quite simply to 
process any Freestyle file and convert the major options 
to Talaris i~tructions using a reasonable amount of 
execution time. That is to say at first FSQMS would 
process the more widely used Freestyle options such as 
. 
underlining, bold, superscripting, etc., and leave the 
other less frequently used and more complicated options, 
such as headers and footers, for later versions. 
Since our goal was to process' any Freestyle file, 
... 
• 
·though, FSQMS· would have to recognize all Freestyle 
options without converting them or outputting them. For 
8 
example, if FSQMS encounters a header directive, a 
/ 
warning message should be printed, and the program 
should then continue normally. The output of the program 
should not be corrupted by these unrecognized 
directives, nor should the program itself behave in an 
erratic manner. Even in the worst case, it should never 
abort execution. 
As a secondary note to this goal, it was determined 
that the ability to process the file FEATURES.DOC, 
supplied on the Freestyle distribution disk, would be a 
good starting point. It could be declared that this goal 
was accomplished when FSQMS could convert this file 
completely; keeping intact all the Freestyle features 
demonstrated in that document. The features used in that 
file are considered to be the most commonly used 
features, and only when FSQMS could process this 
document without error could one consider the 
development of the remaining Freestyle features. This 
, 
document turned out to be an excellent test bed for the 
program, since it not only tested the basic features, 
but it also tested the features in various combinations . 
. . 
That is,, not o~ly dorthe file contain underlining and 
superscripts, but underlined superscripts! Surely a good 
test. 
C 
9 
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Execution speed was also an initial goal. It was ~ 
hard to define exactly what is meant by a reasonable 
amount of time, but it was decided to program the file I 
\ 
scanner i·tself in the most er_§ft-cient way possible. The 
-
result was quite satisfactory. While the notion of speed 
here is somewhat arbitrary, it was decided ,to have it 
I 
run as fast as possible, and definitely not so slow that 
its speed would be an excuse for not using the program. 
Perhaps there is too much emphasis on execution 
speed. Tha following was heard from a frequent FSQMS 
user after questioning him about the execution speed. He 
commented that it really didn't matter to him how long 
it took for FSQMS to execute, since after development of 
his document to a satisfactory level, he only ran it 
through FSQMS once before printing. The conversion time 
is small compared to the time it takes to actually write 
the document in Freestyle. Thus 
goal: not make it so slow ?hat 
we can reiterate our 
" nQ one will use it. That 
wa~ not too difficult to accomplish. 
Another goal just as important as the previous was 
_/ ,d 
to have a good user interface. The early goal was to 
') 
,1 have it as easy to use as possible and be as informative 
....-, 
to the user as possible. It was desired to inform the 
user. of the progress through his file and inform him .of 
10 
., 
M' ' 
( 
I . 
. . . . 
I • 
- ' 
any unusual events that occur (such as unrecognized 
directives), but not burden him with too much 
information. If it were to broadcast every • minor event 
(such as outputting a line count) it could easily · 
obscure an important message. The user would have to 
watch the output very closely to distinguish the 
important events from the minor ones. Our goal was to 
prevent this from happening. 
Not only would FSQMS avoid excessive screen output, 
but also confusing screen output. Messages which were 
obscure or vague were definitely to be avoided. We could 
restate our goal to keeping the informative messages 
short and sweet! Why put out messages that no one but 
• 
• the author could understand? 
1.3.2 Minor Goals 
~ 
Along with the previous goals, a few • minor points 
were to be kept in mind. In the process of.attempting .to 
attain the previous goals, the program was to be wr .. itten 
in a manner such that it could easily be understood and 
maintained at a later time. This was one of the reasons 
mentioned for the choice of the language, Pascal, but it 
should also should be restated here. ·Because writing in 
11 
' 
\ 
. r 
... 
• 
a high level language does not automatically imply that 
the program will be readable. It is very easy to write 
obscure Pascal programs which • require considerable 
investigation in order to determine what they are doing. 
FSQMS was to be written in an easy to read style 
which would make it easy to understand anq modify. This 
was especially desirable in view of our further 
projected goals, namely, those of the addition of other 
Freestyle options. 
The other minor goal considered during the writing 
of not only FSQMS, but its User Guide and this document, 
was writing them using Freestyle, and print them through 
FSQMS. If FSQMS could not even process its own 
' documentation, it would not seem very worthwhile. 
1.3.3 Advanced Goals 
I 
When the basic project was accomplished, the 
, following more advanced goals were to be implemented. 
1 These are the processing of .Freestyle headers, footers, 
automatic page numbering, and graphics. 
The future addition of these items was consider d 
when writing the first version of FSQMS. The exist 
of these directives in Freestyle files processed by the 
~ 
12 
' '! 
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... 
first • version of FSQMS was to be recognized, and as 
mentioned earlier, warned the user that no actual action 
was taken. In this way all that it was necessary to do 
was add the routines which would actually carry out the 
action requested by these directives, and they would be 
functional. It was apparent that these directives 
require more complicated processing than the basic ones 
and therefore their implementation was left for later. 
It is important to make the full set of directives 
of Freestyle available to the user. However this was 
deferred until the basic set of options were completed. 
I 
13 
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Chapter 2 Freestyle 
2.1 Introduction 
In this chapter we examine the individual. Freestyle 
directives. It is not necessary for the reader to be an 
expert in the use of Freestyle, but he should be 
.. 
somewhat experienced in its operation. The following 
discussion .. does 
-· 
not attempt to teach the reader how to 
' 
use Freestyle, but is merely an overview of how FSQMS 
handles Freestyle directives. 
2.2 Directives and Instructions 
Freestyle directives can, from the view of FSQMS, 
be divided into two seperate groups called directives 
and instructions. This is not a Freestyle division of 
its directives, but a division reguired by FSQMS. FSQMS 
acts upon these different classes of directives • in 
distinctly different ways. 1.1 
What we call directives are those that are visible 
through Freestyle on a line either singly or • in some 
cases in combination with other directives. Tho·se lines 
on which directives appear will be called directive 
[' 
1, 
..... !' , 
14 
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., 
lines. A directive line begins with a back slash in the 
first col.umn. These directives are inserted onto a 
directiv·e \ line either manually, using the Freesty.le 
. . 
:l.n:?e-rt command, or a directive lin.e . . 1S cre.ated 
:gptomatically through the use of the Freestyle Format 
.command. ~o·te. that the Freestyle Format command can no.t 
·ent.er a.·1.·1 o:f th:e clirecti-ve·.$; ·some: ·mu·st ·be entere.d by the 
rna:ntial me·thod .. Keep i·n mind. th.a:t wha-t we ... defined as a 
_di··rec-t·iv.e 
• a··· t in. .).;:ca ;es. 
., 
.1S 
f .' I .1··e· 
·the 
'\. 
always., ·visi:b·1e·: 
·.,. . . -.. . ...... . 
i 
-c;i u·r:1.rrg :Free.style.•: s. 
An . ' '. . 
. ,·, 
1n the Fre~st:y:l.~ 
by ·Free·stylet •. special 
::per:forman-ce of· a: ce.rtain operation. An 
. ' 
exa1~p.le of· an ·fn:s.t-ru·cticin ·wouJ .. d be 
'C).r· ·wo·rds boldface, it ·do.es Sb ·vti th :.:no ext.ernal 
. . '.· .. 
d.ir-e·ctiv.e:s visibl-e throu·gh Freestyle •·s: normal opera·tio_ri:" 
·An :Ln·str:uction i.s an invisibl.e- command, bu·t: a 
directive :i's always visi.ble through .Freestyle. The te-pfis 
instruction and 
_i.mportant point ... 1s that ·there-
be misleading, but. the 
ar.e ~o · di·st-i·nct 
't::1assidcations of: .Freestyle conmands. The distinction 
-~-
l:·5 
! 
is emphasized here because there is a • maJor d.ifference 
as to how FSQMS recognizes these two different types of 
commands. 
In contrast to a directive, an instruction can 
never be entered manually. Instructions are always 
inserted by Freestyle through the execution of the USE 
command. Freestyle inserts an invisible (at least to the 
user) character at that point in the document file. 
FSQMS will have to recognize these charac~ers, though, 
and carry out the intended action. At this point in the 
discussion these characters will be referred to as 
special characters which are invisible to the user. In 
· the next chapter we will actually see what these 
characters are and how ~FSQMS sees them, but it is 
r 
unnecessary at this time. 
The next sections discuss how FSQMS processes the 
.~ 
individual directives and instructions. The internal 
operation of FSQMS in reference to the individual 
directives and instructions is explained, and also how a 
directive line is parsed and what information is saved. 
2.3 Directives 
2.3.1 Directi*e Lines 
/ 
/ 
. ~· 
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Before we begin our discussion of the individual 
directives, a better explanation of a directive line • 1S 
necessary. A directive line always begins with a badk 
slash. This could in some sense be thought of as a. 
special direct·ive character, but it receives no -special 
treatment from Freestyle except when i.t app'!.a:r:s as the 
:first .. u·-ser entered character on a li·ne~ we specified 
-.e•.user en.ter·ed"' h~t~- ·because Freestyle i·:h_:s:ert.ed: • ma.-rg1ns 
do- no,t nlat·t·er.,- :i·s long as a back slas·h ·ap:pears· .as the 
1 ...... · .... 1ne, t.h~ t. _ l_in:e: 
:ge·fici.ency here.: o·ne cannot- h·ave. _a: bac:k slash.. ·cJ$· the: 
:first chara,cter ,oti: a· l.i::tte· of· te·xt •. This.. i.s ,a._ _tl(aw i_n 
Freestyle sin.c'e it -gi·ves- ·this c:h:a:r:a.ct.er· 'llCl :$pec-ia1 
trea_tment. .. 1·s 
,·pt>sition. If _y·o.u tr .. y to c,_r¢at~ a Freestyle. f:il.e. w-ith. a 
t$mp:o-rar·i·ly s·ucce.ed •. However whe.n:· t.he fi.l.e is re:ad 
a·ire:dti ve· line. 
.· . . .· ' . . .. 
F.SQMS mak.e.s' ·n· ... o· . ' 
{' 
. :F.ree·style' s problems, 
:attempt 
neit.her 
to 
the 
compensate 
• previous one 
ba-ck· 
. . . . ;,• 
for 
. O·····r-···· 
others. Every attempt was made to have FSQMS proces·s t:he 
file exactly as Freestyle do~s. This is not always clear· 
g:·· 
17 
., 
. j· 
f 
• •. I l' • 
• ·",, • f • 
.. 
.. . 
) 
~-
:in. every case si.nc·e. Freestyle's 
somewhat misleading. 
2.3.2 Directive Line Parsing 
.. . 
.. .. . •;-' 
:. 
documentation 
.. 
: .~ 
.:, 
l.S. 
·wn~-n- :FS:QMS ·e·nc:o·u.n·te-:ts .a :d_-irectiV:e ·1.it1:.e-:, r~t:ogniz·ed 
·• 
·d:it·ective line. .s:omewhat. ·.di.fr ic·ul t 
. . . . '' . . . . . . . . . .. 
:b.ecatrse ·a directive .11·ne: ·Can h:ave ·one· ·or. ino•re· :directives 
o.n ····.t· .1 . • .Each "b·····. .e. 
. ' . and the 
. a.ppro:p:riate-. .ac.tion m:ust .b:e: ·-taken·. ·$:ome dir.:e.ctiv-es ·m:a_y 
.may -a1Jp:e:a·r .in- a·ny c:ombi.-nat-it;n .•. 
F-ORMAT comm.an:d, an_d· tho.s-e .wh.i·ch. ·can not·. T··h-e :one.s- whi.ch. 
can not. must alw:a_y·s. ·be entered manual.l:y·.,. -as :ca·n all of: 
·th.o:se ·-which can be: ent-ered through ·FORMAT, but it makes 
.no. d:ifferehce to Fr.e.e_s:tyle (?r FS-QMS ·how the directives 
g.ot there. The-- :on·l-y .con:cern :is· p·a:rs._ing them correctly" 
s:ince no mat_t.e:.r· ,how ;a -d.i:rect:ive was :entered, FSQMS can. 
rot; :Qi.stinguish its ori:gin. 
A point that should be mentioned 
Freestyle enters a directive through FORMAT, it i-::t a:_.l:w·ay_$ 
\ 
:l: 
.,-J·. 
',: 
.,, , . ' 
./ 
r 
... 
entered in upper case. When a user enters a directive 
manually it can be entered in either upper or lower 
case. Freestyle recognizes both fo:rms of a directive and 
so does FSQMS. Here again., .. if Fr·ee.st,y.le can handle it, 
2.4 Format Menu Directives 
..----
2 . 4 . 1 Paragraph ~gi-n . .pirecti ves 
) 
The 
-
/ 
/ 
/ 
/ 
:pa_r al:gtei:p.h • m·-- -rr1n ' - .a.~.~---· .. -· t, ·h·'·_· e._--
t·he. :r·igJ1t inq..rgi·n 4·±rec.t·.ty$., R\~ 't':h·e in.forma-ti.t>"11. from 
·thes.e d_.ire.··-·.ct1···ve· ·s· ·· ·· f-· t·· ·h- t t t·· 
-. . is .or · .·_··e· ·mo:.s. ·· par~-· __ unneces:s-a:ry ··. ·o .. 
li'S:QMS· ·because. ·Ft~,es·ty._·1 .. e .cot1t·.:ro:1s. a,:11 the. ·inarg-in :S-p.cfc·i-ng·· 
i.ncluding th.et 1·.e.:ft .: :tig __ .ht:. ·:c:fhd. inde:nt·a:ti-c,.n .: Th .. e :o.nl_-y.·--_. 
-- . " ' - ,. 
- . 
reason .·s-aves. . ittfo.rmation . I - -.l.S :for 
·~ :forma.t·t'i·ng •. :.Ferr· :fo:rm·at'tting the headers and '. ·f··ocrt.ers t-hi.s 
·fnf·orma·t.ion .i·s tieees·s:ary. ·s·in:ce ·Fr·eestyle does. not f·o·rma·t 
the he-aderrs ··a·s· ' ... .it does ,regular text. 
T·heref ore t-hi·s informat.ion: ·.is, 'saved, but it is only ·u_$.eq 
.. in the heade-r- ·and fo:·o~ter _p·ro.cedures. It is .i.nterestirtg 
to note ·he.re th-,a:t the.se: directives were in· f·a:ct ignored 
19" 
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in the early versions cif FSQMS since headers were not 
_processed and there was no need for FSQMS to know the 
margin settings since Freestyle handled it. 
The syntax of these three directives ar~ ail the 
same; a number follows -the directive letter. FSQMS reaa··s· 
, · this n,u-mber -as· :a, :st:r·i,ng and :uses the Turbo Pase.al 
.pr·oc.edure ·VAL to conv_ert it· to: a:ri intege_r. If: an e'r-ror 
oc-cu·rs. d . . _ur.ing th·is •· ·c-onvers1on . . . . . - I _-a· • • warning: rness:age 1.s· 
-output a·_n·d: the margin i:a. no-t: oh·a·nged. The left. i: ma·rg·1n: 
s~t·t:ing .is: saved in ·the ·.gl-obal ··variable SLEF·T:, 'a·nd. t·he.-
_:ti:gh.t o"Ina_rgi.n. setting .is sa.ved ... . . 1n . . the ·gl_oba.l var·iable 
. . . . . - ... ' . . ' - . .. ' 
2.4.2 Page Margin Directives 
The thre.e· page . . . · ..... •. mar.gin: 
. '-. -· •. ·. ,: .. · ·,· .. : . ·. 
:i·. ·.· .• .. ·· :t· .•. :· .. • .····. · .. · r.A.1:r.-ec ·.1ves- are 
. . . . ... 
' bot-t·om of:· pa.ge margir1, B. Tlle. in.format.ion t.:rd1t1 :all three 
4£ thesa directives .  .. 1..s· tiecessary t·o FSQMS:• s correct. 
·op·er:ation·,;- -a:11d: there-f·a-re,. it·: is -all. save:d. 
FS:QM·s: .mu:st: 'C:ount 1.ines ·b,y· .it·s:~lf and '.ae·termine: wh-e:n. 
it is time for a new: p.a.ge since Freestyle p;ut:s no m.arke:r 
in its files (other than the End page directive issued· 
by the user) .when a page ends. FSQMS outputs a new page 
• 
., • 
command whenever its line count, stored in the global 
variable LINECNT, is greater than the number of lines 
per page, saved in the global variable, LINESPERPAGE. 
This variable is calculated as being the number of lines 
FSQMS can actually write on a page, including the top 
margin, but not the bottom • • margin. LINESPERPAGE • is 
calculated every time the bottom margin or pagelength 
directive is issued • since it is defined as the 
pagelength minus the bottom margin. 
Also FSQMS must output the correct number of lines 
for the top margin. This margin is calculated by FSQMS 
unlike the paragraph margins mentioned earlier which are 
managed by Freestyle. For example if the top margin was 
set to six, and there is no header defined, FSQMS would 
output six blank lines and the variable LINECNT would be 
set to six. 
The syntax of these three directives is similar to 
that of the paragraph margin · directives; a number 
{2t 
follows the. directive letter. They are handled by FSQMS 
the same as was described for the paragraph margins. 
2.4.3 Justification Directives 
The four justification directives are justify left, 
21 
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JL, justify right, JR, justify center, JC, and justify 
none, JN. Since only one method of justification may be 
valid at any one time, only ope variable is used by 
FSQMS to save the current mode of justification. This is 
the global variable, CURJUST. This justification 
information is used by FSQMS for headers and footers 
only; Freestyle does all the justification necessary for 
the regular text. does not 
justification for the 
Freestyle 
headers; therefore, 
do the 
these 
directives can not be ignored since FSQMS needs this 
information when justifying a header. 
2.4.4 Spacing Directive 
The spacing directive, s, controls the I spacing 
between lines. This information is saved in the global 
variable, SPACING, and is used by FSQMS at the end of 
every line. When a user desires double spacing, he 
enters a S2 directive. Freestyle still will only output 
one line _feed; therefore, FSQMS is responsible for the 
correct output and will output the extra line 
this case. 
feedd I 1n 
The syntax of this directive is as followed by a 
number and FSQMS again reads this number as a string and 
22 
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uses the Turbo Pascal procedure VAL to convert it to a 
~ 
number.. If there is an error in the conversion or the 
number is ,less than one, or greater· ·tJ1an three, a warn.ing 
messag_e is: ou·tput .a.nd the spaci·n9 is not changej. 
2.4.S Characters per Inch Directive 
n:1..1m.ber· of characte:.rs. :p:r'int.e.d p·er .inch:.... Tl1,is in:fonn·ati·o ..n 
,is· t1.eota.s-s-~ty _c)n-l.y .f:or t:J-1.e· p:r:in.ter·,. ,s.-i.n.ce: FS·:QMS :does :n.o·t 
• t· ,1.: : beea\1:se ·FSQMS ·c1c:>'_e·s ... not r.ef:_o:rmat. th,e. 
f·i1e .. S·i:n.c:e. no conve·r:sion. is, :dc5ne· to. ·the· 
.. ' . . . . - ·.· . . ..· . 
.numb:er· 
. . . .. . .... , no 
the. 
•. . 
outJ?ut .f·i.1-e ·rs·: i,r.lnted, ·w:t.ien- t1,netpec·t~q.. resul·ts ,cot1l·.d 
o.ccur .. A.l·,so: s.irtce: ,no che:ck:ing· .i·s· dor1¢; the ·1\~mpet .cou.lti 
be, .any 
.Format menu. 
2.4.6 Vertical Lines per Inch Directive 
':~: 
T.he vertical lines per inch directive,. V,. -oo.:nt:ro·.ls. ·· 
2:3. 
( . 
·. : 
·-\, 
'· 
·,. 
.. 
·; 
the number of lines printed per inch.. this directive is 
handled by FSQMS exactly as the characters per inch 
directive; the actual numb:er i·s passed directly tprough 
to the output file withou-t :any error checking. This 
:number • 1S no.t used by Freestyle or FSQMS to calculate 
lines pe.r·· pa_ge, .. it is only a printer directiv~e:. It is up· 
t:o· the- user to c.·orrectly correlat:e the paper l.ength, 
. . 
spacing, and the re.s-u.-lt.ing :-number of ,l fnes pe:r: 
page, and indicate thi,s :by· u-si.ng th:e 
·airecti ves. 
2.4.7 End Page Directive 
Th.e.. end pa:ge <iire.cti:v:e, E . 
. . . ,. forces the ·en·d ,of 'a 
.. . 
p·a9:e. 'Wh,en this qir~ct:i.ve i.s· -t~ad_, by FSQMS, the· end of 
_p.age :p:r,aces··s·ing·· ,i·s ... done:, a: Tal.ar.is page eject is output, 
... 
,an.a t·he ·top ..cir _p.·age: p-r9ces-sing is do.n~ .ft>r the next 
page. All :(>_f· :t-his is :done it.i: the :p~-ocedl1:te N_-EWPAGE ~ Th·e 
•' ... · . . . ~· 
bottom of· pa.ge p·roce.ssing: co:r1sists. o-f outputti.11:9 ~~1:Y 
footers i.f ne:t~essary, ·an·d. this· :is 'd.one by c:·alling t·he 
.OUTPU-TH:EAO -p:roceau·re wi·t.h ·t:·he: pa-rameter :o:f· FOOT. The- ··t.c~:P· 
of p.age process·ing consists. ·of, resetting th~ Iin:e count 
a-:nd then outputting any required headers a·gain by 
calling OUTPUTHEAD; this tifue with a parameter of HEAD. 
2.4.· 
·i. 
.• 
-.. : 
·' 
.· 
Also special ·c_ctr.e· ·mus·t be t·alcen: in the NEWPAGE 
procedure to avoid recursive. NEWPAGE palls·~ Recursion 
tnig_ht occur • since Freestyle allows certain ..
·.~ apecificati6ns tor a page to be defined at the top Qf. :a-
page immediately £0·.1.lowing th·e, E, directive. Fo:r ex·amp'.le.( 
we coul.d i:edef·ine the .header for a p.age. at tfle top of 
that :page afte·r the E directive. Thi·s meians that withi·rt 
the newpage P:rocedt1re we must'. s·ca·n :and process ·any' 
we do 
pro.ces.s:·ing,. s'.Uch a:s·, O.titl:>l.ltti.·:ng tn:e: t1e:ad·e-r· f:or .a page. 
·:sin.c·e: t-'h:e u:s,er can red·ef i11.:~ a h~ad.~r £.or :a p.age. a.t the 
• 
:pa.ge :he·a·der 
. -· - . . -· -· I 
outpu;t· t,he c·cirre.ct:· new header insteaci o·f: tb.e· ol:d -one. 
·'l'h;:e.· p·rob.lem ar.ises- when two E di:rec£ives fo·11·ow one 
.ano·tb~ir.·, or are: w.:Lthi.n the same gto·up o.f direot.i-ves . 
·Then FS·QMS wi.11. C:a:ll the .NEWPAGE ·p·r.ocedti.re 
the N·EW_J?AGE p·rocedure and ca.u:se· t·he: l)eade·:ts and foot~rs 
to come ou·t :i'n ·th.e: ·wrong .order··. Thus,. the solution is t:o 
scan direc.tives in the ·NEW,PAG.E l?·r'.ocedure up to an: e,nocd 
page dire.c.tive, then do.: ·t·he header processing, then. 
return and subsequently ,:call the pro.cedure aga:irt.· All. ·qf 
this is necessary • since Freestyle allows :a 
define head-~r-s: f·or· a page after he is all ready on that 
~-
I. 
:4_'.Q I. 
~. 
r:-: 
\ 
• ~ ' <'; 
• t! 
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page. 
2.4.8 Other Format Directives 
The remaining options on the Format menu are the 
Display, Hard Returns, and Automatic Insert options. 
These are only temporary commands to Freestyle in effect 
only while it is running. No information from them • 1S 
stored in the Freestyle file; therefore, they do not 
affect FSQ¥S at all. 
2.s Non-Format Menu Directives 
2.s.1 Attach Directive 
The attach directive, A, allows the user to include 
other files when a document is printed. Thts directive 
J 
is not implemented by FSQMS. It would require the 
current state of all variables to be saved, and to begin 
~ reading from another file. This could be most easily 
accomplished by making most of the program a procedure 
and then calling itself recursively. Thi~ could be done, 
but it is not desirable since the current state of 
affairs, such as page numbers or headers should be 
26 
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.. 
passed in, and then: :variables such as headers, be: 
restored upon return. ·This would. require a rather large, 
number of· parameters and it has not been implemented at .. 
this ti:me. 
2.s.2 comment Directive 
COllUllen.t a:Iiows 
. . . . .. ·•' ... "' 
t1s:e·r 
-.. '· .. to 
be: ·printe.d,·. .:r f.. FS.QMS .e:n.c.ounters: :ci comment 1 i..ne ,. :i-t 
2.5.3 Set Tabs Directive 
tba-t th:e u:se.r ·.changed tab .. s. a-t . thi·.s po:int ·i.n h±·s 
'i· •.. 
sina·e: it 
t.ab • proces,s.1ng;. all of 
:Free.style, and ·the f-c>rn1at'te:.d output i·s re·corded in, ·the 
d;Q_cument file. 
2.5.4 Page Number Directive 
The page number directive, P, allows the user to 
·27: 
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change the current page number he wishes to appear on 
his printed document. This is ditferent from the actual 
page count kept by FSQMS which is the cumulative total 
of the number of pages in a file. FSQMS saves the number 
from this directive in the global variable FSPAGECNT, 
and its own page count in the global variable PAGECNT. 
When this directive is encountered the procedure 
, 
SETPAGENUM is called. This procedure reads the number 
following the Pas a string and • again uses the Turbo 
procedure VAL to convert it to an integer. If there was 
no error in the conversion then the variable FSPAGECNT 
is updated, otherwise an error message is output. 
Freestyle also allows the P directive to appear 
q 
withou·t a number following it; in which case 1 • is 
assumed. FSQMS handles this correctly and sets FSPAGECNT 
to 1 in this case. 
Also whenever this procedure is executed without an 
error the global boolean variable NUMPAGEON is set to 
true. Once the variable is set to true it never returns 
. . . '~ to false. This flag indicates whether or not to output 
an alternate page numbering message. When it is set to 
true, FSQMS outputs the user's page number along wit·h 
the FSQMS running page count which is normally output. 
\ 28 
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2.s.s Widow Directive 
The widow directive, w, allows the user to specify 
thatp when paragraphs are split between pages during 
printing, each page will contain a specified amount of 
lines, of that paragraph. This directive is not 
implemented by FSQMS and there are no plans for it to be 
implemented • in any future • versions because of the 
extreme overhead required to look ahead up to five lines 
to determine if widow • • processing is necessary. FSQMS 
maintains one line buffer, and if widow processing were 
implemented, it would require five line buffers, code to 
switch between them, and paragraph look ahead. It was 
decided that this was too much • processing, and would 
require too much processing time to do all that checking 
for one rarely used directive. 
2.5.6 Header and Footer Directives 
The header and footer directives include the H, F, 
HL, HR, FL, FR directives. All these directives 
. 
• require 
similar action and use the same FSQMs· procedures. The 
only difference being that headers appear at the top of 
. 
a page and footers at the bottom, and if they are 
' 
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specified as left they appear on even pages only, and 
right appear on odd pages only. 
For our discussion we will use the general term 
headers to refer to both headers and footers and right 
and left. The processing of headers by FSQMS is somewhat 
complicated and is best described by explaining the 
action of the two • main header handling procedures, 
SETHEAD and OUTPUTHEAD. Both of these procedures operate 
on any of the six types of headers by passing them a 
parameter telling which type is being processed. The 
procedure SETHEAD is called when the user is defining a 
header, and the procedure OUTPUTHEAD is called \at the 
top and bottom of every page to output the current 
header or blank lines if none is defined. 
2.5.6.1 The Sethead Procedure 
As previously mentioned, this procedure is called 
whenever a header directive is encountered. Processing 
of a header directive is much more involved than 
processing any other directive for one main reason: what 
1-· 
follows the directive is not a simple parameter, such as 
a number as for most directives, but an actual text 
line, complete with embedded Freestyle instructions such 
• 
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as font changes and bold instructions or even graphics 
characters. All this complicated processing must be done 
for the remainder of the header directive line, but this 
is all ready done in the procedure CREATELINE, the main 
text processing procedure called from the main loop for 
all non-directive lines. This procedure processes all 
the Freestyle instructions and text, and creates the 
output line directly to the output file. 
This procedure does exactly what needs to be done 
to the header directive line with one • maJor exception: 
the header line must be saved, not output. The solution 
is the global boolean variable INHEAD, which is set to 
true when SETHEAD is entered and reset to false after 
the line is processed. Now then, the procedure which 
does all the output, PUST, first checks to see if INHEAD 
is true and if so, it does no actual output, but 
concatenates the string to be outputted to the end of 
the global string variable SAVESTR, which was 
initialized to an empty string immediately after INHEAD 
was set to true. 
In this way we can process complicated header lines 
using the procedures which normally do this processing, 
but save the output in a string instead of outputting 
it. It is for this reason that FSQMS imposes a limit of 
31 
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• 254 characters for the final length of the header line . 
Turbo Pascal limits string variables to a length of 255 
I 
characters, and FSQMS lowers it to 254 for easier string 
overflow checking. 
After the header line is processed into the 
variable SAVESTR, an attempt is made to justify this 
line by adding blanks where necessary. It • is for this 
reason that the paragraph margin settings were saved 
when FSQMS does no paragraph formatting. Freestyle does 
not format the header lines; FSQMS must do this 
formatting. Freestyle • requires that header lines be 
formatted according to the current justification 
setting. FSQMS uses the variable CURJUST, described 
earlier, to determine the justification method required. 
The justification of header lines is handled by the 
procedure JUSTIFY local to SETHEAD. It determines how 
many blanks to add by looking at the current • margin 
settings and justification. This number is returned to 
be saved along with the header line. This is done so 
that if it is necessary to change it later in the event 
that a number specifier was included in the header line, 
which will have to be replaced by a page number and 
possibly change the length of the header line. 
The justification done by this procedure I is 
32 
different than the justification done by Freestyle for 
the normal text. For left justification, blanks are 
added on the left to make the header align on the left 
margin. For right justification, blanks are again added 
to the left side of the header line to make the right 
side of the header line align with the right margin. 
This is different than text right justification where 
blanks are added within the line to make it align with 
both the left and right • margins. For center 
justification, blanks are again added to the left, but 
this time to make the middle of the header line exactly 
between the left and right margins. 
The last difficult part in the procedure SETHEAD is 
determining when a header is being redefined and when it 
is just being positioned. Freestyle states • in its 
documentation that a header may be moved up or down 
within a margin by putting an empty header declaration 
either preceding or following the header declaration, 
resp~ctively. Freestyle also allows a header to be 
cleared by putting an empty header declaration in the 
file, and also an empty header declaration is used to 
insert blank lines within a header. FSQMS must- determine 
which is the case when it encounters an empty header 
declaration. 
33 
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The procedure does this by looking at the global 
variables LINECNT and PAGECNT, FSQMS's running line and 
page counters. If it encounters an empty header 
directive, the line and page counters are checked to see 
whether they are equal to that saved with the last 
header. If they are, it means that we are still defining 
that header, and that this empty directive is a blank 
line either before, after, or within the header, 
depending on what follows. If the line or page counters 
\ 
are different than the last header line of the type 
being processed, then this is a header clear directive 
and FSQMS clears out the previous header declaration. 
Another subtle point about header lines should be 
mentioned here. Freestyle's documentation is unclear 
whether the header text should begin immediately after 
the directive, or whether a blank should be used to 
seperate the directive from the header text. FSQMS 
handles this case as Freestyle appears to handle it: if 
a blank is the first character of a header line it • 1S 
ignored. If a user actually wanted one blank to appear 
as the first character of a header line, he would have 
to insert two. If he didn't want any blanks to begin his 
header line then he could insert either one or none, 
since the first blank will be deleted if it exists. 
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This blank is necessary in the case where a user 
would like a normal header, but his header text begins 
with an 'r', for example. If a blank was not inserted 
after the 'H' directive, FSQMS (and Freestyle) would 
treat this as an 'HR' directive, which is not what the 
user desired. Therefore, allowing the blank but later 
ignoring it allows the user to type 'Hr', in which the 
blank before the 'r' will be ignored, but FSQMS will 
recognize this as a standard header directive and not a 
header-right directive. 
2.5.6.2 The outputhead Procedure 
The OUTPUTHEAD procedure is called at the beginning 
and at the end of every page. It performs slightly 
different action whether it is to output a header or a 
footer, but all the data structures are the same, and 
its action is determined by the parameter passed into 
it. 
This procedure will output alternate headers and 
footers if they are currently defined. If none are 
defined, then it will attempt to output standard headers 
or footers. If no header or footer is defined, then 
blank lines equal to the length of the particular margin 
' 
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will be output. 
If the procedure is to output a footer, it must 
-first determine where on the page the current print 
position is. This is determined from the current line 
count saved in the global variable LINECNT, and the 
bottom • margin position from tl1e global variable 
LINESPERPAGE. The number of line feeds necessary to get 
to the bottom of the page is then output. 
This procedure calls a local procedure INSERTNUM to 
check whether it is necessary to add a page number to 
the header line. It looks for the presence of the 
Freestyle number formatters, #, ##, ###, and replaces 
them with the current value of the global variable 
FSPAGECNT, which is initialized by the Freestyle user. 
Note that in this procedure all of three page number 
formatters are treated equally. There • • • is no provision 
made for other number styles, such as Roman, as 
described in the Freestyle manual. The addition of such 
would not be difficult and may be done in a fut11re 
• version. 
Note that here • again • 1S another Freestyle 
deficiency. A user can not use the character '#' in a 
header since it will be interpreted as a page number 
formatter. Freestyle should have used a special, 
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character, or defined a control character for this 
purpose. FSQMS makes no attempt to correct this problem 
and behaves exactly as Freestyle would. 
An important point should also be mentioned about 
the actions of the INSERTNUM procedure. Earlier it was 
mentioned that the number of blanks added to justify 
each header line was saved along with that header line. 
Here it becomes obvious why that was done. It may be 
necessary to shuffle the line somewhat when a number 
descriptor is replaced with a page number of a different 
number of characters. Blanks may have to be added or 
removed, and it is necessary to know where and how many 
/ 
were added so that we know how many can be removed or 
added here, and at what position. Also checking is 
performed again at this time for header line overflow 
because the li~e could become too big. 
Also checked in the OUTPUTHEAD procedure is whether 
the lines per inch or characters per inch settings of 
the header are different from the current settings. This 
information was saved along with the header line when it 
was declared. If the current settings are different, 
they are saved, the header settings are output, then the 
header is· output~ then th~ previous are restored. This 
information has to be saved separately, unlike bold 
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information for example, because this information is 
ch~nged ~by directives. Information such as bold 
information, is controlled by embedded instructions in 
the line which is automatically saved within the header 
line itself. 
2.6 Non-standard Directives 
The following directives are called non-standard 
directives because they are recognized only by FSQMS. 
They are not Freestyle directives, but they follow the 
standard format of Freestyle directives, and Freestyle 
does not complain about their existence in a file. Only 
when a file is printed through Freestyle does it 
complain, and then it is only a warning message; it 
skips them and goes on. These directives must of course 
be entered manually and the exact syntax is described in 
the FSQMS User's Guide. 
These directives were added to increase the 
effectiveness of printing Freestyle files on the Talaris 
Laser printer. They are not necessary, but they allow 
0 
the Freestyle user to make better use of the Talaris's 
features. 
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2.6.1 LF Directive 
The LF directive, which stands for Lehigh Font 
directive, allows the Freestyle user to change FSQMS's 
internal font table from within his document. This table 
is actually the array FONT and the array BOLDFONT. Both 
these arrays are dimensioned to four, the number of 
fonts supported by Freestyle, and hold a five character 
string representation of the corresponding Talaris font 
index. Hence, for Freestyle font number one, FSQMS will 
use the Talaris font stored in FONT[l], and if the user 
emboldened font one, FSQMS will use the font number 
stored in BOLDFONT[l]. 
•· Since these mappings of Freestyle fonts to Talaris 
fonts are stored in variables they could be changed at 
any time. The addition of the LF directive allows a user 
to do this directly through his document as it is being 
processed. This allows the user to print his document 
using any font available on the Talaris; this is a major 
step towards the goal of allowing the Freestyle user to 
use all of the features of the Talaris Laser printer. 
The actual procedure, SETFONT, in FSQMS which does 
this font table change is quite simple. It just replaces 
the appropriate array entries with what follows on the 
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directive line. No error checking is done, besides basic 
syntax checks, since it is impossible for FSQMS to know 
what is a valid Talaris font number. FSQMS will just use 
the user entered font number when necessary, and if it 
is in error, it will not be discovered until the file is 
printed. 
Also a message is output to the screen to inform 
the user that the font translation table has been-
modified. This allows the user to check if his font 
redefinition has been interpreted correctly, and 
possibly catch any errors at this time before printing. 
2.6.2 LU Directive 
The LU directive, which simply stands for Lehigh 
University for the lack of a better name, completes our 
accomplishment of the goal to make available to the 
Freestyle user all of the features of the Talaris L~ser 
printer. This directive allows the insertion into the 
output file any directive to the Talaris. This makes 
• 
. 
available to the Freestyle user all features of the 
Talaris through ~'Freestyle file. 
The command language of the Talaris is called th.e 
QUIC Programming Language, and the LU directive allows 
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one QUIC command per directive. ·of course, the user 
should be familiar with QUIC to use this directive, and 
most users will never use it, but it is available to use 
some particular feature that is not available through 
Freestyle and FSQMS's normal operation. 
The procedure in FSQMS which accomplishes this • 1S 
called QUICCOMMAND. It is a very simple procedure, one 
line actually, which simply appends the QUIC control 
character to the front of the user entered QUIC command 
string and outputs it. No error processing is performed, 
since as was the case with the LF directive, it • 1S 
almost impossible for FSQMS to know what is a valid QUIC. 
command. For such a small programming effort, the 
implementation of this one directive, gives almost 
unlimited power to the Freestyle user printin<{~~9,~~e 
Talaris. 
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2.7 Instructions 
We will now examine how FSQMS handles what we have 
called instructions. An instruction differs from a 
directive in the way that it is represented in the file. 
An instruction can not be seen by the Freestyle user; 
only its effects can be seen. 
Most instructions are entered through the use of 
the Freestyle USE command. The selection of one or more 
of the options available causes Freestyle to enter a 
special character in the file at that point, which I 1S 
seen by FSQMS. In the next chapter these special 
characters will be examined, but for now the action that 
FSQMS takes when it finds an instruction will be 
.. 
discussed. 
2.7.1 The Bold Instruction 
The bold instruction is used when the user desires 
to embolden or create boldface text in his document. The 
implementation of the bold instruction by Freestyle I 1S 
representative 
instructions. 
of that of 
When the user selects the 
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the other Freestyle 
bold instruction, 
Freestyle puts a special bold character at that point in 
the file. When the user ends the emboldening of text, 
Freestyle again puts the same special bold character at 
the ending point of the text in the file. In this way, 
the text to be emboldened is actually enclosed between 
these two bold characters. Since the begin bold 
character is the same as the end bold character, FSQMS 
has no way of telling when to start emboldening and when 
to stop, except by keeping track of whether balding is 
currently on or off. 
This is exactly how FSQMS implements this 
instruction; a global boolean variable BOLDON is kept 
and toggled whenever a Freestyle bold control character 
is encountered. Action is then taken depending on the 
new toggled value of BOLDON; if it became true, FSQMS 
will output the command to change to the correct bold 
font, and if it became false, FSQMS will output the 
command to change to the correct normal font. 
2.7.2 The Underline Instruction 
The underline instruction is used when the 
Freestyle user wishes to underline text in his document. 
This instruction is represented by Freestyle similar to 
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the bold instruction; a special underline control 
character is located where underlining is to start, and 
the same character is located where underlining is to 
finish. 
FSQMS handles it similarly also; a global boolean 
variable UNDERON is toggled whenever the Freestyle 
underline character is read. Underlining • requires more 
work by FSQMS than emboldening, which is only a font 
change. Since t~ere is no underline font available for 
all the fonts that FSQMS can use, FSQMS must do the 
underlining itself using the ASCII underline character. 
This is done by FSQMS in the following way: when 
the boolean UNDERON is toggled to true, the current 
.. 
column is saved in the global variable UNDERSTART. When 
the boolean UNDERON is set to false, the current column 
is saved in the global variable UNDERFINISH. Then FSQMS 
outputs • a carriage return to put us back at the 
beginning of the same line,, then blanks are output up to 
the column saved in UNDERSTART, then ASCII underline 
characters are output up to the column UNDERFINISH. In 
this way the correct text is underlined, and we returned 
to the same location on the line. 
This, obviously, will not work if the underlined 
text spans several lines. FSQMS need not worry about 
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this case; since if the underlining does go on for more 
than one line, Freestyle will put an end underline 
character at the end of each line, and a begin underline 
at the start of the next line. This is representative of 
how Freestyle handles most of the instructions • spanning 
several lines .--0f text; it usually ends them at the end 
of each line, and starts them again at the beginning of 
the next J. ine. 
2.7.3 superscript Instruction 
When a Freestyle user wishes to superscript some 
text he uses the Freestyle RAISED instruction. This 
instruction is again,represented by a special character 
\ 
toggle whose value is saved in the FSQMS global boolean 
variable SUPERON. 
When the toggle is changed to true, the paper is 
advanced upward a half line, and when it is set to false 
the paper is returned down a half line. FSQMS does not 
have to worry when supe_rscripted text spans several 
lines; because, similar to the underline instruction, 
Freestyle will include the appropriate instructions at 
the beginning and the end of each line. 
45 
'1-- . 
... 
" .. 
2.7.4 Subscript Instruction 
When a Freestyle user wishes to subscript some text 
he uses the Freestyle SUBSCRIPT instruction. Again this 
instruction • 1S implemented by Freestyle using a toggle 
character whose value 
boolean variable SUBON. 
• 
• 1S saved in the FSQMS global 
This instruction is handled by FSQMS almost exactly 
as the superscript instruction, except that the paper 
advances are in the reverse directions • since we are 
subscripting instaad of superscripting. 
Also notice that both subscripted and superscripted 
text can be underlined. This underlining needs special 
handling because of the different vertical heights of 
the normal line and that of the superscripted or 
subscripted text. FSQMS handles this in the following 
way: when the subsc~ipt or superscript procedures are 
called, they first check if underlining is turned on at 
this point indicating the underline is to continue 
through the super- or subscripted text. If underlining 
is on, it is turned off to underline up to this point, 
then turned back on to reinitialize the underline 
,,I 
startin~ position. Also similar action is taken at the 
end of subscripte t superscripted text. 
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2.7.5 Font Change Instructions 
The font change instructions from the Freestyle 
Font option on the USE command are grouped together 
since they require similar action. Whenever a Freestyle 
user changes a font to one of the four available, a 
different 
Freestyle. 
instruction is placed • 1n the file by 
FSQMS simply determines which font to change to and 
uses that number to index into its previously mentioned 
FONT array to get the appropriate Talaris font index. 
The normal font used by Freestyle is font one, so when 
FSQMS encounters an end font two instruction, for 
example, it is treated by FSQl1S~s,a begin font one 
' ' 
instruction. This is correct since Freestyle actually 
has no begin or end font one instructions; they are 
implied by default from the other begin and end font 
instructions. 
2.7.6 Other Instructions 
'\ 
The following are grouped together because they are 
less used instructions, and they do not exactly follow 
our definitions of instructions. They act for the most 
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part as instructions, but they are visible in the file 
and must be entered by the user. 
This group of instructions is inconsistent with the 
pattern established 
instructions. No 
by 
special 
the • previous Freestyle 
characters are used to 
represent them in the Freestyle file. It appears as if 
these options were added to Freestyle at a time 
different 
created. 
from when the • previous 
2.7.6.1 overstrike Instruction 
instructions were 
Overstrike capability is given to the user by the 
insertion of the overstrike instruction in the Freestyle 
file. This instruction is handled by FSQMS exactly as 
the underline instruction! with the exception of using 
the ASCII dash character instead of the underline 
character to print over the affected text. 
2.7.6.2 over~rint Instruction 
This instruction is · implemented by FSQMS • in a 
limited manner. FSQMS only allows the user to overprint 
the previous character on a line. This is simply done by 
48 
outputting a back space then outputting the character to 
overprint. The effect is to overprint the previous 
character and remain in the same final print position. 
2.7.6.3 outline, connect, Jnone Instructions 
These three instructions are recognized but ignored 
by FSQMS. The Outline instruction • 1S inserted by 
Freestyle when a user executes the outline option. This 
information does not concern FSQMS and 
ignored. 
The Jnone instruction • 1S embedded 
• 1S therefore 
in Freestyle 
files for its own record keeping purposes when the 
justify none directive is in effect. N9 useful purpose 
' 
is seen for this information, and it is ignored by 
FSQMS. 
The connect instruction is mentioned in the 
Freestyle manual for those times when a user does not 
want his text split between lines. FSQMS gets all its 
line feeds from Freestyle; therefore, this instruction 
is also ignored. 
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Chapter 3 structure of Freestyle Files 
3.1 Introduction 
In this chapter we will actually • examine the 
internal format of Freestyle document files. We will 
~ 
examine and identify the special characters and 
instructions referred to in the previous chapter. 
Before we begin, it should be mentioned here that 
Freestyle files were dumped to gain this information. 
The ideas mentioned in the following discussion are 
observations from looking at many dumps of Freestyle 
files. The information is not guaranteed to be entirely 
correct, but it is merely how it seems to be done after 
looking at many file dumps. 
The file dump program used to produce the dumps 
shown in this document is a special version, writterl1 in 
Turbo Pascal, with specially formatted output for this 
paper. Several dump programs were actually used during 
the development of FSQMS. At first the MS-DOS supplied 
utility DUMP.COM was used, and later a special • version 
was used which allowed paging back· and forth within a 
file. 
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3.2 Dump output 
First an explanation of the format of the file 
dumps included in this document. See figure 1 for a dump 
of a Freestyle file containing only the text 'Hello 
World.'· 
o - 80 80 ao 80 80 80 80 so 
8 - 80 48 65 6C 6C 6F 20 57 
16 - 6F 72 6C 64 2E OD OA 
(figure 1) 
• • • • • • • • 
.Hello W 
orld .•. 
In the far left before the dash on each line is the 
byte offset of the first byte in the line from the 
beginning of the file. Each line contains eight bytes so 
this value will·increment by eight. It is usEfci basically 
as a reference so we can identify a particular position 
in the dump quickly. 
Followina the dash oh each line are the hexadecimal 
~ 
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, values of the next eight bytes separated by spaces for 
easier reading. An ASCII character chart is a handy 
thing to have when looking at this section of the dump. 
On the far right of each line are the character 
representations of each byte on that line. If a 
character on the line is an unprintable character, then 
that character is shown as a '·' in this area. 
In some of the dumps involving the use of the back 
slash character, this particular character may be shown 
on the right as a '*' rather than a back slash. The 
hexadecimal code for the back slash I 1S 5C which can 
still be seen in the hex portion of the dump, e·ven 
though a'*' is shown on the right. This was done 
because this paper was written using Freestyle, and the 
use of a back slash in certain character combinations 
can not be entered • 1n a file. This • 1S a bug of 
Freestyle, and it will mentioned several times in this 
cl1apter. 
Note also that in the dumps, the control-z (hex lA) 
characters, which mark the end of the file are not 
shown. There are always at least 1 and up to 128 
control-z characters at the end of each Freestyle file. 
Freestyle pads each file to a length which is a multiple 
of 128 with control-z characters. This corttrol-z padding 
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is the reason why you can add a line or two of text to a 
file and the file length doesn't change; small changes 
are absorbed by changing the amount of padding at the 
end of the file. FSQMS recognizes that it has reached 
the end of a Freestyle file when it encounters the first 
control-z character; the remainder are ignored. 
3.3 overall View 
\ 
Before looking at Freestyle files in detail, some 
general observations should be made. By looking at the 
dump of a simple one line Freestyle file (see figure 1), 
it can be seen that this file is a simple text file. 
There is no header information or special structure 
identifying this as a Freestyle file. 
Also notice the characters with the value above the 
ASCII character 127. Turbo Pascal allows character type 
variables to have ordinal values fro~ Oto 255, so this 
is no problem as far as FSQMS is concerned. FSQMS 
handles these characters as any other character; no 
special procedures are necessary. 
One more point to notice j.s that each line ends 
with a Line Feed (hex OA) character. In figure 1 the 
line also has a carriage Return (hex OD) preceding the 
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Line Feed Character. FSQMS recognizes the end of each 
line by looking for the Line Feed character not the 
Carriage Return character, and the entire line up to and 
including the line feed is saved in the line buffer 
LINE. 
3.4 Special Characters 
We will now examine some special characters in 
Freestyle files which are important to FSQMS. These 
characters are given symbolic names in the CONST section 
of the FSQMS program, and these names will be mentioned 
here and are used in the following discussion. 
Note that we will be ~,ferring to the dump shown in 
figure 2, which is a dump of the Freestyle file 
mentioned as one of our initial! goals, FEATURES.DOC. 
This file has most of the basic Freestyle features, and 
many of them in various combinations, so this is a good 
file dump to study. 
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(figure 2) 
Dump of FEATURES.DOC 
0 
- 5C 4A 63 OD OA 80 80 80 \Jc •..•• 
8 - 80 80 80 80 80 80 80 80 • • • • • • • • 
16 - 80 80 80 80 so ·so 80 80 • • • • • • • • 
24 - 80 80 80 80 80 80 80 80 • • • • • • • • 
32 - 80 5E 46 72 65 65 73 74 • A Freest 
40 
- 79 6C 65 20 50 72 69 6E yle Prin 
48 - 74 69 6E 67 20 46 65 61 ting Fea 
56 - 74 75 72 65 73 SE OD OA turesA •• 
64 - OD OA SC 4A 4C OD OA 80 •• \JL ••• 
72 - 80 80 80 80 80 80 80 80 • • • • • • • • 
80 
- 54 68 65 20 66 6F 6C 6C The foll 
88 6F 77 69 6E 67 20 65 78 • - owing ex 
96 
- 61 60 70 6C 65 73 20 77 amples w 
104 - 69 6C 6C 20 73 68 6F 77 ill show 
112 - 20 79 6F 75 20 68 6F 77 you how 
120 
- 20 46 72 65 65 73 74 79 Freesty 
128 - 6C 65 27 73 20 76 61 72 le's var 
136 69 6F 75 73 SD OA 80 80 • - ious •••. 
144 - 80 80 80 80 80 80 80 70 • • . • • • • p 
152 - 72 69 6E 74 69 6E 67 20 rinting 
160 
- 65 6E 68 61 6E 63 65 6D enhancem 
168 - 65 6E 74 20 66 65 61 74 ent feat 
176 
- 75 72 65 73 20 61 70 70 ures app 
184 - 65 61 72 20 6F 6E 20 79 ear on y 
192 - 6F 75 72 20 63 6F 60 70 our comp 
200 
- :15 74 65 72 20 73 63 72 uter scr 
208 - 65 65 6E 20 61 6E 64 SD een and. 
216 
- OA 80 80 80 80 80 80 80 • • • • • • • • 
224 - 80 80 6F 6E 20 79 6F 75 •• on you 
232 - 72 20 70 72 69 6E 74 65 r printe 
240 - 72 2E 20 54 68 65 73 65 r. These 
248 
- 20 66 65 61 74 75 72 65 feature 
256 
- 73 20 61 72 65 20 70 72 s are pr. 
264 
- 6F 64 75 63 65 64 20 62 educed b 
272 ·- 79 20 74 68 65 20 55 53 y the us 
280 - 45 20 63 6F 6D 60 61 6E E comman 
288 - 64 2E OD OA OD OA 80 80 d . . . . . . . 
296 - 80 80 80 80 80 80 80 SE A • • • • • • • 
304 - 54 68 69 73 20 73 65 6E This sen 
312 74 65 6E 63 65 20 77 69 tence • - W1 
320 - 6C 6C 20 62 65 20 70 72 11 be pr 
328 69 6E 74 65 64 20 69 6E inted • - in 
55 
(figure 2, cont.) 
336 - 20 62 6F 6C 64 66 61 63 boldfac 
344 - 65 20 74 79 70 65 2E SE e type.A 
352 - OD OA OD OA 80 80 80 80 • • • • • • • • 
360 - 80 80 80 80 80 5F 54 68 • • • • • Th 
-
368 - 69 73 20 73 65 6E 74 65 is sente 
376 6E 63 65 20 69 73 20 75 • - nee is u 
384 - 6E 64 65 72 6C 69 6E 65 nderline 
392 - 64 2E 5F OD OA OD OA 80 d . . . . . 
400 - 80 80 80 80 80 80 80 80 • • • • • • • • 
408 - 54 68 65 20 6C 6 ., J. 73 74 The last 
416 - 20 77 6F 72 64 20 69 6E word in 
424 - 20 74 68 69 73 20 73 65 this se 
432 - 6E 74 65 6E 63 65 20 77 ntence w 
440 ·- 69 6C 6C 20 62 65 20 72 ill be r 
448 - 61 69 73 65 64 20 31 2F aised 1/ 
456 - 32 20 6C 69 6E 65 20 5D 2 line] 
464 - 68 69 67 68 65 72 2E 50 higher.] 
472 - OD OA OD OA 80 80 80 80 • • • • • • • • 
480 - 80 80 80 80 80 54 68 65 ..... The 
488 - 20 6C 61 73 74 20 77 6F last wo 
496 - 72 64 20 69 6E 20 74 68 rd in th 
504 - 69 73 20 73 65 6E 74 65 is sente 
512 - 6E 63 65 20 77 69 6C 6C nee will 
520 - 20 62 65 20 70 6C 61 63 be plac 
528 - 65 64 20 31 2F 32 20 6C ed 1/2 1 
536 69 6E 65 20 5B 6C 6F 77 • [low - 1ne 
544 - 65 72 2E 5B OD OA 80 80 er. [ •... 
552 - 80 80 80 80 80 80 80 OD • • • • • • • • 
560 - OA 80 80 80 80 80 80 80 • • • • • • • • 
568 - 80 80 54 68 65 73 65 20 •. These 
576 - 66 65 61 74 75 72 65 73 features 
584 - 20 63 61 6E 20 61 6C 73 can als 
592 - 6F 20 62 65 20 75 ·73 65 o be use 
600 - 64 20 69 6E 20 76 61 72 din var 
608 - 69 6F 75 73 20 63 6F 6D • 1ous com 
616 - 62 69 6E 61 74 69 6F 6E bination 
624 - 73 3A OD OA OD OA 80 80 s : . . . . ~ . 
632 - 80 80 80 80 80 80 80 5E A • • • • • • • 
640 - 5F 54 68 69 73 20 73 65 This se 
-
648 - 6E 74 65 6E 63 65 20 77 ntence w 
656 - 69 6C 6C 20 62 65 20 75 ill be u 
664 - 6E 64 65 72 6C 69 6E 65 ., nderline 
672 - 64 20 61 6E 64 20 70 72 d and pr 
680 - 69 6E 74 65 64 20 69 6E inted in 
t. 56 
.. 
,. 
(figure 2, cont.) 
688 
- 20 62 6F 6C 64 66 61 63 boldfac 
696 
-
65 20 74 79 70 65 2E 5E e type." 
704 - 5F OD OA OD OA 80 80 80 • • • • • • • 
712 - 80 80 80 80 80 80 5E 5F A • • • • • • 
720 
- 48 65 72 65 20 77 65 20 Here we 
728 - 68 61 76 65 20 75 6E 64 have und 
736 - 65 72 6C 69 6E 65 2C 20 erline, 
744 - 62 6F 6C 64 66 61 63 65 boldface 
752 - 2C 20 61 6E 64 20 74 68 and th , 
760 - 65 20 6C 61 73 74 20 77 e last w 
768 - 6F 72 64 20 5D 72 61 69 ord ]rai 
776 - 73 65 64 2E SE 5F 50 OD sed." ] . 
784 
- OA OD OA 80 80 80 80 80 • • • • • • • • 
792 - 80 80 80 80 SE SF 48 65 ...• " He 
·-800 - 72 65 20 77 65 20 68 61 re we ha 
808 - 76 65 20 75 6E 64 65 72 ve under 
816 - 6C 69 6E 65 2C 20 62 6F line, bo 
824 
-
6C 64 66 61 63 65 2C 20 ldface, 
832 - 61 6E 64 20 74 68 65 20 and the 
840 - 6C 61 73 74 20 77 6F 72 last wor 
848 - 64 20 5B 6C 6F 77 65 72 d [lower 
856 
- 65 64 2E SE SF 5B OD OA ed."- [ .• 
864 - OD OA 80 80 80 80 80 80 • • • • • • • • 
872 - 80 80 80 5E SF 41 6C 6C ••. " All 
-880 - 20 74 6F 67 65 74 68 65 togethe 
888 - 72 20 6E 6F 77 2C 20 62 r now, b 
896 - 6F 6C 64 2C 20 61 6E 64 old, and 
904 - 65 72 6C 69 6E 65 64 2C erlined, 
912 - 20 50 72 61 69 73 65 64 ]raised 
920 - 5D 20 61 6E 64 20 5B 6C ] and [l 
928 
- 6F 77 65 72 65 64 2E 5E owered." 
936 - SF SB OD OA OD OA OD OA _ [ ...... 
944 - 80 80 80 80 80 80 80 80 • • • • • • • • 
952 - 80 46 6F 72 20 69 6E 73 .For ins 
960 - 74 72 75 63 74 69 6F 6E truction 
968 
- 20 69 6E 20 74 68 65 20 in the 
976 - 55 53 45 20 63 6F 6D 60 USE comm 
984 - 61 6E 64 2C 20 74 61 6B and, tak 
992 - 65 20 74 68 65 20 55 53 e the US 
1000 - 45 20 6C 65 73 73 6F 6E E lesson 
1008 
- 20 69 6E 20 74 68 65 SD in the. 
1016 - OA 80 80 80 80 80 80 80 • • • • • • • • 
1024 - 80 ··so 54 45 41 43 48 20 •. TEACH 
1032 - 70 72 6F 67 72 61 6D 2C program, 
57 
1040 -
1048 -
1056 -
1064 -
1072 -
(figure 2, cont.) 
20 6F 72 20 74 79 70 65 
20 48 20 66 6F 72 20 48 
65 6C 70 20 61 6E 64 20 
55 20 66 6F 72 20 55 73 
65 2E OD OA OD OA 
3.4.1 The Nol Character 
or type 
H for H 
elp and 
U for Us 
e . . . . . 
The Nol character -is defined to be hex 80. This • 1S 
the most obvious special character seen in the dumps of 
, 
Freestyle files. What this character represents 
space that was inserted by Freestyle. 
• 1S a 
Freestyle inserts these special spaces for margins 
and justification; it uses the nol instead of the space 
character so that it can tell the "real" spaces, 
inserted by the user, from the spaces that it inserted 
to justify the text. In this way when the user 
rejustifies ~is text or changes his • margins, Freestyle 
knows which spaces are candidates for removal. It will 
not remove any of the user's real spaces, but it will 
rernove its own inserted spaces where necessary. 
This character can occur at any point within a 
line; it appears at the beginning of a line to move text 
over to the proper margin, or within a line to space. the 
~• 
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text out for right justification. Examples can be seen 
throughout figure 2. Starting at position 6, nols are 
inserted to justify the text in the center of the line. 
Starting at position 71, nols are inserted this time for 
the left margin; nine of them so that the text starts in 
the default left margin of column ten. 
FSQMS treats this character exactly as if it were a 
real space character. FSQMS immediately converts it to a 
space character for printing, since FSQMS does not have 
to discern real spaces from Freestyle inserted spaces. 
When Freestyle displays the document on the screen, it 
displays the nols as spaces, which is exactly what FSQMS 
does when it converts the document for printing. FSQMS 
must convert the character to a space in the print file 
because the Talaris does not know what a nol character 
is and could not print it. 
It is also interesting to note why this special 
character is represented as hex 80. This is actually a 
space~character, hex 20, with the leftmost bit set. This 
~ 
• 1S similar to the next special character to be 
discussed. 
3.4.2 The Cr2 Character 
59 
The Cr2 character is defined to be hex SD. What 
this character represents is a carriage return inserted 
by.,Freestyle. Freestyle defines carriage returns entered 
by the user to be hard returns, and • carriage returns 
that it inserts are called soft returns. 
Freestyle inserts these special carriage returns 
'for reasons similar to using the nol character to 
represent inserted spaces. It can then tell the carriage 
returns it inserted from the ones that the user 
inserted. In this way, when the user is adding or 
deleting text and changing the length of the line; 
Freestyle knows which carriage returns it can change~and 
which it can not. 
In figure 2, Cr2 characters can be seen at several 
places including positions 140 and 215. In these cases, 
the user was just typing in text, and when Freestyle 
determined the line was long enough it inserted the Cr2 
character. Similar again to the nol character, FSQMS 
treats the Cr2 character exactly as if it were the 
normal carriage return character, hex OD. Also notice 
that the Cr2 character·, hex 80, is constructed by 
setting the leftmost bit of the ~ 
• carriage return 
character, hex OD. 
60 
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3.4.3 The Spmark Character 
The Spmark character is defined to be hex B7. This 
character is inserted by Freestyle preceding a word that 
it has marked as being misspelled. FSQMS has no need to 
know this information; therefore, it simply skips all 
Spmark characters. 
3.4.4 Other special Characters 
The other special characters defined in FSQMS are 
all standard ASCII characters. They are defined as: CR, 
hex ·OD, the carriage return character; LF, hex OA, the 
line feed character; and ENOCH, hex lA, the control-Z 
end of file character. 
These characters are defined as Turbo Pascal typed 
constants in the FSQMS program, and these symbolic names 
will be used for the remainder of this chapter. 
3.5 Instruction Characters 
These characters were alluded to in the previous 
chapter as special instruction characters. We will now 
identify them, and show how they are used. When FSQMS 
' I 61 
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encounters one of these characters, it does not print 
it, but instead takes the action that these characters 
instruct it to. 
3.5.1 The Bold Character 
The Bold instruction character is the ASCII Caret 
character, hex 5E. This character surrounds text which 
is to be emboldened. An example of its use can be seen 
in positions 33 and 61 in figure 2, surrounding the text 
to be emboldened. Remember that these characters do not 
appear on the user's screen when he is editting his 
document through Freestyle. Only their effects are seen, 
which in this case would be bold text. 
3.5.2 The Underline Character 
The Underline instruction character is the ASCII 
Underscore character, hex SF. As previously noted, this 
character surrounds text which is to be underlined. An 
example of its use can be seen in positions 365 and 394 
surrounding the line to be underlined. 
It can also be seen in combina.tion with the Bold 
character in positions 640 and 704. The order in which 
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these instruction occur determines whether FSQMS will 
underline the text with a bold underline or a standard 
underline. In this example it will be a standard 
underline, since the end bold instruction appears before 
the end underline instruction. 
3.5.3 The superscript Character 
The Superscript instruction character is the ASCII 
right bracket character, hex 5D. This character 
surrounds the text which is to be raised a half line. 
An example of its use can be seen at positions 463 
and 471 in figure 2. The text 'higher.' will be 
superscripted. It can again be seen in combination with 
other instructions at positions 772 and 782. In this 
case the text 'raised' wil be superscripted, bold, and 
underlined. 
3.5.4 The subscript Character 
The Subscript instruction character is the ASCII 
left bracket character, hex SB. to the 
superscript character, it surrounds the text which is to 
be printed a half line lower. 
63 
An example of the Subscript instruction character 
can be seen at positions 540 and 547 surrounding the 
text 'lower.'· It can also be seen in combination with 
other instructions at positions 926 and 937, in which 
case the text will be bold, underlined, and subscripted, 
immediately following the text which was superscripted. 
3.6 Normal Representation of Instruction Characters 
The obvious question is: if Freestyle uses 
characters such as the ASCII Caret for a Bold 
instruction character, how does it represent in the file 
the ASCII character Caret when the user enters it in his 
document? The answer • 1s: these characters are now 
represented as a back slash followed by that character. 
That I lS, for the previous example, the character Caret 
(A) entered by the user, would be represented as a back 
slash, Caret pair in the Freestyle file. 
(figure 3) 
0 80 80 80 80 80 80 80 80 • • • • • • • • 
8 - 80 54 68 65 20 43 61 72 . 'rhe car 
16 - 65 74 20 43 68 61 72 61 et Chara 
24 - 63 74 65 72 20 2D 20 5C cter - \ 
32 - 5E OD OA 80 80 80 80 80 A . . . . . . " 
64 
.--
40 - 80 80 80 80 54 68 65 20 .... The 
48 - 55 6E 64 65 72 6C 69 6E Underlin 
56 - 65 20 43 68 61 72 61 63 e Chai:-ac 
64 - 74 65 72 20 20 20 5C 5F ter - \_ 
72 - OD OA 80 80 80 80 80 80 • • • • • • • • 
80 - 80 80 80 54 68 65 20 53 .•. The S 
88 75 70 65 72 73 63 72 69 • - uperscr1 
96 - 70 74 20 43 68 61 12· 61 pt Chara 
104 - 63 74 65 72 20 20 20 5C cter - \ 
112 - 50 OD OA 80 80 80 80 80 ] . . . . . . . 
120 - 80 80 80 80 54 68 65 20 .... The 
128 - 53 75 62 73 63 72 69 70 Subscrip 
136 - 74 20 43 68 61 72 61 63 t Charac 
144 - 74 65 72 20 20 20 5C 5B ter - \[ 
152 - OD OA 80 80 80 80 80 80 . . . . , . . . 
160 - 80 80 80 54 68 65 20 42 . . . The B 
168 - 61 63 6B 20 53 6C 61 73 ack Slas 
176 - 68 20 43 68 61 72 61 63 h Charac 
184 - 74 65 72 20 20 20 5C OD ter - \. 
192 - OA • 
<I 
See figure 3 for an example of this. This is a dump 
of a document which contains one each of the four 
previously mentioned instruction characters; this time 
entered by the user in his document. The back slash 
before each character represents to Freestyle and FSQMS 
that the following character·is really that character 
and not the instruction that it could represent. 
Of special interest is the back slash character. It 
is represented in the file as a simple back slash! 
Freestyle uses this character as a control character for 
other characters, but it does not give this character 
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any special handling. This can lead to many problems; 
ask any Freestyle user who had many back slashes in his 
Freestyle file. This document is a good example; it was 
written using Freestyle and notice the limited amount of 
back slash characters in it. They confuse Freestyle when 
entered in combination with other special characters . 
This is a design fault of Freestyle, and 
• a maJor 
annoyance to the user who wishes to include this 
character in his file. 
Also remember that the back. slash character is used 
to identify a directive line. Now since the user entered 
back slash is represented in the file simply as a back 
slash, the only way to tell if it is defining a 
directive line is by its location in the line. Examples 
of this can be seen in figure 2 at positions o and 66. 
66 
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.(figure 4) 
.. SE A\L5··-,I-5" ·O ... :, 5C 4C 35 2C 49 35 5E 
. . I .. 
·s 
-- :OD OA 80 80 80 80 45 18 .Ex .,: :• ... .. • 
. ·16· 
--
61 60 70 6C 65 20 6F 66: ample of 
2·4 -~ 20 61 20 62 6F 6C 64 20 -a bold .. 
32· ·- .64 69 72 65 63 74 69 76: 0directiv 
4-0 ~- 65 20 6C 69 6E 65 2E 0:0 e line. • 
4:8 -~. :QA OD OA ,. 
• • 
0- "f" •' . special i·nterest .. . -· 1-S ·t:he FS:QMS. ·Function 
DIRECTLINE which. is· called at the . . .. ·, b~g1:nn1ng .of every 
·-1-iite ; .. '. . ..... to determine if it is a direc·tive -li.ne. All the 
. . . . . . ' ' . . . . -·' .. . . ' ,, . . ' . - . . •. . .' .. . . . -- . . . . 
. .- -· :s1:nce, 
. . . . .. 
Fr:eestyle 
ha_ndl.-es its directive lines incons:isten:tly. ·For example 
_if: a us-e·r. a.ccidentallyy embc>'lde·n~ a d.tr~ctive line (see: 
·f-.igur.e. 4) ._, ·th_a:t ·11n·e is Jst.11·1 recogni,z-~d by Free~tyl:e :as 
-a :dir-ecti ve t·he caret ·character 
- ' . . . . . ' .. _, . · ... 
:~c-t·J1all·y appears as the first .c:haracter ang t:he. .ba:ck 
Slash as the second, but it :sti.11 must be re-c.og:nized as .t 
a directive line. Similar problems oc~ur with the 
instructions yet to -be: mentioned which actually include 
the back slash character. 
As a further point to the prev.ious paragraph, the 
Function DIRECTLINE was to be included here in this 
) 
-· 
paper. It could not be entered, though, because it 
contains back slashes in combination with other 
characters which are actually Freestyle instructions. 
Since Freestyle records this text exactly as it appears, 
without any translation of these instruction sequences, 
it can not tell the user entered text from its own real 
instructions. If some translation was done to the user 
entered back slash, this problem would not occur. 
3.7 Other Instruction Characters 
The following instructions are not represented as a 
single special character like the ' previous, but as a 
combination of characters involving the back slash 
character. This seems somewhat inconsistent with the 
' previous where the lone characters were the 
instructions, and in combination with the back slash 
. . 
they • represented the real character. Now, for the 
following, the lone characters are just that character, 
and in combination with the back slash they farm ,1n 
instruction. 
68 
(figure 5) 
0 
- 80 80 80 80 80 80 80 80 • • • • • • • • 
8 - 80 SC 25 54 68 69 73 20 .*%This 
16 - 6C 69 6E 65 20 69 73 20 line is 
24 - 69 6E 20 61 6E 20 4F 55 in an OU 
32 - 54 4C 49 4E 45 2E SC 25 TLINE.*% 
40 - OD OA 80 80 80 80 80 80 • • • • • • • • 
48 - 80 80 80 54 68 69 73 20 ... This 
56 - 6C 69 6E 65 20 63 6F 6E line con 
64 - 74 61 69 6E 73 20 61 20 tains a 
72 - 70 65 72 63 65 6E 74 20 percent 
80 73 69 67 6E 20 27 25 27 • I% I • - sign } 
88 - 2C 20 61 6E 64 20 61 20 and a , 
96 - 62 61 63 6B 20 73 6C 61 back sla 
104 - 73 68 20 27 SC 27 2E OD sh I\ I • • 
112 - OA SC 4A 4E OD OA 80 80 . \JN c; ••• 
120 - 80 80 80 80 80 80 80 40 ••••••• M 
128 - 61 6B 65 20 4A 6E 6F 6E ake Jnon 
136 - 65 20 69 6E 73 74 72 75 e instru 
144 - 63 74 69 6F 6E 20 61 70 ction ap 
152 70 65 61 72 20 69 6E 20 • - pear in 
160 - 74 68 65 20 66 69 6C 65 the file 
168 - 2C 20 61 6E 64 20 61 6C and al I 
176 - 73 6F 20 69 6E 63 6C 75 so inclu 
184 
- 64 65 20 61 6E 20 65 71 de an eq 
192 
- 75 SC JD SD OA SC JD 80 u*= •. *=. 
200 - 80 80 80 80 80 80 80 80 • • • • • • • • 
208 - 61 6C 20 73 69 67 6E 20 al sign 
216 - 27 JD 27 20 6F 6E 20 74 I= I on t 
224 - 68. 69 73 20 6C 69 6E 65 his line 
232 - 2E OD OA • • • 
3.7.1 The out1ine Instruction 
The Outline instruction is represented as the ASCII 
character pair, back slash (hes SC), percent • sign (hex 
25) • This character • pair surrounds • 1S text which 
69 
'. t 
directed by the user to be used with the Freestyle 
Outline feature. 
An example of its use can be seen in figure 5 at 
positions 10 and 39. That entire line is marked as being 
part of an outline. Note that in position 86 and 108 • 1n 
figure 5 is a user entered percent sign and back slash 
character. If these characters were entered adjacent to 
each other with the back slash first, there would be no 
way of telling this from a real Outline instruction. A 
I 
user can not include this sequence of text in his file. 
Also note that the back slash in position 10 is the 
first character of a line, making it appear as a 
directive line. This is one instance where FSQMS must 
look ahead to resolve these many ambiguities with the 
back slash character. 
3.7.2 The Jnone Instruction 
The Jnone instruction was mentioned in the previous 
chapter as being entered by Freestyle when Justify None 
is in effect. This instruction is represented as the 
ASCII character pair, back slash (hex SC), Equal Sign 
(hex JD). 
An example of its use can be seen at position 194 
70 
,in f>igure 5. Again, similar to the outline instruction, 
user can not enter the back slash equal ' sign 
combination in his file b:e.cause it will be saved by 
F-ree.styl e without ,: convers·1on (see position 217·). This. 
ld th b confused ~ith t.he wou. __ :. en e Freestyle entered 
co:m.bination representing an i.nstr.1.1¢tion. 
3.7.3 The overstrike, overprint, and connect Instruction 
T-h:e:se·. thr:ee i:ns·tructions :ar:e :g-rouped ·tog·e,the:r 
. . 
. becaus.e as met1t·ion·:ed .. in :the previ.ou-s c·h·apte:r t-hey do ·not 
ac.tua.lly fclllow :ou:r· ·def·in_,f·tio-n o·.f .i-n·struc·tions·. ·They act. 
a.s· ins:tructions·, bu:t ·they ar:e: ·visib.:l.e-. in t;h:e: file.· and 
.mus:t be entered by -t·h_e, us.'er. 
The Connect instruct-ion i·s :tH~p-rese.n·ted as a back 
:_sl-as-h (h:ex. 5C) , Sla·sh 
Ov.e-i:-stri.k.e· instruction. 
:{hex 5c), 
overprint. 
Hyphen . (h:ex. 
2.FJ: 
• 1S 
.. ·,· 
·ch·a:ra.cte:r 
• 1.s 
(hex SC), Amp·e.rsand (hex. ,26)- pa·.ir .. 
3.7.4 The Font Instructions 
·, p:a-1r,, 
Tbe. $ix font change instructions all have 
:I '71 
', . .-· . 
• pa1:r.!'. 
·t.h~: 
similar 
•I 
' ""'·-' 
l ,, 
I 
formats. They are represented as follows: 
begin font 2 : back slash < back slash > 
hex SC JC 5C JE 
begin font J : back slash < back slash { 
hex 5C JC 5C 7B 
begin font 4 : back slash < back slash } 
hex SC JC 5C 7D 
end font 2 
end font J 
end font 4 
: back slash > back slash < 
hex SC JE 5C JC 
: back slash { back slash < 
hex 5C 7B 5C JC 
: back slash } back slash < 
hex SC 7D 5C JC 
Notice that • 1n the case of all of these 
instructions FSQMS must look ahead up to 4 characters to 
determine whether it is reading one of these font 
instructions or a similar • appearing sequence of 
characters up to the third character. 
See figure 6 which has one line in each of the four 
fonts for examples of how these instructions appear. 
Note that in figure 6 the back slash character is shown 
as a'*' in the right column for reasons mentioned 
earlier. 
) 
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(figure 6) 
0 - 80 80 80 80 80 80 80 80 •••••••• 
8 - 80 54 68 69 73 20 6C 69 . This li 
16 - 6E 65 20 69 6E 20 66 6F ne info 
24 - 6E 74 20 31 2C 20 74 68 nt 1, th 
32 - 65 20 64 65 66 61 75 6C e defaul 
40 
- 74 2E OD OA 80 80 80 80 t •...••• 
48 
-
80 80 80 80 80 5C 3C 5C •••.. *<* 
56 - 3E 54 68 69 73 20 6C 69 >This li 
64 - 6E 65 20 69 6E 20 66 6F ne info 
72 - GE 74 20 3.? 2E 5C 3E 5C nt 2.*>* 
80 - 3C OD OA 80 80 80 80 80 < .•..•.. 
88 - 80 80 80 80 5C 3C 5C 7B .•.. *<*{ 
96 - 54 68 69 73 20 6C 69 6E This lin 
104 - 65 20 69 6E 20 66 6F 6E e in fan 
112 - 74 20 33 2E 5C 7B 5C 3C t 3.*{*< 
120 - OD OA 80 80 80 80 80 80 •••••••• 
128 - 80 80 80 5C 3C 5C 7D 54 .•. *< *} T 
136 - 68 69 73 20 6C 69 6E 65 his line 
144 - 20 69 6E 20 66 6F 6E 74 in font 
152 - 20 34 2E 5C 70 SC 3C OD 4.*}*<. 
160 - OA 80 80 80 80 80 80 80 •••••••• 
168 
- 80 80 42 61 63 6B 20 74 • • Back t 
176 
- 6F 20 66 6F 6E 74 20 31 o font 1 
184 - 2E OD OA OD OA ••••• 
It • again should be noted that if a Freestyle user 
enters one of these sequences in his file, it would 
confuse Freestyle (and FSQMS) • • • since no conversion is 
done to the characters. Freestyle (and again FSQMS) 
would have no way of knowing that this wasn't really a 
"\ 
font instruction since once again Freestyle uses simple 
character strings to represent these instructions. 
Perhaps that is why the particular combination of 
73 
f . .'
•i 
characters ' 1S so unusual; it might have been assumed 
that the combination is so odd that no one would ever 
enter it. The latter, of course, is a poor assumption. 
Also notice in figure 6 that once again a back 
slash appears in the first column (position 53, 92, 131) 
and it is no~ a directive line. This makes it even more 
difficult to detect a directive line since FSQMS must 
now look at the first four characters of each line to 
determine if it is a directive line or a font change 
instruction. Again, this is caused by the ambiguous use 
of the back slash in the font change instructions. 
3.8 Graphics and compose Characters 
The Freestyle Graphics option allows the user to 
include simple drawings in his document, and the special 
Compose characters allow the user to use some special 
characters in his file. Both of these options use 
characters in the IBM-PC special character set with 
ordinal values from 128 to 255. 
It is possible to print these characters on the 
Talaris because of the availability of the IBM PC 
character set fonts on the Talaris. FSQMS must map· the 
Freestyle Hex representation of these characters (which 
74 
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are different from the IBM representations) to the hex 
value of the corresponding characters in the Talaris 
font. Nearly all of the characters are available in the 
Talaris font, and the ones which are not are printed as 
spaces by FSQMS. 
See figure 8 for a dump of the simple freestyle 
file shown in figure 7 involving simple graphics. It 
consists of a small box with the text 'BOX' in it. 
Notice that the file is still formatted as a standard 
text file; no special format is used. 
(figure 7) 
BOX 
75 
(figure 8) 
I 
0 - SC 49 32 30 2C 4C 32 30 
8 - OD OA OD OA OD OA OD OA 
16 - 80 80 80 80 80 80 80 80 
24 - 80 20 20 20 20 20 20 20 
32 - 20 20 20 20 20 20 20 20 
40 - 20 20 20 20 AC AD AD AD 
48 - AD AD AD AD AD AD AD AD 
56 - AD AD AD AD AD AD AD AD 
64 - AD AD AD A6 OD OA 80 80 
72 - 80 80 80 80 80 80 80 20 
80 - 20 20 20 20 20 20 20 20 
88 - 20 20 20 20 20 20 20 20 
96 - 20 20 AE 20 20 20 20 20 
104 - 20 20 20 20 20 20 20 20 
112 - 20 20 20 20 20 20 20 20 
120 - 20 AE OD OA 80 80 80 80 
128 - 80 80 80 80 80 20 20 20 
136 - 20 20 20 20 20 20 20 20 
144 - 20 20 20 20 20 20 20 20 
152 - AE 20 20 20 20 20 20 20 
160 - 20 20 20 20 20 20 20 20 
168 - 20 20 20 20 20 20 20 AE 
176 - OD OA 80 80 80 80 80 80 
184 - 80 80 80 20 20 20 20 20 
192 - 20 20 20 20 20 20 20 20 
200 - 20 20 20 20 20 20 AE 20 
208 - 20 20 20 20 20 20 20 20 
216 - 20 20 20 20 20 20 20 20 
224 - 20 20 20 20 20 AE OD OA 
232 - 80 80 80 80 80 80 80 80 
240 - 80 20 20 20 20 20 20 20 
248 - 20 20 20 20 20 20 20 20 
256 - 20 20 20 20 AE 20 20 20 
264 - 20 20 20 20 20 20 42 4F 
272 - 58 20 20 20 20 20 20 20 
280 - 20 20 20 AE OD OA 80 80 
288 - 80 80 80 80 80 80 80 20 
296 - 20 20 20 20 20 20 20 20 
304 - 20 20 20 20 20 20 20 20 
312 - 20 20 AE 20 20 20 20 20 
320 - 20 20 20 20 20 20 20 20 
328 - 20 20 20 20 20 20 20 20 
336 - 20 AE OD OA 80 80 80 80 
344 - 80 80 80 80 80 20 20 20 
352 - 20 20 20 20 20 20 20 20 
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• 
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• 
• 
BO 
X 
• • • • • 
• • • • • • • 
• 
• • • • • • • 
• • • • • 
\ 
360 - 20 20 20 20 20 20 20 20 
368 
- AE 20 20 20 20 20 20 20 • 376 
- 20 20 20 20 20 20 20 20 
384 
- 20 20 20 20 20 20 20 AE 
• 392 - OD OA 80 80 80 80 80 80 • • • • • • • • 400 
- 80 80 80 20 20 20 20 20 • • • 408 - 20 20 20 20 20 20 20 20 
416 
- 20 20 20 20 20 20 AE 20 
• 424 - 20 20 20 20 20 20 20 20 
432 
- 20 20 20 20 20 20 20 20 
440 - 20 20 20 20 20 AE OD OA 
• • • 448 
- 80 80 80 80 80 80 80 80 
• • • • • • • • 456 - 80 20 20 20 20 20 20 20 • 464 
- 20 20 20 20 20 20 20 20 
472 - 20 20 20 20 AO AD AD AD 
• • • • 480 
- AD AD AD AD AD AD AD AD 
• • • • • • • • 488 - AD AD AD AD AD AD AD AD 
• • • • • • • • 496 
- AD AD AD A4 OD OA 80 80 
• • • • • • • • 504 
- 80 80 80 80 80 80 80 20 
• • • • • • • 512 
- 20 20 20 20 20 20 20 20 
520 
- 20 20 20 20 20 20 20 20 
528 - 20 20 20 20 OD OA 
• • 
All FSQMS has to do is check whether each character 
has an ordinal value greater than 128, and if it does, 
it recognizes it as a special IBM PC character. That 
character is then mapped to the corresponding Talaris 
representation by referencing the table IBMTAB with the 
ordinal of the character less 160 as the index. This 
character is then output following a command to the 
Talaris telling it to use the IBM PC font. 
There is also a subtle bug in Freestyle here. 
Freestyle uses the character hex B7 to represent the 
l 
.. 
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ifiddle Dot compose character. Remember that this 
character was already used by Freestyle as the spelling 
marker. If a user enters this character in his Freestyle 
file, when. he reads this file back into Freestyle, that 
compose character will disappear and the word :following 
it will be marked as a spelling err·o:r· .. , ·, ·., Thl'S 1-s .a-
4~finit~ .bVarsight on Freestyle's part. 
·~ .. 
·"/" 
Chapter 4 Programming the Talaris 
4.1 Introduction 
The Talaris Laser Printer is controlled by the use 
of the QUIC Programming Language. The QUIC Programming 
Language consists of certain command strings which are 
embedded within the text to be printed. These command 
strings are recognized by the Talaris, and the desired 
operation is performed. 
These QUIC commands are recognized by the presence 
of the QUIC control character which is the first 
character of all QUIC commands. This character • 1S 
defined to be Hex SE, the ASCII Caret character. This 
character is defined as the constant cc in FSQMS. To 
print the control character, you must simply output it 
twice. 
All procedures in FSQMS which output QUIC commands 
begin with 'Quic' as the first four letters in the 
procedure name. For example, Quicon, Quicoff, 
Quiclpi,etc., are all procedures in FSQMS which output 
QUIC commands. 
For the remainder of this chapter, we will give a 
brief description of all the QUIC commands used by 
79 
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FSQMS. These are actually only a small subset of the 
many QUIC commands available 
language. 
4.2 The Procedure startQMSfile 
• in the QUIC • programming 
The commands output by this procedure are necessary 
to properly initialize the Talaris Laser printer to 
print Freestyle files. This procedure is called once at 
the start of each file to output the necessary 
initialization QUIC commands at the beginning of the 
output file. 
4. 2 • 1 Turning QUIC 110N11 
At the beginning of each file to be printed, it is 
necessary to tell the Talaris· to ent.er QUIC Command 
Mode. Entering this mode makes it possible for the 
Talaris to recognize other QUIC command sequences. 
The syntax of this command • l.S: 
"'PY"'-
This command must begin in column one, and is the 
80 
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() 
first QUIC command output by FSQMS. 
4.2.2 Page Orientation 
Also at the beginning of each file, FSQMS must 
output the command to specify the proper page 
' 
orientation for Freestyle files. The Talaris can print 
in either Landscape or Portrait Orientation. In 
Landscape Orientation, the printer prints parallel to 
the long dimension of the page. In Portrait Orientation, 
the printer prints parallel to the short dimension of 
the page. 
The syntax of this command • is: 
"!OP for Portrait Orientation 
and 
"IOL for Landscape Orientation 
Since Freestyle documents are to be printed 
entirely in Portrait Orientati.on, this command is output . 
only once at the beginning of each file. 
I I 
81 
4.2.3 Setting Page Margins 
• To set the proper page margins for printing 
Freestyle files, FSQMS also outputs two margin commands 
at the beginning of each file. These commands are the 
QUIC Vertical Page Margin Command and the QUIC 
Horizontal Page Margin Command. 
The Vertical Page Margin Command establishes the 
default top and bottom page margins, and the Horizontal 
Page Margin Command establishes the default left and 
right • margins. Whenever a bottom margin is reached, a 
form feed will occur, and the printing will continue on 
the following page at the Top Page Margin setting. 
Similarly, printing will begin at the 
end at the right margin. 
left • margin and 
For printing Freestyle files, FSQMS does its own 
margin control from information in the Freestyle files; 
namely the use of the Nol characters which are printed 
as blanks for the left margin. FSQMS must also do its 
own top and bottom .. . margins because of headers and 
footers, and also should output its own form feeds for 
accurate page counting. 
Therefore, QUIC commands are output to establish 
the margins for the Talaris at the edges of the paper. 
82 
Since the paper is 8.5 by 11 inches, the left margin is 
set to zero, and the right margin is set to 8.5; and the 
top margin is set to zero, and the bottom to 11.0. 
The syntax of the Vertical Page Command • 1s: 
AIMVtttttbbbbb 
Where there is an implied decimal point between the 
second and third t and between the second and third b. 
The syntax of the Horizontal Page Command is: 
AI¥ilillll1rrrrr 
Where there is an implied decimal point between the 
second and third 1 and between the second and third r. 
Finally, the entire command as output by FSQMS • is: 
~ 
AIMVOOOOOllOOQAIMH0000008500 
This 
described. 
command sets the 
4.3 The Procedure EndQMSfile 
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• margins 
.. - I 
as previously 
The command output by this procedure is necessary 
to properly terminate the printing of our file by the 
Talaris Laser Printer. This procedure is called once at 
the end of each file to output the following QUIC 
command at the end of the file to be printed. 
4. • 3. 1 Turning QUIC ''Of fll 
• 
The QUIC "Off" Command which is output at the end 
of each file causes the Talaris to leave QUIC command 
mode. 
The syntax of this command • is: 
where the first 'A-' forces the beginning of a line 
and the last 'A-' is the Command Terminator. 
4.4 Other QUIC Commands 
The following are other QUIC commands used by FSQMS 
which may be output at any time; unlike the previous 
which were output only at the beginning or the end of 
each file. 
84 
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4.4.1 The Font Select Command 
• 
Whenever FSQMS • 1S instructed to change fonts, or 
instructed to embolden some text, it uses the QUIC Font 
Command to change to the appropriate font. 
The syntax for this command is: 
AISnnnnn 
where 'nnnnn' is the five digit font index of the 
font to change to. 
Printing will continue with this new font until it 
is changed agai~. FSQMS saves these font indexes in 
strings of length five in its internal tables FONT and 
BOLDFONT, which may be changed by the user to any other 
font indexes through the use 
previously mentioned. 
of the LF 
,• 
\ 
directive as 
· Also since the default FSQMS font is defined as 
Talaris font index 1100, an 'AISOllOO' Font Select 
Command is also output at the beginning of each file. 
4.4.2 The Line Spacing Command 
r 
' 
When the user changes line spacing through the use 
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of the Freestyle. L directive, FSQMS reformats the 
• 
desired line spacing and outputs it with the QUIC Line 
Spacing Command. 
The syntax of this command • is: 
AILnnnn 
Where there is an implied decimal point between the 
second and third 'n'. This command can be used to set 
the line • spacing • in increments of 0.01 from 1.00 to 
20.99 lines per inch. 
The FSQMS procedure QUICLPI properly reformats and 
outputs the information from the Freestyle L directive. 
This procedure also calculates the distance in inches of 
a half line advance, and then converts that number to a 
string and saves it in the global variable HALFLINE. 
This amount of vertical advance will be necessary when 
outputting commands to handle subscripts and 
superscripts. This calculation is done within this 
procedure because the halfline advance amount must be 
updated whenever the number of lines per inch 
• 1S 
changed. 
Also the QUIC command 'AIL0600' is output at the 
beginning of each file to initialize the line spacing to 
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the default value of 6 lines per inch. 
4.4.3 The Character Spacing command 
When the Freestyle user changes his character 
spacing through the use of the C directive, FSQMS 
reformats the desired • spacing and outputs the QUIC 
Character Spacing Command. 
The syntax of this command • is: 
AICnnnn 
I 
where there is an implied decimal point between the 
second and third 'n'. This command can be used to set 
the character spacing from 1.00 to 99.00 characters per 
inch. 
Also the QUIC command 'AIClOOO' is output at the 
beginning of each file to initialize the character 
spacing to the Freestyle default value of 10 characters 
per inch. 
4.4.4 The Relative Vertical Position Command 
1 
The QUIC Relative Vertical Position Command resets 
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:th:e· vertical print position upward or downward from th·e· 
,!' 
top of the last character printed to the top of the next 
c.haracter to be printed. This command is q..s~d by FSQMS 
t.o n1ov:e l~p :ao:d :o.o.wn .a hal._.f l;ine t·.o pr.int ·:stip$c:i:;-ipts and 
:supe·r:s:c.r 1.pts ..•. , 
i, __ J--R.+/· ·~vvvvv:-.. -, :-- :· _- .:-
.· ... ·.: ... ·· '.· . . . . .. . . . . 
.u:se.d ··t· ...... _ '. .or .positioning ·.u.pwarct,: and ther.e is :a'n .imp .. ! i.ed· 
cle:cim.·a,l ... pcYint between· :t·he :second .and ·th,ird :v. 
·The hal .. f:·1_i·ne. adv.anc·e :\ta.lue whi:ch ·\\tas calcul.a:ted 
. ·. ·.· . . . ... . .. ' . . . .... . . . ... ·, . . . . . ' ..... ' .... 
.. "', 1.-n 
the QUICLPI. ··pro·c:edu·r.e: ·.arid: $cive:d ·in the global variL.abl.:e 
:ttALFLINE is :n.ow outpu·t w:ith the· .~R command to· a:ch·iev-e· 
t·he subs.cri.pt ctr $U·per·s,c:rit:>t. 
_For· ex:a.tnp.l·e .. , i .. f ·t,he 11urn.b~:r ·off. lines·· p·er ·i.nch .is. 
¢qua·1. ·to ·s.fx.,: one :.1in .. e·: wou.ld t:a·ke. 1/·:6 inch.es..-,:· ~nq: a .h·alf· 
line wo.uld ta.ke lflZ inches or appr.O}{:imately (). 083 
is output: 
""JR-00083" supe.r·a·.c:ript text""'JR+OOO··s:a .. 
:a:s 
.. _t. 
• 
This would move: up a half line, print the 
superscript text, and then move back down a half line. 
,Su-bscripts are done in a similar manner. 
4.4.5 The QUIC Form Feed 
~h·e QUIC :Form : .. Fe~d cqmfita=-nd.. ~i:s used .to ·e--nd pri:nt.ing 
.on the current '.page· .. ·:Th_:i$ command is u·sed= by FSQMS i·n 
place of the ASCII F-:orm Feed chara·cte.r, h·ex. O:C. 
·The syntax o·f ·thi.s .coinmand is: 
/ 
.. 
T·his .QUIC c·o.mmand: i:s. output at the end of every 
pa:;ge=, and whenever· a ·pa:ge: e_j_ ect is necessary. 
4.4.6 The QUIC Character Code command 
This .Q:UI··c. comman:d a·11ows printing at .cfn:y sp.ecial 
.cha-racte·rs :which mci.y be C'O:nfused with cont roil. codes. 
·,:. . ' 
T:ll_is· command was fi.~.c-ess_a:ry when printing chatac·t·ers. 
using the IBM PC font. Since this font defines 
characters with representations such as hex oc, they are 
confused with the corresponding control codes; in this 
r~· .. 
"\ 
r 
\. 
case a form f·eed would b.e printed. 
Therefore, when pri:nting Freestyle ·g.;raphics an.d 
c:c,mpose characters, the. QUI¢ Character ·Code Comman·d· ·i:s 
used. FSQMS outputs this ·:comn1and f:ol.lowed. by the: ]:-1e·x 
c.od·e· of the character to .b.e p:r·int·ed. 
The syntax tlf· ·thi:s command is :: 
A$.·xx· 
where =xx • 1S 
4.5 Remaining QUIC commands 
w: ·11 ·· d th·· h t b · · ... -mentio.ni.n·g·_.· · :e wi. -.. e·n_.·. · .·· .ts c ap .. e·r . ·:y· :.aga.1n the. 
'acct,:rnp'J.~i:s:hes· the pti_:rtti.n:g- o·_f :F:.r,ee:s·t.yl.e· f:ile-s .on the 
·Talaris through. th:e use o·f a small: sl1bs.et of QUIC 
:commands. ·T·he.: r.entainder of the QUIC com.man.as·, though, 
are available to the knowledgeabLe .free$tyie tts~r 
through the use of the LF directiy.e.... ·Thi·s d'.f·rect.-i·v$ 
allows a user .. t,o use any of t·he nlal'ly .QQI.·C· c.onun,al'lds 
available eas,ily ·throirgh 'Fr·eestyl.e •. 
9:.0 
·f· 
Chapter 5 conclusion 
I t ·h'· .· -n. . .. ··lS, chapt.e:r we will some overall 
c;>JJs:ervation,s. aJ,o;u.t. th·e FSQMS program •.. An example of an 
output fil.:e: ·w·i:1.1. :.t.>"e: s"ri-own, and .also the· original goals. 
s.1 Initial Goals 
.Fr:ees.t'yle file and recognize a .. il :t·he Freestyle op·.·tions ·· 
. . . . . . ' 
·,even though FSQMS wil:I not· c.onvert all of them. This 
go-al has benn reached 
. . ... . . - ' 
..... 
·s1n.ce FSQMS •. ,. 1· 1 recogn1.:zes a .·. 
·currently :knowt1. Fr.E!e·style ·op.t.ions, and ·converts and 
outputs t.h·ent, .exc:ept;: f:o.r directi.v;es ·SllCb ,a·s Widow and 
Attach :fo·r :·reas·ons :ment·iorteo. .it). Gl)q·.pt.e·r ·i:rwo .• 
As a secondary .·p·oirtt ·t·o. t:h.e. abovta· goa:1., i·t. ·was 
s·ta.t:ed t:hat .·FsQMS sho.uld actcur.atel.y· a.11q ·e:ht·ir·er.:y :p.roce$$. 
r~: 
"tbe: f.i.le :FEATURES. DOC' :wh.ich is supplied on the: 
freestyle distribution disk. A dump of this file is 
shown in Chapter Three (figure 2), and a dump of the 
FSQMS created file, FEATURES.QMS, is included here so 
that we can actually see how FSQMS output looks. 
(figure 9) 
0 
-
5E 50 59 5E 2D 5E 49 53 "PY"-"IS 
8 - 30 31 31 30 30 5E 49 43 OllOO"IC 
16 - 31 30 30 30 5E 49 4C 30 lOOO"ILO 
24 - 36 30 30 5E 49 4F 50 SE 600"I0P" 
32 49 4D 56 30 30 30 30 30 IMVOOOOO 
40 - 31 31 30 30 30 5E 49 4D llOOO"IM 
48 
-
48 30 30 30 30 30 30 38 HOOOOOOS 
56 - 35 30 30 OD OA SE 4A 52 500 •• "JR 
64 - 2D 30 30 35 30 OD OA OD -0050 ••. 
72 - QA OD OA OD OA OD OA OD •••••••• 
80 - OA 20 20 20 20 20 20 20 • 
88 - 20 20 20 20 20 20 20 20 
96 - 20 20 20 20 20 20 20 20 
104 - 20 20 20 20 20 SE 49 53 "IS 
112 - 30 31 31 30 32 46 72 65 01102Fre 
120 - 65 73 74 79 6C 65 20 50 estyle P 
128 - 72 69 6E 74 69 6E 67 20 rinting 
136 - 46 65 61 74 75 72 65 73 Features 
144 - 5E 49 53 30 31 31 30 30 "IS01100 
152 - OD OA OD OA 20 20 20 20 • • • • 
160 - 20 20 20 20 20 54 68 65 The 
168 - 20 66 6F 6C 6C 6F 77 69 followi 
176 - 6E 67 20 65 78 61 6D 70 ng examp 
184 - 6C 65 73 20 77 69 6C 6C les will 
192 - 20 73 68 6F 77 20 79 6F show yo 
200 - 75 20 68 6F 77 20 46 72 u how Fr 
208 - 65 65 73 74 79 6C 65 27 eestyle' 
216 73 20 76 61 72 69 6F 75 I - s var1ou 
224 - 73 OD OA 20 20 20 20 20 s •• 
232 20 20 20 20 70 72 69 6E I - pr1n 
240 74 69 6E 67 20 65 6E 68 ting enh ., -
248 - 61 6E 63 65 6D 65 GE 74 ancement 
256 
-
20 66 65 61 74 75 72 65 feature 
264 - 73 20 61 70 70 65 61 72 s appear 
272 - 20 6F 6E 20 79 6F 75 72 on your 
280 - 20 63 6F 6D 70 75 74 65 compute 
288 - 72 20 73 63 72 65 65 6E r screen 
296 - 20 61 6E 64 OD OA 20 20 and •• 
304 - 20 20 20 20 20 20 20 6F 0 
312 - 6E 20 79 6F 75 72 20 70 n your p 
320 - 72 69 6E 74 65 72 2E 20 rinter. 
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328 - 54 68 65 
336 - 61 74 75 
344 - 72 65 20 
352 - 63 65 64 
360 - 68 65 20 
368 - 6F 60 60 
376 - OA OD OA 
384 - 20 20 20 
392 - 31 31 30 
400 - 20 73 65 
408 - 65 20 77 
416 - 65 20 70 
424 - 64 20 69 
432 - 64 66 61 
440 - 70 65 2E 
448 1 - 31 30 30 
456 - 20 20 20 
464 - 5E 49 53 
472 - 54 68 69 
480 - 74 65 6E 
488 - 20 75 6E 
496 - 6E 65 64 
504 - 31 31 30 
512 - 20 20 20 
520 - SF 5F 5F 
528 - SF SF 5F 
536 - SF SF SF 
544 - 5F SF OD 
552 - 20 20 20 
560 - 68 65 20 
568 - 77 6F 72 
576 - 74 68 69 
584 - 74 65 6E 
592 - 6C 6C 20 
600 - 69 73 65 
608 
- 20 6C 69 
616 - 52 20 30 
624 - 69 67 68 
632 - 52 2B 30 
640 - OA OD OA 
648 - 20 20 20 
(figure 9) 
73 
72 
70 
20 
55 
61 
20 
20 
32 
6E 
69 
72 
6E 
63 
5E 
OD 
20 
30 
73 
63 
64 
2E 
30 
20 
SF 
SF 
SF 
OA 
20 
6C 
64 
73 
63 
62 
64 
6E 
30 
65 
30 
20 
20 
65 
65 
72 
62 
53 
6E 
20 
SE 
54 
74 
6C 
69 
20 
65 
49 
OA 
20 
31 
20 
65 
65 
SE 
OD 
20 
SF 
5F 
SF 
OD 
20 
61 
20 
20 
65 
65 
20 
65 
30 
72 
30 
20 
54 
93 
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1 
20 
73 
6F 
79 
45 
64 
20 
49 
68 
65 
6C 
6E 
62 
20 
53 
OD 
20 
31 
73 
20 
72 
49 
20 
20 
5F 
5F 
5F 
OA 
20 
73 
69 
73 
20 
20 
31 
20 
38 
2E 
38 
20 
68 
'\ 
66 65 These fe 
20 61 atures a 
64 75 re produ 
20 74 ced by t 
20 63 he USE c 
2E OD ommand .. 
20 20 ••• 
53 30 "ISO 
69 73 1102This 
6E 63 sentenc 
20 62 e will b 
74 65 e printe 
6F 6C din bol 
74 79 dface ty 
30 31 pe."IS01 
OA 20 lOQ • • a • 
20 20 
30 30 "IS01100 
65 6E This sen 
69 73 tence is 
6C 69 underli 
53 30 ned."ISO 
20 20 1100. 
5F SF 
-5F SF 
SF SF 
SF 5F 
20 20 •••• 
20 54 T 
74 20 he last 
6E 20 word in 
65 6E this sen 
77 69 tence wi 
72 61 11 be ra 
2F 32 ised 1/2 
SE 4A line "J 
33 68 R-00083h 
5E 4A igher."J 
33 OD R+00083. 
20 20 • • • ft 
65 20 The 
(figure 9) 
656 - 6C 61 73 74 20 77 6F 72 last wor 
664 - 64 20 69 6E 20 74 68 69 din thi 
672 - 73 20 73 65 6E 74 65 6E s senten 
680 - 63 65 20 77 69 6C 6C 20 ce will 
688 - 6: 65 20 70 6C 61 63 65 be place 
696 - 64 20 31 2F 32 20 6C 69 d 1/2 li 
704 - 6E 65 20 SE 4A 52 2B 30 ne ""JR+O 
712 - 30 30 38 33 6C 6F 77 65 0083lowe 
720 - 72 2E 5E 4A 52 20 30 30 r."'JR-00 _\ 
728 - 30 38 33 OD OA 20 20 20 083 •. 
736 - 20 20 20 20 20 20 OD OA • • 
744 - 20 20 20 20 20 20 20 20 
752 - 20 54 68 65 73 65 20 66 These f . ' l:' 
760 
-
65 61 74 75 72 65 73 20 eatures 
768 - 63 61 6E 20 61 6C 73 6F can also 
776 - 20 62 65 20 75 73 65 64 be used 
784 20 69 6E 20 76 61 72 -· <3 • • - t>. in var1 
792 - 6F 75 73 20 63 6F 60 62 ous comb 
800 - 69 6E 61 74 69 6F 6E 73 inations 
808 - 3A OD OA OD OA 20 20 20 • • • • • • 
816 - 20 20 20 20 20 20 SE 49 "'I 
824 - 53 30 31 31 30 32 SE 49 S01102"'I 
832 - 53 30 31 31 30 32 54 68 S01102Th 
840 - 69 73 20 73 65 6E 74 65 is sente 
848 - 6E 63 65 20 77 69 6C 6C nee will 
856 - 20 62 65 20 75 6E 64 65 be unde 
864 - 72 6C 69 6E 65 64 20 61 rlined a 
872 - 6E 64 20 70 72 69 6E 74 nd print 
880 - 65 64 20 69 6E 20 62 6F ed in bo 
888 
-
6C 64 66 61 63 65 20 74 ldface t 
896 - 79 70 65 2E SE 49 ~·3 .. ) 30 ype.""ISO 
904 - 31 31 30 30 SE 49 53 30 1100-"ISO 
912 - 31 31 30 30 OD 20 20 20 1100. 
920 - 20 20 20 20 20 20 SF SF 
928 - 5F SF SF SF SF 5Ii' SF SF ,, 
936 - 5F SF SF SF SF SF SF SF 
944 - SF SF SF SF SF 51i' SF SF 
952 - 5F SF SF 5F SF SF SF SF 
960 
-
SF SF SF SF SF SF SF SF 
968 
-
SF 5F SF SF SF SF SF 5!4' 
976 - SF 5F SF 5F SF 5F SF 5F 
94 
• 
( 
(figure 9) 
., 
984 - 5F 5F 5F 5F OD OA OD OA • • • • 
992 - 20 20 20 20 20 20 20 20 
1000 
-
20 5E 49 53 30 31 31 30 "'IS0110 
1008 - 32 5E 49 53 30 31 31 30 2"'IS0110 
1016 - 32 48 65 72 65 20 77 65 2Here we 
1024 - 20 68 61 76 65 20 75 6E have un 
1032 - 64 65 72 6C 69 6E 65 2C derline, 
1040 - 20 62 6F 6C 64 66 61 63 boldfac 
1048 - 65 2C 20 61 6E 64 20 74 e, and t 
1056 - 68 65 20 6C 61 73 74 20 he last 
1064 - 77 6F 72 64 20 OD 20 20 word. 
1072 - 20 20 20 20 20 20 20 5F 
1080 - 5F 5F 5F 5F 5F 5F 5F 5F 
1088 - 5F 5F 5F 5F 5F 5F 5F 5F 
1096 - 5F 5F 5F 5F 5F 5F 5F 5F 
1104 - 5F 5F 5F 5F 5F SF 5F 5F 
1112 - 5F 5F 5F 5F 5F 5F 5F 5F 
1120 - 5F 5F 5F 5F 5F 5F 5F 5F 
1128 - 5F 5F SF SE 4A 52 20 30 "'JR-0 
1136 - 30 30 38 33 72 61 69 73 0083rais 
1144 - 65 64 2E 5E 49 53 30 31 ed."'IS01 
1152 - 31 30 30 5E 49 53 30 31 100"'IS01 
1160 - 31 30 30 OD 20 20 20 20 100. 
1168 - 20 20 20 20 20 20 20 20 
1176 - 20 20 20 20 20 20 20 20 
1184 - 20 20 20 20 20 20 20 20 
1192 - 20 20 20 20 20 20 20 20 
' 1200 - 20 20 20 20 20 20 20 20 
1208 - 20 20 20 20 20 20 20 20 
1216 - 20 20 20 20 20 20 20 20 
1224 - 20 SF 5F 5F 5F 5F 5F 5F 
1232 
- 5E 4A 52 2B 30 30 30 38 "'JR+0008 
1240 
-· 33 OD OA OD OA 20 20 20 3 •••• 
1248 - 20 20 20 20 20 20 5E 49 "'I 
1256 - 53 30 31 31 30 32 SE 49 S01102"'I 
1264 - 53 30 31 31 30 32 48 65 S01102He 
1272 - 72 65 20 77 65 20 68 61 re we ha 
1280 - 76 65 20 75 6E 64 65 72 ve under 
1288 
-
6C 69 6E 65 2C 20 62 6F line, bo 
1296 - 6C 64 66 61 63 65 2C 20 ldface, 
1304 - 61 6E 64 20 74 68 65 20 and the 
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1312 
- 6C 61 73 74 20 77 6F 72 last wor 1320 
- 64 20 OD 20 20 20 20 20 d . 1328 
- 20 20 20 20 SF SF SF SF 1336 
- SF SF SF SF SF SF SF SF 1344 - 5F 5F ~F .J SF 5F 5F SF 5F 1352 - 5F SF 5F SF 5F 5F 5F 5F 1360 
- 5F 5F 5F SF SF 5F 5F SF 1368 - 5F SF 5F 5F SF SF SF 5F 1376 
- 5F 5F 5F 5F 5F 5F 5F 5F 1384 
- 5E 4A 52 2B 30 30 30 38 AJR+0008 1392 - 33 6C 6F 77 65 72 65 64 3lowered 1400 
- 2E 5E 49 53 30 31 31 30 .AIS0110 1408 
- 30 SE 49 53 30 31 31 30 OAIS0110 1416 - 30 OD 20 20 20 20 20 20 o. 1424 
- 20 20 20 20 20 20 20 20 1432 
- 20 20 20 20 20 20 20 20 1440 
- 20 20 20 20 20 20 20 20 1448 
- 20 20 20 20 20 20 20 20 1456 
- 20 20 20 20 20 20 20 20 1464 
- 20 20 20 20 20 20 20 20 1472 
- 20 20 20 20 20 20 20 SF 1480 - SF 5F 5F 5F 5F 5F SF SE I\ 1488 - 4A 52 20 30 30 30 38 33 JR-00083 1496 
- OD OA OD OA 20 20 20 20 • • • • 1504 
- 20 20 20 20 20 SE 49 53 AIS 1512 
- 30 31 31 30 32 5E 49 53 011Q2AIS 1520 - 30 31 31 30 32 41 6C 6C 01102All 1528 - 20 74 6F 67 65 74 68 65 togethe 1536 
- ·72 20 6E 6F 77 2C 20 62 r now, b 1544 
- 6F 6C 64 2C 20 75 6E 64 old, und 1552 
- 65 72 6C 69 6E 65 64 2C erlined, 1560 
- 20 OD 20 20 20 20 ;,o 20 • 1568 
- 20 20 20 SF SF SF 5F SF 1576 
- 5F 5F SF SF SF SF SF SF 1584 
- 5F SF ·sF SF SF 5F SF SF 1592 
- 5F SF SF 5F SF 5F SF 5F 1600 
- 5F SF 5F 5F 5F 5F 5F 5E I\ 1608 
- 4A 52 2D 30 30 30 38 33 JR-00083 1616 
- 72 61 69 73 65 64 OD 20 raised. 1624 - 20 20 20 20 20 20 20 20 1632 
- 20 20 20 20 20 20 20 20 
96 
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1640 - 20 20 20 20 20 20 20 20 
1648 - 20 20 20 20 20 20 20 20 
1656 
- 20 20 20 20 20 20 20 20 
1664 - 20 20 20 20 SF 5F SF 5F 
1672 - SF 5F SE 4A 52 2B 30 30 "'JR+OO 
1680 - 30 38 33 20 61 6E 64 20 083 and 
1688 - OD 20 20 20 20 20 20 20 • 
1696 - 20 20 20 20 20 20 20 20 
1704 - 20 20 20 20 20 20 20 20 
1712 - 20 20 20 20 20 20 20 20 
1720 - 20 20 20 20 20 20 20 20 
1728 - 20 20 20 20 20 20 20 20 
1736 - 20 20 20 20 SF 5F SF 5F 
1744 - SF 5E 4A 52 2B 30 30 30 "'JR·+-000 
-1752 - 38 33 6C 6F 77 65 72 65 83lowere 
1760 - 64 2E SE 49 53 30 31 31 d."'IS011 
1768 - 30 30 SE 49 53 30 31 31 00"'IS011 
1776 - 30 30 OD 20 20 20 20 20 00. 
1784 - 20 20 20 20 20 20 20 20 
1792 - 20 20 20 20 20 20 20 20 
1800 - 20 20 20 20 20 20 20 20 
1808 - 20 20 20 20 20 20 20 20 
1816 
- 20 20 20 20 20 20 20 20 
1824 - 20 20 20 20 20 20 20 20 
1832 20 20 20 5F SF 5F 5F 5F 
1840 5F SF 5F SE 4A 52 20 30 "'JR-0 
1848 
- 30 30 38 33 OD OA OD OA 0083 ••.• 
1856 - OD OA 20 20 20 20 20 20 • • 
1864 - 20 20 20 46 6F 72 20 69 For i 
1872 - 6E 73 74 72 75 63 74 69 nstructi 
1880 - 6F 6E 20 69 6E 20 74 68 on in th 
1888 - 65 20 55 53 45 20 63 6F e USE co 
1896 - 60 60 61 GE 64 2C 20 74 mmand., t 
1904 - 61 6B 65 20 74 68 65 20 ake tl1e 
1912 - 55 53 45 20 6C 65 73 73 USE less 
1920 - 6F 6E 20 69 6E 20 74 68 on in th 
1928 - 65 OD OA 20 20 20 20 20 e •• 
1936 - 20 20 20 20 54 45 41 43 TEAC 
1944 - 48 20 70 72 6F 67 72 61 H progra 
1952 - 60 2C 20 6F 72 20 74 79 m, or ty 
1960 - 70 65 20 48 20 66 6F 72 pe H for 
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1968 
-
20 48 65 6C 70 20 61 6E Help an 
1976 - 64 20 55 20 66 6F 72 20 d U for 
1984 - 55 73 65 2E OD OA OD OA Use .••.• 
1992 - OA OD OA OD OA OD OA OD • • • • • • • • 
2000 - OA OD OA OD OA OD OA OD • • • • • • • • 
2008 - OA OD OA OD OA OD OA OD •••••••• 
2016 - OA OD OA OD OA OD OA OD • • • • • • • • 
2024 - OA OD OA OD OA OD OA OD • • • • • • • • 
2032 - OA OD OA OD OA OD OA OD • • • • • • • • 
2040 - · OA OD OA OD OA OD OA 5E I\ • • • • • • • 
-2048 - 20 5E 50 4E SE 20 -APNA-', 
5.2 Examination of FEATURES.QMS 
In this section we will highlight some of the 
interesting points in the output file, FEATURES.QMS, 
which resulted from running the file FEATURES.DOC (see 
figure 2) through FSQMS. Refer to figure 9 for the 
following discussion. 
One of the first things we notice at the beginning 
of the file is the initialization instructions output 
from the procedure STARTQMSFILE. These instructions can 
be seen from positions o to 68. These instructions are 
described in Chapter Four and appear at the beginning of 
every file created by FSQMS. 
Starting at position 109 is a QUIC font change 
,:P 
9~ 
instruction which is changing the font to QMS font index 
1102, which is the default FSQMS font for Freestyle Bold 
Font 1. This font remains in effect until position 144, 
where a QUIC instruction changes it back to QMS font 
index 1100, which is the FSQMS default font for 
Freestyle Font 1. The effect here was to embold the text 
between these two font-changes. 
At the beginning of each line we can also see the 
ASCII Space character (Hex 20) which is converted from 
the Nol Character described in Chapter Three. Also 
notice that no special carriage return characters (the 
Cr2 character defined in Chapter Three) are output; all 
are converted to the ASCII Carriage Return character 
(Hex OD). 
Beginning at position 472 is an example of a line 
which is underlined. Notice that at position 508 a 
carriage return is output, but not a line feed. Then 
spaces are printed to the beginning of the underlined 
text, then ASCII Underscore Characters (Hex 5F) are 
output to actually underline the text. 
Beginning at position 614 is an example of a 
superscript. In this case the QUIC command is first 
output to move up a half line, then at positions 623 to 
629, the raised text is output, and finally at. position 
99 
630 the command to return back down a half line is 
output. 
Also notice at positions 707 to 730 is nearly the 
same sequence, but this time in th reverse order, to 
subscript some text. 
From this point on in the file, the instructions 
are shown in various combinations. From positions 822 to 
999 is an example of a line printed in bold and 
underlined. From positions 1131 to 1242 • lS an 
interesting example of underlined text with an 
underlined superscript. It can be seen how the 
underlining is done in two seperate parts, for the 
regular text, then for the raised text. From positions 
1245 to 1499 is a similar line with a subscript. And 
finally from positions 1500 to 1857 • lS a more 
complicated line with underlining, subscripts, and 
superscripts. Also notice at the end of the file, from 
positions 2047 to 2053, is the QUIC instruction output 
at the end of every file by the procedure ENDQMSFILE. 
By compa~ing the dumps of the files FEATURES.DOC 
(figure 2) and FEATURES.QMS (figure 9) another 
difference is noticed. The size of the QMS file is 2053 
bytes,, while the size of the Freestyle document file i~ 
1077 bytes. The QMS file output by FSQMS • 1S 
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significantly larger than the Freestyle file. This is 
usually the case, since the QUIC commands are longer 
than. the Freestyle commands, and if much underlining is 
done (as in this example), much more space is taken by 
expanding the underlining in the QMS file. 
5.3 other Goals 
Another of the goals when developing FSQMS was 
execution speed. This was eventually stated "not to make 
it too slow so that no one will use it". This has 
definitely not been the case. Every effort has been made 
when writing the FSQMS program to keep it as efficient 
as possible. The result is a program which is not 
especially slow and not extremely fast, but quick enough 
so that its speed is not an excuse not to use it. 
e Another goal was a good user interface. This has 
benn accomplished by the use of Turbo Pascal's Window 
features and good clear messages. Messages are 
restricted to page messages, font change messages, and 
warning messages to the user. 
5.4 Minor Goals 
101 
One of the minor goals was to write the program in 
such a Vlay that it is easy to understand and modify. 
This has certainly been accomplished, proved by the many 
small changes and suggestions which have been easily 
implemented since the first version. 
Also another goal was to write both the FSQMS 
User's Guide and this document in Freestyle and print 
them through FSQMS. It can be seen that this goal has 
also been accomplished. 
5.5 Advanced Goals 
l 
Listed as the advanced goals are the processing of 
headers, footers, automatic page numbering, and 
graphics. After reading this document it is clear that 
this goal has also been accomplished. 
5.6 Future Enhancements 
Before we end the discussion of FSQMS, some 
possible future enhancements.should be mentioned. One of 
the most suggested enhancements is the implementation of 
the other page number formatting options described in: 
the Freestyle manual. The first format to be implemented 
102 
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will probably be Roman Numbering. 
Other suggestions are also welcome, and the use of 
FSQMS is encouraged for the Freestyle user wishing an 
easy method of quality printing for his Freestyle 
documents. 
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I. Character Reference Table 
The following table lists each Freestyle Compose 
and Graphics Character. For each Compose Character 
its description and the compose sequence necessary 
• 1S 
to 
use that character through Freestyle, then the character 
is printed if FSQMS can print that character. Following 
that is the Freestyle Hex representation of the 
character, followed by the index of th~ QMS font that 
FSQMS uses to print the character and then the 
corresponding Hex representation in that font. 
For the Graphics Characters, the description and 
Compose sequence are not shown because these characters 
are created through the use of the Freestyle Draw 
command. 
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Desired Character Compose 
Capital "A" with Umlaut " A 
Capital "A" with Ring * A 
Capital "AE" Dipthong A E 
Capital II E" with Acute ' E 
Capital "N" with Tilde - N 
Capital "0" with Umlaut " 0 
Capi t.al "U" with Umlaut II u 
Lower Case "a" with Grave ' a 
Lower Case "a" with Acute ' a 
Lower Case "a" with Circumflex ..... a 
Lower Case "a" with Umlaut 
Lower Case "a" with Ring 
Lower Case "ae" Dipthong 
Lower Case "c" with Cedilla 
Lower Case "e" with Grave 
Lower Case "e" with Acute 
" a 
* 
a 
a e 
S C 
' e 
' e 
Lower Case 11 e 11 with Circumflex.,.. e 
Lower Case 11 e" with Umlaut 
Lower Case "i" with Grave 
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II 
' 
e 
• 
1 
•• A 
, 
E 
rv 
N 
•• 0 
•• u 
... 
a 
, 
a 
A 
a 
•• 
a 
0 
a 
... 
e 
, 
e 
,.. 
e 
•• 
e 
... 
1 
FS FONT BEX 
C4 1320 OE 
C5 1320 OF 
C6 1320 11 
cg 1320 10 
Dl 1320 25 
D6 1320 19 
DC 1320 lA 
EO 1320 05 
.. El 1320 20 
E2 1320 03 
E4 1320 04 
ES 1320 06 
E6 
E7 1320 07 
E8 1320 OA 
E9 1320 02 
EA 1320 08 
EB 1320 09 
EC 1320 OD 
(j 
\_ 
Desired Character Compose 
Lower Case "i" with Acute ' 
Lower Case "i" with Circumflex"' 
Lower Case "i" with Umlaut 
Lower Case "n" with Tilde 
Lower Case "o" with Grave 
Lower Case "o" with Acute 
" 
-
' 
' 
• 1 
• 1 
• 
1 
n 
0 
0 
Lower Case "o" with Circumflex ... o 
Lower Case "o" with Umlaut 
Lower Case "u" with Grave 
Lower Case "u" with Acute 
II 
' 
' 
0 
u 
u 
Lower Case "u" with Circumflex"" u 
Lower C.ase "u" with Umlaut 
Lower Case "y" with Umlaut 
Inverted Exclamation Point 
Inverted Question Mark 
Cent Sign 
U.K. Pound Sterling 
Yen Sign 
Section Sign 
Degree Sign 
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" u 
" y 
I 
• 
? 
• 
I C 
L 
y 
0 s 
* * 
, 
1 
A 
1 
• • 
1 
-n 
... 
0 
, 
0 
A 
0 
• • 
0 
... 
u 
, 
u 
A. 
u 
. . 
u 
•• y 
. 
I 
• 6 
¢ 
£ 
y 
,-
0 
FS FONT HEX 
ED 1320 21 
EE 1320 OC 
EF 
Fl 
F2 
F3 
1320 OB 
1320 24 
1320 15 
1320 22 
F4 1320 13 
F6 1320 14 
F9 1320 17 
FA 1320 23 
FB 1320 16 
FC 1320 01 
FD 1320 18 
Al 1320 2D 
BF 1320 28 
A2 1320 lB 
A3 1320 lC 
AS 1320 lD 
A7 
BO 1320 78 
I ' 
Desired Character 
Paragraph Sign 
Middle Dot 
Feminine Symbol 
Masculine Symbol 
GREEK Alpha (lower 
GREEK Beta (lower 
GREEK Gamma (Upper 
GREEK Delta (Upper 
GREEK Theta (Upper 
GREEK Delta (lower 
GREEK Mu (lower 
GREEK Pi (lower 
GREEK Sigma (Upper 
GREEK Sigma (lower 
GREEK Tau (lower 
GREEK Phi (Upper 
GREEK Phi (lower 
GREEK Omega (Upper 
case) 
case) 
case) 
case) 
case) 
case) 
case) 
case) 
case) 
case) 
case) 
case) 
case) 
case) 
MATH Top of Integral Sign· 
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Compose 
. , 
I P 
• 
a 
0 
G a 
G b 
G G 
G D 
G H 
G 1 
G u 
G p 
G s 
G s 
G t 
G F 
G f 
G 0 
I t 
ex 
r 
8 
µ 
a 
0 
( 
i'S FONT REX 
B6 
B7 
AA 
BA 
AS 
Ag 
B3 
F7 
CA 
cc 
B5 
DE 
co 
Cl 
C3 
cs 
CD 
CB 
1320 60 
1320 61 
1306 47 
1306 44 
1320 69 
1306 6C 
1320 66 
1320 63 
1320 64 
1320 65 
1320 67 
1320 68 
1320 6D 
1320 6A 
CE 1320 74 
.J 
. -
~ 
'· 
,, 
• 
Desired Character Compose 
MATH Bottom of Integral Sign 
MATH Divided-By Sign 
MA'I'H Pl us-or-Minus 
MATH Square-Root Sign 
MATH Infinity Sign 
MATH Set Element Sign 
MATH Set Intersection Sign 
I b 
I 
• 
• 
+ 
0 0 
S E 
S I 
MATH Approximately-Equals Sign -
MATH Less Than or Equals Sign. < 
MATH Greater Than or Equals Sign>= 
MATH Double Less Than 
MATH Double Greater Than 
MATH Superscript "n" 
MATH Superscript 2 
MATH 1/4 
MATH 1/2 
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< < 
> > 
m n 
2 
/ 4 
/ '2 
) 
• 
• 
± 
00 
E 
n 
,v 
,v 
< 
> 
2 
.1. 
4 
.l. 
2 
,, 
FS FONT HEX 
CF 1320 75 
D2 1320 76 
Bl 1320 71 
D4 1320 7B 
D7 1320 6C 
D8 1320 6E 
D9 1320 6F 
D3 
FO 
1320 
1320 
77 
73 
FF 1320 72 
AB 1320 2E 
BB 1320 2F 
D5 
B2 1320 7D 
BC 1320 2C 
BD 1320 2B 
I . 
Graphics Characters 
Character 
L 
_J 
+ 
~ 
~ 
...L 
> 
T 
< 
A 
V 
I 
FS Font Hex 
AO 1320 40 
A4 1320 59 
A6 1320 3F 
AC 1320 5A 
AD 1320 44 
AE 1320 33 
AF 1320 45 
B4 1320 43 
B8 1320 34 
BE 1320 41 ~ 
C2 1100 3E 
DO 1320 42 
DA 1100 3C 
DB 1306 5E 
E3 1306 5F 
F5 1320 5B 
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