This note summarizes a pedagogical tutorial on CalcHEP and PYTHIA that was given at TASI 2011 program.
Introduction
Analysis in high energy physics and astrophysics is becoming increasingly complex. As part of the theoretical efforts tackling this complication, many multi-purpose event generators are developed. TASI program in 2011 provided tutorials on selected tools during the school: CalcHEP, 1-4 PYTHIA, 5, 6 MCFM, 7 PGS 8 and micrOmegas. 9, 10 There are many other useful tools available and users are strongly encouraged to experience those and compare with selected programs. Each tool has its advantages and disadvantages and users should be aware of their limitations. A Repository for Beyondthe-Standard-Model Tools can be found from several sources, some of which are listed below.
(1) http://www.ippp.dur.ac.uk/montecarlo/BSM/ (2) MC4BSM workshop: http://theory.fnal.gov/mc4bsm/ This note provides a quick summary for how to use CalcHEP and PYTHIA and emphasizes the use of batch modes that are often ignored. Advanced users should refer to manuals. [1] [2] [3] [4] [5] [6] All plots and source codes are available from http://susy.phsx.ku.edu/∼kckong/tasi/. Useful exercise for CalcHEP and PYTHIA are also found from PiTP school: http://www.phys.ufl.edu/∼matchev/pitp/ as well as their own web pages.
CalcHEP
CalcHEP is a package for evaluation of Feynman diagrams, integration over multi-particle phase space, and event generation. It is a menu-driven system with contextual help. The notations used in CalcHEP are very similar to those used in particle physics. The CalcHEP package consists of two parts: symbolic and numerical. Both parts are written in the C programming language. The symbolic part produces C codes for a squared matrix element, and they are used in the numerical calculation later on. We summarize some features of CalcHEP below.
• CalcHEP stands for Calculators for High Energy Physics.
• CompHEP is a very similar program and shares many codes with CalcHEP -Download from http://comphep.sinp.msu.ru/.
-Current version is written in 2010.
• Features -CalcHEP can evaluate any decay and scattering processes within any (user defined) model. -It has an easy user interface, and keeps correct spin correlations.
-Symbolic calculation makes analysis very easy for 1 → 2 and 2 → 2 processes. -It is easy and quick to get plots from a model. -It is linked to micrOmegas for dark matter study.
• Limitations -CalcHEP deals with tree-level processes only in the squared matrix element calculation. -It provides spin/polarization averaged amplitudes.
-Limit on the number of external legs (involved particles) is 8 (for example, 2 → 6 or 1 → 7), and there is a limit on the number of diagrams.
• CalcHEP is especially useful -when users need quick estimation of cross sections and decay widths (at tree-level), -when users cross-check calculations of other tools, -when users need to evaluate relic abundance of dark matter and direct/indirect detection limit, -when processes are relatively short.
Installation
CalcHEP can be downloaded from http://theory.sinp.msu.ru/~pukhov/calchep.html.
To install,
(1) unpack: tar -zxvf calchep 3.0.tar.gz (2) install by typing "make". (3) If you encounter a problem with "blind mode", you need to install libx11-dev. (4) create your own working directory: (e.g.) mkUsrDir WORK (5) to run, go to the WORK directory and simply execute "./calchep"
The following subdirectories are created under the WORK directory: bin, models, results, tmp. Each model (under "models" directory) is defined in terms of 5 files. We will look into those in the next section. Other than main source codes, $CALCHEP/bin and $CALCHEP/utile contain useful scripts and codes. For more information see "README" in each directory. We will go over some useful routines with examples.
CalcHEP is very easy to use. All selections can be made with "ENTER" or "RETURN" key. To go to the previous menu, simply press "ESC" key. If there are any questions, users can get real-time help by pressing "F1".
A Closer look into model files:
Particles, Vertices, Parameters, Constraints, Libraries A physics model is defined by a set of files with each containing a different aspect of the model: "prtcls#.mdl" for particle definition, "vars#.mdl" for independent parameters, "func#.mdl" for dependent parameters, "lgrng#.mdl" for interactions, and "'extlib#.mdl" for external routines.
(1) "Particles": particles are defined in this file. For example, particle definition for the Standard Model is shown below (usually "prtcls1.mdl").
Standard Model Particles Full name |>A <|>A <|number|2*spin|mass|width|color|aux|>LaTex(A)<|>LaTeX (A+) <|  gluon  |G  |G  |21  |2  |0  |0  |8  |G |g  |g  photon  |A  |A  |22  |2  |0  |0  |1  |G |\gamma  |\gamma  Z-boson  |Z  |Z  |23  |2  |MZ |wZ  |1  |G |Z  |Z  W-boson  |W+ |W-|24  |2  |MW |wW  |1  |G |W^+  |W^-Higgs  |h  |h  |25  |0  |Mh |!wh |1  |  |h  |h  electron  |e  |E  |11  |1  |Me |0  |1  |  |e^-|e^+  e-neutrino |ne |Ne |12  |1  |0  |0  |1  |L |\nu_e  |\bar{\nu}_e muon  |m  |M  |13  |1  |Mm |0  |1  |  |\mu^-|\mu^+  m-neutrino |nm |Nm |14  |1  |0  |0  |1  |L |\nu_\mu  |\bar{\nu}_\mu  tau-lepton |l  |L  |15  |1  |Ml |0  |1  |  |\tau^-|\tau^-t-neutrino |nl |Nl |16  |1  |0  |0  |1  |L |\nu_\tau |\bar{\nu}_\tau  d-quark  |d  |D  |1  |1  |0  |0  |3  |  |d Each column is self-explanatory, and has information about particle name, symbol for particle, symbol for its anti-particle, PDG number, spin, mass, width, color charge, auxiliary field and latex expression. All variables need to be defined either in "Parameters" or in "Constraints" except for a width that is prefixed with an exclamation mark "!". For instance, the Higgs width is defined as "!wh", which means it is calculated on the fly whenever needed. CalcHEP supplies its value by running a separate decay process and the variable does not need to be defined in other model files such as "Parameters" or "Constraints".
(2) "Parameters" contains all necessary independent parameters that define a model and a numerical value is assigned to each parameter. Basic arithmetic operations such as +, -, /, *,ˆ, Sqrt() are allowed. Also external C functions are also allowed and they need to be defined in "usrfun.c".
(4) "Vertices" contains actual interactions of particles ("lgrng1.mdl").
Current version of CalcHEP allows interactions with 4 particles. An interaction is defined by a prefactor and Lorentz structure as shown below. Interestingly, in the Lorentz part, "/" is not allowed and so any division should be carried out in the "Factor" column. The m2.m3 (m3.m4) represents the metric g m2m3 , where m2 (m3) is the Lorentz index of the second (third) particle. (1) Choose "Standard Model" in the main menu and turn on unitary gauge. (2) Select "Enter Process". CalcHEP shows the previous process on screen. (3) Input the two body decay of the Higgs as follows. We will not exclude any particles or any diagrams. So leave them as blanks.
Enter process: h -> 2*x Exclude diagrams with Exclude X-particles (4) CalcHEP checks whether the directory "results/" is empty. Users can either delete or rename results from the previous run. (5) In the next screen users can verify diagrams by choosing "view diagrams". Users can choose certain diagrams, if necessary. (6) To continue to a numerical session, select "Squaring technique" and then "Make & launch n calchep" (7) New GUI window will appear with different menus.
Once numerical session is opened, users can change parameters and impose cuts. For detailed information regarding each menu, users should refer to the manual. In this exercise, we simply use the last menu "Easy 1−>2". CalcHEP should show the total width with branching fractions on the next screen. For a different Higgs mass (or other parameters in general), users can play with "parameter dependence" in the menu. CalcHEP allows users to plot quantities, branching fractions and total width, for instance, as a function of one parameter in the model, and output the data into a file.
To get the total decay width, we can also run a script from the command line. Quit current numerical session by pressing Esc key a few times. To use scripts, go to the "results" directory and run "subproc cycle" as follows. Here the input "0" after "subproc cycle" is the total number of events. Output includes the total decay width as well as partial widths and branching fractions a . The numerical session can be called again anytime by running n calchep which is in "results" directory.
4 body decay: h → e
− +ν e + µ + + ν µ Now let us look at a slightly more complicated exercise with the four body decay of the Higgs to two charged leptons via two W s. We follow similar steps as before, but now input a different process h -> e, Ne, M, nm
There should be two diagrams, one with two W s and the other with one W . The latter appears due to the Yukawa coupling of the muon, which is negligible. Launch numerical session. Now the last menu in the previous run, "Easy 1 −>2", does not appear in this example. To calculate the four body partial decay width, users need to run "Vegas", where the number of iterations and the number of MC points are set up. To calculate the width, simple choose "Start integration" and the result will be shown on screen. To obtain a partial width for a different Higgs mass, users should provide a different numerical value to the mass variable in the menu "Model parameters" and run Vegas again. Alternative way to compute it is to use a batch mode b . To use it, quit numerical session first and go to result directory and run "name cycle" that is in the "bin" directory.
../bin/name_cycle Mh 50 10 10 This script computes the corresponding decay for 10 different Higgs masses starting from 50 GeV with 10 GeV interval. Output is shown on screen and saved into a file as well. Taking the data file with more points, one can plot the four body decay width of the Higgs in the e − µ + final state, which is shown in Fig. 1 c . One can notice the slight change in the slopes near M W and 2M W . The former is due to the fact that one of the W becomes onshell, while in the latter both W are onshell.
pp → W bb
In this example, we consider the scattering process pp → W bb at the Tevatron. Steps are given as follows.
(1) Open numerical session with the following process. We will call a proton as "p" and will include the first generation quarks and gluon in it. 
There are many other available variables that are used as cuts (get help by pressing F1.): A (angle in degree units), C (cosine of angle), J (jet cone angle, which is defined as ∆y 2 + ∆φ 2 , where ∆y is the pseudorapidity difference and ∆φ is the azimuthal angle difference between two particles), E (energy of the particle set), M (mass of the particle set), P (cosine in the rest frame of pair), T (transverse momentum of the particle set), S (squared invariant mass of the particle set), Y (rapidity of the particle set), and U (user's implemented function). The character string following U is passed on to the user C function usrfun(str) which, as it is assumed, calculates a corresponding value. See Section 2.3 for further explanations.
To set up relevant kinematics and regularizations, users need to take a look at diagrams and specify them. For instance, in this example, b andb may be combined. Once users set up distributions, click on "Start integration" to get the total cross sections. For plots, select "Display Distributions". To improve errors and chi**2, increase nSess 1 and nCalls 1 (and nSess 2 and nCalls 2 for 2 dimensional plots).
tt production cross section at the Tevatron
Steps for pp → tt are summarized as follows.
(1) Run pp → tt similarly with minor change as follows.
The last step forces CalcHEP to include diagrams which are mediated by strong interaction only. (2) Open numerical session and turn on PDF with CTEQ6L (for proton and anti-proton) and set the momentum of beams. This time we set QCD scale to Mt/2 (m top /2), which is known to minimize the difference between leading order and next-leading order cross sections. All this information is saved in files, "prt #" and "session.dat". Total cross section summed over all subprocesses is reported at the end of output. The parameter that follows "subproc cycle" is mandatory and is the total integrated luminosity in [1/fb] unit. Events are not generated with "subproc cycle 0".
(4) Now we can calculate the top mass dependence in the total cross sections using "name cycle plus" d .
. and this combines all events in 7 subprocess and weight them according to their individual cross sections. The default output file is "event mixer.lhe" and users can generate simple distributions with this LHE file, using "lhe2tab". For example, try the following exercise.
../bin/lhe2tab "M(6,-6)" 300 1000 100 < event_mixer.lhe > Mtt.txt
The generated "Mtt.txt" files contains differential cross section as a function of the invariant mass of top (6) and anti-top (-6).
User defined variables, and constraints in external C file
User programs in CalcHEP provide users with possibility to attach his/her own codes to the n calchep. In this way users are able to expand the set of phase space functions for cuts and histograms and implement new structure functions. We will discuss three examples: transverse mass, M T 2 and the Higgs effective coupling. We define the first two quantities in "usrfun.c" that is found under "utile" directory. An example is included as shown below.
double usrfun(char * name, double * pvect) { if(strcmp(name,"MT")==0) { /* Transverse mass */ double tmass, ET1, ET2; double pp1 [4] ; double pp2 [4] ; int k;
for(k=0; k<4; k++) [2] ); return sqrt(tmass); } if(strcmp(name,"MT2")==0) { /* MT2 for massless particles */ double tmass2,ET1, ET2; double pp1 [4] ; double pp2 [4] Users also need to specify its location in a model file, "extlib9.mdl".
Standard Model Libraries
External libraries and citation <| $CALCHEP/utile/usrfun.c ============================================================== Now let us consider single production of the W and its leptonic decay. A well known and useful quantity in this process is the transverse mass, which is not implemented in CalcHEP .
(1) Run p, p −>e, Ne at the Tevatron (or at the LHC). (2) To take a look at the invariant mass and the transverse mass of e and ν e , we defined distributions as follows.
Here new distribution "UMT" is one of the functions that we defined in "usrfun.c" above. For CalcHEP to understand that this is a user defined function, the letter "U" should come with the name of user variables. This can be used in "cuts" as well. Unfortunately CalcHEP currently does not support having the particle names inside user-defined functions.
Another good example of user-defined routines is the Higgs effective couplings to two photons. It is well known that the dominant production of the Higgs at the LHC is via glue-glue fusion. The main contribution arises at loops and unfortunately many tree-level event generators including CalcHEP do not treat this interaction.
However one can parameterize them in term of higher dimensional operators and often the coefficients of such operators involve complicated expressions such as integrals. In this case, one can perform calculation in a separate code, "usrfun.c" and return the result into CalcHEP . We will come back to this later in section 2.4.1. For discussion in the rest of this section, suppose we already have this interaction implemented.
Next example is single production of the Higgs and its decay to two leptons via two W s.
( 
.000000E+02| ============================================
The "M12" distribution is the invariant mass of the first two particles, i.e., G and G. Therefore this is equivalent to √ŝ and the invariant mass of all particles in the final state, which should peak at the Higgs mass in this example. The "UMT2" is the M T 2 distribution taking e − and µ + as visible particles and the two neutrinos as the missing particles. Once they are set up, perform Vegas integration, which will report cross sections at the end of the run. To see previously-defined distributions, click on "Display Distributions".
KK photon annihilation in mathematica
One of excellent features of CalcHEP is that it provides analytic expressions for squared matrix elements in FORM, REDUCE and Mathematica. To learn how to exploit this analytic feature, we consider KK photon annihilation in Universal Extra Dimensions (UED). We will follow the well known procedure in literature.
11
The relic abundance of dark matter χ is found by solving the Boltzmann equation for the evolution of the χ number density n
where H is the Hubble parameter, v is the relative velocity between two χ's, σv is the thermally averaged total annihilation cross-section times relative velocity, and n eq is the equilibrium number density. σv is often approximated by the non-relativistic expansion
where x = m T is the ratio of the dark matter mass to the temperature. By solving the Boltzmann equation analytically with appropriate approximations, 11 the abundance of χ is given by
where the Planck mass M P l = 1.22 × 10 19 GeV and g * is the total number of effectively massless degrees of freedom. The freeze-out temperature, x F , is found iteratively from
where the constant c is determined empirically by comparing to numerical solutions of the Boltzmann equation. At the end the calculation of the relic abundance becomes computation of annihilation cross sections of relevant processes.
In the case of Minimal UED (MUED), KK photon is a good dark matter candidate and a pair of KK photons annihilates to the SM fermions and Higgses. Here are the steps to get annihilation cross sections for CalcHEP . e The model files can be obtained from the web site for this TASI tutorial, or directly from http://susy.phsx.ku.edu/∼kckong/tasi/MUED.tar. 12 It is important to check the model file has no errors with CalcHEP version that users are running. This can be done by simply selecting "CHECK MODEL" under "Edit model" in the main menu.
(7) Then load the generated matrix element in "symb1.m". By simply typing "sum" we obtain the squared matrix element, |M| 2 . "symb1.m" includes squared matrix elements as well as the corresponding diagrams. Each squared diagram is computed by multiplying three quantities: totFactor, numerator and denominator. (8) Now the corresponding annihilation cross section is obtained by integrating over phase space.
where 
where β = 1 − 
Implementing new particles and new interactions

Higgs effective couplings
For the Higgs effective couplings to photons and gluons, we do not need to include new particles but need to include new interactions of the Higgs (new in a sense that CalcHEP does not have it). For a relatively light Higgs, these may be expressed in terms of dimension 5 operators, We only take the leading term in the couplings for simplicity. The structure of this file is very easy to understand, which is again big advantage of using CalcHEP . In the "Lorentz" part, "p1" denotes the momentum of the first particle in the particle listing, A1, which is G, "p2" is the momentum of the second particle, A2, which is G again in this case. "m1" and "m2" are Lorentz indices and hence p1.m2 (or m2.p1) means the momentum of the first particle A1, which carries the Lorentz index of the second particle A2. The m1.m2 is the metric, g m1m2 . In the "Factor" we can include full expression of the coupling as we have done for g ggh or we can define the coupling in the "Constraints", 
Implementing a color-octet vector boson
A new particle can be implemented easily in CalcHEP using GUI interface. Suppose we are interested in a model with one new particle, color-octet vector boson G ′ , which has interaction with the SM quarks (q andq),
where λ a is the Gell-Mann matrix, g 3 is the coupling strength of QCD and γ µ s are the Dirac γ matrices.
(1) First we define the particle in "Particles". Most of necessary inputs are easy to understand. The exclamation mark "!" in the particle width means CalcHEP will run the decay process and calculate the width on the fly. The newly introduced variable, MGP is the mass of the new particle and we will define it in "Parameter". The "G" and "G5" denote the Dirac γ matrices and the "GG" is the strong coupling constant. Since we have introduced new variables (qV, qA, tV, tA and MGP), we should define them either in "Parameters" or in "Constraints". We do this in the "Parameters" for this exercise. This completes implementation of a color-octet vector boson and its interaction to the SM quarks.
PYTHIA
PYTHIA is frequently used for event generation in high-energy physics. The emphasis is on multi-particle production in collisions between elementary particles. This in particular means hard interactions in e + e − , pp and ep colliders, although also other applications are envisaged. The program is intended to generate complete events, in as much detail as experimentally observable ones, within the bounds of our current understanding of the underlying physics.
In this tutorial, we will consider a few specific examples. Unlike CalcHEP , PYTHIA requires a main driver, which will be compiled together with PYTHIA code. We will use Fortran as our main compiler h .
Installation
Make sure you have a Fortran compiler, e.g. g77, gfortran and etc. We will use PYTHIA version 6.4.25 and it can be downloaded from http://home.thep.lu.se/∼torbjorn/Pythia.html. Create "pythia-6.4. .f.o:
h We will assume that users are familiar with Fortran. The most recent version is PYTHIA 8 and is written in C++.
$(FF) $(FFLAGS) -c $<
In this example of makefile, the executable is named as "pythia.x" and gfortran is used as a Fortran compiler. If additional libraries are needed, one can add them to the "LIB" variable and uncomment out the corresponding line.
Running examples
tt production
The beginning of PYTHIA main driver include many lines of common blocks and we will not go over their details. Instead we focus on specific examples. The first example with PYTHIA is tt production at the Tevatron. Here we show general structure of the main code i . It is readable, if users understand basics of collider physics. 
..Third section: produce output and end. The main code is divided into 3 sections; initialization, event loop and ending. In the first part, users set up process, the number of events, collider type, center of mass energy, beam environments, masses, decay patterns, initializing histograms etc. The second part is for the event generation, where most of actual analysis is done. Users are supposed to store relevant information of each event, since PYTHIA does not save event information by default. Users fill histograms in this second part. We will use PYTHIA commands for plots but often many users use their own favorite plotting program and do not use plotting package in PYTHIA . In the last section, histograms may be plotted, users can finalize analysis and report results. We will go over a few important commands below.
(1) First of all, we save the number of events to generate in a variable, nevpythia. Then we use MSEL variable to choose a process to be simulated. Selected other processes are shown below. The other outputs are figures. This example uses PYTHIA commands ("PYDUMP"), to write results into files.
With help of a plotting program, we show the following results. Fig. 2 shows various distributions in the tt dilepton production: tt invariant mass (a), transverse momentum of the top (b), invariant mass of a b-quark and a lepton (c), and √ s min (d). In Fig. 2(c) , both wrong and correct combinations are shown, which are different and therefore can be used to reduce combinatorial background. 16 Even in the case of two missing neutrinos the √ s min exhibits a peak at 2M t , which is shown in the vertical line.
17,18
slepton production
In this example, we consider pair production of the right handed selectron at an 500 GeV ILC.
(1) Main structure of the code is very similar to the previous example. The process is again set up by "MSEL". In this case we use "MSUB(202)=1". Other examples of SUSY processes are shown below and a complete list is found in the manual. Users have various options to define mass spectrum for SUSY production: PYTHIA RG running, external mass spectrum generators or LHA input files. We will consider one of mSugra point, SPS1a, and use PYTHIA commands, "IMSS" and "RMSS", which define mass spectrum.
tograms, identifying particles, calculating relevant quantities, filling histograms, calculating efficiency, plotting histograms, report results and etc. For instance, to calculate M T 2 , one needs momentum of visible particles and the missing transverse momentum. In this case, two visible particles are electron and positron, and the missing momentum is balanced by the momentum of e + e − pair. The four momenta of particles are saved in "PHEP" variable.
Various kinematic distributions are shown in Fig. 3 : the invariant mass of the e + e − (a), M T 2 (b), the energy distribution (c) and the transverse momentum (d) of the electron. The energy distribution and the M T 2 exhibit interesting end point structures which are useful for extracting particles masses, sleptons and neutralinos in this example. Forming an invariant mass of the two jets, one can easily find a bump. With fully reconstructed W , the ρ 0 T appears as a resonance in the invariant mass of W + jj, which is shown as the blue histogram in Fig. 4(a) . In the leptonic decay of the W , the transverse momentum of the neutrino is determined by the missing transverse momentum, assuming that the neutrino is the only missing particle in the event. Mass-shell condition of the W provides the z-component of the neutrino momentum up to two fold ambiguity. Invariant mass of two jets and ℓν ℓ system with both solutions is shown in red. With appropriate detector effects, the invariant mass get further smeared as shown in back in Fig. 4(a) . Without reconstructing the neutrino momentum, one can obtain mass information looking at the end point structure in the √ s min distribution as shown in Fig. 4(b) . The red vertical lines shows location of ρ 0 T resonance.
The same sign dilepton in SUSY: LM6
We consider a pair production of gluino for LM6 point (a mSugra point in CMS) at the 14 TeV LHC. This time we define mass spectrum from a file in LHA format, which is generated by SuSpect.
21 This is done with "IMSS" and "PYSLHA", as shown below. 6 shows the distribution of the missing transverse momentum with and without detector effects.
CalcHEP-PYTHIA Interface
CalcHEP is often linked to PYTHIA for further simulation, especially to include ISR, FSR, multiple parton interaction and etc. To use this feature, we need an event-file in LHA format, which is generated by CalcHEP , and will be fed into PYTHIA . Suppose the file name is "event mixer.lhe", which we have generated in an earlier example, using "event mixer". We also need "event2pyth.c", which is in the CalcHEP "utile/" directory. 3 Here we should make sure a routine "UPEVNT" is deleted in this "event2pyth.c", since PYTHIA already has one. The rest is to write a main code for PYTHIA , part of which is shown below. 
Summary
In high energy physics there are various tools for different purposes. None of these tools is perfect and users should know their advantages and disadvantages before choosing one for their study. We have looked at CalcHEP and PYTHIA among many tools. Both are commonly used event generators. Especially CalcHEP is linked to micrOmegas for dark matter study and PYTHIA is a hardcore software for collider physics. Although we only caught a glimpse of what they can do, it is our hope that beginners get basic ideas behind complicated structures and are not afraid of using them, and more advanced users get usefulness out of specific examples. CalcHEP and PYTHIA programs are continuously being improved and many current issues will be addressed in the future update.
