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Abstrakt 
Cílem této bakalářské práce je návrh a implementace informačního systému, pomocí kterého půjde 
jednoduše obsluhovat firemní gateway se systémem RouterOS Mikrotik z webového rozhraní. 
Informační systém zvládá obsluhu většiny základních i některých složitějších nastavení. Veškeré 
nastavení je ihned ukládáno na gateway pomocí zabezpečeného spojení SSH a zároveň 
synchronizováno s lokální databází, pro dosažení optimální rychlosti. Informační systém je 
implementován v PHP frameworku Nette s databázovou vrstvou Dibi a pomocí značkovacího jazyka 
HTML.  
 
 
 
 
 
Abstract 
The goal of this bachelor thesis is to design and create the central management system for simple 
controlling company’s gateway router running with RouterOS Mikrotik via web interface. Using this 
central management system you can control almost all basic and any expert settings. All the settings 
are saved immediately in the router via secured SSH connection and synchronized with the local 
database simultaneously for optimal performance. Central management system has been written using 
Nette PHP framework with Dibi diabase layer and HTML script language. 
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1 Úvod 
 
Téma této bakalářské práce zasahuje do oboru počítačových sítí a zároveň do oboru informačních 
systémů. Výsledkem této bakalářské práce bude informační systém, díky kterému půjde pohodlně 
 z webového rozhraní z jednoho místa spravovat zařízení se systémem RouterOS Mikrotik. 
Implementovaný informační systém je navržen výhradně pro RouterOS Mikrotik, který bude 
nainstalován na RouterBoard případně na nějaký počítač na hranici firemní sítě a vnější sítě, 
například internetu. De facto se bude jednat o firemní gateway (pojmem gateway pro potřebu této 
bakalářské práce se rozumí zařízení sloužící pro oddělení domácí/firemní a vnější sítě/internetu, které 
má zabudovánu podporu základních funkcí, jako NAT, firewall, DHCP, wifi atd. Pro člověka méně se 
orientujícího v oblasti síťové problematiky bych to přirovnal k domácímu zařízení, jako je např. 
ADSL router, ktery  funguje jako domácí brána a poskytuje lidem v domácnosti wifi připojení na 
internet, poskytuje překlad adres a přidělování adres uživatelům a může také bránit proniknutí do 
domácí sítě), který bude můj informační systém umět spravovat a ovládat.  
Mezi „dovednosti“ tohoto informačního systému patří zejména správa DHCP serveru pro 
firemní uživatele. Vše lze jednoduše upravovat, mazat a vytvářet. Přiřadí-li DHCP server IP adresu, je 
možno tuto IP adresu přidat do statických a zajistit tak, aby určité zařízení vždy obdrželo právě tu 
svoji IP adresu. Dalším nepostradatelným bodem je NAT, který se stará o překlad adres a je tu i z 
hlediska bezpečnosti sítě. V nastavení NAT je i možnost nastavení Port Forwarding (v případě, že na 
zařízení v lokální síti nám běží nějaká služba na nějakém portu, je možno na tuto službu přistupovat i 
z vnější sítě díky nastavení port forwarding) a možnost přesměrovat veřejnou IP adresu nějakému 
zařízení v lokální síti. Pro maximální bezpečnost je tu možnost nastavení pravidel Firewallu. Dále je 
také potřeba starat se o cestující zaměstnance, kteří budou potřebovat připojit se k firemní síti i na 
cestách a k tomu sloužit správa VPN nastavení. Všem uživatelům v síti jde odepřít a povolit přístup 
k internetu pomocí pravidla firewallu. Mezi problémy ve firemní sféře patří stahování souborů ze sítí 
peer-to-peer (torrent, dc++, eDonkey, atd.), kterým často zaměstnanci vytěžují firemní síť, poněvadž 
navazují několik desítek až stovek spojení, posílajících malé pakety, proto i zde je možnost povolení 
či zákazu. Další možností systému je nastavení URL adres, na které nesmějí uživatelé sítě přistupovat 
a budou přesměrování na jiný před-definovaný web. Je tu i možnost toto omezení vypnout jen pro 
některé uživatele. 
Občas se může stát, že RouterBoard případně počítač na kterém běží RouterOS selže a proto 
informační systém bude mít kompletní nastavení RouterBoard zálohováno a kdykoli půjde kompletně 
obnovit nastavení RouterBoard do plně funkčního stavu před selháním.  
Zadaný informační systém byl implementován v PHP frameworku Nette, za pomocí databázové 
vrstvy Dibi a značkovacího jazyka HTML. Nette framework je vhodný pro velmi jednoduché statické 
weby i pro velmi rozsáhlé informační např. bankovní systémy. 
 Kapitola 2 se zabývá základní problematikou hardwaru a softwaru firmy Mikrotik, na kterém 
je daný projekt realizován. Najdeme zde stručný výčet některých jeho funkcí a parametrů. 
 V kapitole 3 detailněji nahlédneme na samotný návrh systému a specifikaci požadavků na 
výsledný informační systém. Také zde najdeme různé grafické reprezentace, týkající se dat v systému 
nebo diagram případů užité atd. 
 V kapitole 4 se zaměříme již na samotnou implementaci systému a všech jeho části velmi 
detailně. Ukážeme si, na jaké architektuře je systém postaven, proč právě tato volba je nejlepší. 
Vysvětleny a přiblíženy budou rovněž všechny technologie, použité při implementaci výsledného 
informačního systému. 
 Zakončíme pátou kapitolou, v níž zhodnotíme všechny výsledky a navrhneme rozšíření. 
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2 RouterOS Mikrotik 
Mikrotik je Lotyšská firma vzniklá v roce 1995, která se věnuje počítačovým sítím a především 
technologiím bezdrátových Wi-Fi sítí. V dnešní době je jejich RouterOS jedním v nejpoužívanějších 
systémů v branži poskytování internetového připojení, kde poskytovatel za minimální náklady  získá 
velmi výkonný systém pro své zákazníky. U středně velkých poskytovatelů, tento systém může běžet 
na nějakém výkonném počítači a u těch malých a menších poskytovatelů tento systém běží na 
RouterBoard (dále jen RB), což je hardware, který vyvíjí rovněž firma Mikrotik [4]. Na tomto 
zapůjčeném RB byly prováděny všechny experimenty se systémem.  
 
 
 
 
Obrázek 2.a: RouterBoard RB411 [4]. 
 
 
Samotný RouterOS je tedy operační systém založený na linuxovém jádře v2.6, který je neustále 
vyvíjen a jde se všemi moderními trendy, včetně podpory víceprocesorových počítačů a 
vícejádrových procesorů, čímž se stává opravdu výkonným. Prodává se v různých licenčních 
úrovních, kdy platí pravidlo: „čím vyšší úroveň, tím více funkcí je k dispozici“[4]. 
Konfigurovat RouterOS lze hned několika způsoby. K nejoblíbenějším mezi uživateli patří 
Winbox, což je nástroj s GUI (Graphical User Interface), který komunikuje s RouterOS na IP vrstvě a 
pokud to není možné zvládá i komunikaci na L2 vrstvě. Dále je možná komunikace pomocí konzole, 
která podporuje jak Telnet, tak i šifrovanou komunikaci pomocí SSH. Práce v příkazové řádce se 
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velmi podobá práci se zařízením Cisco, odkud si Mikrotik nepochybně vzal určitou inspiraci. Mezi 
další vymoženosti patří jednoduché API (ikdyž práce s ním není až tak jednoduchá) a webové 
prostředí. Můj informační systém bude s RB komunikovat výhradně přes SSH.  
 
 
2.1 Vybavení RouterOS 
 
Jednou z nejzákladnějších funkcí je bezpochyby firewall, který Mikrotik nabízí opravdu velmi dobře 
propracovaný. Samozřejmostí je paketový filtr a NAT, který brání průniku do vnitřní sítě, a 
obousměrné filtry provozu. Dále nechybí ani stavový firewall, který hlídá všechny průchozí spojení. 
Filtrování je možné podle IP adres, rozsahu adres, portů, rozsahu portů, IP protokolu, DSCP, atd. 
Najdeme tu také statické a dynamické adresové listy a porovnávání paketů podle určitého vzoru v 
jeho obsahu pomocí různých regulárních výrazů – Layer7 matching[4]. RouterOS podporuje také 
IPv6.  
RouterOS podporuje celou řadu směrovacích protokolů. Pro IPv4 je to rozhodně RIP v1,2, OSPF a 
BGP v4. Pro IPv6 je to RIPng, OSPF v3 a BGP. Nechybí ani podpora VRF (virtual routing and 
forwarding), routovací politiky a ECMP routing. Za pomocí firewallu můžete určitá spojení označit a 
ono spojení směrovat např. přes jiného ISP (ISP – poskytovatel internetového připojení).  
RouterOS podporuje L2 forwarding – bridging, mesh, WDS. Pomocí WDS lze několika AP (access 
point – přístupový bod bezdrátové sítě) najednou pokrýt jednou sítí několik lokací najednou. Nechybí 
ani ochrana proti smyčkám (loops) pomocí protokolu RSTP a alternativa vytvořena přímo společností 
Mikrotik a to HWMP+.  
VPN se používá především proto, aby se zaměstnanec mohl připojit do firemní/domácí sítě pomocí 
internetu, a bezpečně (šifrovaně) mohl přenášet data. Další časté využití VPN je například pro 
bezpečné propojení dvou poboček firmy. Pro vytvoření VPN tunelu má RouterOS k dispozici několik 
prostředku. Nejzákladnější IPSec, všechny typy Point-to-Point, PPP, 6to4 a mnohé další. Jakmile je 
VPN tunel mezi dvěma uzly ustaven, tak informace mezi těmito dvěma uzly jsou šifrované a po cestě 
nelze přečíst jejich obsah. Nutnou prerekvizitou k vytvoření VPN tunelu je povolení průchozích VPN 
spojení na zařízeních, kterými onen tunel prochází, poněvadž tuto možnost lze vypnout.  
Wireless (bezdrátové spojení) - nejsilnější stránka systému RouterOS. Podporuje vše od 
nejzákladnějších hotspots v restauracích, přes domácí wifi síť až po velkou síť mezi několika městy 
pro poskytovatele bezdrátového internetového připojení. Pro veřejně přístupný hotspot je tu škála 
různých možností, včetně přidělování časových tiketů připojeným klientům, různé typy autorizace, 
omezení rychlosti, povolení jen určitých webů atd. Podporuje nejenom ty nejznámější protokoly, 
mezi které patří např. IEEE802.11a/b/g/n a navíc Mikrotik proprietary Nstreme[4], atd. 
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3 Analýza a návrh systému 
 
3.1 Specifikace požadavků 
 
 
Praktická část této práce spočívá hlavně ve správném návrhu a implementaci informačního systému. 
Informační systém bude využíván výhradně správcem firemní sítě, popř. může být i outsourcován 
(spravován externím člověkem). Informační systém by měl být dostupný odkudkoliv, čili nejlépe by 
měl běžet někde na veřejné IP adrese, popř. přímo uvnitř firmy na webovém serveru. Vhodnější je 
z mého pohledu běh aplikace mimo firemní síť, díky čemuž může administrátor/outsourcer 
přistupovat na více zařízení, které spravuje/outsourcuje. V případě běhu mimo firemní síť by měla být 
co nejvíce minimalizována bezpečností rizika odposlechu komunikace se zařízením zvolením vhodné 
komunikace. Nejlepší se v tomto případě jeví protokol SSH.  
 Přístup do informačního systému bude zabezpečen pomocí uživatelského jména a hesla. 
Každý nový správce se bude moci bez problémů volně zaregistrovat a po přihlášení si bude moci 
přidat libovolné množství zařízení, které chce spravovat. Informační systém bude umožňovat 
otestovat odpověď na PING (umožňuje zjistit funkčnost spojení mezi dvěma síťovými rozhraními, 
která používá rodinu protokolů TCP/IP. Ping při své činnosti periodicky odesílá IP datagramy a 
očekává odezvu protistrany. Při úspěšném obdržení odpovědi vypíše délku zpoždění (latence) a na 
závěr statistický souhrn [3]), čímž se zjistí, jestli je zařízení dostupné (vychází se z toho, že zařízení 
má povoleno odpovídat na PING ). Dále po přidání zařízení a otestování dostupnosti zařízení by měl 
systém  umožňovat kompletní zálohu veškerého nastavení RB, kterou bude později možné nahrát na 
jakýkoliv jiný RB, který podporuje minimálně stejné možnosti nastavení. Zařízení by mezi sebou 
mělo jít lehce přepínat a kdykoli zvolit za „aktuální“ nějaké jiné a ihned začít spravovat aktuální. 
 V požadavcích na informační systém je specifikováno, že informační systém by měl zvládat 
základní jednoduché nastavení systému RouterOS. V konečné fázi informační systém bude umět více, 
než jen základ. Mezi základní prvky nastavení patří bez pochyby ovládání DHCP serveru. Informační 
systém musí umět DHCP servery vytvářet, upravovat, mazat, aktivovat a deaktivovat. Jakmile DHCP 
server přidělí klientovi IP adresu, zaznamená si to do tabulky leases, kterou  by mělo jít v systému 
také libovolně upravovat. V informačním systému v záložce DHCP leases uvidíme, které IP adresy 
přiřadil RB staticky a které dynamicky. Dynamicky přiřazené IP adresy můžeme takzvaně „zakotvit“, 
čímž zajistíme, že daný klient bude stále dostávat stejnou IP adresu, když o ni požádá DHCP server 
(typicky po zapnutí počítače/notebooku atd.). Je zde také možnost si vytvářet statické leases 
(MAC:IP), které mají stejný efekt – čili pokud požádá zařízení s určitou MAC adresou o IP adresu a 
RB najde ve své tabulce tuto MAC adresu, je jí přiřazena přesně specifikovaná IP adresa. 
 Další z hlavních funkcí informačního systému je kompletní správa VPN účtů a spojení. 
Pokud jsou ve firmě cestující zaměstnanci, kteří se potřebují během služební cesty nebo i z domu 
připojit do firemní sítě, může jim tato privilegia administrátor jednoduše nastavit. Spojení VPN je 
realizováno nejrozsáhlejším protokolem PPTP (viz kapitola 4.1.2.12). Pokud klikneme na záložku 
VPN, první co zde uvidíme, budou „prerekvizity spojení“. Tudíž máme-li přidán nový RB, zde si 
jednoduše zkontrolujeme, zda všechny prerekvizity svítí zeleně, což bude znamenat, že VPN spojení 
může být realizováno. Pokud některá z prerekvizit svítí červeně, objeví se u ní tlačítko, pomocí 
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kterého každou jednotlivou prerekvizitu můžeme jedním kliknutím nastavit do stavu, ve kterém bude 
VPN spojení funkční. U VPN by mělo být možné také nastavit, zda uživatel smí přistupovat dovnitř 
sítě na síťová zařízení, servery a ostatní počítače – stačí jednoduše nastavit, který interface bude 
přijímat požadavky na VPN spojení a pak jednoduše zakliknout povolení nebo zakázání přístupu do 
vnitřní sítě. Jakmile jsou všechny prerekvizity označeny zeleně, můžeme přejít k samotnému 
vytváření VPN profilů. VPN profil je soubor nastavení, které se bude využívat pro určitou skupinu 
uživatelů, kteří se přes něj budou připojovat. Po vytvoření VPN profilu v něm vytvoříme samotné 
uživatelské účty – určené už pouze uživatelským jménem a heslem, případně statickou IP adresou (tu 
využijeme jen tehdy, pokud jsme nepřiřadili VPN profilu DHCP pool s adresami, které se mají 
přidělovat). Jakmile je uživatelský účet vytvořen, uživatel se může téměř odkudkoliv bezpečně 
připojit na firemní gateway a jeho spojení bude šifrované.  
 V informačním systému půjde také nastavit firewall, kde bude na výběr mnoho různých 
možností nastavení a pravidel týkajících se průchozího provozu.  
 Informační systém také bude umět nastavit NAT podle aktuálních potřeb. Nejčastěji je v této 
kategorii potřeba přesměrování veřejné IP adresy nějakému vnitřímu klientovi (přesměrování je 
oboustranné, čili vše jdoucí na specifickou adresu přiřazenou na vnější rozhraní je předáváno na 
lokální a to stejné platí pro provoz z opačné strany), čímž se protějšímu uzlu jeví, jakoby 
komunikoval přímo s daným zařízením připojeným do internetu. Další neméně využívaná věc 
v kategorii NAT je možnost Port forwarding – ta slouží k přesměrování vnější IP adresy:portu na 
lokální IP adresu:port. To se využívá např. u služeb, jako je FTP server nebo webový server – bylo by 
nebezpečné přesměrovat veškerý provoz na danou IP přímo na webový/ftp server, proto se směruje 
pouze určitý port.  
 Musí být možnost udělovat přístupy na gateway určitým uživatelům, popř. přechodným 
administrátorům, pro což musí mít informační systém řešení. Musí jít libovolně vytvářet skupiny, 
kterým půjde nadefinovat jen určitá oprávnění, co smějí a nesmějí na RB provádět. Poté se jednoduše 
přiřadí určitým skupinám uživatelé a ti se můžou přihlašovat na RB. 
 Jednou se specialit bude záložka pojmenovaná features, kde půjde nastavovat často 
používaná omezení služeb. Jedna ze známějších služeb - peer-to-peer, pomocí které mohou 
zaměstnanci velmi vytížit firemní síť, pokud z této sítě začnou stahovat nějaké soubory, bude možno 
zakázat, že žádný provoz identifikovaný jako p2p neprojde. Peer-to-peer navazuje mnoho spojení a 
posílá spoustu malých paketů, což může už tak vytíženou síť výrazně zpomalit. Dále bude možné 
odepřít všelijaké URL adresy, na které nesmí firemní zaměstnanci přistupovat – týká se to většinou 
stránek jako facebook apod. Aby to bylo úplně dokonalé, budeme moci některým IP adresám udělit 
výjimku, takže nebudou blokovány při přístupu nikam. Bude možné i nastavit, kam má být uživatel 
přesměrován, pokusí-li se navštívit zakázanou stránku. 
 Dále je potřeba, aby do informačního systému mohli přistupovat i přechodní administrátoři a 
proto jim bude možné vytvářet, mazat a upravovat tyto účty.  
 Při každé změně nastavení bychom měli být nějak vhodně informování o úspěšnosti či 
neúspěšnosti provedení.  
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3.2 Návrh řešení 
Pro návrh informačního systému byl použit jazyk pro grafické modelování UML (Unified Modeling 
Language), jehož výstupem je grafická reprezentace vývojové fáze. Informační systém má pouze 
jeden druh uživatelů, kteří k němu přistupují a to administrátory a jejich funkcionalita je znázorněna 
na diagramu případů užití (use-case diagram). V informačním systému bude ještě využit tzv. 
superadministrátor, který má navíc pouze správu všech ostatních uživatelů a jejich nastavení. Do 
konfigurace jejich zařízení přístup nemá. 
 
3.2.1 Grafická reprezentace kompletního řešení 
 
 
 
Obrázek 3.2.1.a: Grafická reprezentace řešení. 
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Obrázek 3.2.1.b: Diagram případů užití. 
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3.3 Data v systému  
 
Aby byl systém rychlý a zobrazoval vše ihned, jsou proto všechna potřebná data uložena v databázi. 
Bylo by nemožné všechna data online načítat z RB. Jeden z požadavků na systém byl, aby se změny 
ihned po provedení zapisovaly přímo do konfigurace RB, což se samozřejmě děje a po zapsání 
konfigurace je tato změna uložena zároveň do databáze. Aby byla co nejvíce vyloučena omylnost této 
akce, je vždy po zapsání změny konfigurace na RB provedeno částečné spárování (viz kapitola 4.1.4). 
Informační systém je v našem případě webová služba, čili byla zvolena databáze MySQL. Způsob 
plnění databáze je o něco složitější, než je běžné. Pro uložení většiny dat v databázi je použit formát 
JSON (viz kapitola 4.2.4).  
 
Na následujícím obrázku je znázorněn databázový diagram. 
 
 
 
 
Obrázek 3.3.a: Databázový diagram. 
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4 Implementace 
V požadavcích na systém je vyjmenován programovací jazyk PHP. Implementace takto rozsáhlého 
systému pomocí samotného PHP se zdála býti neefektivní, proto byl zvolen po domluvě s vedoucím 
prace PHP framework Nette [6] v jeho aktuální verzi Nette framework 2.0 alpha2. O data uložená 
v databázi se stará MySQL a do databáze přistupujeme přes databázovou vrstvu Dibi [8], která je 
často používána s PHP frameworkem Nette. Způsob uložení dat v databázi je poměrně komplikovaný. 
Jelikož s RB komunikujeme pomocí SSH, vždy si musíme rozparsovat a uložit výsledek příkazu, 
který je většinou na více řádků (viz. kapitola 4.1.4.2).  
4.1 Implementace jednotlivých částí systému 
Jelikož celý informační systém stojí na architektuře MVP (model-viev-presenter), budou tu posupně 
popsány jednotlivé části. 
4.1.1 Model 
Jedná se o stěžejní část architektury MVP, která zajišťuje komunikaci systému s okolím. Okolím je 
myšlena databáze, RB, různé webové zdroje atd. Modelu se dotazujeme vždy, když chceme naplnit 
tabulku daty, když chceme data někam uložit nebo data z databáze a jiných zdrojů načíst a pro 
veškeré interakce s okolím.  
4.1.1.1 UsersModel 
Tento model zajišťuje pouze přihlašování. Pouze oproti datům z databáze ověří uživatelské jméno a 
heslo předané příslušným presenterem. Vrátí výjimku anebo uživatelskou identitu, která pak provází 
uživatele po celou dobu přihlášení. Po odhlášení je zahozena. 
4.1.1.2 SpravceModel 
Ve třídě SpravceModel  jsou metody, které slouží pouze pro správu administrátorů systému. Čili 
metody na vytvoření nových správců, metody pro čtení již vytvořených správců, metody pro úpravu 
již vytvořených správců a mazání již vytvořených správců z databáze. 
4.1.1.3 GatewayModel 
GatewayModel je nejrozsáhlejší třída, která obsahuje všechny metody na spárování systému 
s RouterBoardem. Tato třída komunikuje s databází a s třídou MikrotikModel (kapitola 4.1.1.5) a 
vrací presenteru veškeré informace o různých nastaveních RouterBoard a stará se o zápis veškerých 
dat o RouterBoard do databáze. Metody této třídy zároveň předávají příslušné metodě třídy 
MikrotikModel příkazy a výsledky těchto příkazů po té parsují a ukládají do databáze ve formátu 
JSON.  
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4.1.1.4 IPFilter 
 
Třída IPFilter slouží k ověřování IP adres, zda náleží do zadané podsítě s maskou. Příslušné metodě 
této třídy pouze předáme IP adresu, kterou zkoumáme a adresový prostor, u kterého chceme zjistit, 
zda tam daná IP adresa náleží. Třída pochází z [14]. 
4.1.1.5 MikrotikModel 
Tato třída zabezpečuje samotné spojení informačního systému s RouterBoardem. Tato třída 
zabezpečuje přihlašování na RouterBoard, provedení příkazů a vrácení výsledků příkazů a 
odhlašování. Výsledky jsou většinou předávány volající třídě, která je zpracuje a uloží do databáze. 
V konstruktoru této třídy je zároveň implementována možnost výberu spojení – Telnet/SSH. 
V ranných fázích vývoje nakonec bylo od Telnetu upuštěno, avšak pro pozdější využití tu tato 
možnost stále zůstala otevřená a systém je pro ni kompletně připraven, avšak v systému je 
znepřístupněna. Pro spojení Telnet tato třída využívá další třídu a to TelnetModel, která je dostupná 
na oficiální stránce na adrese [15].  Tato třída byla i drobně upravena pro použití v systému. Pro 
komunikaci pomocí SSH využívá informační systém knihovnu phpseclib (PHP Secure 
Communications Library) dostupnou na [16]. Tato knihovna byla využita kvůli většinové 
kompatibilitě na testovaných webových serverech.  I tato knihovna byla drobně upravena – avšak 
úpravy se týkají spíše přizpůsobení adresářové struktuře Nette frameworku. 
4.1.1.6 NetPingModel 
 
Třída NetPingModel, jak již název napovídá slouží výhradně k otestování odpovědi na PING 
adresovanému serveru. Knihovna je přístupná na [17].  
4.1.2 Presenter 
Presenter je z pohledu MVP architektury ten hlavní vykonavatel. Presenter vezme data z Modelu, 
která upraví do patřičné podoby a předá je do příslušného pohledu (Template). V tomto  informačním 
systému má každá záložka svůj presenter. Je to z důvodu efektivity i z důvodu pretty-url (pěkné url – 
Nette framework zapisuje název presenteru do URL adresy a pomocí URL adresy zjistíme, kde se 
právě nacházíme). Níže budou blíže popsané některé presentery.  
4.1.2.1 BasePresenter 
BasePresenter je pro nás hlavní Presenter, od kterého všechny další dědí. Samotný BasePresenter již 
dědí přímo od NPresenter, což je interní třída Nette Frameworku, od které musí všechny presenterové 
třídy dědit. V této třídě jsou proto všechny metody, které jsou využívány zároveň ve více třídách, což 
dosti zlepšuje přehlednost kódu a zabraňuje duplikaci kódu. Najdeme zde metodu beforeRender, 
která dá vždy dohromady všechny údaje, které jsou na stránce statické a jsou společné pro všechny 
další záložky. V této metodě tedy nalezneme pole, ve kterém jsou uloženy samotné záložky ve tvaru: 
Array(‘nazev_Presenteru:’ => ‘jméno_záložky’, …) 
Dále zde také nalezneme proměnnou, ve které je jméno aktuálně přihlášeného správce a jméno 
aktuálně konfigurovaného zařízení – všechny tyto proměnné a pole jsou posílány do příslušného 
Template.  
Dále zde nalezneme všechny validační metody, které jsou využívány ve více formulářích pro validaci 
určitého pole formuláře.  
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4.1.2.2 AuthPresenter 
Tento presenter, jak již název napovídá, slouží pouze k ošetření přihlašování uživatelů. Slouží 
k vytvoření formuláře pro zadání uživatelského jména a hesla. Jakmile uživatel zadá oba údaje, pošle 
je presenter příslušnému výše popsanému modelu a čeká, co model vrátí a podle toho uživatele buď 
přihlásí, nebo nepřihlásí a vrátí popis chyby. U každého formuláře je automaticky vygenerována i 
JavaScriptová validace (je-li zadána při vytváření validačních pravidel), aby se vše nemuselo 
validovat na serveru. Proto se formulář neodešle do doby, než je vše správně (podle JavaScriptových 
pravidel) vyplněno.  
4.1.2.3 DhcpPresenter 
Jedná se o kódově nejobjemnější presenter. V první fázi si presenter požádá o všechna data, která jsou 
uložena v tabulce DHCP s nejčerstvějším datem a z ní jsou pak informace z formátu JSON převedeny 
na klasické pole. Bohužel sekci DHCP má RouterOS z mého pohledu nešťastně ošetřenou. Vytvářím-
li DHCP server, vytvoří se pro to v RouterOS tři nezávislé tabulky, z nichž dvě jdou dát dohromady 
pouze tehdy, je-li tam správně zadaná Relay adresa. Ty dvě tabulky jsou: DHCP network a DHCP 
server. Další tabulkou je DHCP Pool. V prvé řadě jsou poslány na pohled všechny informace ohledně 
DHCP Pools, dále pak proběhne spojení tabulek DHCP Network a DHCP Server. Po spojení tabulek 
je toto finální pole odesláno na pohled. DhcpPresenter se zároveň stará také o kompletně všechny 
formuláře a jejich ošetření, čili přidání, úprava a smazání DHCP Poolu, dále přidání, úprava a 
smazání DHCP Serveru a zároveň je zde také možné aktivovat a deaktivovat DHCP Server. To stejné 
platí i pro sekci DHCP Leases – přidání, úprava a smazání jednotlivých lease záznamů a jedna 
specialita – je-li aktivní funkce blokování URL adres – můžeme zde udělit jednotlivým IP adresám 
výjimku, čili tyto adresy nebudou blokovány při přístupu na zakázaný web. V DHCP Leases je 
zároveň možné udělat z dynamicky přidělované IP adresy statický záznam a tím zajistit, že daná IP 
adresa bude vždy přidělována jednomu stálému klientovi.  
4.1.2.4 FeaturesPresenter 
Tato část projektu je spíše specialita navíc. Díky ní můžeme uživatelům sítě zakázat veškerý peer-to-
peer provoz anebo zablokovat URL adresy. Po kliknutí na záložku Features se nám zobrazí dvě 
tlačítka. Díky prvnímu můžeme zakázat a povolit peer-to-peer provoz skrz gateway a díky druhému 
můžeme aktivovat blokování URL adres. Je-li aktivováno blokování URL adres, je přístupné i třetí 
nové tlačítko, ve kterém můžeme nastavit přesné specifikace této možnosti. Jako první nastavíme 
cílovou adresu, kam bude přesměrován klient, bude-li se snažit přistoupit na zakázanou URL adresu. 
Dále musíme nastavit vnitřní rozhraní – tj. rozhraní, které je připojeno do vnitřní sítě a na které nám 
budou chodit požadavky od klientů z vnitřní části sítě. Dále můžeme nastavit výjimky (viz kapitola 
4.2.1.3), které nebudou přesměrovány při přístupu na zakázané URL a v neposlední řadě přímo naše 
zakázané URL adresy. Můžeme jich přidat neomezené množství (s ohledem na paměť RB 
samozřejmě).  
4.1.2.5 FirewallPresenter 
Rozsah působnosti tohoto presenteru je na RouterBoardu pouze v sekci: /ip firewall rules. Všechna 
pravidla z této sekce jsou uložena v databázi v tabulce Firewall, odkud jsou vypisována. 
S jednotlivými pravidly můžeme provádět téměř všechny možné povolené věci. Pravidla můžeme 
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jednoduše vytvářet, mazat, upravovat, aktivovat, deaktivovat. Každé pravidlo má povinné parametry: 
action (co se má provést: drop|accept) a chain (směr uplatňování pravidla: input|output|forward). 
Další parametry jsou nepovinné. Můžeme ale nastavit zdrojovou IP adresu, cílovou IP adresu, 
protokol, zdrojový port, cílový port, vstupní interface a výstupní interface. Všechna políčka formuláře 
jsou ošetřena validačními pravidly, aby se minimalizovala omylnost zadání. Jakmile je pravidlo 
vytvořeno, jsme přesměrováni opět na výchozí tabulku, kde si můžeme ověřit správnost zadání 
nového pravidla, případně ho ještě poupravit nebo deaktivovat či smazat.  
4.1.2.6 MainPresenter 
Jedná se o základní presenter, na který jsme přesměrováni po vstupu na stránky. Stará se o vykreslení 
úvodní uvítací obrazovky s nápovědou. Samozřejmě, pokud chceme přistoupit např. na stránku 
features a nejsme přihlášeni, budeme přesměrováni na přihlašovací formulář, přičemž bude uložen 
backlink (původní adresa, kam jsme chtěli přistoupit) a po úspěšném přihlášení budeme tento 
backlink opět přesměrováni.  
4.1.2.7 NatPresenter 
Po příchodu na záložku NAT, uvidíme možnost přesměrování veřejné IP adresy nějakému vnitřnímu 
klientovi. Pro tuto akci je nutné, aby na vnější rozhraní byly přiřazeny nějaké veřejné IP adresy, 
a když někdo z internetu požádá o přístup na tuto adresu, bude přesměrován, bez toho aniž by to 
věděl dovnitř sítě přímo na vybraného klienta a stejně to funguje na druhou stranu. Kamkoliv do 
internetu náš klient bude přistupovat, nebude skryt za firemní IP adresou, ale bude mít vystupovat pod 
svojí. Takto vytvořených přesměrování lze vytvořit více. Je možno tato pravidla opět aktivovat, 
deaktivovat, upravovat a mazat.  
V tomto presenteru je dále také možnost přesměrování určitého portu z vnější sítě na určitý 
port určitému vnitřnímu klientovi. Tato možnost se nazývá port forwarding. V drtivé většině sití je 
použita technologie NAT pro překlad privátních adres na adresy veřejné. NAT je důležitý i 
z bezpečnostního hlediska, poněvadž není možné z vnější sítě (např.: z internetové sítě, popř. z jiného 
rozsahu privátní sítě) vidět dovnitř sítě. Je-li toto ovšem potřeba, tak k tomu nám slouží port 
forwarding. Odněkud z internetu se dotážeme na určitou veřejnou IP adresu:port na nějakou službu, 
a pokud existuje nějaké pravidlo, je tento dotaz přeložen dovnitř sítě na lokální IP adresu:port, 
provedena příslušná akce a vrácena odpověď odesílateli. Při vytváření nového pravidla na port 
forwarding máme k dispozici nastavení veřejné (vnější) IP adresy, protokolu (tcp, udp, …), veřejného 
(vnějšího) portu, cilové IP adresy a cílového portu. Veškerá tato pravidla opět můžeme libovolně 
upravovat, přidávat, mazat, aktivovat a deaktivovat. Formuláře jsou opět ošetřeny validačními 
pravidly pro minimalizaci omylnosti zadání. 
4.1.2.8 PristupyPresenter 
V tomto presenteru je řešena pouze správa uživatelských účtů informačního systému. Nové správce 
můžeme vytvářet, mazat, upravovat a blokovat jim přístup. S výchozím superadministrátorem se 
manipulovat nedá.  
4.1.2.9 RegPresenter 
Tento presenter zabezpečuje pouze registraci nových administrátorů systému. Po každém 
administrátorovi je požadováno uživatelské jméno, heslo, jméno, příjmení, bydliště a email. Po 
úspěšné registraci se můžete ihned přihlásit a začít pracovat se systémem.  
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4.1.2.10 RouteryPresenter 
V tomto presenteru, přístupném pod záložkou moje zařízení najdeme výchozí bod každého nového 
správce, který se zaregistroval do systému. Na tomto místě si administrátor spravuje svoje RB. 
Nejprve je potřeba přidat nějaké nové zařízení. Při přidávání nového zařízení je po administrátorovi 
požadována: IP adresa zařízení (globální i lokální, oběd možné), typ zařízení (např. RB411A), osobní 
označení zařízení (např. firemní gateway26 Brno), login a heslo na gateway a volitelně také provozní 
adresa. Login a heslo budou využívány při každém přihlašování na zařízení. Jakmile je zařízení 
přidáno do databáze, zkontroluje se odpověď na PING (viz kapitola 3.1) příslušnou ikonkou. 
Výsledek odezvy vidíme v tabulce. Tato možnost ale funguje pouze na lokálním serveru, poněvadž 
veřejné hostingové servery mají některá bezpečnostní omezení, díky kterým některé funkce systému 
nelze plně realizovat bez zásahu do nastavení serveru. Pokud nám funguje PING, můžeme přistoupit 
na další krok a tím je aktivace zařízení. Aktivací je míněna akce, která uloží id gateway do globální 
proměnné (URL adresa – část mygw), a cokoliv provedeme, bude prováděno s aktivovanou gateway. 
Pokud je zařízení aktivováno, můžeme vytvořit kompletní zálohu konfigurace, předtím, než budeme 
cokoliv měnit. Zálohu provedeme příslušným tlačítkem. Pro účely zálohování je implementován 
správce všech záloh. Tudíž všechny vytvořené zálohy jsou uloženy v databázi a zobrazeny ve správci 
záloh. Každý soubor se zálohovanou konfigurací si můžeme stáhnout, zobrazit anebo obnovit tuto 
zálohu na aktuálně aktivovaný gateway. Záloha se vytváří odesláním příkazu export na gateway. 
RouterOS pomocí tohoto příkazu vrátí velkou skupinu příkazů, kterou, když aplikujeme na nějaký 
nový, popř. stejný gateway, vrátíme gateway do stejného stavu, v jakém byl zálohován. Není tedy 
problém vrátit na gateway konfiguraci, kterou jsme zálohovali před delší dobou. Podmínkou pro 
obnovení zálohy z jiného zařízení na jiné je, aby nové zařízení mělo alespoň ty stejné možnosti 
konfigurace, jinak záloha neproběhne úplně.  
Posledním krokem, abychom mohli začít pracovat se zařízením je spárování zařízení se 
systémem (bude detailněji popsáno dále). Spárování může trvat zhruba 10-15 sekund, poněvadž je 
přenášeno větší množství informací a musíme brát v úvahu různé bezpečnostní timeout timers na RB. 
Spárování zavolá celou škálu příkazů a jejich výsledky uloží do databáze ve formátu JSON (viz 
kapitola 4.2.5). Jakmile je tato akce dokončena, můžeme kliknout na jakoukoliv záložku a začít plně 
pracovat se zařízením. Všechny informace pro všechny záložky jsou vždy před kliknutím nově 
načteny z databáze z posledního spárování a prezentovány uživateli. Po provedení je každá změna 
zapsána přímo do konfigurace RB a provedeno příslušné částečné spárování upraveného segmentu. 
Byla i rychlejší možnost zapsání konfigurace do konfigurace RB a následná změna  v databázi, ale 
občas se stane, že z nějakého důvodu (většinou chyba lidského faktoru) se změna na RB neprovede a 
my bychom tak měli různé informace v databázi a v RB, což by vedlo k dalším chybám. Proto je 
voleno s ohledem na spolehlivost nejlepší řešení.  
4.1.2.11 UacPresenter 
User account control presenter, jak již název napovídá, slouží ke správě přístupů administrátorů na 
RouterBoard. Spravovat můžeme přístupové skupiny, tj. skupina, které přiřadíme různá oprávnění a 
nějak ji pojmenujeme. Tyto skupiny můžeme libovolně mazat, upravovat a vytvářet. Do každé 
skupiny po té můžeme vytvářet uživatelské účty a tím zajistíme, že uživatel na RB nezmění, popř. 
nezobrazí nic, co nechceme. Při vytváření nové skupiny oprávnění je po nás požadováno pouze jméno 
skupiny a pak si už jen jednoduše označíme možnosti, které chceme dané skupině povolit. Stejně 
můžeme nakládat i s uživatelskými/administrátorskými  účty – můžou být libovolně vytvářeny, 
mazány a upravovány. Při vytváření účtů stačí zadat pouze přihlašovací jméno, heslo a přiřadit 
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uživateli nějakou s již vytvořených skupin oprávnění. Na RB jsou tři základní výchozí skupiny: Read, 
Write, Full, které je zakázáno mazat nebo upravovat. Skupina Full má nejvyšší možné oprávnění, 
skupina Read má povoleno jen číst některé části konfigurace, ale zakázány veškeré změny.  
4.1.2.12 VpnPresenter 
VpnPresenter je po kódové stránce druhý nejobjemnější presenter. Jakmile přistoupíme na záložku 
VPN, objeví se před námi tabulka s několika zeleně nebo červeně svítícími ikonkami. Každý řádek 
této tabulky znamená jednu z nutných prerekvizit nastavení, která musí být nastavena na 
RouterBoardu, aby fungovalo VPN spojení. VPN spojení je realizováno pomocí PPTP (Point-to-Point 
Tunneling Protocol) protokolu, což je způsob realizace Virtuální privátní sítě.  
Řádek první nám zobrazí, zda RB má na Firewallu povolené a přiřazené service porty PPTP, 
GRE. Druhý zmiňovaný je tam spíše z informačního hlediska, úplně nutný není. Svítí-li ikonka 
napravo zeleně, znamená to, že tento řádek je nastaven správně. V opačném případě je místo zeleně 
svítící ikonky ikonka šroubováku a místo PPTP ikonky ikonka červeného křížku. Pokud klikneme na 
ikonku šroubováku, bude provedeno potřebné nastavení pro splnění této podmínky – nejčastěji 
doplnění čísel portů k příslušné službě. 
Řádek číslo dvě je další prerekvizita, nutná pro funkčnost VPN spojení. Zpřístupnění vpn-
remote-requests. Typicky je tato funkce vypnutá, stačí pouze aktivovat. 
Řádek číslo tři je aktivace samotného PPTP serveru, aby odpovídal na žádosti o vytvoření PPTP 
tunelu. Typicky je tato možnost také deaktivována, takže kliknutím na příslušnou ikonku tuto 
možnost opravíme a můžeme pokračovat dále. 
Řádek číslo čtyři zajistí, aby firewall nezahodil PPTP provoz. Tudíž je nutné explicitně povolit, 
veškerý průchozí provoz na portech 1723 (PPTP) a 47 (GRE).  
Pomocí posledních dvou řádků se nastaví VPN rozhraní – čili vnější rozhraní, na které budou 
chodit požadavky z internetu na vytvoření VPN tunelu. Nastavení musí být uloženo. Jakmile je 
nastaveno VPN rozhraní, může se nastavit, zda uživatel, který se připojí na VPN, smí přistupovat do 
vnitřní firemní sítě nebo nesmí. Toto je realizováno přidáním možnosti na VPN interface 
proxy=proxy-arp. 
Na téměř každém řádku můžeme kliknout na informační ikonku a zjistit tak více o dané 
volbě. Jakmile svítí všechny 4 ikonky v pravém sloupci tabulky zeleně, můžeme přistoupit na 
samotné nastavování VPN brány pro uživatele.  
Nejprve musíme vytvořit určitý VPN profil, do kterého po té budeme později přidávat 
uživatele – podobně jako pro přístupy uživatelů na RB (viz. 4.1.2.11). Při vytváření profilu je po nás 
požadován název profilu, lokální IP adresa (na RB pro spojení), použitý DHCP Pool, ze kterého 
dostane uživatel po přihlášení přidělenou IP adresu (viz. DHCP Server, Pool 4.1.2.3), použití 
šifrování (pro připojování z Windows7/Vista funguje pouze volba required), možnost více sessions 
v rámci jednoho uživatele (pokud je jeden uživatel na VPN již přihlášen, zda se může přihlásit 
zároveň na tentýž účet z jiného PC) a DNS serverů, pomocí kterých budou uživateli překládány 
požadavky na přístup do internetu.  
Po vytvoření VPN profilu, stačí kliknout na příslušnou ikonku a do profilu můžeme přidávat 
jednotlivé uživatelské účty pro naše cestující nebo z domu pracující zaměstnance. Při vytváření VPN 
uživatelského účtu stačí zadat pouze uživatelské jméno, heslo a volitelně statickou IP adresu, místo té, 
kterou by mu přidělil DHCP Server, který přiděluje IP adresy příslušnému VPN profilu. Veškeré 
uživatelské účty nebo profily můžeme jednoduše přidávat, upravovat a mazat, až na výjimky a těmi 
jsou 2 defaultní VPN profily, s kterými není povolena manipulace. Vedle každého profilu je 
informační ikonka, pomocí které můžete zjistit všechna detailní nastavení příslušného profilu. 
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4.1.3 Template 
Templates, česky šablony, jsou soubory, do kterých jsou z presenterů odesílány již upravená pole, 
naplněné proměnné, atd. Dále pak veškerý HTML kód je umísťován právě do template souborů. 
Templates se skládají z více souborů. Hlavní soubor je @layout.phtml, ve kterém se nachází 
kompletní HTML kód a grafika stránky a jsou do něj vtahovány  už pouze specifické pohledy pro 
každou záložku a akci zvlášť. Lépe vysvětleno a znázorněno v kapitole MVP (viz kapitola 4.2.3.). 
Každý presenter má svoji složku templates. V každé složce (podle jména presenteru) se nachází 
výchozí pohled, který je vykreslen při kliknutí na záložku. Výchozí pohled se nezobrazuje v URL 
adrese. V každé složce jsou zároveň i další pohledy, které náleží příslušným akcim, jako např.: 
upravitDhcp.phtml apod. Každý pohled musí mít v příslušném presenteru metodu pro svoje 
vykreslení, čili někde v DhcpPresenter.php se musí nacházet metoda 
renderUpravitDhcpServer s příslušným počtem parametrů.  
4.1.3.1 Běžný template 
V každém template je nejprve zkontrolováno, zda je aktivováno nějaké zařízení a zda je toto zařízení 
již spárováno se systémem. Pak je proveden příslušný výpis. V šablonách uplatňujeme filtry a 
helpery. Pomocí helperů můžeme realizovat některé příkazy z php. Až v šabloně filtrujeme 
požadované výpisy, které jsou v poli, nikoli v presenteru. V šabloně můžeme vytvářet linky a signály. 
Link a signál se od sebe liší pouze vykřičníkem.  
 
 Příklad hypertextového odkazu v template: 
 <a href=“{link Vpn:upravitVpnUzivatele, id}“> 
 Řídíme se pravidlem Presenter:template, příslušný počet parametrů 
 V souboru VpnPresenter.php pak pak bude metoda 
 public function renderUpravitVpnUzivatele($id) 
 { 
  //nějaká akce 
  $this->redirect(‘Vpn:default’); //přesměrování  
 } 
 Příklad signálu v template: 
 <a href=“{link Nat:aktivaceProroutovani!, id}“> 
 Řídíme se pravidlem Presenter:signal!, příslušný počet parametrů 
 Jelikož se nejedná o odkaz na template, nebude k tomuto signálu žádný další soubor 
 V souboru NatPresenter.php pak bude metoda 
 public function handleAktivaceProroutovani($id) 
 { 
  //nějaká akce 
  $this->redirect(‘Vpn:default’); //přesměrování 
 } 
 
 Příklad cyklu foreach v template: 
{foreach $someArray as $item => $id} 
 //nějaká akce 
{/foreach} 
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 Příklad podmínky if v template: 
{if $myVar == 1} 
//akce 
{elseif} 
//akce 
{else} 
//akce 
{/if} 
 
Z každého template máme přístup i k proměnným presenteru. 
 Příklad: 
{$presenter->mojePromenna} 
4.1.4 Spárování zařízení s informačním systémem 
Po přidání nového zařízení do systému je vždy nutné toto zařízení s informačním systémem spárovat. 
Spárování znamená jednosměrné naplnění databáze informačního systému informacemi z RB. O 
spárování zařízení s informačním systémem se stará jeden z Modelů a to GatewayModel, který posílá 
přesně dané příkazy pomocí MikrotikModelu na daný RB a sbírá všechny vrácené výsledky.  
Spárovat zařízení s informačním systémem můžeme dvěma způsoby. 
4.1.4.1 Možnosti spárování 
Částečné spárování zajistí pouze spárování určitého pozměněného segmentu konfigurace RB a to 
vždy po provedení nějaké změny. Pokud tedy např. přidáme nový uživatelský vpn účet, tak jakmile 
klikneme na formulářové tlačítko „Uložit“, je z formulářových dat vytvořen přesný příkaz, který je 
poslán na RB a po té je zavoláno spárování segmentu VPN. Každá záložka tedy představuje jednu 
tabulku, ze které se čerpají data k naplnění tabulek zobrazovaných uživateli. Každá tabulka má 
několik sloupců a to podle příkazů, které je potřeba zavolat, tudíž co sloupec, to jeden příkaz.  
 
Kompletní spárování postupně volá všechny metody na částečné spárování, a naplňuje tabulku. 
Kompletní spárování je časově náročnější, než částečné spárování, poněvadž je volána spousta 
příkazů a přenášena spousta dat a také musíme uvažovat timeout timers na RB, omezující 
bezpečnostní rizika, která nás bohužel taky stojí nějaký čas. Kompletní spárování trvá tedy zhruba 10-
15 sekund. Kompletní spárování používáme tehdy, když přidáme nové zařízení do systému a dále pak 
když přijdeme k informačnímu systému po delší době a nejsme si jisti, jestli někdo nekonfiguroval 
RB přímo, tudíž bude potřeba doplnit změny. Pro veškeré další změny plně dostačuje částečné 
spárování, které se provede automaticky po každé změně konfigurace příslušného segmentu nastavení 
a trvá zhruba 2-3 sekundy.   
4.1.4.2 Co vše bude spárováno 
Spárování DHCP probíhá zavoláním metody „sparujDhcp“ s parametrem typu spojení 
(telnet|ssh) a id zařízení. Abychom naplnili tabulku, je potřeba zavolat postupně tyto příkazy: 
/ip pool print terse 
/ip dhcp-server print terse 
/ip dhcp-server network print terse 
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/ip dhcp-server lease print terse 
/interface print terse 
 
Na následujících řádcích vidíme výstup příkazu:  
/ip pool print terse 
 
[admin@xklica00] > /ip pool print terse 
0 name=dhcp_poolK3 ranges=192.168.69.2-192.168.69.253 
1 name=dhcp_pool1 ranges=192.168.254.50-192.168.254.60 
2 name=novy ranges=192.168.15.2-192.168.15.200 
 
 
Tato informace je rozparsována a transformována do následujícího pole: 
 
array(3) [ 
   0 => array(3) { 
      "id" => "0" 
      "name" => "dhcp_poolK3" (11) 
      "ranges" => "192.168.69.2-192.168.69.253" (27) 
   } 
   1 => array(3) { 
      "id" => "1" 
      "name" => "dhcp_pool1" (10) 
      "ranges" => "192.168.254.50-192.168.254.60" (29) 
   } 
   2 => array(3) { 
      "id" => "2" 
      "name" => "novy" (4) 
      "ranges" => "192.168.15.2-192.168.15.200" (27) 
   } 
] 
 
Jakmile dostaneme takové pole, přichází na řadu příkaz json_encode, který toto pole převede do 
textového řetězce, který uložíme do databáze.  
 
 
Výsledný řetězec v JSON formátu po zavolání příkazu json_encode na dané pole: 
[{"id":"0","name":"dhcp_poolK3","ranges":"192.168.69.2-
192.168.69.253"},{"id":"1","name":"dhcp_pool1","ranges":"192.168.254
.50-192.168.254.60"},{"id":"2","name":"novy","ranges":"192.168.15.2-
192.168.15.200"}] 
 
 
Takový řetězec je pak při výběru z databáze opět transformován příkazem json_decode do tvaru 
pole a to je předáno do template a z něj vyfiltrována a vypsána potřebná data uživateli. 
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Spárování DHCP zakončíme uložením výsledků všech příkazů do databáze pomocí příkazu: 
$item = array( 
      'id_dhcp' => NULL, 
      'id_gateway' => $mygw, 
      'network' => $dhcpnet, 
      'pool' => $pools, 
      'server' => $dhcpserver, 
      'lease' => $dhcplease, 
      'interface' => $dhcpint, 
      'datum' => new DateTime, 
    ); 
     
    return dibi::query('INSERT INTO dhcp', $item); 
 
Veškeré proměnné jsou ve formátu JSON. 
Velmi obdobně probíhá uložení všech ostatních tabulek do databáze. 
 
 
 
Spárování VPN  
Použité příkazy: 
/ip dns export 
/interface pptp-server server export 
/ppp profile print terse 
/ppp secret print terse 
/interface ethernet print terse 
 
 
Spárování Firewall 
Použité příkazy: 
/ip firewall filter print terse 
/ip firewall service-port print terse 
 
 
 
Spárování NAT 
Použité příkazy: 
/ip firewall nat print terse 
/ip firewall address-list print terse 
 
 
Spárování uživatelských rolí a účtů  
Použité příkazy: 
/user print terse 
/user group print terse 
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Obecné vlastnosti informačního systému 
 
Informační systém je navržen, aby co nejlépe usnadnil práci administrátorům, kteří s ním 
budou pracovat. Webové prostředí v konečné fázi bylo z pohledu dotázaných osob vyhovující, 
srozumitelné a uživatelsky přívětivé. Veškerá formulářová pole jsou standartně (předpokládá se, že se 
systémem pracuje zkušený administrátor, znalý problematiky síťových technologií) ošetřeny proti 
zadání nekorektních údajů. Veškeré změny jsou ohlášeny po každé změně pomocí flash Message 
(blesková zpráva – objeví se po odeslání formuláře nebo po provedení jakékoliv změny nastavení), 
která potvrdí nebo vyvrátí úspěšnost provedené akce. Informační systém je díky použití frameworku 
Nette velmi bezpečný a chráněn proti všem běžným typům útoků.  
Původně informační systém uměl i komunikaci pomocí Telnet, která byla ale bohužel skryta a 
znepřístupněna administrátorovi, poněvadž Telnet je protokol, který nepodporuje žádné šifrování, 
data v něm putují jako text a při testovacím provozu bylo testované zařízení několikrát napadeno.  
4.2 Použité technologie 
4.2.1 XAMPP 
Jedná se o balík přednastavených instalací programů pro provoz webového serveru. Je to freeware 
obsahující vše potřebné k rychlé a jednoduché instalaci MySQL databáze, serveru Apache s PHP, 
phpMyAdmin a mnoho dalšího. Při vývoji byla použita aktuální verze XAMPP 1.7.3 for Windows. 
4.2.2 Nette framework  
Nette Framework je z rodiny frameworků MVC/MVP (Model-View-Controller / Model-View-
Presenter). Jedná se o: cituji: “výkonný framework pro pohodlné a rychlé vytváření kvalitních a 
moderních webových aplikací v PHP5. Eliminuje bezpečností rizika, podporuje 
AJAX,DRY,KISS,MVC a znovupoužitelnost kódu“ [6]. Nette je výkonnostně na špici – je jedním z 
nejrychlejších frameworků vůbec. Ladit něco v PHP je velmi obtížné a právě proto má Nette 
bezkonkurenční ladící nástroje. Podporuje objektový návrh a používá revoluční technologie, 
eliminující výskyt bezpečnostních děr.  
Nette framework jsem si vybral kvůli tomu, že při práci s ním se člověk může plně soustředit na 
programování aplikace a takové ty rutinní práce, na které jsem byl zvyklý v obyčejném PHP, jako je 
ošetření každého vstupu atd. odpadají a řeší je Nette automaticky. Také se mi líbí velmi aktivní česká 
komunita, poněvadž tento framework pochází od českého autora a to nejlepší na něm je, že je 
zadarmo.  
4.2.2.1 RobotLoader 
V adresáři webové aplikace včetně všech podadresářů jsou proběhnuty všechny PHP skripty a v nich 
vyhledána definice tříd a rozhraní. Výsledkem je tabulka identifikátorů a relativních cest k souborům. 
Nette pak přesně ví, který soubor při požadavku na konkrétní třídu vložit. Je to velice rychlé. Tabulka 
se uchovává na disku v podobě INI souboru. Při nahrání nové verze aplikace na web lze jedním 
příkazem tabulku vygenerovat znovu, nebo ještě jednodušeji – stačí smazat příslušný soubor a 
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vygeneruje se sama. Nette může běžet v tzv. ladícím režimu a pokud v tomto režimu není třída 
nalezena, provede se automaticky regenerace cache a pokud to nepomůže, ohlásí se error.  
 
 
 
Výhody tohoto řešení: 
 Zbavení se všech volání require_once 
 Vkládají se jen potřebné soubory 
 Bez striktních konvencí pojmenovávání souborů 
 Možno mít více tříd v jednom souboru 
 Není třeba ručně udržovat tabulku 
 Nette již při generování odhalí konflikty názvů 
4.2.2.2 Adresářová struktura Nette projektu 
 
app/ 
    .htaccess (Deny from all) 
    bootstrap.php 
    config.ini 
    models/ 
    presenters/ 
        DefaultPresenter.php 
        AdminModule/ 
            DefaultPresenter.php (Admin:Default presenter) 
    temp/ (must be writtable) 
    templates/ 
        @layout.phtml 
        Default/ (Default presenter) 
            default.phtml (Default:default view) 
        AdminModule/ 
            Default/ (Admin:Default presenter) 
                @layout.phtml (Admin:Default presenter layout) 
                default.phtml (Admin:Default:default view) 
 
document_root/ 
    .htaccess (see below) 
    index.php 
 
libs/ 
    .htaccess (Deny from all) 
    dibi/ 
    Nette/ 
    Texy/ 
 
Doporučená adresářová struktura projektu v Nette frameworku [6]. 
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4.2.2.3 Životní cyklus aplikace 
 
Životní cyklus aplikace se dá rozdělit do těchto bodů: 
 Router z URL vytvoří objekt PresenterRequest (obsahuje jméno presenteru); 
 PresenterLoader ze jména presenteru odvodí třídu a případně název souboru; 
 Presenter volá metody podle aktuálního action & view (případně i subrequestu); 
 Presenter načítá šablony, ve hře je název presenteru a view; 
 Renderování: v tomto a předchozím bodě se obvykle vytváří odkazy na jiné presentery a 
jejich action & view, do toho se zapojuje opět PresenterLoader a Router. 
 
Bezpečnost aplikace v Nette 
 
Webové aplikace jsou díky Nette frameworku chráněny proti všech běžným typům útoků. 
 
 Cross-site scripting (XSS) je metoda narušení webových stránek zneužívající neošetřených 
výstupů. Útočník pak dokáže do stránky podstrčit svůj vlastní kód a tím může stránku pozměnit 
nebo dokonce získat citlivé údaje o návštěvnících. Proti XSS se lze bránit jen důsledným a 
korektním ošetřením všech řetězců. Přitom stačí, aby váš kodér jen jednou jedinkrát toto 
opomenul, a celý web může být rázem kompromitován. Nette Framework používá technologii 
Context-aware escaping, která zbavuje programátora tohoto rizika tím, že všechny výstupy jsou 
automaticky ošetřeny. 
 
 Cross-site regest foyery (CRSF) je útok spočívající v tom, že přimějeme uživatele navštívit 
stránku, která skrytě vykoná útok na webovou aplikaci, kde je uživatel zrovna přihlášen. Lze tak 
například pozměnit nebo smazat článek, aniž by si toho uživatel všiml. Proti útoku se lze bránit 
generováním a ověřováním autorizačního tokenu. 
 
 URL attack, control codes, invalid UTF-8: Různé pojmy související se snahou útočníka 
podstrčit vaší webové aplikaci škodlivý vstup. Následky mohou být velmi různorodé, od 
poškození XML výstupů (např. nefunkční RSS kanály) přes získání citlivých informací z 
databáze nebo hesel. Obranou je důsledné ošetřování všech vstupů na úrovni jednotlivých bajtů. 
Nette framework toto dělá zcela automaticky. 
 
 Session hijacking, session stealing, session fixation: Se správou session je spojeno hned několik 
typů útoků. Útočník buď zcizí anebo podstrčí uživateli své session ID a díky tomu získá přístup 
do webové aplikace, aniž by znal heslo uživatele. Poté může v aplikaci provádět cokoliv, aniž by 
o tom uživatel věděl. Obrana spočívá ve správném nakonfigurování serveru a PHP. 
Nette Framework nakonfiguruje PHP zcela automaticky. Programátor tak nemusí přemýšlet, 
kterak session správně zabezpečit a může se plně soustředit na tvorbu aplikace [6]. 
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4.2.3 MVC/MVP 
Model-view-controller / Model-view-presenter 
 
MVC je spíše než návrhový vzor softwarová architektura, která rozděluje aplikaci do tří vrstev: na 
datový model, uživatelské rozhraní a řídicí logiku. Přičemž modifikace některé z nich má pouze 
minimální vliv na ostatní. Každá část kódu webových aplikací skutečně spadá do jedné z těchto 
kategorií. MVC však říká, že tyto části je nutné oddělit do samostatných komponent nebo modulů. 
MVC dále určuje vztah jednotlivých komponent, který je znázorněn na obrázku 5.2.2a: 
 
 
Obrázek 5.2.2a: Architektura MVC [5]. 
 
 
 
 Model zajišťuje přístup k datům a manipulaci s nimi. 
 View (pohled) převádí data reprezentovaná modelem do podoby vhodné k prezentaci uživateli. 
 Controller (řadič) reaguje na události pocházející od uživatele a zajišťuje změny v modelu nebo 
v pohledu. 
 
Tento princip poprvé popsal Trygve Reenskaug v roce 1979. Dnes je velmi populární právě u 
webových aplikací, jenže často jde o tvrzení pramenící z jeho pochopení. Ve své původní podobně jej 
vlastně nepoužívá nikdo. Role a vztahy jednotlivých vrstev se často chápou velmi volně. To je také 
důvod, proč se Nette Framework hlásí k MVC jen jako k duševně spřízněné architektuře. 
 
Logice Nette Frameworku daleko lépe odpovídá nepříliš známý vzor MVP, tedy Model-View-
Presenter. Zjednodušeně tak můžeme říct, že presenter v Nette je totéž, co controller v jiných 
frameworcích. 
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Obrázek 5.2.2b: Architektura MVP [7]. 
 
 
 model nemá vědět o tom, že nějaké view a presentery existují 
 view o modelu vědět také nemusí (pasivní view), nebo naopak může data tahat přímo z něj, dle 
zvolené koncepce 
 presenter seznámí view s modelem (ne naopak) a realizuje uživatelské akce. Ty patří do tří 
kategorií  
 změna view (nejčastější) 
 změna stavu (interakce v rámci aktuálního view) 
 příkaz pro model 
 
 
 
Ideální je, aby se 
 činnosti modelů omezily jen na získávání dat čili práci s databází 
 logika v šablonách omezila na iterace, if, else. 
 logika v presenteru omezila na:  
 plnění šablon a registraci helperů a filtrů 
 sestavení stromu komponent 
 úkolování tříd z modelu 
 
 
Model ve většině případů bude tvořit více tříd. Jedna z nich se může starat právě o zapouzdření 
připojení k DB, které využijí jiné třídy modelu. Ale z pohledu celé aplikace je to chápáno jako jeden 
celek, jeden model. 
 
Z pohledu jednotlivých vizuálních komponent i tyto mohou mít svůj vlastní malý model. Dal by se 
nazývat třeba komponentový model. Propojení těchto modelů s hlavním modelem pak opět zajistí 
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presenter. Z pohledu celé aplikace se tyto modely budou spíš považovat za součást prezentační 
logiky, než součást modelu [5][6][7]. 
4.2.4 dibi  
Dibi je databázová vrstva pro PHP5. Současně podporuje MySQL, PostregeSQL, SQLite, MS SQL, 
Oracle, Access and generic PDO and ODBC.  
Databázová vrstva dibi má za úkol: 
 Maximálně ulehčit práci programátorům. Jak?  
 zjednodušit zápis SQL příkazů, co to jen půjde 
 snadný přístup k metodám, i bez globálních proměnných 
 funkce pro několik rutinních úkonů 
 eliminovat výskyt chyby. Jak?  
 přehledný zápis SQL příkazů 
 přenositelnost mezi databázovými systémy  
 automatická podpora konvencí (escapování/slashování, uvozování identifikátorů) 
 automatické formátování spec. typů, např. datum, řetězec 
 sjednocení základních fcí (připojení k db, vykonání příkazu, získání výsledku) 
 a především KISS (Keep It Simple, Stupid)  
 zachovat maximální jednoduchost 
 raději jeden geniální nápad, než 10.000 hloupých řádků kódu [8] 
 
4.2.5 JSON 
JSON (JavaScript Object Notation) je odlehčený formát pro výměnu dat. Je jednoduše čitelný i 
zapisovatelný člověkem a snadno analyzovatelný i generovatelný strojově. Je založen na podmnožině 
Programovacího jazyka JavaScript, Standard ECMA-262 3rd Edition - December 1999. JSON je 
textový, na jazyce zcela nezávislý formát, využívající však konvence dobře známé programátorům 
jazyků rodiny C. Díky tomu je JSON pro výměnu dat opravdu ideálním jazykem. 
 
JSON je založen na dvou strukturách: 
 Kolekce párů název/hodnota. Ta bývá v rozličných jazycích realizována jako objekt, záznam 
(record), struktura (struct), slovník (dictionary), hash tabulka, klíčový seznam (keyed list) nebo 
asociativní pole. 
 Tříděný seznam hodnot. Ten je ve většině jazyků realizován jako pole, vektor, seznam (list) nebo 
posloupnost (sequence). 
 
Jedná se o univerzální datové struktury a v podstatě všechny moderní programovací jazyky je v 
nějaké formě podporují. Je tedy logické, aby na nich byl založen i na jazyce nezávislý výměnný 
formát. 
 
V JSON jsou tyto struktury realizovány s využitím následujících konstrukcí: 
 
Objekt je netříděná množina párů název/hodnota. Objekt je uvozen znakem { (levá složená závorka) 
a zakončen znakem } (pravá složená závorka). Každý název je následován znakem : (dvojtečka) a 
páry název/hodnota jsou pak odděleny znakem , (čárka). 
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Obrázek 5.2.4.a: JSON Objekt [9]. 
 
 
Pole je setříděnou kolekcí hodnot. Začíná znakem [ (levá hranatá závorka) and končí znakem ] (pravá 
hranatá závorka). Hodnoty jsou odděleny znakem , (čárka). 
 
 
 
Obrázek 5.2.4.b: JSON Pole [9]. 
 
Hodnotou rozumíme řetezec uzavřený do dvojitých uvozovek, číslo, true, false, null, objekt nebo 
pole. Tyto struktury mohou být vnořovány. 
 
Obrázek 5.2.4.c: JSON Hodnota [9]. 
Řetězcem je nula nebo více znaků kódování Unicode, uzavřených do dvojitých uvozovek a 
využívající únikových sekvencí (escape sequence) s použitím zpětného lomítka. Znak je 
reprezentován jako řetězec s jediným znakem. Řetězec je velmi podobný řetězcům z jazyků C nebo 
Java. 
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Obrázek 5.2.4.d: JSON Řetězec [9]. 
 
 
Číslo je podobné číslům z jazyků C a Java. Jedinou výjimkou je, že není používán oktalový ani 
hexadecimální zápis. 
 
 
 
Obrázek 5.2.4.e: JSON Číslo [9]. 
Mezi jednotlivé znaky a hodnoty lze vkládat bílé znaky. Až na pár výjimek týkajících se kódování je 
tímto jazyk kompletně popsán [9]. 
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4.2.6 PHP 
PHP (Hypertext Preprocessor) je skriptovací programovací jazyk, určený pro programování 
dynamických internetových stránek. Nejčastěji se začleňuje přímo do struktury jazyka HTML, 
XHTML, což lze využít při tvorbě webových aplikací. PHP lze použít i k tvorbě konzolových a 
desktop aplikací. 
Při použití PHP pro dynamické stránky jsou skripty prováděny na straně serveru – k 
uživateli je přenášen až výsledek jejich činnosti (interpret PHP skriptu je možné volat pomocí 
příkazové řádky). Syntaxe jazyka je inspirována několika programovacími jazyky (Perl, C, Pascal a 
Java). PHP je nezávislý na platformě, rozdíly v různých operačních systémech se omezují na několik 
závislých funkcí a skripty jsou většinou kompatibilní všude. 
PHP podporuje mnoho knihoven pro různé účely - např. zpracování textu, grafiky, práci se 
soubory, přístup k většině databázových systémů (MySQL, ODBC, Oracle, PostgreSQL, MSSQL), 
podporu celé řady internetových protokolů (HTTP, SMTP, SNMP, FTP, IMAP, POP3, LDAP, …). 
PHP je vedle ASP jedním ze dvou nejrozšířenějších skriptovacích jazyků pro web [3]. 
 
4.2.7 HTML/XHTML 
Jazyky HTML (Hyper Text Markup Language) a XHTML jsou určeny pro tvorbu hypertextových 
dokumentů v síti WWW. Jazyk je aplikací dříve vyvinutého rozsáhlého univerzálního značkovacího 
jazyka SGML (Standard Generalized Markup Language). Vývoj HTML byl ovlivněn vývojem 
webových prohlížečů, které zpětně ovlivňovaly definici jazyka. Je charakterizován množinou značek 
(tzv. tagů) a jejich atributů definovaných pro danou verzi. Mezi značky se uzavírají části textu 
dokumentu a tím se určuje sémantika obsaženého textu. Názvy jednotlivých značek se uzavírají mezi 
špičaté závorky < a >. Část dokumentu tvořená otevírací značkou, nějakým obsahem a odpovídající 
ukončovací značkou tvoří element dokumentu. Například <b> je otevírací značka pro zvýraznění 
textu a <b>Červená Karkulka</b> je element obsahující zvýrazněný text. Součástí obsahu elementu 
mohou být další vnořené elementy. Atributy jsou doplňující informace, které upřesňují vlastnosti 
elementu [3][13]. 
 
4.2.8 MySQL 
MySQL je databázový systém, vytvořený švédskou firmou MySQL AB. Jeho hlavními autory jsou 
Michael „Monty“ Widenius a David Axmark. 
MySQL je multiplatformní databáze. Komunikace s ní probíhá pomocí jazyka SQL. 
Pro svou snadnou implementovatelnost (lze jej instalovat na Linux, MS Windows, ale i další operační 
systémy), výkon a především díky tomu, že se jedná o volně šiřitelný software, má vysoký podíl na v 
současné době používaných databázích.  
Datab8ye MySQL od začátku klade veliký důraz na maximální rychlost, a to i za cenu některých 
zjednodušení: má jen jednoduché způsoby zálohování, atd. V dnešní době je běžný standart všech 
poskytovatelů webhostingů poskytnutí databázového systému MySQL [3][10]. 
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4.2.9 CSS 
Kaskádové styly (CSS) představují nástroj pro specifikaci vzhledu elementů obsažených v HTML 
dokumentu. Jedná se o nejmocnější a nejpoužívanější prostředek pro tvorbu stylu webových stránek 
v současnosti. Základní myšlenka kaskádových stylů je oddělení webových dokumentů od jejich 
vzhledu a to hlavně kvůli přehlednosti. Vzhled dokumentů je specifikován na jednom místě a tím 
výrazně zlepšíme udržovatelnost celého webu, neboť bude možno měnit vzhled dokumentů nezávisle 
na jejich obsahu či způsobu generování. Specifikace vzhledu pomocí CSS přináší významné výhody: 
 
 Snadno modifikovatelnou a přehlednou definici vzhledu 
 Jednu definici je možno sdílet mezi více dokumenty [13] 
 
 
5 Závěr 
5.1 Dosažené výsledky 
Výsledný informační lze nasadit do ostrého provozu na produkční server. Informační systém 
umožňuje administrátorům zcela volnou registraci a přidávání neomezeného počtu zařízení, které 
chtějí spravovat. Nastavení každého zařízení je možno zálohovat a vyhnout se tak nepříjemnostem při 
hardwarovém selhání, poněvadž lze na nový hardware konfiguraci jednoduše zpětně nahrát. 
Konfiguraci si administrátoři mohou stáhnout i v textovém souboru. Jsou jim též k dispozici všechna 
základní a některá expertní nastavení. Mohou také jednoduše spravovat DHCP, VPN, přesměrování 
veřejné IP adresy, port forwarding, firewall, přístupové skupiny a uživatele na gateway a zálohy 
konfigurace. Je možno také odepřít peer-to-peer provoz a zablokovat nažádoucí URL adresy pro 
přístup z vnitřní sítě.  
Informační systém přesně podle požadavků zapíše každou změnu konfigurace přímo na 
zařízení přes bezpečné spojení SSH. O úspěšnosti provedené změny jsme informováni pomocí 
zprávy. Zároveň se tato změna projeví i v databázi, ze které jsou tyto informace prezentovány 
administrátorovi. 
5.2 Možná rozšíření 
 
Možností rozšíření již tak rozsáhlého informačního systému je mnoho. Jednou z hlavních je možnost 
implementace dalších jazykových mutací, pro které má Nette framework připravené prostředí. 
RouterOS má spousty možností nastavení, tudíž jejich implementace je další z potenciálních 
kandidátů na rozšíření informačního systému. Také implementace online upgrade firmwaru, který by 
byl pro RB stažen a nainstalován přímo z oficiálního webu, by nebyla špatná. Dále kvůli narůstajícím 
útokům na RB, které jsem zaznamenal při reálném provozu a testování, by bylo vhodné 
implementovat možnost změny portů, na kterých jsou dostupné služby, jako SSH, Telnet, Winbox, 
atd. Výchozí porty jsou dobře známé, a proto by bylo i vhodné, aby se stahovaly i veškeré logy, díky 
kterým by se dělala rozhodnutí, zda se jedná o útok či ne a útočníkova adresa by jednoduše byla 
přidána na seznam zakázaných adres po několika periodicky se opakujících pokusech o přihlášení.  
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Příloha 1 
Návod k instalaci 
Instalace bude popsána na počítači s operačním systémem windows.  
Z oficiální stránky stáhneme program XAMPP (www.xampp.org). Program nainstalujeme a z přílohy 
2 stáhneme složku s informačním systémem a nahrajeme ji do adresáře „htdocs“ v adresáři, kam se 
nainstaloval XAMPP. Na ploše se vytvořila ikona xampp, po jejímž spuštění se nám objeví 
jednoduchá administrace modulů, které můžeme spustit. Nám postačí první dva: Apache server, 
MySQL server. Po té otevřeme webový prohlížeč a přistoupíme na adresu http://localhost a měla by 
se nám otevřít uvítací stránka xampp. Poklepeme zde na záložku PhpMyAdmin a zde vytvoříme 
novou databázi. Výchozí uživatelské jméno pro přístup do databáze je „root“ a heslo není nastaveno. 
PhpMyAdmin nám tuto skutečnost zahlásí a vyzve nás k úpravě .ini souboru, ve kterém nastavme 
heslo k databázi. Jakmile máme vytvořenu novou databázi, otevřeme adresář s informačním 
systémem a ve složce „app“ otevřeme soubor „table.sql“, ve kterém nalezneme skript pro vytvoření 
databáze. Tento skript spustíme ve webovém prohlížeči v naší nově vytvořené databázi. Nyní už stačí 
jen ve složce „app“ ve složce informačního systému otevřít soubor „config.ini“, ve kterém upravíme 
hodnoty řádků: 
database.driver = mysql 
database.database = jméno_databáze 
database.charset = utf8 
database.lazy = TRUE 
database.host = localhost 
database.username = přihlašovací_jméno_do_databáze 
database.password = heslo_pro_přihlášení_do_databáze 
 
Nyní je veškeré základní nastavení hotové a můžeme přistoupit na adresu http://localhost/bp (bp je 
jméno složky s informačním systémem nahrané ve složce „htdocs“. Nyní se můžeme zaregistrovat a 
začít pracovat se systémem nebo se přihlásit jako superadmin (superadmin , jsemfit). 
