This paper proposes a novel approach called ITE to extract web data records in a fully automatic way. The approach effectively utilizes the tag index information in different layers of the HTML DOM tree and abstracts the concept of index tree together with its repetitiveness and consecutiveness, which can characterize the key structural information in a web page. The concept of repetitiveness indicates the structural similarities among data records, and the concept of consecutiveness represents the sequential features of multiple records. Then, the complex DOM tree can be compressed to a set of index trees based on these concepts. We also provide a series of properties as theoretical support. The extraction process is divided into three steps, namely, repetitiveness discovery, consecutiveness discovery, and index tree merging. To handle data field missing, multiple record roots, and other complicated situations, we propose a digital sequence similarity measurement and a hierarchical clustering approach to find the repeating patterns. Then, data records are identified based on the consecutiveness discovery method, and the data blocks containing full data records are restored by merging the index trees. Experiments demonstrate the effectiveness and efficiency of the proposed approach. It outperforms existing classic work in accuracy and has a satisfying execution time, which means it is applicable to large datasets. The time complexity is linear to the number of leaf nodes in the DOM tree of a web page.
Introduction
The data scale of the Internet is growing exponentially, including a large number of structured and semi-structured data. Meanwhile, the user's query on structured data consists of more than half of all web searches [1] . Web data extraction plays a significant role in mining the huge social and commercial value on the Internet and provides new opportunities for search engines, data integration, and other fields. For the massive web data, we need to develop a fully automated data extraction method. Although there are already some existing works [2] [3] , such as web page template extraction for specific structures in a page (such as tables and lists) [2] [3] , single page extraction, and multiple page extraction, there are still many challenges to achieve large-scale web data extraction. First, the web data are weakly constrained, and they have different qualities and noisy data [4] . Second, the web structure is complex, and thus multiple special cases must be dealt with. Third, although web pages present certain visual repeating characteristics that are used in many works [5] , the diversity and complexity of visual rendering make them less applicable to large-scale data extraction process.
The HTML DOM tree contains high-quality structural information, which is used in many ways, including the sub-treesimilarity-based [6] and the node-path-based [7] data extraction approaches. Their advantages lie in that they do not need to consider the diversity and complexity of visual rendering; they only need to focus on the data and structural features. However, current works have not yet fully excavated the structural characteristics of the DOM tree, which is too complex to intuitively reflect the key structural information.This paper views the DOM tree from another perspective, where multiple data records in a web page are mostly template-based, and each record contains data fields that can be aligned. It reveals the most important structural features of the page, i.e., the consecutiveness of data records and the repetitiveness of data fields in consecutive records. These two features can be found in the sibling tag nodes on different layers of the tree and provide an efficient way to compress the original DOM tree more concisely and clearly. In this paper, a data structure called Path Index Tree (PST) with the properties of consecutiveness and repetitiveness is proposed, along with an automatic data extraction method. This paper is organized as follows: Section 2 introduces the basic concepts and methods, including the concept of the Path Index Tree, and its repetitiveness and consecutiveness. In Section 3, the similarity measure of digital sequences and repeating pattern discovery approach are introduced. In Section 4, the consecutiveness discovery approach is proposed. In Section 5, we discuss how to merge multiple path index trees to form complete data records. In Section 6, the experimental results are displayed, including the accuracy and efficiency evaluation, and the time complexity is analysed. Section 7 provides related work, and Section 8 is the conclusion.
Concepts and Brief Introduction to the Approach
A web page is usually composed of multiple data blocks, which is an area containing multiple data records sharing the same structure, and a data record contains multiple data fields, as shown in Figure 1 . Typically, multiple data records in a data block are dynamically generated from the same template, and each data item in the template corresponds to the fields that can be aligned in each record.
A web page can be represented by a DOM tree, where all the text in the page are leaf nodes, and there is a path consisting of tag sequences from the root node to the leaf node to locate the text, as shown in the left part of Figure 1 . If we take the order of each node among their siblings into account, each leaf node can be further represented as a unique path sequence, as shown in the right part in Figure 1 . The index of a node indicates its sequence number among its siblings. Although there can be a number of nodes and indexes along the path of the text node, the role of the indexes can be simply categorized into four types: to determine the ① data block number, ② data record number, ③ data field number, and ④ others not related to data blocks/records/fields. We call the path of tag sequences without indexes the simplified path of the leaf node, and we call the path carrying the indexes the complete path of the leaf node. Based on the above path definition, it can be found that the data fields that are aligned in the data records should have the same simplified path and there should be only one difference in their complete path, i.e., the data record number, and other numbers for data blocks and the data fields should be the same. Thus, all the leaf nodes sharing the same simplified paths can be extracted from the original DOM tree to form a new tree, and data blocks, records and aligned data fields can be found by index-based tree structure mining. We use the concept of "Path Index Tree" to represent the above structure. It should be noted that nodes with the same simplified path are not necessarily aligned data fields, and they may belong to different data blocks. The definition of the Path Index Tree is given as follows.
Definition 1 Path Index Tree (PST).
A Path Index Tree corresponds to a leaf node set T in a DOM tree that has the same simplified path (assume to be = 1 / 2 / 3 / ⋯/ ) and different full paths, and each slash in the path represents a tag hierarchy. Each node in the PST tree contains two parts: the path fragment and the index, and the index is set to be the index of the last tag in the path fragment. Initially, PST is the sub-tree of DOM reserving leaf nodes T and their paths, and the path fragment of each node are set to be the tag name in the original DOM tree. Then, perform the following operations top-down on PST until reaching the leaf node: for each layer, if the parent nodes of this layer have identical path fragment and index, then merge the nodes of this layer to their parent nodes, and set the path fragment of the merged node as the concatenation of the two fragments of the merging nodes with a slash in-between, and set the index of the merged node as the index of the child node.
As seen from definition 1, the nodes in each layer share the same path fragment except for their last index in the path fragment, so the indexes take enough information to represent the tree. Figure 2 (a). The tree corresponds to a set of leaf nodes in the DOM tree with the simplified path "html/body/div/div/div/div/ul/li/div", in which the bold tag indicates where the layers with non-identical div [1] div [1] div [4] li [1] div [2] div [3] li
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html [1] body [1] div [2] ul [1] div [1] ul [1] div [1] ul [1] div [1] ul [1] div [1] ul [1] div [1] ul [1] div [1] (b) The initial path index tree corresponding to Figure 2( [c195] Ideally, there are clear boundaries between the layers of data block, records, and fields, which means there is one single root node for each data block and one single root node for each data record, as shown in the second and third layers of Figure 2 (c). The above rules have a variety of special cases due to the diversity of HTML structure, as shown in Figure 3 , which are ① there is no single root node for a data record, so that the indexes of sibling nodes cannot provide sufficient information to determine consecutiveness, as shown in Figure 3 (a). Because the fields in a data record may have different simplified paths, the consecutiveness may be scattered in different PSTs, and the indexes present regular intervals, i.e., adjacent data records have fixed intervals, and the difference between them is exactly the number of root nodes of a data record (3=4-1=7-4=6-3=9-6, 3 is the number of the root nodes of a data record), as shown in Figure 3 (b). Therefore, the concept of consecutiveness needs to be carefully defined. ② There is no data block layer, so multiple records from different blocks are mixed up, as shown in Figure 3 (c). We need to determine the consecutiveness with the help of repetitiveness. ③ There is no data record layer, which means all the fields from multiple records are mixed up, so the repetitiveness is lost and the consecutiveness cannot be used to differentiate the records, as shown in Figure 3 (d). We do not consider this special case in this paper. ④ There exists the repetitiveness superposition effect, as shown in Figure 3( [2] can be repeating fragments of length 1, 2, or 3. Thus, the repetitiveness and consecutiveness of nodes in the upper layer should be introduced to codetermine the correct repeating fragment boundaries. ⑤ Some data fields might be missing so that the existing fields cannot be correctly aligned, as shown in Figure 3 (f), so we should be able to identify the repeating and consecutive pattern under the condition of missing fields. ⑥ There is multi-level repetitiveness, which lies between the data records layer and the data fields layer, as shown in Figure 3 (g). The multi-level repetitiveness should be identified, and their consistency should be verified. Based on the above analysis, definition of consecutiveness and repetitiveness are given as follows.
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(e) Repeating overlap
(f) Data misaligned due to missing data fields [3] [2]
(g) Multiple level repeating Multiple data records without any field missing in the same data block have the following properties:
Property 1 For the index tree with explicit record layer, there must be repetitiveness and consecutiveness, and the repetitiveness lies in the lower layer of consecutiveness.
Property 2
The consecutiveness interval of the index tree is the number of root nodes of a data record.
Note that property 1 is obvious. For property 2, the fields in a data record may have different simplified paths, so the consecutiveness may be scattered in different index trees, but they together form a full sequence of consecutiveness, so the interval can decide the number of root nodes of a record.
Property 3
The number of consecutive fragments in an index tree is equal to the number of repeating fragments. Assume that the number of data records is n, the maximum index for the first and last fragment in the consecutive sequence is a and b, and the consecutiveness interval is G.
If each data record has multiple root nodes, then Equation (1) holds:
If each data record has a unique root node, then:
Equation (2) is a special case of formula 1, i.e., G = 1.
Note that property 3 can be easily obtained from the arithmetic progression formulas.
Property 4
If there are several layers between the consecutiveness layer and the lowest layer of repetitiveness, the nodes in these layers also have the same repetitiveness.
Property 5
The following values are the same for each of the index trees of the same data block: ① the depth of the consecutiveness layer, and ② the simplified path and the full path above the root node for the data record.
Note that for property 4, the layers between the consecutiveness and the lowest layer of repetitiveness can be viewed as nesting of data fields for a single data record, and they therefore should have the same repetitiveness. Property 5 is quite intuitive. This paper will find data blocks, records, and field alignments based on PST and its repetitiveness and consecutiveness, and propose an approach called IndexTreeExtractor (ITE), including the following three steps specifically: 1) Identify the data records based on the repetitiveness of data field indexes;
2) Identify the data blocks based on the consecutiveness of data records indexes;
3) Merge records: The data fields that belong to the same data record and data block in different index trees are merged into complete data records and data blocks.
Repetitiveness Discovery in ITE
The primary task of extracting data records is to find the repeating pattern for a layer in the index tree. The challenges lie in two aspects: first, there is no clear data record boundaries, so it is required to separate repeating sequences; second, the absence of some data fields might causes index misalignment in different data records. For example, "2, 4, 5, 7" will become "2, 3, 4, 6" as the field corresponding to index "3" in the template is missing.
Digital Sequence Similarity
The repeating fragments can be viewed as digital sequences, whose similarity should be calculated first. One possible approach to measure the distance between the digital sequences is to use the string edit distance. However, this method neglects the numeric information revealed by the index; for example, the distance between index 7 and 9 is 1 from the perspective of the character substitution, while the distance should be 2 based on the numeric distance. Meanwhile the string editing distance cannot reflect the chain reaction of the index sequence; for example, due to the absence of 3, the sequence "2,4,5,7" and "2,3,4,6" have a string edit distance of 3, but if taking into account the chain effect of dislocation, 4-3,5-4,7-6 can be aligned in the two sequences, so the distance between the two sequences should be 1 rather than 3. Therefore, the distance of the digital sequences is calculated by digitEditDistance minus misAlign, as shown in Equation (3), where digitEditDistance is the edit distance for the digital sequences and misalign is the total transitive value for the digit dislocation of the two sequences.
The digitEditDistance(a, b) is calculated based on the dynamic programming with the optimal sub-structure shown in Equation (4):
Where (i, j) represents the absolute value of the difference between the digit at position i in sequence a and the digit at position j in sequence b, i.e., the distance of a single index pair. digitEditDistance (i-1, j) +1 indicates that the digit at position j of sequence b does not match any of the number in a. misAlign (a, b) is calculated as follows: generate the mappings between the two sequences based on the digital sequence editing distance. Each non-equal number pair (assume as (i, j)) will have dislocation transitive effect for successive pairs, whose value is (i -j), and should exclude the effect generated from previous pairs. Therefore, the total transitive effect of digit dislocation is shown in Equation (5):
Then, the similarity of the two digital sequences is shown in Equation (6):
The index sequence can be segmented into multiple strictly increasing digital sequences, which are a possible minimum unit of the repeating fragments. Then, the similarity of two digital sequences is calculated based on the optimal sub-structure of dynamic programming as shown in Equation (7), where 1~、 1~ are fragments:
Discover the Repeating Pattern
The index sequence of a layer in the index tree should be correctly segmented and then compared for similarity. As mentioned in Section 2, the minimum possible repeating fragment is a strictly increasing sequence, which we call the smallest fragment, and one repeating fragment may contain multiple smallest fragments. The repeating fragments have a superposition effect, so we only find the shortest repeating fragments.
However, the absence of data fields results in two problems. First, it is challenging to discover the mappings for repeating fragments; second, some parent nodes may be missing in the index tree, making the number of parent nodes of the repeating fragments inconsistent. In this paper, we find the repeating fragments using the following approach: given a layer in the index tree, we set a minimum similarity threshold δ, and for each smallest fragment s, first traverse rightwards and find the first smallest fragment t with a similarity value to t above the threshold δ. Then, mark the index distance between t and s below s until the entire index sequence is marked. After the marking work, we simply perform hierarchy clustering between adjacent nodes based on the marked distance value. The generated categories are possible repeating fragments, and the dominant distance number in each cluster is the number of smallest fragments contained in a repeating fragment, as shown in Figure 4 . The choice of the threshold δ is very important. If δ is too small, fragments that do not have a repeating feature might be identified. If δ is too large, true repeating fragments might be omitted. To solve this problem, we can adopt the following strategy: first select a suitable lower threshold if the identified repeating pattern is of poor quality, then increase the threshold (at least greater than the similarity of the current mapping fragments) and search for the next similar fragment to find repeating patterns. 
Consecutiveness Discovery in ITE
Based on the properties 2-4 in Section 2, multiple repeating layers in an index tree should have the same repeating pattern, and the parent node layer of the top repeating layer is the consecutiveness layer.
The superposition effect of multiple repeating layers described in section 3.2 should be handled to verify that the repetitiveness of the different layers is consistent. First, the similarity of the parent fragments corresponding to the repeating fragments is calculated, and if they have high similarity, the repetitiveness of the two layers is consistent; otherwise, use the method in Section 3.2 to divide the parent node sequence and calculate its repeating pattern to segment the children layer, as shown in Figure 3 (c).
Consecutiveness discovery is based on definition 3 and property 3. According to the number of nodes and indexes of the corresponding parent fragments of the repeating fragments, we first use definition 3 to verify whether the indexes of the parent nodes satisfy the consecutiveness. Then, we verify whether the number of parent fragments (n), the indexes of the parent fragments (a, b), and the consecutive interval (G) satisfy the formula (1), i.e., whether the repetitiveness and consecutiveness are consistent.
In addition, due to the absence of some data fields, the index for consecutiveness may also be missing. There are two cases for this: the first one occurs when a data record has multiple root nodes, and one root node is missing as a whole. This is called entire missing, as shown in Figure 5(a) , in which the index tree corresponding to Figure 3(a) misses the root node [4] . The second one occurs when the root nodes for the data records all exist but are not displayed in a particular index tree because some field is missing. This is called partial missing and is shown in Figure 5(b) . According to the property of consecutiveness consistency, the absence of consecutiveness indexes only affects adjacent consecutive fragments, so the alignments of repeating fragments can be used to determine the category and missing index and to calculate the value of the consecutive interval, as shown in Figure 5 (a) and (b). It can be seen that if the second [2] [4] fragment is missing, Equation (1) in property 3 can be used to decide whether it is an entire or partial missing and determine whether the consecutiveness stands. 
Merge Index Trees to Form Complete Data Records
Based on repetitiveness and consecutiveness, the index tree can be divided into several sub-trees, each of which is a complete repetitive sequence. At the same time, the nodes without any repeating pattern or having poor repeating quality can be deleted. Then, the fields scattered in different sub-index trees should be merged to form a complete data block, which contains multiple complete and valid data records.
The merging process is based on property 5. First of all, the sub-index trees with identical complete paths above the consecutiveness layer are merged together, representing the same data block. Then, perform a recursive merging layer by layer downwards from the consecutiveness layer. The merging rules are as follows: for the consecutiveness level, if the consecutive interval and the number of consecutive fragments are the same, which means they have the same consecutiveness, then merge the nodes with the same index in different sub-index trees into one node, and recursively merge their child nodes this way. For nodes with different indexes, merge them into sibling nodes based on the order of the index values. For repetitive layers, the nodes with the same indexes are merged into one node, and the nodes with different indexes merges are merged into siblings, as shown in Figure 6 .
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[4] Figure 6 . Demonstration of sub-index tree merging
Experiments

Data Set
In this paper, we have carried out experimental analysis to evaluate the effectiveness and efficiency of the proposed approach. The approach is compared with the classical extraction method DEPTA [8] , which is based on the similarity of tree-based editing distance.
We use the open test environment established by Yamada et al. [9] . The data set is available at http://daisen.cc.kyushu-u.ac.jp/TBDW/.
Results
We use the ITE algorithm and the DEPTA algorithm to test the data set. Before evaluating the final accuracy and recall, we first test the performance of repetitiveness discovery and consecutiveness discovery. The metrics are the discovery rate of the two sub-procedures, which are defined as shown in Equation (8) and (11) as repDisRate and conDisRate, respectively. In Equation (8), the denominator is the total number of repetitiveness and the numerator is the discovered number of repetitiveness. Each number can be divided into two categories, i.e., complete repetitiveness and incomplete repetitiveness, where the former means there are no data or tags missing in the sequence, and the latter means the opposite. Therefore, we have the complete repetitiveness discovery rate comRepDisRate in Equation (9) and the incomplete repetitiveness discovery rate inComRepDisRate in Equation (10) . The definition of conDisRate is likewise in Equations (12-14) . It should be noted that the number of repetitiveness and consecutiveness are measured only in the lowest layer of the tree, where the repetitiveness and consecutiveness happen, and we sum up the numbers in all web pages. The test results are shown in Table  1 . As the consecutiveness is measured after the repetitiveness and is used to adjust the repetitiveness, the consecutiveness rate is slightly higher than the initial repetitiveness rate. The final evaluation metrics are data extraction accuracy and recall rate. The formulas are shown in Equation (14) and (15) respectively, where true_pos indicates the number of correct results found, false_pos indicates the number of erroneous results found, and true_neg indicates the number of correct results that were not found. The test results are shown in Table  2 . 
Complexity Analysis
Assume that the number of nodes in the DOM tree is A, the number of indexes in a web page is S, the number of data records is R, the number of indexes in the smallest fragment is D, the number of smallest data fragments in a data records is P, and the index tree has depth L. Then, the total number of smallest fragments in the index tree is C = PR, the number of fields per record is T = PD, the number of leaf nodes is N = RDP = TR, and the time complexity of each step is:
The Establishment of the Index Tree
A traverse of a web page is required, along with the complexity of O(A). To generate the index tree, all the leaf nodes with the same simplified path should be put together. If the hash method is used, the index tree can be generated during the traversal process, and on average, the number of all nodes in the page has a linear relationship with the leaf nodes, i.e., A=kT, where k is a constant whose complexity is O(T).
Find Repetitiveness and Consecutiveness
First, to segment the repeating sequence requires calculating the next similar smallest fragment for each smallest fragment, so the worst case requires P 2 R 2 comparisons and the general case requires P 2 R comparisons. For each comparison, the number of digital edited distance segSim and transitive dislocation number of the two sequences misalign need to be computed. The former is similar to the string edit distance, and the complexity is D 2 . The latter requires traversing the two sequences, whose complexity is 2D, hence the total complexity is O(P 2 R (D 2 + 2D)), i.e., O(P 2 RD 2 ). Secondly, the repeating fragments are discovered by hierarchical clustering. Since only the comparisons between adjacent fragments are required, the complexity is PR/2 + PR/4 + …, whose total value is O(PR). Finally, the complexity of verifying the repetitiveness and consecutiveness of upper layers is LR(P 2 +2P)+L2PR, where P 2 +2P means the similarity is calculated for each data record, and the consecutiveness calculation requires traversing the layers between repetitiveness and consecutiveness to verify whether they meet definition 3 and property 3, whose complexity is 2PR. There are L layers, so the total complexity is O(LRP 2 ). There are S index trees, and the total complexity of this step is O(SP 2 RD 2 )+O(LSRP 2 ).
Merging the Index Trees
The index trees have to be merged layer by layer, so the complexity is the number of trees multiplied by the number of nodes, which is (RDP + (L-1)  PR), i.e., O(SRDP + LPR). For most web pages, the index tree is within four levels, and L can be seen as a constant. The time complexity of the algorithm as a whole is O (SP2RD2), or O(ST2R). In addition, the number of index trees of the page is inversely proportional to the average number of fields T of each index tree, so the complexity can be further reduced to O(TR), or O(N), which is linear to the number of leaf nodes. It can be seen that the algorithm has good time complexity.
In the data set used in this paper, the average time to extract a single page is 432ms, which is acceptable for handling large web data.
Related Work
There has been extensive research in the field of data extraction on the web. The traditional methods come in mainly three forms, which are approaches that generate extraction rules manually, supervised approaches that are based on the labelled web pages, and unsupervised approaches that extract the data automatically. The first two categories require more human participation, so they are not applicable to large-scale web data extraction. Automated data extraction can further be divided into the following categories: 1) specific structure extraction in a page, such as massive table and list extractions from Google [2] [3] , 2) repeating data record extraction in a single page, such as DEPTA [6] , and 3) template extraction for multiple web pages [10] . This paper falls into the second category.
Early repeating record extraction for a single page mainly uses heuristic rules, such as OMINI [11] , which can only handle simple cases. Later, a number of works mining repeating patterns in web pages emerged; for example, in [12] , the authors found multiple occurrences of the same symbols to generate some general or nested forms of regular expressions. The drawbacks of such methods lie in that they cannot handle cases in the absence of some data fields. Later similaritybased approaches have been able to find similar repeating patterns that overcome the above shortcomings. DEPTA [6] is one example that is based on subtree similarities. In [7] , the authors modelled all the label paths in a web page as signal vectors and calculated the boundaries of the data records based on the similarity of the repeating textures embodied by the vector. There have been other similarity-based works that introduce additional features such as textual features, visual layout information, or hyperlink structure features [8, 10] ; however, their precision is limited. In recent years, there has also been a number of works that are concentrated on domain-oriented data extraction and use supervised machine learning technics [5, 10] . With domain knowledge involved, the extracted data can contain abundant semantic information. However, because there is a need for prior domain knowledge, their extensibility is limited.
Current similarity-based approaches mainly use the repeating features of the DOM tree and are very complex. Direct repetitiveness discovery on DOM tree is not only inefficient but also impacts the accuracy of the extraction. In fact, there is key information in the DOM tree that characterizes its structural features, which is identified through the concept of PST, repetitiveness, and consecutiveness, so as to simplify the structure of DOM tree and the similarity calculation.
Conclusion
This paper proposes a novel approach called ITE to extract web data records in a fully automatic way. The method effectively utilizes the tag index information in different layers of the HTML DOM tree and abstracts the concept of index tree together with its repetitiveness and consecutiveness, which can characterize the key structural information in a web page. The concept of repetitiveness indicates the structural similarities among data records, and the concept of consecutiveness represents the sequentially features of multiple records. Then, the complex DOM tree can be compressed to a set of index trees based on these concepts. We also provide a series of properties as theoretical support. The extraction process is divided into three steps, namely, repetitiveness discovery, consecutiveness discovery, and index tree merging. To handle data field missing, multiple record roots, and other complicated situations, we propose a digital sequence similarity measurement and a hierarchical clustering approach to find the repeating patterns. Then, data records are identified based on the consecutiveness discovery method, and the data blocks containing full data records are restored by merging the index trees.
Experiments demonstrate the effectiveness and efficiency of the proposed approach. It outperforms existing classic work in accuracy and has a satisfying execution time, which means it is applicable to large datasets. The time complexity is linear to the number of leaf nodes in DOM tree of a web page.
Future work includes extending page-level data extraction to site-level and handling more complex and diverse forms of data such as detail data, multi-valued data, and multi-level nested data, which can also be represented by the path index tree in a concise form. In addition, we also plan to cluster, match, semantically annotate, and associate the extracted largescale web data to facilitate its usage to various applications.
