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Szakdolgozatom témájának az egészséges életmód naplózását segítő mobilalkalmazás 
fejlesztését választottam webszolgáltatással kiegészítve. A webes felületen keresztül a 
felhasználóknak lehetőségük van megtekinteni a napi fogyasztásuk aktuális állását, a 
mobilalkalmazáson keresztül felvett termékeiket, poharaikat, ételeiket, a súlymérésről 
és körméretekről készített naplóbejegyzéseiket és az edzésekről vezetett 
naplóbejegyzéseiket. Továbbá megnézhetik az elmúlt napok kalória- és 
vízfogyasztásait. A mobilalkalmazásban a következő funkciók érhetők el a felhasználók 
számára. 
Intervallum időzítő: Ez a funkció külön alkalmazásként lett megvalósítva, a 
Kalóriaszámláló alkalmazástól függetlenül is használható. Az alkalmazáson belül 
kiválaszthatjuk, hogy milyen stoppertípust szeretnénk használni: 
 Egyszerű stopper 
 Tabata edzéshez 
 Maximális erő edzéshez 
 Gyorserő fejlesztéséhez 
 Izomtömegnövelő edzéshez 
 Erő-állóképesség edzéshez 
 Bármit beállíthatsz… 
Minden időzítőről kapunk egy rövid leírást, ami segíthet a választás megkönnyítésében. 
Az időzítőket igényeinknek és az edzéstípus szabályainak megfelelően testre- 
szabhatjuk. 
Testsúlynapló: Ez a funkció a Kalóriaszámláló alkalmazáson belül, egy almenüben 
érhető el. Segítségével a felhasználó naplózhatja az aktuális testsúlyát és körméreteit, és 
a változásokat grafikonon is követheti. 
Kalóriaszámláló: Ez a funkció a Kalóriaszámláló alkalmazás fő része. Ezen belül a 
felhasználónak lehetősége van új termékek, ételek és poharak felvételére, és a napi 
kalóriafogyasztás rögzítésére ezek segítségével. A regisztrációkor megadott értékekből 
a program kiszámolja a napi fogyasztást a beállított céltól függően. 
Vízfogyasztás emlékeztető: Ez a funkció szintén a Kalóriaszámláló alkalmazáson belül, 
egy almenüben lett megvalósítva. Az emlékeztető beállítását a Beállítások menüpontból 
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érjük el, míg a vízfogyasztás rögzítését, és a napi cél megtekintését az Összegző oldalon 
tehetjük meg. 
Edzésnapló: Ez a funkció az előző funkciókhoz hasonlóan szintén a Kalóriaszámláló 
alkalmazás egy menüpontjában került megvalósításra. Az Edzésnapló menün belül 
lehetőségünk van új bejegyzés rögzítésére, a már meglévő bejegyzéseink módosítására 
és azok törlésére is. Ebből a menüből érjük el az Intervallum időzítő alkalmazásunkkal 
mért munkavégzési időket. Az edzésnaplóba felvett bejegyzéseink az elsődleges 
naptárunkba is bekerülnek, törléskor pedig törlődnek. 
A dokumentáció tartalmazza a felhasználók számára segítségként szolgáló felhasználói 
leírást, amely segít eligazodni az alkalmazás használatában. A felhasználói 
dokumentáció után található egy fejlesztői dokumentáció, amely leírja a fejlesztésnél 
figyelembe vett szempontokat, a számításoknál használt képleteket, módszereket, a 
program felépítését és a tesztelési tervet, valamint a tesztelések eredményeit. 
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2. Felhasználói dokumentáció 
2.1. Rendszerkövetelmények 
A mobilalkalmazások használatához legalább Android 5.1 (Lollipop) verzióval 
rendelkező mobilkészülék javasolt. 
A webes felület használatához legalább az alábbi böngészőverziók használata javasolt: 
 Google Chrome 73.0 
 Mozilla Firefox 65.0 
 Internet Explorer 11.706 
 Microsoft Edge 17.17134 
2.2. Alkalmazások telepítése 
A mobilalkalmazások telepítéséhez a mytimer.apk és mycaloriediary.apk telepítőket 
kell futtatni a készüléken. 
Az alkalmazás webes felülete a http://perfecthealth.ddns.net:4200 címen érhető el. 
2.3. Intervallum időzítő mobilalkalmazás 
Az alkalmazás telepítése után megjelenik egy Stopperem ikon az alkalmazásaink között. 
Indítás után a kezdőképernyőnkön kiválaszthatjuk, hogy milyen stoppert szeretnénk 
beállítani. A kiválasztott időzítőtípusról kapunk egy rövid leírást, mielőtt továbblépnénk 









1. Kezdőképernyőn stopper típusának 
kiválasztása 
2. A stopper kiválasztásakor rövid információ a 
beállítási lehetőségekről edzéstípustól függően 
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Miután kiválasztottuk a számunkra megfelelő időzítőt az Ugrás a stopper beállításához 
gombbal léphetünk tovább a beállítási ablakra. Az Egyszerű stopper lehetőségnél 
visszaszámlálást tudunk indítani adott időpontról, ehhez a perc és másodperc beállítása 
gombokat használhatjuk. 
A gombokat megérintve minden időzítő beállításánál felugrik egy ablak, amely 















A „Tabata edzéshez” lehetőség kiválasztásánál csak a felkészülési és levezetési időt 
tudjuk módosítani, mivel a Tabata edzésnél az időmérésnek kötött szabályai [1] vannak. 
A kondicionális képességek fejlesztéséhez 1  használt időzítők választása esetén 
módosíthatjuk a felkészülési időt, a pihenőidőt, a körök számát és a levezetési 
időtartamot is. A gyakorlatok végrehajtásának idejét nem adhatjuk meg, mivel ezeknél 
az edzéseknél a végrehajtás ideje nincs szabályozva 2 . A választott opciónak 
megfelelően változnak a választható értékek. Például ha az edzés célja a gyorserő 
                                                 
1  Kondicionális képesség fejlesztése: maximális erő, gyorserő, izomtömegnövelő, erő-állóképesség 
fejlesztése (http://www.jgypk.hu/mentorhalo/tananyag/Testneveles/kondicionlis_kpessgek.html) 
2 Személyes tapasztalataimra alapozom a kijelentést. Ilyen típusú edzéseknél nincs megadva a végrehajtás 
ideje, hiszen különböző nehézségű és típusú gyakorlatokat szoktunk alkalmazni, amelyek végrehajtása 
eltérő ideig tarthat. 
3. Egyszerű stopper választásánál 
csak a perc és másodperc állítható 
4. Az értékek kiválasztásához 




fejlesztése, akkor a pihenőidőt nem állíthatjuk be 2 percnél kevesebbre és 5 percnél 














A Bármit beállíthatsz… lehetőségnél tényleg bármit beállíthatunk. Módosíthatjuk a 
stopper minden értéket. Ennek az időzítőnek a használata főleg olyan edzéseknél 
javasolt, amelyeknél meghatározott időtartamig kell végrehajtani egy gyakorlatot3, de 
nem a Tabata edzés szabályai szerint [3]. 
Ha minden beállítással végeztünk, akkor érintsük meg a Stopper indítása gombot. 
Megjelenik a visszaszámlálási felület ablaka. A stoppert a bal alsó sarokban lévő Start 
gomb megérintésével tudjuk elindítani. Ha már elindult a stopper, akkor a bal alsó 
sarokban lévő Szünet gomb megérintésével tudjuk szüneteltetni a visszaszámlálást. A 
jobb alsó sarokban lévő Visszaállítás gomb megérintésével a számláló visszaáll a 
kezdeti időre, és csak a Start gomb megérintésével indul el újra. 
A maximális erő, a gyorserő és az erő-állóképesség fejlesztéséhez, valamint az 
izomtömegnövelő edzésekhez használt időzítőknél megjelenik egy ablak, amikor lejárt 
a felkészülési idő, majd a pihenőidő és elkezdhetjük a gyakorlat végrehajtását. A Nyomj 
                                                 
3 Pl. Christian Thibaudeau hasizom gyakorlatainál a gyakorlatok végrehajtása fixen 30 másodperc az első 
héten, amely érték hetente növekszik 
5. Tabata edzés esetén csak a 
felkészülési idő és a levezetés 
időtartama módosítható 

















Az alkalmazás számolja, hogy mennyi időt töltöttünk a gyakorlat végrehajtásával, és 
eltárolja az időzítő típusát, az eltelt időt, és a dátumot. Ezeket az értékeket a 
Kalóriaszámláló alkalmazás segítségével tekinthetjük meg. 
2.4. Kalóriaszámláló mobilalkalmazás 
Telepítés után az alkalmazások között megjelenik egy Kalóriaszámláló ikon, amellyel el 
tudjuk indítani az alkalmazásunkat. Az alkalmazás használatához regisztrációra van 
szükség, amelyet kétféleképpen tudunk megtenni. A webes felületen keresztül a 
Regisztráció gombra kattintva, vagy a mobilalkalmazáson belül a „Nincs még 
felhasználód? Regisztrálj!” linkre kattintva. A regisztráció internetkapcsolatot igényel. 
Ha webes felületen már regisztráltunk, akkor a mobilalkalmazás sikeres bejelentkezés 
után azonnal beenged minket, és meg is jeleníti a kiszámolt értékeket az Összegző 
oldalon. Amennyiben még nem regisztráltunk, azt a mobilalkalmazásból is megtehetjük. 
A regisztrációs adatlap kitöltésekor minden adat megadása kötelező, mivel az 
alkalmazás ezek segítségével számolja majd ki a napi kalóriaszükségletet és 
vízszükségletet. A regisztráció abban az esetben sikeres, ha a regisztrálni kívánt e-mail 
címmel és felhasználónévvel még nem történt előzőleg regisztráció, és ha az adatlapon 
megadott értékek helyesek. 
Ha sikerült a regisztráció, akkor a bejelentkezési ablakra ugrunk vissza, ahol az e-mail 
cím és jelszó megadása után bejelentkezhetünk a regisztrációkor megadott e-mail 
7. Kondicionális képességek fejlesztésénél csak akkor indul a 
pihenőidő, ha már végeztünk a gyakorlatunkkal, a pop-up 
ablak csak Nyomj meg, ha kezdenéd a pihenést üzenet 
megérintésével tűnik el 
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címünkkel és jelszavunkkal. Az első bejelentkezéshez internetkapcsolat szükséges. Ha a 
bejelentkezés sikeres, onnantól az alkalmazás offline módban is működni fog. 
A sikeres bejelentkezés után az alkalmazásunk minden indításkor azonnal az Összegző 
oldalra ugrik, ahol megtekinthetjük az eddig elfogyasztott kalóriákat, lebontva 
tápanyagokra, valamint az elfogyasztott vízmennyiséget. 
 
8. Összegző oldal funkcióinak bemutatása 
Első bejelentkezéskor beállíthatjuk a profilképünket, amit utána bármikor 
módosíthatunk, csak érintsük meg a képet az oldal tetején és a telefon Galériájából 
tallózzuk ki a képet, amit használni szeretnénk. 
Az első bejelentkezés után még nem tudunk elfogyasztott ételt és vízmennyiséget 
megadni, mivel még nem rendelkezünk mentett termékekkel és poharakkal. Erre az 
alkalmazás is figyelmeztet. Ha megérintjük az Étel hozzáadása gombot, akkor 
automatikusan a Termékek listázása oldalra ugrunk, míg a Víz hozzáadása gombot 
megérintve a Poharak listázása oldal jelenik meg. 
2.4.1. Új termék létrehozása 
A Termékek listázása oldalon érintsük meg a menügombot a jobb felső sarokban, majd 

















A Termék létrehozása adatlapon minden mező kitöltése kötelező, mivel az alkalmazás 
ezek alapján tudja kiszámolni a termékek valós kalóriatartalmát a tápanyagokra 
vonatkoztatva. Termék létrehozásakor a termék csomagolásán feltüntetett, 100 grammra 
vonatkozó tápanyagértékeket, kalóriatartalmat, valamint egy adag tömegét tudjuk 
megadni.  
Az új termék elmentéséhez nincs szükség internetkapcsolatra. Az alkalmazás elmenti a 
terméket a lokális adatbázisába, és felszinkronizálja, amint úgy indítjuk el az 
alkalmazást, hogy van WiFi kapcsolatunk. Mobilinternet csatlakozás esetén nem 
szinkronizálja az adatokat. 
2.4.2. Új pohár létrehozása 
Új pohár létrehozására azért van szükség, hogy tudjuk követni az elfogyasztott 
vízmennyiséget. A Poharak listázása oldalon érintsük meg a jobb felső sarokban a 







9. Termékeim listázása oldalról 
tudunk létrehozni új terméket 

















Az új pohár adatlapjánál minden mező megadása kötelező. A létrehozáshoz nincs 
szükség internetkapcsolatra. Amint az alkalmazást úgy indítjuk el, hogy WiFi-re van 
csatlakoztatva, minden új pohár feltöltődik a szerverre. 
2.4.3. Elfogyasztott étel és vízmennyiség hozzáadása 
Az Összegző oldalon érintsük meg az Étel hozzáadása gombot. Ekkor felugrik egy 
párbeszédablak, ahol egy legördülő listából ki tudjuk választani az elfogyasztott ételt a 
termékeink közül, és meg tudjuk adni az elfogyasztott étel mennyiségét. Az OK gomb 
megérintésével megjelenik az Összegző oldal, ahol már látható is lesz, hogy az 
elfogyasztott étel kalóriatartalma tápanyagonként hozzáadódott az aktuális napi 
fogyasztáshoz. Amennyiben az elfogyasztott étel tartalmaz koffeint az elfogyasztott 
napi vízmennyiség automatikusan csökken 200 ml-rel [4]. 
Az Összegző oldalon érintsük meg a Víz hozzáadása gombot. Ekkor megjelenik egy 
párbeszédablak, ahol legördülő listából tudjuk kiválasztani a poharaink közül, hogy 





11. Poharaim listázása oldalról 
tudunk létrehozni új poharat 

















2.4.4. Összegző oldal további funkciói 
Az Összegző oldalon az Elfogyasztott kalória, illetve Elfogyasztott vízmennyiség 
gombokat megérintve lehetőségünk van megtekinteni az eddig kiválasztott ételeket és 
poharakat. Az egyes elemekre kattintva kiválaszthatjuk, hogy módosítani szeretnénk 








13. Étel hozzáadásánál a felvett 
termékeink közül választhatunk, 
és megadhatjuk az elfogyasztott 
mennyiséget 
14. Víz hozzáadásánál a poharat 
választhatjuk ki, az elfogyasztot 
vízmennyiség a pohár űrtartalma 
szerint fog változni 
15. Elfogyasztott ételt módosíthatunk 
és törölhetünk is 
16. Elfogyasztott vízmennyiségnél 
csak törlésre van lehetőségünk 
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Elfogyasztott ételek esetén a módosítás mindig csak az adott elfogyasztott ételre 
vonatkozik. Tudjuk módosítani az étel nevét, és az elfogyasztott mennyiséget is. 
Azonban poharak esetén magát a pohár tulajdonságait tudjuk módosítani, az 
elfogyasztott mennyiséget nem. Az Összegző oldalról meg tudjuk nyitni a termékeink, 
poharaink és ételeink listáját, valamint a súlynaplónkat és az edzésnaplónkat. 
2.4.5. Termékeim és poharaim menüpontok funkciói 
A Termékek listázása oldalon lehetőségünk van új termék felvételére, a már létező 
termékeink módosítására, valamint a termékeink törlésére. A termékeink módosításánál 
mindent tudunk módosítani, egyedül a termék nevét nem. A Poharak listázása oldalon 
lehetőségünk van új pohár létrehozására, a már létező poharaink módosítására, valamint 
a poharaink törlésére. Poharak esetén csak az űrtartalom módosítása megengedett. 
2.4.6. Ételeim menüpont funkciói 
Ezen az oldalon lehetőségünk van a létrehozott ételeink megtekintésére. Ételnek azokat 
az elemeket nevezzünk, amelyek más termékeinkből lettek létrehozva, receptek alapján. 
Egy étel több terméket is tartalmazhat, különböző mennyiségben, és egy termék több 
ételben is szerepelhet. Az alkalmazásunk a létrehozott ételekből létrehoz egy 1 gramm 
adagnak megfelelő terméket, amelyet majd használhatunk az Összegző oldalon az 
elfogyasztott étel hozzáadásánál. Új Étel létrehozásánál az étel nevét és a főzés/sütés 













17. Új étel adatlapja 
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Az oldalon lehetőség van még a létrehozott ételeink törlésére is. Ha egy ételt törlünk, 
akkor az automatikusan létrehozott termék is törlődik, de az addig elfogyasztott ételeink 
megmaradnak. 
2.4.7. Súlynapló funkciói 
Ha az Összegző oldalról megnyitjuk a Súlynaplónkat az eddig mért értékeinket 
tekinthetjük meg dátum szerint rendezve, az adott napon mért súllyal és körméretekkel 















A jobb felső sarokban lévő menün belül a Grafikonok megtekintése menüpontot 
választva megtekinthetjük az eddig mért értékek szerinti súlyra és körméretekre külön 
készített kimutatásokat grafikonok formájában. 
2.4.8. Edzésnapló funkciói 
Az edzésnaplón belül lehetőségünk van új bejegyzés létrehozására, a már meglévő 
bejegyzéseink módosítására, valamint a bejegyzések törlésére. Naplóbejegyzés 
módosításakor nincs lehetőség a cím és a dátum módosítására, a többi részt viszont 
szabadon szerkeszthetjük. Új bejegyzés létrehozásánál egyedül a cím megadása 
kötelező, a létrehozás dátumát automatikusan kitölti az alkalmazás. Ezt csak abban az 
esetben kell módosítani, ha maga az edzés nem ezen az időpontot történt.  
18. Súlynaplóba elmentett értékeink 
megtekintése 
19. Új súlynapló bejegyzés  
adatlapja 

















Minden új bejegyzés esetén létrejön egy naptárbejegyzés a telefon alapértelmezett 
naptárában, egy órás intervallummal és az edzés címével. Ha töröljük a 















A naplóbejegyzések részeit külön tudjuk módosítani, elég csak megérinteni a részt, 
amelyet módosítani szeretnénk. 
21. Edzésnapló bejegyzéseim 
listázása 
22. Új naplóbejegyzés létrehozása 
23. Edzésnapló módosítására és 
törlésére is van lehetőség 
24. A szerkesztést egy pop-up 
ablakon belül tehetjük meg 
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Az edzésnaplón belül van lehetőségünk megtekinteni a stopperrel mért időinket a 
gyakorlatok végrehajtásáról. Ezt az oldalt elérhetjük az Edzésnaplóm oldalról, és a 
Naplóbejegyzés szerkesztése oldalról is. Az edzésnaplóból el tudjuk indítani a Stopper 
















2.4.9. Beállítások menüpont funkciói 
A Beállítások menüpont az Összegző oldalról érhető el, és azonnal a Profil szerkesztése 
oldalra érkezünk. A felhasználó e-mail címét, jelszavát és felhasználónevét nem tudjuk 
módosítani, de minden más adatot igen. Ilyenkor az alkalmazás újraszámolja a napi 
fogyasztáshoz szükséges értékeket. A mentett adatokat az egyes mezők megérintésével 
tudjuk módosítani. 
Bejelentkezéskor automatikusan megtörténik a Vízfogyasztás emlékeztető beállítása az 
alapértelmezett értékekre, ami azt jelenti, hogy reggel 8 óra és este 10 óra között, 
óránként kapunk egy értesítést az alkalmazástól, hogy igyunk vizet. Ezen a beállításon 
tudunk módosítani. Változtathatunk a kezdés idején és a befejezés idején, és 
módosíthatjuk az intervallumot is. Abban az esetben, ha nem szeretnénk emlékeztetést, 
akkor le is állíthatjuk azt az Emlékeztető leállítása gomb megérintésével. 
 
25. Az edzésnaplók listázása 
oldalról tudunk új bejegyzést 
létrehozni 
26. Már létrehozott bejegyzésből 
indíthatjuk el a Stopper 
alkalmazásunkat 
27. Az edzésnaplón keresztül 


















2.5. Hibalehetőségek, hibás adatok kezelése 
A mobilalkalmazáson belül rengeteg helyen van lehetőség hibás adatok megadására, de 
az egyes adatlapok kitöltésekor ejtett hibákról a felhasználó azonnal értesítést kap. 
A regisztrációs adatlapon csak akkor regisztrálhat a felhasználó, ha a megadott adatok 
valós értékeket tartalmaznak. Az e-mail cím formátumára és a megadott jelszó 
bonyolultságára is beállítottam ellenőrzést. A bejelentkezés adatlapon is csak akkor 
indul el a bejelentkezés folyamata, ha a megadott e-mail cím és a beírt jelszó megfelel a 
követelményeknek. 
Új termék létrehozásánál csak a termék nevére és a gyártó nevére tettem külön 
megszorításokat, valamint a mezők kitöltését tettem kötelezővé. Új pohár létrehozásánál 
a pohár nevének hosszát szabályoztam és az űrtartalom mező kötelező kitöltését. 
Súlynapló esetén minden mező kitöltése kötelező, a dátumot az alkalmazás 
alapértelmezetten kitölti. Edzésnapló esetén csak a dátum és a cím megadása kötelező, a 
többi mezőt üresen hagyhatjuk létrehozáskor, és módosítások mentése esetén is. 
Minden hiba esetén, a hibát tartalmazó mező mellett megjelenik egy piros mező, 
amelyet megérintve a felhasználó tájékozódhat a hiba okáról, majd a mező 
megérintésével javíthatja is azt. 
28. Profil szerkesztése a 
Beállítások menüpontból érhető el 
29. Emlékeztető módosítására a 




30. Bejelentkezés után azonnal a Státusz oldalra kerülünk, ahol az aktuális 
állapotot tekinthetjük meg
Amennyiben véletlenül rossz értékeket adunk meg, vagy elírunk valamit, akkor 
lehetőségünk van módosítani a hibás értékeket. Ez a funkció egyelőre csak limitáltan a 
poharak, termékek, elfogyasztott ételek és edzésnaplók esetén érhető el. A súlynaplók 
és ételek esetén a módosítás funkció még nem lett megvalósítva. 
2.6. Webes felület funkciói 
Az alkalmazás webes felülete a http://perfecthealth.ddns.net:4200 címen keresztül 
érhető el. Az oldal megnyitásakor a Bejelentkezési felület jelenik meg. Amennyiben 
még nem rendelkezünk felhasználóval, akkor a Regisztráció gombra kattintva 
létrehozhatunk magunknak egyet. Ha már rendelkezünk felhasználóval, akkor az e-mail 
címünk és jelszavunk megadásával bejelentkezhetünk a felületre. 
Sikeres bejelentkezés után a Státusz oldal jelenik meg. Fontos, hogy ezen az oldalon 
csak akkor lesznek releváns adatok, ha minden elfogyasztott ételünk és folyadékunk 
feltöltésre kerül az adatbázisba. Ez csak WiFi kapcsolat mellett történik meg a 
mobilalkalmazásból, így eltérések lehetnek. 
A Termékeim menüpontban megtekinthetjük az összes, eddig felvett termékünket, a 
Poharaim menüpontban az összes poharunkat, az Ételeim menüpontban pedig az 
ételeinket. A Súlynaplóm menüpontban láthatjuk az összes eddig mért értéket, az 
Edzésnaplóm menüpontban pedig az eddig rögzített naplóbejegyzéseinket. 
A mobilalkalmazás minden napunkról készít egy mentést, amiben eltárolja az előző 
napon fogyasztott kalóriát, az aktuális súlyunkat, beállításainkat. A Mentett napok fülön 
ezeket az eddig elmentett, és adatbázisba feltöltött értékeket tekinthetjük meg, napokra 
lebontva. Mindegyik felületen van szűrési lehetőség. 
19 
 
3. Fejlesztői dokumentáció 
3.1. Feladat specifikációja, megoldási terv 
3.1.1. Napi kalóriaszükséglet kiszámítása 
A diéták alkalmazásánál a legalapvetőbb dolog a napi kalóriabevitel kiszámítása, 
amelynek helyes kiszámításáról, az ehhez alkalmazott képletekről a legtöbb 
felhasználónak nincsen pontos információja. Emiatt nagyon sokan rendkívül alacsony 
bevitellel kalkulálnak, és emiatt néhány hónap után elérik az úgynevezett 
platótartományt [5]. Az alkalmazásom fejlesztésénél az egyik szempont azt volt, hogy 
megtaláljam azt a számítási módszert, amellyel a legreálisabb értéket tudom kiszámolni 
a felhasználó által megadott információk alapján. A napi kalóriabevitel számításával 
foglalkozó oldalakon [6] szereplő több képlet közül választottam ki az eredeti Harris-
Benedict képletet. Ezzel a képlettel tudtam kiszámolni a felhasználó napi 
alapkalóriaszükségletét (az ún. BMR értéket (angolul: Basal Metabolic Rate))4. Ez az 




31. BMR kiszámításához használt képlet, és megvalósítása 
                                                 
4 BMR: https://en.wikipedia.org/wiki/Basal_metabolic_rate 
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Ahogyan a képletből is látszik, a helyes számításhoz szükségem van a felhasználó 
nemére, aktuális testsúlyára, magasságára és az életkorára. 
A másik fontos része a tényleges napi kalóriabevitel kiszámításának a felhasználó saját 
bevallása szerinti aktivitási szintje. Erre az alábbi általános elfogadott számítási 
módszert alkalmaztam. A felhasználó öt kategória közül választhat5: 
 minimális aktivitás 
 mérsékelt aktivitás (1-3 nap/hét) 
 közepes aktivitás (3-5 nap/hét) 
 magas aktivitás (6-7 nap/hét) 
 nagyon magas aktivitás (2 edzés/nap) 
A kiválasztott aktivitási szint alapján kapom meg azt a szorzót, amellyel végül 




32. Napi kalóriaszükséglet kiszámításának képlete, megvalósítása 
A testsúlynaplóban felvezetett súlyváltozásoknál a napi kalóriaszükséglet is módosul. 




3.1.2. Tápanyagbevitel elosztása 
A másik kulcsfontosságú része egy diétának, hogy a bevitt tápanyagokat (szénhidrát, 
fehérje és zsír) hogyan osztjuk el. Ez teljesen személyfüggő [5]. Általánosan elfogadott 
és mindenkire alkalmazható elosztás nincsen, így az alkalmazásnak ezt a részét teljesen 
a felhasználóra bíztam. Egyetlen ellenőrzést alkalmaztam, hogy a három tápanyag 
százalékának összege végül 100% legyen. A kritikus pontja egy diétának a bevitt cukor 
mennyisége[5]. A napi cukorbevitelt a WHO6 ajánlása alapján 100 kalóriára korlátoztam, 
ennek az értéknek a módosítását nem engedélyeztem a felhasználók számára [7]. 
3.1.3. Elfogyasztott ételek kalóriatartalma 
A kalóriafogyasztás nyomon követésének egyik legnehezebb része az elfogyasztott 
ételek kalóriatartalmának kiszámítása. A megvásárolt termékeken most már kötelezően 
szerepel a 100 g-ban és az egy adagban lévő tápanyagtartalom, de csak grammban 
feltüntetve. A pontos vezetéshez viszont magára a kalóriatartalomra van szükségünk. 
Az egyes tápanyagok kalóriatartalma így alakul [8]: 
 1 gramm szénhidrát energiatartalma 4,1 kcal 
 1 gramm cukor energiatartalma 4,1 kcal 
 1 gramm fehérje energiatartalma 4,1 kcal 
 1 gramm zsír energiatartalma 9,3 kcal 
A fentiek alapján minden termék esetén a csomagoláson szereplő grammokat fel kell 
szoroznunk ezekkel az értékekkel. Az alkalmazás ennek a számításnak az elvégzését 
megspórolja. 
                                                 




33. Tápanyagok kalóriatartalmának kiszámításának megvalósítása 
Valamint segít abban is, hogyha egy terméknél csak a 100 grammban lévő 
tápanyagértékek vannak feltüntetve, akkor az általunk megadott adaghoz mérten 
kiszámolja a kalóriatartalmát annak az adagnak. Például a mandulabél csomagolásán 
100 gramm termékben lévő tápanyagértékek vannak feltüntetve. Ugyanakkor én például 
egy adag müzlibe csak 10 gramm mandulát teszek. Az alkalmazásnak megadhatjuk, 
hogy a felvett termékünknél számolja ki az 1 grammban lévő tápanyagértékeket és a 
kalóriatartalmát. Így amikor a reggelimnél kiválasztom, hogy 10 gramm mandulát 
fogyasztottam el, akkor a 10 grammra vonatkoztatott értékkel fog változni a bevitt 
kalória mennyisége tápanyagokra lebontva. 
3.1.4. Saját készítésű ételek kalóriatartalma 
Azt sem szabad figyelmen kívül hagynunk, hogy nem csak boltban vásárolt termékeket 
fogyasztunk, hanem saját magunk is főzünk-sütünk ételeket hozzávalókból. Új étel 
létrehozásánál a megadott hozzávalókból és a főzés-sütés utáni mennyiségből számoljuk 




34. Étel hozzávalókból kiszámított tápanyagtartalmának megvalósítása 
Az alkalmazáson belül nincs szükség külön adagok kiszámítására. A létrehozáskor 
automatikusan bekerül a termékeink közé az étel 1 grammos változata, így az 
elfogyasztott étel megadásánál csak a mennyiséget kell megadnunk minden más 
számítást az alkalmazásunk végez el. 
3.1.5. Vízfogyasztás számítása 
A napi vízfogyasztás számításánál a felhasználó aktuális testsúlyát vettem figyelembe, 
és a következő képletet használtam: (aktuális testsúly kg / 2) * 120 ml [16] 
 
35. Napi vízszükséglet kiszámításának megvalósítása 
Az alkalmazáson belül figyeltem arra is, hogy a koffeintartalmú italok (pl. kávé, 
energiaitalok) vízhajtóhatásúak [4], ezért minden ilyen ital után az addig elfogyasztott 
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folyadékmennyiségből 200 ml-t levonok. Valamint a testsúlynapló alapján 
bekövetkezett súlyváltozásokat is lekövetem 
3.2. Fejlesztői környezet 
A mobilalkalmazások fejlesztéséhez az Android Studio, szerveroldal fejlesztéséhez 
Intellij IDEA, a webes felület fejlesztéséhez pedig Visual Studio Code alkalmazást 
használtam. A mobilalkalmazást és a szerveroldalt JAVA programozási nyelven írtam, 
a webes felülethez pedig Typescript, HTML és CSS programozási nyelveket 
használtam. A szerveroldalhoz továbbá használtam még a Springboot, a webes 
felülethez pedig az Angular Framework-öt. Az adatok tárolására mobilkészülékek 
esetében SQLite adatbázist, szerveroldalon pedig MySQL adatbázist használtam. 
3.3. Osztálydiagramok, adatbáziskapcsolatok 
3.3.1. Osztálydiagramok 
A kliens és a központi adatbázis programjában használt entitásosztályok adattagjai és 
metódusai néhány adattagot eltekintve teljesen azonosak. Az alkalmazásban végzett 
számításokat egyaránt végzi a kliens és a szerver is. Az egyedüli eltérés, hogy a 
kliensen használt entitásosztályok tartalmaznak egy státuszt és egy feltöltési dátumot is 
annak érdekében, hogy az szinkronizációnál a kliens tudja, melyik elemeket kell 




36. Mobilalkalmazás, szerveroldal osztálydiagram 
3.3.2. Mobilalkalmazáson belül használt táblák, adatbáziskapcsolatok 
A mobilalkalmazásban az adatok tárolására SQLite adatbázist használtam. Az adatbázis 
egy felhasználó adatait képes kezelni. Az adatbázis nevét, és az adatbázisban létrehozott 
táblákat a DbConstans osztályon belül definiáltam. Az alábbi ábrán látható az összes 
használt tábla, a használt oszlopok és a tárolt adatok típusa az adott oszlopokban. A 
táblák között nem definiáltam kapcsolatokat. Elsődleges kulcsként minden táblázatban 
az _id oszlopot jelöltem meg. A táblák sorainál más megszorítást nem alkalmaztam. A 
nevek esetén lehetett volna alkalmazni, de előfordulhatnak olyan esetek, amikor két 
azonos nevű elemet hozunk létre, de teljesen más adatokkal (pl. Termék esetén 
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felvehetünk 1 grammos, 100 grammos, de akár egy 1 kg-os terméket is ugyanazzal a 
névvel, a legördülő listában a tömeg alapján meg tudjuk őket különböztetni). 
 
37. Mobilalkalmazásnál használt adatbázistáblák 
3.3.3. Központi adatbázisnál használt táblák, adatbáziskapcsolatok 
A webes felület mögötti adatbázisban az adatok tárolására MySQL adatbázist 
használtam. Az adatbázis több felhasználó adatait képes kezelni, és az alkalmazásokon 
keresztül authentikált felhasználó ID-ja alapján azonosítja be a felhasználóhoz tartozó 
sorokat. Ehhez minden táblában használtam egy ownerID oszlopot, amely eltárolja a 
felhasználónak létrehozott userID-t, amelyet a sikeres regisztrációkor az adatbázison 
belül kapott. Ez egy automatikusan generált, egyedi azonosító, amely a users táblán 
belül egyben az elsődleges kulcs is. A központi adatbázisban használt táblák és a 









3.4.1. Mobilalkalmazás részletei 
3.4.1.1. Vízfogyasztás emlékeztető megoldása 
A vízfogyasztás emlékeztető beállításához létrehoztam egy AlarmReceiver osztályt, 
amely egy BroadcastReceiver, és az Android rendszer ALARM_SERVICE figyelésére 
iratkozik fel. Az első sikeres bejelentkezéskor létrehozok egy AlarmManager-t, amely 
egy Intent-en keresztül indítja el ezt a figyelést. Az alkalmazáshoz használt Shared 
Prefences-eknél felvettem három alapértelmezett értéket: 
 a riasztás kezdési ideje: pref_starttime_hour (default érték: 8) 
 a riasztás befejezés ideje: pref_endtime_hour (default érték: 22) 
 a riasztások között eltelt idő: pref_interval (default érték: 60 perc) 
Az első beállításkor ezeket az alapértelmezett értékeket állítja be az alkalmazás. A 
felhasználó a SetAlarmActivity-n keresztül tudja módosítani az alapértelmezett 
értékeket. Módosítás után a Shared Prefences-ben tárolt értékek felülíródnak. 
Ugyanezen az oldalon tudunk leiratkozni is az ALARM_SERVICE figyeléséről. A 
felhasználó értesítése a NotificationCompat osztály Builder metódusával történik [17]. 
3.4.1.2. Offline módban létrehozott adatok szinkronizálásának megoldása 
A mobilalkalmazás offline állapotban is működik, valamint annak érdekében, hogy a 
szinkronizálás ne terhelje a mobiladatforgalmat, ezért csak WiFi-re kapcsolódott 
állapotban indul el. Az alkalmazás egy napon maximum 5 alkalommal próbálja meg 
felszinkronizálni az adatokat, ha még az 5. próbálkozás után is marad olyan elem, ami 
nem került fel a szerverre, akkor a következő napon újra megpróbálja. Minden 
mobilkészüléken tárolt adat rendelkezik egy létrehozási, egy módosítási, egy törlési, és 
egy feltöltési dátummal, valamint egy státusszal. Amennyiben nincs WiFi-s 
internetkapcsolat a mobilkészüléken, akkor az új elem státusza alapértelmezetten 
„NOT_UPLOADED”, a feltöltés dátuma pedig „2001.01.01. 00:00:00” lesz. Ellenkező 
esetben a státusza „UPLOADED”, a feltöltés dátuma pedig aktuális időpont lesz 
éééé.hh.nn. HH:mm:ss formátumban. Amikor az alkalmazást úgy indítjuk el, hogy van 
elérhető és csatlakoztatott WiFi hálózatunk, akkor a szinkronizálás automatikusan 
elindul, és minden táblánkból felszinkronizálja a NOT_UPLOADED státuszú 
elemeinket a szerverre. Amennyiben sikeres volt a szinkronizáció (a szervertől OK_200 
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vagy ALREADY_EXIST_400 választ kapunk), akkor az elem státusza megváltozik 
UPLOADED-ra, a feltöltési dátum pedig beállításra kerül az aktuális dátumra. 
Amikor offline módban törlünk egy elemet, akkor a mobilkészülék adatbázisából nem 
törlődik az elem, hanem a státusza módosul DELETED-re, és a törlési dátuma kapja 
meg az aktuális időpont értékét. Ez az elem egészen addig a helyi adatbázisban marad, 
amíg a következő szinkronizálásra nem kap a mobilalkalmazás visszajelzést arról, hogy 
az elem törlése a központi adatbázisból sikeres volt. Amennyiben a törlés sikeres volt, 
úgy a lokális adatbázisból is törlésre kerül az elem. 
3.4.1.3. Súlynapló grafikonnézet megoldása 
A felhasználónak lehetősége van a WeightDiaryGraphViewActivity-n keresztül 
megtekinteni az eddig mért testsúlyokról és körméretekről készült összegző 
grafikonokat. Ennek a felületnek az elkészítéséhez a com.jjoe64:graphview:4.2.2 [9] 
könyvtárat importáltam a projektembe. A grafikonok megjelenítéséhez először az 
Activity-hez tartozó activity_weightdiaryscrollablelistview layout xml-be kellett 
felvennem egy GraphView mezőt. 
 
39. GraphView könyvtár alkalmazása layout.xml fájlban 
Ezután rendeznem kellett az adatbázisomban található értékeket dátum szerint. Az 
adatbázisból lekért adatokat egy HashMap-be rendeztem, amely dátum kulcsokhoz 
kapcsolt egy valós számokból álló ArrayList-et, amelyben eltároltam a mért adatokat. 
Ebből a HashMap-ből készítettem egy TreeMap-et, ami rendezte dátum szerint az 
elemeimet. 
A grafikonokhoz létrehoztam DataPoint-okból álló tömböket, amelyek a dátum 
kulcsokhoz tartalmazták a mért értéket. Minden mért értéket külön DataPoint tömbben 
tároltam, mivel a grafikonokat is külön jelenítettem meg. Miután elkészültek a tömbök, 
utána létrehozok egy LineGraphSeries-t, amely a DataPoint-ok segítségével készít egy 
vonaldiagramot minden mért értékhez. 
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A grafikonok csak abban az esetben jelennek meg, ha már van legalább 2 darab mért 
értékünk, hiszen 0 érték alapján nem, 1 érték alapján pedig értelmetlen grafikont 
mutatni. Ettől függetlenül a grafikonnézet adatok nélkül is elérhető. 
3.4.1.4. Adatok szinkronizálása szerverre 
Az alkalmazás nem csak offline módban működik. Amennyiben WiFi hálózatra 
vagyunk kapcsolódva a létrehozások, módosítások és hozzáadásuk alkalmával, a szerver 
azonnal felszinkronizálja az adatokat a szerverre. Az adatok feltöltéséhez AsyncTask-on 
belül HTTP kéréseket használtam JSON objektumokkal. A HTTP kérések küldését és 
fogadását OkHttpClient [10] segítségével valósítottam meg. Ennek használatához 




Ennek működését egy példán keresztül fogom bemutatni. 
Amikor létrehozunk egy új terméket az alkalmazáson belül, akkor az adatok 
helyességének ellenőrzését maga az Activity végzi. Amennyiben a megadott értékeink 
helyesek, és elindítjuk a mentés folyamatát a save() metódusunk meghívja a 
FoodDbLoader osztályunk foodToServer() metódusát a feltölteni kívánt új 
termékünkkel, a felhasználó tokenjével, sütijével, és a „create” mapping-gel. A 
felhasználó tokenje a felhasználó által beregisztrált e-mail címből és az általa megadott 
jelszóból jön létre. A cookie első része fix, az utolsó 5 számjegy automatikusan 
generálódik. 
 
40. HTTP kérésekhez használt token és cookie generálásának megvalósítása 






A kapott mapping mindig azt a műveletet jelöli, amelyet a szerveren végre szeretnénk 
hajtani: 
 create: új elem létrehozása az adatbázisba 
 modify: már meglévő elem módosítása az adatbázisban 
 delete: már meglévő elem törlése az adatbázisból: 
Regisztrációkor és első bejelentkezéskor még használom a registration és login 
mapping-eket. 
Így tehát az étel létrehozásakor azért kapja a create mapping-et a függvény 
paraméterként, mert új elemet szeretnénk létrehozni a központi adatbázisunkba. Az 
AsyncTask a háttérben összekészít nekünk egy JSON objektumot a paraméterként 
megkapott Food objektumunkból. A JSON objektum név-érték párokból áll, ahol a név 
a szerveren létrehozott Food osztály egy adattagjára hivatkozik, az érték pedig abba a 
változóba elmentendő értéket jelenti. Amennyiben az adattag megnevezésében hiba van, 
a szerver nem tudja összepárosítani az értéket egyetlen adattaggal sem, így az adatok 
mentése a szerveren hibát fog eredményezni. Az elkészített JSON objektumból 
OkHttpClient segítségével post-olok egy kérést a szerver felé a paraméterként 
megkapott mapping-re. Ez a szerveren a @RequestMapping annotáció segítségével 
definiált belépési pontot jelenti. Azoknál a HTTP kéréseknél, ahol a szerver 
authentikációt (kivétel ezalól a /registration belépési pont) kér, ott Header-ként 
hozzáadom a kéréshez a felhasználó elmentett tokenjét és cookie-ját, és megadom, hogy 
a kérés „application/json” formátumú adatot tartalmaz. Az elküldött kérésre érkezett 
válaszból a reponse.code() metódus segítségével dolgozom fel a szervertől kapott 
üzenet tartalmát. Az ismert HTTP válaszok 7  alapján állítom be a reponseMessage 
változó tartalmát, amelyet majd visszaadok az eredeti hívónak hibakezelésre, és a 
további műveletek végrehajtásának elágaztatására.  





41. JSON objektum létrhozásának megvalósítása a HTTP kérés küldéséhez 
 
42. HTTP kérések küldésének, valamint szervertől kapott válaszok kezelésének megvalósítása 
A foodToServer() metódustól visszakapott String alapján állítjuk be az új termék 
státuszát és feltöltési dátumot. 
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3.4.1.5. Elemek listázásának megoldása Activity-ken 
A különböző listanézetek (pl. Termékek listázása, Ételek listázása, Elfogyasztott ételek 
listázása) létrehozásához először csináltam egy közös activity_scrollablelistview layout 
xml fájlt, amely egy LinearLayout-on belül egy ListView komponenst tartalmaz. Ezután 
minden listanézethez csináltam egy külön individuallistview layout xml fájlt, amelybe 
felvettem egy-egy listaelem adatait külön TextView komponensbe. 
A listaelemek megjelenítéséhez létrehoztam minden listanézetben megjelenített 
osztálynak egy Adapter-t. Ezeket az Adapter osztályokat a BaseAdapter osztályból 
származtattam. Mindegyik Adapter osztály esetén beállítottam a getView() metódusnál 
a létrehozott individuallistview layout xml-t, mint formátumot. Ennek 
eredményeképpen egy listaelem tartalmazni fogja az adott elem minden megjelenített 
tagját olyan formátumban, ahogyan a hozzátartozó layout.xml-ben definiáltam. 
 
43. Listaelemek megjelenítésének megvalósítása 
 




A mobilkészülékeken SQLite adatbázist használok a lokális adatok tárolására. A 
DbConstans osztályban definiáltam az adatbázis pontos helyét, a táblák létrehozásához 
szükséges SQL lekérdezéseket, az SQL táblák oszlopait, és adattípusait, valamint 
alapértelmezett értékeit ott, ahol ez értelmezve volt. 
A DatabaseHelper osztályom, amelyet az SQLiteOpenHelper osztályból származtattam 
teszi lehetővé, hogy minden táblanyitáskor ellenőrizze az alkalmazásom, hogy a 
keresett táblák léteznek-e. Az onCreate() metóduson keresztül meghívja mindegyik 
tábla létrehozásához szükséges SQL parancsot, amely csak abban az esetben fut le, ha 
az adott tábla még nem létezik. Ezzel kerülve el, hogy egy tábla hiányozzon. 
3.4.2. Szerveroldal és webes felület részletei 
A szerveroldalt és a webes felületet az MVC (model-view-controller) programozási 
módszertan szabályainak megfelelően három részre osztottam [11]. 
A szerveroldalon definiáltam a vezérlő- és entitásosztályokat. Az entitásosztályok 
azonosak a mobilalkalmazásban használt osztályokkal. Az adatbázis kezeléséhez 
minden táblához definiáltam egy-egy CrudRepository-ból származtatott interfészt, 
amelyben definiáltam az adatok pontosabb összegyűjtéséhez az SQL lekérdezéseket. 
Ezek az interfészek teszik lehetővé, hogy CRUD (Create, Read, Update és Delete) 
metódusokon keresztül kezelni tudjuk az adatbázist8. 
 
45. Keresésekhez definiált lekérdezések 
Szintén a tábláknak megfelelően definiáltam az entitásosztályokat is, az adattagokhoz 
hozzárendelve a táblák oszlopait. Regisztráció esetén a szerveroldal is elvégzi 
ugyanazokat a számításokat, mint a mobilalkalmazás, így csökkentve a 




mobilalkalmazás adatforgalmát a szerver felé. A számításokhoz használt metódusok 
megegyeznek a mobilalkalmazás programjában használt metódusokkal, a számítási 
módszerekben nincs eltérés. A mobilalkalmazás és a webes felület a szerveroldallal 
REST API-n [12] keresztül kommunikál. Mindegyik vezérlőosztály kapott egy 
RestController annotációt, amely definiálja az alkalmazás belépési pontját. A belépési 
metódusokat @RequestMapping annotációval jelöltem meg. Ezek alkalmasak a HTTP 
kérések fogadására [13]. A vezérlőosztályokon belül a GET HTTP kéréssel elérhető 
publikus metódusok @GetMapping annotációt kaptak, míg a POST HTTP kérések 
feldolgozására használt metódusokat @PostMapping annotációval jelöltem. 
3.4.2.1. Webes biztonság megoldása 
Az adatbázis hozzáférhetőségének korlátozására definiáltam egy WebSecurityConfig 
osztályt, ennek használatához első lépésben a pom.xml fájlba felvettem a spring-boot-
starter-security dependenciát. Ezzel elértem, hogy a HTTP Basic authentikáció 
működjön. Ahhoz azonban, hogy a felhasználó által megadott e-mail címmel és 
jelszóval tudjon bejelentkezni, és kéréseket indítani a felhasználó, létre kellett hoznom 
egy MyUserDetailsService osztályt, amely a kliensek által küldött token segítségével 
tudja beazonosítani a felhasználót. A tokenben kapott e-mail cím alapján rákeres a 
felhasználóra az adatbázisban. Abban az esetben, ha nem találja a felhasználót az 
adatbázisban, hibaüzenetet küld vissza a kliensek részére. Abban az esetben, ha a 
felhasználót megtalálta, akkor beállítja a felhasználót, mint AuthenticatedUser. Az 
authentikált felhasználó minden vezérlőosztályhoz @Autowired annotációval 
kapcsolódik. Innentől minden webes felületen történő lekérdezéshez az authentikált 




46. Felhasználó azonosításának megvalósítása 
3.4.2.2. @GetMapping annotációk használata 
Adatok lekérdezéséhez az adatbázisból @GetMapping annotációt használtam minden 
publikus metódusnál. A @Secured annotációk segítségével állítottam be, hogy az egyes 
metódusoknál szükség van-e felhasználói authentikációra vagy sem, és ha igen, akkor 
milyen szerepkörrel rendelkező felhasználó e-mail címével és jelszavával használhatóak 
az adott metódusok. 
A UserController vezérlőosztályban például a /status és /login belépési pontoknál 
mindegy milyen szerepkörrel rendelkezik a felhasználó, ugyanazokat az információkat 
fogja látni, természetesen csak a saját adatait. A /all belépési ponthoz csak admin 
szerepkörrel rendelkező felhasználók férhetnek hozzá, és ezen keresztül az adatbázisban 
szereplő összes felhasználót láthatják. Ugyanakkor, ha egy felhasználói szerepkörrel 
rendelkező felhasználó indít egy GET kérést a szerver felé a /foods belépési ponton 
keresztül, akkor a saját termékeit fogja megjeleníteni a weboldal. Ez a kérés fut le 
minden alkalommal, amikor a felhasználó rákattint a Termékek listázása menüpontra a 
webes felületen. 
3.4.2.3. @PostMapping annotációk használata 
Minden vezérlőosztályon belül definiáltam egy-egy /create, /modify, és /delete belépési 
pontot. Ezekkel a metódusokkal tudunk az adatbázishoz hozzáadni, vagy az 
adatbázisból törölni elemet, illetve módosítani már létező elemet. Ezeket a metódusokat 
is @Secured annotációval biztosítottam, de ROLE_ADMIN és ROLE_USER 
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szerepkörrel rendelkező felhasználók ugyanúgy használhatják mindegyik funkciót. A 
POST-olások alkalmával nem elég csak a felhasználótól kapott token, a klienstől érkező 
kérésnek tartalma is kell legyen, amelyet minden metódus RequestBody-ként dolgoz 
fel. A szerver JSON formátumban (kulcs-érték) kapja meg a klienstől küldött 
információkat. A JSON formátumot az Angular Framework a Service-ektől kapott 
információk alapján automatikusa összeállítja, míg a mobilalkalmazás oldalán mi 
állítjuk össze a JSON objektumot, ahogy azt már korábban mutattam. 
3.4.2.4. Regisztráció kezelése szerveroldalról 
Akár mobilalkalmazáson, akár webes felületen keresztül próbálunk regisztrálni az 
adatbázisba minden esetben a /users/registration belépési ponton keresztül érkezünk be 
a UserController osztályba és elindítjuk a create publikus metódust. Ennek a 
metódusnak az eléréséhez nincs szükségünk authentikációra, a @Secured annotációval 
nincs biztosítva. A RequestBody-ban kapott felhasználói adatokból kiszedem az e-mail 
címet és a felhasználónevet és első lépésben ellenőrzöm, hogy léteznek-e már az 
adatbázisban. Ha van már ilyen felhasználó, akkor 400-as hibaüzenetet küldök a 
klienseknek. Ez a hibaüzenet mindkét kliensen le van kezelve, a felhasználó 
tájékoztatása azonnal megtörténik. Amennyiben még nem létezik a felhasználó, akkor a 
kapott felhasználót első körben validáljuk. A tesztelések alkalmával is megemlítem, 
hogy a felhasználótól nem érkezhet rossz adat. Mindkét kliensen futtatok ellenőrzést, 
mielőtt regisztrálnám a felhasználót, ugyanakkor biztonsági okokból, főleg azért, hogy 
ne lehessen kívülről ROLE_ADMIN szerepkörrel rendelkező, illetve akár REST API 
kliensen keresztül ne lehessen hibás adatokkal felhasználót regisztrálni, ezért futtatok 
még egy ellenőrzést, hogy a felhasználó biztosan helyes adatokkal kerüljön az 
adatbázisba, vagy hibás adatok esetén ne kerüljön be az adatbázisba. A validálás után 
kiszámoltatom a szükséges értékeket, és már ezekkel az elmentett értékekkel kerül 
mentésre az új felhasználó az adatbázisba. A kliens felé 200-as üzenetet küldök, 
amelyet mindegyik kliensoldalon sikeres regisztrációként értelmezek. 
3.4.2.5. Bejelentkezés kezelése szerveroldalon 
Mindkét kliens esetén van lehetőség bejelentkezésre. A bejelentkezéskor a kliensek a 
/users/login belépési pontra küldenek egy POST kérést. A kérést a szerver csak 
authentikáció után hajtja csak végre. Ha sikertelen a felhasználó beazonosítása (nincs 
még létrehozva, vagy a megadott adatok hibásak), akkor 401-es hibaüzenetet küldünk a 
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kliensek felé. Ha sikerült az authentikáció, akkor a webes felületen megjelenik a /status 
oldal, a mobilkészüléken pedig az Összegző oldal. 
3.4.2.6. Service-ek használata adatok lekérésére 
A webes felületen service-eket használok, hogy a szerver felé kéréseket küldjek, és a 
szervertől kapott adatokat feldolgozzam és átadjam az egyes komponenseknek. Az 
Angular Framework-ben használt komponensek egy HTML, egy typescript-ben írt 
osztályból és egy css utasításokat tartalmazó fájlból állnak. Az osztályokban definiáljuk 
az adott komponens adattagjait. Itt is definiálva vannak a szerveren használt 
modelljeink. Minden modellemhez definiáltam egy service osztályt, amelyet minden 
komponens esetén beimportálok, ahol az adott osztályt használni szeretném. A 
komponensek adattagjain keresztül adom át a weboldalaknak a szervertől kapott 
információkat. 
 
47. Felhasználó mentett napjainak lekérése a szerverről 
A szervertől kapott információkat aszinkron módon kezelem. A service-től kapott 
adatokat egy tömbben tárolom le minden list komponens esetén. A lekérdezést már az 





48. Mentett napok átadása a HTML felületnek komponensen keresztül 
A komponens html fájljában az *ngFor segítségével iterálok végig a tömbön, és ennek 
segítségével jelenítem meg egy elemről tárolt információkat. 
 
49. Mentett napok megjelenítésének megvalósítása 
3.4.2.7. Regisztrációs űrlap 
A regisztrációkor a bevitt adatok ellenőrzésére Template-Driven Form Validation-t 
használok [14]. A Registration komponensben már az oldal betöltésénél definiálom a 
Validator-okat. Az e-mail esetén használom a Validators.email ellenőrzést, amely a 
felhasználó által megadott e-mail cím formátumát ellenőrzi. A bevitt jelszó 
ellenőrzésére a pattern mezőt használtam. Ebben a mezőben definiáltam, hogy a 




A regisztrációs űrlapot csak abban az esetben fogadja el a weboldal és küldi tovább a 
szervernek a felhasználó adatait, ha egyik előre definiált Validator sem jelez hibát. A 
Regisztráció gomb egészen addig nem kattintható, amíg az adatok nem felelnek meg 
minden feltételnek. 
3.5. Tesztelés 
3.5.1. Felhasználó számolt adatainak tesztelése 
A felhasználó sikeres regisztráció után számolt értékeinek kiszámítására használt 
metódusok tesztelésére JUnit teszteket használtam, a kiszámolt értékek helyességének 
tesztelése volt a fő szempont, ugyanis regisztrációkor a felhasználó nem adhat meg 
hibás adatokat (pl. negatív értéket, vagy szöveget szám helyett). Három tesztesetet 
vizsgáltam. A teszteléshez létrehozott felhasználók az alábbi képeken láthatóak. A 
tesztelésnél a napi kalóriaszükséglet, vízszükséglet, az alapkalóriaszükséglet, a BMI 
index, és a BMI kategória, valamint a tápanyagok elosztásának számítási 






























Az értékek tesztelésére használt teszteket és a tesztek eredményét a 4.1. menüpont 
tartalmazza. 
3.5.2. Termék kalóriatartalmának számításának tesztelése 
Új termék létrehozásakor az alkalmazás kiszámolja a termék 100 grammban és egy 
adagban lévő tápanyagonkénti kalóriatartalmat. A teszteléshez itt is JUnit teszteseteket 
használtam. A tesztelésnél a számított értékek helyességére helyeztem a hangsúlyt, 
mivel a Termék létrehozásakor helytelen adatot (pl. negatív értéket, vagy szöveget szám 
helyett) nem adhat meg a felhasználó. A tesztelés során három tesztesetet vizsgáltam, 
amelyek az alábbi képeken tekinthetőek meg. A második teszteset azért speciális, mert a 
rost esetén nincs kalóriaszorzó [15], mivel a rost esetében nincs általános elfogadott 
kalóriatartalom, mint mondjuk a zsír vagy a szénhidrát esetén, így nem is tudjuk 
felszorozni. A rost kalóriatartalmát a gyártók által megadott 100 grammra 
vonatkoztatott kalóriatartalom és az egyes tápanyagtartalmak felszorzásával kapott 
51. Normál adatokkal rendelkező hölgy felhasználó, 
közepes aktivitással, és testsúly megőrzés céljával 
52. Túlsúlyos adatokkal rendelkező férfi 
felhasználó, minimális aktivitással, és testsúly 
csökkentésének céljával
53. Sovány adatokkal rendelkező hölgy felhasználó, nagyon 
magas aktivitással és testsúly növelésének céljával 
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tényleges kalóriatartalom különbségéből számolom ki, amennyiben a tényleges 

















Az számítások tesztelésére használt teszteket és azok eredményeit a 4.2. menüpont 
tartalmazza. 
3.5.3. HTTP kérések tesztelése 
A MySQL adatbázison végzett műveletek teszteléséhez az Advanced REST API client 
alkalmazást használtam. Ennek segítségével tudtam ellenőrizni, hogy a GET és a POST 
kérések a megfelelő jogosultságok hiányában nem hajtódnak végre. A 
vezérlőosztályokban használt @Secured annotációk tesztelése volt a cél.  
A teszteseteimnél a /cups belépési pontra történő GET kéréseket teszteltem. Az első 
esetben megfelelően definiált tokennel és cookie-val indítottam a szerver felé a kérést. 
A szervertől kapott választ, és a kérés eredményét az 5.3. melléklet tartalmazza. 
54. Új termék 0 gramm rosttartalommal 
55. Új termék 4.5 gramm rosttartalommal 





57. Helyes GET kérés felépítése 
A második esetben hiányzó tokennel indítottam a szerver felé a kérést. A szervertől 
kapott választ, és a kérés eredményét az 5.4. melléklet tartalmazza. 
 
58. Hibás GET kérés felépítése 
 
3.6. Fejlesztési lehetőségek 
3.6.1. Okos eszközök összekapcsolása az alkalmazással 
Napjainkban egyre elterjedtebbek az okoseszközök (okosóra, okosmérleg, stb.). A 
Súlynapló részt össze lehetne kötni egy okosmérleggel. Ennek segítségével 
kiküszöbölhető lenne a súly napi kézzel történő rögzítése. Az Edzésnapló funkciónál az 
okosóra segítségével az edzések alatt mért pulzust is megjeleníthetnénk az 
alkalmazásban a stopperrel mért munkavégzések mellett, vagy akár a teljes edzés 
pontos időtartamát is el tudnánk menteni. 
44 
 
3.6.2. Adatok szinkronizálásának javítása 
Az alkalmazás jelenleg csak akkor szinkronizálja fel az adatainkat a szerverre, ha eleve 
WiFi kapcsolattal indítjuk el azt. Hogy felhasználóbarátabbá tegyük az adatok 
szinkronizálását a WiFi státuszváltással kell összekapcsolni az adatok szinkronizálását, 
bármelyik felületen legyen a felhasználó. A szinkronizáció a felhasználói felületet ne 
befolyásolja, a felhasználó szabadon tudjon mozogni a UI-on, amíg a szinkronizáció a 
háttérben történik. 
3.6.3. Felhasználói felület dizájnjának javítása, fejlesztése 
Az alkalmazás felhasználói felülete jelenleg nem tartalmaz különösebb dizájnelemeket. 
Ennek fejlesztésére mindenképpen szükség van, ha szeretnénk feltölteni az alkalmazást 
a Google Play áruházba, és szeretnénk, ha a felhasználóink is szívesen használnánk. 
Ennek legfőképpen a felhasználói élmény növelése miatt lenne óriási szerepe. 
3.6.4. Globális adatbázis használata, szűrés 
Az alkalmazásban jelenleg nincs megoldva, hogy a más felhasználók által létrehozott 
termékek és ételek között is tudjon keresgélni a felhasználó, ha online állapotban van. 
Első lépésben lehetővé kell tenni, hogy egy felhasználó megadhassa, hogy az általa 
létrehozott ételt/terméket mások is láthatják-e vagy sem. Amennyiben a felhasználó 
jóváhagyja a publikus elérést, akkor ezt elérhetővé kell tenni a többi felhasználó részére, 
szűrhető formában. A felhasználó azt is eldöntheti majd, hogy az alkalmazás leszedje-e 
az összes publikus ételt, hogy offline állapotban is tudja őket használni, vagy csak 





Az alkalmazás fejlesztésénél az elsődleges szempontom az volt, hogy más 
kalóriaszámlálást naplózó alkalmazásoknál az általam tapasztalt hiányosságokat, vagy 
éppen számomra nem megfelelően működő funkciókat más szemlélet alapján valósítsak 
meg. 
Az egyik ilyen fontos rész volt, hogy a receptekből összeállított ételek 
kalóriatartalmának kiszámításához minden általam tesztelt alkalmazás olyan módszert 
és logikát használt, amit sehogyan sem tudtam beilleszteni a napi rutinba. Ezt sikerült 
kiküszöbölnöm azzal, hogy nem a főzés utáni adagok számát, hanem a főzés utáni étel 
tömegét kell megadnom. A felhasználó által megadott adatok alapján pedig készítek egy 
1 grammra levetített tápanyagtartalmat. Így az elfogyasztott ételnél mindig akkora 
mennyiséget adhatok meg, amennyit ténylegesen elfogyasztottam, az alkalmazás pedig 
kiszámolja, hogy mennyi a ténylegesen elfogyasztott kalóriamennyiség tápanyagokra 
lebontva. 
A másik ugyanilyen fontos rész volt, hogy a termékeknél mindig a tápanyagok 
grammban számolt értékét mutatják az alkalmazások, ami eléggé félrevezető. A napi 
kalóriaszükségletet mindig kalóriában adják meg, de a termékek csomagolásán csak az 
egy adagra és 100 grammra vetített teljes kalóriatartalmát mutatják grammban. Az 
pedig egy diétázó esetén kritikus pont, hogy a megvásárolt termék ténylegesen mennyi 
kalóriát tartalmaz. A termékek felvétele után azonnal a kalóriatartalmat látjuk 
tápanyagokra lebontva. Így akár azt is el tudjuk dönteni, hogy belefér-e az adott termék 
az étrendünkbe. 
A legnagyobb kihívást az jelentette a fejlesztéskor, hogy az offline módban rögzített 
adatokat hogyan szinkronizáljam a szerverre úgy, hogy ne legyenek duplikált adatokat, 
és ha offline módban törlök egy elemet, akkor az a mobilalkalmazásban már ne jelenjen 
meg, viszont ha a szerverre már felkerült, akkor onnan is tudjuk törölni. Végül azt a 
megoldást választottam, hogy státusszal jelölöm meg az adatbáziselemeket, és négy 
időbélyeggel. Ezek segítségével tudom nyomon követni az elemek állapotát, így nyújtva 
dupla biztosítékot arra, hogy a szerverre ne kerüljön fel duplikátum, és csak azt az 
elemet töröljük, amelyet tényleg törlésre jelöltünk akár online, akár offline módban. 
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5.4. Hiányzó tokennel indított GET kérés eredménye 
 
 
