An automated design synthesis system based on a multi-objective genetic algorithm (MOGA) has been developed for the optimization of surface-micromachined MEMS devices. A hierarchical component-based genotype representation is used, which incorporates specific engineering knowledge into the design and optimization process. Each MEMS component is represented by a gene with its own parameters defining its geometry and the way it can be modified from one generation to the next. The object-oriented genotype structures efficiently describe the hierarchical nature typical of engineering designs. They also prevent MOGA from wasting time exploring inappropriate regions of the search space. The automated MEMS design synthesis is demonstrated with surface-micromachined resonator and accelerometer designs. (Track Category:  EVOLUTIONARY MULTIOBJECTIVE OPTIMIZATION) 
INTRODUCTION
Microelectromechanical systems (MEMS) are miniaturized mechanical devices and components fabricated with processes similar to those used for integrated circuits (ICs). MEMS have diverse applications in automotive engineering, bioengineering, telecommunications, environmental monitoring, and space exploration. With the rapid growth of MEMS technology and the increase in design complexity, an efficient computer-aided design tool for MEMS design is in great demand to automatically generate promising structures and optimized solutions for new applications and constraints.
Zhou, et al. [1] [2] were the first to demonstrate MEMS component synthesis using a multi-objective genetic algorithm (MOGA) on a simple MEMS device, a 'meandering resonator. ' Kamalian, et al. [3] [4] extended Zhou's work to more challenging MEMS synthesis problems, and they explored the role of geometric constraints and human interaction in MEMS resonator synthesis. The work of Zhou and Kamalian used a fixed data structure of strings and numbers to represent the genotype. Although this research demonstrated a proof of concept for the approach, it did not provide the flexibility and efficiency needed for a general automated computer-aided design tool for MEMS.
In this paper, an extensible, hierarchical, component-based genotype representation is used in the MOGA process, and we have attached an object-oriented component library as a source of practical and efficient genotypes for MEMS design. These components implicitly encapsulate domain-specific engineering experience and thus help focus MOGA into the more promising areas of the solution space. As the literature and our experience in this domain grow, new designs and components will be added to the library, promising even more effective prototyping in the future. To prevent losing good intermediate solutions encountered during the evolutionary search, we have also added an archiving procedure that ranks all designs on a persistent scale and preserves the most promising ones.
To test the new MOGA process, we compare our results to the microresonator design used by Kamalian [3] and also apply it to a commercial micro-accelerometer chip. Both examples show that incorporating engineering domain knowledge via a componentbased genotype representation can dramatically improve the effectiveness of a MOGA design synthesis process.
NEW MOGA SYNTHESIS PROCESS
Genetic algorithms (GAs) are stochastic search techniques used to find approximate solutions to combinatorial optimization problems. They were introduced by John Holland [5] to explain the adaptive processes of evolving natural systems and for creating new artificial systems in a similar way. Goldberg [6] demonstrated how to use GAs in search, optimization, and machine learning. To be successful for engineering design challenges, GAs require a parametric encoding of the evolving phenotypes that is efficient yet flexible enough to describe new and creative solutions. It also requires an efficient way to evaluate the quality, or "fitness", of the various phenotypes, so that the most promising ones have a higher probability of being evolved further with suitable genetic operations, such as selection, mutation, and crossover.
The main challenge is to find a way to properly encode the design parameter set so that changes in the associated genotype are operationally meaningful and flexible enough to have a chance of finding good designs.
MEMS Design Representation
A commonly used genotype representation in GAs uses a fixed length bit string. For complex engineering design problem, however, such as MEMS synthesis, a more sophisticated representation is needed. Zhou, et al [2] used structured real value strings of variable length to represent the genotype for a MEMS design. In what follows, we describe a flexible and computationally tractable framework for a general automated computer-aided design tool for MEMS.
We introduce a tree-structured component-based genotype, implemented with an object-oriented data structure developed by Graf [7] . The prototype MEMS design is represented as a hierarchical assembly of components, ranging from simple primitives, to cluster blocks, and whole operational resonator designs. Typical MEMS primitives are anchors, beams, and mass plates. Cluster blocks may combine many such primitives into poly-line springs, I-shaped resonator masses, or various folded flexure frames. Higher-order parameterized primitives include serpentine suspensions, comb drives, or differential comb drives. At the highest level in the component library we find complete resonator examples.
These components are assembled in a global 2D layout coordinate system. Each component typically carries an "angle" parameter that specifies its orientation in the layout plane; while its translational position is derived from the specified connectivity between components via a coincidence constraint of the connection points involved and the relative distance from the point randomly selected as the origin.
In our modular multi-objective GA (MOGA) framework, each MEMS design component type is assigned an exclusive type number and is represented by a gene of its own. This gene carries all salient information about this component: its geometric layout parameters, as well as constraints on how it can be modified and what genetic operations can be applied to it. The actual data fields can be real numbers, integers, strings, or binary flags. Figure 1 shows examples of primitive and cluster components and their representative genes. Figure 1(a) is a primitive MEMS design component, a beam. We define this gene to be of type 0, and its geometrical parameters are length, width, and its positional angle in the global coordinate frame. Figure 1 (b) is a cluster building block, an I-shaped center mass. It is assigned gene type 10 (bold numbers are used to represent cluster genes), which includes four "beams" (gene type = 7) and one rectangular mass plate (gene type = 4). The beams used in this cluster have fewer parameters than the beam shown in Figure 1(a) . They have no individual angle variables, since they are all aligned with one another. The geometrical parameters for this cluster are shown on the figure, except for its overall orientation angle. Internal and external nodes are the points of the components through which the building blocks are connected and registered to one another. They implicitly define the placement in the layout coordinate system. A cluster gene has sub-tree structures to represent the internal hierarchy. Even though the genes in the sub-tree have their own geometrical parameters, many of them are coupled to parameters in the parent gene to permit an overall parameterized design description. The node-based hierarchical representation also makes the MEMS design components compatible with our simulation engine -SUGAR [8]. Figure 2 shows a complete resonator design that was evolved from our application test case described later in this paper. Its genotype is a tree structure with two layers. This structure has 26 parameters, overall. Since it is not practical to show them all in the genotype representation, we just show the connectivity diagram, and the hierarchical expansion diagrams for the cluster blocks. This genotype display scheme will be used throughout the paper. When higher level systems are synthesized, such as a MEMS band-pass filter composed of multiple resonators, clusters like this resonator will be drawn from the component library. Welldesigned and individually optimized components are a way to capture engineering expertise and make it readily available for future designs.
Figure 2. Genotype representation for resonator example
Another way to make MOGA more efficient is by reducing the dimension of the search space through a severe limitation of the available degrees of freedom. We encode higher-level cluster blocks with just those parameters that are absolutely vital to maintaining enough design flexibility. An example is the serpentine design shown in Figure 3 . Even though it is composed of 13 individual beams, which when specified individually would require a total of 39 parameters, this component uses only 6 parameters in its geometric description. Using this cluster block will result in a much more compact layout and in a much more efficient search process. 
Evaluation of Phenotypes
The phenotypes are evaluated using a MEMS simulation tool -SUGAR [8] . Each component in the component library is associated with its net list compatible with SUGAR. A net list file is created based on the genotype, and sent to SUGAR to evaluate the design performances. Based on the design performances of all the phenotypes in the same generation, Pareto ranking [6] [9] is applied to the current generation and a fitness value is assigned to each individual design.
Two types of design validity checks are performed for any new generated design during the MOGA process: a design disjointedness check and a self-intersection check. A traversal through the layout tree makes sure that all nodes can be reached. For the intersection test, each component is given one or multiple rectangular bounding boxes. The separating axis theorem [10] is then applied to each pair of bounding boxes. If the new design is disjointed or self-intersected, it is an invalid design and is discarded before being sent to SUGAR, the MEMS simulation engine for performance evaluation. This dramatically reduces the computational power that MOGA might waste exploring irrelevant regions of the search space.
Controlling the Genetic Operations
Each component has instructions as to the allowed genetic operations during the evolutionary process. Before starting the synthesis process the designer can specify what mutation operations are allowed for a design component, and between which components a crossover operation can be applied. These are the specific operations that our process uses:
Selection. The "Roulette Wheel" selection scheme [6] is used in the MEMS design synthesis process, which follows the principle of fitness-proportionate selection for reproduction. The design with higher fitness value has a higher probability of being selected to be passed to future generations. A small portion of the best designs are passed to the next generation as elitism. Other selected designs are recombined through crossover operation and mutated to generate designs for the next generation.
Crossover. In the crossover operation pieces of genetic information are exchanged between two selected phenotypes. As exchanging arbitrary sets of parameters may not make functional sense, we use multi-point cut-and-splice crossover instead of onepoint cut-and splice crossover. Any design component in a genotype can be swapped with a compatible design component in another genotype. Moreover, we restrict the allowed crossovers even further. The designer determines which genes are compatible genes based on their functionality and connectivity. As an example, if the resonator designs shown in Figure 2 and in Figure 4 are selected for crossover, the operation should occur between the cluster genes in the first layers of the genotypes as in Figure 5 (a), between the primitive genes in the second layers of the genotypes as in Figure 5(b) , or between the cluster gene in the first layer and the primitive gene in the second layer of the genotypes as in Figure 5 (c).
It might appear that it is very tedious to formulate this kind of tree-structured genotype representation with crossover constraints. However, with the integration of MOGA and the hierarchical design component library, in which each component is treated as a gene and embedded with instructions for the crossover and mutation operations, the genotype is naturally formulated during the evolutionary process. The complicated crossover operations are done automatically, following predefined high-level crossover instructions. The designer only needs to think at the appropriate design component level and provide design specifications and constraints in a modular building block fashion.
Mutation. The mutation operation makes a random modification on a selected individual design. The result may be a change in topology of a random selected cluster gene or a modification of the geometrical parameters of a primitive gene. The overall flow of our MOGA is shown in Figure 6 . Before starting the MOGA process, the designer needs to specify the design objectives, constraints, and stopping criteria by filling in the provided forms. The designer also needs to provide a valid initial design [11] , possibly taken from the design component library, as well as the special design constraints for the current task. MOGA then makes many strongly mutated copies of the initial design to produce the first generation for the GA process. The restricted genetic operations are applied to the current generation to generate the designs of the next generation. The new generation goes through the same process again. The MOGA process provides the designer multiple design solutions for comparison when the stopping criteria are met.
MOGA Process for MEMS Synthesis
As GAs are stochastic global search methods, they are quite likely to generate close-to-optimal solutions at some intermediate point, but later lose them again in the evolutionary process. Therefore, we add an archiving procedure after each generation of the MOGA process. The best designs, based on a Pareto ranking of all designs seen so far, are copied into this archive. The best designs found during the whole evolutionary run can then be presented to the designer at the end of the design synthesis process.
TEST WITH RESONATOR DESIGN
To evaluate the efficiency of the new MOGA process for MEMS design synthesis, it was applied to the micro-machined resonator test case described in [3] . There were two design objectives: (1) minimize error from the target resonant frequency of 10,000 Hz and (2) minimize the device area, which is defined as the area of the bounding box of the device without considering the anchor pads. Also, the resonant motion must occur in the y-direction; thus the design must have higher stiffness in the x-direction than the y-direction. Four design cases were tested. Case 1 has asymmetric poly-line legs with unconstrained beam angles; Case 2 enforces a bilateral mirror symmetric layout around the y-axis; Case 3 employs 4-fold symmetry; Case 4 also uses 4-fold symmetry, but with suspensions restricted to be rectilinear and axis-aligned. The constraints on the parameter values are the same as in the comparison approach [3] .
Each MOGA process was run with a population of 400 for 50 generations. The best designs found in 5 MOGA runs for each case were compared with the best results in [3] (Table 1) . "Best" design was defined as the one with minimum design area, that also satisfied the following design constraints: resonant frequency within 5% of goal frequency (10,000 Hz), and the stiffness ratio requirement (K x /K y ≥1). From the results shown in Table 1 we can see that the new MOGA process for MEMS design synthesis results in better designs for all the cases compared to the results of [3] with 50 generations and statistical significance (p =0.005; only cases 2, 3, and 4 were evaluated as there was no comparison results for case 1), even though each case only ran the MOGA process 5 times, thus using five times less computational effort compared to the 25 MOGA runs used in [3] . The average improvement in area over the runs was at p=0.04. Compared to the best results of [3] with 500 generations and 10 MOGA runs, which means 20 times more computational cost than our test case, our new MOGA process results in better designs in most cases except case 4. However, Case 4 after 5 runs with 100 generations yields results that exceed those in [3] with a design area of 1.367E-7 m 2 . The best phenotype design is shown in Fig. 7 (b) below. There are several reasons that enable our new MOGA process for MEMS design synthesis to have better performance than the one used in [3] . First of all, the new MOGA process is integrated with a MEMS design component library and has a component-based genotype representation that enables more efficient GA operations, such as multi-point cut-and-splice crossover instead of one-point crossover restricted by the genotype representation of fixed-structured real-value strings used in [3] . Secondly, the designer has some control over the starting point of the MOGA process and can input their engineering knowledge via the starting design components and object-level constraints. Thirdly, the archiving process in the new MOGA process guarantees that the best design solutions reached in the intermediate generations during the stochastic search process are passed to the evaluation in the last generation. In fact, all of the best designs came from this previous generation cache: generations 37, 46, 38 and 23 for Cases 1, 2, 3 and 4, respectively. Finally, the new MOGA process is more computationally efficient. It avoids unnecessary design evaluation by using a more effective method for detecting invalid designs than the one used in [3] .
In comparing the structure of the initial design to the best design for Case 4 in Fig. 7 , there is a trend for the emergent designs to be characterized by legs that better utilize the layout space by turning inward. (Note, this trend also occurred with the other cases not shown due to space limitations.) It was also observed that the maximum beam length constraint was usually at the upper boundary of 100 μm. As an experiment, Case 4 was run with this constraint relaxed, but still within manufacturing requirements, and a design of the structure shown in Fig. 2 evolved with f = 10,219 Hz, Area = 1.587E-07 m 2 , Stiffness Ratio = 21; maximum beam length 232.5 μm. This trend suggests that serpentine springs might be a useful object structure to add to the component library. To further explore the advantages of incorporating engineering know-how and human observations into the component-based genotype representation, we added a new design component -a simplified version of the serpentine spring shown in Figure 3 with the upper limit on the long beam constraint relaxed to 300 μm. It has only 2 parameters: length L1 and the number of loops. The number of loops can vary from 1 to 5. The length of the short beams (L2) is fixed at 12 μm, which provides enough space for the maximum displacement of the resonator in that direction. The widths of long and short beams are fixed at 2 μm and 6 μm, respectively, 2 μm being a reasonable lower limit set by the fabrication process available. This new test case, number 5, evolved into a synthesized design with performance as shown in Figure 8 based on just one MOGA run over 50 generations with a population of 400. It has the smallest design area of all the design cases. Further gradient-based optimization of the numerical parameters on this structure did not achieve further improvements on the area objective. 
ADVANCED DESIGN SYNTHESIS: MICROACCELEROMETER 4.1 Design Synthesis Setup
A surface micromachined accelerometer is used as an advanced test case for the MEMS design synthesis process based on one of the widely used MEMS devices in automotive and other industrial applications. The design specification strongly depends on the particular application. Design automation is an efficient way to redesign the microaccelerometer for a different application and to optimize its performance.
The design topology and performance requirements are based on the commercial ADXL150 microaccelerometer [12] , shown in Figure 9 . Five design objectives related to the mechanical design of the microaccelerometer have been considered: the target resonant frequency (24kHz), stiffness ratio requirement (K x /K y ≥1), maximizing the sense capacitance (no less than 133fF), minimizing the mechanical Brownian motion noise (no larger than 0.2
Hz mg
), and minimizing the layout area, which is still defined as the area of the bounding box of the device.
To further explore the impact of the angle constraint and the advantage of incorporating engineering knowledge into the design component library, four microaccelerometer cases were synthesized; all of them use 4-fold symmetry. The design rules of the MUMP (Multi-User MEMS Process) fabrication [13] were used to guide our MEMS design synthesis, with one exception. Although the minimum design feature of MUMPs is 2 μm, we used a 1.3 μm finger gap in our simulations to be able to compare our results with the performance of ADXL150 [14] . Similarly, most other parameter ranges and constraints are set up to be as compatible as possible with this device (Table 2 ). 9 000 x y Our MOGA test runs for microaccelerometer design synthesis evolve over 50 generations, using a population size of 100. The MOGA evolution for each case is executed five times, and the best designs are tallied. The "Best" design is defined as the design with the minimum layout area and with a resonant frequency within 5% of the target resonant frequency (24 kHz), which also satisfies the constraints described above.
Results and Discussion
The best designs for the four test cases with different design constraints are shown in Figure 10 .
Case 1 uses arbitrary polyline springs. No particular engineering knowledge was incorporated into the spring design. Each beam segment in the spring has three free parameters: length, width and angle. The parameter search space is relatively large with up to 21 free design variables for the polyline springs and 4 variables for the shuttle. It resulted in the design with the largest area in the four test cases.
Case 2 restricts the polyline springs to Manhattan angles. Thus the individual beam angles alternate between 0/180 degrees and 90/270 degrees. This limits the size of the design space and the synthesis process reached a better design than Case 1 with the same computational cost. The design area of the best design is reduced by 21.9% while satisfying all other design requirements. This demonstrates that Manhattan geometry is an efficient design constraint for resonator suspension springs.
Case 3 uses the 6-parameter serpentine spring shown in Figure 3 . It resulted in a design with a performance close to that of Case 2.
Case 4 employs the simplified axis-aligned serpentine springs described in Section 3 with only two design variables. The width of the long beam is fixed at 2 μm. The length and the width of the short beam are fixed at 10 μm and 5 μm, respectively. This efficient domain-specific encoding and the associated reduction in the search space resulted in a much better design solution than all other test cases -reducing the design area by 21.5% compared to test case 2 while still satisfying all other design constraints. This once again demonstrates that incorporating engineering domain knowledge into the design synthesis process through componentbased genotype representation can dramatically improve the performance of the MEMS design synthesis process.
CONCLUSIONS
An automated MEMS design synthesis program has been developed based on a multi-objective genetic algorithm (MOGA). To capture the hierarchical nature typical of many engineering designs, a treestructured component-based genotype has been developed, which is based on an extensible design component library. This library includes different levels of design building blocks, ranging from simple geometrical primitives to complete resonator assemblies. Each building block in the component library is characterized by its own gene, and the full genotype has multiple genes connected together based on their functionality. This component library provides a highly effective and valuable gene pool and implicitly encodes much domain-specific engineering knowledge. This helps MOGA to converge to good design solutions much more efficiently.
Since MOGA is a stochastic global search method, it has a small probability of generating close-to-optimal design solutions in the intermediate generation, but later losing them during the evolutionary process. An archiving procedure has been added into the MOGA process, which guarantees that the best designs generated during the stochastic search process are remembered and available to the designer.
MOGA can handle multiple design objectives and generate multiple design solutions on the Pareto frontier. Comparing the configuration of the best designs, the designer can observe design patterns and find good design constraints favoring a certain application. The accumulated knowledge can be incorporated into the design component library and design constraints for better performance and for future use. This was demonstrated by both Case 5 of the resonator test case and Case 4 of the microaccelerometer test case. The simple serpentine spring, which was created based on the engineering observation on the emergent behavior of the resonator synthesis, generated the best designs for both resonator and microaccelerometer design examples. The final solutions of both design examples also existed as structures in the search space of other test cases; but they either did not make the Pareto set because they were not optimal under the original constraints or were not likely to be found in a reasonable amount of time because of the large search space involved.
The synthesis results of the test cases using different design components demonstrate that incorporating engineering knowledge can focus the stochastic global search on promising search regions and find better design solutions within a practical computational time. With more and more design components incorporated with engineering knowledge feedback into the design component library, we plan to develop an indexed design case library that provides good initial designs for the MOGA process and suggests reasonable parameter ranges based on the given design specifications.
