The Multi-vehicle Covering Tour Problem and the Bi-Objective Multi-vehicle Covering Tour Problem have been studied for more than thirty years. Both problems have several practical applications in industry. In this paper, we propose an effective exact method for the Multi-vehicle Covering Tour Problem based on column generation techniques. The effectiveness of the exact method is owed to tailored dominance rules and completion bounds. To validate our approach, we conducted extensive computational experiments on instances from literature. The comparison with state-of-the-art methods shows the effectiveness of the proposed method. In particular, seven open instances are closed to optimality for the first time, and the best lower bounds of the six open instances are improved. The exact method for the Multi-vehicle Covering Tour Problem is also embedded in a -constraint exact method to solve its biobjective counterpart. Computational results show that the lower bound set provided by this bi-objective exact method is stronger than those provided by the state-of-the-art method from the literature.
Introduction
The Covering Tour Problem (CTP) was introduced by Current and Schilling (1989) as a generalization of the Traveling Salesman Problem where not all cities of the network have to be visited. However, they must be within some predetermined covering distance from the nearest visited city. Current and Schilling (1994) view the CTP as the design of a bi-level transportation networks. A main vehicle performs a minimum length tour to serve some subsidiary points, and any point that does not belong to the tour can reach the nearest visited point in decent time. In the Multi-vehicle Covering Tour Problem (MCTP), several vehicles are available to perform the tours.
Covering tour problems have interesting real-life applications, such as, humanitarian logistics, regional development, urban patrolling, and health-care management. In humanitarian logistics, Naji-Azimi et al. (2012) and Nolz et al. (2010) perform survival goods distribution throughout disaster area; the relief teams can only visit a few satellite distribution centers, and the population directly goes to these centers if they are close enough from their homes. In regional development, Current and Schilling (1994) and Labbé and Laporte (1986) determine locations for overnight mail service accessible for the complete population and for post boxes. Oliveira et al. (2015) plan routes for urban patrolling that pass through some important points,such as schools and hospitals and near some other convenient points, such as public parks and bank agencies. Hodgson et al. (1998) and Hachicha et al. (2000) both manage the health care in rural areas where a medical team is supposed to visit a small subset of villages so that each inhabitant is able to reach its nearest village in an acceptable amount of time.
Problem Description
The MCTP aims at finding the minimum-cost routes over a network that fulfill the requirements of different nodes. Some nodes must be visited by the vehicles whereas some other nodes have to be covered. A node is covered if it is situated within a predefined covering distance from its nearest visited node.
Let G = (V, E) be an undirected graph. The vertex set V is defined as V = {0} ∪ M ∪ O ∪C, where 0 is the depot, M and O are respectively the sets of mandatory and optional service points (i.e., nodes to visit), and C is the set of customers (i.e., nodes to cover). The edge set E is defined as E = {{i, j}|i, j ∈ V, i < j}.
A distance d i j is associated with each edge {i, j} ∈ E. At the depot, a set K of |K| homogeneous vehicles is located. The vehicles have to perform a set of routes that visits the mandatory service points, and can visit the optional service points. A visit to an optional service point i ∈ O allows to cover all customers j ∈ C such that d i j ≤ η, where η is the maximum coverage distance. If a route r visits a service point i ∈ O that covers customer j ∈ C, we say that route r covers customer j. The customers must be covered by at least one route. Each route cannot visit more than n service points, and the sum of the distances of the edges traversed by a route cannot exceed the maximum distance d. The goal of the MCTP is to design a set of routes such that the total distance of the routes is minimized, the mandatory service points are visited, and the customers are covered. The MCTP is an NP-hard problem as the MCTP reduces to the Distance The Bi-Objective Multi-vehicle Covering Tour Problem (BOMCTP) also studied in this paper aims to minimize the total distance of the routes as first objective and considers the maximum coverage distance η as a second criterion to minimize. All other input data remain the same as in the MCTP. These two objectives are conflicting since the larger the value of η, the fewer the number of nodes to visit, and therefore the smaller the distance to travel.
Literature
For the sake of clarity, the literature about covering tour problems is divided into four parts. We discuss the literature on the CTP, the MCTP, the BOCTP, and the BOMCTP in Section 1.2.1, Section 1.2.2, Section 1.2.3, and Section 1.2.4, respectively.
Covering Tour Problem
Current and Schilling (1989) formulate the Covering Salesman Problem (CSP) with a two-index formulation. The CSP is similar to the CTP except than the customers are the optional service points that can be visited and there is no mandatory service points. They devise a heuristic that solves a Set Covering Problem (SCP) on the original graph and a Traveling Salesman Problem on the resulting graph of each optimal solution of the SCP. They test their heuristic on an instance with 21 nodes and 39 edges. Gendreau et al. (1997) propose valid inequalities as well as a branch-and-cut method to solve a twoindex formulation for the CTP. They also introduce a heuristic to find an upper bound at the root node that generally provides solution within 3% from optimality. They test their exact method on randomly generated instances with up to 600 nodes and up to 100 service points and solve them in less than two hours. Baldacci et al. (2005) formulate the CTP as a two-commodity network flow problem. They compare their new formulation with the one proposed by Gendreau et al. (1997) and show that the corresponding lower bound is tighter. They develop a scatter-search metaheuristic and compare a classic scatter search method with a version that generates violated generalized subtour elimination constraints. They create random instances in the same way of Gendreau et al. (1997) and with the same size and solved them in 20 minutes at most.
Multi-vehicle Covering Tour Problem
The MCTP was introduced by Hachicha et al. (2000) who formulate the problem with a three-index formulation. They apply three different heuristics for the MCTP: the savings heuristic of Clarke and Wright (1964) , the sweep algorithm of Gillett and Miller (1974) , and the route-first/cluster-second heuristic of Beasley (1983) . Each heuristic uses the one developed by Gendreau et al. (1997) for the CTP. The algorithms are tested on randomly generated instances with up to 200 service points and 400 customers.
These instances are solved in less than half-an-hour by the modified sweep algorithm and in less than 4 minutes by the two others heuristics. The route-first/cluster-second heuristic also solves real-life in-stances in few seconds. The computational experiments show that the route-first/cluster-second heuristic is the best compromise between time and quality of the solution. Lopes et al. (2013) present preliminary results of a branch-and-price algorithm for the MCTP based on a new set-partitioning formulation. The solution of the sub-problem is accelerated with a GRASP metaheuristic. Computational experiments are done on randomly generated instances created as in Hachicha et al. (2000) . They set the maximum distance d equal to 200 and the maximum number of service points n to 4. Only 5 instances out of 15 are solved in less than 4 hours on instances with up to 400 nodes and with up to 200 service points.
Jozefowiez (2014) presents a set partitioning formulation for the MCTP with fewer constraints than Lopes et al. (2013) . He develops a branch-and-price algorithm in which the sub-problems are formulated as a ring star problem and solved by a branch-and-cut algorithm. The instances are randomly generated with up to 60 service points and with up to 150 customers. He chooses to set the maximum distance d
to infinity and to vary the maximum number of service points n between 5 and 8. The bounds of that formulation are tight, but they take too long to be evaluated. Ha et al. (2013) propose a new two-commodity flow formulation for the MCTP based on the formulation of Baldacci et al. (2005) for the CTP and some valid inequalities applied for the MCTP. They solve their formulation with a branch-and-cut method. They also devise a two-phase metaheuristic which first randomly creates subsets of service points that can cover all customers and then solves a Vehicle Routing Problem with unit demand on each subset. This metaheuristic provides the initial upper bounds for their branch-and-cut algorithm. They tested their exact method with the same instances of Jozefowiez (2014) .
Their results outperform previous works on exact methods for the MCTP, so their exact method is currently the state-of-the-art exact method from the literature. Therefore, we will compare their results with the results achieved by our exact method in Section 4. Murakami (2014) introduces a column generation-based heuristic for the MCTP. The heuristic outperforms the heuristics of Hachicha et al. (2000) in terms of cost but not in terms of time. He uses the same methods applied for the Generalized Multi-Vehicle Covering Tour Problem in Murakami (2018) where the service points have a demand that can exceed one. The results show the efficiency of the heuristic based on column generation when compared to Hachicha et al. (2000) on the instances of Jozefowiez (2014). The algorithm applied to new randomly generated instances with up to 400 service points shows good results in reasonable time. where customers have to be covered a certain number of times. They adapt the formulation and the metaheuristic of Ha et al. (2013) to the MMCTP. Randomly generated test instances are created following the process of Jozefowiez (2014) and, in addition, choosing the number of times customers needs to be visited. The instances involve up to 200 nodes with 50 service points.
Flores-Garza et al. (2017) also introduce a variation of the MCTP called the Multi-vehicle Cumulative
Covering Tour Problem that minimizes the sum of arrival times at each service point. They use a threeindex formulation to solve their problem as well as a GRASP method. They test the efficiency of their heuristic on the same instances of Jozefowiez (2014).
Bi-Objective Covering Tour Problem
Current and Schilling (1994) present two problems called the Median Tour Problem and the Maximal Covering Tour Problem that are bi-objective versions of the CSP presented in Current and Schilling (1989) . The two problems aim to minimize the total tour length. The Median Tour Problem also minimizes the total travel distance of unvisited nodes to their nearest visited node weighted by their demands.
On the other hand, the Maximal Covering Tour Problem minimizes the demand of nodes not covered by the tour. They formulate them with a two-index formulation and devised heuristics to solve them. A first solution that minimizes only one objective is selected as initial solution. The Pareto front is completed by moving along the front to adjacent solutions in the sense that optimizes the other objectives. They use a real-life instance of 681 nodes to test their algorithm. An average of 26 points are found in the Pareto front depending on the initial solution. Jozefowiez et al. (2007) introduce another bi-objective version of the CTP where the first objective is not changed and the other one aims to minimize the maximum coverage distance η. Jozefowiez et al.
(2007) design a two-phase metaheuristic that uses the solution of a multi-objective evolutionary algorithm as input for the branch-and-cut of Gendreau et al. (1997) . They make computational experiments on randomly generated data with up to 120 service points and 360 customers and a real-life instance of Hodgson et al. (1998) . They compare their metaheuristic with an exact method: the branch-and-cut algorithm of Gendreau et al. (1997) embedded in the -constraint method. The metaheuristic gives good quality solutions and runs faster on larger instances. Nolz et al. (2010) propose a heuristic based on genetic algorithms and variable neighborhood search to solve a BOCTP that minimizes the distance between uncovered customer and the nearest visited service point and that minimizes either the tour length or the latest arrival time at a service point. They algorithm is also devised that allows a fixed gap tolerance for each optimal solution of the Pareto front.
Real-life data are used to test their method with up to 30 nodes and a time limit of three days. The Pareto front can vary between 6 to 112 optimal solutions. Their heuristic seems to give a good approximation of the Pareto front within reasonable times. Oliveira et al. (2015) plan urban patrolling routes in which the total distance of the selected routes is minimized whereas the second objective aims to maximize the fairness between the routes in terms of number of customers visited. They transform the second objective into a constraint and apply different heuristics to the instances of Ha et al. (2013) • Total cost: minimization of the total cost of the routes;
• Customers traveling distance: minimization of the total travel distance between unvisited nodes and their nearest visited node;
• Uncovered demand: minimization of the demands not covered by the routes;
• Maximum coverage distance: minimization of the maximum coverage distance;
• Latest arrival: minimization of the latest arrival time at a service point;
• Fairness: maximization of the fairness between the routes.
Our study on the BOMCTP will focus on the two objective functions investigated by Artigues et al.
(2018). Section 2 presents the mathematical formulation, the exact method used to solve MCTP and the main ingredients of the exact method. Section 3 explains how to embed our method in an -constraint method to solve the BOMCTP. Section 4 shows the computational results of the proposed methods on the MCTP and the BOMCTP. Finally, Section 5 summarizes some conclusions and future research directions. 8
An Exact Method for the MCTP
In this section, we present a mathematical formulation of the MCTP and describe the exact method we propose to solve the MCTP to optimality.
Mathematical Model
The following formulation of the MCTP has been introduced in Lopes et al. (2013) . Let R be the set of all feasible routes. Each vehicle performs a route r ∈ R that starts at the depot, visits some service points denoted by S r , and returns to the depot. The cardinality of r is denoted by q r . A route is said to be feasible if it does not visit more than n service points, i.e., q r ≤ n, and the sum of the distance of the traversed edges, denoted by d r , does not exceed the maximum distance d. For each route r ∈ R and each service point i ∈ M ∪ O, let a ir be a binary coefficient equal to 1 if route r visits service point i.
Moreover, for each route r ∈ R, let C r ⊆ C be the subset of customers covered by r (i.e., by the visited service points S r ). For each customer i ∈ C, let b ir be a binary coefficient equal to 1 if i ∈ C r and 0 otherwise. Let us introduce a binary variable x r ∈ {0, 1}, r ∈ R, which indicates if the route is selected (x r = 1) or not (x r = 0). The MCTP can be formulated as follows [Lopes et al. 2013] :
The objective function (1) minimizes the total distance of the selected routes. Constraints (2) ensure that all mandatory service points are visited whereas constraints (3) allow to visit optional service points if necessary. Due to constraints (4), every customer has to be covered at least once. Constraint (5) guarantees that at most |K| routes are selected. Finally, constraints (6) define the range of the decision variables.
Let us notice that constraints (3) are redundant if the distance matrix d satisfies the triangular inequality and the graph G is complete. Otherwise, constraints (3) are necessary unless a solution can visit a service point without serving it. Some papers in the literature keep such constraints (Hachicha et al. (2000) , Lopes et al. (2013) , Ha et al. (2013) ) whereas some others do not (Jozefowiez (2014) , Artigues et al. (2018)). We keep the constraints as we do not wish to make hypothesis on the instances and design a generic algorithm.
The exact method used to solve the MCTP is based on formulation (1)-(6) and on the exact method proposed in Baldacci et al. (2008) for the Capacitated Vehicle Routing Problem. It consists of four main steps:
1. By using column generation, compute a lower bound LB corresponding to the optimal solution of the linear relaxation of formulation (1)-(6) and its associated dual solution.
2. Compute an upper bound U B to the MCTP.
3. Generate the set R of all feasible routes with a reduced cost, with respect to the dual solution computed at
Step 1, less than or equal to the gap, U B − LB. (1)- (6) with the set R to optimality with a general-purpose MILP solver.
Solve formulation
The four steps of the exact method are described in the next sections, 2.1-2.4. In the following,
and, γ 0 ≤ 0 be the duals associated to constraints (2),
(3), (4) and (5), respectively. Furthermore, let us denote by Master Problem (MP) the linear relaxation of formulation (1)-(6) and by Restricted Master Problem (RMP) the Master Problem with a restricted set of columns.
Step 1: Computing Lower Bound LB
The lower bound LB is computed by using column generation. The set of routesR is initialized with all feasible routes of cardinality one and two plus an artificial route that visits all service points and has a large enough costd.
The pricing sub-problem for the MCTP corresponds to an Elementary Shortest Path Problem with Resource Constraints (ESPPRC) which is known to be strongly NP-hard (Dror (1994) ) and can therefore be time-consuming to solve. To accelerate the solution of the ESPPRC, we apply the ng-route relaxation (introduced by Baldacci et al. (2011) ) and propose tailored dominance rules and completion bounds as well as a stabilization technique and a heuristic algorithm to efficiently price out columns.
Ng-routes relaxation
The ng-routes relaxation, introduced by Baldacci et al. (2011), is an efficient relaxation of the ESPPRC which obtains near-elementary routes in limited computing times. This relaxation usually allows to construct routes containing long cycles in terms of distances on the edges. By construction, short cycles are discarded. The new pricing sub-problem solved when pricing out ng-routes with negative reduced cost is the ng-Shortest Path Problem with Resource Constraints (ng-SPPRC).
The ng-routes relaxation can be summarized as follows. For each service point i, a set N i of cardinality ∆ is pre-defined. Such a set N i contains i plus the ∆ − 1 service points that are closest to i.
For each path p = (0, i 1 , i 2 , .., i n p ) that starts at the depot, visits a set of service points i 1 , i 2 , .., i n p , and ends at service point i n p , an ng-set NG p ⊆ N i np is computed as follows:
An ng-set contains the forbidden service points, i.e., the points that have already been visited by the path and that are considered too close to return to. A feasible ng-path is a non-necessarily elementary path p = (0, i 1 , i 2 , .., i n p ) that starts at the depot, satisfies the maximum cardinality constraint, the maximum distance constraint and the ng-elementarity, and ends at the service point i n p . Any ng-path where i n p = 0 is a feasible ng-route. The set R of feasible routes in formulation (1)-(6) is now replaced with the set R of feasible ng-routes.
Labeling algorithm
Solving the ng-SPPRC consists of dynamically generating routes with a negative reduced cost with respect to the dual solution (λ, γ, σ) of RMP via a labeling algorithm. A label L is a feasible ng-path that starts at the depot, visits a set of service points S L , covers the customers C L , ends at the service point v L with an ng-set NG L , has cardinality q L , traveling distance τ L and reduced cost c L . Let us define the reduced cost of edge {i, j} as:
with
The label extension of L from v L to a service point w ∈ {O∪M}\NG L gives the new label L according to propagation rules (8)- (13):
where C w , w ∈ O ∪ M, is the set of customers of C that can be covered by w and N w , w ∈ O ∪ M, is the pre-defined ng-sets at service point w.
Propagation rules (8), (9), (10), (13) are commonly used in column generation algorithm for many routing problems. On the contrary, rules (11) and (12) are specific for the MCTP as they depend on the set of customers C. Propagation rule (11) updates the covered customers set of C L by adding all customers in C that are covered by the service point w. Propagation rule (12) updates the reduced cost by adding, to the cost of label L, the reduced cost of edge {v L , w} and by removing the dual variables of customers covered by w that are not covered by L.
Dominance rule
The following dominance rule can be used to discard labels that cannot generate an optimal ng-route. A label L 1 dominates a label L 2 if the following conditions are satisfied:
and one of the conditions (14)- (18) is strictly satisfied. The first four conditions (14)- (17) ensure that every service point i ∈ O ∪ M that can be attained by propagating label L 2 can also be attained by L 1 . Condition (18) states that any propagation of label L 1 has a lower cost of the same propagation of label L 2 . The correctness of the dominance conditions (14)- (18) is proved by the following proposition.
Proposition 1. Given two labels L 1 and L 2 satisfying rules (14)- (18), any extension of L 2 will be dominated by the same extension of L 1 .
Proof. Let us suppose i is a service point accessible for both L 1 and L 2 , and i only covers customer j. Let L 1 e (respectively L 2 e ) be the extension of L 1 to i (respectively L 2 ). According to the extension rule (12), the following situations can occur:
• j ∈ C L 1 and j C L 2 . Then, c L 1 e = c L 1 + d v L 1 i and c L 2 e = c L 2 + d v L 1 i − σ j . However, the rule (18) already ensures that the reduced cost c L 1 is lower or equal than reduced cost c L 2 minus the dual value σ j ≥ 0. Thus, c L 1 e ≤ c L 2 e .
• j C L 1 and j ∈ C L 2 . Then, c L 1
• j C L 1 and j C L 2 . Then, c L 1
As rule (18) states that the reduced cost σ i ≥ 0 of every customer i covered by L 1 but not covered by L 2 is subtracted from the reduced cost of c L 2 , any extension of L 2 is dominated by the same extension of L 1 .
Completion bounds
The following completion bounds can be used to discard labels that cannot generate an ng-route with a negative reduced cost. The completion bounds presented in this subsection are the most straightforward way to apply the completion bounds of state-of-the-art methods for solving vehicle routing problems.
A backward ng-path (NG, q, i) is a non-necessarily elementary path p = (i |S p | , .., i 1 , 0) that starts at the service point i |S p | = i, visits a set of service points S p such that NG p = NG, has a cardinality q = q p , and ends at the depot.
Let f (NG, q, i) be a lower bound on the least-reduced cost of a backward ng-path (NG, q, i). The dynamic programming algorithm to compute these bounds are explained in Baldacci et al. (2011) . For all backward ng-path p starting at the service point v p , of cardinality q p and of visited service points S p , the reduced cost of p is bounded as follows:
Let us introduce F(S p , q p , v p ) the lower bound on the reduced cost of all ng-routes that can be constructed by extending the forward ng-path p .
Therefore, any extension of a forward ng-path p has a reduced cost greater than a value δ if:
By setting δ = 0, and computing the reduced cost of the ng-path with respect to the dual solution (λ, γ, σ) of RMP, we use completion bounds to discard ng-paths that cannot be expanded to give an ng-route with a negative reduced cost.
For the MCTP, the reduced cost depends on the customers covered by a path, but this information cannot be stored during the algorithm for computing completion bounds. Therefore, the cost used for the completion bounds is not the reduced cost, but the cost c f defined as follows:
where C i is the set of customers of C that can be covered by i.
New completion bounds
As previously noticed in 2.2.4, the bound f is not computed with the reduced cost c, but with another cost c f . The difference lies in the number of times the dual variables σ associated to the customers to be covered are deducted from the cost. For a path p, both costs c p and c f p are computed by deducting from the cost c p , the dual variables associated to visited service points. For c p , the dual variable σ i of covered customers i ∈ C p is subtracted exactly one time. On the contrary, for c f p , the dual variable for the covered customer i is deducted multiple times, i.e. the number of visited service nodes that can cover i. Therefore, for each path p, c f p ≤ c p . Thus, the bound f can be strenghened by computing a new bound g where the dual variables σ are subtracted fewer times than in f .
The idea of the completion bound is to refine F by taking into account, for a forward ng-path p, the set C p ⊆ C already covered by p. An ideal completion bound G ideal (S p , q p , v p , C p ) for p can be computed as follows. We define a new cost cg ω i j for each arc (i, j), i, j ∈ O ∪ M ∪ {0} that exclude the dual values associated to a subset ω ⊆ C:
For a subset ω ⊆ C, it is possible to compute g ω (NG, q, i) the least-cost cg ω backward ng-path (NG, q, i) using the same algorithm as before. Then, the ideal completion bound can be expressed as:
It is important to notice that ∀{i, j} ∈ E, i ∈ O ∪ M ∪ {0} and ∀ω ⊆ C, cg ω i j ≥ c f i j . Therefore, the bound G ideal is better than the bound F as the latter does not consider the vertices already covered by the partial path. It is also the best possible bound as the vertices in C already covered are not considered in the cost.
A problem is that the bound on a backward ng-path must be pre-computed for every subset ω ⊆ C.
As the number of subset ω is exponential, it is not possible in practice. A solution is to limit the number of tested subsets ω. To do so, we restrict ω to be a subset of Ψ ⊆ C. The set Ψ is composed of the MAX S ELECT ED vertices i ∈ C with the highest values σ i . We pre-compute the value g ω of the backward ng-path for all subsets ω of Ψ. Then, the completion bound for a forward ng-path p used in the algorithm is:
While G is lower or equal to G ideal , it is still better than the bound F.
Heuristic
A heuristic is used to speed up the first iterations of the column generation process. It consists of limiting the number of labels for each cardinality q and each ending service point i to a maximum value MAX LABEL during the labeling algorithm. When no column with negative reduced cost is found, the value MAX LABEL can be increased. At the last iteration of the pricing problem, the parameter MAX LABEL has to be set equal to +∞ to guarantee that no negative reduced cost columns exist.
Stabilization technique
In general, the set covering problem is highly degenerate, and the column generation procedure is usually affected by convergence issues due to unstable dual variables that highly fluctuate over the iterations. To limit such instability, stabilization methods are usually applied to the master problem. Du Merle et al.
(1999) have proposed the Box Stabilization method, which imposes a soft limit on the dual variables that is updated during the resolution and a penalization on the objective if the limit is exceeded. Pigatti et al. 
x r ≥ 0 r ∈ R
Let us notice that for all values of α ≥ 0 and π, z(π, α) ≤ z. Thus solving this formulation provides a valid lower bound for formulation (1)-(6).
Let µ − ≥ 0, µ + ≥ 0, θ ≥ 0 and ω ≥ 0 be the dual variables of constraints (26), (27), (28) and (29), respectively. The dual of formulation (21)-(30) presents the following new constraints:
. These constraints imply that the deviation of the dual variable λ i (i ∈ M) from the value π i (i ∈ M) penalized by α|π i − λ i |. The penalization process is the same for γ and σ.
The setting of the parameters π and α during column generation is made in the following way. The coefficient π changes during the execution according to the dual variables value of constraints (22)-(24), and α is set to a constant value. Let RMP' be the formulation (21)-(30) with a restricted set of columns and R 0 be the initial set of columns. First, π is set to 0 and α to 0.001. At the beginning of the k th iteration of the column generation, the value of π is set to the value of the optimal dual solution of RMP' with the set R k−1 of columns. When RMP' is solved to optimality for α = 0.001 with a set R n of columns, the whole process is run again for α = 0 but the initial set of columns is R n and π is the optimal dual solution of RMP' with the set R n of columns. (1)-(6) is computed by solving it on the set R elem of routes. In the case no upper bound is found by this heuristic, we set U B to a big enough cost.
Step 3: Enumerating Columns in the Gap
For the third step, we use a mono-directional labeling algorithm. In this algorithm, a label L is a feasible path that starts at the depot, visits the service points S L , covers the customers C L , and ends at the service point v L with a cardinality q L , a traveling distance τ L and a reduced cost c L . The extension rule from a label L to a label L is defined by the rules (8)-(12) plus the update of the visited service points set (31).
The dominance rule used to discard unpromising labels during the column enumeration is the following. A label L 1 dominates a label L 2 if the following conditions are satisfied:
and at least one of conditions (32)-(36) is strictly satisfied. The rule (33) is implied by the rule (35), and is used for computational efficiency. Furthermore, the last rule (36) ensures that the reduced cost of L 1 is lower than the one of L 2 . We can notice that no resources are included in the pricing algorithm for the non-robust inequalities (4), and therefore they do not affect its performance. Indeed, the rule (35) implies that it does not exist any client i ∈ C L 1 \C L 2 . So, an extension of the label L 2 could not have a better reduced cost than the same extension of label L 1 .
The same completion bounds of the algorithm for the ng-SPPRC explained in Section 2.2.5 are used, but the label is discarded by setting δ to the value of gap equal to U B − LB.
At the end of column enumeration, R contains all feasible routes with a reduced cost not greater than the gap that have not been discarded by the dominance rule and the completion bounds.
Step 4: Computing Integer Optimal Solution
Once the column enumeration in the gap has been performed, we solve formulation (1)-(6) on the restricted set of columns R with a general-purpose MILP solver.
Implementation Details
Let LB be the optimal solution of MP, and let U B 1 be the upper bound obtained by the heuristic 
Exact Method for the BOMCTP
In this section, we present the exact method applied to solve the BOMCTP where the objectives are the minimization of the total distance of the routes and the minimization of the maximum coverage distance η. First, we introduce a set-partitioning formulation of the BOMCTP. Then, the -constraint formulation is introduced, and the -constraint method is explained.
Mathematical Formulation
The following formulation of the BOMCTP is an extension of formulation (1)-(6) and has been presented by Sarpong et al. (2013) . Let us notice that constraints (3) and (5) are not in the formulation of Sarpong et al. (2013) . For an ng-route r ∈ R , let κ r be the maximum distance between each customer in C r and its nearest visited service point in S r .
The new objective function (38) minimizes the maximum coverage distance of all routes η. Constraints (40) impose η to exceed the maximum coverage distance κ r of each route r. We suppose the coverage distance to be integer.
The formulation (37) The Pareto Front obtained by solving the formulation (37)-(40) is composed of all non-dominated points. However, as the same point y ∈ Y can be associated with several different solutions in X, the number of efficient solutions can be larger than the number of non-dominated points. In this paper, we only search for one solution associated to each non-dominated point.
-Constraint Method
The -constraint is an efficient method for solving bi-objective problems introduced by Haimes (1971) .
The method consists of modifying the formulation of the BOMCTP into a formulation with one objective, and solves a sequence of mono-objective problems.
First, the formulation (37)-(40) is modified into the following -constraint formulation. A constant is introduced to constrain one of the costs to be lower than the constant. For a specific , only one nondominated point of formulation (37)-(40) is found. Therefore, to find the complete Pareto front, the value has to vary.
As noticed in Sarpong et al. (2013) , the structure of a bi-objective problem with a min-max objective is specific, and the -constraint (46) can be discarded in the formulation and replaced by a requirement on the definition of a feasible route. Therefore, we use the formulation (1)-(6) with a maximum coverage distance η set to to solve the BOMCTP.
When a non-dominated point OPT is found, the value can be set to η(OPT) − 1, with η(OPT) the maximum coverage distance of the solution associated to OPT, as η is an integer coefficient due to the fact that the coverage distance are supposed integer. However, can be decreased by more than one as explained in Jozefowiez et al. (2007) and in the following compute next covering algorithm. The
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-constraint method can be summed up as in Algorithm 1, and the global algorithm uses three other ones:
• solution exists( ) checks if a solution that respects all the constraints is possible for η = . For this, it is sufficient to check if all customers in C are covered by at least one optional service point of O.
• solve MP( ) solves the mono-objective formulation (1)-(6) with a maximum coverage distance set to and returns the optimal primal solution OPT .
• compute next covering returns the maximal value of η for which the current solution OPT is not valid anymore; i.e., returns the maximal value κ r (∀r| r selected by OPT ). 
Computational Results
In this section, we present the computational results of the exact methods presented in Sections 2 and 3 for the MCTP and the BOMCTP. The experiments have been conducted on a Xeon E5-2695 processor with a 2.30GHz CPU on a single thread. The implementation is in C++, and the linear problem (21)- (30) and the integer problem (1)-(6) are solved with Gurobi 7.1.
The following parameter setting has been used: ∆ = 8 (see Section 2.1.1), MAX SELECTED = 3 (see Section 2.1.5), and MAX LABEL=4, 30, and +∞ (see Section 2.1.6).
The time limit is 2 hours for the mono-objective method, 3 hours for the computation of the lower bound set of the BOMCTP, and 6 hours for the exact bi-objective method. If a method does not converge in the time limit, the corresponding line is noted with a dash (-). The best methods in terms of CPU times and gap are noted in bold.
Mono-Objective Version
The instances of the MCTP are the ones used in Jozefowiez (2014) and Ha et al. (2013) . They are named X-T -n-W-p where X is the name of the Krolak instance from which the instance is derived, T is the size of the mandatory service point set plus the depot, n is the size of the service point set plus the depot, W is the size of the customer set and p is the maximum number of visited service points allowed in a route.
In total 96 instances are tested.
The state-of-the-art exact method for the MCTP is presented in the paper of Ha et al. (2013) , that is why we compare our results with them in the following tables. As the CPU used by Hà et al. is different, we use the passmark CPU score 1 with a single thread to construct a fair coefficient. In these three tables, the following column headings are: the CPU time in seconds (Time), the optimal solution of each instance (U B), the lower bound of the MCTP (LB), and the gap between the lower bound LB and the optimal solution U B in percentage (Gap). If no optimal solution is found, the gap is computed with a valid upper bound. The gap is computed as follows:
The computational results show that our method is strictly more efficient than the state-of-the-art method on 82 instances out of 96. Our method is strictly less efficient on 7 instances. Among these 7 instances, the difference of time is higher than 5 seconds only on D1-1-50-50-8. It could be explained as column generation is less efficient on vehicle routing problems with long routes. For instances with |V| = 200, our method outperforms the one of Hà et al. We close 7 open instances. On the 6 instances that remain unsolved, the lower bound we find is clearly better than the one of the method of Hà et al.
We can notice that the difficulty of the instance increases with the maximum cardinality of the route.
The number of service points also plays an important part in the difficulty as well as the number of The computational results show that the bound g is strictly more efficient in terms of computing time on 43 instances out of 96. The bound f is strictly more efficient on 31 instances out of 96. The mean time for all instances is 139.7 and 153.8 for the bound g and f , respectively.
We can also notice that the number of accepted paths in the sub-problem after the completion bounds is always higher for the bound f as the g ones prune more labels in theory. For example, the instance A1-1-50-50-8 shows that the number of accepted paths is nearly four times superior with the bound f and the impact in the CPU time is proportional. However, on the instance C1-10-50-50-5, few paths are allowed with both bounds and therefore, the time to compute the bound has a negative impact on the CPU time for g one as it is more expensive to compute. 
Bi-Objective Version
As far as we know, there is no exact method for the BOMCTP. The instances used are the MCTP instances without a fixed covering distance η. The results are reported in Table 7 . This table presents a column |Y| for the number of non-dominated points, and a column Time for the CPU time in seconds to obtain the complete Pareto front.
We can notice that 62 instances out of 96 are solved to optimality in 6 hours. The number of nondominated points is quite high: between 12 and 90, with an average of 40. This means that this variant of the BOMCTP offers a compromise between the two objectives. For example, the instance D1-1-25-75-6 contains 29 non-dominated points, and the two extreme points have a cost of 730 and 11047 and a The lower bound sets of the BOMCTP have been studied in Artigues et al. (2018) . Table 8 compares the tightness and the efficiency of the lower bound sets obtained by our method and the method from the literature, called SOGA, presented in Artigues et al. (2018) . Both algorithms are run on the same CPU, but the method SOGA solves the integer and linear problems with CPLEX 12.9.
The efficiency is evaluated in terms of CPU time used to compute the lower bound sets in column Time. The tightness is determined with two values: Pt represents the number of points in the lower bound set, and Hv represents the hypervolume metric. The hypervolume is the percentage of area in the objective space covered by the lower bound sets compared to an ideal point. The figure 2 illustrates this measure.
In this example, the point N represents a nadir point that is dominated by every non-dominated feasible points of the BOMCTP. This means that the exact Pareto front is contained in the rectangle formed by the points I and N. The points A, B, C and D and the lines between them represent the lower bound set. The hypervolume measure of the lower bound set is equal to the gray area divided by the area of the rectangle formed by the points I and N. It is straightforward that the smaller the measure, the better the lower bound set. For the hypervolume measure of the two methods, the same point N is used for similar instances. The results show that our method computes tighter lower bound sets for all instances. The lower bound sets computed with our method generates more lower bound points, and it could explain both a part of the preciseness of our lower bound sets and the difference of time between the two methods. For instance, in A2-1-100-100-5, our method computes 113 points in 2022.5 seconds for an hypervolume of 84.5%, and the SOGA method computes 63 points in 1037.2 seconds for an hypervolume of 85.1%.
However, for some instances, our method is still faster with more points computed. For instance, in D1-1-50-50-8, the SOGA method computes 55 points in 2104.0 seconds, and ours computes 80 points in 1546.9 seconds. 
Conclusion
In this paper, we proposed an exact method to solve the Multi-vehicle Covering Tour Problem. It is based on a set partitioning formulation that uses the ng-route relaxation for the pricing problem, and includes a stabilization procedure for dealing with degeneracy. We describe the specificities of column generation for the MCTP during the extension of a label, the dominance rule and especially the computation of tight completion bounds. The efficiency of our method is proven against the state-of-the-art method for the MCTP. Some instances have now been closed thanks to our algorithm. Moreover, the single-objective method has been embedded in a well-known bi-objective technique, the -constraint method, to solve the Bi-Objective Multi-vehicle Covering Tour Problem which aims to minimize both the total distance travelled and the maximum coverage distance allowed for the vehicles. The size of the final Pareto front for each instance shows that the bi-objective problem presents a compromise between the maximal covering tour coefficient and the final cost of the routes.
On the one hand, the next step of this work will be to improve the mono-objective method by adding some cuts to be able to close all instances and to deal with larger instances. On the other hand, the bi-objective method could be improved by sharing information about optimal routes between the subproblems solved for different values.
