This paper describes a novel bit level stream cipher based symmetric key cryptographic technique. At first, sender and receiver agree upon a symmetric key. Then the symmetric key is formed using Greatest Common Divisor (G.C.D) of sum of even or odd bit positional weight th even or odd number and a symmetric key value is derived from the symmetric by the sender. The symmetric key value is XORed with the ASCII value of the plain text character to get the cipher text character. This is repeated for the entire plain text file. The symmetric key and the entire cipher text file is sent by the sender to the receiver. From the symmetric key, the receiver calculates the symmetric key value. The symmetric key value is XORed with the cipher text character to get back the plain text character. When this process is repeated for every cipher text character, then entire plain text file is formed by the decryption process. This technique has several advantages like formation of symmetric key dynamically, more emphasis on symmetric key value rather than the symmetric key, security and equal applicability for encryption and decryption of a large number of files of almost any type or extension.
INTRODUCTION
Symmetric Key Cryptography is a cryptographic technique where the sender and the receiver agree upon a common key. Then the sender uses the key to encrypt a message and the encrypted message is sent to the receiver over the network along with the key. The receiver decrypts the encrypted message using the key to get back the original message [11] - [13] .
As the main focus of this technique is to enhance security, so instead of encrypting the plain text using the symmetric key, the plain text is encrypted using the symmetric key value which is generated from the symmetric key. During decryption, the plain text is re-generated from the cipher text using the symmetric key value which is derived from the symmetric key. The algorithm consists of following four major components [1], [2] , [4] .
Symmetric Key Generation
Plain Text Symmetric Key
Symmetric Key Value Generation
Symmetric Key Symmetric Key Value Both the encryption and decryption technique is described in detail in section 2. An example implementation of the above mentioned technique is shown in tabular form in section 3 and the result and analysis are shown in section 4 which contains required analysis parameters and charts. Finally, conclusion is drawn in section 5.
Encryption Mechanism

PROPOSED ALGORITHM
An even number is a number which is evenly divisible by 2. An odd number is not evenly divisible by 2. It generates a remainder equal to 1 when it is divided by 2. 31 is an odd number because 31%2=1. 16 is an even number because 16%2=0, where % is the modulus operator [9]-[10].
Greatest Common Divisor (G.C.D) of two or more integers is the largest positive integer that divides the numbers without a remainder. The G.C.D of 54 and 24 is 6 as 6 is the largest positive integer that divides the numbers without a remainder [8].
Section 2.1 and section 2.2 respectively describe encryption and decryption mechanisms.
Encryption Mechanism
Following are the successive five steps of the encryption mechanism.
Binary stream of bits formation of the input file Symmetric Key generation from the Plain Text (PT) Symmetric Key value generation from the key
Binary representation of the Symmetric Key value
Cipher Text (CT) generation
Steps are described in section 2.1.1 to section 2.1.5.
Binary stream of bits formation of the input file
Entire plain text file is read from first to last one character at a time. Each character's ASCII value is converted into 8-bit binary representation.
Let, 'd' be the character read from the input file. The binary representation of 'd' (ASCII value 100) will be 01100100 which is represented in an array PT of 8-bits.
Symmetric key generation from the Plain
Text(PT)
The technique uses a 32 bit symmetric key having 5 blocks of length 8 bits, 
Binary representation of symmetric key value
At first, the symmetric key value is represented in binary form. If the number of bits in the binary form is not a multiple of 8, then it is made multiple of 8 by inserting the remaining number of 0's to the left side of MSB, otherwise zero padding is not required.
So, for plain text 'd', 1 10 is represented in equivalent binary form. The total number of bits in binary representation of 1 is 1, which is not a multiple of 8. It is made multiple of 8 by inserting seven 0's to the left side of MSB. 1 10 = 1 2 = 00000001 2 (By inserting seven 0's to the left of MSB to make it a multiple of 8).
Cipher Text (CT) generation
The symmetric key value is broken into a number of 8-bit blocks starting from MSB. Then the cipher text is generated by successively XORing the 8-bit blocks and the 8-bit binary representation of the plain text. 
Decryption Mechanism
Following three steps represents the decryption mechanism.
Conversion of Cipher Text (CT) in binary form
Formation of symmetric key value from symmetric key Plain Text (PT) generation
Steps are described in section 2.2.1 to section 2.2.3.
The encrypted file is received by the receiver and each character is converted into 8-bit binary representation from their ASCII values after reading it from the encrypted file.
So, Binary representation of cipher text 'e' is 01100101 2 (ASCII value of e =101 10 ).
Formation of symmetric key value from symmetric key
As the symmetric key is known to the receiver, so the symmetric key value is generated by the receiver from the symmetric key. The symmetric key value is then represented in binary form. If the total number of bits in the binary representation of the symmetric key is not a multiple of 8, then it is made multiple of 8 by inserting remaining number of 0's to the left of MSB. Otherwise it is kept as it is.
For cipher text 'e', the receiver generates the symmetric key value 1 10 and it is represented in binary form as 1 2 . The total number of bits in 1 2 is 1, it is not a multiple of 8. So to make it multiple of 8, seven 0's (7) are padded to the left of MSB of 1 2 . So the binary representation of symmetric key value becomes 00000001 2.
Plain Text (PT) generation
The symmetric key value is broken into a number of 8-bit blocks starting from MSB. Then the plain text is generated by successively XORing the 8-bit blocks and the 8-bit binary representation of the cipher text. 
IMPLEMENTATION
There are two tables in this section. Table-1 and Table-2 respectively describes the detailed description of the encryption and decryption process of the proposed algorithm.
A plain text file of size 1 KB (test.txt) is taken for encryption whose content is "do". Then the encrypted file ct_test.txt is formed from the plain text file test.txt. From ct_test.txt, the decrypted file pt_test.txt is formed by decryption. Then the contents of the plain text file test.txt and the decrypted file pt_test.txt are compared and it is seen that the contents are same. To test the non-homogeneity between the source and the encrypted file, Pearson's chi-squared test has been performed. It means whether the observations onto encrypted files are in good agreement with a hypothetical distribution. In this case, the chi square distribution is being performed with (256-1)=255 degrees of freedom, 256 being the total number of classes of possible characters in the source as well as in the encrypted files. If the observed value of the statistic exceeds the tabulated value at a given level, the null hypothesis is rejected [3] .
The "Pearson's chi-squared" or the "Goodness-of-fit chisquare" is defined by the following equation:
Here ƒ e and ƒ 0 respectively stand for the frequency of a character in the source file and that of the same character in the corresponding encrypted file. The chi-square values have been calculated on the basis of this formula for sample pairs of source and encrypted files [3] .
The avalanche effect is a very important property of cryptographic algorithms. The avalanche effect is evident if, when an input is changed slightly, the output changes drastically. If a bit in the plain text is flipped or changed, then for an evident avalanche effect, almost half of the cipher text bits are changed in the cipher text. The small change can occur either in the plaintext or in the key so that it can cause a drastic change in the cipher text. In the proposed technique, the 3 rd bit of each plaintext is flipped. The key for each plaintext changes automatically with the flipping of bits in the plaintext. The avalanche percentage for each file is shown in following tables [5]- [7] .
The result for .EXE, .DLL, .COM, .SYS, .TXT files is described in section 4.1, section 4.2, section 4.3, section 4.4 and section 4.5 respectively.
Result for .EXE files
The result for ten .EXE files is presented in Table 3 . The file sizes vary from 5632 bytes to 21811 bytes. The encrypted file size, decrypted file size and the source file size is same. The encryption time varies from 83.21 seconds to 356.80 seconds. The chi square value lies in between 7560 to 30336 with the degree of freedom ranging from 208 to 255. The achieved avalanche is in the range from 13.35% to 18.86%. The encryption time is graphically compared in Fig. 1 with the source file size for .EXE files. Each gray horizontal bar represents the source file size in KB and black horizontal bar represents the encryption time in second. It is seen that encryption time varies proportionally to the source file size. 
Result for .DLL files
The result for ten .DLL files is presented in Table 4 . The file sizes vary from 10752 bytes to 34816 bytes. The encrypted file size, decrypted file size and the source file size is same. The encryption time varies from 94.80 seconds to 517.18 seconds. The chi square value lies in between 1177 to 46103 with the degree of freedom ranging from 178 to 255. The achieved avalanche is in the range from 14.03% to 17.42%. The encryption time is graphically compared in Fig. 2 with the source file size for .DLL files. Each gray horizontal bar represents the source file size in KB and black horizontal bar represents the encryption time in second. It is seen that encryption time varies proportionally to the source file size. 
Result for .COM files
The result for ten .COM files is presented in The encryption time is graphically compared in Fig. 3 with the source file size for .COM files. Each gray horizontal bar represents the source file size in KB and black horizontal bar represents the encryption time in second. It is seen that encryption time varies proportionally to the source file size. 
Result for .SYS files
The result for ten .SYS files is presented in The encryption time is graphically compared in Fig. 4 with the source file size for .SYS files. Each gray horizontal bar represents the source file size in KB and black horizontal bar represents the encryption time in second. It is seen that encryption time varies proportionally to the source file size. 
Result for .TXT files
The result for ten .TXT files is presented in Table 7 . The file sizes vary from 133 bytes to 32563 bytes. The encrypted file size, decrypted file size and the source file size is same. The encryption time varies from 0.61 seconds to 164.11 seconds. The chi square value lies in between -24290 to 23392 with the degree of freedom ranging from 42 to 98. The achieved avalanche is in the range from 11.26% to 15.97%. The encryption time is graphically compared in Fig. 5 with the source file size for .TXT files. Each gray horizontal bar represents the source file size in KB and black horizontal bar represents the encryption time in second. It is seen that encryption time varies proportionally to the source file size. 
CONCLUSION
The technique has been developed keeping two important factors in mind. The first among them is to make a dynamic key which is directly derived from the plain text character. The second factor is the security. To make the technique more secured, a symmetric key value is generated from the dynamic symmetric key which is operated on the plain text to get the cipher text. The symmetric key value is generated from the key using two stages. First, sum of even or odd bit positional weight th even or odd number starting from the ASCII value of plain text character is calculated. Then their G.C.D gives the symmetric key value. The key size is fixed. The key space is totally dependent on the source file size. The cipher text file size is same as the plain text file size. The technique is equally implemented in any popular high level language. It is also simple to implement. Extra memory space is not needed to store the encrypted and decrypted file. As the encryption and decryption has been done in bit level, the execution time is dependent on the source file size. The analysis parameter named achieved avalanche percentage is between 15 and 19 for most of the files. The avalanche percentage will be higher if more than one bit is flipped. The achieved avalanche percentage can also be calculated by flipping any one or more bits of the plain text, but also flipping any number of bits of
