Abstract. Many data integration systems provide transparent access to heterogeneous data sources through a unified view of all data in terms of a global schema, which may be equipped with integrity constraints on the data. Since these constraints might be violated by the data retrieved from the sources, methods for handling such a situation are needed. To this end, recent approaches model query answering in data integration systems in terms of nonmonotonic logic programs. However, while the theoretical aspects have been deeply analyzed, there are no real implementations of this approach yet. A problem is that the reasoning tasks modeling query answering are computationally expensive in general, and that a direct evaluation on deductive database systems is infeasible for large data sets. In this paper, we investigate techniques which make user query answering by logic programs effective. We develop pruning and localization methods for the data which need to be processed in a deductive system, and a technique for the recombination of the results on a relational database engine. Experiments indicate the viability of our methods and encourage further research of this approach.
as views over the global schema. In this paper, we concentrate on the GAV approach which is in general considered appropriate for practical purposes. Usually, the global schema also contains information about constraints, , such as key constraints or exclusion dependencies issued on a relational global schema. The mapping is often defined by views on the sources , in a language which amounts to a fragment of stratified Datalog.
Example 1.
As a running example, we consider a data integration system76 To remedy this problem, the inconsistency might be eliminated by modifying the database and reasoning on the "repaired" database. The suitability of a possible repair depends on the underlying semantic assertions which are adopted for the database; in general, not a single but multiple repairs might be possible [2, 6] .
Recently, several approaches to formalize repair semantics by using logic programs have been proposed [3, 12, 4, 7, 5] . The common basic idea is to encode the constraints of into a logic program, , using unstratified negation or disjunction, such that the stable models of this program yield the repairs of the global database. Answering a user query, i , then amounts to cautious reasoning over the logic program augmented with the query, cast into rules, and the retrieved facts . An attractive feature of this approach is that logic programs serve as executable logical specifications of repair, and thus allow to state repair policies in a declarative manner rather than in a procedural way. However, a drawback of this approach is that with current implementations of stable model engines, such as DLV or Smodels, the evaluation of queries over large data sets quickly becomes infeasible because of lacking scalability. This calls for suitable optimization methods that help in speeding up the evaluation of queries expressed as logic programs [5] .
In this paper, we face this problem and make the following contributions:
(1) We present a basic formal model of data integration via logic programming specification, which abstracts from several proposals in the literature [3, 12, 4, 7, 5] . Results which are obtained on this model may then be inherited by the respective approaches.
(2) We foster a localization approach to reduce complexity, in which irrelevant rules are discarded and the retrieved data is decomposed into two parts: facts which will possibly be touched by a repair and facts which for sure will be not. The idea which is at the heart of the approach is to reduce the usage of the nonmonotonic logic program to the essential part for conflict resolution. This requires some technical conditions to be fulfilled in order to make the part "affected" by a repair small (ideally, as much as possible).
(3)
We develop techniques for recombining the decomposed parts for query answering, which interleave logic programming and relational database engines. This is driven by the fact that database engines are geared towards efficient processing of large data sets, and thus will help to achieve scalability. To this end, we present a marking and query rewriting technique for compiling the reasoning tasks which emerge for user query evaluation into a relational database engine.
In our overall approach, the attractive features of a nonmonotonic logic programming system, such as DLV [15] , can be fruitfully combined with the strengths of an efficient relational database engine. The experimental results are encouraging and show that this combination has potential for building advanced data integration systems with reasonable performance. Moreover, our main results might also be transferred to other logic programming systems (e.g., Smodels [17] , possibly interfaced by XSB [20] , or Dislog [19] ).
For space reason, the exposition is necessarily succinct and some details are omitted. They are provided in an extended version of the paper [9] . can be formally defined as follows (quantifiers are omitted):
Preliminaries
The first three rows encode the key dependencies, whereas the last row models the two constraints stating that a coach cannot be a player or a team leader. 
A Logic Framework for Query Answering
In this section, we present an abstract framework for modeling query answering in data integration systems using logic programs. We first adopt a more formal description of data integration systems, and then we discuss how to compute consistent answers for a user query to a data integration system where the global database, constructed by retrieving data from the sources, might be inconsistent.
Data Integration Systems
Formally, a data integration system¨is a triple © , where:
1.
is the global schema. We assume that is a relational schema, i.e.,
is the source schema, constituted by the schemas of the various sources that are part of the data integration system. We assume that is a relational schema of the form is the mapping between and . In our framework the mapping is given by the GAV approach, i.e., each global relation in¨is associated with a view, i.e., a query, over the sources. The language used to express queries in the mapping is Datalog £ @ 9
. We call any database 
5
, since data stored in local and autonomous sources need in general not satisfy constraints expressed on the global schema. Hence, in case of constraint violations, we cannot conclude that S Q y h y T 0 q g p is a "legal" global database for¨ [14] . Following a common approach in the literature on inconsistent databases [2, 12, 6] , we define the semantics of a data integration system¨in terms of repairs of the database
Repairs. Let us first consider the setting of a single database. Let 
. The set of all repairs for¨w.r.t. 
, as long as we "minimize" such additions and deletions.
Note that, in the above definition we have considered the mapping as exact, i.e., we have assumed that the data retrieved from the sources by the views of the mapping are exactly the data that satisfy the global schema, provided suitable repairing operations. Other different assumptions can be adopted on the mapping (e.g., soundness or
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. completeness assumptions [14] ). Roughly speaking, such assumptions impose some restrictions or preferences on the possibility of adding or removing facts from
to repair constraint violations, leading to different notions of minimality (see, e.g., [6, 8] ). We stress that dealing only with exact mappings is not an actual limitation for the techniques presented in the paper; in fact, in many practical cases, the computation of the repairs under other mapping assumptions can be modeled by means of a logic program similar to the computation of repairs under the exactness assumption.
Query. A query over the global schema is a non-recursive Datalog

£
program that is intended to extract a set of tuples over ¦ ; note that in real integration applications, typically a language subsumed by non-recursive Datalog is adopted. For any query
, we call the set 
. If we consider the query
, we have that
Logic Programming for Consistent Query Answering
We now describe a generic logic programming framework for computing consistent answers to queries posed to a data integration system in which inconsistency possibly arises. According to several proposals in the literature [13, 4, 7, 5] , we provide answers to user queries by encoding the mapping assertions in and the constraints in
, and 3. 
is used for encoding the user query i .
Our framework generalizes logic programming formalizations proposed in different integration settings, such as the ones recently proposed in [13, 4, 7, 5] . In this respect, the precise structure of the program
depends on the form of the mapping, the language adopted for specifying mapping views and user queries, and the nature of constraints expressed on the global schema. We point out that, logic programming specifications proposed in the setting of a single inconsistent database [12, 3] are also captured by our framework. Indeed, a single inconsistent database can be conceived as the retrieved global database of a GAV data integration system in which views of the mapping are assumed exact. The logic programs for consistently querying a single database are of the form
Optimization of Query Answering
The source of complexity in evaluating the program 
¢ ¡ £
program whose evaluation complexity over varying databases is at the second level of the polynomial hierarchy [12] . Furthermore, also evaluating programs with lower complexity over large data sets by means of stable models solvers, such as DLV [15] or Smodels [17] , quickly becomes infeasible. This calls for suitable optimization methods speeding up the evaluation (as recently stated in [5] ).
Concentrating on the most relevant and computational expensive aspects of the optimization, we focus here on , assuming that S Q h y T 2 q k p is already computed, and devise intelligent techniques for the evaluation of . Roughly speaking, in our approach we first localize in the retrieved global database S Q y h y T 0 q g p the facts that are not "affected" (formally specified below) by any violation. Then, we compute the repairs by taking into account only the affected facts, and finally we recombine the repairs to provide answers to the user query. Since in practice, the size of the set of the affected facts is much smaller than the size of the retrieved global database, the computation of the stable models of , i.e., repairs of In the rest of this section, we describe in detail the last two steps.
Decomposition
We start with some concepts for a single database. Let 
& % ¤ § ¦
, there exists some set of facts ,
5
.
Armed with the above concepts and results, we now turn to the data integration settings in which we have to repair the retrieved global database 
. In particular, Condition 1 is satisfied by all constraints that do not unconditionally enforce inclusion of some fact in every repair, while Condition 2 is satisfied by constraints that can be repaired by just deleting facts from the database, such as key constraints, functional dependencies, and exclusion dependencies. 
Note that the number of repairs of 7 8 5 X 9 ¡ ¤ F is exponential in the number of violated constraints, and hence efficient computation of the intersection in (2) requires some intelligent strategy. Clearly, the overall approach is beneficial only if the recombination cost does not compensate the gain of repair localization. In the next section, we present an efficient technique for the recombination step.
We close this section with briefly addressing databases over infinite domains. Here, usually a safety condition is imposed on constraints and queries in order to assure finite database instances and query results. Namely, a constraint of the form (1) 
A Technique for Efficient Recombination
In this section, we describe a technique for implementing the recombination step in a way which circumvents the evaluation of Figure 2 is shown in Figure 3 .
We next show how the original query i can be reformulated in a way such that its evaluation over the marked database computes the set of consistent answers to i . Before proceeding, we point out that our recombination technique also applies in the 
Query Reformulation
We next focus on non-recursive Datalog queries and provide a technique for rewriting them into SQL. The extension to non-recursive Datalog £ queries is straightforward, and is omitted due to space limits.
Let a query of the form
for each join variable shows a comparison (in log scale) between the consistent query answering by a single DLV program and the optimization approach proposed in this paper. Interestingly, for a fixed number of violations (10 in the figure) the growth of the running time of our optimization method under varying database size is negligible. In fact, a major share ( 20 seconds) is used for computing repairs of the affected database, plus marking and storing them in Postgresql; the time for query evaluation itself is negligible. In conclusion, for small databases (up to 5000 facts), consistent query answering by straight evaluation in DLV may be considered viable; nonetheless, for larger databases, the asymptotic behavior shows that our approach outperforms a naive implementation
Further experiments are reported in [9] . We stress that the results can be significantly improved since our implementation is not optimized. Nonetheless, its advantage over the standard technique is evident. 
Conclusion
We have described an approach to speed up the evaluation of non-monotonic logic programs modeling query answering in data integration systems. To this end, we have provided theoretical results that allow for repairing an inconsistent retrieved database by localizing the computation of repairs to its affected part. As we have shown, for important classes of constraints such as key constraints, functional dependencies, and exclusion dependencies, repairs can be restricted to the facts in the database violating the constraints, which may be only a small fragment of a large database. Furthermore, we have developed a technique for recombining such repairs to provide answers for user queries. Finally, we have experimented the viability of our approach. We point out that our method, which is built upon repair by selection in terms of a particular preference ordering, is based on abstract properties and may be adapted to other logic programming systems as well. Furthermore, it can be generalized to other preference based repair semantics for an inconsistent database can be dealt with using our method. We point out that, for instance, cardinality-based and weightedbased repair semantics satisfy this condition.
Notice that the logic formalization of LAV systems proposed in [4, 5] might be captured by our logic framework under suitable adaptations. Actually, given a source extension, several different ways of populating the global schema according to a LAV mapping may exist, and the notion of repair has to take into account a set of such global database instances. Nonetheless, analogously to our GAV framework, in [4, 5] the repairs are computed from the stable models of a suitable logic program.
On the other hand, [13, 7] address the repair problem in GAV systems with existentially quantified inclusion dependencies and key constraints on the global schema. They present techniques for suitably reformulating user queries in order to eliminate inclusion dependencies, which leads to a rewriting that can be evaluated on the global schema taking into account only key constraints. We point out that, provided such a reformulation, the logic specifications proposed in [13, 7] perfectly fit our framework.
