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ABSTRAKT 
Táto práca sa zaoberá analýzou, návrhom a implementáciou modulárnej aritmetiky 
do obvodov FPGA a ASIC. Jej hlavným cieľom je vytvoriť knižnicu syntetizovateľných 
funkcií v jazyku C++/SystemC pre operácie v modulárnej aritmetike s využitím 
Montgomeryho redukcie a porovnať výsledky implementácie s klasickými algoritmami. 
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This thesis is focused on analysis, design and implementation of modular arithmetic 
in FPGAs and ASICs. Its main objective is to create a C++/SystemC library, that contains 
synthesizable functions for operations with Montgomery reduction in modular arithmetic. 
Results of the implementation of Montgomery reduction are compared with results 
of classic algorithms for modular arithmetic. 
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S modulárnou aritmetikou sa človek nevedome stretáva v každodennom živote. Medzi 
najznámejšie príklady modulárnej aritmetiky je možné zaradiť čas na hodinách, dni 
v kalendári a pod. Vo všetkých týchto prípadoch sa však pracuje s pomerne malými 
číslami. 
Pri výpočte produktu modulárneho násobenia veľkých čísel s použitím klasických 
metód je potrebné vstupné čísla navzájom vynásobiť a následne vykonať modulárnu 
redukciu vzhľadom k modulu N. Modulárna redukcia predstavuje v niektorých prípadoch 
pomerne náročnú operáciu. Rovnica (1) predstavuje klasický zápis modulárneho 
násobenia [1]. 
Existuje niekoľko algoritmov, ktoré umožňujú efektívnejšie modulárne násobenie. 
Ich princíp je navzájom odlišný, no vo všetkých prípadoch vracajú rovnaký produkt tohto 
násobenia. Tieto algoritmy sa môžu odlišovať, či už vo veľkosti medzivýsledkov, 
veľkosti zabranej plochy v obvode FPGA a ASIC alebo v rýchlosti výpočtu. Patrí tu 
napríklad Montgomeryho redukcia, Barrettova redukcia a niekoľko ďalších metód 
pre moduly v špeciálnych tvaroch [1]. Táto práca sa zaoberá práve spomínaným 
Montgomeryho algoritmom. Montgomeryho redukcia využíva delenie párnymi číslami, 
ktoré sú v ideálnom prípade niektorou mocninou čísla 2. Táto operácia je v digitálnom 
„svete“ pomerne jednoduchá záležitosť, keďže predstavuje len bitový posun. Efektívnosť 
tohto algoritmu sa prejaví práve v prípade, ak je modul pomerne veľké číslo, prípadne je 
potrebné vykonať niekoľko násobení za sebou. 
Takýto algoritmus má využitie predovšetkým v kryptografických aplikáciách. 
S rastúcou hodnotou modulu N sa zvyšuje miera zabezpečenia, no takisto aj doba 
potrebná pre zašifrovanie, resp. dešifrovanie. Ďalšie využitie Montgomeryho redukcie 
môžu predstavovať niektoré špeciálne algoritmy pre násobenie veľkých čísel. 
  
 𝑦 = 𝑎 ∗ 𝑏 mod 𝑁 (1)  
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Cieľom bakalárskej práce je popísať algoritmus modulárneho násobenia s využitím 
Montgomeryho redukcie v jazyku C++/SystemC. Následne bude tento popis zahrnutý 
v rozširujúcej knižnici. Táto knižnica bude obsahovať novovytvorený dátový typ 
pre SystemC, ktorý bude možné syntetizovať. V knižnici sa budú nachádzať všetky 
dôležité funkcie pre prácu s týmto dátovým typom. Okrem algoritmu pre modulárne 
násobenie budú v knižnici zahrnuté aj ostatné operácie dostupné v modulárnej aritmetike, 
teda modulárne sčítanie a modulárne odčítanie. Tieto operácie budú takisto uspôsobené 
pre využitie Montgomeryho redukcie. V poslednej časti tejto práce budú porovnané 
výsledky implementácie algoritmov s použitím Montgomeryho redukcie a bez nej 
z hľadiska predpokladanej doby výpočtu a využitej plochy obvodu FPGA a ASIC. 
K odhadu týchto parametrov bude využitý proces „high level“ syntézy v programe 
C-to-Silicon Compiler a následne syntéza do logických hradiel pomocou nástroja 
Encounter RTL Compiler od firmy Cadence. Syntéza pre obvody FPGA bude vykonaná 
v prostredí programu ISE Design Suite od firmy Xilinx.
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1 MODULÁRNA ARITMETIKA 
Základným objektom štúdia modulárnej aritmetiky sú vlastnosti prirodzených a celých 
čísel. Do množiny prirodzených čísel patria prvky  
a do množiny celých čísel 
Obecne platí a ≡ b (mod N) za predpokladu, ak a = b + kN pre ľubovoľné celé číslo 
k. Ak je a nezáporné číslo a b je číslo v intervale 0 až N - 1, potom je číslo b zvyškom 
po delení čísla a číslom N. Číslo b je niekedy označované aj ako rezíduum  
a modulo N a číslo a sa nazýva kongruentné (ekvivalentné) s číslom b modulo N. 
Symbol ≡ označuje kongruenciu a číslo N predstavuje modul kongruencie. Ak vyššie 
spomínané predpoklady neplatia, tak hovoríme, že čísla a, b sú nekongruentné 
modulo N [2]. 
Operácia a mod N býva označovaná aj ako modulárna redukcia. Redukciou 
modulo N sa nekonečná množina ℤ zmenší na konečnú množinu rezíduí, nazývanú 
aj ako konečná množina rezíduí modulo N. Platí, že rezíduom modulo N ktoréhokoľvek 
celého čísla a je číslo práve z tejto množiny [3]. 
 
Obrázok 1: Sčítanie v hodinovej aritmetike 
 ℕ =  {1, 2, 3, . . } (2)  
 ℤ =  {0, ±1, ±2, ±3, . . . }. (3)  
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Typickým príkladom modulárnej aritmetiky je takzvaná „hodinová aritmetika“. 
Ručičky hodín sa neustále otáčajú dookola, avšak nikdy nepresiahnu hodnotu 12. Číslo 
12 je teda modul. V prípade, že hodinová ručička ukazuje napríklad na hodnotu 3, 
tak to môže rovnako odpovedať 3 h dopoludnia, ako aj 15 h popoludní. Podobne funguje 
aj sčítanie, ako znázorňuje Obrázok 1. 
Modulárna aritmetika pripomína v mnohých aspektoch klasickú aritmetiku. Taktiež 
tu platí komutatívnosť, asociatívnosť a distributívnosť. V prípade modulárnej redukcie 
každého medzivýsledku modulo N sa dospeje k rovnakému výsledku, ku ktorému 
by sa dostalo po prvotnom výpočte v klasickej aritmetike a až na záver by sa vykonala 
modulárna redukcia modulo N. Preto platí [2] 
1.1 Operácie v modulárnej aritmetike 
Medzi základné operácie, ktoré sú dostupné v modulárnej aritmetike, patrí modulárne 
sčítanie, modulárne odčítanie a modulárne násobenie. Modulárne delenie nie je 
v modulárnej aritmetike dobre definované a platí len za určitých podmienok. Práve z tohto 
dôvodu nebude v práci uvedené. 
1.1.1 Modulárne sčítanie a odčítanie 
Modulárne sčítanie a odčítanie patrí medzi najjednoduchšie operácie s celými číslami 
v modulárnej aritmetike. Jazyk C++ obsahuje štandardne funkciu pre modulárnu 
redukciu. Túto funkciu je možné zavolať preťaženým operátorom „%“. Z dôvodu, že táto 
funkcia nie je syntetizovateľná, nebude možné využiť túto funkciu pre implementáciu. 
Pri splnení podmienok definovaných v Algoritme 1 a Algoritme 2 sa však modulárna 
redukcia zjednoduší na triviálnu operáciu.  
 (𝑎 + 𝑏) mod 𝑁 = ((𝑎 mod 𝑁) + (𝑏 mod 𝑁)) mod 𝑁 (4)  
 (𝑎 − 𝑏) mod 𝑁 = ((𝑎 mod 𝑁) − (𝑏 mod 𝑁)) mod 𝑁 (5)  
 (𝑎 ∗ 𝑏) mod 𝑁 = ((𝑎 mod 𝑁) ∗ (𝑏 mod 𝑁)) mod 𝑁 (6)  
 (𝑎 ∗ (𝑏 + 𝑐)) mod 𝑁 = (((𝑎 ∗ 𝑏)mod 𝑁) + ((𝑎 ∗ 𝑐) mod 𝑁)) mod 𝑁. (7)  
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V prípade modulárneho sčítania bude modulárnu redukciu predstavovať maximálne 
jedno odčítanie modulu N od medzivýsledku, keďže medzivýsledok nepresiahne nikdy 
hodnotu 2N. Toto odčítanie bude nutné vykonať len vtedy, ak hodnota medzivýsledku 
bude rovná alebo väčšia ako hodnota N. 
Pri modulárnom odčítaní môže dôjsť k prípadu, že medzivýsledok nadobudne 
hodnotu menšiu ako 0. Vstupnými podmienkami však je zaručené, že absolútna hodnota 
medzivýsledku nenadobudne nikdy hodnotu väčšiu, než je hodnota N. Z toho vyplýva, 
že modulárnu redukciu bude tvoriť maximálne jedno pripočítanie modulu N. 
Algoritmus 1: Modulárne sčítanie dvoch čísel 
VSTUP: nezáporné celé čísla a, b, modul N, a, b < N. 
VÝSTUP: (a + b) mod N. 
1. y ← a + b. 
2. Ak y ≥ N tak y ← y – N. 
3. Vráť(y). 
Algoritmus 2: Modulárne odčítanie dvoch čísel 
VSTUP: nezáporné celé čísla a, b, modul N, a, b < N. 
VÝSTUP: (a – b) mod N. 
1. y ← a – b. 
2. Ak y < 0 tak y ← y + N. 
3. Vráť(y). 
1.1.2 Modulárne násobenie 
Modulárne násobenie je výrazne náročnejšie ako modulárne sčítanie a odčítanie. 
Aj za predpokladu, že je splnená podmienka a, b < N, môže medzivýsledok nadobudnúť 
niekoľkonásobne vyššiu hodnotu, než je hodnota modulu N. V prípade, že je náročnosť 
modulárnej redukcie v podobe celočíselného delenia neprípustná, je možné túto operáciu 
nahradiť sériou odčítaní, ako je možné vidieť v Algoritme 3. Dĺžka výpočtu sa pri tomto 
algoritme bude výrazne líšiť v závislosti na vstupných číslach. Z tohto dôvodu vznikol 
práve algoritmus Montgomeryho redukcie, ktorý odstraňuje potrebu náročného 
celočíselného delenia pri zachovaní krátkej doby výpočtu [1]. Tento algoritmus bude 
popísaný v nasledujúcej kapitole. 
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Algoritmus 3: Modulárne násobenie dvoch čísel 
VSTUP: nezáporné celé čísla a, b, modul N, a, b < N. 
VÝSTUP: (a * b) mod N. 
1. y ← a * b. 
2. Pokiaľ y ≥ N vykonávaj: 
2.1. y ← y – N. 
3. Vráť(y). 
1.2 Montgomeryho redukcia 
Montgomeryho redukcia je technika, ktorá umožňuje efektívnejšiu implementáciu 
modulárneho násobenia. Efektívnosť tohto algoritmu sa prejavuje hlavne v prípade veľmi 
veľkého modulu N.  
P. L. Montgomery predstavil už v roku 1985 algoritmus, ktorý znižuje náročnosť 
modulárnej redukcie veľkých čísel [3]. Tento algoritmus je však možné aplikovať 
len v prípade, ak sú splnené určité počiatočné podmienky. 
Nech je N kladné celé číslo s dĺžkou n v číselnej sústave b a nech R a T sú také kladné 
celé čísla, že platí N < R, 0 ≤ T < NR a najväčší spoločný deliteľ čísel N a R je rovný 
číslu 1 (zápis sa vykonáva v tvare NSD(N,R) = 1). Ďalej nech R-1 je modulárna inverzia 
modulo N čísla R. Táto metóda je založená na výpočte TR-1 mod N bez využitia operácie 
klasického celočíselného delenia. Člen TR-1 mod N sa nazýva Montgomeryho redukcia 
čísla T modulo N vzhľadom k R.  
Pri vhodne zvolenom čísle R môže byť Montgomeryho redukcia vypočítaná veľmi 
efektívne. Najčastejšie sa preto volí hodnota R = bn, čo v dvojkovej sústave predstavuje 
niektorú mocninu čísla 2. Keďže takto zvolené R bude párne číslo, tak podmienka 
NSD(N,R) = 1 môže byť splnená len v prípade, ak bude N číslo nepárne [1] [3].  
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Pre kladné celé čísla N a R, ktoré spĺňajú podmienku NSD(N,R) = 1, sa ďalej definuje 
N´ = -N-1 mod R. Nech je T celé číslo, ktoré spĺňa podmienku 0 ≤ T < NR. Ak sa definuje 
U = TN´ mod R, tak (T + UN) / R je kladné celé číslo, ktoré je kongruentné s výslednou 
Montgomeryho redukciu čísla T modulo N, ako znázorňuje vzťah (8) [1]. 
Prvok N´ predstavuje modulárnu inverziu -N-1 modulo R. Túto modulárnu inverziu 
je možné vypočítať pomocou rozšíreného Euklidovho algoritmu, ktorý bude bližšie 
popísaný v nasledujúcej kapitole. 
Algoritmus 4: Montgomeryho redukcia [1] 
VSTUP: nezáporné celé číslo T, nepárny modul N s dĺžkou n v číselnej sústave b, 
R = bn, 0 ≤ T < NR, N´ = -N-1 mod R. 
VÝSTUP: TR-1 mod N. 
1. U ← TN´ mod R. 
2. y ← (T + UN) / R. 
3. Ak y ≥ N tak y ← y – N.  
4. Vráť(y). 
Najdôležitejšou vlastnosťou Algoritmu 4 je skutočnosť, že modulárna redukcia 
modulo R a celočíselné delenie R sú veľmi rýchle operácie predstavujúce bitový súčin 
a bitový posun, keďže R je niektorou mocninou čísla 2. 
1.2.1 Euklidov algoritmus 
Hlavným predpokladom, z ktorého vychádza Euklidov algoritmus, je skutočnosť, 
že ak d delí a a b, tak potom d delí tiež a - (k * b) pre každé k. Pre určenie d = NSD(a,b), 
kde a > b, je možné vyjadriť a ako 
pričom 0 ≤ r < b. Inak povedané, m je výsledok celočíselného delenia a / b so zvyškom r. 
Ak d = NSD(a,b), potom d delí a, d delí b a d delí aj r. Z toho vyplýva 
NSD(a,b) = NSD(b,r) a a > b > r ≥ 0. Hľadanie NSD je preto možné zjednodušiť tak, 
 (𝑇 + 𝑈𝑁) / 𝑅 ≡ 𝑇𝑅−1mod 𝑁 (8)  
 𝑎 = 𝑚 ∗ 𝑏 + 𝑟 (9)  
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že namiesto práce s číslami a a b, sú operácie vykonávané s číslami b a r. Na základe tejto 
skutočnosti bol vytvorený jednoduchý iteratívny algoritmus, ktorý končí presne vtedy, 
keď zvyšok r po celočíselnom delení dosiahne hodnotu 0, ako znázorňuje 
Algoritmus 5 [2]. 
Algoritmus 5: Euklidov algoritmus [2] 
VSTUP: nezáporné celé čísla a, b. 
VÝSTUP: NSD(a,b). 
1. Pokiaľ b ≠ 0 vykonávaj: 
1.1. r ← a mod b, a ← b, b ← r. 
2. Vráť(a). 
Modifikáciou Euklidovho algoritmu sa dá docieliť, že okrem hodnoty d = NSD(a,b) 
sa vypočítajú aj celé čísla x a y, ktoré spĺňajú podmienku ax + by = d. Algoritmus 6 
predstavuje práve tento modifikovaný algoritmus, nazývaný aj ako rozšírený Euklidov 
algoritmus. 
Algoritmus 6: Rozšírený Euklidov algoritmus [2] 
VSTUP: nezáporné celé čísla a, b. 
VÝSTUP: d = NSD(a,b), x a y splňujúce podmienku ax + by = d. 
1. Ak b = 0 tak d ← a, x ← 1, y ← 0 a vráť(d, x, y). 
2. x2 ← 1, x1 ← 0, y2 ← 0, y1 ← 1. 
3. Pokiaľ b > 0 vykonávaj: 
3.1. q ← a / b, r ← a – qb, x ←x2 – qx1, y ← y2 – qy1. 
3.2. a ← b, b ← r, x2 ← x1, x1 ← x, y2 ← y1, y1 ← y. 
4. d ← a, x ← x2, y ← y2. 
5. Vráť(d, x, y). 
Tento algoritmus je možné využiť predovšetkým na výpočet modulárnej inverzie. 
V modulárnej aritmetike je hľadanie inverzných prvkov podstatne komplikovanejšie 
než v klasickej aritmetike. Vo všeobecnosti platí, že a-1 ≡ x (mod N) má jediné riešenie 
vtedy, ak čísla a a N sú nesúdeliteľné [2]. 
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V prípade výpočtu modulárnej inverzie pre Montgomeryho redukciu pomocou 
Algoritmu 6 je vstupná premenná a nahradená zápornou hodnotou modulu N a premenná 
b číslom R. Výsledná modulárna inverzia predstavuje výstup x, pričom výstup 
y predstavuje n-tý násobok čísla R, pre ktorý platí podmienka [4] 
Hodnota výstupu d, ktorý predstavuje NSD(-N,R), je už vopred známa, keďže podmienka  
NSD(-N,R) = 1 (resp. NSD(N,R) = 1) je jeden z predpokladov pre uskutočnenie 
Montgomeryho redukcie [3]. 
1.3 Modulárne násobenie s využitím Montgomeryho 
redukcie 
S využitím Montgomeryho redukcie je možné vykonať operáciu a * b mod N bez 
náročného celočíselného delenia súčinu modulom N. V skutočnosti však nie je 
pre výpočet použitá Montgomeryho redukcia len raz. Algoritmus 7 je naznačuje 
postupnosť jednotlivých Montgomeryho redukcií pre dosiahnutie správneho výsledku. 
Zápis v tvare MR(T, N, R, N´) predstavuje využitie Montgomeryho redukcie 
z Algoritmu 4. 
Algoritmus 7: Modulárne násobenie s využitím Montgomeryho redukcie [1] [3] 
VSTUP: nezáporné celé čísla a, b, nepárny modul N s dĺžkou n v číselnej sústave b, 
a,b < N, R = bn, R´ = R2 mod N, N´ = -N-1 (mod R). 
VÝSTUP: a * b mod N. 
1. x ← MR(a * R´, N, R, N´). 
2. y ← MR(b * R´, N, R, N´). 
3. z ← MR(x * y, N, R, N´). 
4. Vráť(MR(z, N, R, N´)). 
Pred samotným výpočtom je potrebné vypočítať hneď niekoľko konštánt. Všetky 
tieto konštanty vychádzajú z modulu N, takže s každou zmenou modulu bude potrebné 
 
 
(−𝑁)(−𝑁−1)  +  𝑅𝑛 ≡ 1 (mod 𝑅). (10)  
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tieto konštanty vypočítať znova. Preto nie je príliš vhodné využívať tento algoritmus 
v prípade, že sa má vykonať len jedno modulárne násobenie pre jeden konkrétny modul 
N. Ideálnou aplikáciou pre tento algoritmus je výpočet modulárneho mocnenia, kde je 
potrebné vykonať niekoľko násobení za sebou [4]. 
Prvý a druhý krok Algoritmu 7 predstavuje prevod čísel, ktoré budú medzi sebou 
vynásobené, do tzv. Montgomeryho domény. Bez tohto prevodu nebude možné s číslami 
ďalej pracovať. Číslo v Montgomeryho doméne je možné zapísať v tvare aR (mod N), 
kde a predstavuje pôvodné číslo pred prevodom a R číslo, ktorého vlastnosti boli popísané 
v kapitole 1.2. Prevod do tejto domény by bolo možné vykonať operáciou aR mod N, 
napríklad pomocou Algoritmu 3. Tento algoritmus je však značne neefektívny. Ďalšou 
možnosťou je použitie Montgomeryho redukcie, ktorá vracia výsledok v tvare 
TR-1 mod N. Ak sa číslo pred prevodom vynásobí konštantou R´ = R2 mod N, po aplikácii 
Montgomeryho redukcie bude výsledok v Montgomeryho doméne, ako je znázornené 
v Rovnici (11). 
Tretí krok predstavuje modulárnu redukciu súčinu čísel aR a bR v Montgomeryho 
doméne pomocou Montgomeryho redukcie. Rovnica (12) znázorňuje výsledok operácie, 
ktorý je opäť v Montgomeryho doméne.  
V poslednom kroku Algoritmu 7 je vykonaný prevod výsledku z Montgomeryho 
domény. Táto operácia je vykonaná opäť pomocou Montgomeryho redukcie. V prípade, 
že sa má s týmto výsledkom vykonať ďalšie modulárne násobenie, nie je nutné vykonávať 
konverziu.  
 𝑥 = 𝑎𝑅2𝑅−1 = 𝑎𝑅 (mod 𝑁) (11)  
 𝑧 = 𝑎𝑅𝑏𝑅𝑅−1 = 𝑎𝑏𝑅 (mod 𝑁). (12)  
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2 SYSTEMC 
SystemC je rozširujúca knižnica pre návrh systémov založená na C++. Táto knižnica 
vznikla v dôsledku potreby návrhárov zvýšiť celkovú produktivitu pri návrhu a simulácii 
elektronických systémov. V dnešných systémoch je zvyčajne hardvér a softvér úzko 
prepojený a vyvíjaný spoločne. Vyššia úroveň abstrakcie tohto jazyka dovoľuje tímu 
návrhárov pochopiť fungovanie systému už v skorých začiatkoch vývoja a takisto 
aj skoršiu verifikáciu [8].  
Knižnica SystemC obsahuje nové triedy, ktoré rozširujú možnosti jazyka C++ 
o modelovanie hardvérových popisov. Pridáva niekoľko dôležitých konceptov 
ako súbežnosť, časované udalosti a nové dátové typy, ktoré sú známe predovšetkým 
z iných HDL jazykov. SystemC nie je žiadnou modifikáciou C++. Je to knižnica funkcií, 
dátových typov a ďalších konštrukcií, ktoré sú dovolené v jazyku C++. Medzi rozširujúce 
konštrukcie sa dajú zaradiť signály, moduly a porty. Triedy obsiahnuté v knižnici 
SystemC dovoľujú užívateľom definovať moduly, procesy, komunikáciu cez porty 
a signály, ktoré môžu pozostávať či už z bitov, bitových vektorov, štandardných C++ 
dátových typov alebo z užívateľsky definovaných dátových typov (štruktúr a pod.). 
Knižnica takisto obsahuje aj jadro, ktoré umožňuje simulovať návrh alebo systém 
napísaný v jazyku C++/SystemC [9].  
Každý kód napísaný v jazyku C++/SystemC môže byť preložený pomocou 
ktoréhokoľvek C++ prekladača pre vytvorenie spustiteľného súboru. Následne je možné 




2.1 Hardvérovo orientované triedy v SystemC 
SystemC poskytuje mechanizmy dôležité pre modelovanie hardvéru, pričom využíva 
prostredie kompatibilné s vývojom softvéru. Konštrukcie pre modelovanie hardvéru 
nie sú klasicky obsiahnuté v jazyku určenom pre softvér. Koncept týchto konštrukcií 
pochádza práve z HDL jazykov ako VHDL a Verilog.  
Medzi najvýznamnejšie hardvérovo orientované konštrukcie, ktoré knižnica 
SystemC pridáva do jazyka C++ patria [8]: 
 model času 
 hardvérové dátové typy 
 hierarchia a štruktúra modulov 
 riadenie komunikácie medzi súbežnými jednotkami 
 model súbežnosti 
Model času 
V knižnici SystemC je čas reprezentovaný s rozlíšením 64 bitov v triede s názvom 
sc_time. SystemC poskytuje mechanizmus pre získavanie aktuálneho času 
a implementáciu presne určených oneskorení. Pre tie modely, ktoré vyžadujú hodinový 
signál, je k dispozícii trieda sc_clock. Hodinové signály pridávajú veľké množstvo 
udalostí, preto môžu výrazne spomaliť simuláciu [8]. 
Hardvérové dátové typy 
SystemC v sebe zahŕňa dátové typy kompatibilné s hardvérom, ktoré môžu mať explicitné 
bitové šírky ako napríklad sc_int a sc_uint. Tieto dátové typy sú implementované 
pomocou preddefinovaných tried, takže práca s nimi je porovnateľná s prácou s natívnymi 
C++ dátovými typmi. 
Digitálne systémy môžu pracovať aj s viac ako dvojstavovými hodnotami. Tieto 
hodnoty sú podporované v štvorstavovom (0, 1, X, Z) logickom dátovom type sc_logic. 
Knižnica SystemC poskytuje takisto všetky potrebné nástroje pre prevod medzi 
jednotlivými dátovými typmi [8]. 
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Hierarchia a štruktúra modulov 
Rozsiahle návrhy sú takmer vždy rozdelené do menších celkov, ktoré sú hierarchicky 
usporiadané. Toto usporiadanie umožňuje lepšiu správu a jednoduchšie porozumenie 
návrhu celým návrhovým tímom. Hardvérové návrhy tradične využívajú bloky, ktoré sú 
navzájom poprepájané signálmi alebo drôtmi. SystemC využíva pre modelovanie 
hierarchie triedu sc_module, pričom jednotlivé moduly sú navzájom poprepájané 
kanálmi [8].  
Riadenie komunikácie medzi súbežnými jednotkami 
Kanály poskytujú veľmi robustný mechanizmus pre modelovanie komunikácie. 
Do knižnice SystemC boli pridané s príchodom verzie 2.0. Kanály môžu reprezentovať 
komplexnú komunikačnú schému ako zbernica, ale aj jednoduchú komunikáciu cez drôt 
alebo FIFO front. 
K dispozícii je hneď niekoľko vstavaných kanálov spoločných pre hardvér a softvér 
ako sc_mutex, sc_fifo a sc_signal. K týmto kanálom je možné pripojiť moduly pomocou 
portov, ktoré sú obsiahnuté v triede sc_port [8]. 
Súbežnosť 
V každom simulátore je súbežnosť len ilúzia. Aj v prípade, že je simulácia vykonávaná 
na viacerých procesoroch, je množstvo súbežných jednotiek omnoho nižšie, než v prípade 
skutočného hardvérového návrhu. 
Simulácia súbežnosti je dosiahnutá simulovaním každej súbežnej jednotky. Každá 
jednotka môže vykonávať svoju činnosť až do doby, kým nie je potrebné odsimulovať 
ďalšiu jednotku. Simulačný algoritmus na základe udalostí rozhodne, kedy dôjde 
k tomuto prepnutiu.  
Spôsob simulácie súbežnosti v SystemC je rovnaký ako pre Verilog, VHDL a ďalšie 
HDL jazyky [8] [9]. 
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2.2 Vlastné dátové typy v SystemC 
Okrem štandardných dátových typov a dátových typov definovaných v knižnici SystemC 
je možné v jazyku C++ vytvárať nové dátové typy. Hlavným dôvodom pre tvorbu nového 
dátového typu je predovšetkým uľahčenie práce, keďže takto vytvorený dátový typ môže 
obsahovať hneď niekoľko typov, ktoré sú už definované a s ktorými je možné pracovať 
ako s jedným celkom. Takýto dátový typ je vo svojej podstate len nová trieda, v ktorej je 
potrebné zahrnúť operácie s týmto dátovým typom. 
Aby bolo možné tento nový dátový typ používať spolu so SystemC, je potrebné 
v jeho triede definovať preťaženie operátorov „=“, „==“, „<<“ a preťaženie funkcie 
sc_trace pre sledovanie priebehu signálu [10]. V opačnom prípade bude prekladač 
vyhadzovať chybu. Okrem preťaženia základných operátorov je možné definovať 
aj preťaženie pre ďalšie operátory, ktoré jazyk C++ podporuje. Takto je možné 
nadefinovať správanie dátového typu napríklad pri vzájomnom sčítaní, odčítaní a pod. 
Tento fakt je využitý aj v triede sc_mod, ktorá bude podrobne popísaná v nasledujúcej 
kapitole. Okrem iného je možné pomocou triedy sc_signal prenášať takto vytvorený 
dátový typ medzi jednotlivými blokmi cez ich vstupné a výstupné porty. 
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3 IMPLEMENTÁCIA MODULÁRNEJ 
ARITMETIKY V SYSTEMC 
3.1 Dátový typ pre operácie v modulárnej aritmetike v 
SystemC 
V rámci bakalárskej práce bol vytvorený vlastný dátový typ pre operácie v modulárnej 
aritmetike s názvom sc_mod. Knižnica sc_mod je vo svojej podstate trieda, ktorá rozširuje 
možnosti jazyka C++/SystemC práve o tieto operácie. Tento dátový typ pracuje s číslami 
v tzv. Montgomeryho doméne, teda v tvare aR (mod N), kde a je pôvodné číslo pred 
konverziou, N je modul a R je párne číslo splňujúce podmienku N < R. Hodnota čísla R je 
vždy vypočítaná pri vytváraní objektu pomocou funkcie get_R. Deklaráciu premennej 
typu sc_mod je potrebné vykonať podľa nasledujúceho príkladu 
 sc_mod<N, WIDTH> var_a; 
kde N je nepárne číslo typu unsigned int a predstavuje hodnotu modulu rezíduového 
systému, v ktorom sa má nachádzať výsledok a WIDTH je bitová šírka tohto modulu. 
Maximálna možná bitová šírka, s ktorou vie dátový typ sc_mod pracovať, je 32 bitov, 
čo odpovedá maximálnej možnej hodnote modulu 232 - 1. V prípade, že je modul N párne 
číslo, do konzolového okna sa vypíše upozornenie na túto skutočnosť. Dôvody, prečo 
musí byť modul N nepárne číslo, boli popísané v kapitole 1.2. 
 
Obrázok 2: Postupnosť operácií pri využití knižnice sc_mod 
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Pri vytváraní objektu sa okrem konštanty R vypočíta aj niekoľko ďalších konštánt 
vychádzajúcich z modulu N a čísla R. Jedná sa o konštantu R´ = R2 mod N získanú 
funkciou get_RR a konštantu N´ = -N-1 mod R predstavujúcu modulárnu inverziu čísla  
–N, ktorá sa získa funkciou mod_mul_inv. Prvá zmienená konštanta je následne uložená 
v premennej RR a druhá konštanta v premennej N_inv. Funkcia mod_mul_inv využíva 
pre výpočet modulárnej inverzie rozšírený Euklidov algoritmus, ktorý vychádza 
z pôvodného Euklidovho algoritmu. Tieto algoritmy boli bližšie predstavené 
v kapitole 1.2.1. 
Ako bolo spomenuté v kapitole 2.2, pre funkčnosť tohto dátového typu je nutné 
definovať preťaženie základných operátorov, ktoré sú vyžadované knižnicou SystemC. 
Tieto základné operátory však nie sú dostačujúce pre pokrytie operácií v modulárnej 
aritmetike, a preto bolo potrebné definovať preťaženie operátorov „*“, „+“, „-“, 
ktoré predstavujú modulárne násobenie, modulárne sčítanie a modulárne odčítanie 
s využitím Montgomeryho redukcie. Okrem týchto operátorov sú v triede navyše 
definované aj preťaženia operátorov „!=“, „<“, „<=“, „>“, „>=“, ktoré budú vyžadované 
pri prípadnom porovnávaní hodnôt. V prípade, že prekladač narazí na niektorý z týchto 
operátorov, tak sa na základe typov, ktoré stoja na oboch stranách tohto operátora, vyberie 
vhodná funkcia pre uskutočnenie danej operácie. 
Obrázok 2 znázorňuje typické poradie krokov, ktoré je nutné dodržať pre zaistenie 
správneho výsledku pomocou dátového typu sc_mod. Prvý krok predstavuje prevod 
dvoch čísel do Montgomeryho domény. V tejto doméne je následne možné vykonávať 
rôzne operácie pomocou preťažených operátorov. Na obrázku sú zobrazené tri základné 
operácie modulárnej aritmetiky, a to modulárne násobenie, modulárne sčítanie 
a modulárne odčítanie. V prípade potreby je možné tieto operácie rôzne kombinovať. 
V poslednom kroku nastáva prevod týchto medzivýsledkov z Montgomeryho domény 
späť do správneho tvaru. Za predpokladu, že budú tieto medzivýsledky použité pre ďalšie 
operácie v Montgomeryho doméne, nie je nutné vykonať ich konverziu. Všetky tieto 
kroky budú detailnejšie vysvetlené v nasledujúcich kapitolách. 
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3.1.1 Prevod do Montgomeryho domény 
Operátor priradenia „=“ 
Operátor priradenia slúži k prenosu hodnoty v Montgomeryho doméne z jednej 
premennej typu sc_mod do ďalšej premennej typu sc_mod. Tento prenos je možné 
vykonať len v prípade, že obe premenné majú ako parameter rovnaký modul N a rovnakú 
bitovú šírku WIDTH. Takéto priradenie sa najčastejšie využíva pri prenose hodnoty 
cez porty a signály typu sc_mod medzi jednotlivými modulmi. 
Najdôležitejšou funkciou tohto operátora však nie je odovzdávanie hodnoty medzi 
dvoma premennými typu sc_mod. Omnoho dôležitejší je prevod čísel do Montgomeryho 
domény. Prevádzané číslo stojí na pravej strane tohto operátora, pričom by malo byť 
zapísané v dátovom type sc_uint o rovnakej bitovej šírke, akú má dátový typ sc_mod. 
V opačnom prípade môže dôjsť ku konverzii na typ sc_uint, prípadne bude nutné vykonať 
túto konverziu ručne. Prevádzané číslo musí mať takisto hodnotu menšiu ako modul N, 
čo vychádza z definície Montgomeryho redukcie nachádzajúcej sa v kapitole 1.2. 
Pri nesplnení podmienky je o tom užívateľ informovaný v konzolovom okne. Hodnota 
čísla prevedeného do Montgomeryho domény sa nachádza v tomto dátovom type 
pod premennou value, ktorá je typu sc_uint o šírke WIDTH, teda o rovnakej šírke, 
ako má modul N. 
Na prevod čísla do Montgomeryho domény je využitá funkcia int2sc_mod. 
Ako vyplýva z názvu, návratovou hodnotou tejto funkcie je dátový typ sc_mod 
s rovnakými parametrami, ako má typ sc_mod na ľavej strane operátora priradenia. 
Vo funkcii int2sc_mod je zavolaná funkcia mon_red, ktorá vykoná Montgomeryho 
redukciu súčinu dvoch vstupných parametrov. Pre prípad konverzie je jedným z týchto 
parametrov číslo, ktoré sa nachádza po pravej strane operátora priradenia. Druhým 
parametrom je konštanta R2 mod N, ktorá bola vypočítaná pri vytváraní objektu typu 
sc_mod a nachádza sa v premennej s názvom RR. Po vynásobení týchto dvoch parametrov 
predstavuje medzivýsledok číslo aR2. Aplikáciou Montgomeryho redukcie sa získa číslo 
aR (mod N), ktoré sa nachádza v Montgomeryho doméne a bude zapísané do premennej 
s názvom value v návratovej hodnote funkcie int2sc_mod. Posledný krok pozostáva 
z priradenia návratovej hodnoty tejto funkcie do premennej typu sc_mod, ktorá stála 
na ľavej strane operátora priradenia. 
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3.1.2 Operácie v Montgomeryho doméne 
Operátor modulárneho násobenia „*“ 
Jednou z hlavných výhod Montgomeryho redukcie je práve urýchlenie modulárneho 
delenia nasledujúceho po násobení dvoch čísel. Toto násobenie prebieha vo funkcii 
mon_red. Ako bolo spomenuté v predchádzajúcej kapitole, túto funkciu je potrebné 
zavolať s dvoma parametrami. Tentoraz tieto parametre predstavujú čísla, ktoré je 
potrebné navzájom vynásobiť a ktoré sú uložené v premennej value, vo vnútri dátového 
typu sc_mod. Po vynásobení dvoch čísel v Montgomeryho doméne sa získa 
medzivýsledok v tvare aR * bR = cR2. Aby sa tento súčin nachádzal opäť 
v Montgomeryho doméne, je potrebné vykonať Montgomeryho redukciu. Výsledkom 
redukcie je hodnota cR (mod N), s ktorou je možné ďalej pracovať. Táto funkcia vracia 
dátový typ sc_mod s rovnakými parametrami, ako mali vstupné premenné a s hodnotou 
value predstavujúcu výsledok operácie. 
Násobenie je možné vykonať nielen medzi dvoma premennými typu sc_mod, 
ale aj medzi dátovými typmi sc_mod a sc_uint s následnou konverziou do typu sc_mod. 
Konverzia je vykonaná funkciou int2sc_mod, ktorá bola popísaná v predchádzajúcej 
kapitole. 
Porovnaním výsledkov syntézy klasického násobenia a násobenia využívajúceho 
Montgomeryho redukciu sa bude zaoberať nasledujúca kapitola. 
Operátor modulárneho sčítania „+“ 
Z hľadiska rýchlosti výpočtu je zbytočné prevádzať čísla do Montgomeryho domény 
a späť len za účelom vykonania modulárneho sčítania, prípadne odčítania, keďže klasické 
algoritmy túto konverziu nevyžadujú. Nehľadiac na nutnosť konverzie je zrejmé, 
že pri rovnakých podmienkach (čísla na vstupe sú menšie ako modul N) je pre samotnú 
modulárnu redukciu potrebný rovnaký počet krokov v oboch prípadoch. Avšak v prípade 
potreby vykonať operáciu sčítania, resp. odčítania s produktmi, ktoré sú v Montgomeryho 
doméne a ktoré boli získané napr. po modulárnom násobení, je možné vykonať toto 
sčítanie alebo odčítanie bez ďalších konverzií. 
Modulárne sčítanie sa v Montgomeryho doméne riadi rovnakými pravidlami, 
ako klasické modulárne sčítanie definované v kapitole 1.1.1. Keďže je zaručená 
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podmienka, že súčet nikdy nepresiahne hodnotu 2N, modulárnu redukciu bude 
predstavovať jednoduchá operácia odčítania. V prípade, ak výsledok sčítania bude rovný 
alebo väčší ako modul N, stačí od tohto súčtu odčítať hodnotu modulu N. 
Tak ako násobenie, aj sčítanie je možné vykonať nielen medzi dvoma premennými 
typu sc_mod, ale aj medzi dátovými typmi sc_mod a sc_uint s následnou konverziou 
do typu sc_mod. K samotnému sčítaniu následne dochádza medzi hodnotami uloženými 
pod premennou value. Návratovou hodnotou tejto operácie je opäť dátový typ sc_mod. 
Operátor modulárneho odčítania „–“ 
Modulárne odčítanie obsiahnuté v triede sc_mod je vykonávané na základe Algoritmu 2, 
ktorý bol popísaný v kapitole 1.1.1. Hodnoty, medzi ktorými je táto operácia vykonaná, 
sú opäť uložené v premennej value. Keďže sú splnené rovnaké podmienky, ako v prípade 
modulárneho sčítania, modulárna redukcia sa výrazne zjednoduší. Ak nastane prípad, 
že rozdiel nadobudne hodnotu menšiu ako 0, pripočíta sa k nemu hodnota modulu N. 
V triede sc_mod je definované preťaženie operátora odčítania nielen pre dve 
premenné tohto typu, ale aj pre dátový typ sc_mod na ľavej strane operátora a sc_uint 
na strane pravej. Typ sc_uint je pre účely odčítania prevedený pomocou funkcie 
int2sc_mod na typ sc_mod. Návratovou hodnotou modulárneho odčítania je pre všetky 
prípady dátový typ sc_mod. 
Porovnávacie operátory „==“, „!=“, „<“, „<=“, „>“, „>=“ 
Ako vyplýva z názvu, tieto operátory slúžia k vzájomnému porovnaniu hodnôt medzi 
dátovými typmi sc_mod, prípadne k porovnaniu medzi dátovým typom sc_mod a sc_uint 
s následnou konverziou do typu sc_mod. V porovnaní sa vyhodnocujú hodnoty 
nachádzajúce sa v premenných s názvom value v dátovych typoch sc_mod. Návratová 
hodnota týchto funkcií je typu boolean. 
Knižnica SystemC vyžaduje v užívateľom definovaných dátových typoch preťaženie 
niektorých operátorov, a to aj v prípade, že sa v zdrojovom kóde tento operátor vôbec 
nenachádza. V opačnom prípade nebude prekladač schopný preložiť tento zdrojový kód. 
Zo skupiny porovnávacích operátorov je vyžadovaný práve operátor rovnosti „==“. 
Ostatné porovnávacie operátory boli doplnené len pre úplnosť tohto dátového typu.  
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3.1.3 Prevod z Montgomeryho domény 
Funkcia sc_mod2int 
Po dokončení operácií v Montgomeryho doméne sa predpokladá, že užívateľ bude 
vyžadovať správny výsledok. Keďže výsledok v Montgomeryho doméne nie je zhodný 
so skutočným výsledkom, je potrebné vykonať prevod von z tejto domény. Tento prevod 
je vykonaný funkciou sc_mod2int, ktorá ako návratovú hodnotu vracia dátový typ sc_uint 
o bitovej šírke zhodnej s bitovou šírkou modulu N. Táto funkcia volá opäť funkciu 
mon_red, ktorá vracia Montgomeryho redukciu súčinu vstupných parametrov. Pre prípad 
konverzie je jedným parametrom premenná value a druhým parametrom číslo 1, čo má 
za následok redukciu čísla cR (mod N) v Montgomeryho doméne na číslo c (mod N), 
ktoré predstavuje konečný výsledok. Funkciu sc_mod2int je nutné zavolať z prostredia 
mimo triedu nasledujúcim spôsobom 
res = var_a.sc_mod2int(); 
kde premenná res je typu sc_uint o bitovej šírke WIDTH a premenná var_a je typu 
sc_mod, ktorá má ako parameter modul N o bitovej šírke WIDTH. 
3.1.4 Simulácia 
Operátor << 
Operátor << slúži na prevod hodnoty premennej s názvom value na reťazec typu string. 
Využitie tohto operátora je možné nájsť hlavne pri simulácii a výpise do konzolového 
okna. 
Funkcia sc_trace 
Funkcia sc_trace slúži na sledovanie signálu pre účely simulácie návrhu. Sledované 
signály sú zaznamenávané do VCD súboru. Pre triedu sc_mod je týmto sledovaným 
signálom hodnota uložená v premennej s názvom value. 
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3.2 Implementácia Montgomeryho redukcie do obvodov 
FPGA a ASIC 
Táto časť bakalárskej práce sa zaoberá operáciami v modulárnej aritmetike s využitím 
knižnice sc_mod, ktorá bola detailnejšie popísaná v kapitole 3.1. Táto knižnica 
zjednodušuje použitie Montgomeryho redukcie pre efektívnejšiu implementáciu 
modulárnej aritmetiky v SystemC. 
Výpočet bol rozdelený do niekoľkých častí pozostávajúcich len z kombinačnej 
logiky, aby bolo možné vidieť výsledky syntézy pre každý blok samostatne, 
predovšetkým koľko plochy budú zaberať moduly, ktoré sa starajú o prevody čísel. 
Obrázok 2 predstavuje postupnosť operácií, ktoré sú v jednotlivých moduloch 
vykonávané. V prvom module je vykonávaný prevod do Montgomeryho domény 
pomocou operátora priradenia. Tento modul sa nachádza v súbore int2sc_mod.h. 
Operácia násobenia sa nachádza v súbore sc_mod_mult.h, operácia sčítania v súbore 
sc_mod_add.h a operácia odčítania v súbore sc_mod_sub.h. Tieto operácie sú zavolané 
príslušnými operátormi. Modul pre prevod čísel z Montgomeryho domény je možné nájsť 
v súbore sc_mod2int.h. V tomto module je pre prevod zavolaná funkcia sc_mod2int. 
Detailnejší popis jednotlivých operácií je možné nájsť v predchádzajúcich kapitolách. 
Samotná knižnica, ktorá je pre výpočet využitá, sa nachádza v súbore sc_mod.h. 
Nastavenie hodnoty modulu N a takisto aj jeho bitovej šírky je možné uskutočniť 
v súbore definitions.h. Od týchto hodnôt sa ďalej odvíjajú nielen všetky bitové šírky 
jednotlivých signálov, ale takisto aj hodnoty konštánt, ktoré sú vypočítané pri tvorbe 
objektu typu sc_mod. 
Verifikácia bola vykonaná pomocou simulačného jadra, ktoré je obsiahnuté 
v knižnici SystemC. Pre účely simulácie bol za referenčný model modulárnej redukcie 
zvolený operátor „%“ štandardne obsiahnutý v C++. Obrázok 3 ilustruje zapojenie 
blokov, ktoré vykonávajú jednotlivé aritmetické operácie s využitím Montgomeryho 
redukcie, za účelom verifikácie. Blok Number Generator pozostáva z generátora 
náhodných čísel, ktorých hodnota je menšia ako hodnota modulu N nastaveného v súbore 
definitions.h. S týmito náhodnými číslami je následne vykonané modulárne násobenie, 
sčítanie a odčítanie. Tieto operácie sú rozdelené do niekoľkých menších blokov nižšej 
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úrovne, viď Obrázok 2. Výsledky týchto operácií sú následne porovnávané v bloku 
s označením Comparator s referenčnými hodnotami. Tieto referenčné hodnoty sú 
počítané v bloku REF. V prípade, že sa výsledky z niektorej operácie nebudú rovnať, 
simulácia sa ukončí pomocou príkazu sc_stop. 
 
Obrázok 3: Verifikácia navrhnutých obvodov 
3.3 Implementácia klasických algoritmov do obvodov 
FPGA a ASIC 
Pre porovnanie efektivity výpočtu v obvodoch FPGA a ASIC boli implementované 
aj klasické algoritmy pre násobenie, sčítanie a odčítanie v modulárnej aritmetike, 
ktoré boli bližšie predstavené v kapitole 1.1. Na základe týchto algoritmov boli zostavené 
sekvenčné obvody vykonávajúce jednotlivé operácie. 
V prípade modulárneho sčítania a odčítania bude trvať samotná modulárna redukcia 
maximálne jeden hodinový cyklus. Výrazne horšia situácia však nastáva v prípade 
modulárneho násobenia, kde sa bude doba výpočtu výrazne líšiť v závislosti od vstupných 
hodnôt. Pri nástupnej hrane hodinového signálu sa od súčinu dvoch vstupných čísel začne 
odčítať hodnota modulu N až do okamihu, keď tento medzivýsledok nadobudne hodnotu 
menšiu ako je hodnota modulu N. Vo všeobecnosti platí, že čím väčší je modul N, tým 
väčšie môžu byť vstupné hodnoty a tým dlhšie bude prebiehať výpočet. Hodnotu tohto 
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modulu, a takisto aj jeho bitovú šírku je možné nastaviť v súbore definitions.h. Od bitovej 
šírky modulu sa následne odvíjajú všetky bitové šírky jednotlivých signálov. Klasické 
modulárne násobenie je obsiahnuté v súbore sc_mult.h, modulárne sčítanie v súbore 
sc_add.h a modulárne odčítanie v súbore sc_sub.h. 
Verifikácia týchto algoritmov prebiehala podobným spôsobom, ako v prípade 
algoritmov využívajúcich Montgomeryho redukciu. Zapojenie jednotlivých blokov 
znázorňuje opäť Obrázok 3. 
3.4 Syntéza navrhnutých obvodov 
Pre účely syntézy do obvodov ASIC bol zvolený program CtoS od firmy Cadence. Tento 
program zabezpečuje tzv. „high level“ syntézu, teda prevod C++ zdrojového kódu 
do niektorého HDL jazyka, v tomto prípade do jazyka Verilog. Finálna syntéza do hradiel 
bola vykonaná pomocou nástroja Encounter RTL do technológie AMIS I3T25 0,35µm. 
Zdrojové kódy v jazyku Verilog, získané pomocou „high level“ syntézy, boli ďalej 
použité aj pre syntézu do obvodu FPGA pomocou programu ISE Design Suite. Pre účely 
tejto syntézy bol ako cieľový obvod zvolený Virtex 5 XC5VLX30 od firmy Xilinx. 
 Do porovnania boli zvolené moduly o bitovej šírke 8, 16, 18, 24 a 32 bit. Navyše 
pre každú bitovú šírku boli ďalej zvolené tri rôzne hodnoty modulov N, aby sa preukázalo, 
aký vplyv má výber tohto modulu a veľkosť vypočítaných konštánt na výslednú plochu 
pri využití Montgomeryho redukcie. Predpoklad je, že približne v strede rozsahu danej 
bitovej šírky sú jednotlivé konštanty veľké, rádovo rovnaké ako modul samotný 
a na konci rozsahu majú konštanty najmenšiu možnú hodnotu. V ideálnom prípade 
by bolo vhodné vykonať syntézu pre každú hodnotu modulu, keďže každému modulu 
odpovedajú iné konštanty a pravdepodobne aj iné odpovedajúce veľkosti obvodu. Tieto 
konštanty sú nutné len pre Montgomeryho redukciu, a preto sa predpokladá, 
že v obvodoch, ktoré túto redukciu priamo nevyužívajú, nenastane veľký rozptyl veľkosti 
pre rôzne moduly o rovnakej bitovej šírke. 
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Tabuľka 1: Výsledky syntézy pre algoritmy využívajúce Montgomeryho redukciu do obvodu 




















129 32 1 84,8 19 152,9 22 144,9 
193 28 2 68,5 19 152,9 22 144,9 
255 31 1 85,5 19 149,3 23 135,3 
16 bit 
32769 100 1 76,0 52 137,8 64 159,1 
49153 36 3 62,8 52 138,6 64 159,1 
65535 100 1 86,0 52 146,7 64 159,1 
18 bit 
131073 130 1 76,8 58 134,3 72 158,0 
196609 113 3 50,8 58 137,2 72 158,0 
262143 130 1 81,0 58 137,2 72 158,0 
24 bit 
8388609 150 2 70,3 78 144,1 96 154,6 
12582913 102 6 45,5 78 144,1 96 154,6 
16777215 154 2 75,6 82 143,2 96 154,6 
32 bit 
2147483649 200 4 61,9 104 141,2 128 150,4 
3221225473 136 11 39,8 104 141,2 128 150,4 
4294967295 206 4 65,8 110 139,5 128 150,4 
 
Tabuľka 1 obsahuje výsledky syntézy algoritmov, ktoré využívajú Montgomeryho 
redukciu, do obvodu Virtex 5. Ako bolo spomenuté v predchádzajúcich kapitolách, 
algoritmus pre modulárne násobenie priamo využíva Montgomeryho redukciu, ktorá 
vyžaduje pre svoj výpočet ďalšie konštanty odvíjajúce sa od modulu N. Na základe tejto 
skutočnosti sa výsledné vlastnosti obvodu výrazne líšia v závislosti od zvoleného modulu 
N. Keďže algoritmy pre sčítanie a odčítanie v Montgomeryho doméne využívajú 
Montgomeryho redukciu nepriamo (len pre prevody čísel), veľkosť konštánt nemá 
v tomto prípade výrazný vplyv na vlastnosti obvodu. Algoritmy pre prevod 
do Montgomeryho domény a z nej pracujú opäť s Montgomeryho redukciou, 
a preto taktiež závisia od spomínaných konštánt. Vo výsledných vlastnostiach týchto 




Tabuľka 2: Výsledky syntézy pre algoritmy využívajúce Montgomeryho redukciu do obvodu 


















129 22 0 157,6 30 0 118,2 
193 28 2 68,5 52 0 97,6 
255 30 0 121,6 30 0 121,6 
16 bit 
32769 78 0 116,4 100 0 102,9 
49153 36 3 62,8 36 5 79,5 
65535 100 0 120,9 100 0 120,9 
18 bit 
131073 88 0 120,1 112 0 100,5 
196609 95 3 52,3 95 2 63,7 
262143 112 0 113,8 112 0 113,8 
24 bit 
8388609 120 0 118,5 150 0 104,3 
12582913 102 6 45,5 102 4 58,8 
16777215 154 0 115,4 154 0 115,4 
32 bit 
2147483649 200 2 68,8 200 0 100,9 
3221225473 136 11 39,8 136 7 49,8 
4294967295 206 2 73,8 206 0 111,3 














129 25 45 1 409,3 
193 25 46 1 399,2 
255 25 44 1 388,6 
16 bit 
32769 49 74 1 322,5 
49153 49 75 1 322,5 
65535 49 92 1 371,4 
18 bit 
131073 55 101 1 319,1 
196609 55 101 1 319,1 
262143 55 121 1 359,3 
24 bit 
8388609 73 110 2 273,4 
12582913 73 110 2 273,4 
16777215 73 113 2 311,9 
32 bit 
2147483649 97 144 4 292,4 
3221225473 97 144 4 292,4 
4294967295 97 150 4 292,4 
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129 18 48 430,5 19 36 547,6 
193 18 31 395,8 19 36 547,6 
255 18 49 430,5 19 34 543,5 
16 bit 
32769 34 71 388,4 35 53 422,0 
49153 34 71 388,4 35 53 422,0 
65535 34 71 400,0 35 53 422,0 
18 bit 
131073 38 79 388,3 39 59 414,1 
196609 38 79 388,3 39 59 414,1 
262143 38 79 388,3 39 59 414,1 
24 bit 
8388609 50 82 323,8 51 77 391,9 
12582913 50 82 323,8 51 77 391,9 
16777215 50 82 323,8 51 77 391,9 
32 bit 
2147483649 66 108 318,5 67 101 365,8 
3221225473 66 108 318,5 67 101 365,8 
4294967295 66 145 368,3 67 101 365,8 
Výsledky syntézy sekvenčných obvodov do obvodu Virtex 5 zobrazuje 
Tabuľka 3 a Tabuľka 4. Tieto obvody predstavujú klasické algoritmy modulárnej 
aritmetiky. Mierne výkyvy výsledkov sú pravdepodobne spôsobené rôznou 
optimalizáciou syntetizéru pre rôzne hodnoty modulu N. 
Pre porovnanie celkovej veľkosti obvodu pre výpočet jednotlivých operácií je 
potrebné brať do úvahy aj obvody, ktoré zabezpečujú prevody do Montgomeryho domény 
a von z nej. Vo väčšine prípadov je teda celková veľkosť obvodu, ktorý využíva 
Montgomeryho redukciu, väčšia ako veľkosť obvodu, ktorý využíva niektorý klasický 
algoritmus. Zo všetkých operácií v modulárnej aritmetike je však najdôležitejšou 
operáciou modulárne násobenie. Klasický algoritmus pre modulárne násobenie zaberá 
síce menšiu časť obvodu, no doba výpočtu je veľmi závislá na vstupných číslach. 
V prípade veľmi veľkých čísel môže byť táto doba výpočtu niekoľkokrát vyššia voči 
obvodu, ktorý používa Montgomeryho redukciu a ktorý pozostáva len z kombinačnej 
logiky. Uvedená maximálna frekvencia je v prípade algoritmov 
využívajúcich Montgomeryho redukciu vypočítaná na základe maximálneho oneskorenia 
kombinačnej logiky. Všetky algoritmy obsahujúce násobenie majú uvedený aj počet 
využitých násobičiek v DSP blokoch.  
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Plocha [µm2] Plocha [µm2] 
8 bit 
129 602,0 113,0 118,3 51,7 36,0 
193 658,6 114,7 127,0 411,3 157,0 
255 586,6 126,0 141,7 15,7 15,7 
16 bit 
32769 1897,7 364,0 325,3 206,0 286,4 
49153 2001,4 368,0 327,3 1202,0 326,0 
65535 1853,7 279,3 369,7 31,3 31,3 
18 bit 
131073 2312,1 411,6 366,3 235,0 322,0 
196609 2426,4 415,0 368,3 1449,6 365,0 
262143 2256,1 315,7 417,3 35,3 35,3 
24 bit 
8388609 3795,8 562,3 495,3 324,7 437,0 
12582913 3953,8 564,0 497,3 2330,9 491,3 
16777215 3721,4 426,0 566,3 47,3 47,3 
32 bit 
2147483649 6387,2 756,3 691,3 664,3 659,0 
3221225473 6601,8 755,6 693,3 3993,9 743,7 
4294967295 6299,5 611,3 789,0 422,0 206,0 
Tabuľka 5 predstavuje výsledky syntézy kombinačnej logiky využívajúcej 
Montgomeryho redukciu do obvodu ASIC. Veľkosť tohto obvodu opäť výrazne závisí 
od zvoleného modulu N, a teda aj od konštánt, ktoré figurujú vo výpočte. Najvýraznejší 
výkyv hodnôt je možné pozorovať pri modulárnom násobení a pri algoritmoch, 
ktoré slúžia k prevodu čísel, keďže tieto výpočty obsahujú priamo Montgomeryho 
redukciu. 
Výsledky syntézy sekvenčných obvodov do obvodu ASIC, ktoré využívajú klasické 
algoritmy, predstavuje Tabuľka 6. V tabuľke sa nachádzajú plochy a maximálne 
dosiahnuteľné frekvencie pre jednotlivé bloky pri rôznych hodnotách modulu N. Ako je 
možné vidieť, hodnoty sú pre rovnaké bitové šírky, ale rôzne moduly vo väčšine prípadov 
veľmi podobné. Na základe tejto skutočnosti je možné vyvodiť záver, že hodnota modulu 






















129 640,6 145,0 206,0 227,9 205,0 320,7 
193 641,6 157,5 208,3 252,0 206,3 243,0 
255 642,6 147,4 210,0 202,9 200,7 233,2 
16 bit 
32769 1865,0 71,1 400,7 159,2 410,0 161,5 
49153 1866,0 71,1 402,3 156,3 410,3 161,4 
65535 1864,0 71,1 402,3 160,8 391,0 157,5 
18 bit 
131073 2319,0 63,3 449,0 143,6 459,3 145,2 
196609 2319,3 63,3 451,0 136,1 459,7 145,5 
262143 2319,0 63,3 450,3 144,8 438,3 142,6 
24 bit 
8388609 3697,0 50,2 593,7 110,9 608,0 106,9 
12582913 3698,3 50,2 593,3 110,9 608,7 112,2 
16777215 3696,0 50,2 594,3 112,1 579,0 112,4 
32 bit 
2147483649 5836,3 38,7 828,7 84,8 828,7 85,2 
3221225473 5835,3 38,7 830,7 84,8 828,7 85,2 
4294967295 5835,6 38,7 828,7 84,8 829,4 85,2 
Celková plocha obvodu, pre vykonanie jednotlivých operácií, je v prípade syntézy 
do obvodu ASIC opäť menšia pre klasické algoritmy modulárnej aritmetiky. Je však 
potrebné brať do úvahy fakt, že oproti algoritmom využívajúcim Montgomeryho 
redukciu tvorí výpočet u klasických algoritmov viacero krokov, pričom každý tento krok 





Cieľom bakalárskej práce bolo navrhnúť vhodný spôsob implementácie operácií 
modulárnej aritmetiky do obvodov FPGA a ASIC. Táto implementácia bola vykonaná 
v jazyku C++/SystemC jednak pre klasické algoritmy a jednak pre algoritmy využívajúce 
Montgomeryho redukciu. S využitím Montgomeryho redukcie bola zostavená knižnica 
obsahujúca nový dátový typ, ktorý umožňuje efektívnejšiu implementáciu modulárnej 
aritmetiky v SystemC. 
Pre jednotlivé obvody bola vykonaná „high level“ syntéza v programe CtoS. 
Následné mapovanie do hradiel bolo vykonané do technológie AMIS I3T25 0,35 µm 
nástrojom Encounter RTL Compiler. Výsledkom tejto syntézy je odhadovaná veľkosť 
plochy a maximálna dosiahnuteľná frekvencia v prípade kombinačných obvodov. 
Pre obvody FPGA bola syntéza vykonaná v návrhovom prostredí ISE Design Suite. 
Ako cieľový obvod bol zvolený Virtex 5 od firmy Xilinx. Sledovanými parametrami boli 
v tomto prípade počet vyhľadávacích tabuliek, maximálna dosiahnuteľná frekvencia, 
počet preklápacích obvodov v prípade sekvenčných obvodov a počet násobičiek 
v obvodoch, v ktorých sa vyskytuje násobenie. 
Z výsledkov syntézy je zrejmé, že vlastnosti obvodov, ktoré využívajú pre výpočet 
Montgomeryho redukciu, markantne závisia na zvolenej hodnote modulu N. Rôznym 
modulom N prislúchajú rôzne veľké konštanty použité pri výpočtoch, pričom práve 
veľkosť týchto konštánt má najväčší vplyv na veľkosť výsledného obvodu. V porovnaní 
s klasickými algoritmami, ktoré boli implementované ako sekvenčné obvody, majú 
obvody s Montgomeryho redukciou vo väčšine prípadov väčšiu veľkosť. Je to spôsobené 
hlavne potrebou blokov, ktoré sa starajú o prevody čísel do Montgomeryho domény a von 
z nej. V prípade modulárneho násobenia je však tento nárast veľkosti o bloky, 
ktoré vykonávajú konverziu, akceptovateľný, keďže Montgomeryho redukcia ponúkne 
výrazne vyššiu rýchlosť výpočtu. Je to zapríčinené hlavne tým, že pri klasickom 
algoritme pre modulárne násobenie sa nedá takmer nikdy s určitosťou predpovedať 
potrebný počet krokov pre dosiahnutie výsledku.  
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ZOZNAM SYMBOLOV A SKRATIEK 
ASIC Application Specific Integrated Circuit 
CtoS C-to-Silicon Compiler 
DSP Digital Signal Processing 
FF Flip Flop 
FIFO First In First Out 
FPGA Field Programmable Gate Array 
HDL Hardware Description Language 
LUT Lookup Table 
NSD Najväčší spoločný deliteľ 
RTL Register Transfer Level 
VCD Value Change Dump 
VHDL VHSIC Hardware Description Language 
VHSIC Very High Speed Integrated Circuit 
