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Preface
The goal of this workshop was to explore how formal (i.e., mathematical) techniques can be or should be
used to establish a suitable foundation for specification and verification of component-based systems.
Component-based systems are a growing concern for the object-oriented community. Specification and
reasoning techniques are urgently needed to permit composition of systems from components, for which
source code is unavailable. 
We wanted to bring together researchers and practitioners in the areas of component-based software and
formal methods, to address the specification and verification problems.  Several representatives from
Microsoft research attended the workshop, and presented their approach to specification and verification in
the context of Microsoft products. However, it was generally agreed that a lot remains to be done to address
the needs of industry. On the other hand, papers on testing, run-time checking of assertions, and the use of
message sequence charts addressed more practical concerns. Another goal was to focus more of the effort
in formal methods on component-based systems; time will tell if we have contributed to realizing this goal.
The main expected result of the meeting would be an outline of collaborative research topics and a list of
areas for further exploration. Some of these ideas were presented in our OOPSLA poster.
The papers at the workshop and those included in the proceedings were selected from papers submitted by
researchers worldwide. Due to time limitations at the workshop, only a few papers could be presented
The discussion at the workshop itself was quite interesting. All agreed that compositional, modular
reasoning is a necessary goal in this area. We discussed several strategies for making reasoning more
tractable, including proving less, checking parts of a proof at run-time (as in run-time assertion checking),
decomposing proofs by using stronger specifications, and writing components in ways that make proofs
easier (e.g., by limiting the use of pointers). We also discussed ways to add value to specifications, including
providing support for testing and run-time assertion checking. Barnett and Schulte pointed out that in one
case at Microsoft, a specification was “orders of magnitude” smaller than the code it specified. We discussed
ways to extend type systems, to incorporate architectural constraints and message sequence information.
Several of the techniques discussed focused on component interaction at interface boundaries, which is
helpful in reasoning about compositions.
We also identified several areas that seem ripe for future work. One is putting together trace-based
concurrency reasoning with reasoning about data values. Another is how to reason about performance (i.e.,
time and space behavior); one paper at the workshop discussed this, but there is more to be done, and this
kind of reasoning is important for embedded systems. Another area is how to make reasoning easier. One
direction for making reasoning easier is finding limits on programs that have a big impact on ease of
reasoning. There was a lot of discussion of the idea of Weide and Heym to encapsulate references (pointers)
in components, so that all variables in a program are not general references. We also talked about finding
the right abstractions for reasoning about compositions. And we discussed extending type systems to
incorporate more specification information, while still allowing them to be decidable and efficiently
checkable.
The workshop was organized by Dimitra Giannakopoulou (NASA Ames/RIACS), Gary T. Leavens (Iowa
State University), and Murali Sitaraman (Clemson University). The program committee that selected papers
consisted of the organizers and Betty H. C. Cheng (Michigan State University), Steve Edwards (Virginia
Tech), K. Rustan M. Leino (Compaq Systems Research Center), and Markus Lumpe (Iowa State
University). We thank the organizers of OOPSLA 2001 for hosting the workshop.
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Abstract
Our goal is to investigate specification-based approaches to
testing OO components. That is, given a class C and its
specification, how do we test C to see if it meets its spec-
ification? Two important requirements that we impose on
the testing approach are that it must not require access to
the source code of the class under test; and that it should
enable us to deal incrementally with derived classes, includ-
ing derived classes that exploit polymorphism to extend the
behavior of the base class. In this paper, we report on our
work towards developing such a testing approach.
1. INTRODUCTION
Our goal is to investigate specification-based approaches
to testing OO components. Suppose we are given an imple-
mentation of a class C and the specifications of its methods
in the form of pre- and post-conditions (and possibly a class
invariant). How do we test the implementation of C to see if
it meets its specifications? We are not specifically interested
in the question of how to choose a broad enough range of
test cases [12] although that would, of course, have to be an
important part of a complete testing methodology for OO
systems. Rather, we want to develop a general approach
that can be used to test that C meets its specifications.
Once we do this, we should be able to combine it with an
appropriate methodology for choosing test cases.
We impose two important requirements on the testing ap-
proach. First, as far as possible it must not require access
to the source code of the class under test. This is important
if we are to be able to test not just components we de-
signed and implemented but components that we may have
purchased from a software vendor. Second, the testing ap-
proach should enable us to deal incrementally with derived
classes, including derived classes that exploit polymorphism
to extend the behavior of the base class. Much of the power
of the OO approach derives from the ability to develop sys-
tems incrementally, using inheritance to implement derived
classes that extend the behavior of their base classes. To
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best exploit this incremental nature of OO, our approach
to reasoning about and testing the behavior of such classes
should also be correspondingly incremental. In this paper,
we report on our work towards developing such a testing
approach.
In the next section, we provide a more detailed statement
of the problem. In Section 3, we outline how the behavior of
derived classes that use polymorphism to enrich base class
behavior may be established in a verification system. In
Section 4 we show how our testing approach can work with
the kind of specifications used in the verification system.
In Section 5, we briefly consider some problems related to
testing classes that have components that may themselves
exploit polymorphism.
2. BACKGROUND AND MOTIVATION
An important tenet of the OO approach is abstraction.
Thus a client of a class should have an abstract view of the
class, rather than thinking in terms of the concrete struc-
ture, i.e., the member variables, of the class. Correspond-
ingly, the specification of a class C usually consists of pre-
and post-conditions of the methods of C, in terms of an
abstract or conceptual model of C. But abstraction causes
an important difficulty [2] for specification-based testing1.
When testing, we have to analyze how the values of the
member variables of the class change as various member op-
erations are invoked, so we have the problem of matching
these values to the abstract specification. Inheritance exac-
erbates the problem since the set of variables and operations
in the derived class is a complex mix of items defined in the
base and derived classes.
Given this, in our approach to testing, we work with con-
crete specifications for the classes. This is not to suggest
that abstract specifications are not important. It is just
that when considering and testing the behavior of the im-
plementation of C, the concrete state of the class has to
play an important role since that is what the implementa-
tion works with. Similarly, when considering the behavior
of the derived class, we (the designer of the derived class as
well as the tester) must keep in mind the concrete state of
both the base and derived classes. When dealing with the
behavior of some client code cc that uses C, we should of
course not think in terms of the concrete state of C; later
in the paper, we will see how abstract specifications (of C)
enter the picture when considering testing of cc.
1In this paper, by ‘component’, we will generally mean
‘class’ as in a typical OO language.
The concrete specification of C characterizes the behavior
of each method of C in terms of pre- and post-conditions
that are assertions on the member variables of C. The spec-
ification may also include an invariant, although for simplic-
ity we will usually ignore it in our discussion. Our goal is to
create a testing class TC corresponding to C that will allow
us to test the class C against this concrete specification. We
note that the word ‘testing’ in the title of the paper may be
considered a verb since we are interested in testing the be-
havior of C; it may also be considered an adjective since our
approach to testing is to construct the testing component
TC.
In [16], we had suggested the following simple approach to
the construction of TC: For each method m() of C, include
a corresponding test method test m() in TC that will invoke
m(). To do this we need an instance object, call it tc, of type
C. More precisely tc is a member variable of TC of type C,
and its value will be (a reference to) an object of type C.
Let us assume that the constructor of TC has initialized tc
to such a value. We can now write test m() to simply consist
of a call to m() followed by an assert statement in which we
require that the post-condition post.m is satisfied. Now m()
is required to work, that is ensure that its post-condition is
satisfied when it finishes, only if its pre-condition was satis-
fied at the time of the call to it. Thus a natural definition
of the body of test m() is:
if ( pre.m ) { tc.m(); assert( post.m ); }
Since the object here is tc, references to a variable x of C
in pre.m, post.m should be replaced by to tc.x. Are these
references legal? Member variables are typically protected,
and accessible only within C (and derived classes). In Java
[1], we could put TC in the same package with C and give
data members package scope. It is not clear how to address
this in other languages; we had suggested in [16] that it
may be useful to introduce the privileged notion of test class
into the language, with the methods of the test class being
given access to the members of the class2. Another point
is that post.m may contain references to the value of tc.x
at the time of the call. So we need to save this value in,
say, xold, and replace (in post.m) x@pre by xold; in general,
we need to use a cloning operation [11] for this purpose.
Yet another issue has to do with the form of the assertions.
Given that we want the assertions to be machine checkable,
they have to have a somewhat restricted form [5, 8]. One
possibility [11] would be to require that the assertions be
legal boolean expressions allowed by the language. Here we
will just assume that simple assertions, including quantifiers
over finite domains, are allowed.
In this paper, we want to focus on a different issue. Sup-
pose again that D is a derived class of C. Some methods
may be defined (or redefined) in D while others may be
inherited from C. Most importantly, even some of the in-
herited methods may exhibit behavior that is different from
their behavior in the base class because of calls to meth-
ods that are redefined in D. Following the design patterns
2In C++, we could simply declare TC a friend of C but,
as is widely recognized, the friend mechanism is subject to
serious abuse.
It is also worth noting that if the state of tc is such that
pre.m is not satisfied, the body of test m() would be entirely
skipped; this may be considered a truly extreme instance of
poor test-case-choice!
literature [6], we will call such methods template methods,
the methods they invoke that may be redefined in D being
called hook methods. Let t() be a template method of C,
and h() a hook method that t() invokes. As we just noted,
redefining h() in the derived class enriches also the behav-
ior of t(). When reasoning about t() in the base class, we
would have appealed to the base class specification of h() to
account for the effects of the calls that t() makes to h(). In
order to be sure that the conclusions we have reached about
the behavior of t() apply also to its behavior in the derived
class despite the redefinition of h(), we have to require that
the redefined h() satisfies its base class specification; this
requirement is the essence of behavioral subtyping [10, 4].
But ensuring that t() continues to behave in a way that is
consistent with it its base class specification is only part of
our concern. The reason that we redefined h() in the derived
class was to thereby enrich (as we will see even in the simple
example later in the paper) the behavior of t(). Therefore we
need to be able to reason incrementally about this enriched
behavior and, more to the point of this paper, we need to
be able to test the enriched behavior that t() exhibits (or is
expected to exhibit) in the derived class as a result of the
redefinition of h().
First let us consider how the behavior of t() may be spec-
ified in the base class so that we can reason incrementally
about it in the derived class. The approach used in [3, 15]
to specify the behavior of t() in the base class is to include
suitable information, in its specification, about the sequence
of hook method calls t() makes during its execution. This
information is in the form of conditions on the value of the
trace variable τ associated with t() that records information
about these calls. This information can then be used [15]
to arrive at the richer behavior to t() in the derived class3
by combining it with the derived class specification of h().
In this paper we will see how we can test the implementa-
tion of C and D, in particular the code of t() (and h()), to
check whether it satisfies this richer specification about its
behavior.
This is a challenging task because we need to keep track of
the value of τ . Every time t() makes a call to h() (or another
hook method), τ has to be updated to record information
about this call (and return) but, of course, there is nothing in
the code of t() to do so. After all, τ is a variable introduced
by us in order to help reason about the behavior of t(),
not something included by the designer of C. One possible
solution to this problem would be to modify the code of
t() to include suitable (assignment) statements, immediately
before and after each hook method call, that would update
τ appropriately. But this would violate our requirement
that we not assume access to the body of C, and certainly
not modify it. As we will see, it turns out that we can, in
fact, exploit polymorphism in the same way that template
methods do, to address this problem.
3Ruby and Leavens [14] (see also earlier work by Kiczales
and Lamping [7, 9]) present a formalism where some ad-
ditional information about a method beyond its functional
behavior is provided; this may include, for example, infor-
mation about the variables the given method accesses, the
hook methods it invokes, etc. While this is not as complete
as the information we can provide using traces, it has the
important advantage that it is relatively easy to build tools
that can exploit this information, or indeed even mechani-
cally extract this type of information from the code, rather
than having to be specified by the designer.
3. INCREMENTAL REASONING
Let us consider a simple example consisting of a bank ac-
count class as the base class (and a derived class we will
define shortly). The definition (in Java-like syntax) of the
Account class appears in Figure 1. The member variable bal
class Account {
protected int bal; // current balance
protected int nautos; // no. of ‘automatic’ transactions
protected int autos[]; // array of automatic transactions
public Account() { bal = 0; nautos = 0 ; }
public int getBalance() { return bal; }
public void deposit(int a) { bal += a; }
public void withdraw(int a) { bal −= a; }
public final void addAuto(int a) {
autos[nautos] = a; nautos++; }
public final void doAutos( ) {
for (int i=0; i < nautos; i++) {
if (autos[i] > 0) { deposit(autos[i]); }
else { withdraw(autos[i]); } } }
}
Figure 1: Base class Account
maintains the current balance in the account. The meth-
ods deposit(), withdraw(), and getBal() are defined in the
expected manner. Their concrete specifications4 are easily
given:
pre.Account.getBalance() ≡ true
post.Account.getBalance() ≡
[ !{nautos, autos, bal} ∧ (result = bal) ]
pre.Account.deposit(a) ≡ (a > 0)
post.Account.deposit(a) ≡
[ !{nautos, autos, a} ∧ (bal = #bal+a) ]
pre.Account.withdraw(a) ≡ (a > 0)
post.Account.withdraw(a) ≡
[ !{nautos, autos, a} ∧ (bal = #bal−a) ] (1)
In the post-conditions we use the notation “!S” to denote
that the value of each of the variables that appears in the set
S is the same as it was at the start of the method in question.
The “#”notation, also in the post-condition, is used to refer
to the value of the variable at the start of the execution of
the method. Thus these specifications simply tell us that de-
posit() and withdraw() update the value of bal appropriately
and leave the other variables unchanged; and getBalance()
returns the balance in the account and leaves all variables
unchanged. The notation result [11] in the post-condition
refers to the value returned by the function in question.
More interesting are the ‘automatic transactions’. The
autos[] array maintains the current set of automatic trans-
actions, nautos being a count of the number of these trans-
actions. doAutos() is the (only) template method of this
class. Whenever it is invoked, it performs each of the trans-
actions in the autos[] array by invoking the hook methods
deposit() and withdraw(). A positive value for an array el-
ement denotes a deposit, a negative value denotes a with-
4This class is so simple that its abstract specification would
essentially be the same as its concrete specification. Note
also that we have included the name of the class in the specs
since we will also consider the behavior of these methods in
the derived class. Thus, (1) specifies the behavior of these
methods when applied to an instance of the Account class.
drawal. Thus doAutos() iterates through the elements of
this array, invoking deposit() if the element in question is
positive and withdraw() if it is negative. addAuto() allows
us to add another transaction to the autos[] array. We will
leave the precise specification of addAuto() to the interested
reader; its pre-condition would require the parameter value
to be not equal to 0, the post-condition would say that au-
tos[] array is updated to include this value at the end of the
array (and nautos is incremented by 1).
Let us now consider the specification of doAutos(). An
obvious specification for this method would be:
pre.Account.doAutos() ≡ true
post.Account.doAutos() ≡
[ !{nautos, autos} ∧
(bal = #bal+(Σ(k = 0 . . . nautos− 1). autos[k]) ] (2)
This specifies that doAutos() updates bal appropriately.
What is missing is information about the hook method calls
that it makes during execution. As a result, although (2) is
correct in what it specifies, it proves inadequate in allowing
us to reason about the enriched behavior that this method
will exhibit in the derived class, to which we turn next.
class NIAccount extends Account {
protected int tCount; // transaction count
public NIAccount() { tCount := 0; }
public void deposit(int a) { bal += a; tCount++; }
public void withdraw(int a) { bal −= a; tCount++; }
public int getTC() { return tCount; }
}
Figure 2: Derived class NIAccount
The enrichment provided by NIAccount (for ‘New and
Improved account’ !) is fairly simple: it keeps a count of
the number of transactions (deposits and withdrawals) per-
formed on the account. This is achieved by redefining de-
posit() and withdraw() appropriately5. The newly defined
method, getTC() allows us to find the value of the transac-
tion count. The specifications of these methods are straight-
forward modifications of (1). We will only write down the
specs for getTC() and deposit():
pre.NIAccount.getTC() ≡ true
post.NIAccount.getTC() ≡
[ !{nautos, autos, bal, tCount} ∧ (result = tCount) ]
pre.NIAccount.deposit(a) ≡ (a > 0)
post.NIAccount.deposit(a) ≡
[ !{nautos, autos, a} ∧ (bal = #bal+a)
∧ (tCount = #tCount+1) ] (3)
Let us now turn to the behavior of doAutos() in the NI-
Account class. It is clear from the body of this template
method, as defined in the base class, that during its execu-
tion, the value of tCount will be incremented by the num-
ber of transactions in the autos[] array, i.e., by the value
of nautos, since doAutos() carries out each of these trans-
actions by invoking deposit() or withdraw(). But we cannot
arrive at this conclusion from its specification (2), not even
given the specification (3) for the behavior of the redefined
5If these methods were at all complex, it would have been
appropriate to invoke the base class methods in their defini-
tions; here, the only task to be performed by the base class
portion is to update bal, so we have just repeated the code.
hook methods that doAutos() invokes. The problem is that
there is nothing in (2) that in fact tells us that doAutos()
invokes deposit() or withdraw(). Indeed, if we rewrote the
body of doAutos() so that it directly added each element of
the autos[] array to bal, instead of invoking deposit() and
withdraw() to perform the transactions, it would still satisfy
the specification (2) but, of course, this rewritten method,
in the NIAccount class (i.e., when applied to a NIAccount
object) would not change the value of tCount.
Consider the following more informative specification:
pre.Account.doAutos( ) ≡ (τ = ε)
post.Account.doAutos() ≡
[ !{nautos, autos} ∧(|τ | = nautos)
∧ (bal = #bal + (Σ(k = 0 . . .nautos− 1). autos[k]))
∧ (∀k : (1 ≤ k ≤ |τ |) :
τ [k].m ∈ {deposit,withdraw}) ] (4)
τ denotes the trace of hook method calls that doAutos()
makes during its execution. At its start, doAutos() has
not made any hook method calls, so τ is ε, the empty se-
quence. Each hook method call (and corresponding return)
is recorded by appending a single element to τ . This element
consists of a number of components, including the name of
the method in question, the parameter values passed in the
call, the returned results, etc.; for full details, we refer the
reader to [15]. Here we are interested only in the identity of
the method; τ [k].m gives us the identity of the method in-
voked in the call recorded in the kth element of τ . Thus the
post-condition in (4) states that when doAutos() finishes, it
would have made as many hook method calls as nautos, the
number of automatic transactions in the autos[] array, and
that each of these calls will be to either deposit() or with-
draw(). This specification can, using the enrichment rule of
[15], then be combined with the specification (3) to arrive
at the following:
post.NIAccount.doAutos() ≡
[ !{nautos, autos} ∧(|τ | = nautos)
∧ (bal = #bal + (Σ(k = 0 . . .nautos− 1). autos[k]))
∧ (∀k.(1 ≤ k ≤ |τ |). τ [k].m ∈ {deposit,withdraw})
∧ (tCount = #tCount + nautos) ] (5)
This asserts, as expected, that doAutos() increments the
transaction count appropriately. Informally speaking, what
we have done here is to ‘plug-in’ the additional information
provided by the derived class specs (3) of the hook meth-
ods, into the specification (4) of the template method, to
arrive at the enriched behavior of the template method in
the derived class.
4. TESTING POLYMORPHIC BEHAVIOR
Suppose we wanted to test the class Account to ensure that
it behaves as expected, i.e., according to its specifications.
We could use the approach outlined in Section 2 to define the
corresponding test class, TAccount shown partially in Fig-
ure 3. tAccount is the test account object. rg as an object of
type Random, to be used for generating random values (for
use as parameter values). t deposit() is the test method cor-
responding to deposit(). We generate a random amount rd
to deposit into tAccount, and if the pre-condition of deposit()
(as specified in (1)) is satisfied, we invoke deposit(rd) on tAc-
count, and then assert that the post-condition of deposit()
must be satisfied, with appropriate substitutions such as re-
placing bal by tAccount.bal being made. Note that we also
class TAccount {
protected Account tAccount; // test object
Random rg;
public void t deposit( ) {
int rd = rg.nextInt(); int oldbal = tAccount.bal; . . .
if( rd > 0 ) { tAccount.deposit(rd);
assert( (tAccount.bal = oldbal+rd) ∧ . . . ); }
}
Figure 3: Test class TAccount
need the save the starting values of the data members of
tAccount since the post-condition refers to these values. We
have shown only one of these in the figure, oldbal being the
variable in which the starting balance in tAccount is saved.
Of course, when the data member in question is more com-
plex, such as the array autos[], this becomes somewhat more
involved; and if the member is an object (of a type defined
by the user), this will require, as we noted in Section 2, that
the corresponding class provide a cloning operation.
The test methods t withdraw() and t getBal() are similarly
written, and we will omit them. Let us consider the tem-
plate method doAutos(). If we were only interested in the
specification (2) which gives us information only about the
functional effect that doAutos() has on the data members of
the Account class, this too would be straightforward6. But
a key aspect of the behavior of doAutos(), indeed the aspect
that qualifies it as a template method and makes it possible
to define derived classes that enrich its behavior by simply
redefining deposit() and/or withdraw(), is of course the calls
it makes to these hook methods. Thus if we are to really test
the implementation of doAutos() against its expected behav-
ior, the testing must be against the trace-based specification
(4).
However, we face an important difficulty in doing this.
The problem is that the trace variable τ which plays a key
role in this specification is not an actual member variable
of the Account class. We could, of course, introduce such
a variable in the test class TAccount but this won’t serve
our purpose. The problem is that τ has to record appropri-
ate information about the hook method calls that doAutos()
makes during its execution; this cannot be done in the test
method t doAutos() before it calls doAutos() or after doAu-
tos() returns. In other words, what we need to do is to ‘track’
doAutos() as it executes; whenever it it gets ready to make a
hook method call, we have to ‘intervene’, record appropriate
information about the call – in particular, the name of the
method called, the parameter values, the state of the object
at the time of the call – and then let the call proceed; once
the hook method finishes execution and returns control to
doAutos(), we again need to intervene and record informa-
tion about the results returned and the (current) state of
the object. One possible way to do this would be to insert
the appropriate statements to update the value of τ before
and after each hook method call in the body of doAutos();
but this would not only require access to the source code of
doAutos(), it will require us to modify that source code, and
6One question here would be that of generating a random
value in the tAccount.autos[] array; indeed, in general, the
test object should be in a random (reachable) state, rather
than being initialized to some ‘standard’ state; but this ques-
tion is independent of inheritance and polymorphism, so we
will ignore it here.
this is clearly undesirable.
The solution turns out to be provided by polymorphism
itself. The key is to define TAccount not as a class that
includes a member variable of type Account but rather to
have TAccount as a derived class of Account. We call this
new test class T2Account in order to distinguish it from the
original test class TAccount. T2Account appears in Figure 4.
The variable tau of T2Account is the trace variable in which
class T2Account extends Account {
protected trace tau; // trace variable
public void deposit(int aa) {
// add element to tau to record info such as
// name of method called (deposit),
// parameter value (aa) etc., about this call;
super.deposit(aa);
// add info to tau about the result returned
// and current state.
}
// withdraw() will be similarly defined.
public void t doAutos( ) {
tau = ε;
// check pre-condition, then call doAutos(),
// assert post-condition.
}
}
Figure 4: Test class T2Account
we record information about the sequence of hook method
calls that doAutos() will make during its execution.
The t doAutos() method starts by initializing tau to ε,
then calls doAutos() (on the self object). Let us consider
what happens when doAutos() executes, in particular when
it invokes the deposit() method (withdraw() is, of course,
similar, so we won’t discuss it). We have redefined de-
posit() in T2Account, so this call in doAutos() to deposit()
will be dispatched to T2Account.deposit() since the object
that doAutos() is being applied to is of type T2Account.
Now T2Account.deposit() is simply going to delegate the call
to the Account.deposit() but before it does so, it records ap-
propriate information, such as the name of the hook method
called (‘deposit’), the parameter value (aa), etc., about this
call on tau. Next, T2Account.deposit() calls the deposit()
defined in Account; when Account.deposit() finishes, con-
trol comes back to T2Account.deposit(); T2Account.deposit()
now records additional information (about the result re-
turned, current state of the object, etc.), and finishes, so
control returns to Account.doAutos(). The net effect is that
the original code, Account.deposit(), of the hook method in-
voked has been executed but, in addition, information about
this call has been recorded on the trace. And to do this, we
did not have to modify the code of any of the methods of
Account, indeed we did not even need to be able to see that
code.
One point might be worth stressing: T2Account.deposit()
is not the test method corresponding to deposit(); rather,
it is a redefinition of the hook method Account.deposit() in
order to record information about calls that template meth-
ods might make to this hook method, the information being
recorded on the trace of the template method. If there is
more than one template method, we might consider intro-
ducing more than one trace variable, and yet another vari-
able to keep track of which template method is currently
being tested so that the redefined hook methods can record
the information on the correct trace variable. This is in fact
not necessary since only one template test method will be
executing at a time, and it starts by initializing tau to ε.
Of course we have assumed that we can declare tau to be of
type “trace”. If we really wanted to record all the informa-
tion that tau has to contain in order to ensure completeness
of the reasoning system [15], things would be quite com-
plex. We can simplify matters somewhat by only recording
the identities of the hook methods called and the parameter
values and results returned. This is a topic for further work.
This approach can also be used for testing abstract classes,
i.e., classes in which one or more of the hook methods may
be abstract (in Java terminology; pure virtual in C++, de-
ferred in Eiffel). The only change we have to make is that
in T2Account.deposit(), we cannot invoke super.deposit(); in-
stead, we would just record information in tau and return
to doAutos(). Note that the specifications (2) and (4) would
also be quite different. For one thing, we cannot really es-
tablish (2) because, if Account.deposit() (and, presumably,
Account.withdraw() as well) is abstract, there is no way to
tell what effect doAutos() will have on bal, etc. Nevertheless,
the portion of (4) that refers to the hook methods invoked
can still be specified since the basis for this can be seen
from the body of the template method, so the designer of
the Account class could have written this down as part of
the specification of doAutos(). The t doAutos() method will
then test that doAutos() does indeed satisfy the expectation
about the hook methods it will call7.
Let us now consider the derived class NIAccount. How do
we construct the test class TNIAccount? We cannot define
it as a derived class of T2Account because then the redef-
initions of the hook methods in NIAccount would not be
used by the test methods in TNIAccount. In fact, in gen-
eral, test classes should be final; i.e., a given test class TC is
only intended to test that the methods of the corresponding
class C meet their specs. A different class D, even if D is
a derived class of C, would have to have its own test class
defined for it. Of course, TNIAccount would be quite similar
to T2Account. The important differences would be that we
would have test methods corresponding to any new methods
defined in NIAccount, and pre- and post-conditions would be
the ones from the specifications (such as (3) and (5)) of this
class.
Before concluding this section, we should note one other
point. An important assumption we have made is that hook
methods obey behavioral subtyping [10], i.e., any redefini-
tions of hook methods in the derived class must continue
to satisfy their base class specifications. If this were not
the case, the reasoning that we have performed in the base
class about the behavior of the template method, including
the trace-based specification of that method, may no longer
be valid. For example, suppose a template method t() first
calls the hook method h1(); if the value returned by h1()
is positive, t() then calls h2(), else it calls h3(). Suppose
7In fact, we would not only want to be assured about the
identity of the hook methods called or the number of times
they are called (which are the pieces of information provided
by (4)) but also the parameter values passed in these calls as
well as the state just before the calls, etc.; this is particularly
important if the hook method in question is abstract. This
additional information can be provided using our traces al-
though the resulting specs are naturally much more involved
[15].
also that the base class specification of h1() asserts that it
will return a positive value. When reasoning about the base
class, we might then establish, on the basis of this specifi-
cation of h1(), a specification for t() which asserts that the
identity of the first hook method that t() calls (as recorded
in the first element of the trace τ of t()) is h1(), and the
identity of the second method called is h2(). Suppose now
we redefine h1() in the derived class so that it returns a neg-
ative value. Then, in the derived class, t() will not satisfy its
specification, and the problem is not with t() but with the
way that h1() was redefined. The redefined h1() does not
satisfy its base class specification, i.e., it violates behavioral
subtyping. Hence, when testing the behavior of the hook
methods in the derived class, it may be useful not just to
test against the derived class specification of the method,
but also against its base class specification to ensure that
the redefined hook method still satisfies that specification.
5. DISCUSSION
Let us briefly consider a class C that has a member vari-
able acc of type Account. In reasoning about the behavior of
the methods of C, we will of course depend upon the spec-
ifications of the Account class. Do we have to worry about
the specifications of the NIAccount class? Yes, indeed. The
point is that for a particular object that is an instance of
C, the acc component may well be of type NIAccount8. In
fact, one reason for defining classes such as NIAccount is
precisely that client classes such as C can take advantage of
the enrichment provided by this class. What are the issues
that we have to consider in reasoning about and testing the
behavior of C?
One possibility would be that in reasoning about C, we
only take account of the specification of Account. And in
testing C, we only create instances of C that have an acc
component of type Account. But this is clearly insufficient.
We need to test the behavior of C for instances that have an
acc component of type NIAccount. In fact, whenever a new
derived class of a base class such as Account is defined, the
behavior of any client code of Account has to be re-tested
[13]. While this may seem undesirable, it is to be expected.
After all, by defining a new derived class of Account, we are
enriching the behaviors that a client class, such as C, of Ac-
count can exhibit; so naturally we have to test for such richer
behaviors. The techniques for reasoning about such richer
behaviors of C, as well as the corresponding techniques for
testing them, are topics for further work.
8Of course, in languages like C++ for this to happen, acc
would have to be a pointer to Account but this is a language
detail which we can ignore.
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ABSTRACT
A natural way to specify component-based systems is by an
interface specification. Such a specification allows clients of
a component to know not only its syntactic properties, as is
current practice, but also its semantic properties. Any com-
ponent implementation must be a behavioral refinement of
its interface specification. We propose the use of executable
specifications and a runtime monitor to check for behavioral
equivalence between a component and its specification. Fur-
thermore, we take advantage of the COM infrastructure to
perform this kind of runtime verification without any in-
strumentation of the implementation, i.e., without any re-
compilation or re-linking.
1. INTRODUCTION
We believe that component-based programming needs for-
mal specifications at the interface level. Currently there are
standardized ways to formally specify the syntactic proper-
ties of a component, for example, by type libraries or IDL
files for COM components [7]. However, the proper mech-
anism for specifying semantic properties is still an open re-
search topic. Clearly, clients of a component, whether they
are human or other software components, require some way
of understanding the behavior of a component. Natural lan-
guage descriptions, while valuable, are often incomplete or
ambiguous and are in any case limited to human consump-
tion.
Even if there was agreement on a particular specification
technique, there is still the problem of ensuring that a par-
ticular component does indeed implement its specification.
We propose an answer to the first problem and a technique
that partially addresses the second problem.
Our approach for specifying components is to use AsmL to
write an executable specification at the highest level of ab-
straction that defines the behavior of a component as seen
through its interface by a client. AsmL is an industrial-
strength specification language we have developed at Mi-
crosoft Research. Based on the theory of Abstract State
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Machines (ASMs) [16], it allows the writing of operational
specifications at any given level of abstraction. Using it, we
have built models of real-world components, like intelligent
devices, internet protocols, debuggers and network compo-
nents [2, 14]. Because ASMs have a formal semantics, an
AsmL specification is itself a formal specification.
For the second problem, we use AsmL’s native COM con-
nectivity and the COM infrastructure to dynamically mon-
itor the execution of a component. By checking for behav-
ioral equivalence between the component and its concur-
rently executing specification we ensure that, during a par-
ticular run, the component is a behavioral refinement of its
specification, i.e., a behavioral subtype [22].
There are two major issues that we do not address in this
paper: non-deterministic specifications and callbacks. Both
are crucial elements of component-based specification and
we have developed solutions for both of them, but they are
beyond the scope of this paper. Although our system is
implemented for COM components, it applies to any com-
ponent technology that uses dynamic linking.
The paper is organized as follows. Section 2 gives an
overview of AsmL. Section 3 explains how to use AsmL to
write an interface specification. Then in Section 4 we ex-
plain our technique for runtime verification. In Section 5 we
describe some initial experiments we have conducted within
Microsoft. An overview of similar approaches is discussed in
Section 6; Section 7 summarizes, presents limitations, and
describes future work.
2. AsmL
We write executable specifications of components in the
Abstract State Machine Language (AsmL). The language is
based on the theory of Abstract State Machines [16]. It is
currently used within Microsoft for modeling, rapid proto-
typing, analyzing and checking of APIs, devices, and proto-
cols.
The key aspects which distinguish AsmL from other re-
lated specification languages are:
• it is executable,
• it uses the ASM approach for dealing with state,
• it has a full-fledged object and component system,
• it supports writing non-deterministic specifications.
Our web site [13] contains a complete description as well
as an implementation that is freely available for non-
commercial purposes.
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Because AsmL has native COM connectivity (the next
release will also be integrated into the .NET framework), one
can not only specify components in AsmL and simulate them
but also substitute low-level implementations by high-level
specifications. This substition allows heterogeneous systems
to be built, partly developed using standard programming
languages and partly using executable specifications. It is
also crucial for implementing runtime verification without
the need for instrumenting the implementation.
Although not shown in this paper, non-determinism is one
of the key features of AsmL. It allows designers to clearly
mark those areas where an implementation must make a
decision. In AsmL, non-determinsm is restricted; you can
choose or quantify only over bounded sets [5].
AsmL specifications are model programs: they are oper-
ational specifications of the behavior expected of any im-
plementation. Thus, they provide a minimal model by con-
straining implementations as little as possible. There are
three main properties of AsmL that support this.
1. The ASM notion of step allows the specifier to choose
an arbitrary granularity of sequentiality. Within a sin-
gle step, all updates (assignment statements) are eval-
uated in parallel; locations (variables) are written in
one atomic transaction at the end of the step. Using
the maximal step size means that no unnecessary se-
quencing is forced on the implementer. An implemen-
tation is free to choose an evaluation order consistent
with efficiency considerations.
2. Non-deterministic (bounded) choice is a basic con-
struct in the language. Although non-determinism is
undesirable in an implementation, non-deterministic
specifications allow implementations to make the cor-
rect engineering decisions. For instance, a specification
might say that any element satisfying certain condi-
tions can be returned from a collection where the im-
plementation might make a particular choice based on
the efficiency of searching the data structures that are
employed.
3. High-level data structures and programming con-
structs allow a specification to be expressed in ways
that might not be acceptable when efficiency is the
primary concern. For instance, a specification might
not bother to normalize a data structure, but instead
re-organize and manipulate it each time it is accessed.
In general, the primary goal of a specification is to be as clear
and understandable as possible; the goal of an implementa-
tion is to meet engineering considerations such as execution
time, storage efficiency, etc.
Compared to an implementation language such as C++,
we have found AsmL specifications to be an order of mag-
nitude more compact. While part of this is due to the ad-
vantages offered by any higher-level notation, some part is
caused by the specific features of AsmL enumerated above.
3. INTERFACE SPECIFICATIONS
Figure 1 presents a small example that we use through-
out. It is not COM-specific. Although written in AsmL, it
corresponds exactly to an interface expressed in IDL. AsmL
makes implicit the fact that COM methods also return a sta-
tus value in addition to whatever other values they return;
compiler-generated code handles that automatically.
interface ICanvas
createFigure(. . .) as IFigure
interface IFigure
getColor() as Color
setColor(c as Color)
getBorder() as IBorder
interface IBorder
getWidth() as Integer
setWidth(i as Integer)
Figure 1: Example Interfaces: Syntax Only
interface ICanvas
createFigure(c as Color , . . .) as IFigure =
new IFigure(c, . . .)
interface IFigure
var color as Color
border as IBorder = new IBorder(3)
getColor() as Color = color
setColor(c as Color) = color := c
getBorder() as IBorder = border
interface IBorder
var w as Integer
getWidth() as Integer = w
setWidth(i as Integer) =
if i < 0 then throw Exception(. . .) else w := i
Figure 2: Example Interfaces: Semantics
The example provides interfaces for a component-oriented
drawing program: a client interacts with a root interface,
ICanvas, to create and manipulate geometric figures, which
support the interface IFigure. Each figure has a nested ob-
ject, a border, which supports the interface IBorder. That is,
a component supporting the IFigure interface also must be
able to provide a reference to an IBorder interface. Whether
this reference is actually to a separate component, or just
a different interface on the same component is exactly the
kind of underspecification that component-based program-
ming encourages.
The method createFigure returns a reference to the IFig-
ure interface on the figure that is created. A figure’s border
is created with some default attributes; the attributes can
be changed later through calls to methods such as setWidth.
Note the syntax of the interface definitions alone allows data
values and interface references to be distinguished.
An example AsmL specification for this interface is shown
in Figure 2. It is written as a model program, as opposed
to a set of pre- and post-conditions (although AsmL does
provide also that style of specification). It is a particularly
trivial model; this is good— such a trivial component should
not have a complicated specification.
Note that the method setWidth throws an exception if the
argument is less than zero. The exception must belong to
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some interface, but we do not show it.
4. RUNTIME VERIFICATION
A component that interacts with an implementation of
ICanvas is a client, while the implementation is a server;
together their architecture is shown in Figure 3. We re-
fer to the client program as C and the implementation of
the server as S . The important feature implied by such
an architecture is that the client is completely unaware of
the identity of the server component. C is aware solely of
the functionality provided through whatever interfaces are
supported by S . This is the crucial feature we rely on for
implementing our runtime verification.
To enable the AsmL specification to spy on the interac-
tions between C and S , we insert a component, P , which
operates as a proxy, as shown in Figure 4. Using a proxy
allows the interaction of the client C and the server S to be
observed without having to instrument (i.e., modify) either
component. The proxy forks all of the calls made from C
to S so that they are delivered to the AsmL specification or
model, M . From now on, we use the letters C , S , M , and P
to refer to the client, server, model, and proxy, respectively.
Inserting a proxy is easily accomplished for COM compo-
nents [7]. Clients can initiate access to a COM component
only by making a request to the operating system. That re-
quest can be intercepted either with or without the client’s
cooperation. As long as the value returned to the client is a
valid interface reference, the client is unable to distinguish
whether the reference is to the actual implementation, S , or
to our proxy, P . In fact, it is this property of COM that
allows transparent access to COM components that are not
local to the machine on which the client is executing.
Runtime verification means that from the client’s point of
view, the observed behavior of the model is indistinguishable
from that of the server, i.e., they are behaviorally equivalent.
Because this is a dynamic check, it means they are equiva-
lent only on the observed behavior; ideally the specification
allows more behaviors. An implementation restricts its be-
havior, usually for reasons of efficiency.
When runtime verification uncovers a difference in behav-
ior between the specification and the implementation, there
is no a priori way to know which is “wrong” (unless one
assumes that the specification is always correct. . . ). We are
unaware of any method for creating perfect specifications;
one can only hope to use a specification language that sup-
ports a layered approach. Engineering practice has shown
the importance of separating unrelated concerns in order to
focus on the proper details at issue. We have tried to ensure
AsmL is such a language.
4.1 The Proxy P
All method calls between C and S are intercepted by P .
As far as C is concerned, it is accessing the functionality
provided by S and is unaware of either P or M . P manages
the concurrent execution of M and S ; it forks every call so
that they are delivered to M as well as S . P compares the
results from both components, checking at each interface
call that they agree in terms of their success/failure codes
as well as any return values. (In our examples, we do not
explicitly show the checks for the success or failure of the
methods.) As long as they are the same, the results are
delivered to C . Otherwise S and M are not behaviorally
equivalent; the discrepancy is made evident to an observer
of the system.
We create P automatically from the definition of the inter-
faces that are used between C and S . The correct operation
of P relies on two properties of object references in S that
allow them to be used as identifiers.
1. They must be stable: an object reference returned to
C maintains its identity in S . The client C can always
use that reference to refer to the same object.
2. They can be tested for equality: a reflexive, symmetric
operation allows P to distinguish different objects.
We believe both of these properties to be reasonable and
easily met; we mention them only to be explicit about our
dependencies.
4.2 Verifying Data
For methods that return atomic data values, runtime ver-
ification is comparatively simple. P maintains a global table
map, which stores object references created in P to pairs of
corresponding model and server object references:
map as Map of Object to (Object ∗ Object)
The datatype Map in AsmL is an associative array, i.e.,
an array whose indices do not have to be integers. Initially
this table contains just one entry: the reference of the root
object of P along with the tuple containing the references
to the roots of M and S . This entry is created when C
first connects to P . As object references are returned to the
client, the map is kept current, as explained in Section 4.3.
Thus when the client uses an interface reference of type
IFigure to call getColor, it is really calling the method on
an instance of a class, PFigure, defined in P . The behavior
of PFigure.getColor is shown in Figure 5. The table map
is consulted to retrieve the interface references to M and
S . Each is an interface reference to an object implementing
the interface IFigure in M and S , respectively. The method
getColor is called in each of the components and their return
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class PFigure implements IFigure
getColor() as Color =
let (M ,S) = map(me)
let m = M .getColor()
let s = S .getColor()
if s 6= m then
throw Exception(. . .)
else
return s
Figure 5: PFigure.getColor
values are then compared to guarantee thatM and S remain
equivalent, from the perspective of the client.
Consider the similar method setWidth that would be de-
fined on an instance of a class PBorder. If the client called
it with a negative argument, then M would throw an excep-
tion. In such a case, S.setWidth should also throw a subtype
of the same exception type.
4.3 Verifying Objects
The simple scheme outlined in Section 4.2 breaks down
when a method returns an interface reference. For instance,
in our example, the methods createFigure and getBorder
both return interface references. Consider the situation
when a client calls createFigure (which is probably the first
method the client will call). Our proxy, P , calls the method
on both the implementation and the model. Both M and S
will return to P a created object internal to the respective
components; the objects must support the IFigure interface.
One problem is that there is no way for P to make an
equality test between the references returned from M and
S . That is, it cannot decide at this time whether or not
the two figures are the same. That can be decided only as
operations returning simple data (such as getColor) on those
figures are invoked.
Another problem is that P needs to return a reference
(to an object supporting the IFigure interface) to the client.
If the interface reference from S is returned directly to C ,
then P will no longer be able to monitor the communication
between C and S . C may use that interface reference to
make further method calls and those calls would go directly
to S .
To solve both problems, P creates a a new local object,
p, from the class PFigure. P installs the pair of objects
returned from M and S in the global table map, indexed by
p. Instead of returning either the reference from M or S ,
it returns a reference to the local object p. Then, when the
client calls getColor on p, it is executing the method shown
in Figure 5.
In this way, all interface references from S are spoofed.
(This is the standard way marshalling proxies are created
for remote interfaces in COM [7].) Returning the interface
reference to the local object means that all future calls can
be monitored.
Now, consider the case when an interface reference is not
new; say it is a reference that has been returned from S in
some previous call. For instance, if getBorder is called more
than once on the same figure, the same reference will be re-
turned. So if S returns an interface reference, s1, then M
class PCanvas implements ICanvas
createFigure(. . .) as IFigure =
let (M , S) = map(me)
let m = M .createFigure(. . .)
let s = S .createFigure(. . .)
if (m = nothing) and (s = nothing) then
return nothing
else
let p = checkObjects(m, s)
if p = nothing then
let p′ = new PFigure()
map(p′) := (m, s)
return p′
else
return p
Figure 6: PCanvas.createFigure
checkObjects(m as Object , s as Object) as Object =
if (m = nothing) or (s = nothing) then
throw Exception(. . .)
elseif ∃ p ∈ domain(map)
where map(p) = (m, s) then
return p
elseif ∃ p ∈ domain(map)
where first(map(p)) = m
or second(map(p)) = s then
throw Exception(. . .)
else
return nothing
Figure 7: checkObjects
must also have returned an interface reference, m1. Again,
there is no way to know if the two interface references re-
fer to two “equal” components: equality cannot be decided
between them.
However, the references must have been seen together as a
pair the previous time; this is where we assume the stability
of the interface references. If the two returned references
form such a pair, then there is a local object, p, such that
map(p) is the pair (m1, s1). Then p is the spoof for the pair
and should be returned to C . Otherwise, there is some other
pair in the map (m2, s1), indexed by another local object p
′.
(Remember the assumption is that s1 has been seen before,
i.e., returned from S at some earlier method invocation.)
This is enough evidence to know that M and S are not
behaviorally equivalent because they are not responding in
the same way to the same method call. The symmetric
argument handles the case when m1 has been seen by P
before.
All of these possibilities are illustrated in P ’s method for
createFigure as shown in Figure 6. The logic that decides
the correspondence (or lack thereof) between the returned
interface references is enapsulated in the method checkOb-
jects, which is defined in Figure 7. This explains how the
entry in the table retrieved in Figure 5 was initially created.
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5. EXPERIENCES
Within Microsoft, we have used AsmL for runtime verifi-
cation in two case studies on existing product components.
Since they already existed, we reverse-engineered an AsmL
model from the available documentation, discussions with
the responsible product group, and (self-imposed) limited
access to the source code. We did not want to re-implement
the current components, but wanted to have a true n-version
system. Both components are of medium-size: between 50
and 100 thousand lines of code (LOC).
The first case study was partially described in [2]. We
created a model of the Debug Services component for the
.NET Runtime. The Debug Services control the execution
of a .NET component in the runtime; a debugger is a client
that requests the installation and removal of breakpoints,
etc. (In turn, a person executing a debugger is a client
of the debugger.) Our model was less than 4K LOC. The
published case study is more concerned with describing the
methodology for creating the specification. In the course of
performing runtime verification, we encountered a violation
of the Debug Services protocol. In conversations with the
product team, it turned out that there was an unresolved
ambiguity in the meaning of one method when used to re-
spond to a callback. While it could not be considered a
major bug in any sense, it did make them realize that they
had never decided how to resolve the ambiguity even though
they had held meetings about it. Had they been using run-
time verification, the problem would not have been able to
lie hidden for so long.
For our second case study we modeled the Network Con-
figuration Engine that is part of the Windows operating sys-
tem. The engine is responsible for maintaining a database
of installed network drivers and the network paths that ex-
ist between them. We wrote the specification only from the
documentation; it ended up being about 2K LOC. We per-
formed runtime verification using an automated test suite
provided by the product group and again found a discrepency
between the model and the implementation. For one partic-
ular method, a flag is used to choose between two different
behaviors. However in the real implementation there had
originally been three different behaviors and the one that
was removed was different from the one that was removed
from the documentation. This demonstrated the usefulness
of having a specification as documentation: had it been used
during the development process, the documentation would
have been guaranteed to be consistent with the implemen-
tation.
6. RELATED WORK
The need to specify and check components is widely rec-
ognized (cf. [26]). However there is neither a standard way
to specify components nor any standard for checking an im-
plementation’s conformance with its specification.
In a recent book, Leavens and Sitaraman [19] summarize
the current approaches for specifying components formally.
In that book, Leavens and Dhara [20] use the specification
language JML to specify Java components. As we do, JML
uses model programs in addition to pre- and post-conditions.
Our approaches are very similar, but JML is restricted to
specifying Java, while AsmL can be used with any program-
ming language. Mu¨ller and Poetzsch-Heffter’s [25] article
in the same volume also concerns the specification of inter-
faces, but with pre- and post-conditions. Their main con-
cern is the verification of frame properties, i.e., controlling
the modifications a method can make.
In Edwards et al. [9], an architecture is proposed for de-
riving wrappers for any class implementing an interface that
is enriched with pre- and post-conditions. Human interven-
tion is required to map the concrete state of the class to the
abstract state used in the interface specification. The advan-
tage of our approach is that the operations on the abstract
state are independent of the concrete state, so an AsmL
specification can check any implementation. However, the
use of an abstraction function means that discrepencies can
potentially be discovered earlier than by checking behavioral
equivalence as we do.
Jonkers, working at Phillips, is also working on interface
specifications [18]. In their work on Ispec, they use tran-
sition systems to provide the semantics for interface speci-
fications. However they don’t try to execute the model in
isolation or run it in parallel with the implementation. In-
stead they want to generate black-box tests.
Besides JML, there has been a lot of work on using as-
sertions to specify Java interfaces, e.g., Contract Java [11,
12], iContract [8], and Jass [4]. And of course, Eiffel [23,
24], uses pre- and post-conditions to specify components.
However, these do not introduce model programs as we do.
Closer to our work on runtime verification is the work on
program checking as proposed by Blum and Wasserman [6].
They argue that it is often much easier to write a program
that checks whether a result is correct, than to prove the
algorithm correct that produces the result. For example,
it is difficult to factor an integer, but, given x and y , it is
trivial to determine whether or not y is a factor of x . In our
case the checker is the specification.
Using this idea, Antoy and Hamlet [1] propose the use of
algebraic specifications to specify software. Algebraic spec-
ifications use high level data structures, thus solving one of
the aforementioned problems of pre-/post-conditions. The
price is that when checking the implementation against the
specification one needs abstraction. Their system is able
to run the executable specification (in fact it is a rewrite
system) in parallel with the implementation in C; similar to
our framework, they check the results on the method bound-
aries. They include a comprehensive review of similar work;
we do not repeat it here. But due to the restricted nature of
algebraic specifications, they cannot deal with state or with
object identities (without a lot of coding).
Another similar project is the SLAM project by Herranz-
Nieva and Moreno-Navarro [17]. They developed a new
specification language and define class operations with pre-
/post-conditions. The resulting specifications are translated
to C++; part of the pre-/post-conditions are compiled to
Prolog. Using a bridge between C++ and Prolog, the Pro-
log clauses are used as assertions during runtime. Results
are speculative, since the project is in the early stages of
development.
While not specifically relating to interface specification,
Erlingsson and Schneider [10] have also developed a method
for injecting a runtime monitor into programs to enforce
security properties. In their examples, the monitors are de-
rived from finite automata and so are consequently limited.
The transitions of the automata must be triggered by events
that are observable at the level of machine code. This is ap-
propriate for the security properties they check, but are not
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suited for checking interface properties.
Instead of performing checks at runtime, there has been
much work using static analysis to prove general properties
about a program. While it provides a more general result
that is true of any execution of the program, the limitations
of program analysis enforce a consequent weakening of the
set of properties that can be checked. Perhaps the most well
known static program checker is ESC/Java [21].
7. CONCLUSIONS
We have presented a specification method for interfaces
that allows a component implementing the interface to be
run concurrently with its specification with no need for re-
compiling, re-linking, or any sort of invasive instrumentation
at all. While runtime verification does not prove that the
component is correct (with respect to its specification), it
does guarantee that, for that particular trace, the compo-
nent is a behavioral subtype of its specification. For systems
that are not amenable to current formal verification technol-
ogy, this may be the highest degree of formal proof possible.
To be useful in real-world applications, formal specifications
must provide benefit within the existing development pro-
cesses. Runtime verification can be used as part of current
testing techniques, whether directed or ad-hoc.
We have used our methods to model two medium-sized
components within Microsoft and performed runtime veri-
fication during user scenarios as well as in the context of
testing using an automated test suite. Both times we have
been able to find discrepencies between the actual compo-
nent and its specification.
While this presentation has been restricted to determinis-
tic specifications and systems that do not make callbacks,
these burdensome qualifications are addressed in a more
complicated scheme [3]. Unfortunately, this scheme is sub-
ject to exponential worst-case behavior. We are developing
a new system that will be integrated into the .NET runtime,
which does not suffer from this drawback.
Our specification language, AsmL, allows other opportu-
nities which are beyond the scope of this paper. For in-
stance, we have used it for early prototyping and test-case
generation [15].
We believe that runtime verification shows promise in pro-
viding automated support for keeping a specification alive
and for ensuring that an implementation correctly imple-
ments its specification.
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)RUPDO VSHFLILFDWLRQ UHIOHFWLRQ GHVLJQ E\ FRQWUDFW UHSUHVHQWDWLRQ
LQYDULDQW ZUDSSHU FODVV XQLW WHVW LQWHJUDWLRQ WHVW
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&RPSRQHQWEDVHG VRIWZDUH GHYHORSPHQW &%6' LV EHFRPLQJ
PRUH SUHYDOHQW HYHU\ GD\ FDUU\LQJ ZLWK LW WKH KRSH IRU JUHDWHU
SURGXFWLYLW\ DQG VRIWZDUH TXDOLW\ ,QGHHG RIIWKHVKHOI FRPSR
QHQWV VKRXOG EH ZHOOVHDVRQHG ZHOOWHVWHG DQG PRUH UHOLDEOH WKDQ
QHZO\ ZULWWHQ FRGH $Q HYHQ JUHDWHU EHQHILW SRWHQWLDOO\ FDQ EH
SURYLGHG E\ ZHOOGHVLJQHG VRIWZDUH FRPSRQHQWV KRZHYHU WKH\²
RU PRUH FRUUHFWO\ WKH DEVWUDFW VSHFLILFDWLRQV WKDW H[SODLQ WKHLU
EHKDYLRU²FDQ KHOS VRIWZDUH HQJLQHHUV XQGHUVWDQG SUHGLFW DQG
UHDVRQ VRXQGO\ DERXW WKH G\QDPLF EHKDYLRU RI FRPSRQHQWEDVHG
VRIWZDUH V\VWHPV (IIRUWV DW IRUPDOO\ VSHFLI\LQJ WKH EHKDYLRU RI
VRIWZDUH FRPSRQHQWV DLP DW PD[LPL]LQJ WKLV HIIHFW
7R DFKLHYH WKLV EHQHILW IRU D FRPPHUFLDO FRPSRQHQW QDWXUDOO\ WKH
FRPSRQHQW¶V IRUPDO VSHFLILFDWLRQ PXVW EH GLVWULEXWHG DORQJ ZLWK
WKH FRPSRQHQW LWVHOI )RU PRVW FRPPHUFLDO FRPSRQHQW WHFKQROR
JLHV LQFOXGLQJ &20 DQG LWV GHULYDWLYHV &25%$ -DYD%HDQV
$FWLYH; DQG 1(7 FRPSRQHQWV DUH GLVWULEXWHG LQ D ELQDU\ IRUP
,QGHHG D FHQWUDO LVVXH LQ UHDVRQLQJ DERXW FRPSRQHQWEDVHG VRIW
ZDUH LV WKH SUREOHP RI FRUUHFWO\ UHDVRQLQJ DERXW FRPSRVLWH EH
KDYLRUV ZKHQ VRXUFH FRGH LV XQDYDLODEOH ,I WKH FRPSRQHQW SUR
YLGHU LV JRLQJ WR GHOLYHU D EHKDYLRUDO VSHFLILFDWLRQ DV ZHOO LQ ZKDW
IRUP ZLOO LW EH GHOLYHUHG"
7KLV SRVLWLRQ SDSHU H[SORUHV WKH TXHVWLRQ RI KRZ EHVW WR SDFNDJH
DQG GHOLYHU D FRPSRQHQW¶V IRUPDO VSHFLILFDWLRQ DV ZHOO DV DVVRFL
DWHG QRQFRGH LQIRUPDWLRQ DORQJ ZLWK WKH FRPSRQHQW¶V LPSOH
PHQWDWLRQ 6HFWLRQ  RXWOLQHV WKH SUREOHP ZKLOH 6HFWLRQ 
VNHWFKHV D SRVVLEOH VROXWLRQ GHOLYHULQJ D ZUDSSHU FRPSRQHQW WKDW
SURYLGHV DFFHVV WR D ZLGH YDULHW\ RI LQIRUPDWLRQ LQFOXGLQJ VSHFL
ILFDWLRQ GHWDLOV WKURXJK D VWDQGDUGL]HG UHIOHFWLRQEDVHG LQWHUIDFH
6HFWLRQ  H[SORUHV WKH YDULRXV NLQGV RI PHWDGDWD DQG VHUYLFHV WKDW
PD\ EH DSSURSULDWH WR SURYLGH WKURXJK VXFK D UHIOHFWLYH ZUDSSHU
6HFWLRQ  VXPPDUL]HV WKH OLPLWDWLRQV RI WKH DSSURDFK 6HFWLRQ 
RXWOLQHV UHODWLRQV ZLWK SUHYLRXV ZRUN DQG 6HFWLRQ  VXPPDUL]HV
WKH LVVXHV FRYHUHG
 352%/(0$1’6,*1,),&$1&(
7KH SUREOHP XQGHU FRQVLGHUDWLRQ DV LQWURGXFHG LQ 6HFWLRQ 
VXSSRVHV WKDW D FRPSRQHQW SURYLGHU DOVR ZLVKHV WR SURYLGH D IRU
PDO VSHFLILFDWLRQ SHUKDSV DORQJ ZLWK YHULILFDWLRQ LQIRUPDWLRQ
ZKHQ D FRPSRQHQW LV GHOLYHUHG
:KDW LV WKH EHVW ZD\ WR SDFNDJH VSHFLILFDWLRQ DQG YHULIL
FDWLRQ LQIRUPDWLRQ IRU GLVWULEXWLRQ WR FOLHQWV DORQJ ZLWK
D FRPSRQHQW"
2QH RI WKH SULPDU\ GULYLQJ IDFWRUV LQ ELQDU\ SDFNDJLQJ RI FRP
PHUFLDO FRPSRQHQWV LV SURWHFWLRQ RI SURSULHWDU\ LQIRUPDWLRQ RU
WUDGH VHFUHWV HPERGLHG LQ WKH FRPSRQHQW¶V LPSOHPHQWDWLRQ 7KLV
FRQFHUQ GRHV QRW DULVH ZLWK VSHFLILFDWLRQV RI FRXUVH 7KH FOLHQW
FDQQRW UHFHLYH PDQ\ RI WKH EHQHILWV RI KDYLQJ D FRPSRQHQW¶V EH
KDYLRUDO VSHFLILFDWLRQ XQOHVV WKH VSHFLILFDWLRQ LV FRPSOHWHO\ DFFHV
VLEOH ³+LGLQJ´ D VSHFLILFDWLRQ FOHDUO\ LV DW GLUHFW RGGV ZLWK WKH
YDOXH DGGHG E\ GLVWULEXWLQJ LW ZLWK D FRPSRQHQW LQ WKH ILUVW SODFH
7KLV OHDGV WR WKH QDwYH YLHZ WKDW D IRUPDO VSHFLILFDWLRQ VKRXOG EH
GHOLYHUHG LQ KXPDQUHDGDEOH ³VRXUFH´ IRUP (YHQ VRPHWKLQJ DV
VLPSOH DV D WH[W ILOH FRQWDLQLQJ WKH VSHFLILFDWLRQ LQ D VXLWDEOH IRU
PDO QRWDWLRQ VKRXOG VXIILFH
7KLV VLPSOH DSSURDFK WR GLVWULEXWLQJ VSHFLILFDWLRQV WUHDWV WKHP WKH
VDPH DV WUDGLWLRQDO GRFXPHQWDWLRQ ZKLFK LV GLVWULEXWHG PRVW IUH
TXHQWO\ LQ SULQWHG IRUP DV SODLQ WH[W DV +70/ RU LQ D SODWIRUP
VSHFLILF KHOS ILOH IRUPDW %HVLGHV VLPSOLFLW\ VRXUFH GLVWULEXWLRQ
RI VSHFLILFDWLRQV KDV DQRWKHU VWUHQJWK LW KLJKOLJKWV DQG UHLQIRUFHV
WKH IDFW WKDW VSHFLILFDWLRQV DUH GHVLJQHG IRU FRPPXQLFDWLRQ ZLWK
VRIWZDUH HQJLQHHUV²WKH\ DUH ZULWWHQ IRU RWKHU SHRSOH WR UHDG ,Q
HVVHQFH LVQ¶W D IRUPDO VSHFLILFDWLRQ WKH XOWLPDWH LQ ULJRURXV
GRFXPHQWDWLRQ"
:KLOH WKH YDOXH RI UHDGLQJ VSHFLILFDWLRQV FDQQRW EH XQGHUHVWL
PDWHG WUHDWLQJ VSHFLILFDWLRQV DV ³SODLQ ROG GRFXPHQWDWLRQ´ PLVVHV
WKH RSSRUWXQLW\ WR DSSURSULDWHO\ OHYHUDJH WKRVH VSHFLILFDWLRQV LQ
GHYHORSPHQW WRROV GXULQJ FRPSRQHQW FRPSRVLWLRQ DQG GXULQJ
DXWRPDWHG UHDVRQLQJ RU YHULILFDWLRQ WDVNV ,W LV FHUWDLQO\ SRVVLEOH
WR IRUFH HYHU\ &%6' WRRO WR SLFN VRPH VSHFLILFDWLRQ QRWDWLRQ
VXSSRUW SDUVLQJLQWHUQDOL]DWLRQ RI WKDW QRWDWLRQ DQG PDLQWDLQ LWV
RZQ UHSUHVHQWDWLRQ RI WKH UHODWLRQV EHWZHHQ VSHFLILFDWLRQV DQG
FRPSRQHQWV 8QIRUWXQDWHO\ WKLV VWUDWHJ\ LPSOLHV D KXJH GXSOLFD
WLRQ RI HIIRUW DPRQJ &%6' WRRO LPSOHPHQWHUV FRQIOLFWLQJ FKRLFHV
PDGH LQ GLIIHUHQW WRROV DQG D QXPEHU RI RWKHU LQHIILFLHQFLHV $V D
UHVXOW LQ DVNLQJ ZKDW LV WKH ³EHVW´ ZD\ WR SDFNDJH VSHFLILFDWLRQV
IRU GLVWULEXWLRQ WKLV SDSHU LV DLPLQJ WR VXSSRUW ERWK KXPDQ DQG
WRRO FRQVXPSWLRQ DQG XVH RI VSHFLILFDWLRQV
7KH VLJQLILFDQFH RI WKLV SUREOHP WR UHVHDUFKHUV LQ IRUPDOO\ VSHFL
ILHG FRPSRQHQWV LV DSSDUHQW D FRPSRQHQW¶V FOLHQW FDQQRW UHDS
PDQ\ RI WKH EHQHILWV RI D VSHFLILFDWLRQ XQOHVV WKH VSHFLILFDWLRQ LV
GHOLYHUHG ZLWK WKH FRPSRQHQW 6LPLODUO\ WKH VSHFLILFDWLRQ VKRXOG
EH GHOLYHUHG LQ D IRUP WKDW FRQYHQLHQWO\ VXSSRUWV DOO RI WKH DFWLYL
WLHV WKH FOLHQW PD\ ZLVK WR SHUIRUP LQFOXGLQJ ERWK SHRSOH
RULHQWHG DQG WRRO RULHQWHG WDVNV
 $3266,%/(62/87,215()/(&7,9(
0(7$’$7$:5$33(56
,I SURYLGLQJ VSHFLILFDWLRQV DQG RWKHU UHODWHG LQIRUPDWLRQ DV
WUDGLWLRQDO GRFXPHQWDWLRQ KDV GLVDGYDQWDJHV ZKDW DOWHUQDWLYHV DUH
DYDLODEOH" &RQVLGHU WKH KLVWRU\ RI VRIWZDUH FRPSRQHQWV 3URYLG
LQJ VSHFLILFDWLRQV LQ VRXUFH IRUP LV DQDORJRXV LQ VRPH ZD\V WR WKH
³ROG GD\V´ ZKHQ UHXVDEOH FRPSRQHQWV ZHUH VXEURXWLQH OLEUDULHV
VKDUHG DV VRXUFH FRGH ILOHV DPRQJ SURJUDPPHUV :KLOH WKH FOLHQW
FRXOG DOZD\V UHIHU WR WKH FRGH WKH FULWLFDO LQWHUIDFH LQIRUPDWLRQ
WKH QDPH SDUDPHWHU SURILOH GHVFULSWLRQ DQG XVDJH RI HDFK VXE
URXWLQH ZDV W\SLFDOO\ SURYLGHG LQ HPEHGGHG FRPPHQWV RU DV
VHSDUDWH GRFXPHQWDWLRQ
&RPSRQHQW SDFNDJLQJ DQG GLVWULEXWLRQ KDV HYROYHG HQRUPRXVO\
VLQFH VXEURXWLQH OLEUDULHV ILUVW FDPH LQWR XVH KRZHYHU :KLOH
WUDGLWLRQDO GRFXPHQWDWLRQ W\SLFDOO\ LV SURYLGHG IRU FRPPHUFLDO
FRPSRQHQWV PRVW FRPPHUFLDO FRPSRQHQW WHFKQRORJLHV LQFOXGLQJ
&20 &25%$ -DYD%HDQV $FWLYH; DQG 1(7 DOO SURYLGH VRPH
$3, IRU ³LQVSHFWLQJ´ D FRPSRQHQW¶V LQWHUIDFH ,Q HIIHFW D FRPSR
QHQW ³NQRZV´ ZKDW LW H[SRUWV DQG D FOLHQW FDQ XVH D ZHOOGHILQHG
LQWHUIDFH WR ³DVN´ ZKDW RSHUDWLRQV DUH DYDLODEOH KRZ PDQ\ SD
UDPHWHUV RI ZKDW W\SH DUH QHHGHG ZKDW SURSHUWLHV DUH SURYLGHG
DQG VR RQ 6XFK DQ LQWHUIDFH LV D ZRQGHUIXO ERRQ WR FRPSRQHQW
SDFNDJLQJ ,W QDWXUDOO\ DOORZV DQ\ GHYHORSPHQW HQYLURQPHQW WR
LPPHGLDWHO\ PDQDJH DQG VXSSRUW DQ\ QHZO\ LQVWDOOHG FRPSRQHQW
LW VXSSRUWV ³SOXJLQ´VW\OH LQWHJUDWLRQ RI QHZ IHDWXUHV LQ DSSOLFD
WLRQV LW VXSSRUWV DXWRPDWLF FKHFNV IRU V\QWDFWLF LQWHUIDFH FRP
SDWLELOLW\ GXULQJ FRPSRVLWLRQ DQG LW FDQ HYHQ VXSSRUW JHQHUDO
SXUSRVH FRPSRQHQWOHYHO VFULSWLQJ WRROV LQ VRPH FDVHV
 5HIOHFWIRUD0RPHQW
7KH DELOLW\ RI D FRPSRQHQW WR UHVSRQG WR TXHULHV DERXW LWV RZQ
VWUXFWXUH EHKDYLRU RU LPSOHPHQWDWLRQ LV WKH FRUQHUVWRQH RI UH
IOHFWLRQ > @ 5HIOHFWLYH VRIWZDUH LV FDSDEOH RI UHSUHVHQWLQJ
DQG WKXV RSHUDWLQJ RQ DW UXQWLPH VRPH DVSHFWV RI LWVHOI
&RPSXWDWLRQDO UHIOHFWLRQ LV WKH DFWLYLW\ RI D FRPSXWDWLRQDO V\V
WHP ZKHQ FRPSXWLQJ DERXW RU RSHUDWLQJ RQ DQG WKXV SRWHQWLDOO\
DOWHULQJ LWV RZQ FRPSXWDWLRQ >@ 7KLV FRQFHSW DURVH LQ WKH
SURJUDPPLQJ ODQJXDJH DUHQD DQG KDV VHULRXVO\ LPSDFWHG REMHFW
RULHQWHG SURJUDPPLQJ ODQJXDJH GHVLJQ
$ UHIOHFWLYH FRPSRQHQW FDQ SURYLGH WZR GLIIHUHQW IRUPV RI UHIOHF
WLRQ VHUYLFHV LQWURVSHFWLYH FDSDELOLWLHV SURYLGH UHDGRQO\ DFFHVV
IRU LQVSHFWLQJ FRPSRQHQW SURSHUWLHV ZKLOH LQWHUFHVVRU\ VHUYLFHV
DOORZ RQH WR PRGLI\ D FRPSRQHQW RU DOWHU LWV EHKDYLRU LQ VRPH
ZD\ >@ :KLOH LQWHUFHVVRU\ SURWRFROV DUH DW WKH KHDUW RI FRPSX
WDWLRQDO UHIOHFWLRQ DQG PHWDSURJUDPPLQJ > @ WKH PRUH UH
VWULFWHG LQWURVSHFWLYH SURWRFROV VXSSRUWHG E\ PRVW FRPSRQHQW
WHFKQRORJLHV DUH VWLOO SRZHUIXO WRROV ,Q HIIHFW ³LQWHUIDFH LQVSHF
WLRQ´ $3,V VXSSRUWHG E\ PRVW FRPPHUFLDO FRPSRQHQWV DUH VLPSO\
VFDOHG GRZQ LQWURVSHFWLYH LQWHUIDFHV
,I D W\SLFDO FRPSRQHQW VD\ D -DYD%HDQ DOUHDG\ VXSSRUWV D VWDQ
GDUGL]HG LQWHUIDFH IRU UHSRUWLQJ RQ WKH V\QWDFWLF SURSHUWLHV RI LWV
H[SRUWHG IHDWXUHV KRZ GLIILFXOW FDQ LW EH WR H[WHQG WKDW LQWHUIDFH
WR LQFOXGH DFFHVV WR VSHFLILFDWLRQOHYHO GHVFULSWLRQV" 3HUKDSV WKH
PRUH LQWHUHVWLQJ TXHVWLRQ LV KRZ IDU FDQ WKLV VWUDWHJ\ EH WDNHQ"
0DQ\ 22 ODQJXDJHV WKDW VXSSRUW UHIOHFWLRQ LQFOXGLQJ -DYD GR VR
E\ DVVRFLDWLQJ HDFK REMHFW ZLWK D PHWDREMHFW WKDW HQFDSVXODWHV
LQIRUPDWLRQ DERXW KRZ WKDW REMHFW LV VWUXFWXUHG DQG KRZ LW EH
KDYHV 2IWHQ LQ FODVVEDVHG 22 ODQJXDJHV DQ REMHFW¶V PHWDREMHFW
LV D VLQJOHWRQ REMHFW UHSUHVHQWLQJ LWV FODVV 7KLV FODVV REMHFW VXS
SRUWV PHWKRGV WR GHWHUPLQH WKH QDPH DQG SDUDPHWHU SURILOH RI WKH
PHWKRGV VXSSRUWHG E\ LQVWDQFHV RI WKH FODVV WKH QDPH DQG W\SH RI
LQVWDQFH DQG FODVVZLGH GDWD PHPEHUV WKH QDPH DQG QXPEHU RI
VXSHUFODVVHV DQG VR RQ $ FODVV REMHFW PD\ DOVR RIIHU LQWHUFHV
VRU\ FDSDELOLWLHV VXFK DV FKDQJLQJ WKH ZD\ PHWKRG GLVSDWFK LV
VXSSRUWHG 1RUPDOO\ VXSSRUWLQJ LQWHUFHVVRU\ FDSDELOLWLHV UH
TXLUHV WKH PHWDREMHFW DSSURDFK WR EH EXLOWLQ WR WKH ODQJXDJH
%\ DQDORJ\ LW LV SRVVLEOH WR WXUQ D EHKDYLRUDO VSHFLILFDWLRQ LQWR D
VWDQGDORQH FRPSRQHQW WKDW SURYLGHV D VWDQGDUG LQWHUIDFH IRU LQ
VSHFWLQJ DOO IDFHWV RI WKH VSHFLILFDWLRQ :KHUHDV D WUDGLWLRQDO
223/ ³FODVV´ REMHFW UHSUHVHQWV D FODVV¶ VWUXFWXUDO RU V\QWDFWLF
LQWHUIDFH D VSHFLILFDWLRQ REMHFW LQVWHDG UHSUHVHQWV D VSHFLILFDWLRQ¶V
VWUXFWXUDO DQG EHKDYLRUDO GHVFULSWLRQ $OO RI WKH QRUPDO UHDVRQ
LQJ DQG VWUXFWXULQJ WHFKQLTXHV DSSOLHG WR DEVWUDFW FODVV FROOHFWLRQV
DQG KLHUDUFKLHV FRXOG DOVR EH DSSOLHG WR VSHFLILFDWLRQ REMHFWV ,Q
HIIHFW WKLV VWUDWHJ\ WXUQV D EHKDYLRUDO VSHFLILFDWLRQ LQWR DQRWKHU
RSHUDWLRQDO FRPSRQHQW WKDW FDQ EH GHOLYHUHG DORQJVLGH WKH RULJL
QDO FRPSRQHQW LW GHVFULEHV
1RZ SURYLGLQJ VSHFLILFDWLRQ LQIRUPDWLRQ IRU FRPSRQHQWV DSSHDUV
WR EH D VLPSOH PDWWHU VLPSO\ GHVLJQ D PHWDREMHFW V\VWHP VLPLODU
WR WKDW XVHG LQ D FODVVEDVHG 223/ H[FHSW WKDW PHWDREMHFWV PRGHO
DQG DOORZ DFFHVV WR IRUPDO EHKDYLRUDO GHVFULSWLRQV LQVWHDG RI VLP
SO\ V\QWDFWLF LQWHUIDFHV ,I ZH ZLVK WR OLPLW RXUVHOYHV RQO\ WR LQ
WURVSHFWLRQ WKLV DSSURDFK PD\ EH VDWLVIDFWRU\ +RZHYHU LQWHU
FHVVRU\ VHUYLFHV FDQQRW HDVLO\ EH DGGHG WKURXJK VSHFLILFDWLRQ
REMHFWV DORQH LI RQH LV ZRUNLQJ XVLQJ DQ H[LVWLQJ FRPSRQHQW WHFK
QRORJ\ ZKHUH PHWDREMHFWEDVHG UHIOHFWLRQ LV QRW EXLOWLQ WR WKH
FRPSRQHQW PRGHO
 ’HFRUDWLQJ:LWK:UDSSHUV
6SHFLILFDWLRQ REMHFWV DUH D SRZHUIXO LGHD SDUWLFXODUO\ IRU SURYLG
LQJ LQWURVSHFWLYH FDSDELOLWLHV DQG IRU VKDULQJ VSHFLILFDWLRQV DPRQJ
EHKDYLRUDOO\ LQWHUFKDQJHDEOH FRPSRQHQWV ,QWURGXFLQJ WKHP UH
TXLUHV OLWWOH PRUH WKDQ DGGLQJ VRPH NLQG RI GetSpecifica-
tion() PHWKRG WR D FRPSRQHQW¶V LQWHUIDFH 2Q WKH RWKHU KDQG
FDQ LQWHUFHVVRU\ VHUYLFHV WKDW DOORZ FKDQJHV WR FRPSRQHQWOHYHO
EHKDYLRU EH DGGHG WR FRPSRQHQWV WKDW DUH LPSOHPHQWHG XVLQJ D
QRQUHIOHFWLYH ODQJXDJH RU FRPSRQHQW WHFKQRORJ\"
,W LV SRVVLEOH WR DGG VRPH EXW REYLRXVO\ QRW DOO LQWHUFHVVRU\
FDSDELOLWLHV WR DQ\ FRPSRQHQW ZLWK WKH FRUUHFW GHVLJQ 7KH GHFR
UDWRU SDWWHUQ >@ VXJJHVWV D VLPSOH DSSURDFK WKDW LV VXLWDEOH WR WKH
VLWXDWLRQ DW KDQG DGG WKH UHIOHFWLYH LQWHUIDFH E\ SDFNDJLQJ WKH
QHZ RSHUDWLRQV LQ D ZUDSSHU FRPSRQHQW 7KLV ZUDSSHU VKRXOG
FRQIRUP WR WKH RULJLQDO VSHFLILFDWLRQ EXW ZLOO GHOHJDWH DOO RI WKH
ZRUN LQYROYHG LQ WKH RULJLQDO RSHUDWLRQV WR WKH FRPSRQHQW LW
ZUDSV :H FDQ FDOO VXFK D FRPSRQHQW D UHIOHFWLYH VSHFLILFDWLRQ
ZUDSSHU RU VLPSO\ UHIOHFWLYH ZUDSSHU $W D PLQLPXP WKLV UH
IOHFWLYH ZUDSSHU SURYLGHV WKH GetSpecification() DFFHVV WR
D VWDQGDORQH VSHFLILFDWLRQ REMHFW )XUWKHU E\ LQWHUSRVLQJ D VHSD
UDWH SURFHVVLQJ OD\HU EHWZHHQ WKH FOLHQW DQG WKH XQGHUO\LQJ FRP
SRQHQW LW EHFRPHV SRVVLEOH WR DGG RU UHPRYH IHDWXUHV EHIRUH RU
DIWHU FRPSRQHQW RSHUDWLRQV 7KLV VXSSRUWV D GHJUHH RI LQWHUFHV
VRU\ FXVWRPL]DWLRQ²KHUH FKDQJLQJ WKH EHKDYLRU RI WKH ZUDSSHU
E\ WXUQLQJ VRPH IHDWXUHV RQ RU RII UDWKHU WKDQ PRGLI\LQJ WKH EH
KDYLRU RI WKH XQGHUO\LQJ FRPSRQHQW $SSURSULDWHO\ H[SORLWLQJ
WKLV FXVWRPL]DWLRQ IURP WKH SRLQW RI YLHZ RI EHKDYLRUDO VSHFLILFD
WLRQV LV GLVFXVVHG LQ 6HFWLRQ 
:KLOH QHLWKHU WKH XVH RI ZUDSSHUV QRU WKH XVH RI UHIOHFWLRQ LV D
QHZ LGHD WKH QRYHOW\ OLHV LQ FRPELQLQJ WKH WZR WR SURYLGH SUR
JUDPOHYHO DFFHVV WR VSHFLILFDWLRQ LQIRUPDWLRQ )LUVW WKH VSHFLIL
FDWLRQ LQIRUPDWLRQ LV FOHDUO\ WXUQHG LQWR DQRWKHU FRPSRQHQW WKDW
FDQ EH GHOLYHUHG DORQJVLGH WKH RULJLQDO )XUWKHU UDWKHU WKDQ SODF
LQJ PRUH RSHUDWLRQV DQG GDWD LQVLGH WKH XQGHUO\LQJ FRPSRQHQW
VXFK D ZUDSSHU LVRODWHV WKHVH IHDWXUHV LQ D VHSDUDWH OD\HU EHWZHHQ
WKH FRPSRQHQW DQG LWV FOLHQWV ZKLFK QRZ PD\ LQFOXGH D KRVW RI
GHYHORSPHQW WRROV LQ DGGLWLRQ WR RWKHU DSSOLFDWLRQ FRGH 7KLV
DSSURDFK ZKLFK LV PRUH LQOLQH ZLWK REMHFWRULHQWHG GHVLJQ VHSD
UDWHV WKH DGGHG IHDWXUHV IURP WKH XQGHUO\LQJ FRGH LQ D ZD\ WKDW
FDQ EH PDGH FRPSOHWHO\ WUDQVSDUHQW WR WKH UHPDLQGHU RI WKH DSSOL
FDWLRQ WKDW VXSSRUWV HDV\ LQVHUWLRQ RU UHPRYDO RI WKH DGGHG FDSD
ELOLWLHV DQG WKDW QDWXUDOO\ ILWV ZLWK FRQYHQWLRQDO FRPSRQHQW GLV
WULEXWLRQ WHFKQLTXHV
3ODFLQJ VSHFLILFDWLRQRULHQWHG UHIOHFWLRQ IHDWXUHV LQ D VHSDUDWH
FODVV RU FRPSRQHQW LV D VLPSOH LGHD EXW LW UHIRFXVHV DWWHQWLRQ ZLWK
GUDPDWLF UHVXOWV ,W HOHYDWHV WKH UHIOHFWLRQ IHDWXUHV IURP WKH OHYHO
RI RQH RU WZR PHWKRGV LQ D FRPSRQHQW LQWHUIDFH XS WR WKH OHYHO RI
D VHSDUDWHO\ XVHIXO FRPSRQHQW DEVWUDFWLRQ 7KLV HOHYDWLRQ VKLIWV
DWWHQWLRQ WR WKH TXHVWLRQ RI H[DFWO\ ZKDW ³PHWD´ GDWD RU VHUYLFHV
VKRXOG EH SURYLGHG E\ D UHIOHFWLYH VSHFLILFDWLRQ ZUDSSHU
 6XPPDUL]LQJWKH3URSRVHG6ROXWLRQ
7KH SRVLWLRQ HVSRXVHG LQ WKLV SDSHU LV WKDW D FRPSRQHQW¶V VSHFLIL
FDWLRQ DQG RWKHU VXSSRUWLQJ LQIRUPDWLRQ VKRXOG EH SURYLGHG DV
DQRWKHU FRPSRQHQW RU VHW RI FRPSRQHQWV GLVWULEXWHG LQ WKH
QRUPDO IDVKLRQ 7KLV SRVLWLRQ LV IRXQGHG RQ WKUHH LQVLJKWV
 5HIOHFWLRQ VXSSRUWV ERWK KXPDQUHDGDEOH DQG WRROEDVHG
DFFHVV WR DQG DSSOLFDWLRQ RI WKH QHHGHG LQIRUPDWLRQ 5HIOHF
WLRQ QDWXUDOO\ VXSSRUWV VWDQGDUGL]HG VPDUW EURZVLQJ WRROV
DQG RWKHU GRFXPHQW QDYLJDWLRQ DLGV IRU KXPDQ XQGHUVWDQGLQJ
>@ ZKLOH LW DOVR VXSSRUWV XQLIRUP DXWRPDWHG VHUYLFHV WKDW
UHO\ RQ VSHFLILFDWLRQ GDWD ZLWKRXW UHTXLULQJ WKH GXSOLFDWLRQ RI
HIIRUW QHFHVVLWDWHG E\ VRXUFH FRGH GLVWULEXWLRQ
 :UDSSHUV FDQ EH XVHG WR WUDQVSDUHQWO\ DGG IHDWXUHV WR D FRP
SRQHQW ZLWKRXW DIIHFWLQJ WKH XQGHUO\LQJ HQWLW\ )XUWKHU WKH\
DGG WKH DELOLW\ WR VXSSRUW OLPLWHG IRUPV RI LQWHUFHVVRU\ UHIOHF
WLRQ HYHQ ZKHQ VXFK IHDWXUHV DUH QRW GLUHFWO\ VXSSRUWHG LQ
WKH XQGHUO\LQJ FRPSRQHQW WHFKQRORJ\
 ,I FRPSRQHQW LQVWDQFHV DUH FUHDWHG XVLQJ IDFWRULHV >@ FOLHQW
FRGH LV FRPSOHWHO\ LQVXODWHG IURP GHSHQGHQFLHV RQ WKH FRQ
FUHWH LPSOHPHQWDWLRQ XVHG IRU HDFK LQVWDQFH 7KLV FDQ HQ
FDSVXODWH DQG HYHQ SDUDPHWHUL]H ZUDSSLQJ GHFLVLRQV VR WKDW
UHIOHFWLRQ VHUYLFHV FDQ EH HPSOR\HG ZKHQ QHHGHG RU VWULSSHG
RXW ZKHQ XQQHFHVVDU\ ZLWKRXW DOWHULQJ FOLHQWV
:KLOH WKH SRVLWLRQ SUHVHQWHG KHUH LV IRXQGHG RQ D ZLGHUDQJLQJ
FROOHFWLRQ RI SULRU UHVHDUFK UHIOHFWLYH VSHFLILFDWLRQ ZUDSSHUV LQ
WKH IRUP GHVFULEHG KHUH KDYH QRW \HW EHHQ LPSOHPHQWHG ,QVWHDG
WKLV SDSHU H[SORUHV WKH LVVXHV DQG SRVVLELOLWLHV DULVLQJ IURP WKH
SURSRVHG DSSURDFK ERWK WR KLJKOLJKW WKH SUREOHP RI SDFNDJLQJ
DQG GLVWULEXWLRQ RI VSHFLILFDWLRQV DQG WR VXJJHVW D SRWHQWLDO VROX
WLRQ IRU H[SORUDWLRQ
 :+$70(7$’$7$$1’6(59,&(6
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,I RQH ZLVKHV WR SURYLGH VSHFLILFDWLRQ DQG YHULILFDWLRQ LQIRUPD
WLRQ WKURXJK D UHIOHFWLRQ LQWHUIDFH HPERGLHG LQ D ZUDSSHU FRPSR
QHQW WKH QH[W LVVXH WR IDFH LV WKH TXHVWLRQ RI ZKDW GDWD DQGRU
VHUYLFHV WR VXSSRUW WKURXJK WKLV LQWHUIDFH $V LV WUDGLWLRQDO ZLWK
UHIOHFWLRQ WKH FRPSRQHQW LQIRUPDWLRQ ZH DUH FRQFHUQHG ZLWK KHUH
LV WUXO\ PHWDGDWD LQ WKH VHQVH WKDW LW GHVFULEHV WKH QDWXUH RI WKH
FRPSRQHQW DQG KRZ LW EHKDYHV LQ FRQWUDVW WR WKH GDWD WKDW WKH
FRPSRQHQW FRPSXWHV ZLWK RU WUDQVIRUPV %XW H[DFWO\ ZKDW PHWD
GDWD RU LQWHUFHVVRU\ VHUYLFHV VKRXOG EH VXSSRUWHG"
 $&RPSRQHQW¶V)RUPDO6SHFLILFDWLRQ
7KH PRVW REYLRXV PHWDGDWD WR SURYLGH LV VRPH UHSUHVHQWDWLRQ RI D
FRPSRQHQW¶V IRUPDO VSHFLILFDWLRQ -XVW DV D FRQYHQWLRQDO PHWDRE
MHFW SURWRFRO SURYLGHV LQWURVSHFWLYH DFFHVV WR DQ REMHFW¶V FODVV LWV
PHWKRGV DQG LWV ILHOGV D UHIOHFWLYH VSHFLILFDWLRQ ZUDSSHU VKRXOG
SURYLGH LQWURVSHFWLYH DFFHVV WR DOO DVSHFWV RI D FRPSRQHQW¶V IRU
PDOO\ VSHFLILHG H[SRUWHG LQWHUIDFH 7KLV LV WKH UROH RI WKH VSHFL
ILFDWLRQ REMHFWV LQWURGXFHG LQ 6HFWLRQ 
)RU D PRGHOEDVHG FRPSRQHQW VSHFLILFDWLRQ >@ WKH VSHFLILFDWLRQ
REMHFW FRXOG SURYLGH DFFHVV WR WKH REMHFW¶V DEVWUDFW PRGHO WR WKH
SUH DQG SRVWFRQGLWLRQ IRU HDFK RSHUDWLRQ RU PHWKRG DQG WR WKH
REMHFW¶V DEVWUDFW LQYDULDQW ,I DQ DOJHEUDLF VSHFLILFDWLRQ DS
SURDFK ZHUH XVHG DFFHVV ZRXOG LQVWHDG EH RULHQWHG WRZDUG D[L
RPV DQG DOJHEUDV %H\RQG WKH EDVLFV DFFHVV WR SXEOLFO\ DYDLODEOH
ILHOGV RU SURSHUWLHV H[FHSWLRQ EHKDYLRU DQG UHODWLRQVKLSV WR RWKHU
VSHFLILFDWLRQV VXFK DV LQKHULWDQFH SHUKDSV DOVR QHHG EH FRQVLG
HUHG
+RZHYHU DV 6]\SHUVNL QRWHV LQ KLV GHILQLWLRQ WKHUH LV PRUH WR D
FRPSRQHQW WKDQ MXVW DQ H[SRUWHG LQWHUIDFH ³$ VRIWZDUH FRPSR
QHQW LV D XQLW RI FRPSRVLWLRQ ZLWK FRQWUDFWXDOO\ VSHFLILHG LQWHU
IDFHV DQG H[SOLFLW FRQWH[W GHSHQGHQFLHV RQO\´ >@ 7KLV SHUVSHF
WLYH LV DOVR VKDUHG E\ WKH & PRGHO >@ $V D UHVXOW LW LV FOHDU
WKDW LQ DGGLWLRQ WR WKH H[SRUWHG LQWHUIDFH D UHIOHFWLYH ZUDSSHU
VKRXOG DOVR SURYLGH LQWURVSHFWLYH DFFHVV WR D FRPSRQHQW¶V LP
SRUWHG LQWHUIDFH WKDW LV WKH H[SOLFLW FRQWH[W GHSHQGHQFLHV LW
SODFHV RQ LWV HQYLURQPHQW :KLOH WKH H[SRUWHG LQWHUIDFH FDSWXUHV
WKH FRQWUDFW EHWZHHQ D FRPSRQHQW DQG LWV FOLHQW WKH LPSRUWHG
LQWHUIDFH IRUPV WKH FRQWUDFWV EHWZHHQ D FRPSRQHQW DQG WKH
RWKHU ORZHUOHYHO FRPSRQHQWV RQ ZKLFK LW LV EXLOW
7DNHQ WRJHWKHU SURYLGLQJ SURJUDPOHYHO DFFHVV WR D FRPSRQHQW¶V
LPSRUW DQG H[SRUW LQWHUIDFHV VHHPV OLNH WKH EXON RI WKH SUREOHP
ZKHQ LW FRPHV WR SDFNDJLQJ DQG GLVWULEXWLQJ D FRPSRQHQW¶V IRU
PDO VSHFLILFDWLRQ 2Q WKH RWKHU KDQG HOHYDWLQJ WKH UHIOHFWLRQ
LQWHUIDFH WR D VHSDUDWH FRPSRQHQW IRFXVHV DWWHQWLRQ RQ WKH RWKHU
LQIRUPDWLRQ DQG VHUYLFHV WKDW FDQ EH SURYLGHG WKURXJK VXFK DQ
REMHFW
 $&RPSRQHQW¶V9HULILFDWLRQ+LVWRU\
:KLOH RQH¶V LQLWLDO FRQFHUQ ZLOO QHFHVVDULO\ EH ZLWK GLVWULEXWLQJ
VSHFLILFDWLRQ LQIRUPDWLRQ LQ WKH ORQJ WHUP FRQVLGHUDWLRQ RI YHUL
ILFDWLRQ LQIRUPDWLRQ ZLOO DOVR EH XVHIXO :DV D FRPSRQHQW IRU
PDOO\ YHULILHG" %\ KDQG" :LWK WRRO DVVLVWDQFH" :DV PRGHO
FKHFNLQJ XVHG LQVWHDG" 2U ZDV D WHVWLQJEDVHG DSSURDFK XVHG" ,V
D SURRI RU SURRI IUDJPHQW DYDLODEOH" 8SRQ ZKDW DVVXPSWLRQV LV
WKH YHULILFDWLRQ EDVHG"
7KH H[WHQW DQG TXDOLW\ RI YHULILFDWLRQ SHUIRUPHG RQ D FRPSRQHQW
LV FOHDUO\ RI LQWHUHVW WR WKH FOLHQW ,Q PDQ\ FDVHV WKLV LQIRUPDWLRQ
LV PRVW XVHIXO EHIRUH PDNLQJ D FRPSRQHQW SXUFKDVLQJ GHFLVLRQ
)XUWKHU LQ WKH LGHDO VLWXDWLRQ ZKHUH ORFDO FHUWLILDELOLW\ DOVR FDOOHG
WKH PRGXODU UHDVRQLQJ SURSHUW\ >@ LV HQVXUHG E\ DOO FRPSR
QHQWV LQ DQ DSSOLFDWLRQ WKHUH ZRXOG EH OLWWOH QHHG IRU YHULILFDWLRQ
GHWDLOV E\ WKH FOLHQW DIWHU SXUFKDVH +RZHYHU ZLWKRXW ORFDO FHUWL
ILDELOLW\ YHULILFDWLRQ GHWDLOV DUH LPSRUWDQW LQ VXSSRUWLQJ DSSOLFD
WLRQOHYHO YHULILFDWLRQ RI FRPSRQHQW FRPSRVLWLRQV )XUWKHU LI
IRUPDO YHULILFDWLRQ LV QRW XVHG V\VWHPDWLFDOO\ WKURXJKRXW DQ DSSOL
FDWLRQ FRPSRQHQWOHYHO YHULILFDWLRQ LQIRUPDWLRQ PD\ EH XVHIXO LQ
ORFDOL]LQJ GHIHFWV GXULQJ WHVWLQJ
 9LRODWLRQ&KHFNLQJ6HUYLFHV
&RPSRQHQWEDVHG GHYHORSPHQW KLJKOLJKWV WKH GLIIHULQJ QHHGV DQG
SHUVSHFWLYHV RI WKH FRPSRQHQWSURYLGHU DQG WKH FRPSRQHQWXVHU
>@ ,W LV LPSRUWDQW WR SURYLGH SRZHUIXO FDSDELOLWLHV IRU HVWDEOLVK
LQJ D FRPSRQHQW¶V TXDOLW\ WR WKH FRPSRQHQWSURYLGHU 7KH FRP
SRQHQWXVHU RQ WKH RWKHU KDQG PXVW DOVR EH SURYLGHG ZLWK WKH
VHUYLFHV DQG LQIRUPDWLRQ QHFHVVDU\ WR WHVW KHU DSSOLFDWLRQ LQ FRP
ELQDWLRQ ZLWK WKH FRPSRQHQW
2QH DSSURDFK WR DGGUHVVLQJ ERWK FRQFHUQV LV FKHFNLQJ LQWHUIDFH
FRQWUDFWV IRU YLRODWLRQV ,Q DGGLWLRQ WR VLPSO\ SURYLGLQJ DFFHVV WR
VSHFLILFDWLRQ DQG YHULILFDWLRQ LQIRUPDWLRQ D UHIOHFWLYH ZUDSSHU
FDQ DOVR SURYLGH FRQWUDFW FKHFNLQJ IHDWXUHV %HFDXVH RI WKH ZD\
WKH ZUDSSHU LV LQWHUSRVHG EHWZHHQ WKH FOLHQW DQG WKH FRPSRQHQW LW
LV HDV\ WR DGG DQ\ RU DOO RI WKH IROORZLQJ UXQWLPH FKHFNV
x 3UHFRQGLWLRQ FKHFNV
x 3RVWFRQGLWLRQ FKHFNV
x $EVWUDFW LQYDULDQW FKHFNV
x 5HSUHVHQWDWLRQ LQYDULDQW FKHFNV
7KLV LGHD RULJLQDOO\ SURSRVHG E\ WKH DXWKRU DQG FROOHDJXHV >@
KDV EHHQ XVHG ZLWK VRPH VXFFHVV > @ 3RVWFRQGLWLRQ DQG LQ
YDULDQW FKHFNLQJ DUH H[WUHPHO\ XVHIXO WR WKH FRPSRQHQW SURYLGHU
GXULQJ GHYHORSPHQW >  @ ZKLOH SUHFRQGLWLRQ FKHFNV DUH
XVHIXO WR WKH FOLHQW GXULQJ FRPSRQHQW LQWHJUDWLRQ 3RVWFRQGLWLRQ
DQG LQYDULDQW FKHFNLQJ FDQ DOVR EH XVHIXO WR WKH FOLHQW LQ GHIHFW
ORFDOL]DWLRQ GXULQJ DSSOLFDWLRQ WHVWLQJ
$ FDUHIXOO\ GHVLJQHG UHIOHFWLYH ZUDSSHU FRXOG DOORZ HDFK FDWHJRU\
RI FKHFNV WR EH HQDEOHG RU GLVDEOHG SHUKDSV RQ D SHURSHUDWLRQ
EDVLV 6LPLODUO\ D FRPSRQHQW PLJKW HYHQ RIIHU GLIIHUHQW OHYHOV RI
FKHFNLQJ IRU VRPH FRQGLWLRQV²IDVW EXW OHVV ULJRURXV FKHFNV YHU
VXV VORZ EXW WHGLRXVO\ WKRURXJK FKHFNV IRU H[DPSOH $Q LQWHU
IDFH WKDW SURYLGHV D V\VWHPDWLF ZD\ WR TXHU\ WKH ZUDSSHU IRU WKH
FKHFNV LW FDQ SURYLGH DV ZHOO DV HQDEOH RU GLVDEOH WKHP DW GHVLJ
QDWHG OHYHOV ZRXOG DOORZ FRPSRQHQW FRPSRVLWLRQ HQYLURQPHQWV WR
GLUHFWO\ VXSSRUW VXFK VHUYLFHV LQ D XQLIRUP ZD\
 6HOI7HVWLQJ6HUYLFHV
&RPSRQHQWEDVHG DSSURDFKHV WR VRIWZDUH FRQVWUXFWLRQ KLJKOLJKW
WKH QHHG IRU GHWHFWLQJ IDLOXUHV WKDW DULVH DV D UHVXOW RI PLVFRPPX
QLFDWLRQ DPRQJ FRPSRQHQWV ,Q DQ LQYLWHG SDSHU DW WKH QG ,QWHU
QDWLRQDO &RQIHUHQFH RQ 6RIWZDUH (QJLQHHULQJ 0DU\ -HDQ +DUUROG
ODLG RXW D URDGPDS IRU WKH IXWXUH RI VRIWZDUH WHVWLQJ UHVHDUFK DQG
LGHQWLILHG WHVWLQJ WHFKQLTXHV IRU FRPSRQHQWEDVHG V\VWHPV DV RQH
RI WKH IXQGDPHQWDO UHVHDUFK DUHDV ULSH IRU H[SORUDWLRQ >@ 9LROD
WLRQ FKHFNLQJ VHUYLFHV DGGUHVV VRPH DVSHFWV RI WHVWLQJEDVHG
FRPSRQHQW YHULILFDWLRQ EXW DGGLWLRQDO WHVWLQJ VXSSRUW FDQ EH
FULWLFDO LQ VXSSRUWLQJ DQ DSSOLFDWLRQ GHYHORS LQ WKH SURFHVV RI
YHULI\LQJ DQ DSSOLFDWLRQ LQ FRPELQDWLRQ ZLWK D FRPSRQHQW
,W LV SRVVLEOH IRU D UHIOHFWLYH ZUDSSHU WR SURYLGH VHOIWHVWLQJ FDSD
ELOLWLHV LQ DGGLWLRQ WR YLRODWLRQ FKHFNLQJ VHUYLFHV )RU H[DPSOH D
VHOHFWLRQ RI FRPSRQHQW GHYHORSHUSURYLGHG WHVW VXLWHV IURP VKRUW
DQG VLPSOH WR ORQJ DQG WKRURXJK FRXOG EH HPERGLHG LQ WKH UHIOHF
WLYH ZUDSSHU 6HOIWHVWLQJ FDQ WKHQ EH SHUIRUPHG E\ H[HFXWLQJ D
VHOHFWHG WHVW VXLWH RQ WKH ZUDSSHG FRPSRQHQW²SHUKDSV ZKLOH DOVR
HQDEOLQJ LQWHUIDFH YLRODWLRQ FKHFNLQJ
6XFK D WHVWLQJ DSSURDFK SURYLGHV D QDWXUDO LQFUHPHQWDO DSSURDFK
WR DSSOLFDWLRQ LQWHJUDWLRQ ,I HDFK FRPSRQHQW FRPHV SUH
SDFNDJHG ZLWK WHVW GDWD DQG ZLWK YLRODWLRQ FKHFNLQJ VHUYLFHV
DFWLQJ LQ WKH UROH RI WHVW RUDFOH D FRPSRQHQW¶V RZQ VHOIWHVW EH
FRPHV DQ LGHDO ³UHDO ZRUOG´ WHVW IRU WKH ORZHUOHYHO FRPSRQHQWV
RQ ZKLFK LW GHSHQGV
6XFK DQ DSSURDFK FRXOG HYHQ EH H[SDQGHG WR VXSSRUW WKH LQWHJUD
WLRQ RI FOLHQWZULWWHQ WHVW VXLWHV LQWR WKH VHOIWHVWLQJ VFKHPH
%UXFH :HLGH KDV DOVR VXJJHVWHG WKDW VXFK D ZUDSSHU FRXOG SRWHQ
WLDOO\ EH DXJPHQWHG WR SURYLGH RSHUDWLRQ FDOOSDUDPHWHU UHFRUG
DQG SOD\EDFN FDSDELOLWLHV >@
$W WKLV SRLQW WKH EHQHILW RI LQWHUFHVVRU\ VHUYLFHV IURP WKH SRLQW RI
YLHZ RI FRPSRQHQW VSHFLILFDWLRQV EHFRPHV FOHDU $Q DSSURSUL
DWHO\ VWUXFWXUHG UHIOHFWLYH ZUDSSHU FDQ SURYLGH IRU FKDQJHV LQ LWV
RZQ EHKDYLRU²LW FDQ DOORZ RQH WR HQDEOH RU GLVDEOH VSHFLILF DF
WLRQV WKDW RFFXU LPPHGLDWHO\ EHIRUH RU DIWHU LW GHOHJDWHV FDOOV WR
WKH ZUDSSHG LPSOHPHQWDWLRQ $OWKRXJK WKLV GRHV QRW VXSSRUW
LQWHUFHVVRU\ DFWLRQV RQ WKH XQGHUO\LQJ FRPSRQHQW VLPSO\ DGGLQJ
RU UHPRYLQJ FHUWDLQ DFWLRQV EHIRUH DQG DIWHU GHOHJDWLQJ WR WKH
ZUDSSHG FRPSRQHQW VXSSRUWV PDQ\ SRZHUIXO FDSDELOLWLHV RULHQWHG
WRZDUG FRPSRQHQW FRPSRVLWLRQ DQG WHVWLQJEDVHG YHULILFDWLRQ
 $EVWUDFW9DOXH0DQLSXODWLRQ
7KH FRPSRQHQW ZUDSSLQJ VFKHPH SUHYLRXVO\ SURSRVHG IRU LQWHU
IDFH YLRODWLRQ FKHFNLQJ >@ XVHV D QRYHO DSSURDFK WR LPSOHPHQWLQJ
FKHFNV EHIRUH DQG DIWHU RSHUDWLRQV ,QVWHDG RI LPSOHPHQWLQJ
FKHFNV LQ WHUPV RI WKH FRQFUHWH LPSOHPHQWDWLRQ YDOXHV LQVLGH WKH
XQGHUO\LQJ FRPSRQHQW DQG WKXV YLRODWLQJ HQFDSVXODWLRQ WKH
FRPSRQHQW LV UHTXLUHG WR SURYLGH WKH FRPSXWDWLRQDO HTXLYDOHQW RI
DQ DEVWUDFWLRQ IXQFWLRQ RU DEVWUDFWLRQ UHODWLRQ 3URJUDPOHYHO
FODVVHV WKDW FRUUHVSRQG WR WKH YDULRXV PDWKHPDWLFDO PRGHOLQJ
W\SHV XVHG LQ GHILQLQJ WKH VWDWH PRGHO DQG SUH DQG SRVWFRQGLWLRQV
IRU WKH FRPSRQHQW DUH XVHG WR UHSUHVHQW DEVWUDFW VSHFLILFDWLRQ
OHYHO YDOXHV 7KH UHVXOW LV WKDW WKH ZUDSSHU DVNV WKH FRPSRQHQW
WR ³SURMHFW´ DQ DEVWUDFW YDOXH RI LWV FXUUHQW VWDWH DV D VHSDUDWH RE
MHFW $OO FKHFNLQJ DQG DQDO\VLV LV WKHQ GRQH RQ WKLV REMHFW ZKLFK
LV GHVLJQHG WR PLPLF WKH FRUUHVSRQGLQJ PDWKHPDWLFDO DEVWUDFWLRQ
7KLV DEVWUDFWLRQ UHODWLRQ DSSURDFK FDQ EH FRRSWHG IRU D UHIOHFWLYH
VSHFLILFDWLRQ ZUDSSHU WR SURYLGH DGGLWLRQDO LQWHUFHVVRU\ FDSDELOL
WLHV ,I D FRPSRQHQW ZHUH WR SURYLGH ERWK DQ DEVWUDFWUHODWLRQ
EDVHG SURMHFWLRQ IXQFWLRQ ³FRQYHUWWRDEVWUDFWPRGHO´ DQG D
FRUUHVSRQGLQJ LQMHFWLRQ IXQFWLRQ ³FRQYHUWIURPDEVWUDFW
PRGHO´ WKHQ LW ZRXOG EH SRVVLEOH IRU D GHYHORSPHQW HQYLURQPHQW
RU RWKHU WRRO WR GLUHFWO\ DFFHVV DQG PDQLSXODWH DQ DEVWUDFW UHSUH
VHQWDWLRQ RI WKH VWDWH RI D FRPSRQHQW )XUWKHU PDQLSXODWLRQV RI
WKDW DEVWUDFW UHSUHVHQWDWLRQ FRXOG WKHQ EH ³SXPSHG EDFN GRZQ´
LQWR WKH FRPSRQHQW LWVHOI 7KLV DSSURDFK ZRUNV QDWXUDOO\ IRU
FRPSRQHQWV ZKHUH WKH DEVWUDFWLRQ UHODWLRQ LV D RQHWRRQH PDS
SLQJ )RU PDQ\WRRQH RU PDQ\WRPDQ\ PDSSLQJV IURP UHSUH
VHQWDWLRQV WR DEVWUDFW YDOXHV SUDFWLFDO FRQYHUWIURPDEVWUDFW
PRGHO LQMHFWLRQ IXQFWLRQV DUH QRW DOZD\V SRVVLEOH DQG VR VXFK D
IHDWXUH FDQQRW EH UHTXLUHG IRU DOO UHIOHFWLYH ZUDSSHUV
:KLOH VXFK DQ LQWHUIDFH FDQ EH XVHG IRU FHUWDLQ NLQGV RI PHWDSUR
JUDPPLQJ LQ WKH FRQWH[W RI FRPSRQHQWEDVHG VRIWZDUH JUHDWHU
LPSDFW LV OLNHO\ WR DFFUXH IURP XVLQJ VXFK D FDSDELOLW\ ZLWKLQ D
GHYHORSPHQW HQYLURQPHQW $OO FRPSRQHQWV ZRXOG QRZ KDYH D
VWDQGDUG LQWHUIDFH IRU SOXJJLQJ LQWR VWDWH YLVXDOL]DWLRQ WRROV IRU
SURWRW\SLQJ DQG WHVWLQJ XVH DQG IRU LQWHUIDFLQJ ZLWK PRGHO
FKHFNLQJ WRROV
 ’RFXPHQWDWLRQ"
7R FRPH IXOO FLUFOH RQH FDQ DOVR FRQVLGHU LQFRUSRUDWLQJ SURJUDP
OHYHO DFFHVV WR FRPSRQHQW GRFXPHQWDWLRQ WKURXJK D UHIOHFWLYH
LQWHUIDFH DV RSSRVHG WR SURYLGLQJ VSHFLILFDWLRQ LQIRUPDWLRQ
WKURXJK WUDGLWLRQDO GRFXPHQWDWLRQ -DYD'RF DQG RWKHU HPEHGGHG
GRFXPHQWDWLRQ VWUDWHJLHV SXVK WKH GRFXPHQWDWLRQ GRZQ LQWR WKH
VRXUFH FRGH LQ D ZD\ WKDW DOORZV WRROV WR H[WUDFW IRUPDW SDFNDJH
DQG QDYLJDWH LW IRU KXPDQ UHDGDELOLW\ ,Q WKH VDPH PDQQHU RQH
FDQ LPDJLQH WKH VSHFLILFDWLRQ REMHFW REWDLQHG IURP GetSpeci-
fication() SURYLGLQJ FRPSRQHQWOHYHO SHURSHUDWLRQOHYHO
DQG SHUSDUDPHWHUOHYHO GRFXPHQWDWLRQ VWULQJV LQ D IRUP VXLWDEOH
IRU FRPSLODWLRQ LQWR RQOLQH GRFXPHQWDWLRQ XVH LQ D FRPSRQHQW
SURSHUW\ EURZVHU RU XVH LQ D GRFXPHQWDWLRQ VHDUFK GDWDEDVH $V
ZLWK FXUUHQW FRPSRQHQWV LW LV OLNHO\ WKDW SULQWHG GRFXPHQWDWLRQ
ZLOO EH QHHGHG IRU VRPH SXUSRVHV EXW SURYLGLQJ SURJUDP
DFFHVVLEOH GRFXPHQWDWLRQ WKURXJK D VWDQGDUG LQWHUIDFH PD\ KDYH
XQH[SORUHG EHQHILWV
 /,0,7$7,216
7KHUH DUH D QXPEHU RI GUDZEDFNV WR H[SORUH ZKHQ FRQVLGHULQJ WKH
ZUDSSHU DSSURDFK SURSRVHG KHUH 2QH LPPHGLDWH FRQFHUQ LV WKDW
WKLV DSSURDFK PD\ OHDG WR FRGH EORDW LQ WKH ILQDO DSSOLFDWLRQ VLQFH
HDFK FRPSRQHQW ZRXOG QRZ EH DFFRPSDQLHG E\ RQH RU PRUH VXS
SOHPHQWDU\ FODVVHV WR SURYLGH LWV ZUDSSHU WHVWLQJ VXSSRUW DEVWUDFW
YDOXH PDQLSXODWLRQ DQG RWKHU VHUYLFHV 7KH FULWLFDO DVSHFW RI WKH
ZUDSSHU DSSURDFK LV WKDW DOO RI WKHVH VHUYLFHV DUH GHVLJQHG IRU XVH
GXULQJ GHYHORSPHQW ZKHQ VSHFLILFDWLRQ LQIRUPDWLRQ DERXW FRP
SRQHQWV LV PRVW YDOXDEOH UDWKHU WKDQ DIWHU GHOLYHU\ ZKHQ FRPSR
QHQW VSHFLILFDWLRQV DUH RI OLWWOH RU QR XVH WR WKH HQG XVHU %HFDXVH
WKHVH DGGLWLRQDO VHUYLFHV ZUDS WKH XQGHUO\LQJ FRPSRQHQW GXULQJ
GHYHORSPHQW LW LV D VLPSOH PDWWHU WR UHPRYH WKHP IRU ILQDO UHOHDVH
EXLOGV ZLWKRXW UHTXLULQJ DFFHVV WR WKH FRPSRQHQW¶V VRXUFH FRGH
$QRWKHU FRQFHUQ LV ZKHWKHU RU QRW WKLV DSSURDFK ZLOO GHPRQVWUD
EO\ OHDG WR EHWWHU TXDOLW\ FRPSRQHQWV +RZHYHU WKH SRVLWLRQ LQ
WKLV SDSHU LV WKDW UHIOHFWLYH ZUDSSHUV DUH GHVLJQHG WR SURYLGH D
PHFKDQLVP WR GHOLYHU DQG ODWHU DFFHVV D FRPSRQHQW¶V VSHFLILFDWLRQ
SDUWLFXODUO\ E\ GHYHORSPHQW WRROV 6ROYLQJ WKLV SUREOHP LV QHF
HVVDU\ WR DOORZ GHYHORSHUV RI FRPSRQHQWEDVHG VRIWZDUH WR OHYHU
DJH WKH IRUPDO VSHFLILFDWLRQV FUHDWHG E\ FRPSRQHQW GHYHORSHUV
2QH VKRXOG QRW PDNH WKH PLVWDNH RI SUHVXPLQJ WKDW DQ\ VROXWLRQ
WR WKH VSHFLILFDWLRQ SDFNDJLQJ DQG GLVWULEXWLRQ SUREOHP ZLOO E\
LWVHOI EH VXIILFLHQW WR JXDUDQWHH DQ LQFUHDVH LQ VRIWZDUH TXDOLW\
$ PRUH VLJQLILFDQW FRQFHUQ LV WKH TXHVWLRQ RI KRZ VSHFLILFDWLRQV
ZLOO EH FRPPXQLFDWHG WKURXJK WKH ZUDSSHU LQWHUIDFH $ SURJUDP
PDQLSXODEOH UHSUHVHQWDWLRQ RI VSHFLILFDWLRQ IHDWXUHV LV QHFHVVDU\
IRU WKLV VWUDWHJ\ WR ZRUN 2QH SRVVLELOLW\ LV WR XVH WKH ([WHQVLEOH
0DUNXS /DQJXDJH ;0/ >@ WR UHSUHVHQW VSHFLILFDWLRQ LQIRUPD
WLRQ ZKLFK ZRXOG UHTXLUH WKH GHYHORSPHQW RI RQH RU PRUH DSSUR
SULDWH 'RFXPHQW 7\SH 'HILQLWLRQV '7'V 6XFK D UHSUHVHQWDWLRQ
PXVW EH JHQHUDOO\ DFFHSWDEOH LQ RUGHU IRU WRROV WR VXSSRUW LW ,W LV
GLIILFXOW WR LPDJLQH WKDW RQH UHSUHVHQWDWLRQ FRXOG ZRUN IRU WKH
P\ULDG RI VSHFLILFDWLRQ DSSURDFKHV DQG QRWDWLRQV DYDLODEOH WRGD\
,QVWHDG VXFK D UHSUHVHQWDWLRQ ZRXOG PRVW OLNHO\ UHTXLUH GLIILFXOW
FKRLFHV DERXW WKH VSHFLILFDWLRQ DSSURDFK WR EH XVHG
)LQDOO\ LW LV FOHDU WKDW SDFNDJLQJ DQG GHOLYHU\ RI VSHFLILFDWLRQV
XVLQJ WKH ZUDSSHU DSSURDFK ZLOO UHTXLUH DGGLWLRQDO ZRUN E\ FRP
SRQHQW GHYHORSHUV DERYH DQG EH\RQG VLPSO\ FUHDWLQJ WKH VSHFLIL
FDWLRQV *HQHUDWLRQ RI ZUDSSHU ERLOHUSODWH DQG LPSOHPHQWDWLRQ RI
PDQ\ ZUDSSHU VHUYLFHV LQFOXGLQJ UHSUHVHQWLQJ DQG DFFHVVLQJ
VSHFLILFDWLRQ GHWDLOV FDQ EH DXWRPDWHG VR WKDW QR DGGLWLRQDO ZRUN
LV UHTXLUHG RI FRPSRQHQW GHYHORSHUV +RZHYHU IXOO\ VXSSRUWLQJ
DOO RI WKH IHDWXUHV GHVFULEHG LQ 6HFWLRQ  ZLOO UHTXLUH VRPH PDQXDO
HIIRUW 7KH SULPDU\ VHUYLFHV WKDW PD\ UHTXLUH DGGLWLRQDO GHYHO
RSHUVXSSOLHG FRGH DUH
x 3UHFRQGLWLRQ SRVWFRQGLWLRQ DQG LQYDULDQW FKHFNV IRU YLROD
WLRQFKHFNLQJ VHUYLFHV
x 6HOHFWLRQ DQG SHUKDSV HYHQ FRQVWUXFWLRQ RI WHVW VXLWHV IRU
VHOIWHVWLQJ VHUYLFHV
x $EVWUDFW PRGHO SURMHFWLRQ DQG LQMHFWLRQ IXQFWLRQV WR VXSSRUW
DEVWUDFW YDOXH PDQLSXODWLRQ
7R PDNH WKLV DSSURDFK SUDFWLFDO LW LV FOHDU WKDW D ³VOLGLQJ VFDOH´ RI
ZUDSSHU IXQFWLRQDOLW\ ZKHUH D JLYHQ ZUDSSHU SURYLGHV RQO\ VRPH
VXEVHW RI WKH UHIOHFWLYH VHUYLFHV GHVFULEHG LQ 6HFWLRQ  LV GHVLU
DEOH &RPSRQHQW GHYHORSHUV ZKR ZLVK WR GHYRWH WKH UHVRXUFHV
QHFHVVDU\ IRU LPSOHPHQWLQJ PRUH FRPSUHKHQVLYH ZUDSSHU IHDWXUHV
PLJKW WKHQ KDYH DQ DGYDQWDJH LQ FRPSHWLQJ IRU PRUH GHPDQGLQJ
FXVWRPHUV
 5(/$7(’:25.
7KH ZUDSSHU DSSURDFK WR SURYLGLQJ DFFHVV WR VSHFLILFDWLRQ LQIRU
PDWLRQ ZDV LQLWLDOO\ LQVSLUHG E\ D SULRU IUDPHZRUN IRU UXQWLPH
EHKDYLRUDO FRQWUDFW FKHFNLQJ >@ DQG D ODUJHU VWUDWHJ\ IRU HQGWR
HQG DXWRPDWHG VSHFLILFDWLRQEDVHG WHVWLQJ >@ 7KLV SULRU UH
VHDUFK LV DOVR UHODWHG WR IRUPDO VSHFLILFDWLRQ DQG WR YHULILFDWLRQ DV
ZHOO DV VSHFLILFDWLRQEDVHG WHVWLQJ DQG SDUDPHWHUL]HG SURJUDP
PLQJ %HFDXVH RI WKH VZHHSLQJ QDWXUH RI WKH SRVLWLRQ DGYRFDWHG
KHUH LW LV UHODWHG WR DQG KDV EHHQ LQIOXHQFHG E\ D ZLGH YDULHW\ RI
H[LVWLQJ ZRUN DFURVV D VHOHFWLRQ RI WRSLFV LQ GHVLJQ SURJUDPPLQJ
ODQJXDJHV IRUPDO VSHFLILFDWLRQ WHVWLQJ DQG VRIWZDUH UHXVH
5HIOHFWLRQ KDV D \HDU KLVWRU\ LQ SURJUDPPLQJ ODQJXDJHV >@
DQG KDV EHHQ ZLGHO\ GLVFXVVHG DW 2236/$ DW WKH $QQXDO :RUN
VKRSV RQ 2EMHFW2ULHQWHG 5HIOHFWLRQ DQG 0HWDOHYHO $UFKLWHFWXUHV
DQG PRUH UHFHQWO\ DW WKH ,QWHUQDWLRQDO &RQIHUHQFH RQ 0HWD/HYHO
$UFKLWHFWXUHV DQG 5HIOHFWLRQ .LF]DOHV KDV SURYLGHG RQH RI WKH
PRVW LQIOXHQWLDO GLVFXVVLRQV RI WKH VXEMHFW LQ WKH FRQWH[W RI &/26
>@ )HUEHU GHVFULEHG DOWHUQDWLYH DSSURDFKHV WR VXSSRUWLQJ FRP
SXWDWLRQDO UHIOHFWLRQ LQ FODVVEDVHG 223/V >@ 7KH SURSRVDO LQ
WKLV SDSHU DGGV QRWKLQJ QHZ WR WKH UHDOP RI UHIOHFWLRQ²LQVWHDG LW
DLPV WR WDNH ZKDW KDV EHHQ OHDUQHG DERXW UHIOHFWLRQ LQ WKH GHVLJQ
RI REMHFWRULHQWHG ODQJXDJHV DQG UHDSSO\ WKRVH LQVLJKWV WR D QHZ
SUREOHP SDFNDJLQJ DQG SURYLGLQJ DFFHVV WR VSHFLILFDWLRQ LQIRU
PDWLRQ DQG UHODWHG VHUYLFHV 7KH SULPDU\ GLIIHUHQFH LQ WKH DS
SURDFK SURSRVHG KHUH LV WKDW PDQ\ XVHIXO UHIOHFWLRQ FDSDELOLWLHV
FDQ EH SURYLGHG ZLWKLQ D IUDPHZRUN WKDW GRHV QRW VXSSRUW UHIOHF
WLRQ VLPSO\ E\ XVLQJ ZUDSSHUV DOWKRXJK JHQHUDO FRPSXWDWLRQDO
UHIOHFWLRQ FDQQRW RI FRXUVH 3DVW ZRUN LQYROYLQJ IRUPDO VSHFLIL
FDWLRQ DQG UHIOHFWLRQ KDV SULPDULO\ IRFXVHG RQ UHIOHFWLRQ DV D
VSHFLILFDWLRQ WHFKQLTXH RU RQ KRZ WR VSHFLI\ UHIOHFWLYH EHKDYLRU
> @
:LWKLQ WKH UHXVH FRPPXQLW\ WKH LVVXH RI SURYLGLQJ SURJUDPOHYHO
DFFHVV WR VSHFLILFDWLRQ IHDWXUHV KDV UHFHLYHG OLWWOH DWWHQWLRQ 7KH
TXHVWLRQ RI KRZ DQG ZKDW WR GHVFULEH LQ UHODWLRQ WR D FRPSRQHQW¶V
YHULILFDWLRQ KLVWRU\ KRZHYHU KDV EHHQ GLVFXVVHG ZLGHO\ XQGHU WKH
WRSLF RI ³FRPSRQHQW FHUWLILFDWLRQ´ >    @ /HVVRQV
IURP WKH UHXVH FRPPXQLW\ SURYLGH PXFK LQVLJKW LQWR ZKDW NLQGV
RI LQIRUPDWLRQ PD\ EH XVHIXO WR FOLHQWV LQ WKLV UHJDUG
7KH LQWHUIDFH YLRODWLRQ FKHFNLQJ DSSURDFK GHVFULEHG KHUH >@
QDWXUDOO\ PHVKHV ZLWK %HUWUDQG 0H\HU¶V YLHZ RI GHVLJQ E\ FRQ
WUDFW >@ $ YLRODWLRQ FKHFNLQJ ZUDSSHU LV LQWHQGHG WR SURYLGH
UXQWLPH FKHFNLQJ RI VXFK FRQWUDFWXDO REOLJDWLRQV ZKLOH VHSDUDW
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Abstract 
Software architecture is a crucial part of the specification of 
component-based systems.  Reasoning about software architecture 
can aid design, program understanding, and formal analysis.  
However, existing approaches decouple implementation code 
from architecture, allowing inconsistencies, causing confusion, 
violating architectural properties, and inhibiting software 
evolution.  ArchJava is an extension to Java that seamlessly 
unifies a software architecture with its implementation.  
ArchJava’s type system ensures that the implementation conforms 
to the architectural constraints.  Therefore, programmers can 
visualize, analyze, reason about, and evolve architectures with 
confidence that architectural properties are preserved by the 
implementation. 
1. Introduction 
Software architecture [GS93][PW92] is the organization of a 
software system as a collection of interacting components.  A 
typical architecture includes a set of components, connections 
between the components, and constraints on how components 
interact.  Describing architecture in a formal architecture 
description language (ADL) [MT00] can make designs more 
precise and subject to analysis, as well as aid program 
understanding, implementation, evolution, and reuse. 
Existing ADLs, however, are loosely coupled to implementation 
languages, causing problems in the analysis, implementation, 
understanding, and evolution of software systems.  Some ADLs 
[SDK+95][LV95] connect components that are implemented in a 
separate language.  However, these languages do not guarantee 
that the implementation code obeys architectural constraints, but 
instead rely on developers to follow style guidelines that prohibit 
common programming idioms such as data sharing.  Architectures 
described with more abstract ADLs [AG97][MQR95] must be 
implemented in an entirely different language, making it difficult 
to trace architectural features to the implementation, and allowing 
the implementation to become inconsistent with the architecture 
as the program evolves.  Thus, analysis in existing ADLs may 
reveal important architectural properties, but these properties are 
not guaranteed to hold in the implementation. 
In order to enable architectural reasoning about an 
implementation, the implementation must obey a consistency 
property called communication integrity [MQR95][LV95].  A 
system has communication integrity if implementation 
components only communicate directly with the components they 
are connected to in the architecture. 
This paper presents ArchJava, a small, backwards-compatible 
extension to Java that integrates software architecture smoothly 
with Java implementation code.  Our design makes two novel 
contributions: 
• ArchJava seamlessly unifies architectural structure and 
implementation in one language, allowing flexible 
implementation techniques, ensuring traceability between 
architecture and code, and supporting the co-evolution of 
architecture and implementation. 
• ArchJava also guarantees communication integrity in an 
architecture’s implementation, even in the presence of 
advanced architectural features like run time component 
creation and connection. 
The rest of this paper is organized as follows.  After the next 
section’s discussion of related work, section 3 introduces the 
ArchJava language.  Section 4 formalizes ArchJava’s type system 
and outlines a proof of soundness and communication integrity in 
ArchJava.  Section 5 briefly describes our initial experience with 
ArchJava.  Finally, section 6 concludes with a discussion of future 
work. 
2. Related Work 
A number of architecture description languages have been defined 
to describe, model, check, and implement software architectures 
[MT00].  Many ADLs support sophisticated analysis, such as 
checking for protocol deadlock [AG97] or formal reasoning about 
correct refinement [MQR95].  Some ADLs allow programmers to 
fill in implementation code to make a complete system 
[LV95][SDK+95].  However, there is no guarantee that the 
implementation respects the software architecture unless 
programmers adhere to certain style guidelines. 
Tools such as Reflexion Models [MNS01] have been developed 
to show an engineer where an implementation is and is not 
consistent with an architectural view of a software system.  These 
tools are particularly effective for legacy systems, where rewriting 
the application in a language that supports architecture directly 
would be prohibitively expensive. 
The UML is an example of specification languages that support 
various kinds of structural specification.  UML’s class diagrams 
can show the relationships between classes, and UML’s object 
diagrams show relationships between object instances.  However, 
in most UML tools, these diagrams are only intended to show 
some of the ways in which classes and objects can interact—they 
cannot be used to argue that no other kinds of interaction are 
possible, and thus do not support communication integrity.  
Object hierarchies can be expressed using composition 
  
relationships, but this relationship does not enforce 
communication integrity either, because elements of the 
composition can still interact with outside objects. 
A number of computer-aided software engineering tools allow 
programmers to define a software architecture in a design 
language such as UML, ROOM, or SDL, and fill in the 
architecture with code in the same language or in C++ or Java.  
While these tools have powerful capabilities, they either do not 
enforce communication integrity or enforce it in a restricted 
language that is only applicable to certain domains.  For example, 
the SDL embedded system language prohibits all data sharing 
between components via object references. This restriction 
ensures communication integrity, but it also makes these 
languages very awkward for general-purpose programming.  
Many UML tools such as Rational Rose or I-Logix Rhapsody, in 
contrast, allow method implementations to be specified in a 
language like C++ or Java.  This supports a great deal of 
flexibility, but since the C++ or Java code may communicate 
arbitrarily with other system components, there is no guarantee of 
communication integrity in the implementation code. 
Component-based infrastructures such as COM, CORBA, and 
JavaBeans provide sophisticated services such as naming, 
transactions and distribution for component-based applications.  
Some commercial tools even provide graphical ways to connect 
components together, allowing simple architectures to be 
visualized.  However, these systems have poor support for 
structural specification of dynamically changing systems, and 
have no concept of communication integrity.  Communication 
integrity can only be enforced by programmer discipline following 
guidelines such as the Law of Demeter [LH89] that states, “only 
talk to your immediate friends” in a system. 
Advanced module systems such as MzScheme’s Units [FF98] and 
ML’s functors [MTH90] can be used to encapsulate components 
and to describe the static architecture of a system.  The FoxNet 
project [B95] shows how functors can be used to build up a 
network stack architecture out of statically connected components.  
However, these systems do not guarantee communication integrity 
in the language; instead, programmers must follow a careful 
methodology to ensure that each module communicates only with 
the modules it is connected to in the architecture. 
More recently, the component-oriented programming languages 
ComponentJ [SC00] and ACOEL [Sre01] extend a Java-like base 
language to explicitly support component composition.  These 
languages can be used to express components and static 
architectures.  However, neither language makes dynamic 
architectures explicit, and neither enforces communication 
integrity. 
3. The ArchJava Language 
ArchJava is designed to investigate the benefits and drawbacks of 
a relatively unexplored part of the ADL design space.  Our 
approach extends a practical implementation language to 
incorporate architectural features and enforce communication 
integrity.  Key benefits we hope to realize with this approach 
include better program understanding, reliable architectural 
reasoning about code, keeping architecture and code consistent as 
they evolve, and encouraging more developers to take advantage 
of software architecture.  ArchJava’s design also has some 
limitations, discussed below in section 3.6. 
A prototype compiler for ArchJava is publicly available for 
download at the ArchJava web site [ACN01a].  Although in 
ArchJava the source code is the canonical representation of the 
architecture, visual representations are also important for 
conveying architectural structure.  This paper uses hand-drawn 
diagrams to communicate architecture; however, we have also 
constructed a simple visualization tool that generates architectural 
diagrams automatically from ArchJava source code.  In addition, 
we intend to provide an archjavadoc tool that would 
automatically construct graphical and textual web-based 
documentation for ArchJava architectures. 
To allow programmers to describe software architecture, ArchJava 
adds new language constructs to support components, 
connections, and ports.  The rest of this section describes by 
example how to use these constructs to express software 
architectures.  Throughout the discussion, we show how the 
constructs work together to enforce communication integrity, 
culminating in a precise definition of communication integrity in 
ArchJava.  Reports on the ArchJava web site [ACN01a] provide 
more information, including the complete language semantics and 
a formal proof of communication integrity in the core of 
ArchJava. 
3.1 Components and Ports 
A component is a special kind of object that communicates with 
other components in a structured way.  Components are instances 
of component classes, such as the Parser component class in 
Figure 1. Component classes can inherit from other components. 
A component instance communicates with external components 
through ports.  A port represents a logical communication channel 
public component class Parser { 
  public port in { 
    provides void setInfo(Token symbol, 
                           SymTabEntry e); 
    requires Token nextToken() 
                   throws ScanException; 
  } 
  public port out { 
    provides SymTabEntry getInfo(Token t); 
    requires void compile(AST ast); 
  } 
 
  void parse(String file) { 
    Token tok = in.nextToken(); 
    AST ast = parseFile(tok); 
    out.compile(ast); 
  } 
 
  void parseFile(Token lookahead) { ... } 
  void setInfo(Token t, SymTabEntry e) { ... } 
  SymTabEntry getInfo(Token t) { ... } 
  ... 
} 
 
Figure 1.  A parser component in ArchJava.  The Parser 
component class uses two ports to communicate with other 
components in a compiler.  The parser’s in port declares a 
required method that requests a token from the lexical 
analyzer, and a provided method that initializes tokens in 
the symbol table.  The out port requires a method that 
compiles an AST to object code, and provides a method that 
looks up tokens in the symbol table. 
  
between a component instance and one or more components that 
it is connected to. 
Ports declare three sets of methods, specified using the 
requires, provides, and broadcasts keywords.  
Provided methods can be invoked by other components connected 
to the port.  The component can invoke a disjoint set of required 
methods through the port.  Each required method is implemented 
by a component that the port is connected to.  Broadcast methods 
are just like required methods, except that they must return void 
and may be connected to an unbounded number of 
implementations. 
A port specifies both the services implemented by a component 
and the services a component needs to do its job.  Required 
interfaces make dependencies explicit, reducing coupling between 
components and promoting understanding of components in 
isolation.  Ports also make it easier to reason about a component’s 
communication patterns. 
Each port is a first-class object that implements its required and 
broadcast methods, so a component can invoke these methods 
directly on its ports.  For example, the parse method calls 
nextToken on the parser’s in port.  These calls will be bound 
to external components that implement the appropriate 
functionality. 
3.2 Component Composition 
In ArchJava, software architecture is expressed with composite 
components, which are made up of a number of subcomponents1 
                                                                
1
 Note: the term subcomponent indicates composition, whereas 
the term component subclass would indicate inheritance. 
connected together.  Figure 2 shows how a compiler’s architecture 
can be expressed in ArchJava.  The example shows that the parser 
communicates with the scanner using one protocol, and with the 
code generator using another.  The architecture also implies that 
the scanner does not communicate directly with the code 
generator.  A primary goal of ArchJava is to ease program 
understanding tasks by supporting this kind of reasoning about 
program structure. 
3.2.1 Subcomponents 
A subcomponent is a component instance that is declared inside 
another component class.  Components can invoke methods 
directly on their subcomponents.  However, subcomponents 
cannot communicate with components external to their containing 
component.  Thus, communication patterns among components 
are hierarchical. 
Subcomponents are declared using a component field—a field of 
component type inside a component class, declared using the 
component keyword.  For example, the compiler component 
class defines scanner, parser, and code generator subcomponents.  
To enable effective static reasoning about subcomponents, 
component fields are treated as protected, final, and not 
static.  Subcomponents are automatically instantiated when the 
containing component is created—programmers can use a new 
expression in the field initializer in order to call a non-default 
constructor. 
3.2.2 Connections 
The connect primitive connects two or more subcomponent 
ports together, binding each required method to a provided 
method with the same name and signature.   Connections are 
symmetric, and several connected components may require the 
same method.  Required methods must be connected to exactly 
one provided method.  However, invoking a broadcast method 
results in calls to each connected provided method with the same 
name and signature. 
Provided methods can be implemented by forwarding invocations 
to subcomponents or to the required methods of another port.  The 
semantics of method forwarding and broadcast methods are given 
in the language reference manual on the ArchJava web site 
[ACN01a].  Alternative connection semantics, such as 
asynchronous communication, can be implemented in ArchJava 
by writing custom “smart connector” components that take the 
place of ordinary connections in the architecture. 
3.3 Communication Integrity 
The compiler architecture in Figure 2 shows that while the parser 
communicates with the scanner and code generator, the scanner 
and code generator do not directly communicate with each other.  
If the diagram in Figure 2 represented an abstract architecture to 
be implemented in Java code, it might be difficult to verify the 
correctness of this reasoning in the implementation.  For example, 
if the scanner obtained a reference to the code generator, it could 
invoke any of the code generator’s methods, violating the 
intuition communicated by the architecture.  In contrast, 
programmers can have confidence that an ArchJava architecture 
accurately represents communication between components, 
because the language semantics enforce communication integrity. 
Communication integrity in ArchJava means that components in 
an architecture can only call each others’ methods along declared 
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public component class Compiler { 
  component Scanner scanner; 
  component Parser parser; 
  component CodeGen codegen; 
 
  connect scanner.out, parser.in; 
  connect parser.out, codegen.in; 
 
  public static void main(String args[]) { 
    new Compiler().compile(args); 
  } 
 
  public void compile(String args[]) { 
    // for each file in args do: 
    ...parser.parse(file);... 
  } 
} 
 
Figure 2.  A graphical compiler architecture and its 
ArchJava representation.  The Compiler component class 
contains three subcomponents—a Scanner, a Parser, 
and a CodeGen.  This compiler architecture follows the 
well-known pipeline compiler design [GS93].  The 
scanner, parser, and codegen components are 
connected in a linear sequence, with the out port of one 
component connected to the in port of the next component. 
  
connections between ports.  Each component in the architecture 
can use its ports to communicate with the components to which it 
is connected.  However, a component may not directly invoke the 
methods of components other than its children, because this 
communication may not be declared in the architecture—a 
violation of communication integrity.  We define communication 
integrity more precisely in section 3.5. 
3.4 Dynamic Architectures 
The constructs described above express architecture as a static 
hierarchy of interacting component instances, which is sufficient 
for a large class of systems.  However, some system architectures 
require creating and connecting together a dynamically 
determined number of components.  Furthermore, even in 
programs with a static architecture, the top-level component must 
be instantiated at the beginning of the application. 
3.4.1 Dynamic Component Creation 
Components can be dynamically instantiated using the same new 
syntax used to create ordinary objects.  For example, Figure 2 
shows the compiler’s main method, which creates a Compiler 
component and calls its invoke method.  At creation time, each 
component records the component instance that created it as its 
parent component.  For components like Compiler that are 
instantiated outside the scope of any component instance, the 
parent component is null. 
Communication integrity places restrictions on the ways in which 
component instances can be used.  Because only a component’s 
parent can invoke its methods directly, it is essential that typed 
references to subcomponents do not escape the scope of their 
parent component.  This requirement is enforced by prohibiting 
component types in the ports and public interfaces of components, 
and prohibiting ordinary classes from declaring arrays or fields of 
component type.  Since a component instance can still be freely 
passed between components as an expression of type Object, a 
ComponentCastException is thrown if an expression is 
downcast to a component type outside the scope of its parent 
component. 
3.4.2 Connect expressions 
Dynamically created components can be connected together at run 
time using a connect expression.  For instance, Figure 3 shows a 
web server architecture where a Router component receives 
incoming HTTP requests and passes them through connections to 
Worker components that serve the request.  The 
requestWorker method of the web server dynamically creates 
a Worker component and then connects its serve port to the 
workers port on the Router. 
Communication integrity requires each component to explicitly 
document the kinds of architectural interactions that are permitted 
between its subcomponents.  A connection pattern is used to 
describe a set of connections that can be instantiated at run time 
using connect expressions.  For example, connect pattern 
r.workers, Worker.serve describes a set of connections 
between the component field r and dynamically created Worker 
components. 
Each connect expression must match a connection pattern 
declared in the enclosing component.  A connect expression 
matches a connection pattern if the connected ports are identical 
and each connected component instance is either the same 
component field specified in the pattern, or an instance of the type 
specified in the pattern.  The connect expression in the web server 
example matches the corresponding connection pattern because 
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public component class WebServer { 
  component Router r; 
  connect r.request, create; 
  connect pattern r.workers, Worker.serve; 
 
  public void run() { r.listen(); } 
  private port create { 
    provides r.workers requestWorker() { 
      Worker newWorker = new Worker(); 
      r.workers connection 
        = connect(r.workers, newWorker.serve); 
      return connection; 
    } 
  } 
} 
  
public component class Router { 
  public port interface workers { 
    requires void httpRequest(InputStream in, 
                             OutputStream out); 
  } 
  public port request { 
    requires this.workers requestWorker(); 
  } 
  public void listen() { 
    ServerSocket server = new ServerSocket(80); 
    while (true) { 
      Socket sock = server.accept(); 
      this.workers conn = main.requestWorker(); 
      conn.httpRequest(sock.getInputStream(), 
                       sock.getOutputStream()); 
    } 
  } 
} 
 
public component class Worker extends Thread { 
  public port serve { 
    provides void httpRequest(InputStream in, 
                            OutputStream out) { 
      this.in = in; this.out = out; start(); 
    } 
  } 
  public void run() { 
    File f = getRequestedFile(in); 
    sendHeaders(out); 
    copyFile(f, out); 
  } 
  // more method & data declarations... 
} 
 
Figure 3.  A web server architecture.  The Router 
subcomponent accepts incoming HTTP requests, and pass 
them on to a set of Worker components that respond. 
When a request comes in, the Router requests a new 
worker connection on its requestWorker port.  The 
WebServer then creates a new worker and connects it to 
the Router.  The Router assigns requests to Workers 
through the workers port. 
  
the newWorker component in the connect expression is of static 
type Worker, the same type declared in the pattern. 
3.4.3 Port Interfaces 
Often a single component participates in several connections 
using the same conceptual protocol.  For example, the Router 
component in the web server communicates with several Worker 
components, each through a different connection.  A port 
interface describes a port that can be instantiated several times to 
communicate through different connections at run time. 
Each port interface defines a type that includes all of the required 
methods in that port.  A port interface type combines a port’s 
required interface with an instance expression that indicates 
which component instance the type allows access to.  For 
example, in the Router component, the type this.workers 
refers to an instance of the workers port of the current Router 
component (in this case, this would be inferred automatically if 
it were omitted).  The type r.workers refers to an instance of 
the workers port of the r subcomponent.  This type can be used 
in method signatures such as requestWorker and local 
variable declarations such as conn in the listen method.  
Required methods can be invoked on expressions of port interface 
type, as shown by the call to httpRequest within 
Router.listen. 
Port interfaces are instantiated by connect expressions.  A connect 
expression returns a connection object that represents the 
connection.  This connection object implements the port 
interfaces of all the connected ports.  Thus, in Figure 3, the 
connection object connection implements the interfaces 
Worker.serve and r.workers, and can therefore be 
assigned to a variable of type r.workers. 
Provided methods can obtain the connection object through which 
the method call was invoked using the sender keyword.  The 
detailed semantics of sender and other language features are 
covered in the ArchJava language reference available on the 
ArchJava web site [ACN01a]. 
3.4.4 Removing Components and Connections 
Just as Java does not provide a way to explicitly delete objects, 
ArchJava does not provide a way to explicitly remove components 
and connections.  Instead, components are garbage-collected 
when they are no longer reachable through direct references or 
connections.  For example, in Figure 3, a Worker component 
will be garbage collected when the reference to the original 
worker (newWorker) and the references to its connections 
(connection and conn) go out of scope, and the thread within 
Worker finishes execution. 
3.5 Limitations of ArchJava 
There are currently a number of limitations to the ArchJava 
approach.  Our technique is presently only applicable to programs 
written in a single language and running on a single JVM, 
although the concepts may extend to a wider domain.  
Architectures in ArchJava are more concrete than architectures in 
ADLs such as Wright, restricting the ways in which a given 
architecture can be implemented—for example, inter-component 
connections must be implemented with method calls.  Also, in 
order to focus on ensuring communication integrity, we do not yet 
support other types of architectural reasoning, such as reasoning 
about the temporal order of architectural events, or about 
component multiplicity. 
ArchJava’s definition of communication integrity supports 
reasoning about communication through method calls between 
components.  Program objects can also communicate through data 
sharing via aliased objects, static fields, and the runtime system.  
However, existing ways to control communication through shared 
data often involve significant restrictions on programming style.  
Future work includes developing ways to reason about these 
additional communication channels while preserving 
expressiveness.  Meanwhile, our experience (described below) 
suggests that rigorous reasoning about architectural control flow 
can aid in program understanding and evolution, even in the 
presence of shared data structures. 
4. ArchJava Formalization 
In this section, we discuss the formal definition of communication 
integrity and ArchJava’s semantics.  The next subsection defines 
communication integrity in ArchJava and intuitively explains how 
it is enforced.  Subsection 5.2 gives the static and dynamic 
semantics of ArchFJ, a language incorporating the core features of 
ArchJava.  Finally, subsection 5.3 outlines proofs of 
communication integrity, subject reduction, and progress for 
ArchFJ. 
4.1 Definition of Communication Integrity 
Communication integrity is the key property of ArchJava that 
ensures that the implementation does not communicate in ways 
that could violate reasoning about control flow in the architecture.  
Intuitively, communication integrity in ArchJava means that a 
component instance A may not call the methods of another 
component instance B unless B is A’s subcomponent, or A and B 
are sibling subcomponents of a common component instance that 
declares a connection or connection pattern between them. 
We now precisely define communication integrity in ArchJava.  
Let the execution scope of component instance A on the run time 
stack, denoted escope(A), be any of A’s executing methods and 
any of the object methods they transitively invoke, until another 
component’s method is invoked. 
Definition 1 [Dynamic Execution Scope]:  Let m be an executing 
method with stack frame mf.  If m is a component method, then 
mf ∈ escope(this).  Otherwise, mf ∈ escope(caller(mf)). 
Now we can define communication integrity: 
Definition 2 [Communication Integrity in ArchJava]:  Let :< be 
the subtyping relation over component classes.  A program has 
communication integrity if, for all run time method calls to a 
method m of a component instance b in an executing stack frame 
mf, where mf ∈ escope(a), either: 
1. a = b, or  
2. a = parent(b), or  
3. parent(a) = parent(b) ∧ “connect [pattern] 
(f|t)1.p1,...,(f|t)n.pn” ∈ class(parent(a)) 
∧ ∃i,j ∈ 1..n s.t. (parent(a).fi = a ∨ type(a)<:ti) ∧ 
 (parent(a).fj = b ∨ type(b)<:tj) ∧ 
 m ∈ requiredmethods(pi) ∧ 
  m ∈ providedmethods(pj) 
  
4.2 Formalization as ArchFJ 
We would like to use formal techniques to prove that the 
ArchJava language design guarantees communication integrity, 
and show that the language is type safe—that is, show that certain 
classes of errors cannot occur at run time.  Unfortunately, proofs 
of type safety in a language like Java are extremely tedious due to 
the many cases involved, and to our knowledge the full Java 
language has never been formalized and proven type safe.  
Therefore, a standard technique, exemplified by Featherweight 
Java [IPW99], is to formalize a core language that captures the 
key typing issues while ignoring complicating language details. 
We have modified Featherweight Java (FJ) to capture the essence 
of ArchJava in ArchFJ.  ArchFJ makes a number of 
simplifications relative to ArchJava.  ArchFJ leaves out ports; 
instead, each component class has a set of required and provided 
methods.  Static connections and component fields are left out, as 
they are subsumed by dynamically created connections 
components.  We also omit the sender keyword and broadcast 
methods.  As in Featherweight Java (FJ), we omit interfaces.  
These changes make our type soundness proof shorter, but do not 
materially affect it otherwise. 
4.2.1 Syntax 
Figure 4 presents the syntax of ArchFJ.  The metavariables C and 
D range over class names; E and F range over component and 
class names; S, T, and V range over types; P and Q range over 
component classes; f and g range over fields; d and e range over 
expressions; l ranges over labels generated by <fresh>; and M 
ranges over methods.  As a shorthand, we use an overbar to 
represent a sequence.  We assume a fixed class table CT mapping 
regular and component classes to their definitions.  A program, 
then, is a pair  (CT, e) of a class table and an expression. 
ArchFJ includes the features of FJ plus a few extensions.  Regular 
classes extend another class (which can be Object, a predefined 
class) and define a constructor K and a set of fieldsf and 
methods M .  Component classes can extend another component 
class, or Object (as in FJ, there are no interfaces).  Component 
classes also declare a set of required methods R  and a set of 
connection patterns X between their subcomponents. 
Expressions include field lookup, method calls, object and 
component creation, various casts, a connect expression, and an 
error expression.  These are extended from FJ in a few small 
ways: 
• All method calls capture the current object this in an 
additional psuedo-argument which comes last and is not 
passed on to the callee. 
• Components are labeled with a fresh label when they are 
created (labels in a method body are freshly generated when 
a method call is replaced with the method’s body).  This 
label allows us to reason about object identity in an 
otherwise functional language (assignment is not relevant to 
our type system or definition of communication integrity).  
Components also keep track of their parent, and which of 
their parent’s component fields they were created with. 
• In addition to regular casts to a class type, there are two new 
cast forms: one that allows casting to the required interface 
of a component (i.e., the set of methods the component 
requires), and another that allows casting to a component 
field type.  The first cast accepts an instance expression type, 
while the latter cast includes an argument that captures the 
value of this in the current scope.  Both arguments are 
used to verify the casts in the dynamic semantics. 
• A connect expression conceptually creates a connection 
object on which components can invoke their required 
methods.  The connect expression captures this, the parent 
object that created the connection. 
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Figure 5.  ArchFJ Types and Subtyping Rules 
Syntax: 
                       _ _    _  
CL ::= class C extends C {C f; K M} 
                                       
CP ::= component class P extends 
[P|Object] {C f; K M R X} 
      _ _         _        _   _ 
K ::= E(C f) {super(f); this.f = f;} 
        _ _ 
M ::= T m(T x) { return e; } 
                 _ _ 
R ::= required T m(T x) 
                      _ 
X ::= connect pattern (P) 
 
e ::= x 
 |   e.f _ 
 |   e.m(e,_this) 
 |   new C(e) 
|   new P(e, <fresh>, eparent) |   (C)e 
|   (e.PR)e 
 |   cast(this, P, e) 
 |   connect(e, this) 
 |   error 
 
Figure 4.  ArchFJ Syntax 
  
• We represent failed dynamic checks (such as casts) with an 
explicit error value, to make our progress theorem cleaner 
to state. 
4.2.2 Types and Subtypes 
ArchJava’s types and subtyping rules are given in Figure 5.  
Types include class and component types (E), required interface 
types of components (e.PR), and union types of multiple required 
interfaces.  Subtyping of classes and components is defined by the 
reflexive, transitive closure of the immediate subclass relation 
given by the extends clauses in CT.  We require that there are 
no cycles in the induced subtype relation.  Required interface 
types follow the subtyping relation of components (ignoring the 
instance expressions, which are reasoned about separately from 
subtyping).  Finally, every type is a subtype of Object, and a 
union is a subtype of all its member types. 
4.2.3 Reduction Rules 
The reduction relation, defined by the reduction rules given in 
Figure 6, is of the form eÆe’, read “expression e reduces to 
expression e’ in one step.”  We write Æ* for the reflexive, 
transitive closure of Æ.  The only unusual reduction rule is R-
XINVK, which allows method invocation on connection 
expressions.  The mbody helper function does a lookup to 
determine the correct method body to invoke.  Two error rules are 
defined representing casts that are not guaranteed to succeed by 
the type system presented below.  The reduction rules can be 
applied at any point in an expression, so we also need appropriate 
congruence rules (such as if eÆe’ then e.fÆe’.f), which we 
omit here.  Furthermore, we assume an order of evaluation that 
follows Java’s normal evaluation rules. 
4.2.4 Typing Rules 
Most of the typing rules given in Figure 7 are standard.  Typing 
judgments are given in an HQYLURQPHQW + D ILQLWH PDSSLQJ IURP
variables to types.  Rule T-INVK places constraints on passing 
connection objects to an argument position declared with a 
required interface and instance expression of this, to ensure that 
the connection object does indeed connect the receiver object.  
Rule T-PNEW introduces qualified component types.  Rule T-
CONNECT introduces union types for connections.  In addition, 
T-CONNECT verifies that some connection pattern in the current 
component matches the types of the connected objects; this will 
be important later for establishing that reduction cannot get stuck 
due to an illegal connection. 
Class, method, and connection typing rules check for well-formed 
class definitions, and have the form “class declaration E  is OK,” 
and “method/connection X is OK in E.”  The rules for class and 
method typing are similar to those in FJ.  In the case of 
component classes, the typing rule verifies that only subclasses of 
Object may define required methods—as in ArchJava, 
component subclasses may only inherit existing required methods 
from their component superclass.  The connection typing rule 
verifies that each required method has a unique provided method 
with the right signature, and that every method name has only one 
signature across all the required methods. 
We have made one significant simplification relative to FJ.  We 
do not distinguish between upcasts, downcasts, and so-called 
“stupid casts” which cast one type to an unrelated one.  This 
means that our type system does not check for “stupid casts” in 
the original typing derivation, as Java’s type system does.  
However, the change shortens our presentation and proofs 
considerably, and the stupid casts technique from FJ can be easily 
applied to our system to get the same checks that are present in 
Java. 
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Figure 6.  ArchFJ Reduction Rules 
  
 
4.2.5 Auxiliary Definitions 
Most of the auxiliary definitions shown in Figures 8 and 9 are 
straightforward and are taken from FJ.  The connection typing 
rule verifies that the passed-in this expression is one of the 
instance expressions in the union type.  The connection method 
lookup rule chooses the component i providing the method with 
mtype, based on the static types in the original connection 
declaration.  It is guaranteed to choose a unique component 
because the connection typing rule implies that mtype is only 
defined for one of the types in the connection.  It then picks the 
actual method body dynamically using the usual mbody rule.  
Finally, it returns the expression to be passed as this in the 
method call. 
The legal rule checks that a connect expression corresponds to a 
connection pattern.  It also verifies that the connect expression 
was created inside the parent component of each sibling. 
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Figure 7.  ArchFJ Static Semantics 
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Figure 8.  ArchFJ Auxiliary Definitions 
  
4.3 Theorems 
We state three main theorems: communication integrity, subject 
reduction, and progress.  Subject reduction and progress together 
imply that the ArchJava type system is sound.  First, the reduction 
rules ensure communication integrity: 
Theorem [Communication Integrity in ArchFJ]:  
1. For all direct method invocations on a component P that 
succeed, either P or P’s parent component is the current 
component this. 
2. For all method invocations on a connection that succeed, the 
current component P is part of the connection, P and the 
component Q being invoked either have the same parent or 
one is the parent of the other, and the parent P’ declared a 
connection pattern between P and Q. 
Proof:  Part 1 of communication integrity is ensured by the 
precondition dthis=e ∨ dthis=eparent of R-PINVK.  Part 2 of 
communication integrity is ensured by the precondition edthis ∈  
of R-XINVK as well as the definition of legal. 
The presentation of our Subject Reduction and Progress theorems 
is adapted from FJ [IPW99]. 
Theorem [Subject Reduction]:  If 00 Te ∈Γ --l  and 10 ee → , then 
11 Te ∈Γ --l  for some 01 T : T < . 
Proof sketch:  The main property required is the following term-
substitution lemma: 
Lemma 1 [Term Substitution]:  If 00 Te S:x , ∈Γ --l  and 
1Sd ∈Γ --l  where 01 S : S < , then 1T]exd[ ∈Γ --l  for some 
01 T : T < . 
Lemma 1 is proved by induction on the derivation of 
00 Te S:x , ∈Γ --l . 
The theorem itself can then be proved by induction on the 
derivation of 10 ee → , with a case analysis on the last rule used.  
Lemma 1 is useful in many of the steps, and especially for the 
congruence rules. 
The only tricky case is to show that the preconditions of T-INVK 
still hold after a reduction step.  This can be shown based on a 
case analysis on the introduction of required component types (T-
INVK, T-CONNECT, and T-CAST), and a lemma that term 
substitution preserves the required relationships among instance 
expressions. 
Theorem [Progress]:  Suppose e is a well-typed expression.  
Then either e has an error subexpression, or e is a value made 
up of only new and connect expressions, or e Æ e’. 
Proof sketch:  The theorem is proved by induction on the 
derivation of the reduction of e.  For each reduction rule, we 
show that any valid typing for the subexpressions in the left-hand-
side, together with the assumption of progress for the 
subexpression, implies the preconditions for the reduction rule.  
In most cases the implication is clear, but two interesting lemmas 
are necessary for rules R-PINVK and R-XINVK, respectively. 
Lemma 2 [An expression of component type reduces to this 
or a direct child component of this]:  
Consider an expression ),e.m(et …  where et=new E(…), 
mbody(m,E) = (x,e0), and e0 has a subexpression this) ,e.m(e 11 .  
If Pe :Ethis ,T:x 1 ∈--l  and 
)e,Q( new /this]ee [d/x, parent1t …→ * , then either e1 = this 
or eparent Æ* et. 
This lemma can be proved by a case analysis of the last typing 
rule used in the typing derivation of e1.  There are only three rules 
that result in a component type: T-VAR, T-PNEW, and T-PCAST 
(methods cannot return component type, by the well-formed 
method rule).  The T-VAR rule gives a component type to a 
variable x, but the only way a component type can be introduced 
LQWR + LV E\ WKH FRPSRQHQW PHWKRG W\SLQJ UXOH ZLWK x = this.  If 
the component type was introduced in T-PNEW, e1 = new 
Q(…,this) and so eparent = et.  If the component type came 
from T-PCAST, e1 must be of the form cast(this, P, new 
Q(…,eparent)), and so the derivation of 
)e,Q( new /this]ee [d/x, parent1t …→ *  must include a 
reduction rule R-PCAST which verifies that eparent = et in the 
final expression. 
Lemma 3 [Well-typed connection expressions are legal]:  If 
T)econnect(e, this ∈Γ --l  then )( )econnect(e, thislegal . 
The typing rule T-CONNECT, together with Lemma 2, 
demonstrates that all the required properties in legal hold. 
Method body lookup: 
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5. Evaluation 
We have written a prototype compiler for ArchJava, which is 
available for download from the ArchJava web site [ACN01a].  In 
order to determine whether the ArchJava language enables 
effective component-oriented programming, we undertook a case 
study applying ArchJava to Aphyds, a 12,000-line circuit design 
application written in Java. 
Results from our case study [ACN01b] indicate that for this 
program, the developer’s architecture can be expressed in 
ArchJava with relatively little effort (about 30 programmer hours).  
The resulting architecture yields insight into the program’s 
communication patterns, and may be useful in eliminating 
software defects. 
6. Conclusion and Future Work 
ArchJava allows programmers to effectively express software 
architecture and then seamlessly fill in the implementation with 
Java code.  This paper has motivated and outlined a language 
design integrating architecture and implementation, and proved 
type soundness and communication integrity in a formalization of 
ArchJava.  At every stage of development and evolution, 
ArchJava enforces communication integrity, ensuring that the 
implementation conforms to the specified architecture.  Thus, 
ArchJava helps to promote effective architecture-based design, 
implementation, program understanding, and evolution. 
In future work, we intend to extend the case study to larger 
programs, to see if ArchJava can be successfully applied to 
programs of 100,000 lines and up.  We will also investigate 
extending the language design to enable more advanced reasoning 
about component-based systems, including temporal ordering 
constraints on component method invocations and constraints on 
data sharing between components. 
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ABSTRACT
Message sequence charts (MSCs) are are a popular tool to in-
formally explain the behavioral embedding of a component
in its environment. In this paper we investigate if MSCs
can also serve as a specication and reasoning technique
for the composition of systems from components. We iden-
tify three challenges: (1) Semantic Duality: MSCs express
global coordination properties as well as requirements on
individual components for their correct participation in an
interaction pattern. We show that the two semantics do
not always agree and suggest syntactic constraints that en-
sure the represented property can be decomposed. (2) Com-
pleteness: we dene a decompositional proof rule based on
MSCs. We show that the rule is incomplete and discuss rea-
sons and possible improvements. (3) Compositionality: in
component-oriented system development, the dierent parts
of the system are designed independently of each other. We
suggest a composition operator for MSC specications of
such components and outline dierences to operators used
for the composition of scenarios.
1. INTRODUCTION
Component-based software development shortens the de-
sign process by allowing the software engineer to use black-
box components. A prerequisite for the composition of sys-
tems from components is adequate information about their
interface.
Here, with the notion of interface we associate not only
the signatures of the operations a component oers to its
environment; although popular, this interface notion oers
much too little information to be of value in a more rigor-
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ous approach to software development. Instead, we add the
component's observable behaviors as part of our interface
notion. Approaches at component-oriented system develop-
ment, such as ROOM [32] and UML-RT [33], have a similar
but more informal interface notion. Our goal is to exploit
the extra information our interface notion oers during sys-
tem verication in the context of pragmatic and industrially
accepted engineering approaches.
It is easy to describe the signature part of a component's
interface. But how to capture, represent, and systemati-
cally develop the behavioral aspects of an interface? Mes-
sage Sequence Charts (MSCs) have gained wide acceptance
for scenario-based specications of component interaction
behavior (see, for instance, [20, 8, 31, 6, 29]). Due to their
intuitive notation MSCs have proven useful as a communica-
tion tool between customers and developers, thus helping to
reduce misunderstandings from the very early development
stages.
In this paper we investigate if MSCs can also serve as a
specication and reasoning technique for the composition
of systems from components. When used in a formal set-
ting, MSCs could provide the link between the verication
of individual components and the correctness proof for the
complete system.
MSCs capture the communication or collaboration among
a set of components. Typically, an MSC consists of a set of
axes, each labeled with the name of a component. An axis
represents part of the existence of its corresponding com-
ponent. Arrows in MSCs denote communication. An arrow
starts at the axis of the sender or initiator of the communica-
tion; the axis at which the head of the arrow ends designates
the communication's recipient or destination. Intuitively,
the order in which the arrows occur within an MSC denes
sequences of interaction among the depicted components.
Figure 1 shows an MSC that displays a sequence of interac-
tions among three components in a simple communication
protocol.
The information that an MSC captures includes several
structural and behavioral aspects. The separate axes indi-
cate logical or physical component distribution. The pres-
ence of an arrow between two axes indicates the existence
of a communication link between the corresponding com-
ponents, as well as the occurrence of interaction itself. Fi-
nally, some MSC dialects, such as [31, 22, 10], allow the
developer also to indicate state changes of individual com-
ponents contained in an MSC. Composite MSCs (C-MSCs)
extend the MSC language with additional structure, such as
Sender Medium Receiver
msg
SM
msg
MR
ack
RM
ack
MS
msc Communication Protocol
Figure 1: Basic MSC specifying a communication
protocol.
loops, alternatives, or sequential composition. The example
in Figure 2 shows a communication protocol with two alter-
native outcomes: the \Receiver" process may report success
(\ack") or failure (\fail").
Sender Medium Receiver
msg
SM
msg
MR
ack
RM
ack
MS
fail
RM
fail
MS
alt
msc Communication Protocol With Failure
Figure 2: C-MSC specifying a communication pro-
tocol with failure.
MSCs describe the embedding of individual components
into their environments, i.e., how components cooperate to
achieve a certain task in a distributed system. They hide
most of the details of local state changes of individual com-
ponents and, instead, convey the \big picture" of the collab-
orations among the referenced components. This abstract,
and integrated view on system behavior has resulted in the
application of MSCs for use case specications, particularly
in object-oriented analysis and design, as well as for test-
case specications and simulation-run visualizations, espe-
cially in tools for telecommunication and embedded systems.
In a sense, MSCs represent projections of the overall system
behavior onto particular services or tasks of the system; au-
tomata, another popular description technique for behav-
ioral aspects, typically represent projections of the overall
system behavior onto individual components.
Of increasing importance is the use of MSCs as a descrip-
tion technique for complete behavior patterns, instead of
for mere exemplary interaction scenarios, because this fa-
cilitates the MSC's seamless integration into an overall de-
velopment process for distributed systems (cf. [24, 22], and
the references contained therein). This is a particularly use-
ful approach for the specication for component interfaces
(as opposed to complete component behavior), because of
the typically limited size of the corresponding interaction
protocols.
An MSC describes both the global system behavior, and
how each individual component should perform to establish
the desired result. In this paper we explore how this du-
ality can be used in the verication of distributed systems.
Formally, MSCs here assume the role of a decompositional
proof rule. They decompose a global specication into local
specications which are satised by the individual compo-
nents. In the verication literature, this technique is known
as the assumption-commitment paradigm (cf. [12, 7]): the
environment of a component is specied only to the extent
that is necessary so that the component can guarantee its
correct operation; any implementation details about the en-
vironment are left unspecied at this point. Assumption-
commitment reasoning shifts the burden of formal verica-
tion from the system-level down to the component-level.
While the motivation for MSC-based descriptions and
assumption-commitment specications is similar, there is a
gap in the degree of formalization oered that must be closed
before MSCs can be used as a formal reasoning tool. In the
following sections we will discuss three challenges.
1. Semantic Duality: MSCs express global coordination
properties as well as requirements on individual com-
ponents for their correct participation in an interac-
tion pattern. We say an MSC has the decomposition
property if the two semantics agree. The decomposi-
tion property is necessary for MSCs used in compo-
nent oriented proofs, since we infer the validity of a
global property from the validity of local properties.
Unfortunately, not all MSCs have the decomposition
property. We suggest syntactic constraints that ensure
the represented property can be decomposed.
2. Completeness: For MSCs that have the decomposition
property, we can formulate a decompositional proof
rule that reduces the proof of a global property to the
verication of local component properties. The rule is
incomplete: not all valid system properties can actu-
ally be proven with the rule. We discuss reasons for
the incompleteness and possible improvements.
3. Compositionality: In component-oriented system de-
velopment, the dierent parts of the system are de-
signed independently of each other. Correspondingly,
their MSC specications are unlikely to be identical
and we need a process to resolve dierences. We sug-
gest such a composition operator and discuss dier-
ences to operators used for the composition of scenar-
ios.
In the following section we introduce MSCs formally, and
give a simple semantics based on !-automata; we address
the three challenges in Sections 3, 4 and 5.
2. MESSAGE SEQUENCE CHARTS
MSCs have a wide spectrum of applications in the devel-
opment process, ranging from analysis to implementation
support. Correspondingly, many dierent interpretations
have been proposed in the literature. An MSC language
supporting requirements capture and analysis of interaction
patterns requires a very liberal underlying semantics de-
nition; it should, for instance, not exclude other possible
interaction patterns too early in the development process.
In this paper, we focus on the verication of universal
properties. Correspondingly, we are interested in the exclu-
sion of undesired behaviors. In this section we describe a
semantics that achieves this by identifying all possible in-
teraction patterns: behaviors other than the ones that are
explicitly depicted will be excluded.
We base our semantics on !-automata. The !-regular
languages form a particularly useful class since it is closed
under complementation and intersection, it is decidable and
in fact well-supported by verication algorithms (cf. [13,
18]). We will work with a simplied denition of basic mes-
sage sequence charts. Similar denitions appear in [2, 3]; a
semantics for a richer dialect is given in [22].
Definition 1 (Message sequence charts). A (ba-
sic) message sequence chart (MSC) M = hP;M; E;C;Oi
is a labeled graph with the following components:
 processes: a nite set P of processes or components;
 messages: a nite set M of messages, we assume
that the messages can be partitioned according to their
sender M =
S
p2P
S
p
and according to their recipient
M =
S
p2P
R
p
; let M
p
denote the union S
p
[ R
p
;
 events: a nite set E of events, each process p 2 P has
a single initial event e
p
;
 interprocess edges: a set of directed edges connecting
events, labeled by messages between processes C  E
ME; we assume that each event appears on exactly
one edge;
 intraprocess edges: a function O : E ! E [ f?g con-
necting events in the order in which they are displayed.
? indicates that there is no subsequent event.
The !-regular languages are recognized by !-automata.
Dierent types of !-automata are distinguished according to
their acceptance conditions, in the following we will use the
fairly simple Buchi acceptance condition on the transitions
(for a survey on !-automata see [36]).
Definition 2 (B

uchi automaton). A Buchi au-
tomaton is a tuple A = hN;; I; T;Fi with
 nodes: a nite set N of nodes,
 input alphabet: a nite set  of input symbols,
 initial nodes: a subset I  N ,
 transitions: a nite set T  NN of labeled edges
connecting nodes,
 acceptance condition: a subset F  T .
Acceptance of an input sequence is determined as follows.
Definition 3 (Accepting paths). For an innite se-
quence of input symbols  : s
0
; s
1
; s
2
; : : : an innite sequence
of transitions  = (n
0
; s
0
; n
1
); (n
1
; s
1
; n
2
); : : : is a path of
A on  if n
0
2 I. A path  is accepting if some edge in F
occurs innitely often in .
Definition 4 (Language). The language
L
(A) of an
automaton A is the set of all innite sequences  of input
symbols that have an accepting path in A.
We represent an MSC as an automaton by using sets of
\simultaneously active" events as states. There is a transi-
tion for each interprocess edge and an additional  -transition
that simulates an internal computation step. We assume
zero-delay communication: the transitions respect the par-
tial order on the intraprocess edges as well as the synchro-
nization introduced by the interprocess edges.
Definition 5 (Global semantics). Given a basic
MSC M = hP;M; E; C;Oi the global semantics is given as
the associated global automaton A = hN;; I; T;Fi with
 N = 2
E[f?g
,
  =M[ fg,
 I = f fe
p
j p 2 Pg g,
 T contains a set of self-loops f(n; ; n) j n 2 Ng and
a set of transitions reacting to messages: f(n
1
; s; n
2
)g
such that
{ for each e
1
2 n
1
one of the following holds:
 e
1
2 n
2
and there is no event e
0
with
(e
1
; s; e
0
) 2 C or (e
0
; s; e
1
) 2 C,
 O(e
1
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) 2 C,
 F = f(f?g; ; f?g)g.
Figure 3a shows the automaton associated with the MSC
from Figure 1. Accepting transitions are depicted with
double edges. The semantics of C-MSC constructs can be
described as the corresponding transformations on the au-
tomata. Here we restrict ourselves to sequential compo-
sition, nondeterministic alternatives, and nite as well as
innite loops; these language constructs suÆce for the pur-
poses of this paper. We refer the reader to [22] for similar
constructions for almost all of the MSC-96 standard [20].
Definition 6 (Automata transformations).
For two Buchi automata A
1
= hN
1
;; I
1
; T
1
;F
1
i
and A
2
= hN
2
;; I
2
; T
2
;F
2
i we dene the result
hN
0
;; I
0
; T
0
;F
0
i of the following transformations:
 sequential composition A
1
;A
2
:
{ N
0
= N
1
[N
2
,
{ I
0
= I
1
,
12
3
4
5
(a)
msg
SM
msg
MR
ack
RM
ack
MS





1
2
3
4
5
6
7
8
(b)
msg
SM
msg
MR
msg
MR
ack
RM
ack
MS
fail
RM
fail
MS


 




Figure 3: Automata associated with (a) the MSC
from Figure 1 and (b) the C-MSC from Figure 2.
{ T
0
= T
1
  f(n
1
; s; f?g) 2 T
1
g
[ f(n
1
; s; n
2
) j (n
1
; s; f?g) 2 T
1
; n
2
2 I
2
g
[ T
2
{ F
0
= F
1
[ F
2
,
 alternative alt(A
1
;A
2
):
{ N
0
= N
1
[N
2
,
{ I
0
= I
1
[ I
2
,
{ T
0
= T
1
[ T
2
,
{ F
0
= F
1
[ F
2
,
 nite loop loop(A

1
):
{ N
0
= N
1
,
{ I
0
= I
1
[ ff?gg,
{ T
0
= T
1
[ f(n; s;m) j (n; s; f?g) 2 T
1
;m 2 I
1
g,
{ F
0
= F
1
,
 innite loop loop(A
!
1
):
{ N
0
= N
1
,
{ I
0
= I
1
,
{ T
0
= f(n; s;m) j (n; s;m) 2 T
1
;m 6= f?gg
[ f(n; s;m) j (n; s; f?g) 2 T
1
;m 2 I
1
g,
{ F
0
= f(n; s;m) j (n; s;m) 2 F
1
;m 6= f?gg
[ f(n; s;m) j (n; s; f?g) 2 T
1
;m 2 I
1
g.
As an example consider again the C-MSC from Figure 2:
its associated automaton is shown in Figure 3b. Note that
both the paths that stay in node 5, and the paths that stay
in node 8 are accepting.
Definition 7 (Global Language). A (nite or in-
nite) sequence of messages  is accepted by an MSC M if
there is an innite sequence 
0
of symbols in M[ fg such
that 
0
with all occurrences of  removed is equal to  and

0
is accepted by the automaton associated with M .
3. CHALLENGE 1: SEMANTIC DUALITY
MSCs describe both the system behavior and how each
individual component should perform to establish the de-
sired result. A semantics reecting this duality thus has
both a global language and a local language for each process
involved in the depicted collaboration.
In this section we study the relationship between the two
languages. In a rst step we distinguish the messages in
whose sending or receipt a certain process is directly in-
volved, and those that are sent and received in the process's
environment. The local semantics reects the fact that all
messages that are not either sent or received by a given
process are hidden: the process behavior is independent of
hidden messages.
For each transition (n; s;m) in the global automaton with
a hidden message s we add all transitions (n; s
0
; m) with
s
0
2 (M M
p
) [ ffgg: from the process's point of view
it is indistinguishable if it was message s that was sent, or
some other hidden message, or even no message at all.
Definition 8 (Local semantics). For an MSC with
processes P and global automaton A = hN;; I; T;Fi, the
local semantics for a process p 2 P is given as the associated
local automaton A
p
= hN;; I; T
0
;F
0
i with
 T
0
= f(n; s; n
0
) j (n; s; n
0
) 2 T and s 2 M
p
[ fgg
[ f(n; s
0
; n
0
) j (n; s; n
0
) 2 T and
s 2  M
p
  fg and s
0
2  M
p
g
 F
0
= f(n; s; n
0
) j (n; s; n
0
) 2 F and s 2 M
p
[ fgg
[ f(n; s
0
; n
0
) j (n; s; n
0
) 2 F and
s 2  M
p
  fg and s
0
2  M
p
g
In component-oriented proofs, we infer the validity of a
global property from the validity of local properties. Hence,
we require that the global and local semantics are in agree-
ment. However, not all MSCs have this property.
More formally, we say that an MSC has the decomposition
property if the following equation holds for the global au-
tomaton A, processes P and the local automata A
p
, p 2 P :
\
p2P
L
(A
p
) =
L
(A)
Figure 4 shows an MSC that does not have the decom-
position property: consider an implementation in which
process \A" rst sends message \A1" and process \C" then
sends message \C2": this interaction is not allowed by
the global semantics. It is, however, accepted by all local
automata.
Since equivalence between Buchi automata can be checked
with standard verication techniques (cf. [13]), a practical
solution is to check the decomposition property whenever
the MSC is intended to be used in a decompositional proof.
An alternative solution is to restrict the MSC syntax so
that the decomposition property is guaranteed. Causality is
such a restriction. Consider again the example in Figure 4.
There is an implicit causal relationship between messages
\A1" and \C1," and \A2" and \C2," respectively. If the
causalities were made explicit (for example with an extra
message between process \A" and and process \C" in one
of the alternatives), the decomposition property would hold.
We now give a syntactic characterization of a class of
causal MSCs. We introduce a few auxiliary notions: the
A B C D
A1 C1
A2 C2
alt
msc Non-Causal
Figure 4: Non-causal MSC.
initial events init(M) of an MSC M are those events that
do not causally depend on any other event inM ; dually, the
terminal events term(M) are those events that do not cause
any other events inM . These sets of events serve as the ba-
sis for determining whether all message sequences expressed
by an MSC are causally connected. Moreover, our aim is to
distinguish clearly between dierent alternatives within a C-
MSC by considering only the rst message occurring within
such an alternative; therefore, we also introduce a formal
characterization for the set of rst messages exchanged be-
tween two processes of an MSC.
We start by dening a causal order for the messages de-
picted in an MSC M . This serves as the basis for dening
the sets init(M) and term(M), below.
Definition 9 (Causal Ancestor). Let an MSC
M = hP;M; E; C;Oi be given. We dene an order
 E E on M 's events as follows. Let e; f 2 E, then
e  f  (e = f) _ (9m 2M : (e;m; f) 2 C) _ (f = O(e))
If we have e  f , we call e direct causal ancestor of f . By


we denote the reexive, transitive closure of . If we
have e 

f , we call e causal ancestor of f .
Thus, e 2 E is a direct causal ancestor of f 2 E, if either
e and f coincide, or e and f are the send and corresponding
receive event of the same message transmission, or e occurs
immediately before f on the axis of the same process in the
corresponding MSC M = hP;M; E;C;Oi. The causal order


captures indirect causal dependencies. This allows us to
dene initial and terminal events by structural induction on
the MSC syntax.
Definition 10 (Initial and terminal events).
For a basic MSC M = hP;M; E; C;Oi and its associ-
ated causal order 

we call an event e 2 E initial, if
8f 2 E : e 

f holds; similarly, we call e terminal, if
we have 8f 2 E : f 

e. If e is M 's initial event, we
set init(M) = feg; if M has no initial event we dene
init(M) = ;. Similarly, we set term(M) = feg if e is M 's
terminal event, and term(M) = ; if no terminal event
exists in M .
For a C-MSC M the initial and terminal events are given
as follows:
 init(M
1
;M
2
) = init(M
1
);
term(M
1
;M
2
) = term(M
2
);
 init(alt(M
1
;M
2
)) = init(M
1
) [ init(M
2
);
term(alt(M
1
;M
2
)) = term(M
1
) [ term(M
2
);
 init(loop(M

1
);M
2
) = init(M
1
) [ init(M
2
);
term(M
1
;loop(M

2
)) = term(M
1
) [ term(M
2
);
 init(loop(M

1
)) = init(M
1
);
term(loop(M

1
)) = term(M
1
)
 init(loop(M
!
1
)) = init(M
1
);
term(loop(M
!
1
)) = ;.
In the denition of causal MSCs we will also constrain
what messages may occur as a rst message between two
processes. We denote the set of rst messages between pro-
cess p and process q in the MSCM as fm(M; p; q). Formally,
let edges(p; q) denote the set of interprocess edges between
two processes p and q in a basic MSC:
edges(p; q) = f(e
1
; s; e
2
) 2 C; e
1
; e
2
2 E
p
[E
q
g:
The set of rst messages is then dened as follows.
Definition 11 (First messages). For a basic MSC
M and two processes p; q with no interprocess edges between
p and q, edges(p; q) = ;, the set of rst messages is empty:
fm(M; p; q) = ;. For non-empty edges(p; q), we call the edge
(e
1
; s; e
2
) 2 edges(p; q) where e
1
is a causal ancestor to all
other send events e
0
1
with (e
0
1
; s
0
; e
0
2
) 2 edges(p; q) the rst
interprocess edge and the message s the rst message be-
tween p and q: fm(M; p; q) = fsg. For C-MSCs the rst
messages are the following sets:
 fm(M
1
;M
2
; p; q) = fm(M
1
; p; q) if fm(M
1
; p; q) 6= ; and
fm(M
2
; p; q) otherwise;
 fm(alt(M
1
;M
2
); p; q) = fm(M
1
; p; q) [ fm(M
1
; p; q)
 fm(loop(M

1
);M
2
; p; q) = fm(M
1
; p; q) [ fm(M
1
; p; q)
 fm(loop(M

1
); p; q) = fm(M
1
; p; q)
 fm(loop(M
!
1
); p; q) = fm(M
1
; p; q)
Intuitively, each process in a causal MSC should always be
able to infer which branch of the MSC is currently executed.
This is ensured with the following syntactic constraints.
Definition 12 (Causal MSC). An MSC M is a
causal MSC if one of the following conditions holds.
 M is a basic MSC and has an initial event;
 M is a sequential composition M =M
1
;M
2
, M
1
has a
terminal event e
1
, M
2
has an initial event e
2
and e
1
and e
2
belong to the same process;
 M is an alternative between two causal MSCs,
M = alt(M
1
;M
2
), and for all processes p and q,
fm(M
1
; p; q) \ fm(M
2
; p; q) = ;
 M is a nite loop loop(M

1
) or an innite loop
loop(M
!
1
) of a causal MSC M
1
.
The MSC in Figure 4 is not causal, because the send-
events for messages \A1" and \C1" do not have a common
causal ancestor. In fact, the MSC would remain non-causal
if were to remove the second alternative, even though
the decomposition property holds for the resulting MSC.
Causality is hence a suÆcient but not necessary condition
for the decomposition property.
Related work. The diÆculty in mapping global prop-
erties to responsibilities of individual components has been
considered in the literature (cf. [25, 26, 1] among others),
sometimes under the keyword \nonlocal choice." Besides
syntactic constraints as done for causal MSCs here, the prob-
lem can also be solved by partial or total distribution of an
automaton representing the global property to all or part
of the component implementation [19]; this ensures that all
components synchronize their actions via the global automa-
ton. This comes at the cost of increasing the complexity of
the individual components considerably.
4. CHALLENGE 2: COMPLETENESS
In formal verication, we prove that a system satises its
specication. If the system is the composition of a set of
components S = fC
p
j p 2 Pg and the specication is given
as an MSC M , verifying S j= M corresponds to checking
the language inclusion
\
p2P
L
(C
p
) 
L
(A)
where
L
(C
p
) is the language accepted by the component
implementing process p and A is the global automaton as-
sociated with M .
Analysis techniques for this problem are computationally
expensive; the complexity of model checking [9], for instance,
is exponential in n. It has therefore long been recognized
that verication must be based on the decomposition of the
system into its components.
We now discuss a decompositional proof rule for MSCs.
Following the assumption-commitment paradigm, such a
rule supplies two automata for each component: the as-
sumption on the component's environment, represented by
1
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Figure 5: (a) environment-safety automaton, (b)
environment-liveness automaton, (c) environment
automaton for the \Medium" process from Figure 1.
an environment automaton E
p
, and the commitment, repre-
sented by the associated local automaton from the previous
section. To prove S j= M for a system S = fC
p
j p 2 Pg
and an MSC M with global automaton A we nd a second
MSC M
0
that has the decomposition property. Let A
0
be
the global automaton associated with M
0
, and A
0
p
and E
0
p
,
the local automata and environment automata, respectively,
for processes p 2 P . The following rule reduces the global
property to local proof obligations for each component:
Decompositional proof rule
if (1) for all p 2 P ,
L
(E
p
) \
L
(C
p
) 
L
(A
0
p
)
and (2)
L
(A
0
) 
L
(A)
then
\
p2P
L
(C
p
) 
L
(A)
Since the component can rely on the environment to co-
operate, we can exclude behaviors from the environment
automaton in which the environment either illegaly sends
a message (safety violation) or in which the component is
kept waiting for the next message innitely (liveness viola-
tion). We construct two automata, the environment-safety
automaton S that recognizes all behaviors where the envi-
ronment violates safety, and the environment-liveness au-
tomaton L, that recognizes all behaviors where the envi-
ronment violates liveness. Behaviors accepted by either au-
tomaton need not be considered in the verication of the
component.
Safety violations can be recognized by considering nite
prexes of input sequences. Let A = hN;; I; T;Fi be the
global automaton associated with an MSC M . The set of
all nite prexes of sequences in
L
(A), the prex language
ofM , is accepted by the automaton hN;; I; T; T i. Because
of the trivial acceptance condition it is possible to construct
a deterministic Buchi automaton P
A
that accepts the prex
language (cf. [36]).
Definition 13 (Environment-safety). Let the au-
tomaton P
A
= hN;; I; T;Fi be a deterministic Buchi au-
tomaton that accepts the prex language of an MSC. The
environment-safety automaton for process p is the automa-
ton S
p
= hN
0
;; I; T
0
;F
0
i with
 N
0
= N [ f
g
 T
0
= T [ f(n; s;
) j s 2 M  S
p
and
@n
0
2 N : (n; s; n
0
) 2 T g
[ f(
; s;
) j s 2 g
 F
0
= f(
; s;
) j s 2 g
Figure 5a shows the environment-safety automaton for the
\Medium" process from the communication protocol exam-
ple. Note that the accepting paths stay in node 
; a tran-
sition to 
 occurs whenever the environment illegally sends
a message.
Figure 5b shows the environment-liveness automaton for
the \Medium" process. The accepting paths stay in nodes
1 and 3: in node 1, the \Medium" process can count on
the \Sender" process to eventually send a message; in node
3, the \Medium" process awaits the acknowledgement from
the \Receiver" process.
Definition 14 (Environment-liveness). Let the au-
tomaton P
A
= hN;; I; T;Fi be a deterministic Buchi au-
tomaton that accepts the prex language of an MSC. The
environment-liveness automaton for process p is the automa-
ton L
p
= hN;; I; T;F
0
i with
F
0
= f(n; ; n) j @n
0
2 N; s 2 S
p
: (n; s; n
0
) 2 T and
9n
0
2 N; s 2 (M  S
p
) : (n; s; n
0
) 2 Tg
Finally, the environment automaton E
p
contains all be-
haviors in which the environment commits neither a safety
nor a liveness violation. In the example, this combination
results in the environment automaton shown in Figure 5c.
Definition 15 (Environment automaton). Let
S
p
be the environment-safety automaton and L
p
the
environment-liveness automaton for a process p. The
environment automaton E
p
accepts the language
L
(E
p
) =
L
(S
p
) [
L
(L
p
)
We can now analyze the completeness of our rule. The
decompositional proof rule is complete if for any system S
and MSC M with S j= M , there is an MSC M
0
such that
the conditions of the rule hold. So far, we have made no
assumptions about the components allowed in the system
composition. In this generality, the decompositional proof
rule is clearly incomplete.
In Figure 6, the specication is satised if the two
processes \A" and \B" exchange exactly one message.
Now consider the following implementation: component
\A" chooses at each point nondeterministically whether
or not to send its message to \B" (unless it receives a
message from \B" rst). \B," on the other hand, applies
a timeout-mechanism that guarantees that eventually a
message is sent. There is no MSC M
0
such that the
conditions of the decompositional proof rule hold: none of
the two alternatives in Figure 6 can be removed since either
message may occur.
A B
tick
AB
tick
BA
alt
msc Incompleteness
Figure 6: Incompleteness example.
The incompleteness of the proof rule stems from the dif-
ference in expressiveness of the MSCs we have considered so
far, and the components implementing individual processes.
This leaves us with two options for achieving completeness:
one is to restrict our attention to a smaller class of systems,
the other is to add to the expressiveness of MSCs.
Examples for restrictions are regularity: the language ac-
cepted by each component is !-regular, reactivity: every
component exchanges innitely many messages with its en-
vironment, and I/O directedness: a component has control
only over its output messages. If such restrictions are inad-
equate, it is certainly possible to make MSCs more expres-
sive, for example with an explicit assignment of progress
responsibilities: the property in Figure 6 could be proven
for the described implementation by indicating in Figure 6
that process \B" is responsible for the progress beyond the
interprocess edge (resulting in an appropriately modied en-
vironment automaton for process \A").
In practice, components often accept a non-regular
language. Suggestions in the literature to extend MSCs to
non-regular languages include extensions with data states
[6, 22], as well as performance and real-time constraints
(cf. [16, 17, 31]). However, any extension to the MSC's
expressiveness comes at the price of increased complexity:
many extended MSCs are undecidable. Care is also re-
quired to avoid syntactic clutter and to maintain the MSCs'
intuitive appearance.
Related work. Decompositional proofs have been stud-
ied for a long time, starting with the rely-guarantee formal-
ism [21] and proofs for networks of processes [27]. Since
then, many assumption-commitment rules have been pro-
posed, see [12] for an overview and [30] for a discussion of
their completeness. Our decomposition of MSC properties
into an assumption-commitment specication for individual
components is similar to the one in [7]; the semantic frame-
work used there includes the reactivity and I/O directed-
ness requirements mentioned above. We are not aware of
any work that formally analyzes the completeness of MSC
languages. A closely related topic, however, is the \reverse
engineering" of MSCs from systems; this is studied in [28].
5. CHALLENGE 3: COMPOSITIONALITY
In the preceding sections we have addressed the proper-
ties expressed by individual MSCs with respect to a cer-
tain system under consideration. Now we turn our atten-
tion to the composition of specications from several, pos-
sibly non-orthogonal MSCs. Intuitively, two MSCs are non-
orthogonal, if one contains a segment of an interaction pat-
tern depicted by the other. We deal with this problem from
two perspectives. First, we study the composition of \o-
the-shelf" components specically in the context of verica-
tion; here, the basic problem is to relate the already xed
interface specications of already existing components. Sec-
ond, we consider MSC composition in the more general con-
text of scenario specications.
In component-oriented system development, the dierent
parts of a system are designed independently of each other;
components may be retrieved from a database that was put
together long before the system's conception. It is therefore
unrealistic to expect that the MSCs documenting the dier-
ent components will agree, and we need a process to resolve
any dierences.
In our communication protocol example, assume the
\Sender" component is described by the simple MSC from
Figure 1, and the \Medium" component has the richer func-
tionality depicted in Figure 2. Which MSC describes the
embedding of the composition of the two components in the
system? Or should this combination of components be re-
jected altogether?
In assumption-commitment reasoning, the environment of
a component is expected to show at most the behavior al-
lowed by the environment assumption (cf. [12]). Hence, the
combination of \Sender" and \Medium" component in our
communication protocol example would be rejected, since
the \Medium" component may send a \fail" message which
is not allowed in the MSC of the \Sender" component. Se-
mantically, this analysis corresponds to a pessimistic view
of the environment [11]: The combination of two compo-
nents is rejected because an environment exists that would
violate the specication of one of the components. In this
example, there is an implementation of the (so far not an-
alyzed) \Receiver" process that corresponds to the MSC of
the \Medium" component, but that would cause a violation
of the MSC of the \Sender" component. A more liberal op-
timistic view allows the combination of two components as
long as an implementation for the remaining environment
exists that would allow all specications to be satised.
The optimistic point of view can be implemented in a pro-
cess for the composition of component MSCs. Given a sys-
tem S and an MSC M
A
specifying the behavior of a subset
of the components A  S, and an MSC M
B
specifying the
components B  S, we construct an MSC M
A[B
specifying
A[B. In this chart only those behaviors of S  (A[B) are
allowed that do not cause the components in A to violate
environment assumptions of the components in B, or, vice
versa, cause the components in B to violate environment
assumptions of components in A.
There are automata-based solutions for optimistic com-
position (cf. [11]). It would be desirable to have purely syn-
tactic combination operations for MSCs that implement this
semantic construction and combinations for more expressive
MSC languages. This would constitute a rst step towards
a thorough, seamless usage of MSCs as a specication and
verication aid in the context of component composition.
We now turn to questions of MSC composition in a more
general setting including analysis and design in addition to
verication. As we have argued in the preceding sections we
need a very strict MSC interpretation for promising MSC
application in the verication task. The well-established
usage of MSCs for capturing scenarios, on the other hand,
is an example of a very liberal MSC interpretation. A
scenario captures one possible segment of an overall system
execution, projected onto the components referenced in
the MSC. Because scenarios describe usually very specic
instances of behavior, a corresponding composition operator
must be very permissive; it cannot exclude alternative or
even interleaved behaviors prematurely. [22] contains a
composition operator, called \join", which matches the
messages shared by the two operand MSCs; the resulting
MSC's semantics contains only behaviors where this match
is possible. This form of composition explicitly supports
the combination of overlapping specications; it is easily
transferred into the semantic framework we have established
in this paper.
Related work. The distinction between \optimistic"
and \pessimistic" compositionality has been made in the
verication literature, for example in lazy compositional ver-
ication [34] and, more recently, within the formalism of in-
terface automata [11]. In the MSC literature certain dialects
can be seen as closer to the pessimistic or optimistic point of
view. [22] discusses MSC interpretations in the range from
scenarios to exact component behavior; the latter excludes
behaviors other than the explicitly depicted ones.
6. CONCLUSIONS AND OUTLOOK
Message sequence charts have been used for quite some
time to informally describe the embedding of a component
in its environment. In this paper we have formulated crite-
ria the MSC language should satisfy so that the embedding
furthermore qualies as a formal proof: if this is achieved,
then the correctness of the system is guaranteed once each
individual component is veried.
Certain compromises must be made when choosing an
MSC language. The simple MSCs described in Section 2
are attractive because their semantics is well-supported by
verication methods; however, they do not provide a com-
plete proof technique as discussed in Section 4. More ex-
pressive languages, such as the ones mentioned at the end
of Section 4, on the other hand, are hard to analyze or even
undecidable. For a given system and component model, a
good compromise would be to rst select a language on the
basis of its completeness and then identify fragments accord-
ing to their expressiveness.
Using MSCs as a verication tool as suggested in this
paper should feel natural to designers familiar with MSC-
based scenario descriptions. There is also a close resem-
blance to verication tools such as generalized verication
diagrams [4, 5]: verication diagrams are similarly based
on !-automata, and they can also be used for component-
oriented proofs [14]. MSCs and verication diagrams work,
however, on dierent levels: verication diagrams are com-
plete proofs of a certain property. MSCs, on the other hand,
do not constitute complete proofs by themselves, since they
are constructed independently of implementation details.
Instead, they integrate the verication of individual prop-
erties in the correctness proof of the overall system.
Compositionality may be the hardest remaining challenge
for a practical application of MSCs in component-based ver-
ication. In this paper we have addressed the composition of
MSC specications referencing concrete components of the
system under consideration. Often, however, similar inter-
action patterns occur over and over again within the same
system among dierent sets of components, and also within
other systems. We can also identify and describe these in-
teraction patterns by means of MSCs: we only have to inter-
pret the axes of the MSCs more liberally. By parameterizing
MSCs with respect to their axis labelings, i.e., the compo-
nents they reference, we obtain a exible language for such
recurring interaction patterns. Instead of a single concrete
component of a particular system under consideration, an
axis then represents the \role" of a participant in the in-
teraction pattern. The resulting MSCs describe interaction
patterns abstractly, without references to concrete partic-
ipants of a collaboration. We also speak of \connectors",
when referencing abstract interaction protocols (cf. also [37,
33, 35, 7, 6]).
To use MSCs successfully in describing connectors (cf. [6,
7, 23, 15]) we need a way to relate abstract connectors and
concrete component interfaces. One way to do so is to in-
stantiate the roles in connectors by concrete components,
whose interfaces are also specied by MSCs; in a second
step we then have to match the behaviors allowed by the
connector with those of the instantiating components.
Exploiting the information contained in a connector dur-
ing component-oriented verication displays much potential
for reducing the overall verication complexity, and is a
promising area of future research.
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ABSTRACT
As interest in components and composition-related methods
is growing rapidly, it is not always clear what the goals (and
the corresponding difficulties) actually are. If composition
is to become central in the future of software engineering,
we need to better identify the fundamental issues that are
related to it, before we attempt to solve them as they oc-
cur in object-oriented systems or in concurrent and reactive
systems. In this paper, we present our formulation of some
of the composition problems in a context of formal methods
and program specification and verification. This formaliza-
tion is based on predicate calculus and predicate transform-
ers and aims at remaining as general as possible. This way,
we hope to better understand some of the fundamental is-
sues of composition and component-based reasoning.
1. INTRODUCTION
Composition is receiving a lot of attention these days: Com-
ponents are everywhere and everything is (or ought to be)
“compositional”. What is meant by that, though, is far
from being clear, and there is a wide range of opinions
on what is still to be done. Some might argue that the
composition problem is now solved at a fundamental level
and that actual techniques and tools just need to be put
in place. At the other end of the spectrum, some might be-
lieve that composition, as we understand it today, cannot be
achieved in software engineering and that other approaches
must be sought. And, between these two extremes, are re-
search projects, mostly independent from one another, that
focus on specific instances of this composition problem, be
it a type system in an object-oriented context or a temporal
logic for reactive systems.
A possible reason for this apparent contradiction and con-
fusion is that composition is a broad concept and that the
composition problem might not be unique. There are many
issues related to composition, some are easier to tackle than
others, and many must be dealt with before the problem
can be considered solved (or unsolvable). In this paper, we
advocate the idea that an important step today is to iden-
tify those composition problems and to understand how they
relate to each other.
We restrict our attention to composition in a formal methods
context. Other contexts, such as for instance programming
languages, lead to other composition problems and all have
to be solved in order to make composition viable as a whole.
Furthermore, we choose a static point of view: we reason
about properties of systems and components whereas a dy-
namic point of view would focus on the process of building
systems from components.
These choices, however, leave us in a broad background
where fundamental questions related to many forms of com-
position can be explored: What are components? How are
they composed? How are they described and specified?
What do we expect from such specifications? What is the re-
lationship between systems and components specifications?
What does it mean to be “compositional”? How can we ob-
tain compositional specifications? Can composition lead to
simpler correctness proofs? How does composition relate to
reuse? How does it relate to abstraction?
Our current effort focuses on addressing these questions with-
out specializing the chosen context any further. This way,
we hope to better understand what problems are common to
different forms of composition and what problems are spe-
cific to families of components or laws of composition. As a
guideline for this general exploration, we also consider the
special case of concurrent composition of processes specified
in temporal logic. This familiar but complex background, in
which the composition problem is far from being solved, is
both a source of inspiration and a test-bench for our abstract
study of composition. Our approach to studying composi-
tion as well as some of our results are informally introduced
in the remaining of this paper. Technical details can be
found in cited references.
2. SPECIFICATIONS AND PROOFS
IN COMPOSITIONAL DESIGNS
2.1 Compositional Design versus
Compositional Verification
Composition has often been advocated as a necessary step
in the proof of large systems. While this is certainly true,
we do not want to restrict composition to that role.
For instance, it is possible to build a system from compo-
nents, generate correctness proof obligations from the com-
plete system, and then apply composition at the proof level
(split the global proof obligation into several independent
proofs). This approach is suggested, for instance, in [24].
Compositional model-checking also follows this philosophy
to some degree.
While the previous technique is relatively simple and allows
verification techniques to handle large systems, we have in
mind a more ambitious role for composition, namely the
“open system” approach. In this approach, we want to ver-
ify the correctness of components in isolation, before they
become part of any system. In the previous case, the com-
plete knowledge of the system can be used to verify one
component. For open systems, this is not true anymore. All
that is known are specific assumptions on possible environ-
ments, which are part of a component specification. This
tends to make proofs harder since these assumptions de-
scribe a set of possible environments instead of a completely
specified context, and they have to be abstract and generic
enough to allow a large number of environments to use the
component.
However, the open system approach also has benefits that
make its study worthwhile. Firstly, since components are
already proved correct with respect to their specifications,
the correctness proof of a complete system can rely on these
specifications instead of the components’ implementations.
This allows designers not to take into account the many
details of the internal structure of each component. Com-
positionality of designs breaks down when reasoning about
a system requires managing too many details from each part
of that system.
Secondly, and this is probably the main benefit, the open
system approach allows designers to embed parts of a cor-
rectness proof into components, making these parts available
each time a component is used to build a system. Indeed,
when a component is proved correct with respect to its spec-
ification, relevant facts about this component are extracted
from the details of its implementation and become part of
the component specification. When this component is com-
posed with a larger system, these facts can be used in the
system correctness proof without the need for proving them
again. Each time a component is reused, a (possibly diffi-
cult) proof is reused too, as well as any other correctness
argument available such as tests or behavior in other sys-
tems.
2.2 Abstract Specifications
In order to be able to achieve such reuse, we need specifica-
tions to remain abstract enough to describe what is required
from a component, all that is required and only what is re-
quired. When designing a system and looking for a suitable
component, the specification used by the designer cannot in-
clude too many details about this component, because any
component with the right functionalities should be usable,
whatever its implementation details are. Such a specifica-
tion must also be able to express that some aspects are irrel-
evant in order to avoid an overspecification of requirements.
If requirements are overspecified, then designers might end
up not finding any suitable component while actually some
existing component would fit their needs perfectly.
A second reason why we want specifications to be abstract
is to keep composition worthwhile and cost effective in spite
of the natural overhead it generates. A key idea of com-
ponent technology is that the same component can be used
in many systems, and thus the effort that goes into specify-
ing, proving and implementing components can be exploited
many times. As explained before, each time a component is
reused, a proof, the correctness proof of that component, is
reused too. If a component specification contains abstract,
relevant, hard-to-prove facts about the component, a possi-
bly difficult and large proof is reused. However, if a compo-
nent specification is too close to its implementation and not
abstract enough, very little proof can be reused. Therefore,
greater productivity is achieved by using components that
embody substantial effort by containing proofs of abstract
specifications.
This situation is illustrated in figure 1. Proofs labeled with
‘T’ are those component-correctness proofs that are left un-
changed through composition and that can be reused in the
design of several systems. Proofs labeled with ‘C’ are proofs
of composition, i.e., proofs of system properties from com-
ponent properties. The level of abstraction of component
specifications clearly influences the amount of effort that has
to be put in T-proofs and in C-proofs. A good framework
for composition should allow us to put most of the effort in
T-proofs and keep C-proofs as simple as possible. Even if
the sum of C and T-proofs is larger and more complex than
a direct (noncompositional) proof for the same system, com-
position is still worthwhile because existing T-proofs can be
reused.
Part of the problem is that specifications that are too ab-
stract do not contain enough information to be composed.
Therefore, the right balance between abstraction and ability
to be composed must be found.
3. SPECIFICITY OF OUR RESEARCH
3.1 Shortcomings of Current Approaches
When deterministic components are composed sequentially,
the problem reduces to composition of functions and remains
tractable. Developers use libraries of procedures every day
and rely on their specifications without having to consider
implementation details.
However, effective compositional design often involves non-
deterministic components and concurrent composition. For
instance, the different parts of a reactive system cannot be
specified in terms of precondition and postcondition because
of their possibly infinite behavior, which leads to tremendous
difficulties in terms of composition.
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Figure 1: A compositional design
Composition of such systems, which interact at the level of
their behavior, not at the level of their initial/final state, has
been extensively studied. Very schematically, two distinct
families emerge.
On the one hand, process algebras, such as CSP, CCS or
pi-calculus to name a few, integrate composition as a cen-
tral part of their design. Systems are compositions of pro-
cesses and processes compose quite naturally. The resulting
formally well-defined notation, however, often looks like a
programming language more than a specification language.
In this context, it is quite difficult to express abstract prop-
erties on the expected behavior of these components and
systems. As a consequence, it is difficult to obtain reusable
generic specifications, as well as specifications easily related
to informal requirements.
Temporal logics, on the other hand, such as LTL, CTL,
TLA, or Unity, are well-suited to express nonoperational,
abstract specifications. They provide us with specification
languages that are closer to informal descriptions, which
makes specifications more easily readable and checkable with
respect to informal requirements. However, the starting
point of these notations is the specification of a system, glob-
ally. Composition is viewed as an additional issue, which re-
quires a specific treatment. Work has been done to manage
composition issues with specific logics [25, 19, 18, 2, 20, 23,
34, 21], but little work has been done to study composition
in itself, independently of the underlying logic [1, 4, 3].
3.2 Composition in the Abstract
The specificity of our approach is to study composition in-
dependently from what components and the laws of com-
position actually are. We are not focusing on a specific
domain, nor do we want to design specification languages
tailored to certain forms of composition. Our view is one
of a component-based software industry, where composition
is involved in almost every design. We want to deal with
this composition, whether it works well or not, whether it
is easy or not. This departs from the works on temporal
logic cited above, where usually the whole language is made
“composable” by restricting up front the type of interaction
under consideration. For instance, composition works fine
in TLA (it reduces to conjunction) [2], but component as-
sumptions are made at the transition level and cannot be at
the computation level, as in the case of liveness assumptions
(see example in section 4.4).
The context of our work is therefore independent of the na-
ture of systems. It is not a context of “variables”, “states”,
“computations”, “interleaving”, “safety” or “liveness”, but
rather one of “systems”, “components”, “specifications” and
“composition laws”. No specific logic or process model is
used and few hypotheses are made on composition laws.
This way, it is hoped that we can understand aspects that
are common to many forms of composition and many types
of systems. Later, that knowledge can be applied to the
concurrent composition of reactive systems, for instance.
This approach inherits from both the process algebra and
the temporal logic families mentioned above. On the one
hand, we consider that systems are specified logically (with-
out choosing a specific logic), which provides us with a rich
specification language and allows us potentially to apply re-
sults to temporal logics for reactive systems. On the other
hand, we define an algebra of composition with the goal of
obtaining a calculus that would allow us to calculate (in-
stead of guess and then prove) properties of systems and
components. In this respect, our approach relates to pro-
cess calculus based approaches.
4. CURRENT WORK
4.1 Existential and Universal Specifications
The starting point of our exploration is the definition of
a simple model of components, systems and specifications.
Because of our concern with generality, we use a monoid-
like structure of components and specifications are boolean
functions (predicates) on components and systems. In other
words, we assume that components are composed with a sin-
gle law of composition for which we assume associativity but
no other property such as symmetry or idempotency. As a
consequence, the model can be instantiated with transfor-
mational programs (specified in terms of preconditions and
postconditions and composed sequentially) or with reactive
processes (specified with temporal logics and composed con-
currently), among other things.
In this context, we first focused on two particular families
of specifications called existential and universal [7, 14]. We
say that a specification is existential exactly when, for all
systems, the specification holds in a system if it holds in at
least one component of that system. Similarly, a specifica-
tion is universal if it holds in a system when it holds in all
components of that system. Existential and universal are
characteristics of specifications, independent of a particular
set of components. Some specifications are existential, some
are universal and, of course, some are neither. However,
when existential and universal specifications are used, they
naturally lead to simple proofs of composition (C-proofs),
properties being inherited by a system from its components.
4.2 A “guarantees” Operator for
Assumption-Commitment Specifications
If we only allow existential and universal specifications to
appear in component descriptions, this is a restriction on
how components can be described. This is the price to pay
for simple proofs of composition. However, we have found
these two classes to be surprisingly rich. For instance, the
work on temporal logics in [19, 18, 2, 20, 34, 21] relies almost
exclusively on existential-like composition.
One reason why existential specifications appear to be so
convenient is the existence of the guarantees operator de-
fined in [7]. The guarantees operator can be used to ex-
press existential assumption-commitment specifications. Its
main originality is that it is not defined in terms of com-
ponent environments, as assumption-commitment specifica-
tions usually are (components are making assumptions on
their possible environments). In the case of guarantees, the
commitment part of the specification as well as the assump-
tion part apply to a complete system (environment + com-
ponent): X guarantees Y holds in a component F if and
only if Y holds in G◦F◦H (where ◦ denotes the law of com-
position under consideration) when X holds in G◦F◦H, for
all systems G and H that can be composed with F . The
fundamental property of guarantees is that X guarantees Y
is existential regardless of what the specifications X and Y
are. Therefore, proofs of composition are simplified when
components are specified in terms of guarantees.
4.3 Predicate Transformers for Composition
By studying the guarantees operator carefully, we made
the observation that it is merely the application to logi-
cal implication of a more general operator which we called
WE [6]. This allows a separation of concerns: WE actually
represents composition while logical implication represents
the assumption-commitment mechanism. WE is a predicate
transformer, in other words, a function from specifications
to specifications. Formally, for a specification X, WE.X is
defined as the weakest existential specification stronger than
X (which exists regardless of X).
It can be proved that WE.X characterizes those components
F such that specification X holds in any system that con-
tains F as a component [14]. As a consequence, the specifica-
tion X guarantees Y is actually equivalent to WE.(X ⇒ Y ).
In other words, guarantees is the weakest (the most abstract)
strengthening of logical implication that makes it compos-
able (for the existential form of composition). This, in some
sense, is a theoretical argument to claim that guarantees can
provide us with abstract, reusable specifications.
WE is the first of a series of predicate transformers that we
have started to study. Indeed, we can define SE.X as the
strongest existential property weaker than X. The corre-
sponding theorem states that SE.X characterizes those sys-
tems that contain at least one component that satisfies X.
In other words, when a component that satisfies X is used
in a system, this system satisfies SE.X. In the best case
(when X is an existential specification), the system satisfies
X (SE.X is equivalent to X); in the worst case (where all
of X is lost through composition), SE.X reduces to true. In
some sense, SE.X represents the part of specification X that
composes (existentially). Equivalently, SE.X characterizes
those systems that are (or can be) built using a component
that satisfies specification X [15].
Things are different in the case of universal composition. A
transformer SU can be defined (as the strongest universal
specification weaker than a given specification), but we are
still looking for a suitable WU. Such a transformer would
be useful to characterize what has to be proved on a com-
ponent instead of a (nonuniversal) specification X in order
to inherit the simplicity of universal composition. However,
it cannot be defined as the weakest universal specification
stronger than a given specification because such a weakest
element does not always exist, depending on the nonuni-
versal specification that is considered. We have started to
study several possible candidates for a WU operator but we
do not have a strong argument in favor of one of them yet.
As a guideline for that search of WU, we have also studied
the question of strengthening nonuniversal properties in a
more restricted context, namely a linear temporal logic (see
section 4.4).
Furthermore, by describing composition in terms of pred-
icate transformers, for which a large amount of literature
exists [22], we are able to reuse classic techniques such as
conjugates. Every predicate transformer T has a unique
conjugate T ∗ such that T ∗.X = ¬T .(¬X). The transform-
ers we have defined for existential and universal composition
also have conjugates, namely WE∗, SE∗ and SU∗. It should
be noted that, while WE, SE and SU describe composition
from components to systems (what has to be proved on
components, what can be deduced on systems), WE∗, SE∗
and SU∗ describe composition from systems to components
(what should be proved on systems, what can be deduced
on components). For instance, WE∗.X is true of any compo-
nent that is used to build a system that satisfies specification
X. This form of reasoning, from systems to components, is
sometimes neglected. We believe it to be extremely impor-
tant because it is the kind of reasoning that is involved when
system designers are looking for components. A designer
who is building a system to satisfy specification X knows
that only components that satisfy WE∗.X can be used and
that other components need not be considered. We find
conjugates to be a powerful and elegant way to switch from
bottom-up to top-down views on composition [13]. In par-
ticular, many properties of predicate transformers, such as
junctivity and monotonicity, are inherited from transformers
to conjugates. This allows us to avoid duplicating proofs.
4.4 Application to UNITY logic
In parallel with our work on predicate transformers and com-
position, we have started to apply our ideas to specifications
and proofs of concurrent and distributed systems. Theoret-
ical investigation is one way to claim the usefulness of op-
erators (for instance, by proving that they are the weakest
solution to some set of equations). Practical attempts at
writing specifications and proofs based on these operators
are another.
Two of these examples were fully developed and published.
One focuses on shared memory systems [11], while the other
deals with distributed systems [12, 5].
In the first example, universal specifications are used instead
of guarantees, which does not seem to fit this example well
enough. In this case, the correctness argument relies on the
fact that some dependency graph among processes remains
acyclic. Since each process only modifies the dependency
graph locally (by interacting with its neighbors), no single
process can guarantee that the graph remains acyclic, using
an existential property. However, there can be a property
that states that no process will ever create a cycle in the
graph. Such a property can be formulated in a universal
way so that, when it is satisfied by all processes, the global
system also satisfies it and cycles cannot be introduced in
the graph.
This raises a number of interesting questions. In this ex-
ample, it appears that universal specifications are required
to describe the behavior of shared variables (variables that
are written by several processes). However, there are other
examples with shared variables that can successfully be spec-
ified in terms of guarantees. There are also systems without
shared variables (distributed systems) but where a shared
virtual data structure (such as a graph among processes)
is used in the correctness proof. Should such a system be
specified in terms of guarantees (it usually can, from the
absence of shared variables) or in terms of universal specifi-
cations of the shared virtual data structure? And if guaran-
tees is used, should the correctness proof rely directly on it
or can we obtain a simpler proof by using an intermediate
(universal) specification that is deduced from the original
(existential) specification? These are the kind of fundamen-
tal questions we plan to explore through the development of
other examples.
Using universal specifications gives rise to other interesting
issues. For instance, the Unity logic (which was used in our
examples) exists in two forms: a weak form and a strong
form [31, 28, 27]. The Unity operator invariant leads to
universal specifications in its strong form but not in its weak
form. For the sake of simplicity, we used the strong form of
Unity logic in our example. However, this is not realis-
tic from a practical point of view (the strong form of the
logic is much too strong for a specification) and we have to
find ways of strengthening the weak form to make it univer-
sal. We have defined such a strengthening based on WE [9]
(the resulting universal form of the weak invariant resem-
bles a similar operator from [34]), but we cannot tell if this
is an optimal solution. In other words, we do not know if
the resulting operator is the weakest universal specification
stronger than the weak invariant (we do not even know if
such a weakest solution exists). Besides its practical inter-
est, this question also relates to the problem of finding a
suitable transformer WU, as explained earlier in section 4.3.
Our second example involves distributed systems. It makes
use of guarantees, mixed with techniques for abstract com-
munication description that were previously developed [16,
26, 8, 33, 17]. This abstract description of communication is
made possible by the ability of guarantees to involve liveness
specifications in its assumption part. Basically, a network
component guarantees that the sequence of received mes-
sages is always a prefix of the sequence of sent messages
(safety) and that any message that is sent is eventually re-
ceived (liveness).
There are other places in this example where our use of
liveness specifications combined with guarantees leads to
simpler proofs of composition by embedding larger proofs
in components verification (see the discussion in 2.2). For
instance, this example involves a resource allocator compo-
nent that satisfies a property of the form: clients return
resources in finite time (and other conditions) guarantees
any request for resources is eventually satisfied. The proof
of composition remains simple because the corresponding
client component property that states that clients actually
return resources in finite time can be plugged (through net-
work specifications) into the left-hand side of this guarantees
property to deduce that all requests are eventually granted.
If liveness properties cannot be used in the assumption part
of a composition operator 7→ (as in [1, 2, 18, 19, 20, 21]),
the resource allocator specification has to be of the form:
enough resources are available to satisfy the first pending
request 7→ the first pending request is eventually granted. In
this case, the fact that clients return resources in finite time
cannot be used directly as before. Instead, a first proof of
composition is required to show that enough resources will
eventually be available to satisfy the first pending request
and then a second proof to show that other requests are
eventually satisfied. When guarantees is used, these two
proofs (by induction) are inside the correctness proof of the
allocator component and can be reused when the allocator
component is reused. In the other case, they are in the
proof of composition and have to be redone every time a
new system is built from these components.
5. OUTLINE OF FUTURE RESEARCH
The work described above represents a first step towards our
exploration of composition issues in system design. Start-
ing with guarantees as a middle point, the research is now
developing both upstream (towards predicate transformers
and other fundamental composition-related operators) and
downstream (towards practical application to concurrent sys-
tems).
One of our goals is the definition of a formal calculus in
which specifications can be transformed to fit specific com-
position constraints. In other words, starting from require-
ments that are not compositional, we want to calculate a
suitable compositional specification. In the case of existen-
tial composition, for example, it is not enough to know that
WE.X is what needs to be proved on a component to ensure
that systems which use that component will satisfy speci-
fication X. We need to know how to prove WE.X given a
component description.
This can be achieved at different levels. At the most abstract
level, we can exhibit theorems about WE that allow us to re-
duce the calculation of WE.X using known WE.Y , where Y
is a part of X (for instance, using existential Y specifica-
tions). When this is possible, we can calculate WE.X inside
the logic in which X is expressed, which gives us the corre-
sponding component specification. We were able to achieve
such calculations on toy examples [14], but we need more
theorems and rules related to WE and our other transform-
ers to be able to conduct such calculations on examples from
more interesting domains. One difficulty when seeking such
properties of the transformers is to free ourselves from im-
plicit assumptions regarding the law of composition. For
instance, we sometimes use concurrent composition of pro-
cesses as a guideline to find general rules about the trans-
formers, but we must be careful not to use an hypothesis
such as symmetry or idempotency which we decided not to
include systematically in our model.
Another way to deal with the transformers is to first in-
stantiate our framework with a specification language and
then to derive rules about WE.X, when X is expressed in
the chosen logical language (instead of using general theo-
rems about WE). We have started this process with Unity
logic in order to build the necessary correctness proofs in
our examples with concurrent and distributed systems [9].
Furthermore, we also need to apply our approach to other
frameworks for the specification and verification of concur-
rent systems. This effort has already started, for instance
with CTL [32], but we want to consider other frameworks,
such as TLA or I/O-automata.
Recently, we have started to generalize our approach to sys-
tems in which several laws of composition are used at the
same time. An example of such a system is a software sys-
tem in which components are composed sequentially and in
parallel. According to preliminary results, it seems that our
approach can still be applied. In other words, we are still
able to define weakest and strongest transformers that repre-
sent specific views on composition (independently, this time,
from existential and universal specifications). Furthermore,
the resulting predicate transformers bear strong similarities
with Dijkstra’s wlp and sp transformers for program seman-
tics, from which we can draw new inspirations [10]. This
new set of transformers has now to be explored carefully.
Especially, relationships between transformer properties and
assumptions on the different laws of composition have to be
found.
6. SUMMARY
The lack of composition-based methods is a major factor
in the limited use of formal methods in actual designs. We
believe our project adopts a novel view on an old and im-
portant problem. Most work on composition has focused
on a specific form of composition (sequential, parallel with
shared variables, parallel with message passing, etc.) and a
specific type of component (namely, programs, either with
states or with so-called “open system computations”). By
choosing a much more general view, we hope to understand
fundamental aspects of composition that are independent
from the types of components and the way they interact.
Our ultimate goal is to build a calculus for composition. It
would be a formal framework that can be instantiated with
many form of compositions and many types of systems and
components. We hope this framework will include generic
rules and theorems about composition and logical specifi-
cations. The search for such fundamental rules, common
to any kind of composition, is an exciting problem. Then,
each instantiation enriches the framework with additional
rules that are specific to this instantiation, making it more
complete and more practically usable.
Besides this theoretical part of the project, we are experi-
menting with several notations for the specification and ver-
ification of concurrent systems to see how they can be ex-
tended through our approach into compositional notations.
We hope, by modifying and extending existing notations,
to develop an interesting framework to reason about con-
current composition of reactive systems. Another aspect of
the problem is related to mechanization. We are investigat-
ing the question of the mechanization of guarantees through
a collaboration with Larry Paulson from the University of
Cambridge. Larry is currently working on a mechanization
of Unity [29] extended with guarantees [30] in the higher-
order generic theorem prover Isabelle. His work is guided by
his attempts at mechanizing hand proofs from our example
involving distributed systems.
We are convinced that the future of software engineering is
tied to composition. Component-based designs and reuse of
generic components will be at the core of future software
systems. Composition involves a number of practical issues,
but also raises fundamental questions regarding component
specifications and compositional reasoning. We need to im-
prove our understanding of composition if we want to be
able to devise the tools and principles that will allow us to
use components reliably and efficiently in software engineer-
ing. Our project has started an exploration of some of the
fundamental questions inherent in compositional design.
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ABSTRACT
Modern object-oriented programming languages demand that
component designers, specifiers, and clients deal with refer-
ences.  This is true despite the fact that some programming
language and formal methods researchers have been announc-
ing for decades, in effect, that pointers/references are harmful
to the reasoning process.  Their wise counsel to bury point-
ers/references as deeply as possible, or to eliminate them en-
tirely, hasn’t been heeded.  What can be done to reconcile the
practical need to program in the languages provided to us by
the commercial powers-that-be, with the need to reason
soundly about the behavior of component-based software sys-
tems?  By directly comparing specifications for value and ref-
erence types, it is possible to assess the impact of visible
pointers/references.  The issues involved are the added diffi-
culty for clients in understanding component specifications,
and in reasoning about client program behavior.  The conclu-
sion is that making pointers/references visible to component
clients needlessly complicates specification and verification.
Categories and Subject Descriptors
D.2.1  [Requirements/Specifications]: Languages, Method-
ologies.
D.2.4  [Software/Program Verification]: Correctness proofs,
Formal methods, Programming by contract, Reliability.
General Terms
Design, Reliability, Languages, Verification.
Keywords
Java, Pointers, References, Specification, Verification.
1. INTRODUCTION
A well-known “folk theorem” in computing circles is that
nearly every problem can be solved with one more level of
indirection.  Like most folklore, this claim is partially true—a
fact not lost on programming language designers, who have
consistently delivered not only computational models, but a
variety of language constructs, to help us more easily write
programs that use indirection.
The belief is a dangerous one, however, which has been noted
many times over the past few decades.  Writing programs more
easily is one thing.  Reasoning more easily about their behav-
ior is quite another.  As early as 1973, Tony Hoare remarked of
pointers that “their introduction into high-level languages has
been a step backward from which we may never recover” [10].
In 1976, Dick Kieburtz explained why we should be “pro-
gramming without pointer variables” [15].  And in 1978, Steve
Cook’s seminal paper on the soundness and relative com-
pleteness of Hoare logic [3] identified aliasing (of arguments
to calls, i.e., even in a language without pointer variables) as
the key technical impediment to modular verification.  There
have been recent papers (e.g., [19, 23]) showing how it is tech-
nically possible to overcome such problems, but apparently
only at the cost of even further complicating the programming
model that a language presents to a software engineer.
Why do we need another paper about this issue?  The conse-
quences of programming with pointers have been examined so
far primarily in the context of programming language design
and formal methods.  We take a position in the context of the
human element of specification and verification:
Making pointers/references visible to component clients
needlessly complicates specification and verification.
In supporting this position, we rely in part on another, and far
older, bit of folklore: “Occam’s Razor”, a.k.a. the Law  of Par-
simony.  It holds that simpler explanations of phenomena are
better than more complex ones.  The phenomena of software
behavior are entirely of our own making, giving us ample op-
portunity to control the intellectual complexity and compre-
hensibility of specifications and reasoning based on them.
Throughout the paper (and with apologies to C++ gurus, as
noted in Section 5.1) the terms “pointer” and “reference” are
used interchangeably.  The point, so to speak, is that from the
standpoint of specification and verification difficulties they
amount to the same thing.  Code examples use Java notation.
The reader is also assumed to be familiar with the basis for
standard model-based specifications but not with any particu-
lar specification language; RESOLVE [27] is used for specifi-
cation examples, but the notation is explained right here.
Section 2 discusses the difference between value and reference
variables, which might seem so well known as to go without
saying.  (The reason for saying it anyway is detailed in Section
5.2.)  Section 3 describes the serious impact of this distinction
on the complexity of behavioral specifications, and Section 4
describes the impact on modular verification.  Section 5 dis-
cusses related work.  Section 6 presents our conclusions.
2. VALUES VS. REFERENCES
Popular object-oriented languages, including C++, Eiffel, and
Java, share a bizarre feature.  They create a dichotomy between
two kinds of types and, therefore, two kinds of variables:
•  Value variables, which stand for values of the built-in
types (value types) such as boolean, char, and int.
•  Reference variables, which stand for references to objects
whose values are of types (reference types) introduced
through interfaces and classes.
Why is this dichotomy “bizarre”?  It clearly is not intuitive,
which is obvious if you have ever tried to explain and justify
it to students.  Parsimony certainly suggests having only
value variables or only reference variables, not both.
Knowing Hoare’s hints on programming language design and
recognizing the elegance of some purely functional program-
ming languages, the C++, Eiffel, and Java designers must have
preferred to have only value variables, all other things being
equal.  But all other things are not equal.  For one thing, there
is the folk theorem about indirection.  In fact, the use of indi-
rection is a little like the use of tobacco: an addictive bad
habit.  Modern programming languages have contributed to
the problem by making indirection harder and harder to avoid
and programs using indirection easier and easier to write.  Ref-
erence variables are everywhere in Java yet carry no syntactic
baggage at all!  So surely it would be considered sacrilege to
remove easy indirection from any modern imperative lan-
guage—even though the effect of indirection, when truly ap-
propriate as it is occasionally, could be provided by a small
set of library components offering comparable power and per-
formance profiles to language-provided pointers [12, 14].
Of course, tradition is not the reason these popular languages
distinguish between values and references.  Language design-
ers simply failed to discover another way to make programs
efficient in terms of execution time and storage usage [11].
Value variables can be represented with small chunks of stor-
age that can easily be copied, leaving x and y completely inde-
pendent in code following the assignment statement here:
int x;
int y;
...
y = x;
If user-defined types were value types that behaved like ints,
then this kind of code could be terribly inefficient.  For exam-
ple, suppose x and y were value variables in the following Java
code—remember they are not—and so would remain inde-
pendent in code following the assignment statement:
SetOfInt x = new SetOfInt ();
SetOfInt y = new SetOfInt ();
...
y = x;
The assignment would then entail deep copying of a SetOfInt
object representation, which presumably would take time lin-
ear in the size of the set x.  Overriding the assignment operator
to make a deep copy is recommended practice for C++ pro-
grammers who use the Standard Template Library [24], pre-
cisely because this leaves x and y independent of each other
following the assignment.  The Java assignment operator, on
the other hand, cannot be overridden.  An optional clone
method is supposed to make a deep copy (but it doesn’t, in
fact, even for the collections in the popular java.util package).
Having reference variables directly addresses the performance
problems involved in copying large data structures because:
·  the representations of all variables remain small, i.e., the
size of one pointer each, although every reference variable
still refers to an object whose representation is a poten-
tially large data structure; and
·  the assignment statement is fast for both value and refer-
ence variables.
Most of the rest of this paper discusses the price paid for fol-
lowing this road to efficiency: complications in specification
and verification, and therefore in understanding and reasoning
about program behavior.  The appendix (adapted from [14])
briefly explains the swapping paradigm, an alternative ap-
proach that permits the same efficiency to be achieved without
introducing references into the language model, specifica-
tions, or programmer reasoning.  The purpose of the appendix
is to suggest that there are other solutions to the apparent rea-
soning vs. efficiency trade-off, i.e.,  that the choice is not lim-
ited to a pure functional programming paradigm (reasoning
over efficiency) or the standard object-oriented programming
paradigm (efficiency over reasoning).
3. IMPACT ON SPECIFICATION
Simply introducing reference types into a language model
makes it harder for clients to understand the specified behav-
ior of components—if such behavior were carefully specified,
which in practice (e.g., Java component libraries) it is not.
This section illustrates the additional complication by de-
scribing a reference type in a model-based specification lan-
guage, RESOLVE,  that is designed for specifying value types
[27].  That is, there should be no syntactic sugar through
which the specification language might mask the fact that
there is a reference type.  This approach allows an apples-to-
apples comparison of the underlying “intellectual load” intro-
duced by value vs. reference types, both on component speci-
fiers and on clients of those specifications.
Wouldn’t it be fair to (also?) select a specification language
that is designed to handle reference types, and use it to try to
specify value types?  Not really.  Variables in traditional
mathematics stand for values; they do not stand for references
to objects that have values.  In other words, a hypothetical
specification language that is designed to hide references be-
hind syntactic sugar must still, in the final analysis, “mean”
(i.e., have its semantics) in the domain of traditional mathe-
matics.  The verification conditions arising in correctness
proofs must be stated in traditional mathematics in order that
proofs can be carried out.  “Desugaring” from references to
values is, therefore, ultimately required.  It is only in the
desugared version of this hypothetical specification language
that we could really compare the relative difficulties values
and references pose for specification writers and readers.
3.1 Defining Mathematical Models for Types
Let’s start with a simple case: specifying the mathematical
model for a built-in value type.  For example, for type int in
Java the obvious mathematical model is a mathematical inte-
ger constrained to be within some bounds.  In RESOLVE nota-
tion, this is expressed as follows:
type int is modeled by integer
  exemplar i
  constraint
    -2147483648 <= i <= 2147483647
The exemplar clause introduces an arbitrary name for a proto-
typical variable of the new type, and the constraint clause is
an assertion that describes such a variable’s value space.  So,
the meaning of this specification is that in reasoning about
Java code such as that shown earlier using int variables, you
should think of the values of x and y as being mathematical
integers like 1372 and –49 (i.e., not as strings of 32 bits).
3.1.1 Value Type Specification
A similar scenario arises for a type such as SetOfInt whose
mathematical model is more complex and whose representa-
tion is potentially large.  For example, if SetOfInt were a value
type in the earlier Java code—remember it is not—then you
would want to think of the values of x and y as being sets of
numbers like {1, 34, 16, 13} and {2, –9, 45, 67, 15, 16, 942, 0}.
The mathematical model specification would look like this:
type SetOfInt is modeled by
    finite set of integer
  exemplar s
  constraint
    for all k: integer where (k is in s)
      (-2147483648 <= k <= 2147483647)
  initialization ensures
    s = {}
The initialization clause says that when a new SetOfInt vari-
able is declared, its value is the empty set.
3.1.2 Reference Type Specification
Unfortunately, life is not so simple in Java: SetOfInt is a refer-
ence type.  In order to reason soundly about what your pro-
grams do, you must think of the values of x and y as being
references to objects whose values are sets of numbers like {1,
34, 16, 13} and {2, –9, 45, 67, 15, 16, 942, 0}.  That is, the fact
that this is a reference type must be made explicit in the type’s
mathematical model specification.  How can this be done?
Without syntactic sugar to hide references, the obvious ap-
proach (known to many others) is to model the mapping of
references to sets of integers as a mathematical function whose
scope is global to all SetOfInt variables.  In RESOLVE, you can
say this using abstract state variables that may be accessed
and updated in (the specification of) any method associated
with any variable of the type being specified. An appropriate
mathematical model can be expressed as follows; there are
other ways to do it but this is the simplest one we know:
state variables
    last: integer
    objval: function from integer to
              finite set of integer
  constraint
    for all r: integer
      (for all k: integer
          where (k is in objval(r))
        (-2147483648 <= k <= 2147483647))
  initialization ensures
    for all r: integer (objval(r) = {})
type SetOfInt is modeled by integer
  exemplar s
  initialization ensures
    last = #last + 1  and
    objval = #objval  and
    s = last
The state variable last is an abstraction of the address held in a
SetOfInt variable.  Its purpose is to ensure that a newly con-
structed SetOfInt object is independent of all others.  The start-
ing value of last does not matter because, each time a new
SetOfInt object is constructed, the value of last is incremented
(“#” before a variable name denotes the old value).  Since last
is an abstract variable, there is no need to worry about eventual
overflow.
The value null, however, is an annoying problem: there must
be some way to tell it apart from other values.  This can be
handled in the above model with a minor change:
  initialization ensures
last = 0  and  ...
in which case null is modeled by 0.  Throughout the rest of
this paper, however, we ignore the possibility of null refer-
ences.  There are two reasons.  First, we are trying to evaluate
how little additional trouble is necessarily entailed by having
reference types.  Allowing null references only makes method
specifications messier, i.e., what happens for null and what
happens for non-null values of all the method parameters that
are of reference types.  Second, it might be possible in princi-
ple to have a language in which there were reference types but
no null references.  Java is used here for illustration, but we
don’t want to limit observations about reference types to Java.
The state variable objval is an abstraction of the mapping be-
tween references and the values of the objects they refer to.
Again, objval is an abstract mathematical variable, so there is
no problem that it (or, for that matter, last) has a value from a
mathematical domain that is manifestly too large to represent.
In this specification, we decided to initialize objval so every
possible reference is mapped to an empty set.  The illusion is
that there is an infinite pool of objects whose values are empty
sets of integers, and that every time a new SetOfInt object is
constructed, one of these pre-formed objects is selected from
that pool.  There are other ways to model the situation, of
course, but none is any simpler or cleaner when written out.
It is already evident that the mathematical machinery involved
in modeling the reference type is significantly more complex
than that needed to model the corresponding value type.  But
this is only part of the problem; there remains the issue of
specifying the behavior of methods.
3.2 Defining Method Behavior
Let’s consider a method to add an int to a SetOfInt:
public void addInt (int i);
3.2.1 Value Type Specification
If  SetOfInt were a value type in Java—remember it is
not—then the specification for addInt might look like this:
evaluates i
updates self
requires
  i is not in self
ensures
  self = #self union {i}
Before the precondition (requires clause) and the postcondi-
tion (ensures clause), the lists of variables classify each vari-
able in scope as either unchanged (restores or evaluates list)
or potentially modified (updates or replaces list).  “Restores”
means that the abstract value of  the parameter undergoes no
net change from call to return, but it might be modified tempo-
rarily while the method is operating. Because i is passed by
value in Java, and the corresponding actual parameter is
treated as an expression, i is listed as having evaluates mode.
3.2.2 Reference Type Specification
Here is what happens because SetOfInt is really a reference type:
evaluates i
restores self, last
updates objval
requires
  i is not in objval(self)
ensures
  objval(self) = #objval(self) union {i} and
  for all r: integer where (r /= self)
    (objval(r) = #objval(r))
Note that self is not changed because it is a reference.  But the
SetOfInt object it refers to has its value (i.e., objval(self))
changed.  The last clause of the postcondition says that no
other SetOfInt object has its value changed.
All the other public methods for SetOfInt have specifications
with the same flavor as addInt.  So, all of this is “boilerplate”:
restores self, last
updates objval
ensures
  for all r: integer where (r /= self)
    (objval(r) = #objval(r))
By making these oft-repeated specification clauses implicit
with a wave of the hand, it is possible to create a specification
language with enough syntactic sugar to simplify the look of a
specification for a reference type.  In ESC/Modula-3 [19], for
example, variables not in a “modifies” list are preserved, and
the value of a referenced object (e.g., objval(self)) can be listed
as though it were a variable name, so the short version of the
above statements is (in RESOLVE-like  syntax) just:
updates objval(self)
This does not materially change the intellectual task of under-
standing the meaning of the specification, however.  And as
noted in Section 4, the underlying additional complication of
references reveals itself once you start relying on that specifi-
cation to try to reason about client code that uses SetOfInt.
3.3 Assignment
It is instructive to specify the behavior of the Java assignment
operator, prototypically of the following form:
lhs = rhs;
3.3.1 Value Type Specification
If SetOfInt were a value type in Java—remember it is not—then
the specification would be:
evaluates rhs
replaces lhs
ensures
  rhs = lhs
Note that the “=” in the specification is not itself an assign-
ment operator, but denotes the assertion of ordinary mathe-
matical equality between the mathematical models of lhs and
rhs.  We have written “rhs = lhs” rather than the equivalent
“lhs = rhs” to emphasize this, any ambiguity being removed
by the specification that rhs is merely evaluated.  The confus-
ing use of “=” as an assignment operator is an unfortunate
design choice that crept from Fortran back into C after having
been nearly eradicated by “:=” in Algol-like languages.
3.3.2 Reference Type Specification
Interestingly, the assignment specification looks virtually
identical for SetOfInt as a reference type, the only difference
being that last and objval are also listed as being unchanged:
evaluates rhs
restores last, objval
replaces lhs
ensures
  rhs = lhs
Maybe there is some comfort in knowing that the assignment
operator does “the same thing” for value and reference vari-
ables.  Of course, the only reason it does “the same thing” is
that the mathematical model for a reference type makes the
value of a reference variable explicit and distinct from the
value of the object it refers to.  The assignment operator sim-
ply copies the value of the (value or reference) variable on the
right-hand side to that on the left-hand side.
4. IMPACT ON MODULAR VERIFICATION
It is widely acknowledged that practical verification must be
modular, a.k.a. compositional.  Factoring of the verification
task cuts along the lines of programming-by-contract [22].
That is, a component implementation is verified against its
specification once and for all, out of the context of the client
programs that might use it.  The legitimacy of client use of a
component implementation is gauged during verification of
the client, based on knowledge of only the component specifi-
cation, i.e., without “peeking inside” the separately-verified
component implementation and without reverifying any part
of it on a per-use basis.
The primary verification issue for software with references
stems from the possibility of aliasing: having two or more
references to the same object.  Aliasing can arise either from
reference assignment (the case considered here) or from pa-
rameter-passing anomalies (the case Cook considered in his
study of Hoare logic [3]; see also [13, 17]).  The challenge here
is to discover how the specification of SetOfInt in Section 3
might be used in modular verification of a client of SetOfInt, if
the client program could execute a reference assignment.
Let’s consider a relatively simple situation where the client
program is a main program having two “helper” operations P
and Q with specifications not shown:
import Section3.SetOfInt;
class Client {
  private static void P (SetOfInt si) {
    ...
  }
  private static int Q (int i) {
    ...
  }
  public static void main (...) {
    int j, k;
    SetOfInt s1 = new SetOfInt();
    SetOfInt s2 = new SetOfInt();
    ...
    P(s1);
    ...
    k = Q(j);
    ... // point A
    P(s2); // point B
    ...
  }
}
Suppose this program uses no other classes or constructs that
might cause modular verification problems, so the focus is
entirely on the impact of using SetOfInt.  In other words, sup-
pose main , P, and Q could be verified independently except for
any effects introduced by using SetOfInt.
4.1 Value Type Verification
If SetOfInt were a value type in Java—remember it is not—then
variables of this type could be passed from main  to P without
fear that modularity might be compromised.  The specification
of SetOfInt as a value type makes this clear.  There are no state
variables in that specification and, consequently, no shared
state would be introduced among main , P, and Q as a result of
their common visibility over the SetOfInt class.  For example,
suppose the intended behavior of P were this:
updates si
ensures
  si = #si union {13}
You would be able to reason about the correctness of the body
of P independently of the bodies of main  and Q because there
would be nothing P’s body could do to the values of any vari-
ables in the program other than the argument passed for the
formal si  in a given call.  The same would be true of the bodies
of  main  and Q.  Reasoning would remain modular even with
this user-defined type in the picture—if  it were a value type.
4.2 Reference Type Verification
In truth, SetOfInt is a reference type.  But suppose, in a fit of
wishful thinking, you decided that it didn’t matter that much
and made the simplification of thinking of SetOfInt as a value
type.  Given the specification above, you might expect P to
have the following body:
if (! si.contains (13)) {
  si.addInt (13);
}
The problem with your thinking would be that P has visibility
over the reference type SetOfInt, including the abstract state
variables last and objval.  Through them P might do other
things.  For example, P might copy and save the reference s1
that main  passes in the first call, and then quietly change ob-
jval(s1 ) through that alias during the next call.  If you errone-
ously thought of SetOfInt as a value type, then it would seem
that the value of s1  changed spontaneously between the points
labeled “A” and “B” in main  even though the variable s1  was
not even mentioned in the statement executed between them.
In reality, of course, what was changing was objval(s1 ); but by
hypothesis you were oblivious to the abstract state variable
objval and were thinking of si  as a value variable— a “no-no”.
So, the following might be the body of P.  It also seems to sat-
isfy the specification above in terms of its effect on si , if you
treat si  as a value variable and thereby ignore objval.  Here,
Alias is a simple class with two static methods, saveTheAlias
and theAlias, which copy an Object reference and return the
copy, respectively.  The point is that nowhere outside the body
of P is there even a hint that an alias is being kept inside it.
if (Alias.theAlias () != null) {
  ((SetOfInt) Alias.theAlias ()).clear ();
}
Alias.saveTheAlias (si);
if (! si.contains (13)) {
  si.addInt (13);
}
In reasoning about the body of main , how could you predict
the strange behavior resulting from this code without examin-
ing the body of P—and thereby giving up modular reasoning?
The key to salvaging modularity is to realize that the specifi-
cation of SetOfInt as a reference type involves two abstract
state variables, last and objval, that are visible throughout
main , P, and Q.  From the reasoning standpoint, there are vari-
ables in this program that are global to main , P, and Q, al-
though the syntax of Java does a great job of hiding them.
Now main  still can be verified independently of P and Q de-
spite sharing last and objval with them.  The specifications of
P and Q simply must describe their effects on the abstract state
variables last and objval as well as on their explicit parame-
ters.  P’s specification should be changed to this:
evaluates si
restores last
updates objval
ensures
  objval(si) = objval(#si) union {13}  and
  for all r: integer where (r /= si)
    (objval(r) = #objval(r))
Knowing only that P preserves last does not allow the verifier
of main  to be sure that P cannot create an alias by copying si
and then changing the object value later.  But the “nothing
else changes” clause in the postcondition prevents a correct
body for P from doing anything funny with an alias (like the
second body above) even if it saves one.
Another possibility is that maybe the above specification isn’t
really what is wanted!  Perhaps the weird implementation of P
is correct according to the programmer’s intent, and the prob-
lem is specifying what P is supposed to do.  Such a situation
also can be handled in this specification framework.
This example shows why it is critical for sound reasoning that
a programmer not imagine and/or hope that reference variables
are sort of like value variables.  They aren’t.
Can Q be verified independently of main  and P despite sharing
last and objval with them?  Here, main  and P can manipulate
last and objval by executing any series of SetOfInt method
calls.  It turns out that Q cannot see the effects of those ma-
nipulations even if it declares and uses SetOfInt variables of
its own—and vice versa.  But the basis for this claim is not
clearly evident from the specification of SetOfInt.  It is a con-
sequence of a special “non-interference” property that arises
from the way the SetOfInt specification uses the abstract state
variables: Neither of two methods declaring their own SetOfInt
variables but otherwise not communicating with each other
can detect changes that are made by the other to the abstract
state variables.  So, curiously, Q can be verified independently
of main  and P in this case even if its specification does not
include a “nothing else changes” clause.
5. RELATED WORK
Following the early papers cited in Section 1, there have been
some interesting recent episodes in the literature on program-
ming language design, specification, and verification.  They
suggest a fundamental struggle between acknowledging the
folklore about the importance and power of indirection, and
the reasoning problems arising from its use.  We briefly review
two language designs, the cases of C++ and Java, in Sections
5.1 and 5.2, respectively.  Other researchers have investigated
some of the specification and verification difficulties arising
from pointers.  We briefly discuss their work in Section 5.3.
5.1 C++
C++ makes a distinction between pointers and references, as
explained by Bjarne Stroustrup, the creator of C++ [30]:
A reference is an alternative name for an object.  The main
use of references is for specifying arguments and return
values for functions in general and for overloaded opera-
tors...  [T]he value of a reference cannot be changed after
initialization; it always refers to the object it was initial-
ized to denote.
That is, references were introduced into C++ primarily to sim-
plify parameter passing and overload resolution.  These pro-
gramming language concerns had nothing to do with trying to
address the reasoning problems that arise from using pointers.
Indeed, C++ still has pointers, too.
The decision to complicate C++ by not only introducing refer-
ences, but making them different from pointers in a rather sub-
tle way, might seem to be another “step backward”.  But other
language features combine with references to give the C++
programmer the flexibility to change the default programming
model from reference-oriented to value-oriented.   That is, it
turns out it is quite possible in C++ to keep pointers and refer-
ences from bubbling up through component (class) interfaces
where they must be faced by clients reading specifications and
verifying client code.  One of these extra features is the ability
to override the assignment operator and copy constructor so
they make deep copies, not merely copies of references.
The problem is that there is a performance penalty for making
deep copies, as discussed earlier.  Luckily, the flexibility of
C++ does not stop there.  It is also possible to make both the
assignment operator and copy constructor private, so they are
simply unavailable to clients of a class.
We have taken advantage of the latter feature (and several oth-
ers) to create a disciplined style of programming in C++, the
RESOLVE/C++ discipline [14, 33], in which adherence to many
rules of the discipline is compiler-checked by C++ itself.  The
bottom line is that you can program in C++ using what are
technically reference variables yet maintain the illusion that
you have only value variables.  To achieve this, we introduced
the swap operator [9] to replace the private assignment opera-
tor and copy constructor.  Then we designed a large library of
class templates [25] whose formal specifications allow clients
to reason modularly about client code [14, 33].  The RE-
SOLVE/C++ discipline has been shown to be rather easily un-
derstandable and usable by introductory CS students [20, 28,
29] and has been shown to result in dramatically good code
quality when used to build a commercial software system [14].
See the appendix for a brief discussion of the key idea behind
the discipline, i.e., the swapping paradigm.
5.2 Java
By the time Java was born, Sun Microsystems apparently
sensed that people were worried about the “safety” of their
programming languages.  Thus, the conservatism of Java’s
design was heavily stressed.  In the first paragraph of The Java
Language Specification, James Gosling, Bill Joy, and Guy
Steele wrote [7]:
Java is intended to be a production language, not a re-
search language, and so, as C. A. R. Hoare suggested in his
classic paper on language design, the design of Java has
avoided including new and untested features.
Some of the early literature about Java also argued that it did
not have certain old and well tested but known-to-be-
dangerous features—like pointers.  For example, consider this
passage written by Gosling and Henry McGilton in their 1996
white paper on The Java Language Environment [8]:
[P]ointers are one of the primary features that enable pro-
grammers to put bugs into their code. Given that struc-
tures are gone, and arrays and strings are objects, the need
for pointers to these constructs goes away. Thus the Java
language has no pointers.
Later, it became clear that this claim was a bit of an overstate-
ment, or at least that it could be considered correct only in the
legalistic sense that Java does not have pointer syntax.  Of
course, it has pointers almost everywhere, but it calls them
references.  The potential for confusion was addressed by Sun
Microsystems itself in its on-line Java FAQ [31]:
How can I program linked lists if there are no pointers?
[Answer:] Of all the misconceptions about the Java pro-
gramming language, this is the most egregious. Far from
not having pointers, object-oriented programming is
conducted in the Java programming language exclusively
with pointers. In other words, objects are only ever ac-
cessed through pointers, never directly. The pointers are
termed “references” and they are automatically derefer-
enced for you.
“An object is a class instance or an array. The reference
values (often just references) are pointers to these ob-
jects.” Java Language Specification, section 4.3.1. [em-
phasis is in the original text]
Any book that claims Java does not have pointers is in-
consistent with the Java reference specification.
Interestingly, then, some of Hoare’s general advice about pro-
gramming language design was heeded by the Java designers.
But his specific warning about pointers was ignored, early
claims to the contrary notwithstanding.  By the way, what is
the correct answer to the FAQ question, “How do I program
linked lists?” You don’t; you use java.util.List, or similar.
5.3 Specification and Verification
In the 1970s, several researchers addressed pointer specifica-
tion and verification in the context of the precursors to object-
oriented languages, notably Pascal.  The culmination of this
effort was reported in a 1979 paper by David Luckham and
Nori Suzuki [21], where the modeling of the state of memory
was made explicit in specifications and verification condi-
tions in a slightly different way than we have done it.  They
introduced a mapping from the reference variable’s textual
name, not its mathematical model value (integer in our case),
to the data value it pointed to.  They would write the type-
specific state variable we call objval in our example as
P#SetOfInt, for “pointer to SetOfInt”.  Special notation also
was introduced for dereferencing a pointer-to-SetOfInt variable
s when writing assertions, i.e., P#SetOfInt Ì s É .
An important missing ingredient in this early work—appar-
ently because Pascal lacked user-defined types with hidden
representations—was any use of abstraction in explaining the
behavior of new types.  For example, in our SetOfInt specifica-
tion as a reference type, as a client you may think of objval(s)
as being a mathematical set of integers.  In the Luck-
ham/Suzuki style of specification, you would see not only the
top-level reference complication but the pointers to the nodes
in the (unhidden) data structure that represented the set. In
other words, in 1979 and in Pascal, client component specifi-
cations for user-defined types exhibited all the complexity of
specifications of reference types in Java, and then some.  This
was technically acceptable from the formal standpoint of veri-
fication but could not be used to give a fair comparison be-
tween specifying reference types and specifying value types
because specifying reference types this way was even uglier
than it needed to be, with no simplifying abstractions.
In 1980, George Ernst and Bill Ogden [5] considered similar
specification and verification issues in Modula, which had a
module construct with hidden exported types.  They, therefore,
needed to consider the question of how it was possible to hide
reference types behind abstract specifications.  They showed it
was technically possible to hide references in module specifi-
cations through the use of some syntactic sugar in the specifi-
cation language and an appropriate abstraction function in the
module implementation.  But the complexity moved over the
horizon and into the proof rules:
The only conceptual difficulty with the verification rules
presented in this paper is that they do not prevent a pro-
cedure from side-effecting certain instances of abstract
types which are not parameters to a call on it...  [T]o verify
a module, we must verify everything prescribed by the
rule ..., but we must also verify that the side-effecting ...
cannot occur.  Developing such a rule is a non-trivial task
...  beyond the scope of this paper.
One problem with showing that “the side-effecting ... cannot
occur” is that it can occur according to the Modula language
definition by assignment of a reference variable; even worse,
some programmers want it to occur and write programs that
way, and these programs might be correct, as noted in the ex-
ample of Section 4.2.  This means that hiding the complexity
of references in a proof obligation stating that there is no ali-
asing causes a completeness problem.
In 1994, Ernst and Ogden, along with Ray Hookway, published
a verification method for ADT realizations that handled
“shared realizations” [6], including heap storage.  Their ap-
proach to modeling references was essentially identical to our
approach for reference types, with syntactic sugar hiding the
abstract state variables that recorded the “serial number” of the
last object constructed and the mapping from reference values
to data values.  A value-type specification was possible, with
reference details arising only within the proof of the realiza-
tion, because the only source of possible aliasing in the lan-
guage was within realization code, i.e., not from client assign-
ment of references.  Moreover, the paper contained another
caveat about the example used for specification and verifica-
tion with a shared realization:
The example does not use heap memory, because it would
require extensive use of pointers, which would unneces-
sarily complicate both specification and verification...
So, the fundamental problem of how to verify programs with
reference types seems technically solvable by making sure that
the abstract state variables associated with reference variables
“follow them around” throughout the proof.  Everyone seems
to agree that the introduction of references seriously compli-
cates both specification and reasoning, though.
Other work that is directly related involves specification and
verification of standard object-oriented software, where refer-
ence types are considered something we just have to learn to
live with.  The primary group in this area includes Gary Leav-
ens, K. Rustan M. Leino, Peter Müller, and Arnd Poetzsch-
Heffter, who have worked on similar issues both separately and
in combination.  They have tackled the problem of specifying
behaviors of components involving pointers and references,
and have dealt with potential aliasing both from copying of
references and from parameter passing anomalies [4, 16, 17, 18,
19, 23].  Others (e.g., [2]) also have proposed ways to limit yet
not eliminate aliasing through clever linguistic mechanisms.
But these approaches have yet to be shown understandable by
the real programmers they are supposed to enable to deal with
references, and there is little evidence so far that this will be
easily achieved.  In other words, despite impressive technical
advances that could contribute to the survival of reference
types in our languages, these ideas still need to be validated
against their ultimate objective: to become practically useful
and comprehensible by real programmers.
Of course, we also have published some prior work in this area
[13, 26, 32, 33, 34], including evidence of the comprehensibil-
ity and practical effectiveness of the RESOLVE discipline,
which simply eliminates reference types [14, 28].  And Man-
fred Broy, like us, has generally suggested designing compo-
nents for ease of specification, as opposed to writing “post-
mortem” specifications for previously-designed components
[1].  This would suggest simply avoiding reference types: the
advice we’d get from Occam, too, were he still around.
To summarize, we were unable to find any work directly com-
paring the intellectual loads involved in specifying value
types vs. reference types, or using such analysis to compare
the difficulty in reasoning about client programs using them.
6. CONCLUSIONS
Adding references types to value types, as in Java, signifi-
cantly and needlessly complicates standard model-based
specifications and the modular verification they help enable.
Technically, everything can be made to “work” with reference
types.  Reasonably concise and even plausibly comprehensi-
ble model-based specifications can be designed that account
for the behavioral peculiarities arising from references.
By comparing the complexity of mathematical models and
method specifications in a language that has no syntactic
sugar to mask references, though, it becomes obvious that
reference types introduce a substantially greater intellectual
load than value types for both specifier and client.  Writing
specifications for reference types suggests obvious ways in
which syntactic sugar can shorten the specifier’s typing time,
while still acknowledging a distinction between value types
and reference types.  Yet it is unlikely that such sugaring can
in any way simplify the specifier’s thinking or the client’s
ability to understand the specified behavior of reference types.
In general, modular verification remains possible in the face of
reference types if  the abstract state variables needed to specify
a reference type are considered part of the state space of all
units that have visibility over that type.  For verification pur-
poses the abstract state variables used in specifying a reference
type can be treated like additional ghost parameters to all calls
involving one or more explicit parameters of that type.  Rea-
soning is, of course, far more complicated with these extra
variables in the picture than it would be with value types only.
But technically you can still have modular verification with
reference types if there are no other language constructs that
thwart modularity.
It remains common practice to encode indirection in Fortran
by using arrays and integer indices as though they were dy-
namically-allocated storage pools and pointers into them.
These arrays and integers are passed among subroutines as
parameters, or sometimes placed in named common blocks that
are visible to a selected subset of the subroutines in a program.
All the subroutines that manipulate these arrays must agree on
how they are using them in order to work correctly together.
Over the years, programming language designers have simpli-
fied the syntax required to do this sort of thing, to the point
where in Java there is almost no syntax at all associated with
indirection.  But the underlying logic of programming with
references in Java is the same as the logic of programming with
arrays and indices in Fortran.
Is it, then, a good idea to hide the sharing of global state by
making such language “advances”?  This sharing is clearly
evident in Fortran programs, but not in Java programs.  But
shared state introduced through references can remain hidden
only from the minds of programmers who program without
specifications and who never try to verify their programs.  If
specification language designers try to take the same road then
they, too, will find they can hide this shared state only from
the minds of programmers who never try to verify programs.
Eventually, the emperor’s thin disguise will reveal itself to
all—although perhaps not before some catastrophic software
failures cause more people to take a serious look at whether
programming languages should offer constructs that are so
well known to complicate specification and verification.
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9. APPENDIX: THE SWAPPING PARADIGM
How do you make some variable (say, y) get the value of an-
other variable (say, x)?  For example, suppose x and y are vari-
ables of type int, a value type whose mathematical model is a
mathematical integer, as discussed in Section 3.1.    Obviously,
you use an assignment statement:
y = x;
What if x and y are variables of a value type VT, where VT’s
mathematical model is relatively complex and its representa-
tion data structure is probably large?  Suppose, for example,
that VT is SetOfInt, whose mathematical model is a mathemati-
cal set of mathematical integers, as discussed in Section 3.1.1.
There are now two options for data movement, neither of which
is especially attractive:
1. Consider the assignment operator for SetOfInt to perform
deep copy, so that after the assignment statement we can
think of both x and y as having the same abstract value.
Logically, x and y must behave independently, too, so
changes to x do not side-effect the value of y and vice
versa.  This can be terribly inefficient, because without us-
ing fancy data-structure-specific tricks that frequently do
not apply, the assignment operator must take time linear
in the size of x’s representation.  Big sets simply take a
long time to copy and hence to assign.
2. Do not view x and y as value variables, but as reference
variables; i.e., change their type from value type VT to ref-
erence type RT, and think of x and y as references to ob-
jects whose values are sets of integers. This fixes the effi-
ciency problem but at the cost of a distressing non-
uniformity in reasoning about program behavior: Some
variables denote values and others denote references.  It
also means that the assignment operator creates aliases,
which complicates formal specification and reasoning
about program behavior, as explained in Section 4.2. 
Approach #2 has been codified into most modern languages,
notably Java.  It is actually far worse than #1 from certain
software engineering standpoints.  One reason is that the pro-
grammer now must be aware that variables of some types have
ordinary values while variables of other types hold references
to objects (it’s the objects that have the values).  For template
components this creates a special problem.  Inside a compo-
nent that is parameterized by a type Item, there is no way to
know before instantiation time whether an assignment of one
Item to another will assign a value or a reference.  Of course,
this can be “fixed” as it is in Java, by introducing otherwise-
redundant reference types such as Integer to wrap value types
such as int.  Actual template parameters can then be limited to
reference types.  This is really ugly, though.  And there is still
the issue of the complication caused by references for specifi-
cation and verification, as seen in Sections 3 and 4.
Figure 1 summarizes the data movement dilemma faced by
someone who wants efficient software about whose behavior it
is easy to reason.  The conclusion is that this is only attainable
by sticking to built-in value types—not incidentally, the only
types available when the assignment operator was introduced
into programming languages—or, at best, by inventing only
new user-defined types that admit “small” representations.
What does “y = x;” do?
copies a referencemakes a deep copy
How big is x’s representation?
largesmall
OK slow
alias
Figure 1: The Data Movement Dilemma
Again, how do you make some variable (say, y) get the value of
another variable (say, x)?  There is no inherent requirement that
the value of x must not change as a result of the data movement
process.  Realizing this opens the door to other possibilities.
The new value of y must be the old value of x, but the new
value of x might be:
·  the old value of x (to get this behavior we use assignment,
which works well if x’s representation is small); or
·  undefined; or
·  a defined, but arbitrary and unknown, value of its type; or
·  some particular value of its type, e.g., an initial value; or
·  the old value of y.
It is beyond the scope of this appendix to analyze the pros and
cons of all the possibilities beyond the first one, which is un-
satisfactory as a general approach to data movement.  Suffice
to say that leaving x undefined complicates reasoning, al-
though not nearly as much as allowing aliasing; and that  leav-
ing x with either an arbitrary or a distinguished value of its
type is actually quite a reasonable thing to do.  However, the
last approach— swapping the values of x and y—is  both effi-
cient and safe with respect to modular reasoning, and it results
in remarkably few changes to how most programmers write
imperative code [9, 33].
You need to get used to a few new idioms when adopting the
swapping paradigm, e.g., for iterating through a collection
[32].   The biggest effect of the swapping paradigm, however, is
on the design of component interfaces.  Consider, for example,
a Set component (parameterized by the Item type it contains)
with operations add, remove, etc.  What should add(x) do to
the value of x?  The analysis of this question parallels the
analysis of the data movement dilemma as the question was
phrased above.  The conclusion is that add should consume x,
i.e., it should leave x with an initial value of its type.
How can this be accomplished?  A direct implementation of the
Set component declares a new variable of the parametric type
Item in the body of add, e.g., the data field in a new node that is
to be inserted in a linked list of nodes.  This variable is then
swapped with x.  Swapping simultaneously puts the old value
of x into the Set’s representation data structure, where it needs
to be; and sets the new value of x to the initial value for its
type that was originally in the data field of the node.
What if there are no pointers in the language, though?  In an
implementation of the Set component that is layered on top of
a provided List component, for example, the add operation
simply inserts x at the appropriate place into the List that rep-
resents the Set.  If the insertion operation for List also is de-
signed using the swapping paradigm, so it consumes its argu-
ment just like add does, then this call does exactly what is
needed.
In other words, in both these situations, the code that you
would have written if using assignment for data movement is
changed in just one respect: assignment of x to its place in the
Set’s representation is replaced by swapping x with its place in
the Set’s representation.
Our experience is that a family of components such as those in
the RESOLVE/C++ component catalog [25] can be designed
according to the swapping paradigm to compose in such a way
that programming with swapping is substantially similar to
programming with assignment statements.  But the resulting
components offer efficiency and/or reasoning advantages over
similar components designed in a traditional fashion.
Let’s be clear that we still use the assignment operator with
built-in value types.  There is nothing wrong with the follow-
ing statement from either the efficiency or reasoning stand-
points, assuming that x and y are variables of some value type
with a “small” representation:
y = x;
The possibly surprising empirical observation that has been
substantiated by commercial application development is that,
with swapping, there is rarely a need for such a statement when
x and y have user-defined types.  You can have value types and
efficiency at the same time.
The main advantages of the swapping paradigm are, then:
·  The swapping paradigm is easy for imperative-language
programmers to learn and apply.
·  All types are value types, which allows for understanding
of specifications and modular reasoning that are compli-
cated significantly if reference types creep in.
·  All pointers and references can be hidden deep within the
bowels of a few low-level components and remain invisi-
ble to a client programmer layering new code on top of
them.
·  If these low-level components have no storage leaks, then
client programs have no storage leaks, and client pro-
grammers do not have to worry about where to invoke de-
lete in, e.g., C++, because they simply never invoke it.  In
the case of a garbage-collected language, e.g., Java, there
is no need for the complications of general garbage col-
lection because there are no aliases and all collection
takes place at predictable times.
Other questions often asked about the interactions between the
swapping paradigm and other programming language and
software engineering issues, such as the role of function opera-
tions, assignment of function results to variables, parameter
passing, etc., are discussed in [9].
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Abstract 
Component-based software engineering is concerned with 
predictability in both functional and performance behavior, 
though most formal techniques have typically focused their 
attention on the former.  The objective of this paper is to present 
specification-based proof rules compositional or modular 
verification of performance in addition to functionality, 
addressing both time and space constraints.  The modularity of 
the system makes it possible to verify performance correctness 
of a module or procedure locally, relative to the procedure itself.    
The proposed rules can be automated and are intended to serve 
as part of a system of rules that accommodate a language 
sufficiently powerful to support component-based, object- 
oriented software. 
 
Categories and Subject Descriptors 
D.2.13 [Software Engineering]: formal specification and 
verification of software performance. 
 
General Terms 
Verification, assertive language, formal specifications. 
 
Keywords 
Proof rule, performance, time and space. 
 
1.  INTRODUCTION 
 
Predictability is a fundamental goal of all engineering, including 
software engineering.  To show that a program predictably 
provides specified functional behavior, a variety of ways to 
apply a system of proof rules to a program for proving 
functional correctness have been studied since Hoares work. 
More recent efforts address the special challenge of modular 
reasoning for object oriented, component based software [1, 5, 
8, 9, 12].  These systems depend on programmer-supplied 
assertions that serve as formal specifications for the functional 
behavior of the software.  While correct functional behavior is 
critical to any software system, in order to achieve full 
predictability, we must ultimately address the issue of 
performance as well.  
 
A program that carries out the right job, but takes longer than 
available time to complete is of limited value, especially in 
modern embedded systems.  Similarly, a program that is 
functionally correct, but that requires more space than the 
system can provide is not useful either.  Cheng, Clemens, and 
Woodside  note the importance of the performance problem in 
their guest editorial on Software and Performance [21]:  
Performance is a problem in many software 
development projects and anecdotal evidence suggests 
that it is one of the principal reasons behind cases 
where projects fail totally.  There is a disconnect 
between techniques being developed for software 
analysis and design and the techniques that are 
available for performance analysis. 
 
Measurement during execution (e.g., using run-time monitoring) 
is a common approach for analyzing performance of large-scale 
systems [21].  The objective of this paper is to present static 
analysis (and hence, a priori prediction) as an alternative to 
measurement.  In particular, the focus is on modular or 
compositional performance reasoning:  Reasoning about the 
(functionality and performance) behavior of a system using the 
(functionality and performance) specifications of the 
components of the system, without a need to examine or 
otherwise analyze the implementations of those components 
[17].   
 
Compositionality is essential for all analysis, including time and 
space analysis, to scale up.   To facilitate compositional 
performance reasoning, we have introduced notations for 
performance specifications elsewhere [18].   Given functionality 
and performance specifications (and other internal assertions 
such as invariants), the rest of this paper describes a proof 
system for modular verification.  Section II sets up the 
framework to facilitate automated application of rules, using a 
simple example rule.  Section III contains proof rules for 
verification of procedure bodies and procedure calls, involving 
possibly generic objects with abstract models as parameters.  
Section IV contains an example to illustrate a variety of issues 
involved in formal verification.  Section V has a discussion of 
related work and summary.   
 
2.  ELEMENTS OF THE PROOF SYSTEM 
 
Though the underlying principles presented in this paper are 
language-independent and are applicable to any assertive 
language that includes syntactic slots for specifications and 
internal assertions, to make the ideas concrete we use the 
RESOLVE notation [15, 16].  RESOLVE is intended for 
predictable component-based software engineering and it 
includes notations for writing specifications of generic 
components that permit multiple realizations (implementations) 
of those components.  It also includes notations for specifying 
time and space behaviors of an implementation.  The 
implementations include programmer-supplied representation 
 invariants, loop invariants, progress metrics, and other assertions 
depending on the structure.   
 
The proof rules have been designed so that an automated clause 
generator can start at the end of a given assertive program and 
back over the code replacing the executable language constructs 
with assertions about the mathematical domain over which the 
program has been written.  The clause generator produces a 
clause that is equivalent to the correctness of the given program.  
The clause can then be evaluated manually, automatically by a 
theorem prover, or by a combination to determine whether the 
clause is provable in the appropriate mathematical domain, and 
thereby whether the program is correct (with respect to its 
specification).  To illustrate the ideas, we begin with a simple 
example.  First we consider functional behavior and then address 
performance for the following piece of assertive code: 
 
Assume x = 3; 
x := x + 1; 
Confirm x = 4; 
 
Exactly how such an assertive code comes into place, given a 
specification and an implementation, is explained in Section III.  
In this code segment, the programmer has supplied a pre-
condition indicated by the Assume keyword and a post-
condition following the keyword Confirm with some (assertive) 
code in between.  To prove the correctness of this segment, 
consider the following automatable proof rule for expression 
assignment: 
 
C \ Code; Evaluate (exp); Confirm Outcome_Exp[x ⇝ 
M_Exp(exp) ] 
___________________________________________ 
C \ Code; x := exp; Confirm Outcome_Exp; 
 
In this rule, C on the left side of both the hypothesis and the 
conclusion stands for Context and it denotes the collection of 
whatever information is needed about the code in order to reason 
about its correctness.  For example, the types of variables and 
the mathematical theories on which those types are based would 
be in the context. 
 
In our example, the Outcome_Exp is x = 4.  The Code 
preceding the assignment is the assertion Assume x = 3.  In 
the assertive clauses, the 3 and 4 are the mathematical integers, 
while the assignment statement is performing an increment on a 
computer representation of an integer.  (The use of mathematical 
integers in specifying computational Integer operations is 
documented in Integer_Template that specifies Integer objects 
and operations, and it is assumed to be in the context.) 
 
Applying the proof rule on the example leads to the following 
assertive code: 
 
Assume x = 3; Evaluate(x + 1); Confirm x + 1 = 4. 
 
This is the result of substituting the expression x + 1 for x, the 
meaning of [x ⇝ M_Exp(exp)].  M_Exp denotes putting in the 
mathematical expression that corresponds to the programming 
expression, thus keeping our assertions over mathematical 
entities, rather than programming ones. There is a rule for 
Evaluate that causes the expression to be evaluated by the 
verifier.  Similarly, the verifier would simply continue backing 
through the rest of the code, applying appropriate proof rules, 
eliminating one more constructs in each step. 
 
Now we augment the above rule to prove functional correctness, 
with performance-related assertions.  Suppose we need to prove 
the correctness of the following assertive code: 
 
Assume x = 3 ^ Cum_Dur = 0 ^ Prior_Max_Aug = 0 ^ 
Cur_Aug = 0; 
x = x + 1; 
Confirm x = 4 ^ Cum_Dur + 0.0 = D:=  + DInt_+ ^  
Max(Prior_Max_Aug, Cur_Aug + 0 ) ≤ S:=1; 
 
Here, D:=  denotes the duration for expression assignment2 
(excluding the time to evaluate the expression itself).  S:= 
denotes storage space requirement for expression assignment 
(excluding the storage space needed to evaluate the expression 
itself and the storage for variable declaration of x which is 
outside the above code). The units for time and space are 
assumed to be consistent, though we make no assumptions about 
the units themselves.  The rest of the terms (whose need may not 
become fully clear until after the discussion of procedures in 
Section III) are explained in the context of the following rule for 
expression assignment: 
 
C \ Code; Evaluate(exp); Confirm (  Outcome_Exp ∧  
 Cum_Dur + D:= + Sqnt_Dur_Exp ≤ Dur_Bd_Exp∧  
Max( Prior_Max_Aug, Cur_Aug + S:=  + 
Fut_Sup_Disp_Exp ) ≤ Aug_Bd_Exp)  ) 
[x⇝M_Exp(exp)]; 
────────────────────────── 
C \ Code; x := exp; Confirm Outcome_Exp ∧ Cum_Dur + 
Sqnt_Dur_Exp ≤ Dur_Bd_Exp ∧  
Max( Prior_Max_Aug, Cur_Aug + Fut_Sup_Disp_Exp ) ≤ 
Aug_Bd_Exp; 
 
The new rule includes everything needed for functional 
correctness, and also includes new clauses about time and space 
performance.  In spite of past attempts in the literature, it is just 
not possible to develop rules for performance correctness 
independently of functional correctness, because in general, 
performance depends on values of variables (which come from 
analyzing functional behavior) [17, 18].  In the example and in 
the rule, terms in bold print are keywords and the terms ending 
with _Exp represent expressions to be supplied by the 
programmer and kept up to date by the verifier. 
                                                 
1 We have added terms + 0.0 and + 0 in the expressions 
here so that it is easy to match the syntactic structure of the rule 
given next.  
2 In RESOLVE, the right hand side of an assignment statement 
is restricted to be an expression.  In particular, x := y is not 
allowed on variables of arbitrary types.  For copying y to x, the 
assignment statement needs to be x := Replica(y).  This 
interpretation is implicit for (easily) replicable objects such as 
Integers for programming convenience.  This is what justifies 
the time analysis in the present rule.  To move the value of y to x 
efficiently on all objects large and small, and without 
introducing aliasing, RESOLVE supports swapping (denoted by 
:=:) as the built-in data movement operation on all objects [3]. 
  
First we consider timing.  The keyword Cum_Dur suggests 
cumulative duration.  At the beginning of a program the 
cumulative duration would be zero.  As the program executes, 
the duration increases as each construct requires some amount of 
time to complete.  The programmer supplies an over all duration 
bound expression, noted by Dur_Bd_Exp.  This is some 
expression over variables of the program that indicates  an 
amount of time acceptable for the completion of the program.  
As the verifier automatically steps backward through the code, 
that expression gets updated with proper variable substitutions 
as the proof rules indicate. 
 
For example, in the above rule, when the verifier steps backward 
over an assignment, the variable, x, receiving the assignment 
is replaced by the mathematical form of the given expression, 
exp, in all of the expressions included within the parentheses.   
 
Sqnt_Dur_Exp stands for the subsequent duration expression, 
an expression for how much time the program will take starting 
at this point.  This expression is updated also automatically by 
the verifier, along with other expressions in the rule. 
 
The duration (timing) for a program is clearly an accumulative 
value, i.e., each new construct simply adds additional duration to 
what was already present.  On the other hand, storage space is 
not a simple additive quantity.  As a program executes, the 
declaration of new variables will cause sudden, possibly sharp, 
increases in amount of space needed by the program.  At the end 
of any given block, depending on memory management, storage 
space for variables local to the block, may be returned to some 
common storage facility, causing a possibly sharp decrease in 
space. 
 
The right operation for duration is addition and for storage it 
turns out to be taking the maximum over any given block.   It is 
reasonable to assume that for any given program, there will be a 
certain amount of space needed for getting the program started.  
This will include the program code itself, since the code will 
reside in memory.  Assuming real, rather than virtual memory, 
the code will take up a fixed amount of space throughout the 
execution.  With this in mind, we think of some fixed amount of 
space for any given program that remains in use throughout the 
execution.  Our rules are written to deal with the space that 
augments the fixed storage and increases and decreases as the 
program executes. Prior_Max_Aug stands for prior maximum 
augmentation of space.  At the beginning of any program, the 
prior maximum will be zero, since only the fixed storage is in 
use.  As the program executes, over each block, a maximum of 
storage for that block is taken to be the Prior_Max_Aug.  At 
any point in the program, there will be a storage amount over the 
fixed storage.  We call that the current augmentation of space, 
Cur_Aug.  Of course, there will be some overall storage bound 
to represent what is acceptable.  We call that the augmentation 
bound expression, Aug_Bd_Exp.  Finally, just as there was an 
expression to represent how much additional time would be 
needed, there is an expression for how much storage 
(displacement) will be needed in the future, the future 
supplementary displacement expression,  
Fut_Sup_Disp_Exp. 
 
3. PROCEDURES  
 
We examine a more complicated procedure construct in this 
section, having introduced basic terminology using the 
expression assignment proof rule.  We present a rule for 
procedure declarations and one for procedure calls.  These rules 
apply not only to ordinary code when all variables and types are 
previously defined, but to generic code as well, i.e., code written 
for variables that have not yet been tied to a particular type or 
value.  This capability to handle generic code is critical for 
reusable, object-based components. 
 
3.1 Procedure Declaration Rule 
 
Associated with every procedure is a heading that includes the 
name, the parameter list, and assertions that describe both 
functional and performance behavior: 
 
P_Heading:   
 
Operation P(updates x: T); 
requires P_Usg_Exp/  x  \; 
 ensures P_Rslt_Exp/  x, #x  \; 
 duration Dur_Exp/  x, #x  \; 
 manip_disp M_D_Exp/  x, #x  \; 
 
This heading is a formal specification for procedure P.  We use 
separate keywords Operation to denote the specification and 
Procedure to denote executable code that purports to implement 
an operation.  We have included only one parameter on the 
argument list, but of course, if there were more, they would be 
treated according to whatever parameter mode were to be 
indicated.  The updates mode means that the variable is to be 
updated, i.e., possibly changed during execution. 
 
In the heading, the type T may be a type already pinned down in 
the program elsewhere, or it might represent a generic type that 
remains abstract at this point.  The requires and ensures clauses 
are pre and post conditions respectively for the behavior of the 
operation, and the angle brackets hold arguments on which the 
clauses might be dependent.  Due to page constraints, the rule 
does not include other potential dependencies such as on global 
variables.    
 
Details of performance specification are given in [18].  
Duration is the keyword for timing.  Dur_Exp is a 
programmer-supplied expression that describes how much time 
the procedure may take.  That expression may be given in terms 
of other procedures that P calls and it may be phrased in terms 
of the variables that the operation is designed to affect.  We may 
need to refer both to the incoming value of x and to the resulting 
value of x in these clauses.  We distinguish them by using #x 
for the value of x at the beginning of the procedure and x as the 
updated value when the procedure has completed.  The last part 
of the Operation heading involves storage specification. Here, 
manip_disp (termed trans_disp in [18]) suggests manipulation 
displacement, i.e., how much space the procedure may 
manipulate as it executes.   
 
 Given the operation heading, we next consider a rule for a 
procedure declaration to implement an operation. 
 
 C ∪ {P_Heading} \ Assume P_Usg_Exp ∧  
Cur_Dur = 0.0 ∧  
  Prior_Max_Aug = Cur_Aug = Disp(x);          
    P_Body;  
  Confirm P_Rslt_Exp ∧ Cur_Dur + 0.0 ≤ 
Dur_Exp ∧  
Max( Prior_Max_Aug, Cur_Aug + 0) ≤ M_D_Exp; 
C ∪ {P_Heading} \ Code; Confirm Outcome_Exp; 
───────────────────────────────── 
C \ P_Heading; Procedure P_Body; end P;  
Code; Confirm Outcome_Exp; 
 
As in the assignment rule, C stands for the context in which the 
procedure occurs. Note that P_Heading, the specification of 
Operation P, is added to the context making it possible for 
reasoning about the procedure to take place.  The conclusion 
line of the rule allows the procedure declaration to be made and 
followed by some code and a clause to confirm after the code. 
 
The hypotheses of the rule indicate that the procedure is to be 
examined abstractly, proving that no matter what value for the 
parameter is passed in, the result will satisfy both the functional 
and performance requirements. 
 
The first hypothesis checks functional behavior by showing that 
if the requires clause is met, then the ensures clause is satisfied 
upon completion of the procedure body.  For timing, we set the 
Cum_Dur to 0 thereby localizing the proof to just this 
procedure, avoiding the pitfall of having to consider the entire 
program when proving correctness for just this procedure.  After 
the procedure body, we confirm that the Cum_Dur remains 
below Dur_Exp, the bound expression given in the 
specifications.  It is assumed that the Cum_Dur acts like an 
auxiliary variable updated automatically at each step. 
 
Finally, we address the storage requirements.  Before the 
procedure body, we set the Prior_Max_Aug and the Cur_Aug 
both to be the amount of space required by the parameter, x.  
(Alternatively, the displacement of parameters at the beginning 
could be subtracted at the end.)  This is necessary to retain the 
local nature of the proof process.  The only concern that the 
procedure rule has about space is what the procedure uses above 
what has already been used in the past and what might be used 
in the future.  After the body, the rule checks that the max over 
the stated values is within the specified bound. 
 
3.2 Procedure Call Rule 
 
A picture serves to motivate space-related assertions in the 
procedure call rule.  The timing aspects of the rule are more 
straightforward and they are not shown in this picture.   
 
 
 
 
 
Along the lower part of the picture the fixed displacement 
represents some amount of storage necessary for the program to 
run, an amount that does not vary throughout execution.  The 
code itself is included in this fixed storage.  Above the fixed 
storage the execution of the code requires a fluctuating amount 
of space, increasing when storage for new variables is allocated 
and decreasing when it is released. 
 
The auxiliary variable, Cur_Aug, represents at any point what 
the current amount of storage is over and above the fixed 
storage.   Note that the same variable appears twice on the 
picture, once at the place where a call to procedure P is made 
and again at the point of completion of P.  Cur_Aug has a value 
at every point in the program and is continually updated.  
Similarly, as the execution procedes, Prior_Max_Aug keeps 
track of the maximum storage used during any interval.  In the 
picture at the point where the call P(a) is made, Cur_Aug is 
shown, as is Prior_Max_Aug.  Of course, as the code execution 
progresses, the value for Prior_Max_Aug is updated whenever 
a new peak in storage use occurs. 
 
Within the procedure body, some local variables may be 
declared.  This augmented displacement is denoted in the figure 
by a spike in the line representing space allocation for the 
procedure code.  The specifications of the procedure include 
M_D_Exp, an expression that limits the supplementary storage a 
procedure may use.  The procedure must stay within that limit in 
order to be considered correct in terms of performance.  As the 
picture shows, the M_D_Exp is an expression about only local 
variables and whatever parameters are passed in.  These are the 
only variables under the control of the procedure and they are 
the only ones the procedure should need to consider for 
specification and verification purposes. 
 
Disp is an operator that extracts the amount of storage for a 
given variable.  This operator gets its value in the displacement 
clause given in an implementation of an object-oriented concept, 
and it is usually parameterized by the objects value [18].  At the 
 point where the call P(a) is made the picture shows Disp(a), to 
denote that as space allotment is part of the current 
augmentation displacement.  Upon completion of the procedure 
call, the new value of a, shown as ?a may be different and may 
require a different amount of space from what its value needed 
at the time of the call.  Disp(?a) is part of the current 
augmentation at the point of completion.  
Fut_Max_Sup_Exp, as noted before, describes a bound on the 
storage used by the remaining code, i.e., code following the 
current statement under consideration. 
 
Given his explanation, the procedure call rule follows: 
 
C ∪ {P_Heading} \ Code; Confirm P_Usg_Exp[x⇝a] ∧  
∀ ?a: M_Exp(T),  if P_Rslt_Exp[#x⇝a, x⇝?a] then 
Outcome_Exp[a⇝?a] ∧  
Cum_Dur + Dur_Exp[#x⇝a, x⇝?a] + 
Sqnt_Dur_Exp[a⇝?a] ≤ Dur_Bd_Exp[a⇝?a] ∧ 
      Max(  Prior_Max_Aug, Cur_Aug ,  
Max( M_D_Exp[#x⇝a, x⇝?a],  
               Disp(?a) + Fut_Sup_Disp_Exp[a⇝?a] )  Disp(a)  ) 
≤ Aug _Bd_Exp[a⇝?a]; 
 
C ∪ {P_Heading} \ Code; P(a); Confirm Outcome_Exp ∧  
  Cum_Dur + Sqnt_Dur_Exp ≤ Dur_Bd_Exp ∧  
Max( Prior_Max_Aug, Cur_Aug + Fut_Sup_Disp_Exp ) ≤ 
Aug_Bd_Exp; 
 
The heading for P is placed in the context, making available the 
specifications needed to carry out any proof.  In the conclusion 
line, a call to P with parameter a is made at the point in the 
program following Code.   
 
In modular reasoning, verification of this code that calls an 
operation P is based only on the specification of P.  The 
functional behavior is addressed in the top line of the hypothesis 
part of the rule.  To facilitate modular verification, at the point in 
the code where the call to P is made with parameter a, it is 
necessary to check that the requires clause, P_Usg_Exp with 
a replacing x holds.  The second hypothesis, also about 
functional behavior, checks to see that if the procedure 
successfully completes, i.e., the ensures clause is met with the 
appropriate substitution of variables, then the assertion 
Outcome_Exp holds, again with the appropriate substitution of 
variables.   These substitutions make it possible for the rules to 
talk about two distinct times, one at the point where a call to the 
procedure is made and one at the point of completion.  The 
substitution of what variables need to appear at what points in 
the proof process avoids the need ever to introduce more than 
two points in the time line, thereby simplifying the process.  
 
It is important to note here that the specification of Operation P 
may be relational, i.e., alternative outputs may result for the 
same input.  Regardless of what value results for parameters 
after a call to P, the calling code must satisfy its obligations.  
This is the reason for the universal quantification of variable ?a 
in the rule.  
 
The next hypothesis in the rule is about timing, and it checks, 
after variable substitution, that any result from the procedure 
will lead to satisfaction of specified time bounds for the client 
program.  It is not surprising that any reasoning about time or 
space must be made in terms of the variables being manipulated, 
since their size and representation affect both.   
 
Finally, the displacement hypothesis considers the maximum 
over several values.  To understand this hypothesis, the picture 
helps by illustrating the prior maximum augmentation, current 
augmentation both at the point of the call and at the point of the 
return.  The picture also shows the displacement for actual 
parameter a at the beginning of the procedure call and the 
displacement of ?a at the end.      
 
The displacement hypothesis involves a nested max situation.  
We consider the inner max first.  Here we are taking the 
maximum over two items.  The first is the expression from the 
procedure heading that identifies how much storage the 
procedure will need in terms of the local variables and the 
parameters.  The second is the sum of the amount of space 
required by the final value of the updated parameter referred to 
as ?a and the amount of space for the rest of the program 
represented by Fut_Sup_Disp_Exp.  From the second 
quantity we subtract the displacement of a, since it was 
accounted for in the current augmentation.  Finally, we take the 
max over the two items and show that it remains within the 
overall bound. 
 
The technique used in parameter passing naturally affects the 
performance behavior of a procedure call.  In the rule, we have 
assumed a constant-time parameter passing method, such as 
swapping [3].  An additional degree of complication is 
introduced when an argument is repeated as a procedure call, 
because extra variables may be created to handle the situation.  
The present rule does not address this complexity. 
 
4.  AN EXAMPLE 
 
In this section, we present a more comprehensive example of a 
generic code segment, including appropriate expressions for 
describing time and space.  In our example, we reproduce 
Stack_Template concept from [18], where a detailed explanation 
of the notation may be found: 
 
 Concept Stack_Template( type Entry; 
      evaluates Max_Depth: Integer); 
   uses Std_Integer_Fac, String_Theory; 
  requires Max_Depth > 0; 
 
 Type_Family Stack  ⊆ Str(Entry); 
  exemplar S; 
  constraints S ≤ Max_Depth; 
  initialization 
   ensures S = Λ; 
 
 Operation Push( alters E: Entry; updates S: Stack ); 
  requires S < Max_Depth; 
  ensures S = 〈#E〉 ° #S; 
 
 Operation Pop( replaces R: Entry; updates S: Stack ); 
  requires S > 0 ; 
  ensures #S = 〈R〉 ° S; 
 
 Operation Depth_of( restores S: Stack ): Integer; 
  ensures Depth_of = ( S ); 
 
 Operation Rem_Capacity( restores S: Stack ): Integer; 
  ensures Rem_Capacity = ( Max_Depth −S); 
 
 Operation Clear( clears S: Stack ); 
end Stack_Template; 
 
This specification is for a generic family of stacks whose entries 
are left to be supplied by clients and whose maximum depth is a 
parameter.  It exports a family of stack types along with the 
typical operations on stacks.  Any given stack type is modeled as 
a collection of strings over the given type Entry whose length is 
bounded by the Max_Depth parameter.   
 
In order to promote both component reuse and the idea of 
multiple implementations for any given concept, our design 
guidelines include the recommendation that concepts should 
provide whatever operations are necessary to support whatever 
type is being exported and operations that allow a user to check 
whether or not a given operation should be called.  In the stack 
example both Push and Pop must be present because those are 
the operations that define stack behavior.    The Depth_of and 
Rem_Capacity enable a client to find out whether or not it is 
alright to Push or to Pop.   These are called primary operations. 
 
Our guidelines suggest that secondary operations, ones that can 
be carried out -- efficiently -- using the primary ones, should be 
in an enhancement.  An enhancement is a component that is 
written for a specific concept.  It can use any of the exported 
types and operations provided in that concept.  For example, we 
might write an enhancement to reverse a stack.  In it would be 
an operation whose specifications indicate that whatever stack is 
passed into the procedure is supposed to be reversed.  Given 
below is the functionality specification of such an enhancement: 
 
Enhancement Flipping_Capability for Stack_Template; 
 Operation Flip(updates S: Stack); 
  ensures S = #SRev; 
end Flipping_Capability; 
 
The advantage of writing this capability as an enhancement is 
that it is reusable, i.e., it will work for all Stack_Template 
realizations.  For an example of a Stack_Template realization, a 
reader is referred to [18]. 
 
In our implementation, given below, we have included both the 
code (it is purely generic since any realization of the given stack 
concept may be used for the underlying stack type) and the 
performance specifications that deal with time and space.   
 
Realization Obvious_F_C_Realiz for 
Stack_Template.Flipping_Capability; 
     Duration Situation Normal: ∃ CPu, CPo, CIE, CEI, CSIS: ℝ>0 ∋  
  CPu = LUB(DurPush[Entry×Stack]) and  
CPo = LUB(DurPop[Entry×Stack]) and  
 CIE = LUB(DurIs_Empty[Stack]) and  
CEI = DurEntry.Initialization and  
 CSIS + Max_Depth∗CEI = DurStack.Initialization; 
        Defn const C1: ℝ>0 = (CIE + CPo + CPu); 
Defn const C2: ℝ>0 = (DurCall(1) + CEI + CSIS + CIE + C:=:); 
Defn const Cnts_Disp( S: Str(Entry) ): ℕ =  
( ∑ ∗
Entry:E
)E()S,E(Ct_Occurs Disp  ); 
Displacement Situation Normal: ∃ DSD, DEID: ℕ ∋  
      DEID = DispEntry.Init_Val and  
∀ S: Stack, Disp(S) = DSD +  
DEID∗(Max_Depth − |S|) + Cnts_Disp( S ) and  
∀ E: Entry, Disp(E) ≥ DEID and 
Is_Nominal(Mnp_DispPop(E, S)) and  
Is_Nominal(Mnp_DispPush(E, S)) and 
Is_Nominal(Mnp_DispIs_Empty(S)); 
 
Procedure Flip( upd S: Stack ); 
 duration Normal: C1∗|#S| + Max_Depth∗CEI + C2; 
 manip_disp Normal: 2∗DSD + DEID∗(2∗Max_Depth + 
1 − |@S|) + Cnts_Disp( @S ); 
 Var Next_Entry: Entry; 
 Var S_Flipped: Stack; 
 While ¬ Is_Empty( S ) 
     updating S, S_Flipped, Next_Entry; 
    maintaining #S = S_FlippedRev◦S and  
    Entry.Is_Initial(Next_Entry); 
     decreasing |S|; 
     elapsed_time Normal: C1∗|S_Flipped|; 
     max_manip_space 2∗DSD + DEID∗(2∗Max_Depth  
+ 1 − |#S|) + Cnts_Disp( #S ); 
 do 
  Pop( Next_Entry, S ); 
  Push( Next_Entry, S_Flipped ); 
 end; 
 S :=: S_Flipped; 
      end Flip; 
end Obvious_F_C_Realiz; 
 
In writing performance specifications, there is a trade-off 
between generality and simplicity.  Given that the space/time 
usage of a call to every operation could depend on the input and 
outputs values of its parameters at the time of the call, a general 
version of performance specification can be quite complex.   But 
we can simplify the situation, if we make some reasonable 
 assumptions about the performance of reusable operations.  
While the performance specification language should be 
sufficiently expressive to handle all possibilities, in this paper, 
we present simplified performance expressions making a few 
assumptions.  When the assumptions do not hold, the 
performance specifications do not apply.   
 
There may a variety of ways in which time and space are 
handled, such as the straightforward allocation of space upon 
declaration and immediate return upon completion of a block as 
one method, and amortization as another.  Here we use the term 
Duration Situation followed by Normal to indicate the former.  
A specification may also give performance behavior for more 
than one situation. 
 
We provide constants that represent durations for each of the 
procedures that might be called, taking least upper bound when 
those durations might vary according to contents.  For example, 
DurPush stands for the amount of time taken by a Push operation.  
Since that might vary depending on the particular value being 
pushed, the least upper bound is used to address that fact. 
 
The way this approach allows the use of generic code is to have 
specifications that can be given in terms of the procedures they 
call.  We think of initialization as a special procedure, one for 
each type, that is called when a variable is declared.  For 
example, DurStack.Initialization means the duration associated with 
the initialization of a stack.  We do not know nor do we need to 
know what particular kind of stack will be used here, rather our 
specifications are completely generic, allowing the specific 
values to be filled in once a particular stack type has been 
designated. 
 
All of the constants at the beginning of the realization are 
presented as convenience definitions so that the expressions 
written in the duration and manip_disp clauses will be shorter 
to read. 
 
Just as we have identified what duration constants are needed 
for specifying the duration of the reversing procedure, we also 
set up definitions to make the storage (manip_disp) expression 
shorter to read.  We can now see how the duration and 
manipulation displacement expressions associated with each 
procedure can be used when scaling up and using those 
procedures in a larger program. 
 
In verifying the correctness of the procedure, for the loop 
statement, the programmer supplies the following information:   
 
• An updating clause that lists variables that might 
be modified in the loop, allowing the verifier to 
assume that values of other variables in scope are 
invariant, i.e., not modified; 
• A maintaining clause that postulates an invariant 
for the loop; 
• A decreasing clause that serves as a progress 
metric to be used in showing that the loop 
terminates; 
• An elapsed time clause for each situation 
assumption in the duration specification to denote 
how much time has elapsed since the beginning 
of the loop; and  
• A max_manip_space clause that denotes the 
maximum space manipulated since the beginning 
of the loop in any iteration. 
 
The proof rule for while loop (not given here) checks that each 
of the programmer-supplied clauses is valid and then employs 
them in the proof.   
 
In this short version of the paper, we have omitted discussion of 
several important issues, including proof rules for loop 
statements as well as other constructs.  We have also not 
explained how the system can accommodate dynamic and/or 
global memory management, though the framework allows for 
those complications.  Finally, the non-trivial aspects of a 
framework within which to discuss the soundness and 
completeness of the proof system need to be presented. 
 
5. RELATED WORK AND SUMMARY 
 
The importance of performance considerations in component-
based software engineering is well documented [7, 19, 20, 21].   
Designers of languages and developers of object-based 
component libraries have considered alternative 
implementations providing performance trade-offs, including 
parameterization for performance [2].  While these and other 
advances in object-based computing continue to change the 
nature of programming languages, formal techniques for static 
performance analysis have restricted their attention to real-time 
and concurrency aspects [6, 10, 11, 20].   
 
Hehner and Reddy are among the first to consider formalization 
of space (including dynamic allocation) [4, 13].  Reddys work 
is essentially a precursor to the contents of this paper, and its 
focus is on performance specification.  The proof system for 
time and (maximum) space analysis outlined in [4] is similar to 
the elements of our proof system given in section 2 of this paper.  
Both systems are intended for automation.  In verification of 
recursive procedures and loops, for automation, we expect time 
remaining and maximum manipulated space clauses to be 
supplied by a programmer, though the need for the clauses is not 
made apparent in the examples in Hehners paper.   Our rules for 
these constructs are, therefore, different.  Other differences 
include performance specification of generic data abstractions 
and specification-based modular performance reasoning.  This 
becomes clear, for example, by observing the role of the 
displacement functions in the procedure call rule in Section 3. 
 
This paper complements our earlier paper on performance 
specification in explaining how performance can be analyzed 
formally and in a modular fashion.  To have an analytical 
method for performance prediction, i.e., to determine a priori if 
and when a system will fail due to space/time limits, is a basic 
need for predictable (software) engineering. Clearly, 
performance specification and analysis are complicated 
activities, even when compounding issues such as concurrency 
and compiler optimization are factored out.  Bringing these 
results into practice will require considerable education and 
sophisticated tools. More importantly, current language and 
software design techniques that focus on functional flexibility 
need to be re-evaluated with attention to predictable 
performance.   
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ABSTRACT
This position paper focuses on contract monitoring for com-
ponent interfaces, considering the verification of functional
and non-functional properties in the contracts. We inves-
tigate what properties are needed on behavioral and Qual-
ity of Service contracts. We also define what are the re-
quirements on a monitoring environment to handle properly
those contracts. We briefly transpose those requirements to
a meta-level architecture.
1. INTRODUCTION
The development of component-based systems intends to
deliver the beneficial effects that the object-oriented ap-
proach failed to completely provide: reuse of out-sourced
pieces of software and thus increased productivity. The def-
inition of component devised during the 1996 Workshop on
Component-Oriented Programming [1] is the following: “A
software component is a unit of composition with contrac-
tually specified interfaces and explicit context dependencies
only. A software component can be deployed independently
and is subject to composition by third parties.”
In this definition, the specification process is clearly re-
lated to contractually specified interfaces. This position pa-
per focuses on the general notion of contract for components,
that is a component must expose functionalities, through its
functional contract, and its performances, using some non-
functional contract. More precisely, Beugnard et al [3] cat-
egorize contracts in four levels:
1. Syntactic contracts, that is signatures of data types.
2. Behavioral contracts, that is some semantic descrip-
tion of data types,
3. Synchronization contracts, which deal with concurrency
issues.
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4. Quality of Service (QoS) contracts, which encompass
all non-functional requirements and guarantees.
We consider it crucial to dispose of such contracts if we
want software components to behave like components from
other engineering domains. Moreover, software components
can certainly be the right software units to justify the ad-
ditional cost of using more formal approaches, as their life
cycle and their marketing strategies might be driven by qual-
ity. To create a real market of software components, appli-
cation developers must be capable of browsing, comparing
and choosing components [13] according to all their exposed
properties: an expression of services and quality of these ser-
vices is then obviously necessary. Those specifications must
then be verified one way or another.
Consequently we believe that the specification and verifi-
cation of component-based systems must take into account
those four levels of contract from the start, to provide a
broad and consistent framework to handle those different
kinds of properties. As we also believe that expressive for-
malisms are needed to support the contractual approach,
we base our work on the hypothesis that it is not possible
to fully verify statically that such contracts are never vio-
lated. The runtime enforcement of those contracts together
leads to specific monitoring problems as a straightforward
combination of separate contracts monitoring would inter-
fere with each other. A specific monitoring framework is
needed to handle all kinds of contract and we consider that
an appropriate meta-level architecture must be defined to
provide such a framework.
In this paper, we investigate what properties are needed
on contracts, by considering two specific levels, behavioral
and QoS. We define the global contract which consists of the
combination of the four levels. We describe what are the re-
quirements on a monitoring environment to handle properly
those contracts. We briefly transpose those requirements
to a meta-level architecture, both in its design and in its
implementation.
2. SPECIFICATION OF BEHAVIORAL AND
QOS CONTRACTS
In this paper, we only focus on the behavioral and QoS
contracts. The first level of contract corresponds to type
signatures, and type checking is usually performed stati-
cally. The synchronization aspects of contracts still need
to be studied in a general enough component framework, as
concurrency issues are often reduced to the means of com-
munication of a given connector of a component.
2.1 Behavioral Contract
Several specification techniques can be envisaged to spec-
ify the behavioral semantics of component interfaces. Cur-
rently the contractual approach based on preconditions, post-
conditions and invariants is promoted as a pragmatic but
valuable specification technique for components. Current
component frameworks are based on, or at least promote,
OO programming languages. The majority of those OO
languages provide only the first level of contract, but there
are languages, such as Eiffel [12], that inherently incorporate
behavioral contracts with preconditions, postconditions and
invariants. Many extensions to existing languages with be-
havioral contracts, such as iContract [10] or JML [11] for
Java, have also been designed.
Szyperski [14] showed that behavioral contracts based on
pre and postconditions have several drawbacks related to
call-backs and re-entrance. Nevertheless, we believe it still
constitutes the best trade-off between expressiveness and
ease of comprehension by an average developer.
However, there are two different specification approaches
for those behavioral contracts:
• The first one can be qualified as language-based specifi-
cation, as the contract expression is a boolean expres-
sion of the annotated language, usually using all the
functional features (access to fields, method calls, ba-
sic types and operations) with some specific operators
to refer to previous states (old, @pre), to the result of
the annotated function (result), etc. The main refer-
ence is the Eiffel language [12], even if more expressive
assertion language have been proposed [10], with the
addition of quantification operators for example.
This approach suffers from its reuse of the annotated
language, as it is often hard to provide a complete for-
mal semantics for the assertion language, as the un-
derlying programming language does not provide one
either. Despite this problem, this approach is open
to partial specification, fits well with subtyping and is
well understood by developers.
Moreover, recent work [7] provides a sound framework
for behavioral contracts based on pre and postcondi-
tions. This theory [6] brings soundness regarding in-
heritance and interfaces in the context of the Java pro-
gramming language. But this theory is applicable to
many other cases.
• The other approach relies on model-based specifica-
tions [4], that is the annotations that make up the
contract are stated in terms of a mathematical model
of the states of objects. This kind of specification usu-
ally enables static analysis and theorem proving, as
they are based on an algebraic style. However, as the
expressiveness of the language increases, proofs are no
longer possible. Moreover, this kind of specification
is hard to understand by developers as they are not
trained or used to think in such a way.
A somewhat hybrid approach is now developed : JML
(Java Modeling Language) [11] restricts the use of mod-
els to model fields and reuses as much as possible the
Java syntax and semantics for basic operations in the
assertion language (access to fields, method calls, ba-
sic operators, etc.). JML also provides very interesting
features with the separate specification of normal and
exceptional behaviors, quantification operators and re-
finement of the specification models1. The runtime en-
forcement of some parts of the contract is also possible.
As a result, JML provides a well-founded basis from
the start, trying to be closer to developers.
Both approaches have advantages and drawbacks, and are
trying to eliminate their respective disadvantages: theoret-
ical work is done in the language-based approach, practical
issues motivate work in the model-based approach. One can
hope that the approaches will merge or that one approach
will reuse and adapt all beneficial aspects of the other one.
In the meantime, it must be noted that both JML and
language-based contracts systems lead to the same kind of
runtime monitoring systems, which will be shown to inter-
fere with other contract levels.
2.2 QoS Contract
Regarding QoS, contracts have been investigated in the
world of distributed objects and components systems. Soft-
ware components, in the broad sense, must be able to ex-
pose many different non functional properties, such as per-
formance, reliability, policies related to persistence, transac-
tions or security. Apart from the properties that are usually
provided by the container — or context —, designing a QoS
contract system expressing time and space performance in
function of some resources usage seems quite challenging, as
many aspects must be taken into account.
The complexity of algorithms can be easily related to an
order using the O notation on both the average and worst
cases. Both cases are likely to be relevant for a software
component. But this notation expresses complexity bounds,
independent of any deployment platform, so these formulas
need to be related to absolute bounds [14], showing some
real figures. In addition to the issue of comparing perfor-
mance, contracting QoS leads to the problem of handling
negotiation and renegotiation.
To our knowledge, no QoS contract language or system
expresses and verifies performance issues based on input pa-
rameters and resources usage, but QML (QoS Modeling Lan-
guage) [8] looks like the most advanced QoS specification
language. In QML, the QoS specification is made of three
mechanisms: contract type, contract and profile. Contract
type are QoS aspects, such as performance or reliability. A
contract is an instance of a contract type and a profile asso-
ciates a QML contract with an interface. The QoS aspects
that can be represented in QML are quite powerful, with dif-
ferent domains of value, constraints and even statistics on
measured values over a period of time. However QML does
not provide any means to express a QoS contract according
to some parameters that would come from the component
interface, e.g. to specify a time constraint in relation with
the size of an input data structure. Moreover resources con-
sumption cannot be specified. QML contracts are made of
constraints on domains of values, and a contract can refine
1JML also provides a when clause, which can be seen as part
of a level 3 contract on synchronization: if a method is called
and its preconditions hold, the call will wait until the when
clause holds as well.
another one by adding constraints or putting stronger con-
straints on an already constrained domain. Each kind of
constraint that can be defined in QML must specify a to-
tal order among its values. A conformance relation is then
defined between the contracts.
Monitoring QoS is not considered in QML [8], but similar
QoS oriented approaches monitor some properties at run-
time by configuring the middleware, or by using meta-level
mechanisms [2]. As some categories of QoS can involve per-
vasive monitoring, like security in Java [5], interferences be-
tween the separate QoS monitoring already proposed would
certainly occur. As general-purpose QoS specification for-
malisms are likely to be proposed, a contract monitoring en-
vironment must be carefully designed to enable to express
the correct combination of each corresponding monitoring
process. It must be also kept open enough to take into
account the possible new features. The environment must
also handle the case of partial conformance between QoS
contracts or during monitoring, e.g. a time constraint is re-
spected but a space constraint is not. Different policies are
then applicable: termination, renegotiation, etc. The same
problem arises on the global contract, as described in the
next section.
2.3 Putting Contracts Together
Considering all four levels together (type, behavior, syn-
chronization, QoS), a proper combination can be determined
in order to provide a global contract. The general specifica-
tion can simply be done separately in each contract formal-
ism and the conformance rule of this global contract is the
conjunction of all conformance rules. However, it is also im-
portant to consider the case where some partial conformance
is achieved, which typically leads to contract renegotiation
in QoS-aware systems. Different actions regarding the con-
tract can be started:
• Termination if the QoS contract is considered as too
important to be renegotiated.
• Renegotiation of the QoS contract with weaker con-
straints (e.g. a 3D component cannot provide a 30
frames/s rate and the new QoS contract asks for 25).
• Withdrawal of the QoS contract, getting back to a
purely functional best-effort approach.
• Renegotiation of the functional contract and possibly
of the QoS contract (e.g. the same 3D component
is asked to lower its resolution and may be asked to
maintain the 30 frames/s rate).
Consequently the combination of all contracts must be pro-
vided with the addition of dynamic negotiation capabilities,
which can be taken for example from the QoS formalism.
2.4 Monitoring Issues
Monitoring at runtime needs a proper support so that a
specific contract monitoring does not affect another moni-
toring process at a different level. For example, behavioral
and QoS monitoring can interfere if the monitoring code
that evaluates assertions create new objects when the QoS
is monitoring space occupancy. In the same way, the time
spent in monitoring must not be taken into account in pro-
filing time, unless explicitly specified. Consequently, mon-
itoring behavioral contracts must be done in a framework
that will not interfere on any other contract level:
• by not adding new types in the type hierarchy;
• by not modifying the program behavior in relation to
synchronization;
• and finally by not consuming any time or space!
Even if the first property can be achieved by modifying all
the methods that give access to type information, it is not
feasible to completely achieve the second and third proper-
ties. Nonetheless, the monitoring environment must strive
for minimizing the effect of the observer on the observed
phenomena.
3. REQUIREMENTS FOR
MONITORING CONTRACTS
In order to provide an appropriate framework to monitor
all kinds of contract, we propose exposing the necessary con-
cepts that are manipulated by behavioral contract systems.
In the same way, we expect to describe an open enough
framework for QoS monitoring, so that the monitoring pro-
cesses can be manipulated and composed at the global level.
3.1 Behavioral Contract Monitoring
The monitoring technique for such contracts consists in
checking the appropriate preconditions at the entry of a
method, the postconditions and invariants at the exit. Defin-
ing what are the appropriate assertions, i.e. the semantically
correct ones, to be monitored on a given object at runtime,
according to inheritance, subtyping and implemented inter-
faces [6] is considered as out of the scope of the monitoring
process. We present a list of requirements on the monitoring
system:
• The integration of the contract enforcement code with
the normal code must not create new visible classes or
methods — wrapping asserted methods is a common
way to integrate assertions —. Even if programmers
can be told not to use these, any tool that uses the
modified class will consider them as normal unless cor-
rectly hidden or specified. Avoiding a pervasive inte-
gration is also important for the deployment footprint,
which could be constrained in a QoS contract.
• Specific data structures and code are usually necessary
to manage the integration, to avoid non-termination of
assertion checking due to recursion, to provide asser-
tion triggering at a fine-grained level (class or object)
and to make the checker thread-safe!
• All accesses to instance fields and all method calls that
are made to evaluate an assertion are recorded as such,
i.e. not counted in time measurement.
• All created objects during any evaluation are excluded
from space measurement.
• The synchronization policies and behaviors normally
defined for the component should not be modified.
How this can be achieved, totally or partially, remains
an open question. However, the sketched framework is
expected to be able to design and experiment proper
solutions.
The assertion languages always provide enhancements to
boolean expressions in order to increase expressiveness. The
most common ones are studied in relation to the monitoring
issues:
• Quantification operations (∀, ∃), or more generally
higher-level functions, need to be translated to the un-
derlying language, thus generating extra code and new
functions. That boils down to the first side-effects pre-
sented above.
• Access to the result of the annotated function usually
generates side-effects because of methods wrapping or
any other techniques used to provide this feature.
• Reference to the previous state of objects in the spec-
ification of procedures (old, @pre) is usually done by
generating local variables that keep references or val-
ues of the concerned variables by computation at the
method entry. They are later referenced at method
exit. This additional code generates side-effect. This
is also the same for the let construct, which is used
to avoid repetitions in assertions.
All the prototyped approaches that have been proposed so
far generates all, or almost all, side-effects listed above. That
includes approaches based on source to source processing,
bytecode adaptation, compile-time or runtime reflection and
aspect-based processing.
3.2 QoS Contract Monitoring
As a proper general QoS specification language is not
available, we infer some principles on how to monitor QoS.
Taking QML as an example, the monitoring would be based
on time measurement and appropriate recording to com-
pute necessary values and statistics. QoS in general would
be based on measurement of many parameters, to compute
results ranging from simple constraints to complex function
of several parameters, such as time and space requirements
together with dependencies on available resources, size of
input data, etc.
Consequently, the computation of these results needs to
be semantically correct, that is:
• without any interference from other contracts, and ac-
tually, without any interference coming from the com-
ponent surrounding, such as the services provided by
the container.
• at the appropriate times. Considering the method call
as the essential point of contracting, the monitoring
environment can be kept open by reusing the fine-
grained model of aspect-oriented programming [9] to
consider the following events: before the method call
(client side), at the method entry (provider side), be-
fore the exit (provider side), just after the method call
(client side). A distinction can also be made between
the method call and the effective method execution
(late binding).
3.3 Requirements for an appropriate meta-
level
Monitoring behavioral contracts can be seen as an aspect
in the sense of aspect-oriented programming [9]. Monitoring
some QoS properties in middleware has been done through
message reflection [2]. Consequently we consider that the
monitoring of all forms of contracts must be done in a ap-
propriate meta-level framework supporting message inter-
ception, as contracts are mainly monitored on method calls.
However this meta-level must satisfy strong constraints, as
it must provide a clear separation between the normal be-
havior and other aspects, so that monitoring of contracts
can be as transparent as possible to the semantics and to
QoS for the client.
We believe that this transparency can be achieved by
defining a minimal set of interactions between the two lev-
els, taking into account low-level issues such as object al-
location. At the meta level, the careful implementation of
the specific contractual constructs we have described is ex-
pected to enforce transparency as well. The main issue of
such a framework will certainly be performance, as both
levels will need to act as almost separate execution environ-
ments. The implementation of a prototype to experiment
these ideas has begun. It uses a language-based specifica-
tion language for Java, OCL-J, which adapts the Object
Constraint Language of UML to the Java programming lan-
guage. The developed prototype is intended to use the Java
Platform Debugging Architecture (JPDA), as this architec-
ture provides a framework that is close in some points to
our requirements. We expect these experiments to provide
feedback on how to properly design the interactions between
the base and the meta levels, as well as new insights in the
area of contract monitoring.
4. CONCLUSION
In order to provide quality software components, the spec-
ification and verification of component-based systems must
take into account both the functional and non-functional
contracting of interfaces. By considering a global contract
merging all kinds of contracts, we showed that renegotia-
tion of QoS contracts must be supported and that different
monitoring codes must be aware of each other and must not
interfere. Consequently we argue that contract monitoring
must be handled globally inside a meta-level that clearly
separates the base level and the meta-level in all functional
and non-functional aspects.
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HQJLQHHUV WKH PHWKRG VKRXOG EH EDVHG RQ ZLGHO\ DFFHSWHG
VRIWZDUH VSHFLILFDWLRQ DQG GHVLJQ WHFKQLTXHV 7KHVH WHFKQLTXHV
VKRXOGPDNHHQJLQHHU¶VZRUNPRUHHIILFLHQWDIWHUWKHHQJLQHHUKDV
JDLQHGVRPHH[SHULHQFHZLWKWKHP
 .(<35,1&,3/(6)25&20321(17
%$6(’$5&+,7(&7,1*
&RPSRQHQWEDVHGDUFKLWHFWLQJ HJ VHH >@DQG >@ LVRQHRI
WKH PRVW SURPLVLQJ DSSURDFKHV IRU PDQDJLQJ FRPSOH[LW\ DQG
ERRVWLQJUHXVH+RZHYHUFXUUHQWFRPSRQHQWEDVHGDSSURDFKHVGR
QRWDGGUHVVWKHEHKDYLRUDODQGQRQIXQFWLRQDODVSHFWVRIVRIWZDUH
7KHUHIRUHZHSURSRVHWKHIROORZLQJH[WHQVLRQV
([SOLFLW VSHFLILFDWLRQ RI FRPSRQHQW EHKDYLRU DQG LQWHUDFWLRQ$
IRUPDO VSHFLILFDWLRQ RI WKH G\QDPLF DVSHFWV RI FRPSRQHQWV DQG
WKHLU LQWHUDFWLRQLVQHFHVVDU\IRUUHDVRQLQJDERXW WKHEHKDYLRURI
WKHLUFRPSRVLWLRQDQGLWVQRQIXQFWLRQDOSURSHUWLHV
6XSSRUWRIKLHUDUFKLFDOFRPSRQHQWGHVFULSWLRQ$FRPSRQHQWFDQ
EHHLWKHUDWRPLFRUFRPSRXQG7KHDWRPLFFRPSRQHQWFDQQRWEH
IXUWKHU VXEGLYLGHG EXW WKH FRPSRXQG FRPSRQHQW FDQ FRQVLVW RI
DWRPLFDQGRURWKHUFRPSRXQGFRPSRQHQWV$VDUHVXOWRQHKDV
PRUH IOH[LELOLW\ LQFKRRVLQJ WKHXQLWRI WKH UHXVHHLWKHUD VLQJOH
DWRPLFFRPSRQHQWRUDQHQWLUHSDFNDJH$QRWKHUDGYDQWDJHLVWKH
SRVVLELOLW\WRDSSO\FRPSRVLWLRQDOGHVLJQDSSURDFKDWWKHGLIIHUHQW
OHYHOV RI KLHUDUFK\ D V\VWHP LV FRPSRVHG IURP VXEV\VWHPV
VXEV\VWHPVDUHFRPSRVHGIURPFRPSRXQGFRPSRQHQWVHWF
6HSDUDWLRQ RI FRPSRQHQW LQWHUDFWLRQ IURP FRPSRQHQW EHKDYLRU
7KH GHVFULSWLRQ RI EHKDYLRUDO DVSHFWV LV VWUXFWXUHG LQ VHSDUDWH
SDUWV 7KHUH DUH VSHFLILFDWLRQV RI FRPSRQHQW EHKDYLRU DQG
VSHFLILFDWLRQV RI FRPSRQHQW LQWHUDFWLRQ $ UDWLRQDOH IRU
LQGHSHQGHQW VSHFLILFDWLRQ RI WKH LQWHUDFWLRQ UHODWLRQVKLSV LV
SUHVHQWHG LQ >@:H LGHQWLILHG WKH IROORZLQJ DGGLWLRQDO UHDVRQV
IRUWKLVVHSDUDWLRQ
 *HQHULFLW\7DLORUDELOLW\ 7KH LQWHUDFWLRQ VSHFLILFDWLRQ
PD\ EH XVHG WR WDLORU WKH EHKDYLRU RI JHQHULF
FRPSRQHQWV WR SDUWLFXODU FRQWH[W 7KLV KHOSV WR DYRLG
FRGLQJ RI FRQWH[WGULYHQ DVSHFWV ZLWKLQ FRPSRQHQWV
DQGKHQFHDOORZVPRUHJHQHUDOFRPSRQHQWGHVLJQV
 6SHFLI\LQJ FRQVWUDLQWV HQGWRHQG ’HSHQGDELOLW\
FRQVWUDLQWV DUH RIWHQ FRQFHUQHG ZLWK WKH HQGWRHQG
LQWHUDFWLRQ EHWZHHQ FRPSRQHQWV +DYLQJ D VHSDUDWH
VSHFLILFDWLRQ RI WKH LQWHUDFWLRQ FRQVWLWXWHV D EHWWHU
PHDQV IRU VWUXFWXULQJ WKH VSHFLILFDWLRQ WKDQ WKH
DOWHUQDWLYHV  SODFLQJ FRQVWUDLQWV DW RQH RI WKH
FRPSRQHQWV LQYROYHGRU GLYLGLQJ XS DQ HQGWRHQG
WLPLQJFRQVWUDLQWRYHUPXOWLSOHFRPSRQHQWV
 /RRVHFRXSOLQJ,QH[LVWLQJFRPSRQHQWPRGHOVWKHZD\
WKDW D FRPSRQHQW LV LQWHQGHG WR LQWHUDFW ZLWK RWKHU
FRPSRQHQWV LV SURJUDPPHG LQWR D FRPSRQHQW
HQGRJHQRXV ELQGLQJ 7KLV KDV WR FKDQJH LI WKH
EHKDYLRU RI RWKHU FRPSRQHQWV FKDQJHV +HQFH LW
FRQVWLWXWHV D GHSHQGHQF\ RQ WKH EHKDYLRU RI RWKHU
FRPSRQHQWV %\ VSHFLI\LQJ LQWHUDFWLRQ VHSDUDWHO\
H[RJHQRXVO\WKLVGHSHQGHQF\LVDYRLGHG
([SOLFLWVSHFLILFDWLRQRIWKHUHVRXUFHUHTXLUHPHQWVRIFRPSRQHQWV
7KH GHSHQGDELOLW\ RI D V\VWHP LV UHODWHG WR WKH DPRXQW RI
UHVRXUFHV FRQVXPHG E\ WKH FRPSRQHQWV DQG SURYLGHG E\ WKH
H[HFXWLRQ SODWIRUP 7KHUH DUH WKUHH W\SHV RI UHVRXUFHV
FRPSXWDWLRQUHVRXUFHVFRPPXQLFDWLRQUHVRXUFHVDQGVWRUDJH7KH
GHILQLWLRQ RI FRPSRQHQW UHVRXUFH UHTXLUHPHQWV LQ D SODWIRUP
LQGHSHQGHQWZD\EURDGHQVWKHVFRSHRIFRPSRQHQWDSSOLFDWLRQ
6SHFLILFDWLRQ RI GHSHQGDELOLW\ FRQVWUDLQWV LQ DQ HQGWRHQG
IDVKLRQ 7KH EDVLF LGHD LV WKDW WLPLQJ DQG GHSHQGDELOLW\
FRQVWUDLQWV VKRXOG QRW EH FRPSRQHQW DWWULEXWHV EHFDXVH WKLV
ZRXOG MHRSDUGL]H UHXVDELOLW\ 7KH\ DUH UDWKHU FRQVLGHUHG DV
FRQVWUDLQWVRQWKHG\QDPLFVRIWKHV\VWHPLHRQWKHFRPSRQHQW
LQWHUDFWLRQ
’LVWLQJXLVKUHVRXUFHFRQVWUDLQWVDQGUHVRXUFHFRQVXPSWLRQ7KH
IRUPHUDUHGHVFULEHGDW WKHRYHUDOOV\VWHPOHYHO LQDQHQGWRHQG
IDVKLRQDQGWKHODWWHULVDVVRFLDWHGZLWKDFRPSRQHQWGHVFULSWLRQ
7KLVVHSDUDWLRQHQDEOHV WKHGHYHORSPHQWRIUHXVDEOHFRPSRQHQWV
DQG JLYHV GHVLJQHUV IUHHGRP LQ WKH VDWLVIDFWLRQ RI WKH UHVRXUFH
FRQVWUDLQWV
$OOWKHDIRUHPHQWLRQHGDVSHFWVKDYHWREHSURSHUO\HODERUDWHGLQ
RUGHUWRFRQVWLWXWHDSUDFWLFDOPHWKRG
 $5&+,7(&7,1*(19,5210(17
7R UHFRQFLOH WKH JRDOV RI XVLQJ DFFHSWHG VRIWZDUH HQJLQHHULQJ
QRWDWLRQV DQGDXWRPDWHG DQDO\VLV WRROVZHDLP IRU D IUDPHZRUN
WKDWFRQVLVWVRIWKUHHSDUWVVHH)LJXUH
7HPSRUDO
/RJLF
7LPHG
$XWRPDWD
06&
5HJXODU
([SUHVVLRQV
7LPHG$XWRPDWD
833$$/QRWDWLRQH[WHQVLRQV
%DVLF
IRUPDOLVP
([WHQVLRQV
IRUVSHFLI\LQJ
LQWHUDFWLRQV
DQGWLPLQJ
FRQVWUDLQWV
%HKDYLRU&RQVWUDLQWV6SHF
2&/
$QDO\VLV 9HULILFDWLRQ 6LPXODWLRQ
(YDOXDWLRQ
([WHQVLRQV
IRUVSHFLI\LQJ
EHKDYLRXU
FRQVWUDLQWV
)LJXUH$UFKLWHFWLQJHQYLURQPHQW
7KHDUFKLWHFWLQJHQYLURQPHQWSURYLGHVHQJLQHHUVWKHSRVVLELOLW\WR
XVH D FRPELQDWLRQ RI QRWDWLRQV IRU GHVFULELQJ DUFKLWHFWXUHV )RU
WKH WLPH EHLQJ ZH IRFXV RQ 0HVVDJH 6HTXHQFH &KDUWV 06&
>@ DQG 7LPHG $XWRPDWD 7$ >@ $OVR WKH DUFKLWHFWLQJ
HQYLURQPHQWLVWREHH[WHQGLEOHZLWKRWKHUQRWDWLRQVVXFKDV WKH
2EMHFW&RQVWUDLQW/DQJXDJH2&/>@RUWHPSRUDOORJLF
)RUDQDO\]LQJDUFKLWHFWXUDOGHVLJQVWKHGLIIHUHQWQRWDWLRQVQHHGWR
EH UHODWHG7R WKLV HQGZHGHYLVHPDSSLQJV RI QRWDWLRQV RQWR D
EDVLF IRUPDOLVP ,Q RXU DSSURDFK 7LPHG$XWRPDWD DUH XVHG DV
EDVLF IRUPDOLVP :H GR QRW H[SHFW WR ILQG PDSSLQJV RI DOO
FRQVWUXFWVRIDOOPRGHOLQJQRWDWLRQVRQWRDVLQJOHEDVLFPRGHOLQJ
IRUPDOLVP ,Q FRRSHUDWLRQ ZLWK HQJLQHHUV ZH KDYH WR VHOHFW
VXEVHWV RI WKH QRWDWLRQV WKDW FRPSULVH WKH PRVW LPSRUWDQW
PRGHOLQJFRQVWUXFWV\HWDOVRSURYLGHWKH LQIRUPDWLRQQHHGHGIRU
DXWRPDWLFDQDO\VLV
7RVXSSRUWGLIIHUHQWW\SHVRIDQDO\VHVZHHQYLVDJHDFROOHFWLRQRI
DQDO\VLVWRROVVXFKDVVFKHGXODELOLW\VLPXODWLRQRUYHULILFDWLRQ
WRROV 7KHVH WRROV RSHUDWH RQ WKH UHSUHVHQWDWLRQ RI WKH
DUFKLWHFWXUDOGHVLJQLQWHUPVRIWKHEDVLFIRUPDOLVP
 $5&+,7(&785(’(6&5,37,21
7(&+1,48(6
7KLV VHFWLRQ HQXPHUDWHV WKH UHTXLUHPHQWV RQ DUFKLWHFWXUH
GHVFULSWLRQ WHFKQLTXHV DQG RXWOLQHV WKH IUDPHZRUN $OVR LW
FRQWDLQVDQH[DPSOHWRLOOXVWUDWHWKHPHWKRGSURSRVHG
 5HTXLUHPHQWVIRUGHVFULSWLRQWHFKQLTXHV
)RU VSHFLI\LQJ FRPSRQHQW EHKDYLRU D QXPEHU RI IRUPDO
GHVFULSWLRQ WHFKQLTXHVZHUH LQVSHFWHG DQGFRPSDUHG%HIRUH WKH
DFWXDO FRPSDULVRQ HVVHQWLDO UHTXLUHPHQWV RQ WKH GHVFULSWLRQ
WHFKQLTXHVZHUHLGHQWLILHG7KHVHUHTXLUHPHQWVDQGWKHLUUDWLRQDOH
IROORZEHORZ7KHUHTXLUHPHQWVDUHPDUNHGDVFRPSXOVRU\&RU
RSWLRQDO2
 7KHGHVFULSWLRQWHFKQLTXHVVKRXOGVXSSRUWTXDQWLWDWLYH
PRGHOVIRUWLPHOLQHVVDQDO\VLV&
5DWLRQDOHWRHQDEOHWLPHOLQHVVDVVHVVPHQWDWWKHHDUO\
DUFKLWHFWLQJSKDVHEHIRUHV\VWHPLPSOHPHQWDWLRQ
 7KHGHVFULSWLRQWHFKQLTXHVVKRXOGVXSSRUWTXDQWLWDWLYH
HYDOXDWLRQRIPHPRU\FRQVXPSWLRQ&
5DWLRQDOHWRHQDEOHPHPRU\FRQVXPSWLRQHVWLPDWLRQDWWKH
HDUO\DUFKLWHFWLQJSKDVH
 7KH GHVFULSWLRQ WHFKQLTXHV VKRXOG VXSSRUW VSHFLILFDWLRQ RI
WLPLQJFRQVWUDLQWVLQDQHQGWRHQGIDVKLRQ&
5DWLRQDOH WR DYRLG XQQHFHVVDU\ UHGXFWLRQ RI GHVLJQ VSDFH
FDXVHGE\DUWLILFLDOVXEGLYLVLRQRIWKHLQLWLDOGHDGOLQHV
 7KHGHVFULSWLRQWHFKQLTXHVVKRXOGVXSSRUW WKHSRVVLELOLW\ WR
VSHFLI\LQWHUDFWLRQEHKDYLRUH[RJHQRXVO\&
5DWLRQDOH WR LQFUHDVH UHXVDELOLW\RI WKH FRPSRQHQWV DQG WR
EXLOGIOH[LEOHDUFKLWHFWXUHV
 7KHGHVFULSWLRQWHFKQLTXHVVKRXOGDOORZRQHWRUHDVRQDERXW
WKH SURSHUWLHV RI D FRPSRQHQW FRPSRVLWLRQ EDVHG RQ WKH
SURSHUWLHVRIWKHFRPSRQHQWV&
5DWLRQDOH7RHQDEOHHIIHFWLYHDXWRPDWHGIRUPDOUHDVRQLQJ
 7KH GHVFULSWLRQ WHFKQLTXHV VKRXOG VXSSRUW WKH VSHFLILFDWLRQ
RI UHVRXUFH UHTXLUHPHQWV SURFHVVLQJ VWRUDJH DQG
FRPPXQLFDWLRQ&
5DWLRQDOHWRHQDEOHDQDO\VLVRIHIIHFWVRIUHVRXUFHFRQIOLFWV
 7KHVSHFLILFDWLRQVPXVWEHFRPSUHKHQVLEOHIRUHQJLQHHUV&
5DWLRQDOHUHGXFHHIIRUWVIRUHGXFDWLRQRIHQJLQHHUV
 6XSSRUWIRUDXWRPDWLFFRGHJHQHUDWLRQ2
$GHVFULSWLRQWHFKQLTXHVKRXOGHQDEOHFUHDWLQJRI WRROV WKDW
FDQJHQHUDWHFRGHIRUDJLYHQVSHFLILFDWLRQ
5DWLRQDOHWRHQDEOHHIILFLHQWGHYHORSPHQW
 8VHRIH[LVWLQJGHVLJQVLPXODWLRQDQGYHULILFDWLRQWRROV2
,WLVSUHIHUDEOHWRXVHWKHH[LVWLQJWRROVLQVWHDGRIGHYHORSLQJ
QHZRQHV
5DWLRQDOHWRGHVLJQWKHVRIWZDUHTXLFNO\DQGHDVLO\
 %DVLFIRUPDOIUDPHZRUN
,QWKLVVHFWLRQZHH[SODLQWKHDUFKLWHFWLQJDSSURDFKE\OLVWLQJWKH
PRGHOV WKDWVKRXOGEHFRQVWUXFWHGIRUGHVFULELQJDQDUFKLWHFWXUH
:HPRWLYDWHWKHFKRLFHVRIWKHIRUPDOGHVFULSWLRQWHFKQLTXHVIRU
WKHVHPRGHOV
 *HQHUDOYLHZ
$JHQHUDORYHUYLHZRI WKHDSSURDFK WRPRGHOLQJ DUFKLWHFWXUHV LV
JLYHQ LQ )LJXUH  7KUHH HVVHQWLDO DUFKLWHFWLQJ PRGHOV DUH
FRQVLGHUHG
7KH ‡6WUXFWXUDO PRGHO· UHSUHVHQWV WKH VWDWLF FRQILJXUDWLRQ RI D
V\VWHP WKURXJK WKH GHSHQGHQFLHV DQG FRQQHFWLRQV EHWZHHQ
FRPSRQHQWV
7KH‡%HKDYLRUDO0RGHO·LVXVHGWRGHVFULEHWKHG\QDPLFDVSHFWV
RI WKH FRPSRQHQWV FRPSRQHQW LQWHUDFWLRQ DQG UHVRXUFH
FRQVWUDLQWV HJHQGWRHQGGHDGOLQHV$FRPSRQHQWGHVFULSWLRQ
VSHFLILHVUHVRXUFHUHTXLUHPHQWVLQWHUPVRIWKH‡5HVRXUFH0RGHO·
7KH ‡5HVRXUFH PRGHO· GHVFULEHV WKH DYDLODEOH UHVRXUFHV 7KLV
PRGHODOVRGHILQHVDVKDULQJVWUDWHJ\IRUHDFKUHVRXUFH
%
$P %Q &T
&S
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&
UU
UU
UUUU
5HVRXUFH
PRGHO
5HVRXUFH 5HVRXUFH
6WUXFWXUDOPRGHO %HKDYLRXUDOPRGHO
6SHFLI\HQGWRHQGFRQVWUDLQWV
6WLPXOXV 5HVSRQVH
)LJXUH2YHUYLHZRIWKHDSSURDFK
 &KRLFHRIDSSURSULDWHIRUPDOLVPV
)RU VWUXFWXUDO GHVFULSWLRQ ZH FRQVLGHU RQH RI WKH H[LVWLQJ
FRPSRQHQW PRGHOV VXSSRUWLQJ WKH QRWLRQV RI SURYLGHG DQG
UHTXLUHG LQWHUIDFHV HJ.RDOD >@ DQG’DUZLQ >@ 6LQFHZH
DLP WR WKHHYDOXDWLRQRI WLPLQJSURSHUWLHV WKHSURSHUEHKDYLRUDO
GHVFULSWLRQIRUPDOLVPVDUHWREHIRXQG
$IWHUFRPSDULQJVHYHUDOIRUPDOLVPVWKHH[WHQGHGQRWLRQRI6WDWH
0DFKLQHV7LPHG$XWRPDWD>@ZDVFKRVHQIRUWKHVSHFLILFDWLRQ
RI FRPSRQHQW EHKDYLRU %DVLF 0HVVDJH 6HTXHQFH &KDUWV >@
ZHUH FKRVHQ IRU VSHFLI\LQJ FRPSRQHQW LQWHUDFWLRQ 7KLV VHFWLRQ
PRWLYDWHVWKLVFKRLFH
 7LPHG$XWRPDWD
7LPHG$XWRPDWDDUHVXSSRUWHGE\DZLGHVFRSHRIH[LVWLQJWRROV
IRUPRGHOLQJDQG VLPXODWLRQ HJ833$$/ IRUGHWDLOV VHH >@
)XUWKHUPRUH WKHLU JUDSKLFDO GHVFULSWLRQ PDNHV WKHP
FRPSUHKHQVLEOHIRUHQJLQHHUV
7KH WKHRU\ RQ 7LPHG $XWRPDWD GHVFULEHV FRQVWUXFWLRQV IRU
REWDLQLQJDQDXWRPDWRQWKDWGHVFULEHVWKHEHKDYLRURIWKHSDUDOOHO
FRPSRVLWLRQ RI WLPHG DXWRPDWD )RU WKH VLPSOHVW FDVHV LW LV
SRVVLEOHWRXVHWKH&DUWHVLDQSURGXFW
+RZHYHUZKHQXVLQJWLPHGDXWRPDWDFHUWDLQSULQFLSOHVPXVWEH
IROORZHG LQ RUGHU WR EH DEOH WR UHDVRQ FRPSRVLWLRQDOO\ )RU
H[DPSOH RQH VKRXOG QRW XVH JOREDO FORFN YDULDEOHV WR GHILQH
FRQVWUDLQVRQWKHEHKDYLRURIPXOWLSOHFRPSRQHQWV
 0HVVDJH6HTXHQFH&KDUWV
$V PHQWLRQHG EHIRUH FRPSRQHQW LQWHUDFWLRQ LV VSHFLILHG
VHSDUDWHO\ IURP FRPSRQHQW EHKDYLRU )RU WKDW D VSHFLILFDWLRQ
ODQJXDJHLVUHTXLUHGWKDWFDQDGGUHVVWKHIROORZLQJLVVXHV
 ,W VKRXOG HQDEOH UHVWULFWLQJ WKH EHKDYLRU RI JHQHULF
FRPSRQHQWV
 ,WVKRXOGVXSSRUWWKHVSHFLILFDWLRQRIWLPLQJFRQVWUDLQWV
LQDQHQGWRHQGIDVKLRQ
7KH 06& QRWDWLRQ DOORZV RQH WR YLYLGO\ H[SUHVV WLPLQJ
FRQVWUDLQWVEHWZHHQVWLPXOXVDQGUHVSRQVHHYHQWVDWDVLQJOHSODFH
LQ D VSHFLILFDWLRQ 7KLV LV LQ FRQWUDVW WR WLPHG DXWRPDWD ZKHUH
WLPLQJ FRQVWUDLQWV DUH VSHFLILHG E\ PHDQV RI WZR RU PRUH
FRQVWUDLQWV RQ VKDUHG FORFN YDULDEOHV WKDW DUH GLVWULEXWHG RYHU
VHSDUDWHVWDWHVRUWUDQVLWLRQVRIWKHPRGHOWKLVZLOOEHLOOXVWUDWHG
ODWHU E\ DQ H[DPSOH 7KLV UHGXFHV WKH LQWHOOLJLELOLW\ RI D
VSHFLILFDWLRQ
06& DUH DZHOODFFHSWHG VRIWZDUH QRWDWLRQ WKDW LV HDV\ WR OHDUQ
DQG XQGHUVWDQG $OVR WKH\ KDYH IRUPDO VHPDQWLFV LQ WHUPV RI
DXWRPDWD VHH HJ >@ WKDWPDNHV LW SRVVLEOH WR UHODWH WKHP WR
WLPHGDXWRPDWDZKLFKZHXVHDVEDVLFIRUPDOLVP
%HFDXVH RI WKH DERYH DGYDQWDJH06&ZHUH SUHIHUUHG WR 7LPHG
$XWRPDWDIRUVSHFLI\LQJWKHWLPLQJFRQVWUDLQWV
 ([DPSOH
7RJLYHDIODYRURIRXUDSSURDFKZHZLOOGHPRQVWUDWHVRPHRIWKH
GHVFULSWLRQSULQFLSOHV DQDO\VLV LVQRW LQFOXGHGZLWKDQH[DPSOH
RIDQ‡$XWRPDWLF7HOOHU0DFKLQH·
7KHVWUXFWXUDOPRGHORIWKHDUFKLWHFWXUHLVGHSLFWHGLQ)LJXUH
8VHU $70 %DQN
)LJXUH.H\FRPSRQHQWV
7KH V\VWHP FRQVLVWV RI WKH IROORZLQJ FRPSRQHQWV 8VHU $70
PRGHOLQJDFDVKGLVSHQVHUDQG%DQNPRGHOLQJVRPHDVSHFWVRI
EDQNRSHUDWLRQ8VHUDQG%DQNLQWHUDFWRQO\ZLWK$70EXWQRW
ZLWKHDFKRWKHU
7KHEHKDYLRUDOPRGHOFRQVLVWVRI D VSHFLILFDWLRQRI WKHEHKDYLRU
RIWKHLQGLYLGXDOFRPSRQHQWVXVLQJ833$$/DQGDVSHFLILFDWLRQ
RIWKHLULQWHUDFWLRQXVLQJ06&V
:HEULHIO\H[SODLQ WKH833$$/QRWDWLRQ>@ ,Q833$$/WLPH
LV PRGHOHG XVLQJ FORFN YDULDEOHV WLPLQJ FRQVWUDLQV DUH
H[SUHVVLRQV RYHU FORFN YDULDEOHV 7KHVH FRQVWUDLQWV FDQ EH
DWWDFKHGERWKWRWUDQVLWLRQVDQGVWDWHV$FRQGLWLRQRQDVWDWHLVDQ
LQYDULDQW WKH V\VWHP LV DOORZHG WR EH LQ D VWDWH RQO\ LI LWV
LQYDULDQW KROGV $ FRQGLWLRQ RQ D WUDQVLWLRQ LV D JXDUG WKH
WUDQVLWLRQFDQRQO\EHWDNHQLIWKHJXDUGKROGV
7KH ODEHOV RQ WUDQVLWLRQV GHQRWH HYHQWV /DEHOV ZLWK D TXHVWLRQ
PDUN‡"·GHILQHLQSXWHYHQWVODEHOVZLWKDQH[FODPDWLRQPDUN‡·
GHILQHRXWSXWHYHQWV
5HWXUQLQJ WR WKH H[DPSOH )LJXUH  GHVFULEHV WKH EHKDYLRU RI
8VHU
,GOH XLQVHUWFDUG XHQWHU3,1
X3,1
LQYDOLG"
X3,1
YDOLGDWHG"
XHMHFW
FDUG"
XHQWHU
DPRXQW
XFDQFHO
XDFFHSW
DPRXQW"
XIDLO"
XVXFFHVV"
XZLWKGUDZ
$XWKRUL]DWLRQ
&KHFNLQJ
DPRXQW
)LJXUH%HKDYLRURI8VHU
7KHVSHFLILFDWLRQRI8VHUGHVFULEHVWKHEHKDYLRURIDQLQGLYLGXDO
ZKR ZDQWV WR ZLWKGUDZ FDVK IURP DQ $70 7KH DXWRPDWRQ
GHILQHVDQRUGHURQWKHHYHQWVIRUWKHZLWKGUDZDOSURFHVV
7KH EHKDYLRU RI $70 DQG %DQN LV LOOXVWUDWHG LQ )LJXUH  DQG
)LJXUHUHVSHFWLYHO\
,GOH
DLQVHUW
FDUG"
DHQWHU
3,1"
DYDOLGDWH
3,1
DQRQ
DXWKRUL]HG" DDXWKRUL]HG"
D3,1
YDOLGDWHG
DHQWHU
DPRXQW"
DDFFHSW
DPRXQW
DEDQN
WUDQVDFWLRQ
DEDQN
ILDW
DVXFFHVV
DZLWKGUDZ"
D3,1LQYDOLG
DHMHFWFDUG
DFDQFHO"
DEDQN
YHWR
DIDLO
&KHFNLQJ
DPRXQW
3HUIRUP
WUDQVDFWLRQ
W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W!
W
W 
W! 
W! 
W
)LJXUH%HKDYLRURI$70
)RUWKHVSHFLILFDWLRQRI%DQNZHXVHWZRDXWRPDWD7KHVHPDQWLFV
RI WKLV LV WKDW WKH\ RSHUDWH LQ SDUDOOHO 7KLV DOORZV IXUWKHU
HQKDQFLQJRIWKHVSHFLILFDWLRQVWRVXSSRUWPRUHWKDQRQH8VHUDQG
RQH$70 WKHXQQHFHVVDU\ VHULDOL]DWLRQRI WKH DXWKRUL]DWLRQ DQG
WUDQVDFWLRQUHTXHVWV IURPGLIIHUHQWFDVKGLVSHQVHUVZKLFKZRXOG
EH HQIRUFHG E\ PRGHOLQJ WKH EHKDYLRU DV D VLQJOH DXWRPDWD LV
DYRLGHG
,GOH
EYDOLGDWH3,1"
[ 
9DOLGDWLQJ
[
EQRQDXWKRUL]HG
[! 
EDXWKRUL]HG
[! 
,GOH
EEDQN
WUDQVDFWLRQ"
\ 
7UDQVDFWLRQ
\
EEDQNYHWR
\! 
EEDQNILDW
\! 
)LJXUH%HKDYLRURI%DQN
:H XVH FORFN YDULDEOHV [ DQG \ WR VSHFLI\ WKH UHVRXUFH
FRQVXPSWLRQ RI %DQN 7KH VSHFLILFDWLRQ VWDWHV WKDW WKH WLPH RI
SURFHVVLQJ DXWKRUL]DWLRQ UHTXHVWV E\ D K\SRWKHWLFDO &38 LV DW
OHDVW RQH WLPH XQLW DQG DW PRVW WZR WLPH XQLWV 7KH IRUPHU LV
LQGLFDWHG ZLWK WKH JXDUGV [!  RQ ERWK WUDQVLWLRQV DQG WKH
ODWWHU LV VSHFLILHG ZLWK WKH LQYDULDQW [ RI WKH ‡9DOLGDWLQJ·
VWDWH/LNHZLVHWKHWLPHQHFHVVDU\IRUSHUIRUPLQJDWUDQVDFWLRQLV
DWOHDVWWZRWLPHXQLWVEXWDWPRVWIRXUWLPHXQLWV6LPLODUO\RQH
FDQVSHFLI\FRQVXPSWLRQRI&38FDSDFLW\IRURWKHUFRPSRQHQWV
)LQDOO\ ZH GHPRQVWUDWH WKH VSHFLILFDWLRQ RI HQGWRHQG WLPLQJ
FRQVWUDLQWV DQG WKH LQWHUDFWLRQ EHWZHHQ WKH FRPSRQHQWV 8VHU
$70DQG%DQNZLWKWKH0HVVDJH6HTXHQFH&KDUWLQ)LJXUH
2QWKHRQHKDQGWKHPHVVDJHVHTXHQFHFKDUWLQ)LJXUHVSHFLILHV
WKURXJK ZKLFK WUDQVLWLRQV DOO WKH WKUHH DXWRPDWD LQWHUDFW )RU
H[DPSOH WR LQGLFDWH WKDW WKHDFWLRQV‡XLQVHUWFDUG·DQG‡DLQVHUW
FDUG·RI8VHUDQG$70UHVSHFWLYHO\QHHGWRV\QFKURQL]HZHXVH
DQ DPSHUVDQG V\PERO ‡	· /LNHZLVH WKH RWKHU ODEHOV RI DOO WKH
WKUHH DXWRPDWD DUH ERXQG 7KLV W\SH RI VSHFLILFDWLRQ WHFKQLTXH
DOORZVRQHWRELQGFRPSRQHQWVLQDQH[RJHQRXVPDQQHU
$GGLWLRQDOO\ WKLVPHVVDJHVHTXHQFHFKDUW LQGLFDWHV WKDW WKH WLPH
EHWZHHQ WKH RFFXUUHQFH RI ‡HQWHU 3,1· DQG WKH RFFXUUHQFH RI
‡3,1 YDOLGDWHG· PXVW QRW H[FHHG ILYH WLPH XQLWV $W WKH VDPH
WLPH LW LQGLFDWHV WKDW WLPH EHWZHHQ ‡HQWHU DPRXQW· DQG
‡WUDQVDFWLRQVXFFHVV·PXVWQRWH[FHHGVL[WLPHXQLWV,QDVLPLODU
ZD\ PHVVDJH VHTXHQFH FKDUWV FDQ EH XVHG WR VSHFLI\ RWKHU
GHSHQGDELOLW\ FRQVWUDLQWV LQ DQ HQGWRHQG PDQQHU IRU UHOHYDQW
H[HFXWLRQVFHQDULRV
PVF&DVKBZLWKGUDZDOBVFHQDULR
8VHU $70 %DQN
XLQVHUWFDUG	
DLQVHUWFDUG
XHQWHU3,1	
DHQWHU3,1 DYDOLGDWH3,1	
EYDOLGDWH3,1
9DOLGDWLQJ
DDXWKRUL]HG	
EDXWKRUL]HG
X3,1YDOLGDWHG	
D3,1YDOLGDWHG
XHQWHUDPRXQW	
DHQWHUDPRXQW
XDFFHSWDPRXQW	
DDFFHSWDPRXQW
&KHFNLQJ
DPRXQW
XEDQNWUDQVDFWLRQ	
EEDQNWUDQVDFWLRQ
DEDQNILDW	
EEDQNILDW
7UDQVDFWLRQ
XVXFFHVV	
DVXFFHVV
XZLWKGUDZ	
DZLWKGUDZ
XHMHFWFDUG	
DHMHFWFDUG
>@
>@
)LJXUH6SHFLILFDWLRQRIGHDGOLQHVDQGFRPSRQHQWLQWHUDFWLRQ
 7(&+1,48(6)25(9$/8$7,212)
48$/,7<$775,%87(6
7KLV VHFWLRQ VXPPDUL]HV RXU HYDOXDWLRQ RI PHWKRGV IRU WKH
DVVHVVPHQWRIWLPHOLQHVVDQGPHPRU\FRQVXPSWLRQDQGLQWHUSUHWV
WKHLUXVHIRUWKHVRIWZDUHDUFKLWHFWLQJ
 7LPHOLQHVVHYDOXDWLRQ
$VDOUHDG\PHQWLRQHGWLPHOLQHVVLVDQLPSRUWDQWTXDOLW\DWWULEXWH
7LPHOLQHVV FDQEH UHDVRQHGDERXW HLWKHU DQDO\WLFDOO\ WKURXJK D
VFKHGXODELOLW\ WHVW D W\SLFDO H[DPSOH EHLQJ 5DWH 0RQRWRQLF
$QDO\VLV 50$ VHH >@ >@ >@ DQG >@ RU WKURXJK WKH
FRQVWUXFWLRQRIDQH[SOLFLWVFKHGXOHHJLQ>@
%RWK DSSURDFKHV PRGHO WKH VFKHGXOLQJ SROLF\ DGRSWHG IRU WKH
V\VWHP’HSHQGLQJRQZKHWKHUWKHSULRULW\DVVLJQPHQWVWUDWHJ\RI
WKHVFKHGXOLQJSROLF\ LV IL[HGRUG\QDPLFGLIIHUHQWPRGHOVKDYH
WREHXVHG
)RUWKHIL[HGSULRULW\VFKHGXOLQJSROLF\50$LVXVXDOO\DSSOLHG
7KLVPHWKRGLVEDVHGRQWKHDQDO\VLVRIDVRFDOOHGFULWLFDOLQVWDQW
ZKHQ DOO WDVNV LQ WKH WDVN VHW DUH UHOHDVHG VLPXOWDQHRXVO\ ,W LV
SURYHQ WKDW WKH ZRUVWFDVH UHVSRQVH WLPH DSSHDUV IRU HDFK WDVN
GXULQJWKHFULWLFDO LQVWDQW7KH50$PHWKRGFDOFXODWHV UHVSRQVH
WLPHIRUHDFKWDVNIRUDJLYHQUHDOWLPHVLWXDWLRQGHVFULELQJDVHW
RI WDVNVEHLQJ DQDO\]HG >@ EDVHG RQ WKH VSHFLILHGZRUVWFDVH
H[HFXWLRQWLPHDQGGHDGOLQH,QDGGLWLRQ LI WKH WDVNVVKDUHVRPH
UHVRXUFHV WKH EORFNLQJ WLPH LQGXFHG E\ WKH RQHV ZLWK ORZHU
SULRULW\VKRXOGEHJLYHQ)LQDOO\WKHSHULRGLFLW\LQIRUPDWLRQIRUD
VLPSOH FDVH LQ D IRUP RI WDVN LQWHUDUULYDO SHULRGV KDV WR EH
SURYLGHGWRHQDEOHWKHDSSOLFDWLRQRI50$
+RZHYHU 50$ FDQ RQO\ EH XVHG ZLWK VRPH UDWKHU VWULFW
DVVXPSWLRQVRQWKHWDVNVRIWKHV\VWHP7KHPDLQUHVWULFWLRQLVWKH
DVVXPSWLRQWKDWWKHDUULYDOSDWWHUQRIDVWLPXOXVKDVVRPHIRUPRI
SHULRGLFLW\(DUO\YHUVLRQVRI50$KDYHGHDOW RQO\ZLWK VWULFWO\
SHULRGLF HYHQWV KRZHYHU ODWHU H[WHQVLRQV KDYH LQFRUSRUDWHG D
SHULRGLFWDVNVDQGVSRUDGLFVHUYHUV$QRWKHUGUDZEDFNRI50$LV
WKDW LW GRHV QRW DOORZ LQWHUDFWLRQ EHWZHHQ WKH WDVNV 7KH RQO\
DOORZHGLQWHUDFWLRQLVPXWXDODFFHVVWRVKDUHGUHVRXUFHV
1HZVFKHGXODELOLW\PRGHOLQJDSSURDFKHVKDYHHPHUJHGDVDUHVXOW
RIWKHVXEVWDQWLDOSURJUHVVLQWKHGHYHORSPHQWRIPRGHOFKHFNLQJ
WHFKQLTXHV ERWK IRU RUGLQDU\ DQG K\EULG WLPHG DXWRPDWD 7KHVH
DSSURDFKHV SDUWLDOO\ DGGUHVV WKH GUDZEDFNV RI 50$OLNH
WHFKQLTXHV DV WKH\ WDNH LQWHUDFWLRQ EHWZHHQ WKH WDVNV LQWR
DFFRXQW
7KH PDLQ SULQFLSOH RQ ZKLFK WKHVH WHFKQLTXHV DUH EXLOW LV WKH
UHSODFHPHQW RI WKH LQLWLDO VFKHGXODELOLW\ SUREOHP ZLWK WKH
UHDFKDELOLW\ SUREOHP IRU D WLPHG DXWRPDWRQ HQFRPSDVVLQJ DOO
SHFXOLDULWLHV RI D FRQFUHWH VFKHGXODELOLW\ SROLF\ 7KH DXWRPDWRQ
PRGHOLQJWKHVFKHGXOHUFRPELQHGZLWKDXWRPDWDPRGHOLQJLQWHU
WDVN FRPPXQLFDWLRQ LV DQDO\]HG IRU UHDFKDELOLW\ RI WKH VWDWH
FRUUHVSRQGLQJWRDQRQVFKHGXODEOHVLWXDWLRQ>@
,Q JHQHUDO DXWRPDWDEDVHG PHWKRGV FRYHU D EURDGHU VFRSH RI
SRVVLEOHVFKHGXOLQJSROLFLHVWKDQ50$OLNHPHWKRGVGRDVWKH\
DOVR WDNH LQWR DFFRXQW WDVN LQWHUDFWLRQV+RZHYHU WKH DXWRPDWD
EDVHG PHWKRGV KDYH WZR GLVDGYDQWDJHV 7KH ILUVW LV WKDW WKHVH
PHWKRGV RQO\ LQGLFDWH ZKHWKHU D WDVN VHW LV VFKHGXODEOH RU QRW
WKH\GRQRWSURYLGHWKHUHVSRQVHWLPHRI WKH WDVNVZKLFKZRXOG
EH YHU\ XVHIXO IRU DUFKLWHFWV 7KH VHFRQG GUDZEDFN LV WKDW WKHVH
PHWKRGV EHLQJ EDVHG RQ WKH FRQVWUXFWLRQ RI DQ DXWRPDWRQ
PRGHOLQJWKHVFKHGXOHUVXIIHUIURPWKHVWDWHH[SORVLRQSUREOHP
)RUWXQDWHO\ GXULQJ WKH ODVW WKUHH \HDUV D QXPEHU RI VXFFHVVIXO
DFFRXQWVDERXWWKHDSSOLFDWLRQRIDXWRPDWDEDVHGWHFKQLTXHVKDYH
EHHQ SXEOLVKHG >@ >@ DQG >@ %HFDXVH RI WKH IOH[LELOLW\ RI
WKHVH NLQGV RI WHFKQLTXHV WKHLU DSSOLFDWLRQ LV IHDVLEOH DW WKH
DUFKLWHFWLQJ OHYHO HVSHFLDOO\ LQ WKH FDVHV ZKHQ VWDQGDUG
WHFKQLTXHVOLNH50$DUHQRWDSSOLFDEOH
%RWKW\SHVRIWHFKQLTXHVUHTXLUHLQIRUPDWLRQDERXWWKHZRUVWFDVH
H[HFXWLRQ WLPH RI WDVNV 8QIRUWXQDWHO\ PRVW FRQWHPSRUDU\
PHWKRGVIRUWKHHVWLPDWLRQRIZRUVWFDVHH[HFXWLRQWLPHFDQQRWEH
GLUHFWO\ DSSOLHG WR DUFKLWHFWLQJ DV WKH\ DUH EDVHG RQ DOUHDG\
H[LVWLQJFRGH%XWDWWKHDUFKLWHFWXUDOOHYHOVRPHHVWLPDWLRQVDUH
RIWHQ QHHGHG EHIRUH WKH FRGH LV ZULWWHQ )XUWKHUPRUH WKHUH DUH
WZRSUREOHPVZLWKWUDGLWLRQDODSSURDFKHV
 3UHGLFWLRQV DUH RYHUSHVVLPLVWLF GXH WR H[FOXGLQJ HIIHFWV RI
WKH DFFHOHUDWLRQ IDFLOLWLHV RI PRGHUQ &38¶V SLSHOLQHV
EUDQFK SUHGLFWLRQ EORFNV FDFKHV HWF 7KHVH HIIHFWV DUH
H[FOXGHG IURP WKH DQDO\VLV EHFDXVH RI XQSUHGLFWDEOH
EHKDYLRURIWKHDFFHOHUDWLRQIDFLOLWLHV
 9DULDWLRQ LQ EHKDYLRU GXH WR GLIIHUHQW LQSXW SDUDPHWHUV LV
GLIILFXOWWRDFFRXQWIRU7KLVUHTXLUHVDQDO\VLVRIDOOSRVVLEOH
SDWKV RI FRQWURO IORZ ZKLFK LV QRW SRVVLEOH IRU PDQ\
VLWXDWLRQV ZLWKRXW SURYLGLQJ DGGLWLRQDO LQIRUPDWLRQ
GHVFULELQJ WKH UHODWLRQ EHWZHHQ LQSXW GDWD DQG SURJUDP
EHKDYLRU
,W LV IRUHVHHQ WKDW WKHVHSUREOHPVRI WUDGLWLRQDO DSSURDFKHVPXVW
DOVR EH VROYHG IRU SHUIRUPLQJ ZRUVWFDVH H[HFXWLRQ WLPH
HVWLPDWLRQDWWKHDUFKLWHFWXUDOOHYHO
 0HPRU\FRQVXPSWLRQHYDOXDWLRQ
,Q PDQ\ FDVHV DQDO\VLV RI PHPRU\ FRQVXPSWLRQ LV QHHGHG WR
UHDVRQ DERXW WKH IHDVLELOLW\ RI DQ HPEHGGHG V\VWHP 7KH
DOORFDWLRQ RI PHPRU\ FDQ EH G\QDPLF RU VWDWLF 6WDWLF PHPRU\
DOORFDWLRQ LV SHUIRUPHG DW FRPSLOH RU ORDGWLPHZKLOH G\QDPLF
PHPRU\ DOORFDWLRQ LV SHUIRUPHG GXULQJ UXQWLPH )RUPRVW UHDO
WLPHRSHUDWLQJV\VWHPV WKHPHPRU\OD\RXWRIDQDSSOLFDWLRQFDQ
EHSUHVHQWHGDVIROORZV
 6WDWLFDOO\ DOORFDWHG PHPRU\ WKH LPDJH RI SURJUDP FRGH
VWDWLFGDWDVWDFNDQGKHDS
 ’\QDPLFDOO\DOORFDWHGPHPRU\VWDFNVIRUGLIIHUHQWWKUHDGV
GDWDREMHFWVDOORFDWHGLQWKHKHDS
$QDO\VLV RI PHPRU\ DYDLODELOLW\ IRU WKH VWDWLF DOORFDWLRQ
PHFKDQLVP LV WULYLDO LQPRVWFDVHV ,W LVHQRXJK MXVW WR VXPPDWH
WKHVL]HVRIDOOPHPRU\EORFNVQHHGHG IRUDOO WDVNVDQGFRPSDUH
WKHUHVXOWZLWKWKHDPRXQWRIDYDLODEOHV\VWHPPHPRU\+RZHYHU
WKLVKROGVRQO\IRUELQDU\FRPSRQHQWV
7KH VLWXDWLRQ ZRUVHQV ZKHQ GHDOLQJ ZLWK WKH PHFKDQLVPV IRU
G\QDPLF PHPRU\ DOORFDWLRQ ,Q WKLV FDVH WKH SKHQRPHQRQ RI
IUDJPHQWDWLRQ FDQ EH REVHUYHG 8VXDOO\ WKH IUDJPHQWDWLRQ LV
FDXVHGE\LQWHUOHDYHGVHTXHQFHRIPHPRU\EORFNDOORFDWLRQVDQG
GHDOORFDWLRQVZLWKJUHDWO\YDU\LQJEORFNVL]H,WLVUDWKHUGLIILFXOW
WR HYDOXDWH WKH LPSDFW RQ PHPRU\ DOORFDWLRQ LQGXFHG E\ WKH
IUDJPHQWDWLRQ 0RUHRYHU KDYLQJ WKH PHPRU\ VKDUHG EHWZHHQ
GLIIHUHQW WDVNV UHVXOWV LQ DGGLWLRQDO LQWHUIHUHQFH WKDW PDNHV WKH
PHPRU\EHKDYLRUHYHQOHVVSUHGLFWDEOH
7KHPRVWFRPPRQSUDFWLFHIRUKDUGUHDOWLPHV\VWHPVLVWRDYRLG
WKH XVH RI G\QDPLF PHPRU\ PDQDJHPHQW WR LQFUHDVH WKH
SUHGLFWDELOLW\ DQG HIILFLHQF\ ,QVWHDG GDWD LV DOORFDWHG VWDWLFDOO\
1HYHUWKHOHVV VRPH UHVHDUFK RQ WKH HYDOXDWLRQ RI G\QDPLF
PHPRU\DOORFDWLRQKDVEHHQGRQHHJLQ>@E\=RUQHWDO7KHLU
PHWKRGHPSOR\VV\QWKHWLFDOORFDWLRQWUDFHVWKHDOORFDWLRQWUDFHRI
DQ DFWXDO SURJUDP LV PRGHOHG ZLWK D VWRFKDVWLF SURFHVV 7KLV
PHWKRGLVUHSRUWHGWRSURYLGHUHVXOWVZLWKDFFXUDF\7KXVLW
PLJKWEHDSSOLFDEOH IRU WKHHDUO\DQDO\VLVRIZRUVWFDVHG\QDPLF
PHPRU\FRQVXPSWLRQDVPRUHSUHFLVHHVWLPDWLRQVDUHQRWQHHGHG
GXULQJ WKH DUFKLWHFWLQJSKDVH$QRWKHU DSSURDFK LV EDVHG RQ WKH
DEVWUDFW LQWHUSUHWDWLRQ WKHRU\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ABSTRACT
Integrated languages combine formal specication and pro-
gramming features, and make it possible to specify, imple-
ment, and verify programs within the same framework. This
paper examines the consequences of this fundamental inte-
gration on the type system of a software engineering lan-
guage, using Resolve as an example. It explains why name
matching for program types coexists naturally with struc-
tural matching for math types. It describes a formulation of
set theory and its relationship to the type system. And it
poses a variety of discussion questions concerning the use of
types and subtypes in the specication portion of the lan-
guage.
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1. INTRODUCTION
Verication of component-based software requires languages
that integrate programming and specication features, and
types are at the heart of this integration. Programming
languages are not suited for specication, and specication
languages are not used for implementation. The elements
of both languages must be integrated to verify that an im-
plementation is correct with respect to a specication. This
requires that programming objects|in particular, types|
be described in mathematical terms. A wealth of papers
have been written about types and type systems, but these
papers invariably focus on types in programming (imple-
mentation) languages or types in specication languages.
The contribution of this paper is its description of a type
system for languages concerned with both implementations
and specications.
The desire to build predictable, component-based software
has compelled many in the software verication commu-
nity to develop integrated languages|languages that com-
bine formal specication with programming. Examples of
such unions include JML, Eiel, Resolve/C++1, Z vari-
ants, and Larch variants [3, 7, 9, 15]. Most of these in-
tegrated languages have resulted from appending a speci-
cation language onto a preexisting programming language.
In contrast, Resolve [12, 14] has been developed from the
beginning as both a specication and a programming lan-
guage. The language is only one part of the Resolve sys-
tem for predictable software development. The system also
includes a framework and discipline for building software
that is|among other things|reusable, veriable, ecient,
and understandable. The language is intimately tied to the
framework and discipline.
For the past few years the author of this paper has been in-
volved in designing and implementing tools that would bring
Resolve into the world of practical programming. The cur-
rent focus of this eort is the development of a Resolve
compiler. The project is complex, not only because the com-
piler must deal with a programming and specication lan-
guage combined, but because ongoing research makes the
language a moving target (e.g., performance specication
and verication [13]). During the course of writing the com-
piler we have been forced to rene our ideas about how types
should be handled in both mathematical and programming
contexts.
This paper addresses the following question: What are the
implications for the type system in a language that inte-
grates programming and specication? Using Resolve as
an example, we look for answers to this question. Section 2
presents the type model of Resolve and demonstrates how
types are treated in programming and mathematical con-
texts. Section 3 summarizes Ogden’s formulation of set the-
ory in Resolve [10] and explains how it relates to types.
Finally, section 4 examines a few specic issues involving
math types and subtypes.
2. OVERVIEW OF TYPES
An integrated language is much more complex than either
a programming language or specication language alone, so
simplicity is a primary concern. It is essential to have type
matching rules that are easily understandable. A program-
mer (or compiler) should not have to sift through a myriad
of rules and exceptions simply to evaluate the type of an
expression.
1Resolve/C++ uses only the specication portion of the
Resolve language
Concept Stack Template(type Entry;
evaluates Max Depth: Integer);
uses Std Integer Fac, String Theory;
requires Max Depth > 0;
Type Family Stack is modeled by Str(Entry);
exemplar S;
constraints |S| ≤ Max Depth;
initialization ensures S = ;
Operation Push(alters E: Entry; updates S: Stack);
requires |S| < Max Depth;
ensures S = 〈#E〉 ◦#S;
· · ·
end Stack Template;
Figure 1: A Concept for Stack
Mathematical and programming elements in the Resolve
language are kept as distinct as possible. Thus, assertions in
requires and ensures clauses2 of operations are strictly math-
ematical expressions, and conditions in while loops and if
statements are strictly programming expressions. Likewise,
all variables and types found in a mathematical expression
are math variables and math types, and those found in pro-
gramming expressions are program variables and program
types. This means that the same name has a dierent type
depending on whether it appears in a programming or math-
ematical context. Furthermore, mathematical expressions
and programming expressions are type-checked dierently|
in mathematical expressions, types are matched according
to structure, whereas in programming expressions, they are
matched strictly by name.
2.1 Math vs Program Context
Figure 1 shows a Resolve specication of a Stack compo-
nent. This simple example turns out to be suciently pow-
erful to illustrate the ideas in this paper. The Type Family
declaration introduces the program type Stack and gives its
mathematical model. We use Type Family instead of just
Type because the concept (and therefore the type) is generic
until it is instantiated, so the declaration of Stack here en-
compasses an entire family of types. In the type family
declaration, the left side contains the program type Stack,
and the right side contains the math type Str(Entry). The
fact that mathematical and programming elements come to-
gether in a type declaration underscores the fundamental
role that types play in an integrated language. The exem-
plar introduces a variable of type Stack to describe proper-
ties that hold for any arbitrary variable of type Stack. For
example, the constraints clause indicates that the length
of any Stack must always be less than Max Depth.
In the specication of Operation Push, parameters E and
S are program variables. When a call is made to this oper-
ation, the compiler checks that the rst argument to Push
is of type Entry, and the second argument is of type Stack.
When S appears in the requires clause, however, the com-
2preconditions and postconditions
Realization Array Realiz for Stack Template;
Type Stack is represented by Record
Contents: Array 1..Max Depth of Entry;
Top: Integer;
end;
conventions 0 ≤ S.Top ≤ Max Depth;
correspondence
Conc.S =


|S.Top|∏
i=1
〈S.Contents(i)〉


Rev
;
initialization
S.Top := 0;
end;
Procedure Push(alters E: Entry; updates S: Stack);
· · ·
end Push;
· · ·
end Array Realiz;
Figure 2: A Realization for Stack
piler analyzes it as a math variable. The variable S has been
declared as program type Stack, but since the variable oc-
curs in a mathematical context, the compiler instead uses
the mathematical model of Stack given in the type fam-
ily declaration. So the variable S appearing in the requires
clause has math type Str(Entry). The rest of the concept is
analyzed similarly.
In Resolve, like in other model-based languages such as
VDM and Z, a handful of math types are used for modeling
many dierent program types. This mirrors scientic dis-
ciplines like Physics, where the same mathematical model
is used to capture widely dierent concepts. Dierent pro-
gram types such as Stack and Queue may both be modeled
using mathematical strings. This makes it convenient to
write specications such as the one shown here:
Operation Stk Q Transfer(clears S: Stack;
replaces Q: Queue);
ensures Q = #SRev;
2.2 Structural vs Name Matching
The implementation or realization of Stack Template in Fig-
ure 2 introduces a Stack type with a specic programming
structure. It indicates how a Stack is represented for this
particular realization. The conventions clause provides the
representation invariant|it indicates which representation
states are permitted. The correspondence clause, or ab-
straction relation, shows how this representation is related to
the mathematical model of Stack given in the concept. No-
tice that the correspondence clause contains two variables,
S and Conc.S, that are not declared directly in this scope.
These variables are derived from the special exemplar vari-
able in the concept’s type declaration. Figure 3 illustrates
what the compiler does when analyzing the declaration of
Stack in a realization. It locates the exemplar from the type
Module Scope
Type Scope
S: Stack
Type Scope
Stack RealizationStack Concept
Module Scope
exemplar S
Conc.S: Str(Entry)
Figure 3: Affect of Exemplar on Realization
family declaration in the corresponding concept, and uses
its name to create two variables within the type scope of
the realization. The rst variable is named S and has pro-
gram type Stack. The second variable is named Conc.S
(read as \the conceptual value of S") and has math type
Str(Entry), the mathematical model of Stack. The corre-
spondence clause describes the relationship between these
two variables.
Program type matching in Resolve is done strictly by name.
This is reasonable because a primary motivation for intro-
ducing dierent type names is to keep objects of dierent
types distinct. Also, in a language that separates inter-
faces (as specications) from implementations, clients will
not have access to the structural programming representa-
tion of a type, so that structural matching can not be ac-
complished consistently.
Math type matching is done by structure. The structure
consists of math types that can be simple or composite.
If a program type name is encountered in a mathematical
context, the compiler uses its corresponding mathematical
model to convert it to a math type expression. In Resolve,
like in Z, built-in composite types include set theory opera-
tors ×, →, and P. Composite types are parameterized types
that take other types as arguments. Resolve also permits
the use of user-dened composite types. In the type ex-
pression Str(Entry), Str is a user-dened composite type
(dened in the module String Theory, which is imported
through the uses clause in Figure 1). For a composite math
type to match another by structure, the types of their argu-
ments must also match. For example, Queue × Fahrenheit
matches Stack× Centigrade if and only if the mathematical
models of Queues and Stacks match, and the mathematical
models of Fahrenheit and Centigrade match. Constraints
on mathematical models|given by the constraint clause in
the type family declaration|are ignored by the analyzer;
checking constraints is the responsibility of the verier.
To illustrate the dierence between name matching in the
programming world and structural matching in the math
world, consider the type declaration of Stack in gure 2.
The representation uses both a record and an array, which
are composite program types. In Resolve, the type Record
is modeled by a Cartesian product (denoted by the inx
operator ×), and the type Array is modeled by a function
Table 1: Type Evaluations of Variables
Variable Program Type Math Type
S Stack (Z → Entry)× Z
S.Contents %Array(10,20) Z → Entry
S.Contents(1) Entry Entry
S.Top Integer Z
(denoted by the inx operator →)3 [10]. Also, the program
type Integer is modeled by the mathematical integers Z.4
The generic type Entry is treated as a primitive type when
seen from a math context because its math model is not
known before instantiation.
Now consider a variable S of type Stack. Table 1 shows how
a compiler will evaluate the variables in the rst column de-
pending on whether they occur in a program or math con-
text. For example, if S.Contents occurs in a requires clause,
it evaluates to the math type Z → Entry. If the variable
S.Top occurs in the condition of a while loop, it evaluates
to the program type Integer. The type %Array(10,20) is a
unique name created by the compiler.
A compiler for Resolve must keep track of more type in-
formation than typical compilers. It must have access to
the program name of the type, the program structure of the
type, and the math structure of the type. The program
structure of the type is not needed for matching purposes,
but it is needed to determine whether variables of that type
may use the special syntax of Records or Arrays. For exam-
ple, since the type Stack in the realization above is struc-
turally a record, any variable S of type Stack can use special
syntax to refer its elds|S.Contents and S.Top.
3. SET THEORY
Sets are the fundamental building blocks of the Resolve
language. There are several reasons why sets are a natural
choice. First and most importantly, sets are foundational to
Mathematics. All programming objects must have a math-
ematical model, and sets can be used to describe any math-
ematical domain. No matter how complicated a real world
problem is, it can be captured with sets. The same could not
be said if we were to use, say, real numbers, as the building
blocks of the language. Another reason for using sets is that
the basic notions of sets|membership, union, subset, and
so forth|are familiar to most students and programmers.
Finally, sets are flexible enough to describe the language
itself.
3.1 Echelons
The particular flavor of set theory used in Resolve has been
developed by Bill Ogden at The Ohio State University [10].
The core of the theory is traditional: It starts with the no-
tion of a universe of all sets (Set) and uses the notion of
membership (∈) as a basis for dening all the operators we
expect to see on sets (∪, ∩, ⊆, P, →, etc.). A distinguishing
3Strictly speaking, the Resolve type Array is modeled
by a Cartesian product composed of a function and two
integers|one for each bound.
4This model will obviously have constraints, involving min-
imum and maximum values, but recall that constraints are
ignored during type-checking
aspect of the theory is the notion of special sets known as
echelons. Echelons are large universes of sets that are closed
under the operations of ordinary set theory, such as unions
and power sets.
The motivation for echelons comes from the need to provide
a collection of sets that is (1) large enough to model ev-
erything one would normally want to model in a computer
program, and (2) small enough that it does not exhaust all
the sets in Set . Henceforth, let the set Set (pronounced \fat
set") denote the collection which we draw from to model
all program objects in our language. Certainly Set must
have sucient modeling power for all programming objects.
Using Set as Set, however, would not leave a specier any
sets to describe the language with. For example, one would
require sets that were larger than Set when writing the spec-
ications for a Resolve compiler that was written in Re-
solve.
To provide sucient models for programming objects, Set
must be closed under the basic type operations of the lan-
guage. Assume A and B are types that are modeled by
sets in Set. Then any type expression that can be derived
from A and B must also be contained in Set. Resolve
currently permits the operators ×, →, and P in type ex-
pressions. Therefore, if A and B are elements of Set, A× B,
A → B, and P(A) must also be elements of Set.
Echelons are closed under these basic operations. The prop-
erties of echelons include closure under membership, pairing,
unions and power sets, which means they are also closed
under operators × and →.5 We can dene an echelon oper-
ation on A, E(A), to be the smallest echelon that contains
A. If we take E0 = φ, then E1 = E(E0) contains the sets
φ,P(φ),P(P(φ)), . . . , which are traditionally used to model
the natural numbers. It can be shown that E1 is only count-
ably innite, so it will not be large enough for real world
models. E2 = E(E1), however, does provide sucient sets.
It contains models for N, R,P(R), R× R, R → R, etc.
If Set is at least E2 we know it has sucient modeling power
for all ordinary programs. In Resolve, Set is generally as-
sumed to be E2, but whether it is E2, or E3, or E100, the
important fact is that a specier still has access to E(Set) to
describe the language itself. A rigorous treatment of eche-
lons can be found in [10]. The objective of this summary is
only to present enough information to give an idea of their
signicance for program specication.
3.2 Primitive Types
If sets are the building blocks of the Resolve language,
then primitive types are the cornerstones on which the other
blocks rest. Declarations of primitive types take the form:
T0 : Set
T1 : Set → Set
T2 : Set× Set → Set
T3 : Set× Set× Set → Set
...
5Assuming appropriate denitions of × and →, we can show
that A× B ⊆ P(P(⋃{A, B})), and A → B ⊆ P(A×B).
Most often only the rst two will be seen. The rst type, T0,
is a simple type, while the remaining types are composite.
Like all composite types, primitive composite types cannot
be used in isolation|they must have parameters. For ex-
ample, if Str: Set → Set, then one cannot declare x: Str,
but one can declare an x: Str(Gamma), where Gamma: Set.
A primitive type, like every other object in Resolve, is a
set. Abstractly, a type is distinguished from other sets of
the same cardinality by its properties. For example, it can
be shown that the sets N and Z have the same cardinality,
but the set N is not closed under subtraction, while the set
Z is. Primitive types in Resolve are introduced via two
constructs. First, a denition spells out the properties of
the type:
Def Is Natural Number Like(N: Set, 0: N,
suc: N → N): B =
(*P1*) ∀n : N, suc(n) 6= 0 and
(*P2*) Is Injective(suc) and
(*P3*) ∀S : P(N),
if 0 ∈ S ∧ ∀n : N, n ∈ S ⇒ suc(n) ∈ S
then S = N;
Then an assumption introduces a set that satises that def-
inition:
Assumption Is Natural Number Like(N, 0, suc);
The properties in the denition (P1{P3) mirror the axioms
one would normally see in an axiomatic description of the
natural numbers. The approach of using denitions to de-
scribe the properties of a type simplies the semantics of the
language|we do not have to concern ourselves with special
syntax and semantics for signatures and axioms. In Re-
solve, denitions are used to introduce all mathematical
objects, whether they are constants, variables, functions, or
types. The above assumption indicates that the set N (to-
gether with sets 0 and suc) is any arbitrary model of the
natural numbers. This enforces abstractness because the
natural numbers are not identied with one particular rep-
resentation.
3.3 Objects as Sets
Every programming object in the Resolve language can
be modeled by a set contained in Set. That is, any variable,
function, or type that occurs in a programming context must
lie within Set. Though math objects are exempt from this
restriction, most math objects seen in programs will also
be in Set because they are typically used to describe pro-
gram objects. When we want to describe complex software
like compilers and veriers, our specications will draw on
objects that lie outside of Set.
Simple primitive types are directly contained in Set, and
composite primitive types always take parameters, which
also puts them in Set. The set operators that we are per-
mitted to use in math type expressions (×, →, and P) are
all closed under echelons. Since all math types that are used
to model program types are constructed by applying com-
posite types and set operators to other math types, all such
math types are in Set.
All program types have a mathematical model, which is a
math type expression. The declaration:
Type Family Stack is modeled by Str(Entry);
is the text equivalent to:
Type Family Stack ⊆ Str(Entry);
The subset operator is used instead of the equal operator
because of constraints on the model. For an example, see
Figure 1.
All programming objects in Resolve belong to some type,
as indicated by the type membership operator (:). Since
all types are modeled by sets in Set, the type membership
operator can be replaced with set membership (∈) to de-
scribe the mathematical relationship between an object and
its type. Finally, since Set is closed under membership, all
programming objects must be in Set.
4. DISCUSSION TOPICS
During type-checking, a compiler needs to be concerned with
a number of questions, such as how to treat subtypes, when
to require casts, when to report errors, and when to give
warnings. Although these questions must be answered for
both program and math types, we focus on how they ap-
ply to math types, mainly because of the rich diversity of
views on how types should be handled in specication lan-
guages, ranging from traditionalists [2, 3, 15] to those whose
type systems incorporate theorem provers [11] to those who
question the necessity of type systems altogether [6]. Issues
involving program subtypes will largely depend on how the
language in question handles polymorphism, a topic that
merits a separate paper.
The distinction between types and other objects (variables
and functions) is quite clear in the programming world: pro-
gram types are introduced by the keyword Type. How-
ever, in the math world all objects|variables, functions,
and types|are introduced by the keyword Definition or
through quantiers in expressions. This uniformity is inten-
tional, since all objects are sets, but it forces speciers and
compilers to rely on other cues to tell them which mathe-
matical objects can be used as types. Examples based on
subtypes are discussed in this section.
If an object T is declared to be of type P(A) where A is a
type, then T is also a type, and we say that T is a subtype
of A. Permitting such declarations requires the language to
have reasonable semantics for handling the relationship be-
tween the type T being declared and the type A being used
in the declaration. Consider the denition:
Definition Even : P(N) = {n : N | n mod 2 = 0};
It is reasonable to want to declare objects of type Even and
add them together using the + operator dened in Natu-
ral Number Theory (the theory introducing N). The type
of the result would be N, so a specier could write:
∀e1, e2 : Even,∃n : N  2 · n = e1 + e2;
To analyze this expression, a compiler needs to know that
Even is a subtype of N, and it must have an algorithm that
determines which + operator to use if there is more than
one choice. This can become non-trivial, and as a rule, if
something is complex for the compiler, it is also conceptually
complex for the programmer or specier. One way to sim-
plify things is to require explicit type casting, so the above
expression would produce an error if there were no + oper-
ator dened that took two objects of type Even. To use the
+ from natural number theory, a specier might be forced
to write:
∀e1, e2 : Even,∃n : N  2 · n = (N)e1 + (N)e2;
This makes the expression harder to write since the spec-
ier must do the work that the compiler would have done
to decide which + should be be used. In Resolve, where
emphasis is on qualities such as reuse and understandabil-
ity, readability usually takes precedence over writability. In
this example, there is an argument for both sides in terms
of readability. If the + operator is overloaded in an un-
conventional way, explicit casting may clarify things; if the
+ operator is not overloaded at all, explicit casting simply
adds unnecessary clutter to the expression.
In some programming languages, casting to a parent type
is implicit, but casting to a subtype must be explicit. An
analogous example in the math world might dene:
Definition Vertex : P(Z) = {z : Z | 1 ≤ z ≤ Max Vert};
Definition Cost(G : Graph; v1, v2 : Vertex) : R6
If casting to a subtype is required, one must write
∀G : Graph,∀z1, z2 : Z,
Cost(G, (Vertex)z1, (Vertex)z2) ≤ 4.7; (1)
instead of
∀G : Graph,∀z1, z2 : Z, Cost(G, z1, z2) ≤ 4.7; (2)
This may seem quite reasonable for a programmer, but some
speciers may consider the following expression perfectly
reasonable:
∀G : Graph,∀z1, z2 : Z, if z1, z2 ∈ Vertex
then Cost(G, z1, z2) ≤ 4.7; (3)
There is nothing wrong with expression (3) as a mathemat-
ical formula, and it is obvious that the Cost function is de-
ned for all z1, z2 ∈ Vertex. But if we insist that the com-
piler must report a type error for expression (2), then we
must insist that it does the same for expression (3). There
may be merit in exploring ways that allow the specier more
flexibility in writing expressions while still insisting that he
provide sucient clues to the compiler of his intentions. For
example, we might allow:
∀G : Graph,∀z1, z2 : Z, if z1, z2 : Vertex
then Cost(G, z1, z2) ≤ 4.7; (4)
6We can imagine that the Cost function indicates the ex-
pense of traveling from v1 to v2 in graph G.
Expression (4) replaces the set membership operator (∈) of
expression (3) with a type membership operator (:). This
could indicate to the compiler that z1 and z2 are to be
treated as belonging to type Vertex for the remainder of
the expression scope. Unfortunately, we would have to de-
velop another mechanisms for the case where the if part of
expression (4) were in a precondition and the then part of
the expression were in a postcondition. If we introduce too
many distinct mechanisms for handling a conceptually sim-
ilar situation we run the risk of signicantly complicating
the language.
All of the questions that arise with subtypes due to the
power set operator may occur with primitive types as well.
It is reasonable to think of N, Z, and R as distinct types|
after all, their algebraic structures are dierent. It is also
reasonable to want to treat N as a subset of Z and Z as a
subset of R. If these relationships between primitive types
are desired, a mechanism dierent from the one for subtypes
must be provided that allows the compiler to treat them as
such.
5. RELATED WORK
Many examples of integrated languages exist, though the
degree of integration varies widely. Eiel [9] is essentially
a programming language with a few specication features
built in. Like Resolve, it was created independently of
any preexisting programming language; unlike Resolve, its
specication features are limited|it does not include a com-
plete formal specication language (see p. 400 of [9]). JML
(Java Modeling Language) [7] is a behavioral specication
language that was created for Java. Used together, JML
and Java form an integrated language. Unlike Eiel, JML
provides models for its programming objects. Mathemati-
cal expressions in both Eiel and JML are designed to look
similar to programming expressions. Accordingly, they will
also type-check similarly. Recall that Resolve type-checks
mathematical expressions by structure and programming
expressions by name. Resolve/C++ [5] applies the Re-
solve framework and discipline to the C++ programming
language. It uses the specication portion of the Resolve
language for reasoning. Integrated languages formed by
combining a preexisting specication language with a preex-
isting programming language will type-check mathematical
expressions in accordance with the rules of the specication
language and will type-check programming expressions in
accordance with the rules of the programming language.
Most practical specication languages allow some form of
subtyping [2, 7, 15]. The PVS verication system [11] per-
mits downcasting to predicate subtypes by generating a proof
obligation when a type is detected in a place where its sub-
type is expected. Problems similar to those presented in
section 4 cause Lamport to question whether specication
languages should be typed at all [6]. Topics relating to pro-
gram subtypes include behavioral subtypes [8] and match-
ing [1].
6. CONCLUSION
Integrated languages must have an eective method for han-
dling program and math types. Integration requires that
a mechanism exist for relating programming and mathe-
matical elements. Type declarations are a natural place
to describe this relationship. Practical concerns compel us
to treat programming and mathematical objects dierently.
Program types should match according to their names, and
math types should match according to their structure.
The theoretical basis of the specication language will aect
which objects can be used as types, and will determine the
kinds of models that can be constructed for program objects.
We need to distinguish sets that model real world objects
in a language from larger sets that are needed to describe
compilers and veriers for that language.
The handling of subtypes in the specication portion of an
integrated language oers a series of trade-os. Systems that
allow a specier greater flexibility in writing expressions run
the risk of permitting poor expressions that could be caught
quickly with a less tolerant type system.
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Abstract
There is a general consensus that the paradigm shift to
component-based software development should be accom-
panied by a corresponding paradigm shift in the underlying
approach to specification and reasoning. Work in modu-
lar specification and verification has shown the way, and
following its lead, in this position paper, we outline our
approach to specifying and reasoning about components,
which uses a novel notion of correctness.
1 What is this paper about?
As the title suggests, this paper is about an approach to
formal specification of software components. The purpose
of such an approach is to allow formal reasoning about com-
ponents. The ultimate goal of Component-based Software
Development (CBD) is third-party assembly. To achieve
this, it is necessary to be able to specify components in such
a way that we can reason about their construction and com-
position, and correctness thereof, a priori. Work in mod-
ular specification and verification, e.g. [9, 14] has shown
the way, and our approach follows its lead. However, our
approach is novel and hence different in the way we define
correctness. In this paper, we will discuss how we spec-
ify components, and in particular how we define and reason
about correctness, and why this is useful for CBD.
2 Specifying Components
Ideally components should be black boxes, in order that
users can (re)use them without knowing the details of their
innards. In other words, the interface of a component should
provide all the information that users need. Moreover, this
information should be the only information that they need.
Consequently, the interface of a component should be the
only point of access to the component. It should therefore
contain all the information that users need to know about
the component’s operations, i.e. what its code does, and its
context dependencies, i.e. how and where the component
can be deployed. The code, on the other hand, should be
completely inaccessible (and invisible), if a component is
to be used as a black box.
The specification of a component is therefore the spec-
ification of its interface, which must consist of a precise
definition of the component’s operations and context depen-
dencies, and nothing else.
3 Reasoning about Components
To reason about components and their construction and
composition, we will coin a phrase, a priori reasoning, which
is essential for CBD to achieve its goal of third-party assem-
bly. As its name suggest, a priori reasoning takes places be-
fore the construction takes place, and should therefore pro-
vide an assembly guide for component composition.
For CBD, a priori reasoning would work as follows:
  it requires that it is possible to show a priori that the
individual components in question are correct (wrt
their own specifications);
(This enables us to do component certification, see
below.)
  it then offers help with reasoning about the composi-
tion of these components:
– to guide their composition in order to meet the
specification of a larger system;
– to predict the precise nature of any composite,
so that the composite can in turn be used as a
unit for further composition.
(This enables us to do system prediction, see below.)
4 Predictable Component Assembly
A priori reasoning addresses an open problem in CBD,
viz. predictable component assembly. It does so because it
enables component certification and system prediction.
Consider Figure 1. Two components A and B each have
their own interface and code. If the composition of A and
Interface Interface ?
A B C
Code Code ?+
Component A Component B Component C
Figure 1. Predicting component assembly.
B is C, can we determine or deduce the interface and code
of C from those of A and B? The answer lies in component
certification.
4.1 Component Certification
Certification should say what a component does (in terms
of its context dependencies) and should guarantee that it will
do precisely this (for all contexts where its dependencies are
satisfied). A certified component, i.e. its interface, should
therefore be specified properly, and its code should be ver-
ified against its specification. Therefore, when using a cer-
tified component, we need only follow its interface. In con-
trast, we cannot trust the interface of an uncertified compo-
nent, since it may not be specified properly and in any case
we should not place any confidence in its code.
In the context of a priori reasoning, a certified compo-
nent A is a priori correct. This means that:
  A is guaranteed to be correct, i.e. to meet its own
specification;
  A will always remain correct even if and when it be-
comes part of a composite.
This is illustrated by Figure 2, where component A has been
Interface/Spec Interface Interface?
A B C
Code Code
A
Component CComponent BCertified
component A
Code?+
Figure 2. Component certification.
certified, so we know how it will behave in the composite
C.
However, we do not know how B will behave in C, since
it is not certified. Consequently, we cannot expect to know
C’s interface and code from those of A and B, i.e. we cannot
predict the result of the assembly of A and B.
4.2 System Prediction
For system prediction, obviously we need all constituent
components to be certified (a priori correct). Moreover, for
any pair of certified components A and B whose composi-
tion yields C:
  before putting A and B together, we need to know
what C will be;
  and furthermore, we need to be able to certify C.
This is illustrated by Figure 3. The specification of C must
A B C
Interface/Spec Interface/Spec Interface/Spec
Code Code Code
Certified
component A
Certified
component B
Certified
component C
+
Figure 3. System prediction.
be predictable prior to composition. Moreover, we need to
know how to certify C properly, and thus how to use C in
subsequent composition. A priori correctness is just what
we need in order to do system prediction.
5 Modular Specification and Verification
Current approaches to modular (formal) specification and
verification, e.g. [9, 14], use modular reasoning. This is
specification-based reasoning that tries to say before run-
ning the software whether it will behave as specified or not
(subject to relevant assumptions). This is illustrated in Fig-
ure 4. Before a composite module C is deployed, we can
Code
Interface Interface
Code
Spec for C
C
Verified module C
Spec for B
B
Verified Module B
Code
Interface
Spec for A
A
Verified module A
+=
= +
Figure 4. Module composition.
predict whether it will work according to its specification.
For example, if component modules, say A and B, are to be
used in C, the correctness of C is established based on the
specifications of A and B (even before A and B have been
implemented). The components A and B are then verified
independently. The contexts of A and B are taken in account
when using and verifying A and B.
Thus modular reasoning is a priori in nature. It predicts
correctness, based on specification. This kind of prediction
is we believe subtly different from the prediction that we
intend to convey in Figure 3, which predicts specification,
based on (certified) correctness (we will discuss this in Sec-
tion 11).
6 Our Approach to Specifying Components
In the rest of this paper, we outline our approach to spec-
ifying components, so that we can carry out a priori reason-
ing about their construction and composition. Our approach
differs from current work in modular specification and ver-
ification, however, in that we use a novel notion of a priori
correctness.
Diagrammatically, our component looks like Figure 5,
and in the subsequent sections, we will explain the key in-
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Figure 5. Ingredients of a component.
gredients, viz. the context and the interface, and their spec-
ifications.
We should point out that this is work in progress, so we
do not yet have all the answers, so to speak.
7 Context
A component is defined in a problem domain, or a con-
text. We will represent a context as a full first-order logical
theory with an intended (mathematical) model.
7.1 Signature and Axioms
A context

is composed of a signature

(containing sort symbols, function declarations and relation
declarations) and a finite or recursive set  of  -axioms.
A context axiomatises a problem domain and thus enables
us to reason about it. More specifically, a context contains
the abstract data types (ADTs) and all the concepts that are
needed to build a model of the application at hand. A con-
text is thus a (first-order) theory with an intended model.
We distinguish between closed and open (or parametric)
contexts. A context
ﬀ
is closed if its signature

does not contain any parameters. In this case,

’s axioms

have one fixed model. By contrast, a context
ﬁﬂ
is open if its signature

contains parameters. In this case,

’s axioms

have many potential models, depending on
the parameters in the signature

.
Example 7.1 A simple example of a closed context is first-
order arithmetic ﬃ "!
#%$'&(*),+-
.
%$'&
contains the
unary function . (successor) and the binary functions /
(sum) and 0 (product). ),+ contains the usual Peano’s ax-
ioms for .

/

0 (and all the instances of the first-order in-
duction schema).
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The standard structure of natural numbers is the intended
model of ﬃ "! .
Example 7.2 A simple example of an open context is the
following, which axiomatises lists with generic elements

and a generic total ordering e on

.
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The context (ADT) >" is imported, together with its
signature ' and axioms , .
[ and  are the constructors for the sort  of lists of
elements of sort  . (For an element  and a list  ,  
stands for the list with head  and tail  .) Their axioms are
the list constructor axioms (plus structural induction).
 ¡¢}£
\¤

¤
¥ means that the element  occurs at position 
in the list  , where positions start from ¦ .
'¡S§:§£
\¤
¥ is the number of occurrences of the element 
in the list  .
7.2 Constraints
In an open context, some of the parameters in the sig-
nature may not be instantiated just anyhow. In fact their
instantiation must be subject to strictly defined constraints.
Example 7.3 In the context ¨©iª £ «¤z¬®­\¯ «¤±° ¥ , in or-
der to ensure that ¬ is a total ordering, we have to add the
following constraints:
CONTEXT ²³[´¶µ·k¸O¹Gº¼»}½ ¸O¹p¸¾n¿*À
IMPORT: Á,Âµ ;
SIGNATURE:
Sorts : ¸O¹Ã ;
Functions: ÄÄGÄ
Relations: ÄÄGÄ
AXIOMS: ÄÄGÄ
CONSTRAINTS: ÅwÆ¹Çw¹pÈ-»P¸ﬁÄN·kÆºBÇÉ@ÇºBÆ¿'ÊAÆ^ËaÇwÀ
ÅwÆ¹Çw¹pÈ-»P¸ﬁÄN·kÆºBÇÉ@ÇºÌÈS¿'ÍAÆ,ºÌÈÎÀ
ÅwÆ¹Çw¹pÈ-»P¸ﬁÄPÆºBÇ`Ï"ÇºBÆbÄ
The purpose of constraints is to filter out illegal param-
eters of the context: only parameters that satisfy the con-
straints are allowed. For example, if in the context ¨©¶ª% £
c¤b¬Ð­¶¯ c¤*±°
¥
, we want to substitute  by the sort Ñ of
natural numbers, and the ordering ¬ by Ò on Ñ , then we
can express this as a closure (or instance):
CLOSURE Á"ÂµH²³[´¶µ OF ²b³'´iµ·k¸O¹mºÓ»N½ ¸O¹p¸¾n¿*À
CLOSE: ¸ BY Ô ;
º BY ÅNÆb¹Ç"»PÔZÄN·kÆ,º>ÇÊ]ÆOÕ«Ç}¿ .
This closure of the context ¨©iª £ «¤z¬ﬂ­%¯ c¤c° ¥ sat-
isfy the constraints of the context since Ò is a total ordering
on Ñ .
In this example, we have closed  and ¬ within ¨©iª%
itself, for simplicity. In general, of course, they could also
be closed within another context Ö , after importing ¨©iª%
into Ö .
Obviously constraints define context dependencies.
8 Interface
The interface of a component is defined in the context of
the component. The interface is the only part of the com-
ponent that is visible to the users, and it should provide all
the information that the users need in order to deploy the
component. Since the interface is defined within the con-
text, the latter should be regarded as part of the former. As
we already made clear, the interface should contain specifi-
cations for the operations, and the context dependencies, of
the component.
8.1 Operations
In the interface, operations are represented by their spec-
ifications. In a context ×E¤Ø , a specification of a new (re-
lation) symbol Ù is a set of axioms that define Ù in terms
of the symbols of the signature  . For example, suppose in
¨©iª% we have operations for sorting, such as insertion sort
and bubble sort. The specification for these two operations
are as follows:1
ÅwÚb»SÃÄNÛ_ÜKÝ}·~Úk¿Ê
ÅNÞ»_Ô¹[ÅwÆb¹	Ç^»_¸ßÄÎ··áàNâ_ãS·kÆ¹Þ¹Úk¿HÉàNâ_ãP·kÇ¹ãP·kÞ	¿*¹Úk¿¿'ÍAÆ,ºÌÇÎ¿
Åä_¹på@»SÃÄzæçÜzèB·éä_¹åÎ¿\ÊêÅwÆO»_¸ßÄXëwâzìGìP·kÆb¹käS¿ËíëwâzìGì_·kÆb¹påÎ¿
Åä_¹på@»SÃÄXî*âKÜ:ï·éä_¹påÎ¿\ÊÐæçÜKè>·éä_¹å}¿HÉBÛKÜKÝw·~åÎ¿
Åä_¹på¹Úb»PÃÄPâzÜKÝw·éäS¿HÉ^âzÜzÝw·~å}¿'Í
·ð,ç:Ü:ñXç_·éä_¹åw¹pÚk¿'ÊAâzÜKÝw·~Ú¿ÉdàwçÜKèB·éäNòGåw¹pÚk¿¿*Ä
We represent operations as logic programs. For example,
the operations insertion sort and bubble sort are represented
by the following logic programs:
Operation: insertionSort ·ð,ç:Ü:ñXç¿
î*âKÜ:ïm·½z¾¹m½K¾n¿ôó
î*âzÜzïG·kÆbÄ äP¹Úk¿ôó î*âKÜ:ïm·éä_¹påÎ¿*¹ð"çÜ:ñXç_·½ Æ}¾~¹på¹Úk¿
Operation: bubbleSort ·º%¿
î*âKÜ:ïm·½z¾¹m½K¾n¿ôó
îGâzÜ:ïm·kÆbÄ ä_¹ÇwÄ Úk¿ôó àNõÜ:ïm·kÆbÄ ä_¹m½ ÇS¾~¹påÎ¿*¹mîGâzÜ:ïm·~åw¹Úk¿
àNõÜzïG·½:¾~¹:½z¾¹m½K¾n¿ôó
à}õXÜ:ïm·½ Æ}¾~¹G½ ÆÎ¾¹m½K¾n¿ôó
àNõÜzïG·kÆbÄ ä_¹m½ Æ}¾~¹ÇwÄ Úk¿ôó ÆºBÇw¹kàNõÜzïG·éä_¹m½ ÇS¾¹Úk¿
àNõÜzïG·kÆbÄ ä_¹m½ ÇS¾¹ÆbÄ Úk¿ôó ÇdºÌÆ¹kàNõÜzïG·éä_¹m½ ÇS¾¹Úk¿
The operation insertionSort computes the relation ö ¡ ÙP÷
(as specified by the specification given above) in terms of
the relation øúù_Ù_ûNù (also as specified above). It therefore
needs a program for øúù_Ù_ûNù in order to complete the sorting
operation. As a result insertionSort has øúùKÙ_ûwù as a param-
eter, hence we write insertionSort( øúù_Ù_ûNù ). In any context
that is a closure (instance) of ¨©iª% , insertionSort will need
a program for øOù_Ù_ûwù .
1For lists ü and ý , üXþpý stands for their concatenation.
Thus parameters to operations also define context depen-
dencies.
By contrast, the operation bubbleSort has only the pa-
rameter ¬ , which is the parameter of the context. So bub-
bleSort will work for any context in which ¬ is instantiated
(closed) by any total ordering.
8.2 Context Dependencies
These consist of the (global) parameters in the signature
of the component, the (local) parameters of the operations,
together with the constraints in the context.
So now we can define the context dependencies com-
pletely in a component.
9 Code
The code should be inaccessible (invisible) to the user.
It is usually binary. However, if we allow parameters in the
operations, then the code has to be source code, which has
to be instantiated before execution.
If the source code is available, then the user or the de-
veloper can also verify its correctness with respect to the
specifications in the context.
10 A New Notion of A Priori Correctness
In our work the basis for a priori reasoning is a new no-
tion of a priori correctness. So having laid out the speci-
fication of a component, we now turn to our definition of
a priori correctness of a component. Specifically, we con-
sider a notion of a priori correctness of the operations in a
component, that we call steadfastness.
10.1 Steadfastness
A steadfast operation (program) Op is one that is cor-
rect (wrt to its specification) in each intended model of the
context Ö of the component. Since the (reducts of the) in-
tended models of its specialisations and instances are in-
tended models of Ö , a steadfast program Op is correct, and
hence correctly reusable, in all specialisations and instances
of Ö .
A formalisation of steadfastness is given in [8], with both
a model-theoretic, hence declarative, characterisation and a
proof-theoretic treatment of steadfastness. Here we give a
simple example (based on an example in [8]) to illustrate
the intuition behind steadfastness.
Example 10.1 Consider the following component:
where the open context ©ß  £ ¤w¤*ù ¥ is defined as fol-
lows:
INTERFACE
CODE
Iterate
CONTEXT 
	ﬀ
Operations:
Dependencies:
ﬁﬃﬂ   !#"#  

ﬁﬃ$&%' 

ﬁ( )
;
*+-,/.1032546 ;
iterate #,7.1032546/ ;
Code for iterate
Figure 6. The Iterate component.
CONTEXT 8:9<;
=?>&@BA5CAﬀD7E ;
IMPORT: FHGI9 ;
SIGNATURE:
Sorts: @ ;
Functions: D JLK/MONP@BQ
C JLK @BAR@SMTNU@BQ
V
JLK @BARWXMONU@BQ
AXIOMS: YTZ[J\@^] V >_Z<Aﬀ`\EabDcQ
YTZ[J\@BAYTdeJcWf]
V
>_ZgARhc>_d<E-Ea
V
>_Z<Ad<E
CiZ<]
where jlknm is the closed context for first-order Peano arith-
metic defined in Example 7.1.
In the open context oqprsutvxw*yzw+{c| :
(i) v is a (generic) domain, with a binary operation y
and a distinguished element { (see the first axiom);
(ii) the usual structure of natural numbers is imported;
(iii) the function symbol } represents the iteration opera-
tion }~t<wR:|qf{yy7/+y
  
Ł -&

(see the second axiom).
We can use the Iterate component to iterate  times the
binary operation y on some (generic) domain v .
Suppose in Iterate, or more precisely its context oqprs ,
we specify the ﬀ{\1ﬀ{ operation by the following relation:
:-+*I
ﬀ{\1ﬀ{Tt<wRw+|q ¡X¢}~tgw5:| (1)
The predicate ﬀ{/1ﬀ{Tt&£¤wRw+| means that  is the result
of applying the iteration operation } to t<wR:| , i.e. ¥
}~tgw5:|qf{¦y§y/7+y
 * 
#Ł¨ -&
 .
This specification of ﬀ{/1ﬀ{ can be implemented by the
operation iterate( ©Oª«5wc¬*­ ) defined by the following logic
program:
Operation: iterate ®«¯°
±_²5³´+µO¶
·
²-¸*¹7º²«¸\®_ºT³ﬀ»ﬃ³«¼ﬃ¶¾½ ¯°
±_²*®_¼ﬃ¶
·
²«¸*¹/º1²-¸/®_ºO³-¿c®_°<¶5³«¼ﬃ¶¾½
·
²-¸*¹7º²«¸\®_ºT³-°³-À¶5³7´+µ<®_À~³-ºT³-¼ﬃ¶
where Á is the successor function for natural numbers, and
the relations ©
ª and ¬*­ are specified in o¨prs by the
specifications:
Â¤Ã1ÄÅÆÈÇ ÉOÊË«Ì*Í&ÎÏ Ð ÎÒÑÔÓ
ÂqÕ-Ö Ç ×*ØÙÍ&Ú:Û5ÜÝÛ5ÞzÏßÐ ÞXÑÔÚ[àáÜ (2)
The predicate
ÉOÊË«Ì*Í&ÎÏ
means
Î
is the distinguished element
Ó
, and
×*ØÙÍ&Ú¤ÛRÜÝÛ5ÞzÏ
means that
Þ
is the result of applying the
operation
à just once to Ú and Ü . Therefore in the program
for iterate, if
ÉOÊË«ÌÍ&âTÏ
, i.e.
â
is just Ó , then ã ÌﬀÓ\ä1åÌﬀÓTÍå<Û5æOÛ5âzÏ
computes ç
Íå<Û5æÏ¨Ñfâ[ÑèÓ
. Otherwise, if ã
ÌﬀÓ\ä1åÌﬀÓTÍå<ÛRÊÛ5éÏ
,
i.e.
éêÑ
ç
Íå<ÛRÊ:Ï
, and
×*ØiÍ&énÛ+å<ÛRâTÏ
, i.e.
âëÑìé§àíå
, then
ã
ÌﬀÓ/ä1åÌﬀÓTÍå<ÛîÍÊ:Ï*Û5âzÏ
computes ç
Íå<ÛîÍÊ:ÏRÏBÑ¢âbÑ¢é¥àåïÑ
ç
Íå<Û5Ê:ÏàåBÑèÓàå àð7ð/ð+à
ñ òó ô
õ
Äö¤÷gøù úû-üý
å
.
The operation iterate( ÉOÊË«Ì5Ûc×*Ø ) is defined in terms of the
parameters
ÉOÊË«Ì
and
×Ø
. If we can assume that operations
for
É
ÊËÌ
and
×*Ø
are a priori correct, i.e. they are correct wrt
their specifications (2) in any interpretation of þ¨ß  , then
we can prove that the operation iterate( É
ÊËÌÛc×*Ø ) is stead-
fast, i.e. it is always correct wrt (1) (and (2)).
For example, suppose we have a component Naturals as
shown in Figure 7, in which the context is nß , and the
INTERFACE
CODE
Operations:
Naturals
CONTEXT 	

 
;
unit, op;
Code for unit, op
Figure 7. The Naturals component.
operations unit and op are specified as follows:
Â:ÃÄÅÆ Ç É
ÊËÌÍÎÝÏ Ð Î Ñfæ
Â
ÕﬀÖ
Ç ×ØÙÍÚ:Û5Ü<Û+ÞÏ Ð ÞXÑ ÚﬁﬀbÜ (3)
(i.e. ÉOÊË«ÌÍ&ÎÏ means Î is æ , and ×ØÙÍÚ:ÛRÜÝÛ+ÞÏ means ÞXÑÔÚﬂﬀíÜ )
and defined as follows:
Operation:- unit
ﬃ! #"%$&('*)
Operation:- op
+-,.$#/.021!0234'65 3879/;:<1
Then in Naturals, unit and op are (trivially) a priori cor-
rect wrt to their specifications (3), and if we compose the
components Iterate and Naturals, the operation iterate in
the composite Iterate+Naturals will be fully instantiated
(and therefore executable), and more importantly it will be
correct wrt its specification (1) (and (2)).
The composition here is of course just the simple closure
operation on Iterate, but it is sufficient to illustrate the idea
of steadfastness. In this closure of Iterate:
(i) = is the set of natural numbers;
(ii) à is ﬀ ;
(iii) Ó is æ ;
(iv) ç Íå<ÛRÊ:ÏqÑfæ>ﬀbå?ﬀfð7ð7ð(ﬀbå[ÑÔÊå .
Consequently, the specification
ÂA@#ÆCBED%FÆCB (1) specialises to
ã
ÌﬀÓ\äcåÌﬀÓTÍÚ:ÛRÊÛ+ÞÏqÐ¡Þ Ñ Êå
and similarly
Â:Ã1ÄÅÆ (in (2)) specialises to
ÉOÊË«ÌÍ&ÎÏqÐ ÎÒÑfæ
(in (3)), and Â ÕﬀÖ (in (2)) to
×*Ø¤ÍÚ:Û5Ü<Û+ÞÏqÐ¡ÞXÑÔÚﬁﬀbÜ
(in (3)). Since, the operations unit and op are correct with
respect to their (specialised) specifications (3), the operation
(iterate( ÉOÊË«Ì+Û\×*ØÏHG unit G op) will compute Êå , and is cor-
rect wrt its (specialised) specification in Iterate+Naturals.
To illustrate the correct reusability of the iterate opera-
tion in Iterate, suppose now we have a component Integers
INTERFACE
CODE
Operations:
CONTEXT IJ

Integers
# K2L
;
unit, op;
Code for unit, op
Figure 8. The Integers component.
as shown in Figure 8, where the operations unit and op are
specified by:
Â
Ã1ÄÅÆ
Ç ÉOÊË«ÌÍ&ÎÏ Ð Î Ñfæ
Â
Õ-Ö
Ç ×*ØiÍ&Ú:Û5ÜÝÛ5ÞzÏßÐ ÞXÑÔÚMuÜ (4)
and defined by:
Operation:- unit
ﬃ! "%$&('*)
Operation:- op
+*,.$#/.0E1N0234'65 3879/?OP1
Obviously the operations unit and op in Integers are a
priori correct wrt their specifications (4). We can com-
pose Iterate and Integers by a closure operation on Iter-
ate, and get a correct iterate operation in the composite It-
erate+Integers.
In Iterate+Integers:
(i) = is the set of integers;
(ii) à is M ;
(iii) Ó is 0;
(iv) ç Íå<ÛRÊ:ÏÑèæQM åRM^ð/ð7ðM åBÑSMÊå ,
and the specification
Âﬂ@#ÆCBED%FÆCB ((1) in Iterate) specialises to
ã
ÌﬀÓ\ä1åÌﬀÓTÍ&Ú:Û5ÊÛ5ÞzÏqÐLÞXÑTMÊå
Â:ÃÄÅ3Æ (in (2)) specialises to
ÉOÊË«ÌÍ&ÎÏqÐ Î Ñèæ
(in (4)), and ÂÕﬀÖ (in (2)) to
×ØÙÍÚ:ÛRÜÝÛ+ÞÏqÐLÞXÑfÚJM Ü
(in (4)). Since unit and op are correct wrt their specifica-
tions (4), the operation (iterate ÍﬀÉ
ÊËÌÛc×*Ø<ÏG unit G op) com-
putes
MÊå
for an integer
å
, and is correct wrt its (specialised)
specification in Iterate+Integers.
The iterate operation is thus a priori correct in Iterate
and we say it is steadfast. It can be correctly reused in any
composite with operations for unit and op as long as these
operations are in turn steadfast.
The component Iterate has no constraints in its context de-
pendencies. To further illustrate the notion of steadfastness,
we now consider a component whose context dependencies
include constraints.
Example 10.2 Consider the component Iterate* (Figure 9)
obtained from Iterate (Figure 6) by adding the following
INTERFACE
CODE
CONTEXT UWVXY>Z[	\]^\_E`
Operations:
Dependencies:
ab c deKfKc d
\
ag#hi c
\
akjLl
;
[	\]^\_-\Emon(prq\*st ;
Iterate*
iterate* ZKmon(prq\*stu` ;
constraints;
Code for iterate*
Figure 9. The Iterate component.
constraints to its context dependencies:
v
£

vxwﬃ{¦yá£Ò £
v
£:w*y<w+

vxw£ByStCyíyz|qt£[yzyO|y
(5)
(these constraints stipulate that y should be associative) and
by replacing the iterate operation in Iterate by the following
operation iterate*:
Operation: iterate* ®«¯°O±_²³´+µz¶
·
²«¸*¹/º1²-¸/®_ºO³-»ﬃ³-¼ﬃ¶ ½ ¯°O±_²*®_¼ﬃ¶
·
²-¸*¹7º1²-¸\®_ºT³-°³-¼ﬃ¶ ½ {}|~{T °³
·
²-¸*¹7º1²-¸\®_ºT³E{e³-À¦¶5³
´+µÝ®_À~³-ÀI³«¼ﬃ¶
·
²-¸*¹7º1²-¸\®_ºT³-°³-¼ﬃ¶ ½ {}|u¿c®#{?¶ °³
·
²-¸*¹7º²«¸\®_ºT³E{ ³À¦¶5³
´+µÝ®_À~³-ÀI³E1¶5³´+µg®³-ºT³-¼ﬃ¶
The operation iterate* has the same specification
¤#-
(1) as iterate in Iterate, but it computes the relation ﬀ{/1ﬀ{
more efficiently than iterate: the number of recursive calls is
linear in iterate, whereas it is logarithmic in iterate*. How-
ever, iterate* would not be steadfast in Iterate. For exam-
ple, if we were to use iterate* in place of iterate in Iter-
ate, then iterate* would be correct wrt (1) and (2) in Iter-
ate+Naturals, but it would not be correct wrt (1) and (2) in
Iterate+Integers, where, for instance, for
ﬀ{\1ﬀ{Tt<w+ÁtÁtÁtÁtC|5|R|5|*wHT|
iterate* would compute  instead of the correct answer 	  .
Thus despite the a priori correctness of unit and op in both
Naturals and Integers, iterate* would not be correct in
both Iterate+Naturals and Interate+Integers. Therefore
iterate* would not be steadfast in Iterate.
The reason for this is that in Iterate*, the constraints (5)
require that the parameters { and y of the context satisfy the
unit and associativity axioms. These imply that

®_ºT³-°g¶6

®_ºO³°~Ł\¶

®_ºO³«°?Ł\¶WÙº L:°Rﬂk

®_ºT³-°g¶6

®_ºO³°~Ł\¶

®_ºO³«°?Ł\¶ L:°Rﬂ%(-
which means that whenever y is associative, } can be com-
puted in logarithmic time. So, if we were to use iterate*
in place of iterate in Iterate, then iterate* would be correct
in Iterate+Naturals because here ( v is the set of natural
numbers) { is  , y is  , and so they actually satisfy the con-
straints (5) anyway, even though these constraints are not
present in Iterate. On the other hand, iterate* would not
be correct in Iterate+Integers because here ( v is the set of
integers) { is 0, y is  , and since  is not associative, they
do not satisfy (5).
However, we can prove that iterate* is steadfast in Iter-
ate*, again assuming a priori correctness of operations for
unit and op defined in some other component. It will be cor-
rect in any composite Iterate*+C as long as C satisfies the
constraints (5) in the context dependencies of Iterate*. For
example, as can be seen from the above discussion, iterate*
will be correct in Iterate*+Naturals since  is associative.
For something completely different, suppose Matrices is
a component with a context of  -dimensional square matri-
ces. Then in the composite Iterate*+Matrices, v is the set
of  -dimensional square matrices, { is the  -dimensional
identity matrix, and since matrix multiplication } is asso-
ciative, iterate* will be correct, where op computes matrix
products.
11 Discussion
Since a steadfast program is correct, and hence correctly
reusable, in all specialisations and instances of its context,
a component with steadfast operations, which we will call
a steadfast component, when composed with another stead-
fast component will also be steadfast. In other words, stead-
fastness is not only compositional, but is also preserved
through inheritance hierarchies.
Consequently, in the context of system prediction (as
shown in Figure 3) when composing steadfast components,
not only can we be sure that the composite will be steadfast,
but we can also predict the specification of the composite.
This is illustrated in Figure 10.
A B C
Interface/Spec Interface/Spec Interface/Spec
Code Code Code
component A component C
+
Steadfast
component B
Steadfast Steadfast
Figure 10. Composing steadfast components.
In the context of modular specification and verification
(as shown in Figure 4), steadfast modules can be verified
and the specification of the composite can be predicted, prior
to composition. This is illustrated in Figure 11. We under-
Code
Interface Interface
Code
Spec for C
C
Spec for B
B
+Code
Interface
Spec for A
A
+
Steadfast module C Steadfast module A Steadfast module B
Figure 11. Composing steadfast modules.
stand that current approaches to modular reasoning need to
know the specification of the composite before predicting
if the composite will work according to its specification. If
this is the case (as shown in Figure 4), then steadfastness
offers the advantage of being able to predict the specifi-
cation of the composite prior to composition. Thus, with
steadfast modules, we can do system prediction as shown in
Figure 10.
12. Conclusion
For lack of space, we have presented the intuition be-
hind steadfastness by means of simple examples. We hope
this does not detract from its presentation.A full account of
steadfastness can be found in [8]. Steadfastness is defined
in terms of model-theoretic semantics. It is thus declarative
in nature. We believe that declarative semantics in general
will be important for lifting the level of abstraction.
Our approach to specifying components is very generic.
The component may be just a class or ADT. It may be a
module, in particular what Meyer [10] calls an abstracted
module, which is the basic unit of reuse in the CBD method-
ology RESOLVE [14]. It may be an object model [2] as in
OMT [11] or UML [12]. It may yet be an OOD framework,
i.e. a group of interacting objects [6], such as frameworks
in the CBD methodology Catalysis [3, 5]. It could even be
a design pattern or schema [4].
We believe that our approach to component specification
can enable predictable component assembly, which is cur-
rently an open problem in CBD. In addition, we believe it
can provide a hybrid, spiral approach to CBD [7] that is
both top-down and bottom-up for CBD, as illustrated in Fig-
ure 12. First a library of steadfast components has to be
Top−down
yes
no
Architectural Spec
Bottom−up
Spec
Correct software
Correct software ?
Requirements Spec
Library of steadfast components
Library of steadfast components
analysis &
transformation
synthesis
synthesis
design
Figure 12. A spiral model for CBD.
built. The nature of steadfastness, coupled with the use of a
priori reasoning, then allows these components to be com-
posed into larger systems in either a top-down (following
the traditional waterfall model or the software architecture
approach [13, 1]), or bottom-up manner, or indeed a combi-
nation of both.
Bottom-up development in particular is more in keep-
ing with the spirit of CBD. Composition of steadfast com-
ponents can show the specification of the composite, and
therefore the specification of any software constructed can
be compared with the initial specification for the whole sys-
tem. Guidance as to which components to ‘pick and mix’
can also be provided by component specifications.
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3. Calculus - Syntax and Type Basics
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3.1 Syntax of Component Composition
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3.3 Subtypes
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4. Contract Matching and Connectors
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4.1 Contracts
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4.2 Connectors
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5.2 Type Safety
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5.3 Types as Formulas
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6. Client and Provider Life Cycles
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3.2 Component testing
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ABSTRACT
CORAL is a language for specifying properties of ACOEL,
a component-oriented extensional language. The design
of CORAL is based on input/output automata and type
state. The properties of ACOEL components that need to
be verified are specified using CORAL. A verification en-
gine will then crawl through CORAL and verify whether
ACOEL can be safely executed or not. In this paper we
focus on CORAL, and show how to specify properties of
ACOEL. We will also briefly discuss the concurrent mod-
ification problem that is commonly encountered in the
iterator design pattern.
1. INTRODUCTION
The Internet has revolutionized the kinds of software
applications that are currently being developed. These
days people are talking about applications as services
just as electricity and telephone services. When software
are treated as services, it is important to ensure that they
are properly packaged as components that can be eas-
ily connected to other software components, and it is
even more important that (1) software components be
certified that it will not do any harm to other compo-
nents or the environment in which it is deployed, and (2)
the clients will properly use the components. ACOEL is
a component-oriented extensional language for creating
and plugging components together [22, 23].1 In ACOEL,
a component developer can specify and abstract prop-
erties and requirements of components using CORAL (a
COmponent Requirement and Abstraction Language).
Depending on the context in which a component is used,
a certification tool will try to certify that the component
is well-behaved and is safe for plugging into the system.
1ACOEL was initially called as York.
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In this paper we will mostly focus on CORAL.
There are two aspects to CORAL: abstraction and re-
quirements. Abstraction essentially suppresses the ir-
relevant details of a component so that one can focus
just on those properties that we wish to verify. There
is definitely a compromise between abstraction and the
level of details that one is interested in verifying. Re-
quirements are constraints that are necessary for proper
functioning of components. There are many different
kinds of requirements that a component will want to en-
force. For instance, a square root function sqrt(x) will
require that x is not a negative number. For proper
functioning of a FTP component, it is required that a
client first connects to a file server before getting files
from the server. Some of the popular modeling and
specification languages and tools in the literature in-
clude UML/OCL (Unified Modeling Language/Object
Constraint Language) [10], JML (Java Modeling Lan-
guage) [15], Larch [12], SMV [17], etc. Once the re-
quirements of a component are specified using one of
these languages, the underlying system will then encode
the specification into a mathematical structure and then
prove the required properties.
To ensure usability of an abstraction and specifi-
cation language, it is important to maintain a close
correspondence between the component concrete lan-
guage and the language used for specifying abstrac-
tion/requirement of components. JML, for instance, is
tailored to Java [15]. CORAL is a requirement and an
abstraction language for expressing and proving proper-
ties of ACOEL components. A component in ACOEL con-
sists of a set of typed input ports and output ports. The
input ports of a component consists of all the services
that the component will provide, while the output ports
are all the services that the component require for cor-
rect functioning. A port type can be either an interface
type or a delegate type. An interface type consists of a
set of methods and named constants, whereas a delegate
type is an encapsulated signature of a method. The in-
ternal implementation of a component in ACOEL is com-
pletely hidden from the clients (i.e., a black-box compo-
nent). In CORAL, the set of input ports of a component
are abstracted as a set of input actions, the set of output
ports of a component are abstracted as a set of output ac-
tions and the internal implementations of a component
are abstracted as a set of internal actions. The states of a
component, and of the environment are encoded using
state variables and data types. The above actions when
performed on a state will transform the state to another
state. In CORAL such state transitions are expressed us-
ing a state transition relations. The CORAL model of an
ACOEL component is very to close to an input/output au-
tomaton (IOA) [13].
The rest of the paper is organized as follows: Section 2
gives a brief introduction to ACOEL. Section 3 discusses
IOA modeling of CORAL. Section 4 introduces CORAL
using a simple example called the concurrent modifica-
tion problem. Section 5 discusses some of the related
work. Finally, Section 6 gives our conclusion and also
projects some of the future research direction.
2. ACOEL
The design of ACOEL was motivated by the following
component design principles.
 Pluggable Units A component is a unit of abstrac-
tion with clearly defined external contracts and the
internal implementation should be encapsulated.
The external contract should consist of both the
services it provides and the requirements it needs
when it is plugged or (re-)used in a system.
 Late and Explicit Composition. For a component to
be composable by a third-party with other compo-
nents, it must support late or dynamic composition.
During the development phase, requirements of a
component should only be constrained by some
external contract. Then, at runtime, an explicit con-
nection is made with other “compatible” compo-
nents (i.e., one that satisfy the constraints) to effect
late composition.
 Types for Composition. Typing essentially restricts
the kinds of services (i.e., operations or messages)
that can be requested from a component.
 Restricted Inheritance. In OO programming, it is
well-known that one cannot achieve both true en-
capsulation and unrestricted class inheritance with
overriding capabilities [21]. In ACOEL, classes
(which support inheritance) are second-class citi-
zens, and are not visible to the external clients.
 No Global State. In ACOEL, there are no global vari-
ables and public methods that are visible to the en-
tire system.
Let us briefly illustrate ACOEL by implementing the
Iterator design pattern [11]. An Iterator pattern consists
of an aggregate (e.g., set, list, array, etc.) and an itera-
tor that traverses the aggregate. The main construct in
ACOEL is component. A component consists of a set of
typed input ports and output ports. A List component,
defined below, consists of two input ports: one port is
used by the client code to add/get/remove list elements
and for creating an iterator, and the other port is used by
the iterator to add/remove/get list elements. A client
uses the following type to access services from the List
component.
interface CLIntf {
void add(int index, Elem e) ;
void remove(int index, Elem e) ;
Elem get(int index) ;
ListIter iterator() ;
}
An iterator component interacts with the List com-
ponent using the following interface.
interface ILIntf {
void remove(int index, Elem e) ;
Elem get(int index) ;
void start() ; // start of the iterator
void end() ; // end of the iterator.
}
The start()method and end() are basically used to
start and end an iteration, and iterator() is a factory
method that returns an iterator component.
Next we define the List component.
component List {
in CLIntf clin ;
in ILIntf ilin ;
ListNode head = null ;
int count = 0 ;
List(){head = null ; count =0 ;}
class ListNode {
Elem e ;
ListNode n ;
ListNode(){} ;
}
class CLCls implements CLIntf, ILIntf {
void add(int index, Elem e) { ...};
void remove(int index, Elem e) {...};
Elem get(int index) {...} ;
int count(){return count ;}
ListIter iterator() {
return new ListIter(This) ;
}
void start() { ...}
void end() { ...}
}
attach clin to CLCls ;
attach ilin to CLCls ;
}
The attach statement essentially attaches an input port
to a particular implementation class inside the compo-
nent. Any messages that arrive at an input port is for-
warded to the instance of the class that is attached to
the input port. The class instance will either process the
message or it will delegate to another class instance in-
side the component.
Next we define the ListIter component. It consists
of one input port and one output port. The output port
ilout is used to connect to the input port ilin of List.
A client component uses the input port clin for access-
ing services of the ListIter. First let us define the type
CIIntf of input port clin.
clin
ilin
ciout
clout
Client
List
Iterator
ilout
ciin
Figure 1: Various components in Iterator pattern
interface CIIntf {
Elem next() ;
Elem start() ;
boolean hasNext() ;
void remove() ;
}
A client component uses the start() method to start
a new iteration. Here is the ListIter component for
iterating over the elements of a list.
component ListIter {
in CIIntf clin ;
out ILIntf ilout ;
ListIter(List l ) {
connect ilout to l.ilin ;
pos = 0 ;
}
int pos = 0 ;
class ILCls implements ILIntf {
Elem next() {
Elem e = ilout.get(pos) ;
pos++ ;
return e ;
} ;
Elem start(){
ilout.start() ;
pos = 0 ;
}
boolean hasNext() {
if (pos < ilout.count())
return true ;
ilout.end() ;
return false ;
} ;
void remove() {...} ;
}
attach clin to ILCls ;
A client component has to first explicitly connect to
a component before obtaining the services. Notice that
ListIterator can invoke services of List component
via its own output port ilout, and this output port is
connected to input port ilin of List component in-
stance.
Finally, here is a client code that wants to access the
List component and the ListIterator component.
component Client {
out CIIntf ciout ;
out CLIntf clout ;
main() {
List l = new List() ;
connect clout to l.clin ;
// add a bunch of elements ...
ListIterator li = l.iterator() ;
connect ciout to li.ciin ;
ciout.start() ;
while(ciout.hasNext() {
Elem e = ciout.next() ;
}
}
Figure 2 shows the overall structure of the iterator pat-
tern. There can be more than one iterator that is simul-
taneously active. A client will typically use the itera-
tor created by the list component (through the factory
method iterator()). The list component can ensure
that it will only interact with iterators that it created for
a client. Whenever there are multiple simultaneous iter-
ators, there is a potential for concurrent modification of
the list by multiple iterators (which will lead to incon-
sistent states). We will discuss this problem later in the
paper.
3. MODELING COMPONENTS
A component in ACOEL consists of (1) an external con-
tract made of typed input and output ports, and (2) an
internal implementation consisting of classes, methods,
and data fields. A client can only see the external con-
tract and the internal implementation is completely en-
capsulated. A component provides services via its input
ports, and specifies the services its requires via its out-
put ports. In ACOEL, a connect statement makes an ex-
plicit connection between an output port of a component
to a “compatible” input port of another component. Let
connect c
1
hp
o
i to c
2
hq
i
i be a connect statement. For this
connection to be compatible, it is necessary that q
i
<: p
o
.
The sub-type relation ensures that any message sent over
the connection by c
1
can be processed by c
2
. But the sub-
type relation is not sufficient to ensure port compatibil-
ity. In ACOEL, we enforce other kinds of constraints us-
ing CORAL.
We use a framework that is similar to input/output
automaton (IOA) to model ACOEL components. Ab-
stractly, a component automaton (CA) consists of a set
of actions, a set of state, and a set of transitions. The
set of actions are classified as either input actions in(A)
(corresponding to messages arriving at input ports), out-
put actions out(A) (corresponding to the requirements at
output ports), and internal actions int(A) (corresponding
to internal calls). Let acts(A) = in(A)[ out(A)[ int(A).
Similar to IOA, a CA A consists of the following four
components:
 sig(A), a signature
 states(A), a set of states (not necessarily finite)
 start(A)  states(A), a set of start or initial states
 trans(A)  states(A) acts(sig(A)) states(A),
a state-transition relation, such that for every state
s and every input action , (s; ; s0) 2 trans(A).
An action  is enabled in a state s if (s; ; s0) 2
trans(A). Input actions are enabled in every state (i.e.,
a component cannot block messages arriving at its in-
put ports). This is not a big restriction, since almost al-
ways we can throw an error condition for messages that
a component cannot handle (also, we can use the type
system to ensure that no arbitrary message arrives at in-
put ports of a component).
There are few differences between a regular IOA and
the kinds of programs that we are dealing with in
ACOEL. First, components in ACOEL can be dynami-
cally created and destroyed. Also, each component has
its own state. In ACOEL there are no global variables
and methods. Since component instances are dynami-
cally created and destroyed, an IOA model should in-
clude actions for creation and destruction of automaton
and for modeling system of automaton. To model dy-
namic creation of components, we introduce a create ac-
tion crt(A) that corresponds to creation of an automaton
A. The crt(A) will also invoke the constructor function
that modifies the state of A. The create action crt(A)
can be thought of as an input action to the newly cre-
ated automaton A, and the input action will invoke the
constructor methods of the corresponding component.
The create action will be executed by another automaton
for creating a new automaton. At any instance, only a
finite set of automaton exists. We can think of a configu-
ration C as a finite set fhA
1
; s
1
i; : : : hA
n
; s
n
ig, where A
i
,
for 1  i  n, is automaton identifier and s
i
is the state
of A
i
. An action  essentially changes a configuration C
to a new configuration C0, a create action will add a new
automaton to C, and all other action will simply change
the states of existing automaton.
4. THE CORAL LANGUAGE
In this section we will briefly introduce CORAL using
the iterator pattern example. Our intention is only to ex-
pose the core ideas behind CORAL. A component au-
tomaton (CA) consists of two main parts: (1) states
and (2) transitions. The states part consists of a
set of state variables, whose types can be either primi-
tive or composite data types. Primitive data types in-
clude char, string, int, float, and reference type.
Composite data types can be either in-built types or user-
defined types. In a types part one can define new data
types (see Figure 2). The transitions part consists
of a set of state transition written in the style of pre-
condition-effect-error for each action. This is illustrated
in ListAutomaton, a CORAL automaton for the List
component (see Figure 2). For each action, we list the
pre-condition part, the effect part, and the error part.
Whenever the pre-condition part is satisfied, the eff
part is executed otherwise the error part (if defined) is
coral ListAutomaton {
types:
Iter {
int id ;
enum st = {active, passive} ;
}
states:
int srcId ;
List l ; // list type
Iter iter[] ; // a hash of iterators.
transitions:
input void CLIntf.add (int index, Elem e) {
pre:
(forall i iter[i].st==passive) &&
(l.length < index)
eff:
l.insert(index, e) ;
error:
throw AddException ;
}
input void CLIntf.remove(int index, Elem e) {
pre:
(forall i iter[i].st==passive) &&
(l.length < index)
eff:
l.remove(index, e) ;
error:
throw RemoveException ;
}
input Elem CLIntf.get (int index) {
pre:
(l.length < index)
eff:
error:
throw GetException ;
}
input CLIntf.iterator () {
pre:
eff:
// add a new iterator to iter
int newsrcId = create ListIterator
iter.add(newsrcId) ;
return newsrcId ;
}
input ILIntf.start() {
pre:
eff:
iter[srcId].st = active ;
}
input ILIntf.end() {
pre:
eff:
iter[srcId].st = passive ;
}
input Elem ILIntf.get (int index) {
pre:
(iter[srcId] == active)
(l.length < index)
eff:
error:
throw GetException ;
}
input ILIntf.remove() {
pre:
(iter[srcId] == active) &&
(forall i and i!=srcId
{iter[i].st==passive} ) &&
(l.length < index)
eff:
l.remove(index, e) ;
error:
throw RemoveException ;
}
}
Figure 2: CORAL for List component.
executed. The eff part essentially performs state trans-
formations.
For the example in Figure 2, the states part consists
of three states: srcId is the identity of the source com-
ponent that is invoking the input action. l is a list with
operations such insert, remove, etc. An insert op-
eration will add an element to l and changes the state
of l to a new l. The iter state keeps track of all itera-
tors that a client created. A create operation will essen-
tially create a new iterator identity and saves it in iter.
Consider the input action CLIntf.add(), the eff part
will be executed only if all the iterators in iter[] are
passive and the index is less than the length of the list.
Otherwise the error part is executed.
We essentially translate a CA to an IOA, and then ver-
ify properties in IOA. An input action in CA also returns
a value (which can either a normal value or an error con-
dition). So an input action in CA is translated into a in-
put action followed by an output action in IOA. The pur-
pose of the output action is to return a value or an error
condition back to source component. We do the same
for an output action in CA (i.e., it is also broken into an
output action followed by an input action).
Unlike in IOA, in CA we typically do not perform
composition operation explicitly—we typically verify
whether a composition is a valid composition, and the
actual composition is effected by subtype relation be-
tween ports via connect statement. There are two
kinds of verification we are interested: invariance and
reaching an error state. An invariance is a property that
is true in all reachable states. Reaching an error state
means that a pre-condition fails and an “error” state is
reached. An execution of an automaton is a finite se-
quence of s
o
; 
1
; : : : ; 
n
; s
n
, with s
0
being a start state of
the automaton. A state is reachable if it occurs in some
execution. Our main goal is verification of safety prop-
erties (rather than liveness or fairness properties).
Let us briefly illustrate one kind of verification prob-
lem, called concurrent modification problem (CMP).
This problem was motivated from Ramalingam et
al. [18]. We have simplified the problem from what is
described in Ramalingam et al. [18]. The main problem
with CMP is that when an iterator is active a modifica-
tion to the underlying aggregate structure can cause an
inconsistency between the iterator and aggregate struc-
ture. Most implementation of an iterator pattern will al-
low modification to an aggregate structure only through
the iterator (especially when an iterator is active). Let
us slightly modify the client code given in Section 2 and
include the statement l.add(0,e) in the while-loop.
component Client {
out CIIntf ciout ;
out CLIntf clout ;
main() {
List l = new List() ;
connect clout to l.clin ;
// add a bunch of elements ...
ListIterator li = l.iterator() ;
connect ciout to li.ciin ;
while(ciout.hasNext() {
Elem e = ciout.next() ;
l.add(0,e) ;
}
}
In the ListAutomaton the precondition for l.add
will fail since an iterator in iter state may still be ac-
tive. Although the above example looks trivial there are
many non-trivial phases that one has to go through be-
fore coming to the conclusion. For instance, we need
alias analysis information to disambiguate different it-
erators. We need to use theorem proving techniques
to verify invariants defined in the pre-conditions. We
have used end() method to explicitly terminate an it-
erator. Compared to Ramalingam et al., our approach
gives very conservative result. It is to be noted that our
intention in using CMP is only to illustrate the use of
IOA for verifying this, albeit simplified, problem.
5. DISCUSSION AND RELATED WORK
Verifying software system is an age-old, but certainly
not a solved problem. Many specification and verifi-
cation techniques have been proposed in the literature
for ensuring that software systems are safe and well-
behaved [2, 14, 24, 3, 12, 7, 20]. With the advent of the
Internet-based applications it is even more important to
ensure safety and security of software system. In this
paper we presented CORAL for abstracting and spec-
ifying requirements of ACOEL components. We used
IOA for modeling ACOEL components. Typically in the
past, IOA has been used to model distributed system.
In CORAL we use IOA to verify whether a component
when plugged into a system will behave correctly, and
also whether a client of the component will use the com-
ponent correctly or not. CORAL can be used to ver-
ify other kinds of constraints such a protocol verifica-
tion [25]. We can simply encode the correct sequences
of method calls using an automaton.
This paper presents a preliminary experience of us-
ing IOA for software verification. There are many open-
ended problems that needs to be resolved. Handling
aliasing, sub-type polymorphism, etc. presents some in-
teresting challenges. Recently Attie and Lynch proposed
dynamic IOA that can handle dynamic creation and de-
struction of automaton. Rather than thinking in terms
of single automaton, dynamic IOA goes one step further
and defines a configuration of interacting automata [4].
We are currently exploring on how to use the full po-
tential of dynamic IOA in CORAL. For verification pur-
poses we have to deal with practical programming lan-
guages which typically include aliasing and polymor-
phism. Unlike IOA, our main goal is verification of com-
ponents. One component can be connected to another
component through their ports if the corresponding port
types have a sub-type relation (i.e., the input port should
be a subtype of the output port). We use CORAL to go
beyond subtype relation and verify other kinds of con-
straints [16].
Model checking is a classical approach to verification
of software systems [8]. Bandera is a collection of tools
for model-checking concurrent Java programs [9]. It
takes Java source code, compiles them, and generates
code for verification tools like SMV and SPIN. SLAM
project is very similar to Bandera project, except that
SLAM also uses predicate abstraction and discovery to
point errors in C code [5]. Strix is specification lan-
guage for expressing business process and a Strix com-
piler once generates code for SMV model checker [6].
CANVAS uses EASL specification and translate them to
a 3-valued logic for verifying program properties [18].
JML is a Java Modeling Language and it uses design-
by-contract and Larch theorem prover to verify program
properties [15]. There are several other projects related
to software verification.
Another important, but related, area is the Architec-
ture Description Language (ADL) [19]. A software sys-
tem is typically starts off with a requirement and a de-
sign phase. During this phase, the implementation de-
tails are typically ignored and the focus is on under-
standing and developing software architecture. ADLs
are typically used at this phase to specify the structure
and the requirements of a software system. ArchJava is
an example of integrating ADL with Java [1]. CORAL
can be used as a ADL. One can express the requirements
of ACOEL components, even before implementing them
using CORAL. To use as an ADL, we need a way to com-
pose component automaton. For this we rely on IOA
theory of composing automaton.
6. CONCLUSION
In this paper we briefly introduced CORAL as a lan-
guage for abstracting and specifying ACOEL compo-
nents. CORAL is based on IOA. Unlike classical IOA, our
intention in using the theory of IOA is for verification
of software components. We are currently working on
three aspects of CORAL. First we are refining on the syn-
tax and semantics of CORAL. Second, we are focusing
on the dynamic IOA model for CORAL. Finally, we are
looking at ways to model aliasing, sub-typing, classes,
and other states within IOA. Both ACOEL and CORAL
are at design stages, and we are at initial stages of imple-
mentation. We expect to publish more details of CORAL
in the near future.
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ABSTRACT
In this paper we describe an interesting context to study
formal methods for component systems: embedded devices.
The context of embedded devices is highly constrained by
the physical requirements the devices have to adhere to.
As a result, component models for embedded devices are
not general purpose but geared towards these constrained
contexts. In this paper we give the concrete setting of the
Pecos project (a project with as goal component engineering
for embedded devices). We describe the Pecos component
model, and show possibilities where we think formal verifi-
cation could be useful. We would like to use this as a very
concrete example to discuss formal verification techniques.
1. INTRODUCTION
Software for embedded systems is typically monolithic and
platform-dependent. These systems are hard to maintain,
upgrade and customise, and they are almost impossible to
port to other platforms. Component-based software engi-
neering would bring a number of advantages to the embed-
ded systems world such as fast development times, the abil-
ity to secure investments through re-use of existing compo-
nents, and the ability for domain experts to interactively
compose sophisticated embedded systems software [7].
The goal of the PECOS (PErvasive COmponent Systems)
project (a European Esprit project) is to find solutions for
component oriented development (COD) for embedded sys-
tems . In this context we are developping Comes (a general
Component Meta-Model) and the Pecos Model (a special-
ization of Comes targeted towards embedded systems in the
context of the project).
In Comes, components are black-box encapsulations of be-
havior. They have interfaces that consist of properties and
ports, can contain subcomponents, and have consistency
rules that express structural integration internal to the com-
ponent (for example, to check dependencies between prop-
erties). The ports of components are connected by explicit
connectors. Consistency rules of the composite component
can reason about the properties of the composite, but also
on the connectors and the properties of the sub components.
The Pecos Model is a specialization of Comes to explicitly
support components for embedded devices in the context of
the Pecos project. Interesting is that this puts a lot of ex-
tra constraints on the component model. We firmly believe
that this will allow us to use formal (mathematical) tech-
niques to verify non-functional requirements of the modeled
components. More specifically, we want support regarding
timing and scheduling and memory consumption.
For this workshop we see ourselves as the providers of an in-
teresting problem and problem context. We believe that the
extra constraints imposed by the context of our component
model make it a good example to use and assess the func-
tionality of formal techniques. Coming from a practical, less
formal discipline of software engineering and programming
language design, we want to discuss with the more math-
ematically enclined researchers on how to come to formal
support for specifying and checking components.
In the rest of the paper we introduce the specific problem
context of embedded systems in more detail. Then we show
the current version of the component model. Finally we
enumerate the places where we think that formal techniques
could help us, and discuss techniques we think are of interest
to us.
2. THE EMBEDDED SYSTEMS CONTEXT
A massive shift is going from desktop applications to em-
bedded systems, where intelligent devices taking over roles
that are currently done in desktop applications. Moreover,
the capabilities of embedded devices augment rapidly, and
their responsibilities increase likewise. Distributed embed-
ded devices (intelligent field devices, smart sensors) not only
acquire but also pre-process data and run more and more
sophisticated application programs (control functions, self-
diagnostics, etc.).
The drawback of this evolution is that the software needs
to follow. Here the story is less positive: the software engi-
neering techniques that are typically employed are lacking
far behind software engineering techniques for mainstream
applications. Currently software for embedded devices is
written in assembly or C, in a monolithic fashion, with a
typical development time of two to three years. The reasons
for this are two-fold. The first reason is the specific con-
text of embedded devices (with all the constraints of power
comsumption and simple hardware as a result of this). The
second reason is that, up until a couple of years ago, the mar-
ket for embedded devices was relatively small, and was thus
neglected by the big players from desktop applications. For
example, operating systems or development environments
are hard to find for embedded systems.
The goal of the PECOS (PErvasive COmponent Systems)
project is to apply solutions for component oriented devel-
opment (COD) in the context of embedded systems. As in
desktop applications, the overall goal is to have more reuse,
higher quality and reduced development time. Key factor
in the project is the component model to support compo-
nents for embedded systems. Before we have a look at this
model, we first introduce the Pecos component development
process, and field devices, the embedded systems the Pecos
model should support.
2.1 Pecos Process
Part of the solution of the Pecos project is a component de-
velopment process. In this section we give a quick overview
of this process, as this will help to introduce some choices
made in the Pecos Component Model. The process consists
of two main phases: the component construction phase and
the field device assembly phase.
The component construction phase defines what is needed
to develop a single component (that possibly contains sub-
components), instrument it (to provide information about
runtime aspects of the component), and put it in the com-
ponent repository. It specifies the following workflow:
• the component is created. This means defining the
basic properties and the interface of the component.
• the subcomponents are filled in. If the component has
subcomponents, then these subcomponents need to be
selected from the repository and added to the com-
ponenent. They also need to be connected with each
other.
• the component is checked. In this phase, a structural
check is performed to make sure that everything is
specified according to the model, and that the given
information follows the rules in the model. For exam-
ple, when the model specifies that a component should
have a name, then this is checked at this moment.
Also, when type information needs to be given it is
checked that the given types exist. Or, if there are
subcomponents, their connections are checked.
• generating skeleton code. When the check succeeds,
meaning that the component’s structure is verified,
skeleton code can be generated.
• filling in the skeleton: the skeleton code has to be ex-
tended into a full working implementation.
• instrumenting the component: the component is then
ready to be instrumented. In this phase it is deployed
in a standard environment so that certain runtime in-
formation can be gathered. What information depends
on the model. Since in the Pecos model we want to
check scheduling information and memory consump-
tion, basic figures need to be extracted. Note that we
need the instrumentation because we see components
as black-box abstractions where we have no idea about
their internals. If this constraint is lifted, the instru-
mentation phase could be made simpler or even omit-
ted. We discuss this in more detail when we discuss
the non-functional checks.
• the instrumented component is then added to the com-
ponent repository.
A second activity is to assemble components into field de-
vices (the actual embedded systems that need to be modeled
in the context of Pecos). This activity consists of the fol-
lowing steps:
• select a template for the field device that needs to be
created
• select the components that need to be filled in to in-
stantiate the field device
• connect the components
• perform structural checks on the instantiated field de-
vice
• perform non-functional checks using the information
provided by the components. For example, make sure
that the total power consumption of the chosen com-
ponents does not exceed the limit of the Field Device,
or that a schedule can be found to schedule the com-
ponents.
• generate the code for the field device
• deploy the component on the actual hardware
In the next section we have a look at Field Devices, the
actuall embedded systems used in the project. Then we in-
troduce the model to support the specification and checking
of these devices.
2.2 Field Devices
Field devices are embedded reactive systems. A field device
can analyze temperature, pressure, and flow, and control
some actuators, positioners of valves or other motors. Field
devices impose certain specific physical constraints For ex-
ample a TZID (a pneumatic positioner) works under the
following very hard constraint: the available power is only
100 mW for the whole device. This limits severely the avail-
able CPU and memory resources. The TZID uses a 16 bit
micro-controller with 256k ROM and 20k RAM (on-chip),
and communicates using fieldbus communication stacks (an
interoperability standard for communication between field
devices). The device has a static software configuration,
i.e., the firmware is updated/replaced completely, and there
is no dynamic loadable functionality.
As a result from the physical constraints (especially the very
harsh power consumption requirements), the runtime envi-
ronment and the software are subject to the following con-
straints:
• One processor: all the components composing a field
device are running on a single processor, that is very
slow when compared to mainstream processors.
• One monolithic piece of code: after assembling the
different components that compose a field device, the
software for the field device forms one single piece that
is deployed.
• No dynamic change: At run-time (after the field de-
vice is initialized) there is no memory allocation, nor
dynamic reconfiguration.
• Single language per application: a component is cre-
ated in a single language like C or C++.
• Multi-threading: field device components can be run-
ning on different threads. The scheduling is carried out
by either the OS or by an explicit scheduler. However,
most of the components are passive and scheduled by
a central scheduler. Components that are active (that
have their own thread) are typically the ones close to
the hardware. They are responsible for regularly read-
ing values from this hardware, such as the current mo-
tor position or speed.
• Components communicate by sharing data contained
in a blackboard-like structure. Components read and
write data they want to communicate to this central
memory location.
• Some components are described by state automata.
Some components have state, others are stateless be-
cause they are only representing algorithms.
• Components only offer interfaces in terms of in/out
ports. The component state automata definition, or
other behavorial descriptions, are not available. This
is a very hard requirement, as this means that a lot of
existing formal verification techniques are not usable.
• A field device architecture is fixed. It is composed by
an Analog component controlling the overall workings
of the device, a Transducer component that interfaces
to the hardware, a HMI component for the Human-
Machine interaction and an EEPROM component to
store data in non-volatile memory.
3. THE PECOS COMPONENT MODEL
The Pecos Component Model is the foundation of the Pecos
project. Its goal is to allow to specify and check components
and Field Devices, given the constraints given above. In
this section we iterate over the requirements for the model,
introduce its main aspects. In the next section we then look
at how formal techniques could be applied in this context.
3.1 Requirements
The goal of the Pecos Component Model is to be able to
model and check a field device. More specifically, it has to
allow:
• to specify individual components (that can contain
subcomponents);
• to connect components;
• to assemble components into Field Devices;
• to check the structure and well-formedness of compo-
nent compositions and Field Devices;
• to check non-functional requirements of Field Devices.
More specifically, timing and scheduling of components,
and their memory consumption;
3.2 Model Overview
In the constraints imposed by the context of embedded sys-
tems on field devices we already saw that Field Devices fol-
low a blackboard-like achitecture. Hence, there is a central
block of memory (called the Object Manager, or OM for
short) that holds all the values that need to be passed be-
tween components in a field device. The OM is filled when
the field device is initializad. At runtime, its structure does
not change (as there is no allocation at runtime after the
initialization). Components that need to share data to do
by writing and reading from the OM.
Normally, when components would all be running in their
own thread and hence in parallel, locking and synchroniza-
tion of the OM would certainly be needed. However, in the
specific context of a field device such a solution,(typical solu-
tion for desktop applications), is not possible. The reason is
that it’s too expensive in both processing power and memory
consumption, and that OS facilities to support locking and
synchronization are not always available or very costly. Field
devices solve the problem by providing one central scheduler
that sequentially schedules all components. Hence, at any
moment in time, only one component has access to the OM
and thus no locking is needed. Of course, this introduces
other problems as well, that we will discuss in detail later
on when we talk about supporting (checking) non-functional
requirements.
The Pecos model builds on our experiences with support-
ing Software Architectures using logic programming lan-
guages [6]. The main constituents are components, ports
and connectors:
• component : a Pecos component has a name, contains
information regarding scheduling and memory consump-
tion (see further), has a list of data ports and possibly
has a list of subcomponents and connectors for these
subcomponents;
• data ports: a data port indicates that the component
provides or needs data for other components. It con-
tains a type (of the data that will be passed, such as
Float), a direction (in, out or inout),
• connectors connect data ports of components, and hence
model a data dependency between two ports. Connec-
tors contain the names of the component and the ports
they connect
Besides this structural information, we also check some Pecos
specific constraints, such as type and range information on
ports. Table 1 lists all the structural checks that can be
performed.
Besides the components and connectors, the Pecos model
also offers a Field Device template. This is a template com-
ponent that has to be instantiated with 4 concrete compo-
nents. The Field Device component specifies the structure
and the behaviour of a field device in such a way that its
structure and semantics can be checked, and that code can
be generated from it. To instantiate the field devoce, four
components and their connections that have to be specified:
• Human Machine Interface Component : a field-device
can be equipped with displays and other devices so
that users can inspect or modify the behaviour from
the device itself
• Non-volatile memory Component : the state of the com-
ponent needs to be written to certain kinds of memory
• Input-Output-Controller Component : the data from
the device component typically consist of raw values
that are immediately related to the hardware contained.
The function of this component is to provide an in-
terface to the other non-hardware related components
that is not hardware specific. For example, it can scale
raw data from the hardware so that the display can
show the value of a temperature controller in degrees
Celsius.
• Device Component : all components that deal with the
hardware are encapsulated by this component.
The result is a Field Device that can be checked for well-
formedness (making sure that everytthing conforms to the
structural rules) and for non-functional requirements. These
last checks are the topic of the following section.
4. CHECKING OF NON-FUNCTIONAL RE-
QUIREMENTS
The previous sections described the context of field devices
and the Pecos component model to model components for
field devices. However, it didn’t give much information
about the checking of non-functional requirements. In this
section we describe what we would like to support, and what
we are currently doing. We also give information about re-
lated formal work that we think could be useful (but that
we not use at the moment of writing).
In the Pecos project we want to support two issues, that we
have already touched upon throughout the paper: schedul-
ing of components and memory consumption. We explain
these two issues in more detail, and then have a look at
opportunities we see for formal verification.
4.1 Component Scheduling
We already explained that in field devices we do not want
to use regular locking of data, but instead want to schedule
the components sequentially such that this is not needed.
Hence, a very important aspect that needs to be checked
when a field device component is instantiated is the sched-
uler.
More specifically, we currently instrument every individual
component with information regarding its execution time
(the time it takes to execute its behaviour once) and with in-
formation about its cycletime(the number of times it needs
to be executed in one scheduler cycle). Using this infor-
mation (combined with the information of the data depen-
dency provided by the connectors) we are now investigat-
ing whether it is possible to derive or check a scheduler.
The hardest thing to solve is that we currently identified
three kinds of components: passive components, active com-
ponents and event components. Passive components are
straightforward to handle: they just need to be scheduled
by the scheduler such that their execution and cycling infor-
mation is met. Active components are more difficult. The
reason is that they have their own thread that is running
inside of the component. This thread is typically used to
read-out values directly from hardware, such as the current
speed of a motor. In the current implementation used in
field devices, these values write to internal fields in the com-
ponent, and when the component is scheduled the values
in the internal fields are copied to the OM. Hence, active
components are scheduled and handled exactly as passive
components, even though they have their own thread. We
are currently debating whether this is a good solution, and
what would be alternatives. Event components pose the
same problems as active components. They do not have
their own thread, but act as event sinks that have to cap-
ture and react to events sent by certain pieces of hardware.
Just as with active components, they capture an event, wait
until they are scheduled by the scheduler and then handle
the event.
At the moment of writing we are still investigating possible
solutions to check and generate the scheduler, with proba-
bly the most interesting option to express all the scheduler
constraints using Constraint Logic Programming over Real
Numbers (CLP(R)), and calculate possible schedules. By
the time of the workshop we will have a concrete solution
for this problem, as this is currently under full development.
4.2 Memory consumption
Due to the minimal memory available in field devices, the
memory occupied by a component is a crucial information.
The model should support the computation of the compo-
nent size and checks for component substituability.
To perform the checks, every component is instrumented
with the size it needs for its code and for its data. This
should then be summed and combined with the information
from the blackboard.
4.3 Possibilities for Formal Verification
We are thinking to lift the constraint that components are
completely black-box, and adding and using state charts as
a way to describe the behavior of components. When we
Table 1: Structural Checks in the Pecos Component Model
Port The type of the property can only be one in a fixed set (Float, Tfloat, Tscale, . . . );
The direction should be in, out or inout;
The location of a port has to be ’static’, ’dynamic’, or ’nv’;
The minimum in the range is smaller than the maximum.
Component The State can only be active, passive or ’event’;
All the numbers regarding timing and code sizes should be positive or 0..
Connector Connectors can only connect out and in; ports;
The types of the ports should be compatible;
The ranges of ports should be compatible;
do this, we can think of using synchronous languages such
as Esterel [1], Argo/Argonaute [5], Lustre [3], CRP [2] and
combined approaches [4].
Especially Esterel seems a natural candidate to use in the
context of embedded systems. It is a synchronous and im-
perative concurrent language dedicated to control-dominated
reactive programs which are found in real-time process con-
trol, embedded systems, supervision of complex systems,
communication protocols and HMI. In Esterel, programs
are abstractions that manipulate input signals and gener-
ate output signals. Once programs are expressed in Esterel
they can be formally proved (i.e., non-reachability of state,
timing constraints), compiled to C in a compact form, and
simulated. In the context of Pecos, Esterel seems particu-
larly interesting because the size generated is suitable for
field devices and, more important, timing issues and mem-
ory consumption can be verified:
• it allows the verification that given an input, the out-
put of a program is comprised in a certain amount of
cycles of the input. This means that component sub-
stitution could be verified.
• it allows different code generation schemas. The first
one is boolean generation. By counting the number
of instructions the exact size of a component and its
exact execution time can be counted. The second is
condition-based and can provide maximum execution
time for a component.
Another possibility would be to look at the formalism of
timed state automata, to take timing information into ac-
count.
5. CONCLUSION
In this paper we describe the context of embedded systems,
for which we made a component model to specify and check
Field Devices (a particular kind of embedded system). Due
to the physical constraints imposed on embedded systems,
a component model for embedded devices has very specific
constraints: no runtime allocation, no locking or synchro-
nization, and a simple scheduler. We describe the Pecos
Component Model that we are developing, and that allows
to specify and check Field Devices and their components.
The most interesting aspect of the model is that we want to
check certain non-functional requirements before the soft-
ware for the field device is deployed in the hardware. This
is still under ful development. We showed the current status
of the checks, and where we suspect that formal techniques
could be welcomed. In the workshop we want to discuss
with people from the formal community, using our context
as a test case.
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