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Resum 
En aquesta secció es presenta la informació complementaria del projecte. Aquesta ha 
estat dividida en tres annexes: 
 Annex A: Manual d’usuari 
Manual d’usuari del programa implementat. S’explica com utilitzar la interface i es 
detallen les característiques dels fitxers d’entrada i sortida. 
 Annex B: Codi del programa S3A 
Conté el codi font del programa S3A implementat en C# i la explicació de la seva 
estructura. 
 Annex C: Codi del programa A2A 
Conté el codi font del programa A2A implementat en C# i la explicació de la seva 
estructura. 
 
Els fitxers dels resultats obtinguts amb cadascun dels 12 programes analitzats, així com 
els programes, s’adjunten en el cd. Els arxius dels resultats estan dividits en 24 carpetes 
que resulten de la combinació de les següents variables: 
- n: { 20, 50, 80, 120 } 
- m: { 2, 4, 8 } 
- mpe: { cnt, var } 
Dins de cadascuna d’aquestes 24 carpetes, hi ha 15 carpetes. En cadascuna d’aquestes 
carpetes hi ha 4 exemplars, que resulten de les diferents maneres de calcular les dates de 
lliurament de les peces: 
- dd:  { HH, HL, LH, LL } 
Hi ha dos tipus d’arxius: l’arxiu r_nomprograma.txt amb la solució resumida i l’arxiu 
resultats_nomprograma.txt amb la solució detallada.  
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ANNEX A: Manual d’usuari 
A.1.  Fitxer d’entrada 
El fitxer d’entrada que llegeix el programa està en format de text delimitat per tabulació 
(Figura A.1). 
 
Figura A.1: Exemple d’arxiu d’entrada en format txt 
 
Els fitxers en format txt s’han obtingut dels fitxers originals en format excel (Figura A.2) 
guardant-los amb extensió .txt. L’estructura dels fitxers és la següent: 
1. La primera fila, de color verd, és una única cel·la que conté el número de peces de 
l’exemplar (n). 
2. La segona fila, de color taronja, també és una única cel·la que conté el número 
d’etapes (m). 
3. La tercera fila, de color blau cel, té dimensió (1 x m). És a dir, té tantes cel·les com 
etapes i conté el número de màquines que hi ha en cada etapa (mpej).  
4. La quarta fila, de color salmó, té dimensió (1 x n). És a dir, té tantes cel·les com 
peces i conté la data de lliurament de cada peça (ddi). 
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5. La cinquena fila, de color lila, també té dimensió (1 x n) i conté els pesos de les 
peces (wi). En aquest estudi tots els pesos són iguals i unitaris. 
6. A continuació hi ha una matriu (m x n), de color beige. És a dir, m files que contenen 
els temps de procés de les n peces en cadascuna de les etapes.  
7. Finalment hi ha una matriu ((m x n) x (n + 1)), de color blanc que conté els temps de 
preparació. Aquesta matriu pot dividir-se en n submatrius de dimensió (m x n+1). 
Cadascuna d’aquestes submatrius fa referència a una etapa, on la primera fila conté 
els temps de preparació de la primera peça si la peça anterior a processar-se és la 
peça k (indicada per la columna), la segona fila de la segona peça, etc. 
 
 
Figura A.2: Exemple d’arxiu d’entrada en format excel 
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A.2.  Fitxer de sortida 
El programa, a mida que va resolent els exemplars, escriu la solució per cadascun d’ells en 
dos arxius diferents: un amb la solució resumida i un altre amb la solució detallada. 
A la figura A.3. es pot veure un exemple de l’arxiu amb la solució resumida. L’arxiu està en 
format txt delimitat per tabulació i pot obrir-se amb l’excel. En aquest arxiu hi consta per a 
cadascuna de les quatre maneres de calcular les dates de lliurament de l’exemplar (HH, 
HL, LH i LL) i cadascuna de les cinc rèpliques que es calculen de cada exemplar:  
• el retard de la solució inicial (primera columna). 
• el retard de la millor solució trobada (segona columna). 
• el temps de càlcul, en segons (tercera columna). 
 
Figura A.3: Exemple d’arxiu de sortida amb la solució resumida 
 
A la figura A.4. es mostra un exemple d’arxiu amb la solució detallada. L’arxiu també està 
en format txt delimitat per tabulació i pot obrir-se amb l’excel. En aquest arxiu hi consta per 
a cadascuna de les quatre maneres de calcular les dates de lliurament de l’exemplar (HH, 
HL, LH i LL) i cadascuna de les cinc rèpliques que es calculen de cada exemplar: 
• Les dades del problema (nombre de peces i nombre d’etapes). 
• La data de venciment, la data de finalització i el retard per cada peça de la millor 
solució trobada. 
• La programació de cadascuna de les peces, dividida per etapes, de la millor solució 
trobada. 
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DADES DEL PROBLEMA 
  
Nombre de peces:20   
Nombre d'etapes:2   
    
SOLUCIO FINAL 
  
    
PEÇA DATA VENCIMENT DATA FINALITZACIO RETARD 
1 252 278 26 
2 747 0 -747 
3 383 335 -48 
4 871 412 -459 
5 872 432 -440 
6 51 0 -51 
7 233 189 -44 
8 49 25 -24 
9 253 309 56 
10 348 84 -264 
11 73 0 -73 
12 769 527 -242 
13 87 205 118 
14 44 300 256 
15 51 189 138 
16 514 421 -93 
17 168 159 -9 
18 764 367 -397 
19 37 87 50 
20 395 0 -395 
    
*** RESULTATS *** 
  
 
   
PEÇA MAQUINA T_INICI T_FINALITZACIO 
1 1 136 278 
3 2 263 295 
5 2 295 432 
7 2 159 189 
8 1 0 25 
12 1 278 348 
13 2 15 49 
14 1 25 136 
15 2 0 15 
16 2 189 263 
17 2 49 159 
    
3 1 309 335 
4 1 367 412 
9 1 189 309 
10 2 0 84 
12 1 412 527 
13 2 84 205 
14 2 205 300 
15 1 87 189 
16 2 300 421 
18 1 335 367 
19 1 0 87 
    
Cost del retard=644   
TEMPS UTILITZAT: 0 h, 0 m, 0 s, 20 ms  
Figura A.4: Exemple d’arxiu de sortida amb la solució detallada (només una rèplica d’una solució) 
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A.3.  Execució del programa 
El programa s’inicia clicant sobre la seva icona. Llavors s’obrirà la finestra o interface del 
programa (Figura A.5). 
 
Figura A.5: Interface del programa 
 
Els passos a seguir per obtenir una solució d’un exemplar de dades són els següents: 
1. Carregar el directori del fitxer d’entrada (en format txt). 
2. Carregar el directori on volem que es guardi el fitxer de sortida amb tots els resultats 
detallats, així com el directori on volem que es guardi el fitxer de sortida amb els 
resultats resumits. 
3. Inserir el nombre de peces de l’exemplar a resoldre. 
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4. Escollir la variant del programa amb la que es vol resoldre el problema. 
Quan s’hagi inserit el nombre de peces de l’exemplar a resoldre, es posarà per 
defecte la variant més adient. És a dir, per a exemplars de dimensió reduïda la variant 
S3A, i per a exemplars de gran dimensió la variant A2A. 
5. Escollir el valor dels paràmetres. 
Quan s’hagi escollit la variant del programa amb la que es vol resoldre el problema, es 
posaran per defecte els valors dels paràmetres que donen millors resultats. 
Evidentment, si s’escull la variant A2A, no es dóna la opció d’escollir el valor del 
paràmetre β, ja que aquest no apareix en dita variant. 
6. Clicar sobre el botó Iniciar Programa. 
7. Obtenir els resultats. 
El programa donarà la solució de manera resumida a la finestra del programa, a més 
d’escriure la solució detallada i resumida en els arxius de les direccions especificades 
per l’usuari en el punt 2. 
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ANNEX B: Codi del programa S3A 
En aquest annex es mostra el codi del programa escollit per a resoldre exemplars de 20 
peces, és a dir, el S3A.  
A l’inici del programa es declaren les variables que s’utilitzen en tots els subprogrames 
(variables globals) i, a continuació està el programa principal, anomenat Main, en el qual: 
1. Es llegeixen les dades del fitxer d’entrada. 
2. Es calculen els índexs de l’exemplar. 
3. Es crida als subprogrames: 
 Slack: subprograma per generar la solució inicial mitjançant l’índex Slack. 
 SR_file: subprograma que escriu les dades de la solució trobada en el fitxer de 
sortida. 
 VNS3: subprograma que aplica la part iterativa de la metaheurística Variable 
Neighborhood Search, en concret la variant VNS3 explicada a la memòria. Dins 
d’aquest subprograma es criden als subprogrames: 
• Cuing: subprograma per completar la solució mitjançant l’índex ATCS. 
• Inserció: subprograma que aplica la part iterativa del segon veïnatge. 
4. Es calcula i escriu el temps de càlcul. 
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B.1.  Declaració de les variables globals 
A l’inici del programa cal definir les variables globals.  
static string percorso_l = ""; 
static string percorso_s_R = ""; 
static string percorso_s_risul = ""; 
static int c = 0; 
static string carpeta = ""; 
static int g = 0; 
static string exemplar = ""; 
static int q = 0; 
static string duedate = ""; 
 
static int n = 0; /* Nº de peces del problema */ 
static int m = 0;  /* Nº d’etapes del problema */ 
static int[] mps;  /* Nº de màquines de cada etapa */ 
static int[] dd; /* Data de venciment de cada peça */ 
static int[] w; /* Pes de cada peça */ 
static int[,] p_ij; /* Temps de procés de la peça i en la màquina j */ 
static int[, ,] S_ijk; /* Tmps de preparació de la peça i en la màquina j si 
es processa després de la peça k */ 
 
static float[] p_medio; /* Temps de procés mitjà */ 
static float[] p_t;  /* Suma dels temps de procés de totes les etapes */ 
static float[] S_medio;  /* Temps de preparació mitjà */ 
static float[,] Srem; 
static float[,] Smed; 
static float Cmax = 0;  /* Instant de finalització de l’última peça */ 
 
static float R = 0;  /* Índex R per calcular I(j,i,t,k) */ 
static float tau = 0;  /* Índex τ per calcular I(j,i,t,k) */ 
static float[] mu;   /* Índex µ per calcular I(j,i,t,k) */ 
static float[] heta;  /* Índex η per calcular I(j,i,t,k) */ 
static float[] k1;   /* Índex k1 per calcular I(j,i,t,k) */ 
static float[] k2;   /* Índex k2 per calcular I(j,i,t,k) */ 
static int type = 0;   /* Indica si s’ha de calcular o no la primera etapa 
(type = 0 si calculo l’etapa 1, type = 1 si no la calculo) */ 
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B.2.  Programa principal 
B.2.1.  Lectura de dades del fitxer d’entrada 
for (int z = 0; z < 5; z++) /* Es calcula 5 cops per fer-ne la mitjana */ 
{ 
  DateTime t_start = DateTime.Now; 
  StreamReader objReader = new StreamReader(percorso_l); 
  string sLine = ""; 
  char[] charSeparators = new char[] { '\t' }; 
  string[] result; 
  int linea = 0; 
  int d_max = 0; 
  int d_min = 10000; 
  float d_medio = 0; 
  float mps_medio = 0; 
 
  while (sLine != null) 
  { 
    sLine = objReader.ReadLine(); 
    if (sLine != null) 
    { 
result=sLine.Split(charSeparators,StringSplitOptions.RemoveEmptyEntries); 
 
       if (linea == 0) 
       { 
          n = Int32.Parse(result[0]); 
          dd = new int[n]; 
          w = new int[n]; 
       } 
 
       if (linea == 1) 
       { 
          m = Int32.Parse(result[0]);  
          mps = new int[m]; 
          p_ij = new int[n, m]; 
          S_ijk = new int[n, m, n + 1]; 
       } 
 
       if (linea == 2) 
       { 
          for (int j = 0; j < m; j++) 
          { 
             mps[j] = Int32.Parse(result[j]);  
          } 
       } 
 
       if (linea == 3) 
       { 
          for (int i = 0; i < n; i++) 
          { 
             dd[i] = Int32.Parse(result[i]); 
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          } 
       } 
 
       if (linea == 4) 
       { 
          for (int i = 0; i < n; i++) 
          { 
             w[i] = Int32.Parse(result[i]); 
          } 
       } 
 
       if (linea > 4 && linea < m + 5)  
       { 
          for (int i = 0; i < n; i++) 
          { 
             p_ij[i, linea - 5] = Int32.Parse(result[i]); 
          } 
       } 
 
       if (linea >= m + 5 && linea < (m * n + m + 5)) 
       { 
          for (int i = 0; i < n + 1; i++) 
          { 
             S_ijk[(linea-5-m)/m,(linea-5-m) % m, i] =Int32.Parse(result[i]); 
            } 
         } 
      } 
      linea = linea + 1; 
   } 
   objReader.Close(); 
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B.2.2.  Càlcul dels índexs de l’exemplar 
En aquesta part del programa es calculen els índexs que després utilitzen tant el 
subprograma ATCS com l’ Slack. 
/* CÀLCUL DELS ÍNDEXS PER ATCS i SLACK */ 
/* Càlcul del p mitjà per etapa i del p total */ 
p_medio = new float[m]; 
p_t = new float[n];  
S_medio = new float[m]; 
mu = new float[m]; 
heta = new float[m]; 
k1 = new float[m]; 
k2 = new float[m]; 
Cmax = 0; 
 
/* Càlcul del p mitjà per etapa i del p total */ 
for (int j = 0; j < m; j++) 
{ 
   for (int i = 0; i < n; i++) 
   { 
      p_medio[j] = p_medio[j] + (float)p_ij[i, j]; 
      p_t[i] = p_t[i] + (float)p_ij[i, j]; 
      for (int k = 0; k < n + 1; k++) 
      { 
         if (i != (k - 1)) 
         { 
             S_medio[j] = S_medio[j] + (float)S_ijk[i, j, k]; 
         } 
      } 
   } 
p_medio[j] = p_medio[j] / n; 
S_medio[j] = S_medio[j] / (n * n); 
mu[j] = (float)n / (float)mps[j]; 
heta[j] = S_medio[j] / p_medio[j]; 
mps_medio = mps_medio + mps[j];  
Cmax = Cmax + (S_medio[j] + p_medio[j]) * mu[j];  
} 
mps_medio = mps_medio / m; 
Cmax = Cmax / mps_medio; 
 
/* Càlcul de d_max, d_min i d_medio per cada peça */ 
for (int i = 0; i < n; i++) 
{ 
   d_medio = d_medio + (float)dd[i]; 
   if (dd[i] < d_min) 
       d_min = dd[i]; 
   if (dd[i] > d_max) 
       d_max = dd[i]; 
} 
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d_medio = (float)(d_medio / n); 
/* Càlcul de τ i R, que són iguals per tota peça i tota etapa */ 
tau = (float)(1 - (d_medio / Cmax)); 
R = (d_max - d_min) / Cmax; 
          
/* Càlcul de les Ks */ 
for (int j = 0; j < m; j++) 
{ 
   k1[j] = (float)1.2 * (float)(Math.Log(mu[j])) - (float)R; 
   k2[j] = (float)tau / (float)(1.9 * (Math.Sqrt(heta[j]))); 
} 
 
 
/* CÀLCUL DELS ÍNDEXS PER SLACK */ 
Srem = new float[n, m]; 
Smed = new float[n, m]; 
 
for (int j = 0; j < m; j++) 
{ 
   for (int i = 1; i < n; i++) 
   { 
      for (int k = 0; k < n + 1; k++) 
      { 
         if (i != (k - 1)) 
         { 
            Smed[i, j] = Smed[i, j] + (float)S_ijk[i, j, k]; 
         } 
      } 
   } 
} 
 
for (int j = 0; j < m; j++) 
{ 
   for (int i = 0; i < n; i++) 
   { 
      Smed[i, j] = Smed[i, j] / n; 
   } 
} 
 
for (int i = 0; i < n; i++) 
{ 
   Srem[i, m - 1] = 0; 
} 
                         
for (int j = (m - 2); j < 0; j--) 
{ 
   for (int i = 0; i < n; i++) 
   { 
      Srem[i, j] = Srem [i, j + 1] + Smed[i, j + 1]; 
   } 
} 
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B.2.3.  Crida als subprogrames 
En aquesta part es crida als subprogrames. Primer es calcula la solució inicial. Si el cost 
d’aquesta és nul, s’escriu la solució en els fitxers de sortida i s’acaba el càlcul. En cas 
contrari, es continua amb el procediment VNS3. 
int[,] tt_eu = new int[n, mps[0]];  /* Seqüència inicial (s inicial) a cada 
màquina de la primera etapa */ 
int[, ,] tab_eu = new int[n, 4, m];     /* S’hi guarden els primers resultats de 
l’heurística */ 
int[] Ctime_eu = new int[n];  /* Ctime = Completion time */ 
float[] part_ready = new float[n];   /* Guarda els instants en els quals les 
peces estan disponibles */ 
int coste_eu = 0; 
type = 0; 
 
/* Crida al subprograma per trobar la solució inicial per Slack */ 
Slack(ref tab_eu, ref tt_eu, ref coste_eu, ref Ctime_eu, ref part_ready); 
 
/* Escric el cost de la solució inicial en un file txt resumit */ 
StreamWriter cccc = new StreamWriter(percorso_s_R, true); 
cccc.Write(coste_eu); 
cccc.Close(); 
 
/* Escric tota la solució inicial en un file txt */ 
StreamWriter zz = new StreamWriter(percorso_s_risul, true); 
zz.WriteLine("DADES DEL PROBLEMA"); 
zz.WriteLine("Nombre de peces:{0}", n); 
zz.WriteLine("Nombre d’etapes:{0}", m); 
zz.WriteLine("\n"); 
zz.WriteLine("\n"); 
zz.WriteLine("SOLUCIO INCIAL"); 
zz.Close(); 
SR_file(tab_eu, Ctime_eu, coste_eu); /* Escric la solució inicial */ 
 
/* Crida al subprograma VNS3 (només si el cost de la solució inicial és major 
que zero). En cas contrari escric al full de resultats resumit que el cost de 
la solució final és nul */ 
if (coste_eu != 0) 
{ 
   VNS3(ref tab_eu, ref tt_eu, ref coste_eu, ref Ctime_eu, ref part_ready); 
} 
else 
{ 
   StreamWriter cccc = new StreamWriter(percorso_s_R, true); 
   cccc.Write("\t"); 
   cccc.Write(coste_eu); 
   cccc.Close(); 
} 
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B.2.4.  Càlcul del temps de càlcul de l’algorisme 
DateTime t_end = DateTime.Now; /*Instant en què l’algoritme acaba de calcular*/ 
TimeSpan elapsed = (t_end - t_start); /* Ttemps que l’algoritme ha tardat */ 
double yy = 0; 
yy = elapsed.TotalSeconds; 
 
string temps_utilitzat = string.Format("TEMPS UTILITZAT: {0:n0} h, {1:n0} min, 
{2:n0} s, {3:n0} ms.", elapsed.Hours, elapsed.Minutes, elapsed.Seconds, 
elapsed.Milliseconds); 
Console.WriteLine(temps_utilitzat); 
 
/* Escric el temps utilitzat per completar l’algoritme en l’arxiu resumit */ 
StreamWriter sw = new StreamWriter(percorso_s_risul, true); 
sw.WriteLine(temps_utilitzat); 
sw.WriteLine("\n"); 
sw.WriteLine("\n"); 
sw.Close(); 
 
StreamWriter ssww = new StreamWriter(percorso_s_R, true); 
ssww.WriteLine("\t{0}\n", yy); 
ssww.Close(); 
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B.3.  Subprograma Slack 
El subprograma Slack calcula una solució inicial disposant les tasques per ordre creixent 
de l’índex Slack. 
static void Slack(ref int[, ,] tab, ref int[,] tt, ref int coste, ref int[] 
Ctime, ref float[] part_ready) 
{ 
int part = 0;  /* Indica el nº de peces que s’han de processar. Inicialitzem 
a 1, de manera que el primer cop que entri en el while es recalculi i indiqui 
el nº de peces que encara cal processar en el cicle */ 
int indr = 0, indi = 0;  /* Variables utilitzades per guardar la màquina i la 
peça escollida en cada iteració i que serviran per calcular l’índex II mínim 
i guardar els índex relatius */ 
 
int cont = 0;  /* Indica si el programa ha entrat en el cicle principal 
(càlcul d’índexs ATCS i elecció d’una parella màquina-peça */ 
int[] cont2 = new int[mps[0]];    /* cont2: variable de dimensió (1 x 
mps[0]). Comptador per guardar en una taula la seqüència de cada màquina 
en la 1ª etapa */ 
int cambio = 0; /* Indica si el programa ja ha triat alguna parella màquina-
peça en el cicle principal */ 
 
float time = 0; /* Rellotge */ 
float ti = 0;    /* Instant d’inici del processament de la peça triada en la 
màquina triada */ 
float prima_macc = 0, primo_pezzo = 0; /* Per adelantar el rellotge */ 
 
int[] flag = new int[n];    /* Indica si la peça i s’ha de processar encara 
en l’etapa actual */ 
float Imin = 0; /* Guarda l’índex I(j,i,t) mínim de l’iteració */ 
float[] p_rem = new float[n];       /* p_rem [i]: suma dels temps de procés 
que li falten a la peça i per estar llesta */ 
 
for (int i = 0; i < n; i++) /* Per a cada peça i */ 
{ 
      if (type == 0) /* Si calculem la solució inicial per la 1ª etapa */ 
      { 
         p_rem[i] = p_t[i]; /* p_rem [i] = suma de tots els temps de procés 
per a la peça i  (calculat abans) */ 
      } 
      if (type == 1) /* Si no estem calculant la solució inicial per a la 
1ª etapa */ 
      { 
p_rem[i] = p_t[i] - p_ij[i, 0]; /* p_rem [i] = suma de tots els 
temps de procés per a la peça i – el temps de procés de la primera 
etapa */ 
      } 
   } 
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/* Entrem a una nova etapa (desde etapa type a l’etapa m) */ 
   for (int j = type; j < m; j++)  
   { 
      for (int i = 0; i < n; i++) 
      { 
         if (part_ready[i] < time) 
         { 
            time = part_ready[i];  /* Actualitzo el rellotge a l’instant de 
disponibilitat menor entre les n peces */ 
         } 
 
         if (p_ij[i, j] == 0) 
            flag[i] = 0;    /* La peça i no s’ha de processar en l’etapa j */ 
         else 
         { 
            flag[i] = 1;   /* La peça i s’ha de processar en l’etapa j */ 
       part = part + 1; /* Calculo el nº peces a processar en l’etapa */ 
         } 
      } 
 
int[] m_prec = new int[mps[j]];  /* Guarda l’última peça processada en 
cadascuna de les màquines de l’etapa j */ 
float[] mach_ready = new float[mps[j]]; /* Guarda l’instant en què 
cadascuna de les màquines de l’etapa j estarà lliure */ 
float[,] I = new float[mps[j], n]; /* Guarda els valors I(j,i,t) */ 
 
while (part > 0)  /* Mentre hi hagi peces per processar 
      { 
cambio = 0; /* No s’ha triat cap parella màquina – peça en el 
cicle principal */ 
cont = 0;  /* Inicialment no està en el cicle principal */ 
Imin = 1000000;  /* Reinicialitzo I amb un valor prou alt */ 
         for (int r = 0; r < mps[j]; r++) 
         { 
            for (int i = 0; i < n; i++) 
            { 
if (mach_ready[r] <= time && part_ready[i] <= time) /* Si 
els instants de disponibilitat de la màquina i de la peça 
actuals són menors que l’instant actual (time) */ 
               { 
                  if (flag[i] != 0) /* Si la peça i s’ha de processar */ 
                  { 
cont = cont + 1;  /* Si hi ha peces i màquines 
disponibles, entro al cicle principal */ 
I[r, i] = dd[i] - p_rem[i] – time – Srem [i, j] - 
(float)S_ijk[i, j, indi]; 
                   } 
 
                   else 
                   { 
I[r, i] = 1000000; /* I pren un valor prou gran per a les 
peces que no s’han de processar */ 
                   } 
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                   if (I[r, i] < Imin) 
                   { 
Imin = I[r, i];   /* Marco la parella màquina r – peça i 
com aquella amb I mínim */ 
indr = r;   /* Guardo la màquina escollida */ 
indi = i;   /* Guardo la peça escollida */ 
                                ti = time;   /* Guardo l’instant d’inici del procés 
de la peça escollida indi en la màquina escollida indr */ 
cambio = 1; /* Marca que ja s’ha triat alguna 
parella màquina – peça en el cicle principal */ 
                   } 
               } 
            } 
         } 
 
         if (cambio == 1) /* Si s’ha triat alguna parella: */ 
         { 
flag[indi] = 0;  /* La peça triada, no s’ha de processar de nou */ 
part = part - 1;   /* Queda una peça menys a processar */ 
part_ready[indi] = ti + p_ij[indi,j] + S_ijk[indi, j, m_prec[indr]]; 
/* Actualitzem l’instant de disponibilitat de la peça triada indi */ 
mach_ready[indr] = ti + p_ij[indi,j] + S_ijk[indi, j, m_prec[indr]]; 
/* Actualitzem l’instant de disponibilitat de la màquina indr */ 
m_prec[indr] = indi + 1; /* Cal sumar 1 a la peça precedent per 
quadrar els números */ 
 
/* Guardem la solució a la variable tab */ 
tab[indi, 0, j] = (int)indi; /* Guardo la peça escollida */ 
tab[indi, 1, j] = (int)indr; /* Guardo la màquina escollida */ 
tab[indi, 2, j] = (int)ti; /* Guardo l’instant d’inici de procés de 
la peça escollida */ 
             tab[indi, 3, j] = (int)(part_ready[indi]);  /* Guardo l’instant 
d’acabament de la peça escollida */ 
 
/* Guarda la seqüència de la 1ª etapa */ 
if (j == 0) 
            { 
               tt[cont2[indr], indr] = indi + 1; 
               cont2[indr] = cont2[indr] + 1; 
            } 
         } 
 
if (cont == 0) /* Si no he pogut entrar en el cicle principal, és pq 
o bé no hi ha cap peça disponible, o bé no hi ha cap màquina 
disponible. Per tant actualitzaré el rellotge fins que hi hagi almenys 
una peça i una màquina disponibles */ 
         { 
            prima_macc = 1000000; /* Els reinicialitzem amb un valor prou 
alt per a què funcioni el programa */ 
            primo_pezzo = 1000000; 
            for (int r = 0; r < mps[j]; r++) 
            { 
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               if (mach_ready[r] < prima_macc) 
                   prima_macc = mach_ready[r]; 
            } 
            for (int i = 0; i < n; i++) 
            { 
               if (part_ready[i] < primo_pezzo && flag[i] != 0) 
                   primo_pezzo = part_ready[i]; 
            } 
time = Math.Max(primo_pezzo, prima_macc); /* Avancem el rellotge 
fins a l’instant en què hi hagi almenys una màquina i una peça 
disponibles */ 
         } 
      } 
 
      /* Càlcul del temps de processament que encara falta fer */ 
      for (int i = 0; i < n; i++) 
      { 
         p_ rem[i] = p_ rem[i] - p_ij[i, j]; 
      } 
   } 
 
   /* Càlcul del retard de cada peça i del cost associat a aquest retard */ 
   int[] retraso = new int[n]; 
   for (int i = 0; i < n; i++) 
   { 
      for (int j = 0; j < m; j++) 
      { 
         if (tab[i, 3, j] > Ctime[i]) 
         Ctime[i] = tab[i, 3, j];  /* Instant de finalització de la peça i */ 
      } 
         retraso[i] = (int)Math.Max(Ctime[i] - dd[i], 0); 
         coste = coste + (w[i] * retraso[i]); 
   } 
} 
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B.4.  Subprograma per escriure els resultats 
S’escriu la solució trobada de forma detallada en un fitxer de sortida. 
static void SR_file(int[, ,] tab, int[] Ctime, int coste) 
{ 
   StreamWriter sw = new StreamWriter(percorso_s_risul, true); 
   sw.WriteLine("PEÇA\tDATA VENCIMENT\tDATA FINALITZACIO\tRETARD"); 
   for (int i = 0; i < n; i++) 
   { 
      sw.WriteLine("{0}\t{1}\t{2}\t{3}", i + 1, dd[i], Ctime[i], retraso[i]); 
   } 
   sw.WriteLine("\n"); 
 
   sw.WriteLine("PEÇA\tMAQUINA\tT_INICI\tT_FINALITZACIO"); 
   sw.WriteLine(); 
   for (int j = 0; j < m; j++) 
   { 
      for (int i = 0; i < n; i++) 
      { 
         if (p_ij[i, j] != 0) 
         { 
            sw.WriteLine("{0}\t{1}\t{2}\t{3}", tab[i,0,j] + 1, tab[i,1,j] + 1, 
tab[i,2,j], tab[i,3,j]); 
         } 
      } 
      sw.WriteLine("\n"); 
   } 
 
   sw.WriteLine("Cost del retard={0}", coste); 
   sw.WriteLine("\n"); 
 
   sw.WriteLine("DADES ESTADISTIQUES DEL PROBLEMA"); 
   for (int j = 0; j < m; j++) 
   { 
      sw.WriteLine("Temps mitja de processament en l’etapa {0}={1}", j + 1, 
p_medio[j]); 
   } 
   sw.WriteLine(); 
 
   for (int j = 0; j < m; j++) 
   { 
      sw.WriteLine("Temps mitja de preparació en l’etapa {0}={1}", j + 1, 
S_medio[j]); 
   } 
   sw.WriteLine(); 
   sw.WriteLine("Cmax estimat={0}", Cmax); 
   sw.WriteLine("\n"); 
   sw.Close(); 
} 
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B.5.  Subprograma VNS3 
Aquesta part del programa realitza la part iterativa de l’algoritme VNS, en concret la 
variant VNS3 explicada a la memòria. 
static void VNS3(ref int[, ,] tab_ns, ref int[,] tt_ns, ref int coste_ns, 
ref int[] Ctime_ns, ref float[] part_ready) 
{ 
/* Declarem les variables del subprograma */ 
int prec = 0; /* Inicialitzo la peça precedent a 0 */ 
float time = 0; /* Inicialitzo el rellotge a 0 */ 
int tempor = 0; 
int prob = 0; 
int beta = 0; /* Indica l’iteració actual en el veinatge 0 */ 
int acaba = 0; /* Indica si el programa ha trobat una solució amb cost 
nul */ 
Random rnd = new Random(); 
int cas_maq1 = 0, cas_maq2 = 0, cas_peça1 = 0, cas_peça2 = 0; 
int n1 = 0, n2 = 0; 
 
int coste_best = 0;  /* Cost de la solució òptima */ 
int[] Ctime_best = new int[n]; /* Matriu on guardaré els instants de 
finalització de les peces de (s*) */ 
int[,] tt_best = new int[n, mps[0]];    /* Matriu on guardaré la 
seqüència de la solució òptima (s*) */ 
int[, ,] tab_best = new int[n, 4, m]; /* Matriu on guardaré les dades 
de la solució òptima (s*) */ 
int[,] tt_temp = new int[n, mps[0]];    /* Matriu on guardaré la 
seqüència de la solució òptima (s*) */ 
 
/* Inicialitzem la millor solució trobada fins al moment (best) i la 
solució temporal (temp) amb la solució inicial trobada per random */ 
for (int i = 0; i < n; i++) 
{ 
     for (int s = 0; s < mps[0]; s++) 
     { 
        tt_best[i, s] = tt_ns[i, s]; 
        tt_temp[i, s] = tt_ns[i, s]; 
     } 
     for (int v = 0; v < 4; v++) 
     { 
        for (int j = 0; j < m; j++) 
        { 
           tab_best[i, v, j] = tab_ns[i, v, j]; 
        } 
     } 
     Ctime_best[i] = Ctime_ns[i]; 
  } 
  coste_best = coste_ns; 
  coste_ns = 0; 
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  /* VEINATGE1: INTERCANVI DE 2 PECES ENTRE DUES MÀQUINES */ 
  while (beta < 2 * n && acaba == 0) 
  { 
cas_maq1 = Convert.ToInt32(rnd.Next(0, mps[0]));       /* Trio dues 
màquines a l’atzar (la mateixa o diferent) */ 
cas_maq2 = Convert.ToInt32(rnd.Next(0, mps[0])); 
 
     if (cas_maq1 == cas_maq2) 
     { 
        for (int i = 0; i < n; i++) 
        { 
           if (tt_ns[i, cas_maq1] != 0) 
           { 
              n1 = n1 + 1;  /* Compto quantes peces es processen a maq1 */ 
           } 
        } 
 
        while (n1 < 2) 
        { 
n1 = 0; /* Si no es processen almenys dues peces en la màquina 
escollida, passo a la màquina següent */ 
           if (cas_maq1 == (mps[0] - 1)) 
           { 
              cas_maq1 = 0; 
              cas_maq2 = cas_maq1; 
           } 
           else 
           { 
              cas_maq1 = cas_maq1 + 1; 
              cas_maq2 = cas_maq1; 
           } 
 
           for (int i = 0; i < n; i++) 
     { 
              if (tt_ns[i, cas_maq1] != 0) 
        { 
         n1 = n1 + 1; /*Compto quantes peces es processen a maq1*/ 
        } 
     } 
        } 
 
        prob = 0; 
 
        while (prob == 0) 
        { 
cas_peça1 = Convert.ToInt32(rnd.Next(0, n1)); /* Trio peça1 */ 
cas_peça2 = Convert.ToInt32(rnd.Next(0, n1)); /* Trio peça2 */ 
if (cas_peça1 != cas_peça2) 
           { 
prob = 1; /* Les peces a intercanviar han de ser diferents */ 
           } 
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        } 
     } 
 
     else 
     { 
        for (int i = 0; i < n; i++) 
        { 
           if (tt_ns[i, cas_maq1] != 0) 
           { 
              n1 = n1 + 1; /*Compto quantes peces es processen a maq1*/ 
           } 
           if (tt_ns[i, cas_maq2] != 0) 
           { 
              n2 = n2 + 1; /*Compto quantes peces es processen a maq2*/ 
           } 
        } 
cas_peça1 = Convert.ToInt32(rnd.Next(0, n1)); /* Trio peça1 */ 
cas_peça2 = Convert.ToInt32(rnd.Next(0, n2)); /* Trio peça2 */ 
     } 
 
n1 = 0;  /* Reinicialitzo n1 a zero */ 
n2 = 0;  /* Reinicialitzo n2 a zero */ 
 
/* Genero l’intercanvi, és a dir, genero un veï */ 
tempor = tt_ns[cas_peça1, cas_maq1]; 
tt_ns[cas_peça1, cas_maq1] = tt_ns[cas_peça2, cas_maq2]; 
tt_ns[cas_peça2, cas_maq2] = tempor; 
 
/* Recalculem tab_ns amb les dades de la solució per l’etapa 0 */ 
for (int j = 0; j < mps[0]; j++) 
{ 
prec = 0; /* Inicialitzo la peça precedent a 0 */ 
time = 0; /* Inicialitzo el rellotge a 0 */ 
for (int i = 0; i < n; i++) 
{ 
          if (tt_ns[i, j] != 0) 
          { 
tab_ns[tt_ns[i, j] - 1, 0, 0] = tt_ns[i, j] - 1; /* Peça */ 
tab_ns[tt_ns[i, j] - 1, 1, 0] = j;  /* Màquina */ 
tab_ns[tt_ns[i, j] - 1, 2, 0] = (int)time; /* Inici procés */ 
time = time + p_ij[tt_ns[i, j] - 1, 0] + S_ijk[tt_ns[i, j] - 
1, 0, prec]; 
tab_ns[tt_ns[i, j] - 1, 3, 0] = (int)time;  /* Fi procés */ 
prec = tt_ns[i, j]; /* Actualitzo la peça precendent */ 
          } 
       } 
    } 
 
    for (int i = 0; i < n; i++) 
    { 
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part_ready[i] = tab_ns[i, 3, 0]; /* Guardo els instants de 
finalització de les peces a l’etapa 0 */ 
Ctime_ns[i] = 0; 
    } 
 
/* Completem la solució per a la resta d’etapes */ 
type = 1; /* Indico al programa que la solució de l’etapa 0 ja 
està calculada per quan entri al ATCS */ 
Cuing(ref tab_ns, ref tt_ns, ref coste_ns, ref Ctime_ns, ref 
part_ready); 
 
/* Si el cost de la solució ns és inferior al cost de la solució millor 
trobada, aquesta pren els valors de ns. A més, cal guardar la seqüència 
a la solució temporal */ 
if (coste_ns < coste_best) 
   { 
      coste_best = coste_ns; 
      coste_ns = 0; 
      for (int i = 0; i < n; i++) 
      { 
         Ctime_best[i] = Ctime_ns[i]; 
         for (int r = 0; r < mps[0]; r++) 
         { 
            tt_best[i, r] = tt_ns[i, r]; 
            tt_temp[i, r] = tt_ns[i, r]; 
         } 
      } 
 
      for (int j = 0; j < m; j++) 
      { 
         for (int i = 0; i < n; i++) 
         { 
tab_best[i, 0, j] = tab_ns[i, 0, j]; 
tab_best[i, 1, j] = tab_ns[i, 1, j]; 
tab_best[i, 2, j] = tab_ns[i, 2, j]; 
tab_best[i, 3, j] = tab_ns[i, 3, j]; 
         } 
      } 
 
      if (coste_best == 0) 
      { 
         acaba = 1; 
      } 
      else 
      { 
Insercio(ref acaba, ref beta, ref tab_ns, ref tt_ns, ref 
coste_ns, ref Ctime_ns, ref tab_best, ref tt_best, ref 
coste_best, ref Ctime_best, ref tt_temp, ref part_ready); 
beta = 0; /* Passo al següent veinatge i reinicialitzo beta */ 
       } 
    } 
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    else 
    { 
float quedar = 0; 
quedar = (float)coste_ns - (float)coste_best; 
coste_ns = 0; 
 
if (quedar > (n * n / (4 * (beta + 1)))) 
{ 
          for (int i = 0; i < n; i++) 
          { 
             for (int r = 0; r < mps[0]; r++) 
             { 
                tt_ns[i, r] = tt_temp[i, r]; 
             } 
          } 
beta = beta + 1; /* Segueixo en el mateix veinatge: torno a 
buscar un veï per avaluar-lo */ 
       } 
 
       else 
       { 
          for (int i = 0; i < n; i++) 
          { 
             for (int r = 0; r < mps[0]; r++) 
             { 
                tt_temp[i, r] = tt_ns[i, r]; 
             } 
          } 
Insercio(ref acaba, ref beta, ref tab_ns, ref tt_ns, ref 
coste_ns, ref Ctime_ns, ref tab_best, ref tt_best, ref 
coste_best, ref Ctime_best, ref tt_temp, ref part_ready); 
beta = beta + 1; /* Passo al següent veinatge, però 
incremento beta pq no era millor */ 
        } 
     } 
  } 
 
/* Escric la solució final (la millor trobada fins al moment) */ 
StreamWriter qq = new StreamWriter(percorso_s_risul, true); 
qq.WriteLine(); 
qq.WriteLine("SOLUCIO FINAL"); 
qq.Close(); 
SR_file(tab_best, Ctime_best, coste_best); 
StreamWriter cccc = new StreamWriter(percorso_s_R, true); 
cccc.Write("\t"); 
cccc.Write(coste_best); 
cccc.Close(); 
} 
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B.5.1.  Subprograma  Inserció 
Aquest subprograma correspon al segon veïnatge que es recorre dins del VNS3. 
/* VEINATGE 2: INSERCIÓ D’UNA PEÇA D’UNA MÀQUINA 1 EN UNA MÀQUINA 2 */ 
static void Insercio(ref int acaba, ref int beta, ref int[, ,] tab_ns, ref 
int[,] tt_ns, ref int coste_ns, ref int[] Ctime_ns, ref int[, ,] tab_best, 
ref int[,] tt_best, ref int coste_best, ref int[] Ctime_best, ref int[,] 
tt_temp, ref float[] part_ready) 
{ 
int prec2 = 0; /* Inicialitzo la peça precedent a 0 */ 
int time2 = 0; /* Inicialitzo el rellotge a 0 */ 
int tempor2 = 0; 
int prob2 = 0; 
int alfa = 0; /* Indica l’iteració actual en el veinatge 2 */ 
Random rnd = new Random(); 
int cas_maq3 = 0, cas_maq4 = 0, cas_peça3 = 0, cas_peça4 = 0; 
int maxim = 0, n3 = 0, n4 = 0; 
 
while (alfa < 2 * n) 
{ 
cas_maq3 = Convert.ToInt32(rnd.Next(0, mps[0])); /* Trio 2 màquines a 
l’atzar (iguals o diferents) */ 
cas_maq4 = Convert.ToInt32(rnd.Next(0, mps[0])); 
 
if (cas_maq3 == cas_maq4) 
{ 
       for (int i = 0; i < n; i++) 
       { 
          if (tt_ns[i, cas_maq3] != 0) 
          { 
             n3 = n3 + 1;  /* Compto quantes peces es processen a maq3 */ 
          } 
       } 
 
       while (n3 < 2) 
       { 
n3 = 0; /* Si no es processen almenys dues peces en la màquina 
escollida, passo a la màquina següent */ 
if (cas_maq3 == (mps[0] – 1)) 
    { 
             cas_maq3 = 0; 
    } 
          else 
    { 
             cas_maq3 = cas_maq3 + 1; 
    } 
 
          for (int i = 0; i < n; i++) 
    { 
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             if (tt_ns[i, cas_maq3] != 0) 
       { 
      n3 = n3 + 1; /*Compto quantes peces es processen a maq1*/ 
       } 
    } 
 } 
 
       prob2 = 0; 
       while (prob2 == 0) 
       { 
cas_peça3 = Convert.ToInt32(rnd.Next(0, n3)); /* Trio una peça1 
de maq1 a intercanviar */ 
cas_peça4 = Convert.ToInt32(rnd.Next(0, n3)); /* Trio una peça2 
de maq1 a intercanviar */ 
if (cas_peça3 != cas_peça4) 
{ 
             prob2 = 1; /* Les peces a intercanviar han de ser diferents*/ 
          } 
       } 
       n3 = 0; 
 
 /* Realitzo un intercanvi de les peces en la màquina */ 
       tempor2 = tt_ns[cas_peça3, cas_maq3]; 
       tt_ns[cas_peça3, cas_maq3] = tt_ns[cas_peça4, cas_maq3]; 
       tt_ns[cas_peça4, cas_maq3] = tempor2; 
    } 
 
    else 
    { 
       for (int i = 0; i < n; i++) 
       { 
          if (tt_ns[i, cas_maq3] != 0) 
          { 
             n3 = n3 + 1;  /* Compto quantes peces es processen a maq3 */ 
          } 
          if (tt_ns[i, cas_maq4] != 0) 
          { 
             n4 = n4 + 1;  /* Compto quantes peces es processen a maq4 */ 
          } 
       } 
 
/* Si en ambdues màquines es processen menys de dues peces no 
realitzem l’inserció, triem de nou */ 
if (n3 < 2 && n4 < 2) 
{ 
          n3 = 0; 
          n4 = 0; 
          if (cas_maq3 == (mps[0] - 1)) 
          { 
             cas_maq3 = 0; 
          } 
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          if (cas_maq3 != (mps[0] - 1)) 
          { 
             cas_maq3 = cas_maq3 + 1; 
          } 
          if (cas_maq4 == (mps[0] - 1)) 
          { 
             cas_maq4 = 0; 
          } 
          if (cas_maq4 != (mps[0] - 1)) 
          { 
             cas_maq4 = cas_maq4 + 1; 
          } 
          for (int i = 0; i < n; i++) 
          { 
             if (tt_ns[i, cas_maq3] != 0) 
             { 
                n3 = n3 + 1; 
             } 
             if (tt_ns[i, cas_maq4] != 0) 
             { 
                n4 = n4 + 1; 
             } 
          } 
       } 
 
/* Si en una de les màquines es processen menys de dues peces, 
l’altre màquina cedirà la peça i s’afegirà al final de la seqüència 
de la màquina amb menys de dues peces */ 
       if ((n3 < 2 && n4 >= 2) || (n3 >= 2 && n4 < 2)) 
       { 
          if (n3 >= 2) 
          { 
             cas_peça3 = Convert.ToInt32(rnd.Next(0, n3)); 
             tt_ns[n4, cas_maq4] = tt_ns[cas_peça3, cas_maq3]; 
             for (int i = cas_peça3; i < n3; i++) 
             { 
                tt_ns[i, cas_maq3] = tt_ns[i + 1, cas_maq3]; 
             } 
          }  
 
          else 
          { 
             cas_peça4 = Convert.ToInt32(rnd.Next(0, n4)); 
             tt_ns[n3, cas_maq3] = tt_ns[cas_peça4, cas_maq4]; 
             for (int i = cas_peça4; i < n4; i++) 
             { 
                tt_ns[i, cas_maq4] = tt_ns[i + 1, cas_maq4]; 
             } 
          } 
          n3 = 0; 
          n4 = 0; 
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       } 
 
/* Si en ambdues màquines es processen almenys dues peces, la 
màquina amb major nº de peces cedirà la peça a la màquina amb menor 
nº de peces */ 
       if (n3 >= 2 && n4 >= 2) 
       { 
          cas_peça3 = Convert.ToInt32(rnd.Next(0, n3)); 
          cas_peça4 = Convert.ToInt32(rnd.Next(0, n4)); 
          maxim = Math.Max(n3, n4); 
 
          if (n3 == maxim) 
          { 
             for (int i = n4; i > cas_peça4; i--) 
             { 
                tt_ns[i, cas_maq4] = tt_ns[i - 1, cas_maq4]; 
             } 
                tt_ns[cas_peça4, cas_maq4] = tt_ns[cas_peça3, cas_maq3]; 
                for (int i = cas_peça3; i < n3; i++) 
                { 
                   tt_ns[i, cas_maq3] = tt_ns[i + 1, cas_maq3]; 
                } 
             } 
             else 
             { 
                for (int i = n3; i > cas_peça3; i--) 
                { 
                   tt_ns[i, cas_maq3] = tt_ns[i - 1, cas_maq3]; 
                } 
                tt_ns[cas_peça3, cas_maq3] = tt_ns[cas_peça4, cas_maq4]; 
                for (int i = cas_peça4; i < n4; i++) 
                { 
                   tt_ns[i, cas_maq4] = tt_ns[i + 1, cas_maq4]; 
                } 
             } 
             n3 = 0; 
             n4 = 0; 
          } 
       } 
 
       /* Recalculem tab_ns amb les dades de la solució per l’etapa 0 */ 
       for (int j = 0; j < mps[0]; j++) 
       { 
          prec2 = 0; /* Vaig passant per cada màquina de l’etapa 0 */ 
          time2 = 0; /* Inicialitzo el rellotge a 0 */ 
          for (int i = 0; i < n; i++) 
          { 
             if (tt_ns[i, j] != 0) 
             { 
tab_ns[tt_ns[i, j] - 1, 0, 0] = tt_ns[i, j] - 1; /* Peça*/ 
tab_ns[tt_ns[i, j] - 1, 1, 0] = j; /* Màquina */ 
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tab_ns[tt_ns[i, j] - 1, 2, 0] = (int)time2;/*Inici procés*/ 
time2 = time2 + p_ij[tt_ns[i, j] - 1, 0] + S_ijk[tt_ns[i, 
j] - 1, 0, prec2]; 
tab_ns[tt_ns[i, j] - 1, 3, 0] = (int)time2; /*Fi  procés */ 
prec2 = tt_ns[i, j]; /* Actualitzo la peça precendent */ 
             } 
           } 
        } 
 
        for (int i = 0; i < n; i++) 
        { 
part_ready[i] = tab_ns[i, 3, 0];  /* Guardo els 
instants de finalització de les peces a l’etapa 0 */ 
Ctime_ns[i] = 0; 
        } 
 
/* Completem la solució per a la resta d’etapes */ 
type = 1; Indico al programa que la solució de l’etapa 0 ja està 
calculada per quan entri al ATCS */ 
Cuing(ref tab_ns, ref tt_ns, ref coste_ns, ref Ctime_ns, ref 
part_ready); 
 
/* Si el cost de la solució ns és inferior al cost de la solució 
millor trobada,  aquesta pren els valors de ns. A més, cal guardar 
la seqüència a la solució temporal */ 
if (coste_ns < coste_best) 
        { 
           coste_best = coste_ns; 
           coste_ns = 0; 
           for (int i = 0; i < n; i++) 
           { 
              Ctime_best[i] = Ctime_ns[i]; 
              for (int r = 0; r < mps[0]; r++) 
              { 
                 tt_best[i, r] = tt_ns[i, r]; 
                 tt_temp[i, r] = tt_ns[i, r]; 
              } 
           } 
 
           for (int j = 0; j < m; j++) 
           { 
              for (int i = 0; i < n; i++) 
              { 
                 tab_best[i, 0, j] = tab_ns[i, 0, j]; 
                 tab_best[i, 1, j] = tab_ns[i, 1, j]; 
                 tab_best[i, 2, j] = tab_ns[i, 2, j]; 
                 tab_best[i, 3, j] = tab_ns[i, 3, j]; 
              } 
           } 
 
           if (coste_best == 0) 
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           { 
          acaba = 1; 
           } 
           else 
           { 
          alfa = 0; 
           } 
        } 
 
        else 
        { 
float quedar2 = 0; 
quedar2 = (float)coste_ns - (float)coste_best; 
coste_ns = 0; 
if (quedar2 > (n * n / (4 * (beta + 1)))) 
{ 
              for (int i = 0; i < n; i++) 
              { 
                 for (int r = 0; r < mps[0]; r++) 
                 { 
                    tt_ns[i, r] = tt_temp[i, r]; 
              } 
           } 
           alfa = alfa + 1; 
        } 
 
        else 
        { 
           for (int i = 0; i < n; i++) 
           { 
              for (int r = 0; r < mps[0]; r++) 
              { 
                 tt_temp[i, r] = tt_ns[i, r]; 
              } 
           } 
           alfa = alfa + 1; 
        } 
     } 
  } 
} 
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B.6.  Subprograma Cuing 
El subprograma Cuing calcula una solució inicial disposant les tasques per ordre 
decreixent de l’índex ATCS. 
static void Cuing(ref int[, ,] tab, ref int[,] tt, ref int coste, ref int[] 
Ctime, ref float[] part_ready) 
{ 
int part = 0;  /* Indica el nº de peces que s’han de processar. Inicialitzem 
a 1, de manera que el primer cop que entri en el while es recalculi i indiqui 
el nº de peces que encara cal processar en el cicle */ 
int indr = 0, indi = 0;  /* Variables utilitzades per guardar la màquina i la 
peça escollida en cada iteració i que serviran per calcular l’índex II mínim 
i guardar els índex relatius */ 
 
int cont = 0;  /* Indica si el programa ha entrat en el cicle principal 
(càlcul d’índexs ATCS i elecció d’una parella màquina-peça */ 
int cambio = 0; /* Indica si el programa ja ha triat alguna parella màquina-
peça en el cicle principal */ 
 
float time = 0; /* Rellotge */ 
float ti = 0;       /* Instant d’inici del processament de la peça triada 
en la màquina triada */ 
float prima_macc = 0, primo_pezzo = 0;  /* Per adelantar el 
rellotge */ 
 
double a = 5 * (Math.Pow(10, -323)); 
int[] flag = new int[n];    /* Indica si la peça i s’ha de processar encara 
en l’etapa actual */ 
float[] p_rem = new float[n];       /* p_rem [i]: suma dels temps de procés 
que li falten a la peça i per estar llesta */ 
float factor = 0; /* factor = max [(d [i] – p,rem [i] – t), 0 ] */ 
double II_max = 0; /* Guarda l’índex I(j,i,t,k) màxim de l’iteració */ 
 
for (int i = 0; i < n; i++) /* Per a cada peça i */ 
{ 
      if (type == 0) /* Si calculem la solució inicial per la 1ª etapa */ 
      { 
         p_rem[i] = p_t[i]; /* p_rem [i] = suma de tots els temps de procés 
per a la peça i  (calculat abans) */ 
      } 
      if (type == 1) /* Si no estem calculant la solució inicial per a la 
1ª etapa */ 
      { 
p_rem[i] = p_t[i] - p_ij[i, 0]; /* p_rem [i] = suma de tots els 
temps de procés per a la peça i – el temps de procés de la primera 
etapa */ 
      } 
   } 
 
int[] cont2 = new int[mps[0]];    /* Comptador per guardar en una taula la 
seqüència de cada màquina en la 1ª etapa */ 
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/* Entrem a una nova etapa (desde etapa type a l’etapa m) */ 
   for (int j = type; j < m; j++)  
   { 
      for (int i = 0; i < n; i++) 
      { 
         if (part_ready[i] < time) 
         { 
            time = part_ready[i];  /* Actualitzo el rellotge a l’instant de 
disponibilitat menor entre les n peces */ 
         } 
 
         if (p_ij[i, j] == 0) 
            flag[i] = 0;    /* La peça i no s’ha de processar en l’etapa j */ 
         else 
         { 
            flag[i] = 1;   /* La peça i s’ha de processar en l’etapa j */ 
       part = part + 1; /* Calculo el nº peces a processar en l’etapa */ 
         } 
      } 
 
int[] m_prec = new int[mps[j]];  /* Guarda l’última peça processada en 
cadascuna de les màquines de l’etapa j */ 
float[] mach_ready = new float[mps[j]]; /* Guarda l’instant en què 
cadascuna de les màquines de l’etapa j estarà lliure */ 
double[,] II = new double[mps[j], n]; /* Guarda els valors I(j,i,t,k) */ 
 
while (part > 0)  /* Mentre hi hagi peces per processar 
      { 
cambio = 0; /* No s’ha triat cap parella màquina – peça en el 
cicle principal */ 
cont = 0; /* Inicialment no està en el cicle principal */ 
II_max = 0;    // Reinicialitzo II al mínim, si no em quedo sempre 
dins del cicle i trovo la mateixa solució s* 
         for (int r = 0; r < mps[j]; r++) 
         { 
            for (int i = 0; i < n; i++) 
            { 
if (mach_ready[r] <= time && part_ready[i] <= time) /* Si 
els instants de disponibilitat de la màquina i de la peça 
actuals són menors que l’instant actual (time) */ 
               { 
                  if (flag[i] != 0) /* Si la peça i s’ha de processar */ 
                  { 
cont = cont + 1;  /* Si hi ha peces i màquines 
disponibles, entro al cicle principal */ 
factor = Math.Max(dd[i] - p_rem[i] - time, 0); 
II[r, i] = (double)w[i] / p_ rem[i] * (double)(Math.Exp(-
(factor) / (k1[j] * p_medio[j]))) * (double)(Math.Exp(-
(S_ijk[i, j, m_prec[r]]) / (k2[j] * S_medio[j]))); 
 
if (II[r, i] < a) 
{ 
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                         II[r, i] = a; 
                      } 
                   } 
 
                   else 
                   { 
II[r, i] = 0; /* II pren el valor calculat, o 0 si es tan 
petit que no es pot emmagatzemar */ 
                   } 
 
                   if (II[r, i] > II_max) 
                   { 
II_max = II[r, i];   /* Marco la parella màquina r – 
peça i com aquella amb II màxim */ 
indr = r;   /* Guardo la màquina escollida */ 
indi = i;   /* Guardo la peça escollida */ 
                                ti = time;   /* Guardo l’instant d’inici del procés 
de la peça escollida indi en la màquina escollida indr */ 
cambio = 1; /* Marca que ja s’ha triat alguna 
parella màquina – peça en el cicle principal */ 
                   } 
               } 
            } 
         } 
 
         if (cambio == 1) /* Si s’ha triat alguna parella: */ 
         { 
flag[indi] = 0;  /* La peça triada, no s’ha de processar de nou */ 
part = part - 1;   /* Queda una peça menys a processar */ 
part_ready[indi] = ti + p_ij[indi,j] + S_ijk[indi, j, m_prec[indr]]; 
/* Actualitzem l’instant de disponibilitat de la peça triada indi */ 
mach_ready[indr] = ti + p_ij[indi,j] + S_ijk[indi, j, m_prec[indr]]; 
/* Actualitzem l’instant de disponibilitat de la màquina indr */ 
m_prec[indr] = indi + 1; /* Cal sumar 1 a la peça precedent per 
quadrar els números */ 
 
/* Guardem la solució a la variable tab */ 
tab[indi, 0, j] = (int)indi; /* Guardo la peça escollida */ 
tab[indi, 1, j] = (int)indr; /* Guardo la màquina escollida */ 
tab[indi, 2, j] = (int)ti; /* Guardo l’instant d’inici de procés de 
la peça escollida */ 
             tab[indi, 3, j] = (int)(part_ready[indi]);  /* Guardo l’instant 
d’acabament de la peça escollida */ 
 
/* Guarda la seqüència de la 1ª etapa */ 
if (j == 0) 
            { 
               tt[cont2[indr], indr] = indi + 1; 
               cont2[indr] = cont2[indr] + 1; 
            } 
         } 
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if (cont == 0) /* Si no he pogut entrar en el cicle principal, és pq 
o bé no hi ha cap peça disponible, o bé no hi ha cap màquina 
disponible. Per tant actualitzaré el rellotge fins que hi hagi almenys 
una peça i una màquina disponibles */ 
         { 
prima_macc = 1000000; /* Els reinicialitzem amb un valor prou 
alt per a què funcioni el programa */ 
            primo_pezzo = 1000000; 
            for (int r = 0; r < mps[j]; r++) 
            { 
               if (mach_ready[r] < prima_macc) 
                   prima_macc = mach_ready[r]; 
            } 
            for (int i = 0; i < n; i++) 
            { 
               if (part_ready[i] < primo_pezzo && flag[i] != 0) 
                   primo_pezzo = part_ready[i]; 
            } 
time = Math.Max(primo_pezzo, prima_macc); /* Avancem el rellotge 
fins a l’instant en què hi hagi almenys una màquina i una peça 
disponibles */ 
         } 
      } 
 
      /* Càlcul del temps de processament que encara falta fer */ 
      for (int i = 0; i < n; i++) 
      { 
         p_ rem[i] = p_ rem[i] - p_ij[i, j]; 
      } 
   } 
 
   /* Càlcul del retard de cada peça i del cost associat a aquest retard */ 
   int[] retraso = new int[n]; 
   for (int i = 0; i < n; i++) 
   { 
      for (int j = 0; j < m; j++) 
      { 
         if (tab[i, 3, j] > Ctime[i]) 
         Ctime[i] = tab[i, 3, j];  /* Instant de finalització de la peça i */ 
      } 
         retraso[i] = (int)Math.Max(Ctime[i] - dd[i], 0); 
         coste = coste + (w[i] * retraso[i]); 
   } 
} 
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ANNEX C: Codi del programa A2A 
En aquest annex es mostra el codi del programa escollit per a resoldre exemplars de 50, 
80 i 120 peces, és a dir, el A2A.  
A l’inici del programa es declaren les variables que s’utilitzen en tots els subprogrames 
(variables globals) i, a continuació està el programa principal, anomenat Main, en el qual: 
1. Es llegeixen les dades del fitxer d’entrada. 
2. Es calculen els índexs de l’exemplar. 
3. Es crida als subprogrames: 
 Cuing: subprograma per generar la solució inicial mitjançant l’índex ATCS. 
 SR_file: subprograma que escriu les dades de la solució trobada en el fitxer de 
sortida. 
 VNS2: subprograma que aplica la part iterativa de la metaheurística Variable 
Neighborhood Search, en concret la variant VNS2 explicada a la memòria. Dins 
d’aquest subprograma es criden als subprogrames: 
• Cuing: subprograma per completar la solució inicial mitjançant l’índex ATCS. 
• BestNeighborhood2: subprograma que decideix si quedar-se o no el veí 
generat com a nova solució en curs. 
4. Es calcula i escriu el temps de càlcul. 
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C.1.  Declaració de les variables globals 
A l’inici del programa cal definir les variables globals.  
static string percorso_l = ""; 
static string percorso_s_R = ""; 
static string percorso_s_risul = ""; 
static int c = 0; 
static string carpeta = ""; 
static int g = 0; 
static string exemplar = ""; 
static int q = 0; 
static string duedate = ""; 
 
static int n = 0; /* Nº de peces del problema */ 
static int m = 0;  /* Nº d’etapes del problema */ 
static int[] mps;  /* Nº de màquines de cada etapa */ 
static int[] dd; /* Data de venciment de cada peça */ 
static int[] w; /* Pes de cada peça */ 
static int[,] p_ij; /* Temps de procés de la peça i en la màquina j */ 
static int[, ,] S_ijk; /* Tmps de preparació de la peça i en la màquina j si 
es processa després de la peça k */ 
 
static float[] p_medio; /* Temps de procés mitjà */ 
static float[] p_t;  /* Suma dels temps de procés de totes les etapes */ 
static float[] S_medio;  /* Temps de preparació mitjà */ 
static float Cmax = 0;  /* Instant de finalització de l’última peça */ 
 
static float R = 0;  /* Índex R per calcular I(j,i,t,k) */ 
static float tau = 0;  /* Índex τ per calcular I(j,i,t,k) */ 
static float[] mu;   /* Índex µ per calcular I(j,i,t,k) */ 
static float[] heta;  /* Índex η per calcular I(j,i,t,k) */ 
static float[] k1;   /* Índex k1 per calcular I(j,i,t,k) */ 
static float[] k2;   /* Índex k2 per calcular I(j,i,t,k) */ 
static int type = 0;   /* Indica si s’ha de calcular o no la primera etapa 
(type = 0 si calculo l’etapa 1, type = 1 si no la calculo) */ 
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C.2.  Programa principal 
C.2.1.  Lectura de dades del fitxer d’entrada 
for (int z = 0; z < 5; z++) /* Es calcula 5 cops per fer-ne la mitjana */ 
{ 
  DateTime t_start = DateTime.Now; 
  StreamReader objReader = new StreamReader(percorso_l); 
  string sLine = ""; 
  char[] charSeparators = new char[] { '\t' }; 
  string[] result; 
  int linea = 0; 
  int d_max = 0; 
  int d_min = 10000; 
  float d_medio = 0; 
  float mps_medio = 0; 
 
  while (sLine != null) 
  { 
    sLine = objReader.ReadLine(); 
    if (sLine != null) 
    { 
result=sLine.Split(charSeparators,StringSplitOptions.RemoveEmptyEntries); 
 
       if (linea == 0) 
       { 
          n = Int32.Parse(result[0]); 
          dd = new int[n]; 
          w = new int[n]; 
       } 
 
       if (linea == 1) 
       { 
          m = Int32.Parse(result[0]);  
          mps = new int[m]; 
          p_ij = new int[n, m]; 
          S_ijk = new int[n, m, n + 1]; 
       } 
 
       if (linea == 2) 
       { 
          for (int j = 0; j < m; j++) 
          { 
             mps[j] = Int32.Parse(result[j]);  
          } 
       } 
 
       if (linea == 3) 
       { 
          for (int i = 0; i < n; i++) 
          { 
             dd[i] = Int32.Parse(result[i]); 
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          } 
       } 
 
       if (linea == 4) 
       { 
          for (int i = 0; i < n; i++) 
          { 
             w[i] = Int32.Parse(result[i]); 
          } 
       } 
 
       if (linea > 4 && linea < m + 5)  
       { 
          for (int i = 0; i < n; i++) 
          { 
             p_ij[i, linea - 5] = Int32.Parse(result[i]); 
          } 
       } 
 
       if (linea >= m + 5 && linea < (m * n + m + 5)) 
       { 
          for (int i = 0; i < n + 1; i++) 
          { 
             S_ijk[(linea-5-m)/m,(linea-5-m) % m, i] =Int32.Parse(result[i]); 
            } 
         } 
      } 
      linea = linea + 1; 
   } 
   objReader.Close(); 
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C.2.2.  Càlcul dels índexs de l’exemplar 
En aquesta part del programa es calculen els índexs que després utilitza el subprograma 
ATCS. 
/* Càlcul del p mitjà per etapa i del p total */ 
p_medio = new float[m]; 
p_t = new float[n];  
S_medio = new float[m]; 
mu = new float[m]; 
heta = new float[m]; 
k1 = new float[m]; 
k2 = new float[m]; 
Cmax = 0; 
 
/* Càlcul del p mitjà per etapa i del p total */ 
for (int j = 0; j < m; j++) 
{ 
   for (int i = 0; i < n; i++) 
   { 
      p_medio[j] = p_medio[j] + (float)p_ij[i, j]; 
      p_t[i] = p_t[i] + (float)p_ij[i, j]; 
      for (int k = 0; k < n + 1; k++) 
      { 
         if (i != (k - 1)) 
         { 
             S_medio[j] = S_medio[j] + (float)S_ijk[i, j, k]; 
         } 
      } 
   } 
p_medio[j] = p_medio[j] / n; 
S_medio[j] = S_medio[j] / (n * n); 
mu[j] = (float)n / (float)mps[j]; 
heta[j] = S_medio[j] / p_medio[j]; 
mps_medio = mps_medio + mps[j];  
Cmax = Cmax + (S_medio[j] + p_medio[j]) * mu[j];  
} 
mps_medio = mps_medio / m; 
Cmax = Cmax / mps_medio; 
 
/* Càlcul de d_max, d_min i d_medio per cada peça */ 
for (int i = 0; i < n; i++) 
{ 
   d_medio = d_medio + (float)dd[i]; 
   if (dd[i] < d_min) 
       d_min = dd[i]; 
   if (dd[i] > d_max) 
       d_max = dd[i]; 
} 
d_medio = (float)(d_medio / n); 
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/* Càlcul de τ i R, que són iguals per tota peça i tota etapa */ 
tau = (float)(1 - (d_medio / Cmax)); 
R = (d_max - d_min) / Cmax; 
          
/* Càlcul de les Ks */ 
for (int j = 0; j < m; j++) 
{ 
   k1[j] = (float)1.2 * (float)(Math.Log(mu[j])) - (float)R; 
   k2[j] = (float)tau / (float)(1.9 * (Math.Sqrt(heta[j]))); 
} 
 
C.2.3.  Crida als subprogrames 
En aquesta part es crida als subprogrames. Primer es calcula la solució inicial. Si el cost 
d’aquesta és nul, s’escriu la solució en els fitxers de sortida i s’acaba el càlcul. En cas 
contrari, es continua amb el procediment VNS2. 
int[,] tt_eu = new int[n, mps[0]];  /* Seqüència inicial (s inicial) a cada 
màquina de la primera etapa */ 
int[, ,] tab_eu = new int[n, 4, m];     /* S’hi guarden els primers resultats de 
l’heurística */ 
int[] Ctime_eu = new int[n];  /* Ctime = Completion time */ 
float[] part_ready = new float[n];   /* Guarda els instants en els quals les 
peces estan disponibles */ 
int coste_eu = 0; 
type = 0; 
 
/* Crida al subprograma per trobar la solució inicial per ATCS */ 
Cuing(ref tab_eu, ref tt_eu, ref coste_eu, ref Ctime_eu, ref part_ready); 
 
/* Escric el cost de la solució inicial en un file txt resumit */ 
StreamWriter cccc = new StreamWriter(percorso_s_R, true); 
cccc.Write(coste_eu); 
cccc.Close(); 
 
/* Escric tota la solució inicial en un file txt */ 
StreamWriter zz = new StreamWriter(percorso_s_risul, true); 
zz.WriteLine("DADES DEL PROBLEMA"); 
zz.WriteLine("Nombre de peces:{0}", n); 
zz.WriteLine("Nombre d’etapes:{0}", m); 
zz.WriteLine("\n"); 
zz.WriteLine("\n"); 
zz.WriteLine("SOLUCIO INCIAL"); 
zz.Close(); 
SR_file(tab_eu, Ctime_eu, coste_eu); /* Escric la solució inicial */ 
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/* Crida al subprograma VNS2 (només si el cost de la solució inicial és major 
que zero). En cas contrari escric al full de resultats resumit que el cost de 
la solució final és nul */ 
if (coste_eu != 0) 
{ 
   VNS2(ref tab_eu, ref tt_eu, ref coste_eu, ref Ctime_eu, ref part_ready); 
} 
else 
{ 
   StreamWriter cccc = new StreamWriter(percorso_s_R, true); 
   cccc.Write("\t"); 
   cccc.Write(coste_eu); 
   cccc.Close(); 
} 
 
 
C.2.4.  Càlcul del temps de càlcul de l’algorisme 
DateTime t_end = DateTime.Now; /*Instant en què l’algoritme acaba de calcular*/ 
TimeSpan elapsed = (t_end - t_start); /* Ttemps que l’algoritme ha tardat */ 
double yy = 0; 
yy = elapsed.TotalSeconds; 
 
string temps_utilitzat = string.Format("TEMPS UTILITZAT: {0:n0} h, {1:n0} min, 
{2:n0} s, {3:n0} ms.", elapsed.Hours, elapsed.Minutes, elapsed.Seconds, 
elapsed.Milliseconds); 
Console.WriteLine(temps_utilitzat); 
 
/* Escric el temps utilitzat per completar l’algoritme en l’arxiu resumit */ 
StreamWriter sw = new StreamWriter(percorso_s_risul, true); 
sw.WriteLine(temps_utilitzat); 
sw.WriteLine("\n"); 
sw.WriteLine("\n"); 
sw.Close(); 
 
StreamWriter ssww = new StreamWriter(percorso_s_R, true); 
ssww.WriteLine("\t{0}\n", yy); 
ssww.Close(); 
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C.3.  Subprograma Cuing 
El subprograma Cuing calcula la solució inicial i la completa en cada iteració disposant 
les tasques per ordre decreixent de l’índex ATCS. Una variable, anomenada type, indica 
al programa en quin dels dos casos es troba. 
static void Cuing(ref int[, ,] tab, ref int[,] tt, ref int coste, ref int[] 
Ctime, ref float[] part_ready) 
{ 
int part = 0;  /* Indica el nº de peces que s’han de processar. Inicialitzem 
a 1, de manera que el primer cop que entri en el while es recalculi i indiqui 
el nº de peces que encara cal processar en el cicle */ 
int indr = 0, indi = 0;  /* Variables utilitzades per guardar la màquina i la 
peça escollida en cada iteració i que serviran per calcular l’índex II mínim 
i guardar els índex relatius */ 
 
int cont = 0;  /* Indica si el programa ha entrat en el cicle principal 
(càlcul d’índexs ATCS i elecció d’una parella màquina-peça */ 
int cambio = 0; /* Indica si el programa ja ha triat alguna parella màquina-
peça en el cicle principal */ 
 
float time = 0; /* Rellotge */ 
float ti = 0;       /* Instant d’inici del processament de la peça triada 
en la màquina triada */ 
float prima_macc = 0, primo_pezzo = 0; /* Per adelantar el rellotge */ 
 
double a = 5 * (Math.Pow(10, -323)); 
int[] flag = new int[n];    /* Indica si la peça i s’ha de processar encara 
en l’etapa actual */ 
float[] p_rem = new float[n];       /* p_rem [i]: suma dels temps de procés 
que li falten a la peça i per estar llesta */ 
float factor = 0; /* factor = max [(d [i] – p,rem [i] – t), 0 ] */ 
double II_max = 0; /* Guarda l’índex I(j,i,t,k) màxim de l’iteració */ 
 
for (int i = 0; i < n; i++) /* Per a cada peça i */ 
{ 
      if (type == 0) /* Si calculem la solució inicial per la 1ª etapa */ 
      { 
         p_rem[i] = p_t[i]; /* p_rem [i] = suma de tots els temps de procés 
per a la peça i  (calculat abans) */ 
      } 
      if (type == 1) /* Si no estem calculant la solució inicial per a la 
1ª etapa */ 
      { 
p_rem[i] = p_t[i] - p_ij[i, 0]; /* p_rem [i] = suma de tots els 
temps de procés per a la peça i – el temps de procés de la primera 
etapa */ 
      } 
   } 
 
Resolució de problemes flow-shop híbrids flexibles mitjançant un algorisme de Cerca en Veïnatges Variables Pág. 47 
 
int[] cont2 = new int[mps[0]];    /* Comptador per guardar en una taula la 
seqüència de cada màquina en la 1ª etapa */ 
 
/* Entrem a una nova etapa (desde etapa type a l’etapa m) */ 
   for (int j = type; j < m; j++)  
   { 
      for (int i = 0; i < n; i++) 
      { 
         if (part_ready[i] < time) 
         { 
            time = part_ready[i]; /* Actualitzo el rellotge a l’instant de 
disponibilitat menor entre les n peces */ 
         } 
 
         if (p_ij[i, j] == 0) 
            flag[i] = 0;    /* La peça i no s’ha de processar en l’etapa j */ 
         else 
         { 
            flag[i] = 1;   /* La peça i s’ha de processar en l’etapa j */ 
       part = part + 1; /* Calculo el nº peces a processar en l’etapa */ 
         } 
      } 
 
int[] m_prec = new int[mps[j]];  /* Guarda l’última peça processada en 
cadascuna de les màquines de l’etapa j */ 
float[] mach_ready = new float[mps[j]]; /* Guarda l’instant en què 
cadascuna de les màquines de l’etapa j estarà lliure */ 
double[,] II = new double[mps[j], n]; /* Guarda els valors I(j,i,t,k) */ 
 
while (part > 0) /* Mentre hi hagi peces per processar 
      { 
cambio = 0; /* No s’ha triat cap parella màquina – peça en el 
cicle principal */ 
cont = 0; /* Inicialment no està en el cicle principal */ 
II_max = 0;    // Reinicialitzo II al mínim, si no em quedo sempre 
dins del cicle i trovo la mateixa solució s* 
         for (int r = 0; r < mps[j]; r++) 
         { 
            for (int i = 0; i < n; i++) 
            { 
if (mach_ready[r] <= time && part_ready[i] <= time) /* Si 
els instants de disponibilitat de la màquina i de la peça 
actuals són menors que l’instant actual (time) */ 
               { 
                  if (flag[i] != 0) /* Si la peça i s’ha de processar */ 
                  { 
cont = cont + 1;  /* Si hi ha peces i màquines 
disponibles, entro al cicle principal */ 
factor = Math.Max(dd[i] - p_rem[i] - time, 0); 
II[r, i] = (double)w[i] / p_ rem[i] * (double)(Math.Exp(-
(factor) / (k1[j] * p_medio[j]))) * (double)(Math.Exp(-
(S_ijk[i, j, m_prec[r]]) / (k2[j] * S_medio[j]))); 
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if (II[r, i] < a) 
{ 
                         II[r, i] = a; 
                      } 
                   } 
 
                   else 
                   { 
II[r, i] = 0; /* II pren el valor calculat, o 0 si es tan 
petit que no es pot emmagatzemar */ 
                   } 
 
                   if (II[r, i] > II_max) 
                   { 
II_max = II[r, i];   /* Marco la parella màquina r – 
peça i com aquella amb II màxim */ 
indr = r;  /* Guardo la màquina escollida */ 
indi = i;  /* Guardo la peça escollida */ 
                                ti = time; /* Inici del procés de la peça indi en la 
màquina indr */ 
cambio = 1; /* Marca que ja s’ha triat alguna 
parella màquina – peça en el cicle principal */ 
                   } 
               } 
            } 
         } 
 
         if (cambio == 1) /* Si s’ha triat alguna parella: */ 
         { 
flag[indi] = 0;  /* La peça triada, no s’ha de processar de nou */ 
part = part - 1;   /* Queda una peça menys a processar */ 
part_ready[indi] = ti + p_ij[indi,j] + S_ijk[indi, j, m_prec[indr]]; 
/* Actualitzem l’instant de disponibilitat de la peça triada indi */ 
mach_ready[indr] = ti + p_ij[indi,j] + S_ijk[indi, j, m_prec[indr]]; 
/* Actualitzem l’instant de disponibilitat de la màquina indr */ 
m_prec[indr] = indi + 1; 
 
/* Guardem la solució a la variable tab */ 
tab[indi, 0, j] = (int)indi; /* Guardo la peça escollida */ 
tab[indi, 1, j] = (int)indr; /* Guardo la màquina escollida */ 
tab[indi, 2, j] = (int)ti; /* Guardo l’instant d’inici de procés de 
la peça escollida */ 
             tab[indi, 3, j] = (int)(part_ready[indi]);  /* Guardo l’instant 
d’acabament de la peça escollida */ 
 
/* Guarda la seqüència de la 1ª etapa */ 
if (j == 0) 
            { 
               tt[cont2[indr], indr] = indi + 1; 
               cont2[indr] = cont2[indr] + 1; 
            } 
         } 
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if (cont == 0) /* Si no he pogut entrar en el cicle principal, és pq 
o bé no hi ha cap peça disponible, o bé no hi ha cap màquina 
disponible. Per tant actualitzaré el rellotge fins que hi hagi almenys 
una peça i una màquina disponibles */ 
         { 
            prima_macc = 1000000; /* Els reinicialitzem amb un valor prou 
alt per a què funcioni el programa */ 
            primo_pezzo = 1000000; 
            for (int r = 0; r < mps[j]; r++) 
            { 
               if (mach_ready[r] < prima_macc) 
                   prima_macc = mach_ready[r]; 
            } 
            for (int i = 0; i < n; i++) 
            { 
               if (part_ready[i] < primo_pezzo && flag[i] != 0) 
                   primo_pezzo = part_ready[i]; 
            } 
time = Math.Max(primo_pezzo, prima_macc); /* Avancem el rellotge 
fins a l’instant en què hi hagi almenys una màquina i una peça 
disponibles */ 
         } 
      } 
 
      /* Càlcul del temps de processament que encara falta fer */ 
      for (int i = 0; i < n; i++) 
      { 
         p_ rem[i] = p_ rem[i] - p_ij[i, j]; 
      } 
   } 
 
   /* Càlcul del retard de cada peça i del cost associat a aquest retard */ 
   int[] retraso = new int[n]; 
   for (int i = 0; i < n; i++) 
   { 
      for (int j = 0; j < m; j++) 
      { 
         if (tab[i, 3, j] > Ctime[i]) 
         Ctime[i] = tab[i, 3, j];  /* Instant de finalització de la peça i */ 
      } 
         retraso[i] = (int)Math.Max(Ctime[i] - dd[i], 0); 
         coste = coste + (w[i] * retraso[i]); 
   } 
} 
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C.4.  Subprograma per escriure els resultats 
S’escriu la solució trobada de forma detallada en un fitxer de sortida. 
static void SR_file(int[, ,] tab, int[] Ctime, int coste) 
{ 
   StreamWriter sw = new StreamWriter(percorso_s_risul, true); 
   sw.WriteLine("PEÇA\tDATA VENCIMENT\tDATA FINALITZACIO\tRETARD"); 
   for (int i = 0; i < n; i++) 
   { 
      sw.WriteLine("{0}\t{1}\t{2}\t{3}", i + 1, dd[i], Ctime[i], retraso[i]); 
   } 
   sw.WriteLine("\n"); 
 
   sw.WriteLine("PEÇA\tMAQUINA\tT_INICI\tT_FINALITZACIO"); 
   sw.WriteLine(); 
   for (int j = 0; j < m; j++) 
   { 
      for (int i = 0; i < n; i++) 
      { 
         if (p_ij[i, j] != 0) 
         { 
            sw.WriteLine("{0}\t{1}\t{2}\t{3}", tab[i,0,j] + 1, tab[i,1,j] + 1, 
tab[i,2,j], tab[i,3,j]); 
         } 
      } 
      sw.WriteLine("\n"); 
   } 
 
   sw.WriteLine("Cost del retard={0}", coste); 
   sw.WriteLine("\n"); 
 
   sw.WriteLine("DADES ESTADISTIQUES DEL PROBLEMA"); 
   for (int j = 0; j < m; j++) 
   { 
      sw.WriteLine("Temps mitja de processament en l’etapa {0}={1}", j + 1, 
p_medio[j]); 
   } 
   sw.WriteLine(); 
 
   for (int j = 0; j < m; j++) 
   { 
      sw.WriteLine("Temps mitja de preparació en l’etapa {0}={1}", j + 1, 
S_medio[j]); 
   } 
   sw.WriteLine(); 
   sw.WriteLine("Cmax estimat={0}", Cmax); 
   sw.WriteLine("\n"); 
   sw.Close(); 
} 
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C.5.  Subprograma VNS2 
Aquesta part del programa realitza la part iterativa de l’algoritme VNS, en concret la 
variant VNS2 explicada a la memòria. 
static void VNS2(ref int[, ,] tab_ns, ref int[,] tt_ns, ref int coste_ns, ref 
int[] Ctime_ns, ref float[] part_ready) 
{ 
   /* Declarem les variables del subprograma */ 
   int tempor = 0; 
   int prob = 0; 
   int alfa = 0; /* Nº de veïnatges analitzats. S’inicialitza a zero */ 
   int acaba = 0; /* Indica si el programa ha trobat una solució de cost nul*/ 
   Random rnd = new Random(); 
   int cas_maq1 = 0, cas_maq2 = 0, cas_peça1 = 0, cas_peça2 = 0; 
   int maxim = 0, n1 = 0, n2 = 0; 
 
   int coste_best = 0; /* Cost de la millor solució trobada (s*) */ 
   int[] Ctime_best = new int[n]; /* Instants de finalització de s* */ 
   int[,] tt_best = new int[n, mps[0]];  /* Seqüència de s* */ 
   int[, ,] tab_best = new int[n, 4, m];  /* Dades de s* */ 
   int[,] tt_temp = new int[n, mps[0]];  /* Seqüència de la solució temporal */ 
 
/* Inicialitzem la millor solució trobada fins al moment (best) i la solució 
temporal (temp) amb la solució inicial trobada per random */ 
   for (int i = 0; i < n; i++) 
   { 
      for (int s = 0; s < mps[0]; s++) 
      { 
         tt_best[i, s] = tt_ns[i, s];       
         tt_temp[i, s] = tt_ns[i, s];     
      } 
      for (int v = 0; v < 4; v++) 
      { 
         for (int j = 0; j < m; j++) 
         { 
            tab_best[i, v, j] = tab_ns[i,v,j]; 
         } 
      } 
      Ctime_best[i] = Ctime_ns[i]; 
   } 
   coste_best = coste_ns;  
   coste_ns = 0; 
 
/* Si només hi ha una màquina a la 1ª etapa, passem directament al veinatge 
d’intercanvi en una màquina */ 
   if (mps[0] == 1) 
   { 
      goto Onlyone; 
   } 
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/* INTERCANVI DE 2 PECES ENTRE DUES MÀQUINES DIFERENTS */ 
   while (alfa < 2*n && acaba == 0) 
   { 
      prob = 0; 
      while (prob == 0) 
      { 
         cas_maq1 = Convert.ToInt32(rnd.Next(0, mps[0]));  /* Trio dues 
màquines a l’atzar */ 
         cas_maq2 = Convert.ToInt32(rnd.Next(0, mps[0]));  
         if (cas_maq1 != cas_maq2) 
         { 
            prob = 1; /* S’activa si les dues màquines no són la mateixa */ 
         } 
      } 
 
      for (int i = 0; i < n; i++) 
      { 
         if (tt_ns[i, cas_maq1] != 0) 
         { 
            n1 = n1 + 1; /* Compto quantes peces es processen a maq1 */ 
         } 
         if (tt_ns[i, cas_maq2] != 0) 
         { 
            n2 = n2 + 1; /* Compto quantes peces es processen a maq2 */ 
         } 
      } 
 
      cas_peça1 = Convert.ToInt32(rnd.Next(0,n1));  /* Trio una peça de maq1 */ 
      cas_peça2 = Convert.ToInt32(rnd.Next(0,n2));  /* Trio una peça de maq2 */ 
      n1 = 0;  /* Reinicialitzo n1 a zero */ 
      n2 = 0 ;  /* Reinicialitzo n2 a zero */ 
 
      /* Intercanvio els dos valors, és a dir, genero un veï */ 
      tempor = tt_ns[cas_peça1, cas_maq1]; 
      tt_ns[cas_peça1, cas_maq1] = tt_ns[cas_peça2, cas_maq2]; 
      tt_ns[cas_peça2, cas_maq2] = tempor; 
 
/* Comparo la solució modificada (ns) amb la millor trobada (best) */ 
BestNeighborhood2(ref acaba, ref alfa, ref tab_best, ref tt_best, ref 
coste_best, ref Ctime_best, ref tab_ns, ref tt_ns, ref coste_ns, ref 
Ctime_ns, ref part_ready); 
   } 
 
 
   /* INSERCIÓ D’UNA PEÇA D’UNA MÀQUINA 1 EN UNA MÀQUINA 2 */ 
   alfa = 0; 
   while (alfa < 2*n && acaba == 0) 
   { 
      prob = 0; 
      while (prob == 0) 
      { 
         cas_maq1 = Convert.ToInt32(rnd.Next(0, mps[0])); /* Trio 2 màquines */ 
         cas_maq2 = Convert.ToInt32(rnd.Next(0, mps[0]));  
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         if (cas_maq1 != cas_maq2) 
         { 
             prob = 1; /* S’activa si les dues màquines no són la mateixa */ 
         } 
      } 
 
      for (int i = 0; i < n; i++) 
      { 
         if (tt_ns[i, cas_maq1] != 0) 
         { 
            n1 = n1 + 1; /* Compto quantes peces es processen a maq1 */ 
         } 
         if (tt_ns[i, cas_maq2] != 0) 
         { 
            n2 = n2 + 1; /* Compto quantes peces es processen a maq2 */ 
         } 
      } 
 
/* Si en ambdues màquines es processen menys de dues peces no realitzem 
l’inserció, triem les màquines següents a les triades */ 
      while (n1 < 2 && n2 < 2) 
      { 
         n1 = 0; 
         n2 = 0; 
         if (cas_maq1 == (mps[0] - 1)) 
         { 
            cas_maq1 = 0; 
         } 
         if (cas_maq1 != (mps[0] - 1)) 
         { 
            cas_maq1 = cas_maq1 +1; 
         } 
         if (cas_maq2 == (mps[0] - 1)) 
         { 
            cas_maq2 = 0; 
         } 
         if (cas_maq2 != (mps[0] - 1)) 
         { 
            cas_maq2 = cas_maq2 + 1; 
         } 
         for (int i = 0; i < n; i++) 
         { 
            if (tt_ns[i, cas_maq1] != 0) 
            { 
               n1 = n1 + 1; 
            } 
            if (tt_ns[i, cas_maq2] != 0) 
            { 
               n2 = n2 + 1; 
            } 
         } 
      } 
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/* Si en una de les màquines es processen menys de dues peces, l’altre 
màquina cedirà la peça i s’afegirà al final de la seqüència de la màquina 
amb menys de dues peces */ 
      if ((n1 < 2 && n2 >= 2) || (n1 >= 2 && n2 < 2)) 
      { 
         if (n1 >= 2) 
         { 
            cas_peça1 = Convert.ToInt32(rnd.Next(0, n1)); 
            tt_ns[n2, cas_maq2] = tt_ns[cas_peça1, cas_maq1]; 
            for (int i = cas_peça1; i < n1; i++) 
            { 
               tt_ns[i, cas_maq1] = tt_ns[i + 1, cas_maq1]; 
            } 
         } 
 
         else 
         { 
            cas_peça2 = Convert.ToInt32(rnd.Next(0, n2)); 
            tt_ns[n1, cas_maq1] = tt_ns[cas_peça2, cas_maq2]; 
            for (int i = cas_peça2; i < n2; i++) 
            { 
               tt_ns[i, cas_maq2] = tt_ns[i + 1, cas_maq2]; 
            } 
         } 
         n1 = 0; 
         n2 = 0; 
BestNeighborhood2(ref acaba, ref alfa, ref tab_best, ref tt_best, ref 
coste_best, ref Ctime_best, ref tab_ns, ref tt_ns, ref coste_ns, ref 
Ctime_ns, ref part_ready); 
      } 
 
/* Si en ambdues màquines es processen almenys dues peces, la màquina amb 
major nº de peces cedirà la peça a la màquina amb menor nº de peces */ 
      if (n1 >= 2 && n2 >= 2) 
      { 
cas_peça1 = Convert.ToInt32(rnd.Next(0,n1)); /* Trio 1 peça de maq1 */ 
cas_peça2 = Convert.ToInt32(rnd.Next(0,n2)); /* Trio la posició de 
maq2 on insertaré la peça1 */ 
maxim = Math.Max(n1, n2); 
 
         if (n1 == maxim) 
         { 
for (int i = n2; i > cas_peça2; i--) 
{ 
              tt_ns[i, cas_maq2] = tt_ns[i – 1, cas_maq2]; 
} 
tt_ns[cas_peça2, cas_maq2] = tt_ns[cas_peça1, cas_maq1]; 
for (int i = cas_peça1; i < n1; i++) 
{ 
               tt_ns[i, cas_maq1] = tt_ns[i+1, cas_maq1]; 
            } 
         } 
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         else 
         { 
            for (int i = n1; i > cas_peça1; i--) 
            { 
               tt_ns[i, cas_maq1] = tt_ns[i – 1, cas_maq1]; 
            } 
            tt_ns[cas_peça1, cas_maq1] = tt_ns[cas_peça2, cas_maq2]; 
            for (int i = cas_peça2; i < n2; i++) 
            { 
               tt_ns[i, cas_maq2] = tt_ns[i+1, cas_maq2]; 
            } 
         } 
         n1 = 0;  /* Reinicialitzo n1 a zero */ 
         n2 = 0 ;  /* Reinicialitzo n2 a zero */ 
      } 
 
/* Comparo la solució modificada (ns) amb la millor trobada fins al 
moment (best) */ 
BestNeighborhood2(ref acaba, ref alfa, ref tab_best, ref tt_best, ref 
coste_best, ref Ctime_best, ref tab_ns, ref tt_ns, ref coste_ns, ref 
Ctime_ns, ref part_ready); 
  } 
 
 
Onlyone: ; 
/* INTERCANVI DE DUES PECES EN UNA MÀQUINA */ 
alfa = 0; 
while (alfa < 2*n && acaba == 0) 
{ 
cas_maq1 = Convert.ToInt32(rnd.Next(0, mps[0])); /* Trio una màquina a 
l’atzar */ 
for (int i = 0; i < n; i++) 
{ 
         if (tt_ns[i, cas_maq1] != 0) 
         { 
             n1 = n1 + 1; /* Compto quantes peces es processen a maq1 */ 
         } 
      } 
 
      while (n1 < 2) 
      { 
         n1 = 0; 
         if (cas_maq1 == (mps[0] – 1)) 
   { 
            cas_maq1 = 0; 
   } 
          else 
   { 
            cas_maq1 = cas_maq1 + 1; 
   } 
 
          for (int i = 0; i < n; i++) 
    { 
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              if (tt_ns[i, cas_maq1] != 0) 
        { 
         n1 = n1 + 1; /* Compto quantes peces es processen a maq1 */ 
        } 
    } 
       } 
       prob = 0; 
       while (prob == 0) 
       { 
cas_peça1 = Convert.ToInt32(rnd.Next(0, n1)); /* Trio dues peces a 
l’atzar, diferents entre si */ 
cas_peça2 = Convert.ToInt32(rnd.Next(0, n1)); 
if (cas_peça2 == cas_peça1) 
{ 
             prob = 1; 
           } 
        } 
        n1 = 0; /* Reinicialitzo n1 a zero */ 
 
/* Intercanvio els dos valors */ 
tempor = tt_ns[cas_peça1, cas_maq1]; 
tt_ns[cas_peça1, cas_maq1] = tt_ns[cas_peça2, cas_maq1]; 
tt_ns[cas_peça2, cas_maq1] = tempor; 
 
/* Comparo la solució modificada (ns) amb la millor trobada fins al 
moment (best) */ 
BestNeighborhood2(ref acaba, ref alfa, ref tab_best, ref tt_best, ref 
coste_best, ref Ctime_best, ref tab_ns, ref tt_ns, ref coste_ns, ref 
Ctime_ns, ref part_ready); 
    } 
 
 
/* Escric la solució final (la millor trobada fins al moment) */ 
StreamWriter qq = new StreamWriter(percorso_s_risul, true); 
qq.WriteLine(); 
qq.WriteLine("SOLUCIO FINAL"); 
qq.Close(); 
SR_file(tab_best, Ctime_best, coste_best); 
StreamWriter cccc = new StreamWriter(percorso_s_R, true); 
cccc.Write("\t"); 
cccc.Write(coste_best); 
cccc.Close(); 
} 
Resolució de problemes flow-shop híbrids flexibles mitjançant un algorisme de Cerca en Veïnatges Variables Pág. 57 
 
C.5.1.  Subprograma Best Neighborhood2 
Aquest subprograma correspon al criteri de selecció dins del VNS2. 
static void BestNeighborhood2(ref int alfa, ref int beta, ref int gama, ref 
int[,,] tab_best, ref int[,] tt_best, ref int coste_best, ref int[] Ctime_best, 
ref int[,,] tab_ns, ref int[,] tt_ns, ref int coste_ns, ref int[] Ctime_ns, ref 
int[,] tt_temp, ref float[] part_ready) 
{ 
   /* Recalculem la taula tab_ns amb les dades de la solució per l’etapa 0 */ 
   for (int j = 0; j < mps[0]; j++) 
   { 
      int prec = 0; /* Inicialitzo la peça precedent a 0 */ 
      float time = 0; /* Inicialitzo el rellotge a 0 */ 
      for (int i = 0; i < n; i++) 
      { 
         if (tt_ns[i, j] != 0) 
         { 
            tab_ns[tt_ns[i, j] - 1, 0, 0] = tt_ns[i, j] - 1; 
            tab_ns[tt_ns[i, j] - 1, 1, 0] = j; 
            tab_ns[tt_ns[i, j] - 1, 2, 0] = (int)time; 
            time = time + p_ij[tt_ns[i, j] - 1, 0] + S_ijk[tt_ns[i, j] - 1, 0, 
prec]; 
            tab_ns[tt_ns[i, j] - 1, 3, 0] = (int)time; 
            prec = tt_ns[i, j]; 
         } 
      } 
   } 
 
   for (int i = 0; i < n; i++) 
   { 
      part_ready[i] = tab_ns[i, 3, 0]; 
      Ctime_ns[i] = 0; 
   } 
 
   /* Completem la solució per a la resta d’etapes */ 
   type = 1; /* Indico que la solució de l’etapa 0 ja està calculada */ 
   Cuing(ref tab_ns, ref tt_ns, ref coste_ns, ref Ctime_ns, ref part_ready); 
 
/* Si el cost de la solució ns és inferior al cost de la solució millor 
trobada (best),  aquesta pren els valors de ns. A més, cal guardar la 
seqüència a la solució temporal */ 
  if (coste_ns < coste_best) 
  { 
     coste_best = coste_ns; 
     coste_ns = 0; 
 
     for (int i = 0; i < n; i++) 
     { 
        Ctime_best[i] = Ctime_ns[i]; 
        for (int r = 0; r < mps[0]; r++) 
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        { 
           tt_best[i, r] = tt_ns[i, r]; 
           tt_temp[i, r] = tt_ns[i, r]; 
        } 
     } 
 
     for (int j = 0; j < m; j++) 
     { 
        for (int i = 0; i < n; i++) 
        { 
           tab_best[i, 0, j] = tab_ns[i, 0, j]; 
           tab_best[i, 1, j] = tab_ns[i, 1, j]; 
           tab_best[i, 2, j] = tab_ns[i, 2, j]; 
           tab_best[i, 3, j] = tab_ns[i, 3, j]; 
        } 
     } 
 
     if (coste_best == 0) 
     { 
        acaba = 1; 
     } 
  } 
 
  else  
  { 
     float quedar = 0; 
     quedar = (float)coste_ns – (float)coste_best; 
     coste_ns = 0; 
 
     if (quedar > (1000 / (alfa + 1))) 
     { 
        for (int i = 0; i < n; i++) 
        { 
           for (int r = 0; r < mps[0]; r++) 
           { 
              tt_ns[i, r] = tt_temp[i, r];  
           } 
        } 
     } 
 
     else 
     { 
        for (int i = 0; i < n; i++) 
        { 
           for (int r = 0; r < mps[0]; r++) 
           { 
              tt_temp[i, r] = tt_ns[i, r];  
           } 
        } 
     } 
     alfa = alfa + 1; 
   } 
} 
