Abstract-Distributed and heterogeneous environments present significant challenges to complex software systems, which must operate in the context of continuously changing loads, with partial or out-of-date information on resource capabilities. A distributed query processor (DQP) can be used to access and integrate data from distributed sources, as well as for combining data access with data analysis. However, in heterogeneous environments, statically constructed query plans may commit a query evaluator to following significantly suboptimal strategies. As such, there is considerable interest in using adaptive query processors (AQPs) in such settings to provide self-optimizing behaviour. However, with many possible adaptive strategies available, it is important that AQPs can be constructed in a systematic and efficient manner. This paper outlines an approach to the development of AQPs in which adaptive behaviour is implemented using cooperating monitoring, assessment and response components. It is shown how this decomposition has been applied in the development of an adaptive DQP system for service-based grids, which reallocates load at query runtime, thereby supporting self-optimization.
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I. INTRODUCTION
Distributed and heterogeneous environments present significant challenges to complex software systems, which must operate in the context of continuously changing loads, with partial or out-of-date information on resource capabilities. A distributed query processor (DQP) can be used to access and integrate data from distributed sources, as well as for combining data access with data analysis. However, in heterogeneous environments, statically constructed query plans may commit a query evaluator to following significantly suboptimal strategies. As such, there is considerable interest in using adaptive query processors (AQPs) in such settings to provide self-optimizing behaviour.
However, with many possible adaptive strategies available [2] , it is important that AQPs can be constructed in a systematic and efficient manner. Proposals exist for addressing the problems of fluctuations in memory, bursty arrival rates of remote data, inaccurate data statistics, changing machine load, changing network load, and variable machine availability. However, although adaptive techniques cover such a broad range, their designs are often tailored to specific needs, narrowly specialised, and cannot be easily combined [5] . Thus AQP systems are characterised by the lack of shared abstracJim Smith, Paul Watson School of Computer Science, University of Newcastle-upon-Tyne, UK Email: (Jim.Smith,Paul.Watson)@ncl.ac.uk tions and architectures, and do not conform to any common framework that provides built-in support for interactivity and interconnectivity.
This short note makes two contributions. Firstly, it proposes an architectural framework for AQP that is capable of accommodating various kinds of self-optimizing behaviour. Secondly, it describes how the framework has been implemented as an extension to the OGSA-DQP service-based distributed query processor [1] 1.
II. THE MONITORING-AsSESSMENT-RESPONSE FRAMEWORK
A query processing system is adaptive if it receives information from its environment, analyses this information and revises its behaviour dynamically in an iterative manner, i.e., if there is a feedback loop between the environment and the behaviour of the query processing system. A finer-grained analysis of the feedback loop leads to the identification of three semantically distinct phases, namely:
. monitoring, which is concerned with the collection of feedback, both on the query execution itself and on the resources available; . assessment, which deals with the evaluation of the collected feedback and the establishment of potential opportunities for improvement, or problems with the ongoing execution, and . response, which plans and enacts the decisions made. Figure 1 depicts the components of the framework and shows how these cooperate to cause an adaptation. The framework is generic in the sense of being both adaptivity environment independent, and technique independent, whilst being capable of capturing many existing AQP techniques. It makes no assumptions as to the number of adaptivity components cooperating to achieve an adaptation, or their specific interconnections. The construction of general frameworks for identifying or composing generic and reusable techniques for monitoring, assessment or response has the following key advantages.
1 III. INSTANTIATING THE FRAMEWORK The framework has been instantiated to support several different forms of adaptation, including adaptive load balancing (ALB), for which the algorithm is described in more detail in [4] . In this setting, the framework has been instantiated as follows, with all components implemented as web services that implement a publish-subscribe interface:
. Monitoring: Each query plan fragment, of which there may be many running in parallel, acts as a monitoring component, using self-monitoring operators, as described in [3] . For where the imbalance is determined to require resolution, redistributes workload and associated state across the fragments, using the algorithm described in [4] .
IV. CONCLUSIONS This short note argues that AQP stands to benefit from a behavioural decomposition, in which loosely coupled complements, which implement publish-subscribe interfaces, can be combined in flexible ways to support different kinds of adaptation. The the resulting framework has been described, and illustrated through its instantiation for adaptive load balancing.
