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A projektautomatizálás (RPA – Robotic Process Automation), azaz az ember által 
végzett folyamatok robotokkal történő helyettesítése napjainkban egyre nagyobb 
hangsúlyt kap. Ennek célja, hogy monoton, gyakran végzett, kreativitást, vagy 
gondolkodást kevésbé igénylő feladatokat ne az ember végezze, hanem egy 
program, egy ún. szoftverrobot. Ezzel munkarőt lehet megspórolni, gyorsítani 
lehet bizonyos folyamatokat, a hibalehetőség kockázata csökken és a 
fennmaradó emberi munkaerőt más, kreatív, emberi gondolkodást igénylő 
feladatkörökben lehet alkalmazni. A folyamatautomatizálás célja, hogy lehetőleg 
ugyanazt a munkát végezze el, mint az ember és ugyanúgy is tegye azt – akár 
több eszköz párhuzamos használata mellett. Ezzel is elősegítve a gép és az 
ember együttműködését a hatékonyabb munkavégzés érdekében. 
1.1. Teszt- és folyamatautomatizálás 
A szoftverfejlesztésben a tesztelést gyakran automata eszközökkel végzik. A 
tesztelés során gyakran jelentkeznek azok a monoton folyamatok, amelyek 
esetében kiváltható az ember munkája, hiszen a „gép” gyorsabban és jobban el 
tudja ezeket végezni. Az automatizálás – a fizikai munkát kiváltó robotok mellett 
– ezen a területen fejlődött a legtöbbet. Ezzel szemben a komplexebb feladatokat 
(pl. irodai adminisztráció) végző automatizálás csak az utóbbi pár évben kezdett 
el fejlődni, de leginkább csak rövid munkafolyamatok kiváltására alkalmas. 
A folyamatautomatizáló eszközök elég kezdetlegesek, részben abból 
adódóan, hogy a legidősebb eszköz is csak pár éves, részben pedig a kialakítási 
alapelveik miatt. A leggyakrabban használt és legismertebb eszközök 
fejlesztésében fontos cél, hogy alapszintű programozási ismeretekkel is meg 
lehessen tervezni egy folyamatot. Így viszonylag gyorsan, alapszintű képzéssel 
maga a dolgozó is képes egy „programot” írni, amivel helyettesíthet egy adott 
munkafázist, de legalábbis megérti a programot, bele tud nyúlni, ha változtatni 
szeretne rajta. Ezt sok folyamatautomatizálással foglalkozó cég (UiPath, 
blueprism) alapelvének tekintette.   
Az RPA szoftverek legnagyobb erőssége, hogy grafikus felületen, kódolás 
nélkül, pár kattintással létrehozható egy folyamat, ráadásul egy rövidebb 
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továbbképzés során bárki elsajátíthatja a szükséges ismereteket (típusok, 
vezérlési szerkezetek). Ennek viszont az a hátulütője, hogy egy komolyabb 
feladat automatizálásakor a leegyszerűsített grafikus kialakítás csak hátráltatja a 
fejlesztőt. Ez a probléma az automata teszteszközöknél is gyakran felmerül, hogy 
inkább a gyors sikerélmény, mintsem a továbbfejleszthetőség, 
testreszabhatóság a cél. 
Ezzel szemben – a nagyobb múltnak köszönhetően – automata teszteléshez 
több keretrendszer közül válogathatunk. Létezik többek között felvevő-
visszajátszó automata (Record and Playback), kódolást szinte teljesen nélkülöző 
teszteszköz, csak egy programnyelvre épülő eszköz, grafikusan létrehozható és 
saját függvényekkel kiegészíthető rendszer. Természetesen a legtöbb ezek 
ötvözéséből áll, mindegyik bizonyos dologban erősebb. Így a feladattól, szakmai 
ismeretektől, tapasztalattól, a felmerülő problémáktól függően választhatunk a 
különböző eszközök közül. Egy dologban azonban megegyeznek: tesztelésre 
valók és a fejlesztést segítik. Azt vizsgálják, hogy a megírt lépések sikeresen 
lefutnak-e. Tehát nem az a céljuk, hogy elvégezzenek bizonyos lépéseket, 
hanem az, hogy az elvégzett lépések helyesen történnek-e, vagy pedig valami 
hibába ütköznek. 
A folyamatautomatizálásnak ezzel ellentétben maga a folyamat és a 
folyamatban szereplő lépések elvégzése a célja ráadásul úgy, ahogy azt az 
ember is végezné. Példa erre egy Excel SUM() függvény beírása ismert 
összeadandó értékekkel. Az automatizált folyamatban egyszerű összeadás 
helyett egy SUM() függvény kerül a táblázat megfelelő cellájába úgy, ahogy a 
dolgozó is tenné. A végeredmény és maga a folyamat így ugyanaz lesz, mintha 
az ember végezte volna el, csak gyorsabb és hatékonyabb. 
Szakdolgozatom célja, hogy az automata tesztelést és a 
folyamatautomatizálást egy kicsit közelebb hozzam egymáshoz. Egy automata 
tesztelő eszközhöz egy olyan folyamatautomatizálásra alkalmas kiegészítő 
eszköztárat fejlesztettem, ami a testreszabhatóságra és a 
továbbfejleszthetőségre épül. Emellett felhasználóbarát, egyszerűen és gyorsan 
lehet benne a humán munkaerő kiváltására vagy segítésére alkalmas 
folyamatokat létrehozni és kezelni. 
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1.2. Robot Framework 
A Robot Framework (RF) egy nyílt forráskódú generikus tesztautomatizálási 
keretrendszer. Az eszközt eredetileg a Nokia használta és fejlesztette, de az 
alapítvány később különvált az anyacégtől és nyílt forráskódúvá vált. Azóta a 
felhasználók közössége egyre nő, ami elősegíti az eszköz fejlődését.  
A keretrendszer átvételi teszteléshez (Acceptance Test) és átvételi 
tesztvezérelt fejlesztéshez (Acceptance Test-Driven Development) készült. 
Keyword1 alapú (kulcsszó-vezérelt) tesztrendszer, ezekből az építőkockákból 
lehet létrehozni teszteket, vagy akár magasabb szintű keywordöket is. A létező 
keywordök különböző függvénykönyvtárakban találhatóak, ezeket könnyedén 
telepíthetjük és használhatjuk őket későbbi tesztjeinkben. A nagy közösségnek 
köszönhetően rengeteg ilyen könyvtár közül választhatunk. Két csoportból 
válogathatunk: a támogatott könyvtárak, illetve a más felhasználók által 
létrehozott könyvtárak. A támogatottakhoz tartozik például az alap, beépített 
(BuiltIn2) könyvtár (alapműveletek, típuskonverziók, assertek stb.), a webes 
teszteléshez használt SeleniumLibrary3, az Android tesztelésére használt4 
könyvtár, vagy a HTTP Library5, Database Library6 könyvtárak. 
                                                          
1 A szakdolgozatban és a dokumentációban az angol terminusok magyar feloldása a következő: 
package: csomag; library: függvénykönyvtár; process: folyamat. A dokumentációban a magyar 
és az angol fogalmak alatt ugyanazt értem. A Robot Framework-ben és más teszteszközökben 
használt keyword fogalmára nem használom annak magyar fordítását, mert a kulcsszó (és 
maga a keyword szó is) a programozásban más jelentéssel is bír. A továbbiakban a keyword 







A library keywordjein kívül sajátokat is létrehozhatunk, lehetőség van Python, 
illetve Java libraryk készítésére. Meglévő keywordjeinkből pedig magasabb 
rendűeket hozhatunk létre, akár a Robot Framework szintaktikáját is használva.  
A tesztek szintaxisa rendkívül egyszerű. Az egyszerű keyword vezérelt stílus 
mellett az RF két egyéb tesztelési módszert is támogat. Egyrészt a Data Driven 
(adatvezérelt) stílust, amellyel táblázatos formában írhatjuk a teszteket, külön 
oszlopokba a keywordöket és a paramétereiket (tesztadatok). Másrészt 
támogatja a BDD (Behavior Driven Development) stílust is, az ebben megszokott 
kulcsszavak (given-when-then) használatával együtt. A keywordökbe beágyazott 
argumentumokat is használhatunk, ennek köszönhetően mondatszerű 
leírásokkal is készíthetjük a teszteket, ahol maga a mondat tartalmazza a 
szükséges tesztadatokat. 
A fenti tulajdonságoknak köszönhetően a RF-ben megírt tesztek kódja 
egyaránt olvasható a fejlesztőknek és a programozásban kevésbé járatos 
tesztelőknek is, akik így bevonhatók a fejlesztési és a kiértékelési folyamatokba. 
A következőkben egy olyan Robot Framework csomagokból álló projektet 
ismertetek, amely a Robotic Process Automation alapelvein nyugszik, és olyan 
keywordöket tartalmaz, amelyekkel egy átlagos irodai munkafolyamat 
elvégezhető. Mivel egy irodában a leggyakrabban a Microsoft Office eszközökkel 
1. ábra: A Robot Framework felépítésének sematikus ábrája [1]. 
7 
történik a munka, a keyword-csomagok főleg ezek automatizált lépéseiből állnak. 
A projekt tartalmaz még egy Windows fájl- és mappaműveleteket végző és egy 
optikai karakterfelismerő csomagot is. A folyamatok Robot Frameworkben 
megszokott szintaxisát is a folyamatautomatizáláshoz igazítottam. A folyamatok 
kezelése, értékelése, könnyebb használhatósága miatt egy webes 
kezelőfelületet is készítettem. 
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2. Felhasználói dokumentáció 
2.1. Használat 
A projekt hat Python csomagot tartalmaz, ebből egy a webes alkalmazás, egy a 
szintaxisért, a parancsokért, a folyamat naplózásáért felel, négy pedig a 
folyamatépítéshez szükséges alapszintű lépéseket tartalmazza.  
A csomagok segítségével egyszerűbb, vagy akár komplexebb automatizált 
folyamatokat is létrehozhatunk. A szintaxis a Robot Framework szintaxisának 
felel meg, apróbb módosításokkal. A webalkalmazásnak köszönhetően pedig pár 
kattintással elvégezhetőek és értékelhetőek a folyamatok. 
Két csomag is Microsoft Office termék automatizálására készült (Excel, 
Outlook), amelyek használatához az Office termékekre is szükség van. Ezek 
működését a Microsoft Office 365-ös verziójával teszteltem. Ezen kívül más 
szoftverekre is szükség van, részletesen az egyes csomagok telepítésénél lesz 




2.2. A fejlesztett csomagok 
A folyamatok írásához és futtatásához a RobotProcessLibrary szükséges. Ez a 
csomag foglalja magába a folyamatautomatizáláshoz szükséges négy másik 
csomagot, illetve egyéb szkripteket (2. ábra). A négy másik csomag tartalmazza 
azokat a keywordöket, amelyek az automatizáció egyes lépéseinek felelnek meg. 
Összesen 58 db különböző keyword található a csomagokban. Ez a négy 
csomag a következő: 
• ExcelProcessLibrary – az Excel automatizálásáért felel (pl. cellába 
írás/olvasás, függvények kezelése, munkalapok létrehozása stb.) 
• OsProcessLibrary – alapvető fájl- és mappaműveletek (pl. új mappa 
létrehozása, fájl létezésének ellenőrzése stb.) 
• EmailProcessLibrary – Outlook automatizálása (pl. email küldése, 
olvasása, csatolmányok letöltése stb.) 
2. ábra. A projekt felépítése és 
kapcsolata a Robot Frameworkkel. 
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• OcrProcessLibrary – Optikai karakterfelismerés (pl. egy jpg kiterjesztésű 
fájl szöveggé alakítása) 
A folyamat íráshoz ez a négy függvénykönyvtár szükséges, de ezeken kívül 
természetesen bármelyik másik Robot Frameworkhöz készült könyvtár is 




Az ExcelProcessLibrary a Microsoft Office Excel táblázatkezelő 
automatizálásáért felel. A 1. táblázat tartalmazza a keywordöket (összesen 27 
db) és azok rövid leírását (részletesebb leírás: lásd Függelék). 
keyword feladat 
Add Formula To Cell a megadott Excel függvény beírása a cellába 
Add List To Column lista bemásolása egy oszlopba 
Add List To Row lista bemásolása egy sorba 
Clear Cell cella értékének törlése 
Close All Workbooks az összes megnyitott munkafüzet bezárása 
Close Workbook a megadott munkafüzet bezárása 
Copy Cell cella másolása 
Copy Cell From Worksheet cella másolása egy másik munkalapról 
Create Worksheet új munkalap létrehozása 
Delete Worksheet munkalap törlése 
Get Cell Above a megadott cella fölötti cella 
Get Cell Below a megadott cella alatti cella 
Get Cell Left To a megadott cella melletti cella (bal) 
Get Cell Right To a megadott cella melletti cella (jobb) 
Get Cell Value a cella értékét adja vissza 
Get First Empty Cell Below az első üres cella a megadott cella alatt 
Get First Empty Cell Right To az első üres cella a megadott cellától jobbra 
Open Workbook Excel munkafüzet megnyitása 
Remove Style stílus törlése a celláról 
Rename Worksheet munkalap átnevezése 
Save Workbook As a munkafüzet mentése más néven 
Set Active Worksheet munkalap aktívvá alakítása 
Set Cell Background a cella háttérszínének beállítása 
Set Cell Style a cella stílusának beállítása 
Set Cell Value a cella értékének megadása 
Set Font Color a cella betűszínének beállítása 
Set Font Size betűméret beállítása a cellában 




Az OsProcessLibrary a fájlműveletekért és a mappastruktúráért felelős könyvtár 
A 2. táblázat tartalmazza a keywordöket (összesen 11 db) és azok rövid leírását 
(részletesebb leírás: lásd Függelék). 
keyword feladat 
Create Folder mappa, vagy mappaszerkezet készítése 
Create New File új fájl létrehozása 
Delete File fájl törlése 
Delete Folder mappa, vagy mappaszerkezet törlése 
File Should Exist fájl létezésének ellenőrzése 
File Should Not Exist fájl nem létezésének ellenőrzése 
Folder Should Exist mappa létezésének ellenőrzése 
Folder Should Not Exist mappa nem létezésének ellenőrzése 
Get File Size fájl méretének megadása 
List All Files fájlok listázása az adott könyvtárban 
List Folders mappák listázása az adott könyvtárban 
2. táblázat: Az OsProcessLibrary keywordjei rövid magyarázattal. 
2.2.3. OcrProcessLibrary 
Az OcrProcessLibrary az optikai karakterfelismerésért felelős könyvtár. A 3. 
táblázat tartalmazza a keywordöket (összesen 4 db) és azok rövid leírását 
(részletesebb leírás: lásd Függelék). 
keyword feladat 
Ocr Image kép OCR-ezése 
Image To Black And White kép átalakítása fekete-fehér képpé 
Convert Pdf To Image pdf képpé konvertálása 
Ocr Pdf pdf OCR-ezése 




Az EmailProcessLibrary a Microsoft Outlook automatizálásáért felelős könyvtár. 
A 4. táblázat tartalmazza a keywordöket (összesen 16 db) és azok rövid leírását 
(részletesebb leírás: lásd Függelék). 
keyword feladat 
Add Attachment csatolmány hozzáadása az emailhez 
Create New Email új email létrehozása 
Get Email a megadott paramétereknek eleget tevő email 
megkeresése 
Get Email Sender az adott email küldőjének visszaadása 
Get Email Subject az adott email tárgyának visszaadása 
Get Email Text az adott email szövegének visszaadása 
Get Email Time az adott email beérkezésének idejét adja vissza 
Last Received Subject Should 
Be 
az utoljára megkapott email tárgyának 
ellenőrzése 
Last Sent Subject Should Be az utoljára elküldött email tárgyának ellenőrzése 
Read Last Email From az utolsó email „elolvasása” a megadott 
felhasználótól (email szövegének visszaadása) 
Read Last Received Email az utoljára kapott email „elolvasása” (email 
szövegének visszaadása) 
Save Attachments az adott email csatolmányainak mentése 
Send Email To email küldése a megadott címre 
Set Email Subject email tárgyának megadása 
Set Email Text email szövegének megadása 
Should Be Logged In To 
Outlook 
bejelentkezett felhasználó ellenőrzése 




A Python megfelelő verziójának a telepítése után (Python2 esetén 2.7, Python3 
esetén 3.4-nél nagyobb verziószámú) a pip csomagkezelő segítségével lehet 
különböző csomagokat telepíteni a PyPI-ról, ami a publikus Python csomagok 
gyűjtőhelye. Python2 esetén ezért a pipet is külön telepíteni kell, a Python3 
viszont ezt már eredetileg tartalmazza.  
Pipppel tudjuk telepíteni a Robot Frameworköt is (minimum 3.0-s verzió 
szükséges, mert Python3-t csak ez támogat megfelelően).  
A folyamatautomatizálásért felelős 5 csomagot egyesével kell telepíteni, a  
pip install . 
parancs segítségével, a setup.py fájlt tartalmazó mappában.  
A csomagok ezután települnek az aktuális Python disztribúció által használt 
többi csomag közé, a \Lib\site-packages mappába. A csomagot ezek után 
egyszerűen importálhatjuk bármely Python szkriptből vagy Robot Framework 
tesztből és folyamatból.  
Az OcrProcessLibrary használatához egyéb programok telepítésére is 
szükség van. A Tesseract (4.0.0 verzió)7 az OCR-ezésért felel (a pytesseract 
Python csomaggal közösen). A pdf konvertálásokhoz a Poppler 0.688. verzió 
szükséges, ezt is külön kell letölteni. Ha a telepítő nem ajánlja fel, akkor az 
ezekhez tartozó elérési útvonalat a Rendszerváltozókhoz kell adni. 
  




2.4. Új folyamatok létrehozása 
A folyamatok írása a Robot Frameworkben megszokott szintaxist követi, kis 
eltérésekkel. A folyamatokat szöveges formátumban kell elkészíteni robot vagy 
txt kiterjesztésű fájlokban. A Python szintaxishoz hasonlóan indentálással lehet 
megadni az egyes blokkokat. Egy fájlban csak egy folyamat lehet, bár ezek 
tartalmazhatnak részfolyamatokat (subprocess) is. A főfolyamat tehát 
részfolyamatokból, vagy külön keywordökből állhat. A folyamatainkhoz új 
keywordöket is létrehozhatunk, kétféleképpen is. A már meglévőkből „magasabb 
szintűeket” készíthetünk a Robot Frameworkön belül (ezeket akár külön fájlokba 
is helyezhetjük és több folyamatból is használhatjuk). Ezenkívül új keywordöket 
is létrehozhatunk, Python vagy Java könyvtárak formájában (bővebben lásd a 
3.5. fejezetben).  
Az automatizált folyamatot tartalmazó fájl 4 külön blokkot tartalmazhat: 
• *** Settings *** 
a szükséges importok, resource fájlok (RF -ben megírt keywordök 
másik fájlban), saját függvénykönyvtárak megadása  
• *** Variables *** (nem kötelező) 
a folyamatban használt globális változók megadása 
• *** Keywords *** (nem kötelező) 
a folyamat által használt keywordök definiálása 
• *** Processes *** 
maga a folyamat, amely részfolyamatokból, vagy keywordökből, 
vagy ezek kombinációjából áll. 
Például a következő tesztek ugyanazt a folyamatot valósítják meg és 
ugyanazokat a keywordöket használják. Mindössze a folyamat elkészítésének 
elvében különböznek. Az első folyamat csak „alapszintű” keywordökből áll (1. 
kódrészlet), a második „magasabb rendű” keywordöket tartalmaz (2. kódrészlet), 
a harmadik pedig „magasabb rendű” keywordök segítségével mondatszerű 
leírással valósítja meg a folyamatot (3. kódrészlet). 
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1. alapszintű keywordöt tartalmazó folyamat 
 
*** Settings *** 




*** Processes *** 
Creating file.txt                              # az alfolyamat neve 
    File Should Not Exist       file.txt       # keyword és paraméter 
    Create New File             file.txt 
    File Should Exist           file.txt 
 
1. kódrészlet: Robot Framework folyamat, alapszintű keywordök. 
2. ugyanaz magasabb szintű keyworddel 
 
*** Settings *** 
Library                         RobotProcessLibrary 
 
 
*** Keywords *** 
Create And Check                            # új keyword készítése 
    [Arguments]                 ${file_name} 
 
    Create New File             ${file_name} 
    File Should Exist           ${file_name} 
 
 
*** Processes *** 
Creating file.txt                                     
    File Should Not Exist       file.txt 
    Create And Check            file.txt 
 
2. kódrészlet: Robot Framework folyamat, magasabb szintű keyworddel (Create And Check). 
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3. ugyanaz mondatszerű leírással (BDD stílus), given-when-then 
kulcsszavakkal: 
 
*** Settings *** 
Library                         RobotProcessLibrary 
 
 
*** Keywords *** 
check if ${file_name} is not in this folder 
    File Should Not Exist       ${file_name} 
 
create a file with name ${file_name} in this folder 
    Create New File             ${file_name} 
 
check if ${file_name} exists 
    File Should Exist           ${file_name} 
 
 
*** Processes *** 
Creating file.txt                                     
    Given check if file.txt is not in this folder 
    When create a file with name file.txt in this folder 
    Then check if file.txt exists 
 
3. kódrészlet: Robot Framework folyamat, DBB stílusban. 
2.5. Folyamatok futtatása 
A folyamatok – a megfelelő csomagok telepítése után – parancssorból is 
futtathatók (a roboproc <folyamat elérési útvonala> paranccsal), a 
könnyebb kezelhetőség érdekében egy webes alkalmazás is készült, amely 
3. ábra: ape – dashboard. 
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megkönnyíti a folyamatok kezelését. Az Automatic Process Executor (ape) nevet 
kapta, a Jenkins integrációs eszköz alapján készült, ennek egy leegyszerűsített 
változata (3. ábra). 
Az ape webalkalmazás célja, hogy a feltöltött folyamatokat futtassa (a 
háttérben), az eredményeket elmentse és statisztikákat készítsen. 
A telepítés után a projekt mappájából a  
set FLASK_APP=ape/ape.py && python -m flask run  
parancs kiadása után az alkalmazás a localhost:5000 porton érhető el, 
bejelentkezés nem szükséges, mivel a folyamatok úgyis megadott fájlokon, 
mappákon fognak műveleteket elvégezni. 
A felület megnyitása után rögtön a kezelőfelületet látjuk, első használatkor egy 
üres táblázattal. A „+” gomb megnyomásával tudunk hozzáadni új folyamatot, ez 
először egy egyedi névvel lesz ellátva, a fájl elérési útvonala nélkül (3. ábra). 
Miután a folyamat létrejött, a beállításoknál („fogaskerék” gombra kattintva) (4. 
ábra) meg tudjuk változtatni a folyamat nevét, illetve a fájl elérési útvonalát is meg 
lehet adni. 
Az útvonal hozzáadásánál a felület ellenőrzi, hogy valid útvonalat adtunk-e 
meg, illetve, hogy a fájl létezik-e. Ezután a főoldalról futtatható a folyamat (a „play” 
4. ábra: ape – folyamat beállításai. 
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gomb megnyomásával). Egyszerre csak egy folyamat futhat, egy folyamat futása 
közben újakat – annak befejeződéséig – nem indíthatunk (5. ábra). 
A futásnak 3 féle eredménye lehet: PASS, FAIL és ERROR. ERROR státuszú 
akkor lehet a folyamat, ha például egy olyan fájlt adtunk meg, amely nem 
futtatható, vagy valami rendszerhiba történt a parancs kiadásakor. 
Miután a folyamat lefutott, a folyamat neve melletti „results” ikonra kattintva 
egy részletes statisztikát kaphatunk az eddig futtatott folyamatokról. Ebben a 
statisztika ablakban látható többek között egy diagram, amely a futási státuszokat 
tartalmazza százalékos elosztásban, több statisztika a futási időről, utolsó 
futtatásról (6. ábra). 
A folyamatok (típusonként) egyedi azonosítóval vannak ellátva, így minden 
folyamat beazonosítható. A táblázatban az utolsó öt futási eredmény és 
statisztika látható az adott folyamatból. Az utolsó öt folyamat generált naplófájlja 
is eltárolásra kerül, ez szintén a statisztika oldalról érhető el, a „log” ikonra 
5. ábra: ape – dashboard futó folyamattal. 
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kattintva. Naplófájl csak FAIL és PASS státusz esetén generálódik. A 2.6. 
fejezetben részletesebb leírás található a naplózásról. 
A beállításoknál a folyamat törlésére is lehetőség van, ekkor nem csak a 
felületről tűnik el, hanem az összes korábbi statisztika, futási eredmény is törlődik 
az adatbázisból. 
Az eredmények egy lokális adatbázis fájlban tárolódnak, így azok kilépésnél, 
vagy a gép újraindításánál is megmaradnak. 
6. ábra: ape – eredmények. 
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2.6. Folyamatok kiértékelése 
A lefutott folyamatokról – végeredménytől függetlenül – egy html formátumú 
naplófájlt (log) kapunk, amely tételesen tartalmazza a folyamatban levő 
alfolyamatok, keywordök statisztikáit és sikerességét (8.ábra). Hiba esetén ebből 
tudhatjuk meg, hogy melyik lépés közben történt a hiba és hogy mi okozta ezt (9. 
ábra). A négy RPA csomagban – de a többi létező RF csomagban is – a kivételek, 
hibák beszédes hibaüzenetekkel vannak ellátva, hogy a felhasználó pontosan 
értesüljön a hiba okáról. A naplófájl tartalmaz továbbá statisztikákat, 
információkat, és az adott keyword feladatát. 
A fenti (2.4. fejezet, 3. kódrészlet) folyamat (BDD style) sikeresen lefutott, a 
következő naplófájlt kaptuk: 
8. ábra: A log fájl sikeres futás esetén (BDD style). 
7. ábra: ape – naplófájl megnyitása. 
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Az egyes lépéseket kibontva megkapjuk a keyword feladatát, hogy mennyi idő 
alatt végezte ezt el és egyéb információkat.  
2.7. Keyword dokumentáció 
A csomagokban található keywordökhöz dokumentáció is tartozik, amely 
pontosan leírja egy-egy keyword használatát. Mind a négy csomaghoz tartozik 
egy kódból generált html fájl, amely listázza azokat a lépéseket, amelyeket a 
csomagban használhatunk. A részletes keyword dokumentáció továbbá listázza 
a paramétereket, azok default értékeit, megadja a visszatérési értékeket, illetve 
példákkal mutatja be a függvény használatát. A példák több különböző 
felhasználási esetet is bemutatnak, kommentekkel segítve a felhasználót. 
9. ábra: A log fájl hibás futás esetén. 
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A html dokumentáció a csomagok docs/ mappájában található, illetve a 
GitHub repository-kból is elérhető (10. ábra). A teljes keyword dokumentáció a 
Függelékben található.  
10. ábra: Az ExcelProcessLibrary keyword dokumentációjának részlete. 
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3. Fejlesztői dokumentáció 
3.1. Programozási nyelv 
A Robotic Process Automation csomagokat Python nyelven írtam. Fontosnak 
tartottam, hogy a kód kompatibilis legyen mindkét verzióval, ezért egyik verzió 
sajátosságai sem találhatóak meg benne. Így Python2.7 és Python3.5 és későbbi 
verziókon is működnek a csomagok (korábbi verziókon a csomagokban 
felhasznált egyéb csomagok miatt nem). 
A webes kezelőfelület is Pythonban készült, szintén a fent említett elvek 
szerint. A webes alkalmazáshoz a Python Flask keretrendszerét használtam. Itt 
egyes funkciók kialakításánál JavaScriptet is használtam. 
3.2. Verziókezelő 
Verziókezelőként a GitHub-ot használtam. Mivel fontosnak találtam, hogy a 
Robot Framework keywordöket tartalmazó csomagok külön-külön is 
használhatóak legyenek, ezért külön repository tartalmazza mindegyik 
csomagot. Külön repository tartozik a RobotProcessLibrary csomaghoz is, amely 
„összefogja” a másik négy csomagot, illetve a webes kezelőfelület is külön 
repository-ba került. 







3.3. Fejlesztői környezet 
Fejlesztői környezetnek mind a Python csomagoknál, mind pedig a webes 
alkalmazásnál JetBrains PyCharm Professional 2017-es verzióját használtam. 
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3.4. A Python csomagok 
3.4.1. Felépítésük, kialakításuk 
A projekt négy csomagból áll, ezek tartalmazzák a Robot Frameworkben 
használható keywordöket. A négy csomagot egy ötödik fogja össze, a Robot 






A csomagok felépítése megfelel a szabványos Python csomagok 
kialakításának. Ennek köszönhetően telepíthető az aktuális Python verzió 
könyvtárába, később pedig importálni lehet egy Python, vagy Robot Framework 
szkriptből. A telepítésnél a csomagokhoz szükséges egyéb függőségek is 
telepítődnek, ezek a setup.py fájlokban vannak megadva. Mivel a csomagok 
külön egységet alkotnak, külön-külön is telepíthetőek és használhatóak, akár egy 
sima Robot Framework tesztből is. 
A Robot Frameworkbe ezeket a telepített csomagokat tudjuk importálni. 
Fontos, hogy a Robot Framework csak egy – a csomag nevével megegyező – 
osztály metódusait tudja használni. A keywordök működésüktől függően külön 
osztályokban vannak, a keywords mappában. Például az OsProcessLibrary 
külön osztályokban tartalmaz a fájlok kezelésére használt keywordöket (törlés, 
létrehozás stb.), és fájlok adatainak ellenőrzésére valókat (létezik-e a fájl, 
mekkora a mérete stb.) (5. kódrészlet). 
A „fő” osztályban (OsProcessLibrary) ugyanezek a függvények szerepelnek – 
már közösen – és ezek a függvények a logikailag elkülönített osztályokból hívják 
meg az ott definiált metódusokat. A „fő” osztályban tehát a függvények törzsében 
csak egy metódushívás, illetve a dokumentáció szerepel (4. kódrészlet). A 
dokumentáció a függvények részletes leírását tartalmazza, különböző példákat 
a használatukra, és egyéb megjegyzéseket. Ebből a dokumentációból fog a 
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Robot Framework Libdoc könyvtára (a tox által) egy html fájlt generálni, ez 
elsősorban a felhasználóknak nyújt segítséget.   
Az osprocesslibrary.py OsProcessLibrary osztályában található 
"Create New File" keyword: 
 
@keyword(name="Create New File") 
def create_new_file(self, file_name): 
   """ 
   Creates a new file. 
   :param file_name: the source of the file. Could be a file name, a 
   relative path or an absolute path. 
 
   File path must be an existing path. This keyword does not create 
   folders. 
 
   Fails if the given file already exists. 
 
   Examples: 
   | `Create New File` | C://sample.txt | # Creates a file named 
                                          _sample.txt_ to "C:/"      | 
   | `Create New File` | sample.txt     | # Creates a file named 
                                          _sample.txt_ to the current 
                                                              folder | 
   """ 
   self.handler.create_new_file(file_name) 
 
4. kódrészlet: A Create New File keyword az OsProcessLibrary osztályban, dokumentációval. 
A Pythonban megírt függvénye: 
def create_new_file(self, file_name): 
   file_source = self._get_source(file_name) 
   file_exist = os.path.isfile(os.path.normpath(file_source)) 
   dir_exist = os.path.isdir( 
           os.path.normpath(os.path.dirname(file_source))) 
   if file_exist: 
      raise FileExistException(str("File ") + 
              os.path.normpath(file_source) + 
              str(" already exist!")) 
   elif not dir_exist: 
      raise DirectoryNotFoundException(str("Directory ") + 
              os.path.normpath(os.path.dirname(file_source)) + 
              str(" doesn't exist!")) 
   else: 
      try: 
         file_new = open(str(os.path.normpath(file_source)), str('w')) 
         file_new.close() 
      except Exception: 
         raise AssertionError(str("Creating file ") +  
                 os.path.normpath(file_source) + str(" failed!")) 
 
5. kódrészlet: A Create New File keyword Python implementációja. 
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3.4.2. Fájl struktúra 
A négy csomag hasonló elvek alapján készült, amit az ExcelProcessLibrary 
csomagon keresztül mutatok be.  
Főbb fájlok: 
• setup.py 
A szabványos csomag installálásához szükséges file, amely 
tartalmazza a függőségeket, leírást, verziószámot stb. 
• tox.ini 
A tox konfigurációs fájlja. Tartalmazza azokat a Python 
verziószámokat, amelyeken a tesztek le fognak futni, illetve egyéb 
szkripteket (pl. dokumentumgenerálás). 
• docs/ExcelProcessLibrary.html 
A generált – excelprocesslibrary.py fájlban található – 
keyword dokumentáció html formátumban. Tartalmazza a 
keywordok leírását, példákat és rövid leírást a könyvtárhoz. 
• ExcelProcessLibrary/excelprocesslibrary.py 
A csomag „fő” fájlja, ez tartalmazza az összes keywordöt, a 
dokumentációt. Ezt a fájlt használja a Robot Framework, így 
minden új keywordöt is ebből veszi.  
• ExcelProcessLibrary/tests/tests.py 
A unitteszteket tartalmazó file. Minden típusú keywordhöz külön 
osztály, így ezek külön is futtathatók. 
• ExcelProcessLibrary/robot_tests/tests.robot 
A Robot Framework tesztek a keywordökhöz. Címkékkel (Tags) 
vannak ellátva, így egy-egy keyword külön is futtatható. 
• ExcelProcessLibrary/excelmodule/keywords/base.py 
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Az alap metódusokat tartalmazó osztály. Leszármazottai a keyword 
implementációkat tartalmazó fájlok. 
• ExcelProcessLibrary/excelmodule/keywords/exceptio
n.py 
A könyvtár kivétel- és hibakezeléséért felelő file. 
• ExcelProcessLibrary/excelmodule/keywords/definiti
on/basic.py 
Az alap Exceles keywordök megvalósításai (pl. Open Workbook).  
• ExcelProcessLibrary/excelmodule/keywords/definiti
on/datareader.py 
Azoknak a keywordöknek a megvalósításai, amelyek a meglévő 
adatokat olvassák ki a munkafüzetekből. Ezek után nem szükséges 
mentés, ezért vannak külön osztályban. 
• ExcelProcessLibrary/excelmodule/keywords/definiti
on/edit.py 
Olyan keywordök megvalósításai, amelyek módosítják a 








A négy Python csomag struktúrája nagyon hasonló, mindegyik hasonló elvek 
alapján készült. Éppen ezért elegendőnek tartom egyetlen csomag osztályainak 
részletes diagramjának bemutatását (A hiba- és kivételkezelésért felelős 
osztályok nélkül) (11. ábra).  
 




3.5. Továbbfejleszthetőség, keywordök írása 
A csomagokban található keywordök mellé újakat is létre lehet hozni, vagy akár 
új csomagokat is készíthetünk.  
Ha a négy csomag egyikét szeretnénk saját keyworddel bővíteni, akkor a 
keywords/definition megfelelő fájljában kell implementálni az új függvényt 
egy egyszerű Python függvényként. Ezután a csomag „fő” fájljában (pl. az 
OcrProcessLibrary-ban az ocrprocesslibrary.py) a hasonló nevű 
osztályban is létre kell hozni egy függvényt, amely az előzőleg megírt függvényt 
hívja meg. Ez az a fájl, amelyet a Robot Framework használ, tehát csak azokat 
a függvényeket tudjuk használni – már keywordként – amelyek ebben a fájlban 
vannak definiálva. Fontos, hogy az osztály nevének meg kell egyeznie a fájl vagy 
csomag nevével. A keywordöket az osztályban egy @keyword dekorátorral kell 
ellátni, amelynek egyetlen paramétere a keyword neve. 
Például: 
@keyword(”Test Keyword”) 
A Robot Framework folyamatból ezután a megadott néven lehet hivatkozni a 
függvényre. Ha a név paramétert üresen hagyjuk, akkor a Python függvény 





Ugyanúgy Test Keyword néven lehet meghívni a robot fájlból. 
A folyamatírásnál az importálás létrejöttekor a Robot Framework egyetlen 
példányt fog létrehozni az osztályból, ennek a metódusait tudjuk a 
folyamatunkból meghívni. Az osztályban a keywordökön kívül ezért egy 
ROBOT_LIBRARY_SCOPE konstanst is be kell vezetni. Ez jelzi a Robot 
Frameworknek, hogy mikor van szükség az újbóli példányosításra. Ha az előző 
konstans értéke GLOBAL, akkor csak egyszer, a folyamat legelején jön létre egy 
példány, az összes alfolyamat ugyanazt használja. Fontos lehet ez például az 
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ExcelProcessLibrary esetében. Mivel csak egy példány jön létre az osztályból, 
ezért az egyes részfolyamatok (subprocess) hivatkozhatnak más részfolyamatok 
által megnyitott Excel munkafüzetekre is. A ROBOT_LIBRARY_SCOPE 
értékének megváltoztatásával lehetőség van arra is, hogy akár 
részfolyamatonként hozzon lére új példányt a könyvtárból, de ennek a 
szakdolgozatban ismertetett négy RPA könyvtár egyikében sem lenne értelme. 
A függvénykönyvtárak továbbá egy ROBOT_LIBRARY_VERSION 
konstanssal is el vannak látva, ez a generált keyword dokumentációban is 
megjelenik. A továbbfejlesztést a verziószám növelésével lehet jelezni. 
A RobotProcessLibrary hasonló nevű osztálya a másik négy csomagból 
származik, így csak ennek az importálásával az összes keyword elérhető a többi 




A csomagok megírásánál fontos szempont volt az is, hogy a különböző Python 
verziókban megfelelően működjenek a keywordök. A mindkét (Python2 és 
Python 3) verzióban lefutó szintaxis még nem elegendő, ugyanis a verziók között 
egyéb különbségek is adódnak (sztringek kezelése, dátumok stb.), sőt, Python3-
ban alverziók között is lehetnek eltérések.  
Mivel a különböző Python verziókon történő tesztelés egyesével igen 
időigényes (ráadásul többféle teszt is létezik minden csomagban), ezért a 
fejlesztés során elengedhetetlen volt, hogy a csomagok tesztelése is 
automatizáltan történjen. A tox pedig erre a problémára nyújt megoldást. 
Működésének lényege, hogy megadott Python disztribúciókon egyesével elvégzi 
a megadott teszteket és lefuttatja az egyéb parancsokat. Ez úgy történik, hogy a 
megadott verziójú Pythonokból (ezek telepítve vannak) elkülönített másolatokat 
készít, a megadott függőségeket letölti, így lényegében virtuális környezeteket 
hoz létre, ahol az adott verziójú Pythonok futnak. A teszteket ezeken végezni el 
és ki is értékeli.  
A tox végzi továbbá a keyword dokumentáció generálását is. 
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Egy felparaméterezett tox.ini fájl: 
 
[tox] 
envlist = py27, py34, py35, py36, py37, docs 
 
[testenv] 
deps = openpyxl 
commands = 
    {envpython} setup.py install 
    {envpython} -m unittest discover 





description = generate HTML docs for Robot Framework keywords 
basepython = python3.7 
commands = 
    python -m robot.libdoc OsProcessLibrary docs/OsProcessLibrary.html 
 
6. kódrészlet: Az OsProcessLibrary tox.ini fájlja. 
Ha az összes teszt és az egyéb szkriptek sikeresen lefutnak (12. ábra) minden 
Python verzión, akkor a következő üzenetet kapjuk: 
3.6.2. Unittesztek 
A négy könyvtárhoz a fejlesztés során unittesztek is készültek (7. kódrészlet). 
Kialakításuk során az volt a cél, hogy a lehető legtöbb esetet, helyes és helytelen 
paramétereket is leteszteljenek.  
12. ábra: A tox végeredménye. 
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A unittesztek szintén az összes megadott Python verzióban lefutnak (13. 
ábra). 
• ExcelProcessLibrary: 67 unitteszt (py27, py35, py36, py37) 
• OsProcessLibrary: 57 unitteszt (py27, py34, py35, py36, py37) 
• EmailProcessLibrary: 25 unitteszt (py27, py35, py36, py37) 
• OcrProcessLibrary: 12 unitteszt (py27, py34, py35, py36, py37) 
Összesen tehát 713 db unitteszt fut le a különböző Python disztribúciókban. 
 
def test_create_folder_name(self): 
   """Create Folder""" 
   self.osLib.create_folder("created_test_1") 
   is_dir = os.path.isdir(os.path.join(self.test_dir, 
"created_test_1")) 
   self.assertTrue(is_dir) 
 
def test_delete_folder_name(self): 
   """Delete Folder""" 
   self.osLib.create_folder("created_test_2") 
   self.osLib.delete_folder("created_test_2") 
   is_dir = os.path.isdir(os.path.join(self.test_dir, 
"created_test_2")) 
   self.assertFalse(is_dir) 
 
def test_create_folder_tree(self): 
   """Create Folder""" 
   self.osLib.create_folder("created_test_3//inner") 
   is_dir = os.path.isdir(os.path.join(self.test_dir, 
"created_test_3/inner 
   self.assertTrue(is_dir) 
 




13. ábra: Az ExcelProcessLibrary unittesztjeinek eredménye. 
34 
3.6.3. Robot Framework tesztek 
A Robot Frameworkben megírt tesztek azért lényegesek, mert a RF szintaxisa 
különbözik a Pythonétól, illetve a típusokban is eltér. 
Ezek a tesztek – bár szintén keywordöket tesztelnek – eggyel magasabb 
rendet képviselnek, mint a unittesztek, a robot teszteket gyakorlatilag integrációs 
teszteknek lehet tekinteni (8. kódrészlet). 
Fontos még továbbá, hogy mivel a folyamatot író felhasználók igen 
különbözőek lehetnek, ezért az adott keyword lehető legtöbb felhasználási 
módját le kell tesztelni. Nem csak helyes, de hibás bementre is meg kell nézni, 
hogy megfelelően működik-e az adott függvény, hiba esetén pedig a megfelelő 
hibaüzenet jelenik-e meg.  
Egy olyan függvénynél, amely például egy elérési útvonalat vár, a tesztek 
lefedik szinte az összes lehetséges bemenetet az abszolút útvonaltól a relatívig, 
hibás útvonalakkal együtt.  
 
A Robot Framework automata teszteket is a tox futtatja le, külön-külön minden 
Python verzión (14. ábra). A végén – a folyamatokál megszokottan – egy 
naplófájlt kapunk, amely kiértékeli az eredményt és jelzi az esetleges hibákat. 
Ezek a robot_tests\rf_test_output mappába kerülnek külön-külön az 
egyes Python verziókhoz. 
14. ábra: Az ExcelProcessLibrary Robot Framework tesztjeinek eredménye. 
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Delete Folder   # nem létező mappa törlése -> 
DirectoryNotFoundException 
    [Tags]                   Delete Folder 
    Run Keyword And Expect Error  DirectoryNotFoundException* 
        ...  Delete Folder   test_folder_1 
 
File Should Exist   # meglévő fájl létezésének az ellenőrzése     
    [Tags]                   File Should Exist 
    File Should Exist        
..//robot_tests//test_folder//test_file.txt 
 
Create New File     # új fájl készítése, majd létezésének az 
ellenőrzése     
    [Tags]                   Create New File  File Should Exist 
    Create New File          test_file_1.txt 
    File Should Exist        
..//robot_tests//test_folder//test_file.txt 
 
 8. kódrészlet: Az OsProcessLibrary pár függvényének Robot Framework tesztje. 
• ExcelProcessLibrary: 36 RF teszt (py27, py35, py36, py37) 
• OsProcessLibrary: 22 RF teszt (py27, py34, py35, py36, py37) 
• EmailProcessLibrary: 19 RF teszt (py27, py35, py36, py37) 
• OcrProcessLibrary: 3 RF teszt (py27, py34, py35, py36, py37) 





A RobotProcessLibrary célja, hogy magába foglalja a fenti 4 csomagot (15. ábra), 
így csak ezt kelljen importálni a folyamatba. A folyamatautomatizálást végző 
csomagok összefogásán kívül még több más feladata is van.  
A folyamatautomatizáció és a RF tesztek írásánál a szintaxis is különbözik. A 
teszt írásnál a ***Test Cases*** blokk szerepel, ez folyamatautomatizációnál 
***Processes*** -re változik. Ezért a feladatért szintén ez a csomag felelős. 
A futás előtt egy szöveges módosítást hajt végre a robot fájlon. 
A futás utáni naplófájlok is a tesztelési szempontok szerint vannak felépítve. 
A logok tesztesetekre bontják magát a fő tesztet (test suite), teszteléssel 
kapcsolatos statisztikákat készítenek stb. A RobotProcessLibrary a futás után az 
aktuális logokat is átalakítja, igazítva azt a jelenlegi feladat céljaihoz.  
A fenti két folyamatot listenerek hajtják vége, ezek a projekt 
RobotProcessLibrary\listeners mappájában találhatók. Szöveges 
átalakítást végeznek magán a megírt folyamaton és a generált naplófájlokon is. 
Annak érdekében, hogy a listenerek automatikusan meghívásra kerüljenek, a 
parancson is változtatni kellett. Ezért – és az egyszerűbb használhatóság 
15. ábra: a RobotProcessLibrary helye 
a projekt struktúrában. 
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érdekében – egy új parancsot készítettem, amivel a folyamatokat futtatni lehet. A 
RobotProcessLibrary telepítésénél a Python Scripts mappájába egy bat fájl 
kerül, ez tartalmazza az új parancsot. A folyamatok ezentúl a 
roboproc <fájl> 
paranccsal futtathatók. Ennek köszönhetően nem kell egy hosszú, bonyolult 
parancsot beírni, ez tartalmazza a szükséges opciókat. 
3.8. Kezelőfelület – ape 
Az egyszerűbb használhatóság miatt fontosnak tartottam egy olyan webes 
alkalmazás kialakítását, ahol a folyamatok nem a parancssorból parancsok 
kiadásával, hanem kattintásra indíthatóak, a korábbi eredmények pedig nyomon 
követhetőek. Ehhez egy olyan keretrendszert használtam, amellyel ez a lehető 
legegyszerűbben megvalósítható. Mivel ez csak egy lokálisan futó alkalmazás, 
cél volt továbbá, hogy lehetőleg olyan eszközökkel, nyelvekkel működjön, 
amelyeket nem kell külön telepíteni és nem foglalnak sok helyet. Mivel a 
folyamatok futtatásához a Pythonra amúgy is szükség van, ezért a Flask 
keretrendszert használtam, hiszen a Python mellé csak egy csomagot kell 
telepíteni és már használható is az alkalmazás. 
A Flask alkalmazás rendkívül egyszerű, backend és frontend oldalból áll, az 
eredményeket pedig egy lokális adatbázisban (SQLite3) tárolja. Az adatbázis az 
alkalmazás telepítésekor üres, a felhasználó által futtatott folyamatok és azok 
eredményei később kerülnek bele. A Flask lehetőséget teremt arra, hogy a teljes 
backend oldal tiszta Python kódból álljon. A folyamatok parancsainak kiadása, 
az adatbázis módosítása, az eredmények kiértékelése és a fájlok mozgatása itt 
történik.  
A frontend html templatekből áll. A Flask a Jinja template library-t használja, 
ez lehetőséget nyújt arra, hogy az aktuális html oldalt különböző sablonokból 
rakjuk össze, amik a requestek alapján változnak. A felületi megjelenítéshez, 
animációkhoz stb. JavaScript függvényeket is használtam. A design könyvtárak 
a projekt részei, így internetkapcsolat nélkül is megfelelő az alkalmazás 
megjelenése. 
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A Robot Framework csomagokhoz hasonlóan ez az alkalmazás is fut mind 
Python 2.7-ben, mind pedig Python 3.5-ös és újabb verziókban.  
3.8.1. A projekt felépítése: 
Az ape projekt 3 fő részre bontható, ez megfelel a hagyományosan megszokott 
Flask projekt struktúrának. A három rész a statikus könyvtár (ape/static), a 
template-ek (ape/templates) és maga a projekt könyvtár (ape/ape), 
amelyben a fő Python kódok szerepelnek. Ezek mellett itt még szerepel egy 
workspace mappa is, ebbe kerülnek bele a futás után a Robot Framework által 
generált naplófájlok.  
Főbb fájlok: 
• ape/ape.py 
A Flask app példányosításáért, felel, a főbb Python függvények itt 
találhatók (pl. parancs a folyamat háttérben történő futtatására). 
• ape/db_methods.py 
Adatbázisműveletek, adatbázis szerkesztése. 
• ape/db/processes.db 
16. ábra: Az ape felépítése. 
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Az adatbázis fájl. Ebben tárolódnak a folyamatok, illetve a futási 
eredményeik. 
• ape/static/css 




A felületen megjelenő képek és ikonok. 
• ape/templates 
A html template-ek. Ezekből tevődik össze a kezelőfelület. 
• setup.py, MANIFEST.in 
A Python csomag telepítéséért felelős fájl. Függőségek, 
verziószám stb. 
3.8.2. Design, diagram 
A design kialakításánál törekedtem a tiszta, átlátható megjelenésre, ezáltal 
segítve a folyamatokat menedzselő felhasználó munkáját.  
A designhoz a Bootstrap 4.3.1-es verzióját használtam. Annak érdekében, 
hogy internetkapcsolat nélkül is megfelelő legyen a megjelenés, a teljes csomag 
a projekt static/css mappájában található. Az oldal stílusa tehát a Bootstrap 
alapján készült, ezt igazítottam az egyedi igényeimhez.   
A diagram a CanvasJS kördiagramja, az ehhez használt csomag az a 
static/js mappában található. A diagramon kicsit alakítottam, hogy stílusban 




Az adatbázisnak két táblája van (17. ábra). A PROCESSES táblában találhatóak 
a folyamatok, ezek elérési útvonala a fájlrendszerben, a nevük és a hozzáadásuk 
dátuma (5. táblázat). A folyamatok a feltöltéskor automatikusan egy egyedi 
azonosítót kapnak, a felületről történő hivatkozás ezek alapján az azonosítók 
alapján történik. 
A PROCESS_RESULTS táblában találhatóak az eredmények (6. táblázat). 
Egy eredményt a folyamat azonosítója (process_id) és a futási azonosítója 
(run_id) azonosít egyértelműen. A run_id az adott típusú folyamat futási 
azonosítója. Ezeken kívül ebben a táblában kerül eltárolásra az eredményhez 
tartozó státusz (pass/fail/error), a naplófájl elérési útvonala, a futás hossza, és a 
parancs kiadásának az ideje. 
PROCESSES 
PROCESS_ID a folyamat egyedi azonosítója 
NAME a folyamat neve 
PATH az elérési útvonala 
ADDED a hozzáadás dátuma 
5. táblázat: A PROCESSES tábla. 
PROCESS_RESULTS 
PROCESS_ID     a folyamat egyedi azonosítója 
RUN_ID a futás egyedi azonosítója 
STATUS a futás státusza 
LOG a naplófájl 
EXECUTED a folyamat indításának dátuma 
ELAPSED futási idő 
6. táblázat: A PROCESS_RESULTS tábla. 
17. ábra: A táblák közötti kapcsolat. 
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4. Példafolyamatok 
A következő pár alfejezetben példákon keresztül mutatom be a csomagok 
használhatóságát. Ezek a mintafolyamatok – mivel pont az egyes lépések 
bemutatására szolgálnak – nem tartalmaznak magasabb rendű keywordöket, 
csak „alaplépéseket”, főleg a négy csomag keywordjei közül. Az elkészített 
példafolyamatok az RobotProcessLibrary csomag sample_processes 
mappájában találhatóak, a korábban bemutatott (2.4. fejezet) és egyéb 
példafolyamatokkal. 
4.1. Munkakörnyezet kialakítása 
Az első példafolyamatot a 9. kódrészlet tartalmazza. A folyamat a 18. ábrán 
látható mappaszerkezetet hozza létre a szükséges fájlokkal. Egy bizonyos email 
címről jövő legfrissebb emailt olvas el, amiben teendők vannak. Az email 
szövegét berakja egy txt fájlba (napi_teendok.txt), az email csatolmányát 
(adat.dat) lementi egy mappába, amit szintén ez a folyamat hoz létre a dátum 





18. ábra: A létrehozott mappaszerkezet. 
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*** Settings *** 
Library                  RobotProcessLibrary 
Library                  DateTime 
Library                  OperatingSystem 
 
*** Test Cases *** 
Creating Workspace                                
   ${date}=              Get Current Date  result_format=datetime 
   ${today}=             Set Variable   
                         ... ${date.year}_${date.month}_${date.day} 
   Create Folder         workspace/${today}/fajlok 
   Create Folder         workspace/${today}/adatok 
   Create New File       workspace/${today}/fajlok/dokumentum.docx 
 
   ${mail}=              Get Email   
                         ... kelemenandras11@gmail.com  napi feladatok 
   Save Attachments      ${mail}  workspace/${today}/adatok 
   ${todo_list}=         Get Email Text  ${mail} 
   Create File           workspace/napi_teendok.txt  ${todo_list} 
 
9. kódrészlet: A Robot Framework folyamat. 
4.2. Excel kitöltése 
A következő példában (10. kódrészlet) az ExcelProcessLibrary csomag néhány 
keywordjét mutatom be, a példafolyamat csak ezt az egy csomagot használja. 
Az Excel táblázatban oszlopokba vannak rendezve az adatok, az első sor a 
fejléc, amely évszámokat tartalmaz. Alatta találhatóak az adatok (egész és 
tizedestört), oszloponként változó számban. 
A folyamat végigmegy az oszlopokon és a SUM() függvényt illeszti be a 
legutolsó cellába, amely kiszámolja az adott oszlop adatainak összegét (19. 
ábra). A folyamat – miközben végigmegy az oszlopokon – egy 
maximumkiválasztást is végrehajt, megkeresi a legnagyobb adatot és a hozzá 
tartozó évet.  
19. ábra: Az Excel táblázat egy részlete, a már 
kiszámolt oszlopösszegekkel (zöld cellák). 
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Miután az összes oszlop eredménye elkészült, egy új munkalapot hoz létre, 
amire átírja a kiszámolt adatokat (összeg, legnagyobb összeg, az ehhez tartozó 
év). 
 
*** Settings *** 
Library           RobotProcessLibrary 
 
*** Variables *** 
${cell}=          A1 
${sum}=           0 
${max}=           0 
 
 
*** Test Cases *** 
Excel eves adatok 
    Open Workbook           workspace/data.xlsx 
    Set Active Worksheet    data 
 
    :FOR    ${i}    IN RANGE    999999 
    \  ${first_empty}=      Get First Empty Cell Below  ${cell} 
    \  ${first_cell}=       Get Cell Below  ${cell} 
    \  ${last_cell}=        Get Cell Above  ${first_empty} 
    \  ${year}=             Get Cell Value  ${cell} 
    \  Add Formula To Cell   
           ...  ${first_empty}  =SUM(${first_cell}:${last_cell})   
    \  ${value}=            Get Cell Value  ${first_empty} 
    \  ${sum}=              Evaluate  ${sum}+${value} 
    \  Run Keyword If  ${value}>${max}  Run Keywords 
           ...  Set Global Variable  ${max}  ${value} 
           ...  AND  Set Global Variable  ${max_year}  ${year} 
    \  Set Cell Background  ${first_empty}  GREEN 
    \  ${cell}=             Get Cell Right To  ${cell} 
    \  ${cell_value}=       Get Cell Value  ${cell} 
    \  Exit For Loop If  ${cell_value} == None 
 
    Create Worksheet        results 
    Set Active Worksheet    results 
 
    Set Cell Value          A1  sum: 
    Set Cell Style          A1  bold 
    Set Cell Value          A2  maximum: 
    Set Cell Style          A2  bold 
    Set Cell Value          A3  max year: 
    Set Cell Style          A3  bold 
 
    Set Cell Value          B1  ${sum} 
    Set Font Size           B1  14 
    Set Cell Value          B2  ${max} 
    Set Font Size           B2  14 
    Set Cell Value          B3  ${max_year} 
    Set Font Size           B3  14 
 
    Close Workbook 
 
 
10. kódrészlet: A Robot Framework folyamat. 
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4.3. Optikai karakterfelismerés I. 
A következő példafolyamat (11. kódrészlet) egy képfájlban szereplő (20. ábra) 
számokat OCR-ez, majd pedig egy Excel táblába írja be ezeket és kiszámolja az 
összegüket. 
 
*** Settings *** 
Library                   RobotProcessLibrary 
 
*** Test Cases *** 
Ocr And Sum Results 
 
    ${szamok}=            Ocr Image  szamok.png 
 
    Open Workbook         szamok.xlsx 
    Set Active Worksheet  numbers 
    Set Cell Value        A1 numbers: 
    Set Cell Background   A1  E08F9D 
    Add List To Column    A2  ${szamok.split(" ")}  cell_type=number 
    ${empty_cell}=        Get First Empty Cell Below  A2 
    ${osszeg_title}=      Get Cell Below  ${empty_cell} 
    Set Cell Background   ${osszeg_title}  E08F9D 
    Set Cell Value        ${osszeg_title}   sum: 
    ${osszeg_cell}=       Get Cell Below  ${osszeg_title} 
    Add Formula To Cell   ${osszeg_cell}   =SUM(A2:${empty_cell}) 
    ${result}=            Get Cell Value  ${osszeg_cell} 
    Close Workbook 
 
 
11. kódrészlet: A Robot Framework folyamat. 
  
20. ábra: Példa egy képre. 
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4.4. Optikai karakterfelismerés II. 
A példafolyamat az előző fejezetben ismertetett példa egy módosított változata. 
A képet, amit OCR-ez, egy emailben kapja, ennek egy mappát hoz létre és ide 
menti a csatolmányt. A folyamat után ugyanerre az email címre visszaküldi az 
Excelben kiszámolt eredményt és törli a korábban létrehozott mappát. 




*** Settings *** 
Library                    RobotProcessLibrary 
 
*** Test Cases *** 
Ocr Email 
 
    ${mail}=          Get Email  kelemenandras11@gmail.com  ocr_szamok 
 
    Create Folder         attachment 
    Save Attachments      ${mail}  attachment 
 
    ${szamok}=            Ocr Image  attachment/szamok.png 
 
    Open Workbook         szamok.xlsx 
    Set Active Worksheet  numbers 
    Set Cell Value        A1   numbers: 
    Set Cell Background   A1  E08F9D 
    Add List To Column    A2  ${szamok.split(" ")}  cell_type=number 
    ${empty_cell}=        Get First Empty Cell Below  A2 
    ${osszeg_title}=      Get Cell Below  ${empty_cell} 
    Set Cell Background   ${osszeg_title}  E08F9D 
    Set Cell Value        ${osszeg_title}   sum: 
    ${osszeg_cell}=       Get Cell Below  ${osszeg_title} 
    Add Formula To Cell   ${osszeg_cell}   =SUM(A2:${empty_cell}) 
    ${result}=            Get Cell Value  ${osszeg_cell} 
    Close Workbook 
 
    Create New Email 
    Set Email Subject     ocr sum result 
    Set Email Text 
       ...  Szia! 
       ...  Az eredmény a következő: 
       ...  ${result} 
       ...  Üdv, 
       ...  Kelemen András 
    Send Email To         kelemenandras11@gmail.com 
 
    Delete Folder         attachment 
     
 
12. kódrészlet: A Robot Framework folyamat. 
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Documentation for test library ExcelProcessLibrary .
Shortcuts
Add Formula To Cell · Add List To Column · Add List To Row · C lear Cell · C lose All Workbooks · C lose Workbook · Copy Cell · Copy Cell From Worksheet ·
C reate Worksheet · Delete Worksheet · Get Cell Above · Get Cell Below · Get Cell Left To · Get Cell Right To · Get Cell Value · Get First Empty Cell Below ·
Get First Empty Cell Right To · Open Workbook · Remove Style · Rename Worksheet · Save Workbook As · Set Active Worksheet · Set Cell Background ·





reference , formula ,
selected_sheet=active_ ,
workbook=default_
Adds a formula to the given cell of the selected_sheet .
reference  argument is an Excel reference to the given cell.














A6 =SUM(A1:A5) sheet1 xls_1 # adds a formula to A6 cell in
sheet1 worksheet, another.xlsx
If you want to add a simple value to the cell, use Set Cell Value instead.




Adds a list to the column, starting from the given cell.
If the optional workbook  argument is not given, the default workbook will be active. If the
cell_type  argument is not given, keyword tries to convert the value to number or date. If it




H1 ${list} sheet1 workbook1 # adds the ${list} to the H column starting
from H1 cell




Adds a list to the row, starting from the given cell.
If the optional workbook  argument is not given, the default workbook will be active. If the
cell_type  argument is not given, keyword tries to convert the value to number or date. If it




H1 ${list} sheet1 workbook1 # adds the ${list} to the H row starting from H1
cell
Clear Cell reference ,
selected_sheet=active_ ,
workbook=default_












Closes all opened workbooks.
Examples:
Open Workbook ${CURDIR}\sample.xlsx # opens sample.xlsx and sets it to default
Open Workbook ${CURDIR}\another.xlsx xls_1 # opens another.xlsx and sets an alias
Close All
Workbooks
# closes both sample.xlsx and
another.xlsx
Close Workbook workbook=default_ Closes the given workbook.
Workbook could be referenced by the alias name. If there is no argument, it closes the
default workbook.
Examples:
Open Workbook ${CURDIR}\sample.xlsx # opens sample.xlsx and sets it to default
Open Workbook ${CURDIR}\another.xlsx xls_1 # opens another.xlsx and sets an alias
Close Workbook xls_1 # closes another.xlsx by its alias name
Close Workbook # closes sample.xlsx (default workbook)




Copies a cell in a worksheet.
Examples:
Copy Cell A1 C1 sheet1 # copies A1 cell to C1 cell





to_reference , from_sheet ,
to_sheet , workbook=default_
Copies a cell in a workbook.





A1 C1 sheet1 sheet2 # copies A1 cell to C1 cell from sheet1 sheet
to sheet2 sheet in default workbook
Copy Cell From
Worksheet
A1 C1 sheet1 sheet2 wb2 # copies A1 cell to C1 cell from sheet1 sheet
to sheet2 sheet in workbook named wb2
Create Worksheet new_sheet_name ,
workbook=default_




${CURDIR}\sample.xlsx # opens sample.xlsx and sets it to default
Open
Workbook
${CURDIR}\another.xlsx xls_1 # opens another.xlsx and sets an alias
Create
Worksheet




new_sheet_01 # creates a new sheet named new_sheet_01 to
the sample.xlsx workbook
Delete Worksheet sheet_name ,
workbook=default_








${CURDIR}\another.xlsx xls_1 # opens another.xlsx and sets an alias
Delete
Worksheet




new_sheet_01 # deletes new_sheet_01 worksheet from
sample.xlsx workbook
Get Cell Above reference Returns the cell reference above the given cell.
Examples:
${cell_ref}= |Get Cell Above A2 # returns A1
${cell_ref}= |Get Cell Above A1 # fails
Get Cell Below reference Returns the cell reference below the given cell.
Examples:
${cell_ref}= |Get Cell Below A1 # returns A2
Get Cell Left To reference Returns the cell reference left to the given cell.
Examples:
${cell_ref}= |Get Cell Left To B1 # returns A1
${cell_ref}= |Get Cell Left To A1 # fails
Get Cell Right To reference Returns the cell reference right to the given cell.
Examples:
${cell_ref}= |Get Cell Right To A1 # returns B1
Get Cell Value reference ,
selected_sheet=active_ ,
workbook=default_
Returns the value of a cell of the selected_sheet . reference  argument is an Excel
reference to the given cell.
If the optional workbook  argument is not given, selected_sheet  and cell is taken from
the default workbook.








${val}= Get Cell Value A1 sheet1 # returns a value from
sample.xlsx, cell A1, sheet1
worksheet
${val2}= Get Cell Value A1 sheet1 xls_1 # returns a value from







Returns the first empty cell below the given cell. If the cell is empty, the given reference
will be returned.
Examples:
${cell}= Get First Empty Cell
Below
A1 sheet1 # returns A4 if neither A1, A2, nor A3 is empty, but
A4 is empty
${cell}= Get First Empty Cell
Below
A1 sheet1 # returns A1 if A1 is empty






Returns the first empty cell right to the given cell.
Examples:
${cell}= Get First Empty Cell
Right To
A1 sheet1 # returns D1 if neither A1, B1, nor C1 is empty,
but D1 is empty
${cell}= Get First Empty Cell
Right To
A1 sheet1 # returns A1 if A1 is empty
Returns a reference to the cell.
Open Workbook name , alias=None Opens the given Excel file, defined by name .
If the optional alias  argument is given, alias name could be used as a filename in tests.








${CURDIR}\another.xlsx xls_1 # opens another.xlsx and sets an
alias
${val_sample}= Get Cell Value sheet1 A1 # returns a value from
sample.xlsx
${val_another}= Get Cell Value sheet1 A1 xls_1 # returns a value from
another.xlsx
Remove Style reference ,
selected_sheet=active_ ,
workbook=default_




A1 sheet1 # removes the style of A1 cell in the sheet1 worksheet of the default
workbook
Rename Worksheet selected_sheet ,
new_sheet_name ,
workbook=default_
Renames the given worksheet.








past future alias # renames the worksheet named past to future in alias
workbook
Save Workbook As new_name ,
workbook=default_




${CURDIR}\sample.xlsx # opens sample.xlsx and sets it to default
Save
Workbook As
sample_copy.xlsx # saves the workbook as sample_copy.xlsx
to the directory of the .robot file
Save
Workbook As
${downloads}\sample_copy_2.xlsx # saves the workbook as









${CURDIR}\sample.xlsx # opens sample.xlsx and




Sheet1 # sets Sheet1 worksheet
to active







Sheet1 another # sets Sheet1 worksheet
to active in another_wb
workbook
${value}= Get Cell Value A1 workbook=another # returns the value of A1
cell of another_wb
(kwargs must be used)
Set Cell
Background
reference , color ,
selected_sheet=active_ ,
workbook=default_
Sets the background of the cell.








A2 00FFBB00 sheet2 # sets the background of A2 cell
Set Cell Style reference , style ,
selected_sheet=active_ ,
workbook=default_
Sets the style of the cell.












A2 italic sheet1 wb1 # style of A2 cell is going to be italic in sheet1 worksheet of
wb1 workbook




Sets the value  of the given cell of the selected_sheet . reference  argument is an
Excel reference to the given cell.
If the optional workbook  argument is not given, the default workbook will be active. If the
cell_type  argument is not given, keyword tries to convert the value to number or date. If it
isn't possible, the cell type is going to be string.













A1 14 sheet1 # sets the value of A1




A1 spagetti sheet1 xls_1 # sets the value of A1




A2 1991.03.24 sheet1 xls_1 # sets the value of A2




A3 14 sheet1 cell_type=string # value of A3 cell is
going to be 14 (string)
If you want to add a formula to the cell, use Add Formula To Cell instead.
Set Font Color reference , font_color ,
selected_sheet=active_ ,
workbook=default_
Sets the color of the font in the given cell.
font_color  is RGB or aRGB hexvalue.
Examples:
Set Font Color A1 00FFBB00 sheet2 # sets the font color of A2 cell
Set Font Size reference , font_size ,
selected_sheet=active_ ,
workbook=default_




A1 12 sheet1 # font size of A1 cell is going to be 12 pts in
sheet1 worksheet of the default workbook
Set Font
Size
A2 20 selected_sheet=sheet1 wb1 # font size of A2 cell is going to be 20 pts in
sheet1 worksheet of wb1 workbook
Altogether 27 keywords. 






Documentation for test library OsProcessLibrary .
Shortcuts
C reate Folder · C reate New File · Delete File · Delete Folder · F ile Should Exist · F ile Should Not Exist · Folder Should Exist · Folder Should Not Exist ·
Get File Size · L ist All Files · L ist Folders
Keywords
Keyword Arguments Documentation
Create Folder folder Creates the given folder  or folder structure.
folder:  the path of the folder. Could be a folder name, a relative path or an absolute path.
Keyword fails if the given folder already exists.
Examples:
Create Folder C://sample # Creates a folder named sample to "C:/"
Create Folder sample//a//b # Creates a folder structure to the current folder
Create New File file_name Creates a new file.
file_name:  the source of the file. Could be a file name, a relative path or an absolute path.
File path must be an existing path. This keyword does not create folders.
Fails if the given file already exists.
Examples:
Create New File C://sample.txt # Creates a file named sample.txt to "C:/"
Create New File sample.txt # Creates a file named sample.txt to the current folder
Delete File file_name Removes a file.
file_name:  the source of the file. Could be a file name, a relative path or an absolute path.
File source must be an existing source. This keyword does not remove folders.
Fails if the given file doesn't exist.
Examples:
Delete File C://sample.txt # Removes a file named sample.txt from "C:/"
Delete File sample.txt # Removes a file named sample.txt from the current folder
Delete Folder folder Removes the given folder  or folder structure.
folder:  the path of the folder. Could be a folder name, a relative path or an absolute path.
Deletes the complete folder with the files.
Fails if the given folder doesn't exist.
Examples:
Delete Folder C://sample # Removes the folder named sample from "C:/"
Delete Folder sample//a//b # Removes the folder named b
Delete Folder sample # Removes the folder named sample from the current folder
File Should Exist file_name Checks if the given file exists.
file_name:  the source of the file. Could be a filename, a relative path or an absolute path.
Fails if the given file doesn't exist.
Examples:
File Should Exist ${CURDIR}//sample.xlsx # sample.xlsx should exist in the test's folder
File Should Exist sample.xlsx # sample.xlsx should exist in the test's folder
File Should Exist C://Program Files//sample.xlsx # sample.xlsx should exist in the given folder
File Should Exist ..//test//sample.xlsx # sample.xlsx should exist in the given folder
File Should Not Exist file_name Checks if the given file does not exist.
file_name:  the source of the file. Could be a filename, a relative path or an absolute path.


















..//test//sample.xlsx # sample.xlsx should not exist in the given
folder
Folder Should Exist folder_name Checks if the given folder exists.
folder_name:  the path of the folder. Could be a folder name, a relative path or an absolute
path.
Fails if the given folder doesn't exist.
Examples:
Folder Should Exist ${CURDIR} # Passes
Folder Should Exist sample.xlsx # Fails, not a folder
Folder Should Exist C://Program Files # Passes if "C://Program Files" is an existing folder
Folder Should Exist test_folder # Passes if test_folder is an existing folder
Folder Should Not
Exist
folder_name Checks if the given folder does not exist.
folder_name:  the path of the folder. Could be a folder name, a relative path or an absolute
path.
Fails if the given folder exists.
Examples:
Folder Should Not Exist ${CURDIR} # Fails
Folder Should Not Exist sample.xlsx # Passes, not a folder
Folder Should Not Exist C://Program Files # Fails if "C://Program Files" is an existing folder
Folder Should Not Exist test_folder # Passes if test_folder is not existing folder
Get File Size file_name Returns the size of the given file in kilobytes.
file_name:  the source of the file. Could be a filename, a relative path or an absolute path.
Fails if the given file doesn't exist.
Examples:
${file_size}= Get File Size file.txt # returns the size of file.txt
List All Files folder_name=default_ Returns a list with the files of the given folder.
folder_name:  the path of the folder. Could be a filename, a relative path or an absolute path.
without parameter:  default folder is the folder of the current test.
Fails if the given folder doesn't exist.
Examples:
${file_list}= List All Files ${CURDIR} # ${file_list} will contain a list with filenames
List Folders folder_name=default_ Returns a list with the folders of the given folder.
folder_name:  the path of the folder. Could be a folder name, a relative path or an absolute
path.
without parameter:  default folder is the folder of the current test.
Fails if the given folder doesn't exist.
Examples:
${folder_list}= List Folders ${CURDIR} # ${file_list} will contain a list of subfolders
Altogether 11 keywords. 






Documentation for test library OcrProcessLibrary .
Shortcuts
Convert Pdf To Image · Image To Black And White · Ocr Image · Ocr Pdf
Keywords
Keyword Arguments Documentation
Convert Pdf To Image image_source , output_dir Converts the given pdf to jpg.
Output file name format will be: page_<page_nr>.jpg
Examples:
Convert Pdf To Image test.pdf out_folder # creates images (jpg) from test.pdf
Convert Pdf To Image color.jpg out_folder # fails
Fails if the given file isn't pdf.




Converts the given image to black and white.
Examples:
Image To Black And
White
color.jpg folder/out_file.jpg # creates a b&w image from
color.jpg
Ocr Image image_source ,
save=False
Returns the text of the given image.
Works correctly only with English text.
If the optional save  argument is given and True, temp image will be saved to the output
folder.
If the optional save  argument is not given, temp image file will be removed.
Examples:
${text}= Ocr Image image_file.jpg # returns the text of image_file.jpg
${text}= Ocr Image save=True image_file.jpg # output folder will contain the temp file
Fails if the given file isn't an image.
Ocr Pdf pdf_source , save=False Returns the text of the given pdf.
Works correctly only with English text.
If the optional save  argument is given and True, temp images will be saved to the output
folder.
If the optional save  argument is not given, temp image files will be removed.
Examples:
${text}= Ocr Pdf pdf_file.pdf # returns the text of pdf_file.pdf
${text}= Ocr Pdf save=True pdf_file.pdf # output folder will contain the temp file
Fails if the given file isn't a pdf.
Altogether 4 keywords. 






EmailProcessLibrary is an Outlook automation library for Robot Framework.






This is a complete example for sending an email.
Create New Email
Set Email Subject die Roboter
Set Email Text
... Wir funktionieren automatik
... Jetzt wollen wir tanzen mechanik
... Wir sind auf alles programmiert
... Und was du willst wird ausgeführt
... Wir sind die Roboter






Add Attachment · Create New Email · Get Email · Get Email Sender · Get Email Subject · Get Email Text · Get Email Time · Last Received Subject Should Be ·
Last Sent Subject Should Be · Read Last Email From · Read Last Received Email · Save Attachments · Send Email To · Set Email Subject · Set Email Text ·
Should Be Logged In To Outlook
Keywords
Keyword Arguments Documentation
Add Attachment *attachments Adds attachments  to the email.
This keyword is dependent from keyword Create New Email.
Examples:
Create New Email # Creates a new email without body, subject and attachment
Add Attachment
... C://folder//file1.txt
... C://folder//file2.txt # Adds the attachments to the email.
For more examples see Sending Email section above.
Create New Email Creates a new, empty email.
Initial keyword for sending emails, so it has to be called before setting email.
Examples:
Create New Email # Creates a new email without body, subject and attachment
Set Email Subject sample_subject # After calling Create New Email, subject could be changed
Create New Email # Body, Subject and Attachment will be empty again
Send Email To sample@robot.com # Sends an empty email
For more examples see Sending Email section above.




sender  : The address of the sender.
subject  : The subject of the mail.
date_from  : Starting point of the time interval. Default value is 2000.01.01.
date_to  : Endpoint of the time interval. Default value is today.
sender  and subject  parameters are mandatory.


























Returns the last email, which meets the given conditions.
Get Email Sender email Returns the sender address of the given email .
Examples:
${mail}= Get Email sender@mail.com sample_sub
${sender_address}= Get Email
Sender
${mail} # ${sender_address} variable will
contain the address of the sender.
Get Email Subject email Returns the subject of the given email .
Examples:
${mail}= Get Email sender@mail.com sample_sub
${subject}= Get Email
Subject
${mail} # ${subject} variable will contain the
subject of the mail.
Get Email Text email Returns the text of the given email .
Examples:
${mail}= Get Email sender@mail.com sample_sub
${text}= Get Email
Text
${mail} # ${text} variable will contain the text of the
mail.
Get Email Time email Returns the delivery time of the given email .
Examples:
${mail}= Get Email sender@mail.com sample_sub
${time}= Get Email
Time
${mail} # ${time} variable will contain the delivery
time of the mail.
Last Received
Subject Should Be
subject Fails if the subject of the last received email is not the given subject.
Examples:
Last Received Subject Should
Be
subject1 # Passes if the subject of the last received mail is subject1.
Last Received Subject Should
Be
subject2 # Fails if the subject of the last received mail isn't subject2.
Last Sent Subject
Should Be
subject Fails if the subject of the last sent email is not the given subject.
Examples:
Last Sent Subject Should Be subject1 # Passes if the subject of the last sent mail is subject1.
Last Sent Subject Should Be subject2 # Fails if the subject of the last sent mail isn't subject2.
Read Last Email
From




sender@robot.com # The variable will contain the body of the last
received email from sender@robot.com.
Read Last Received
Email
Returns the text of the last received email.
Examples:
${msg_body}= Read Last Received
Email
# The variable will contain the body of the last received
email.
Save Attachments email ,
save_folder=default_
Saves the attachments of the given email to the given folder.







${mail} ..//downloads//mails # Saves the attachments to the emails
folder.
Send Email To *address Sends the email to the given address.
This keyword is dependent from keyword Create New Email.
Examples:
Send Email To robot1@robot.com # Sends the previously created email to the given address
Send Email To
... r1@robot.com
... r2@robot.com # Sends the previously created email to the given addresses
For more examples see Sending Email section above.
Set Email Subject subject Sets the subject of the email.
This keyword is dependent from keyword Create New Email.
Examples:
Create New Email # Creates a new email without body, subject and attachment
Set Email Subject
... sample subject # Sets the subject of the email
For more examples see Sending Email section above.
Set Email Text *lines Sets the body of the email.
Each *kwarg defines a row of the body.
This keyword is dependent from keyword Create New Email.
Examples:
Create New Email # Creates a new email without body, subject and attachment
Set Email Text
... Hi! # First line of the email.
... This is the text of the mail # Second line of the email.
... Best Regards, # Third line of the email.
... Robot # Fourth line of the email.
For more examples see Sending Email section above.
Should Be Logged
In To Outlook
email_address Fails if the email of the logged in user isn't identical with the given email_address .
Examples:
Should Be Logged In To
Outlook
robot@mail.com # Passes if robot@mail.com is logged in to
Outlook
Should Be Logged In To
Outlook
human@mail.com # Fails if human@mail.com isn't logged in to
Outlook
Altogether 16 keywords. 
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