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Povzetek
Naslov: Aplikacija za nadzor in spodbujanje gibanja otrok
Avtor: Blaž Černi
V okviru diplomske naloge želimo razviti aplikacijo, ki bi otroke spod-
budila, da se več gibajo in manj uporabljajo mobilne telefone. Na začetku
na kratko opǐsemo to problematiko in predstavimo našo motivacijo za njeno
reševanje v diplomski nalogi. Nato predstavimo že obstoječe rešitve, ki spod-
bujajo fizično gibanje otrok in omejujejo njihovo pretirano uporabo pametnih
telefonov. Poleg tega predstavimo tudi glavne ugotovitve pri raziskavi teh
aplikacij in iger ter opǐsemo prednosti in slabosti, ki smo jih pri tem odkrili. V
nadaljevanju opǐsemo način implementacije naše aplikacije in opǐsemo njeno
delovanje ter na kratko predstavimo tehnologijo Firebase ter izpostavimo
glavne podrobnosti pri sami implementaciji. Gre pravzaprav za dve ločeni
aplikaciji, za otroke in za starše. Implementacija je zato razdeljena na del,
ki je skupen obema aplikacijama, ter na drugi del, ki je razvit ločeno za
vsako aplikacijo posebej. Podrobneje opǐsemo implementacijo povezave in
komunikacije med obema aplikacijama, pri katerih smo uporabili Firebase.
Podrobneje opǐsemo tudi glavne grafične uporabnǐske vmesnike in servise, ki
skrbijo za izvajanje opravil v ozadju.
Ključne besede: Android, počutje, otroci, aplikacija, Firebase.

Abstract
Title: A smart game for encouraging children to exercise
Author: Blaž Černi
In this bachelor thesis we would like to develop a smart game for children
to motivate them to exercise more and use mobile phones less. First, we
review similar applications and games, which already exist on the market,
which are used to encourage more physical activity in children and limit their
usage of smart phones. We describe the advantages and disadvantages of
these applications. Next, we describe the implementation and the technology
that we used for the development of our application. Our implementation is
divided into two parts, the first part is intended for parents, and the second
for children. Each part is described in detail. We also describe in detail
the implementation of the connections and communications between the two
application parts. We used Firebase for both of these functionalities. We also
describe the main graphical user interfaces for both applications and services
which are running in the background for tasks that need to run constantly
in the background.




Marsikdo se je že znašel v skušnjavi, ko je izbiral med igranjem iger na tele-
fonu ali pa na računalniku in tem, da bi odšel na zrak na tek, v fitnes, morda
na nogometno tekmo s prijatelji ali pa kakšno drugo športno dejavnost. Z
vso tehnologijo, ki nas obdaja, predvsem pa s pametnimi telefoni, se najde
vse manj časa, ki ga otroci posvetijo sebi in svojemu telesu, rekreaciji in
zdravju, ki posledično omogoča tudi dobro počutje. Motivacija velikokrat ni
dovolj velika, da bi se odpravili v fitnes ali pa malce telovadili doma, da bi
poskrbeli za svoje zdravje in svoje telo. Leta 2018 je bila opravljena razi-
skava o vplivu predolgega časa, ki ga otroci preživijo pred ekrani telefonov
in računalnikov. Rezultati raziskave so zapisani v članku Parenting to Re-
duce Child Screen Time: A Feasibility Pilot Study [1]. Izpostavljeno je, da
je ne glede na pozitivne doprinose tehnologije preveč časa preživetega pred
ekranom telefona ali računalnika tesno povezano z negativnimi rezultati na
področju zdravja in počutja pri otrocih. Izpostavljeni so predvsem negativni
fizični in vedenjski vplivi na otroka, med drugimi tudi povečanje indeksa tele-
sne teže (BMI) in težave na področju izobrazbe. Exergames (exercise-games)
so igre, ki združujejo telovadbo in igranje in so med nami že več let. Sprva
so se začele razvijati predvsem na igralnih konzolah, kot so Nintendo Wii
in Kinect v povezavi z igralno konzolo Xbox. Že v članku Exergames for
Physical Education Courses: Physical, Social, and Cognitive Benefits [2] iz
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leta 2011 je bila opravljena raziskava o pozitivnem vplivu, ki ga ima igranje
iger Exergames na fizično in psihično počutje otrok. V članku ugotavljajo,
da se veščine, ki jih otroci osvojijo pri igranju iger Exergames, prenesejo tudi
na druga področja. Gre torej za fizični, socialni in tudi kognitivni napredek
pri razvoju otrok. Raziskave o porabi kalorij so razkrile, da otroci pri igranju
iger Exergames porabijo približno toliko kalorij kot pri lahkotnem teku ali
hitri hoji. Poleg pozitivnih fizičnih vplivov pa so bili rezultati jasni tudi glede
izjemnih pozitivnih vplivov, ki jih imajo Exergames na otrokovo interakcijo
z ostalimi, motivacijo za premagovanje ovir in reševanje nalog in dobro vo-
ljo. Dovolj zgovoren je tudi podatek, da je Nintento Wii v letu 2008 povečal
svoj neto prihodek za ogromnih 73 odstotkov in to samo na račun prodaje
iger Exergames. Jasno je torej, da je imel razvoj teh iger že ogromen vpliv
tako na otroke kot tudi na industrijo samo [2]. Je pa to področje iger, ki
se na pametnih telefonih še ni konkretno uveljavilo, oziroma na trgu zaen-
krat ne obstaja veliko iger, ki bi bile namenjene tudi telovadbi in skrbi za
dobro počutje. Poleg tega pa je vredno omeniti tudi ostale aplikacije, ki so
prvenstveno namenjene gibanju, torej niso igre, vendar imajo tudi določene
igralske komponente, kot je na primer beleženje statistike, nabiranje točk
in pridobivanje dosežkov, ki jih igralec odklene, ko prehodi določeno število
korakov. Pod takšne aplikacije bi lahko šteli Huawei health, Samsung health
in ostale podobne. Takšne aplikacije si za razliko od iger prizadevajo tudi,
da bi uporabnik preživel čim manj časa pred zaslonom telefona. Velika pod-
jetja, konkretneje Google, si prav tako prizadevajo, da bi razvili aplikacije,
ki bi pomagale uporabniku, da bi čim manj uporabljal telefon in da bi ga
ta čim manj motil pri vsakdanjem življenju. Ena izmed takšnih aplikacij je
tako imenovani Paper, phone [3]. Ideja aplikacije je, da bi si lahko uporab-
nik preko nje natisnil vse, kar bi tisti dan potreboval iz svojega pametnega
telefona, da mu ga potem ne bi bilo treba uporabljati. Tako bi si uporabnik
lahko natisnil zemljevide, podrobnosti kontaktov, vremensko napoved, slike,
oznake za shranjevanje plačilnih kartic in podobno. Vse skupaj bi shranil v
majhni knjižici, ki bi jo lahko potem spravil v žep in jo uporabil namesto
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pametnega telefona. Prav zato me je to področje še bolj pritegnilo, kajti
na eni strani imamo igre, ki spodbujajo igralca k gibanju, vendar pa vseeno
zahtevajo od njega, da precej uporablja pametni telefon, ter na drugi strani
aplikacije in ideje, ki bi rade uporabo telefona čimbolj zmanǰsale. Dela se
bomo torej lotili tako, da bomo najprej pregledali in analizirali aplikacije
in igre, ki so že na trgu in služijo namenom, ki sem jih opisal zgoraj. Na
takšen način bomo ugotovili njihove pozitivne in tudi negativne lastnosti, na
podlagi katerih bomo lahko lažje sestavili načrt za svojo aplikacijo. Sledila
bo implementacija, kjer bo cilj razviti delujočo aplikacijo, ki bo zadovoljila
zastavljene cilje. Gre torej za aplikacijo za pametni telefon z operacijskim




Exergames, so mi bile vedno zanimive igre, kajti tudi sam sem včasih imel
igralno konzolo Nintendo Wii, ki mi je omogočala, da sem se preko igranja
tudi precej razgibal. Večkrat sem pomislil, kako je mogoče, da pri vseh sen-
zorjih, ki jih ponuja pametni telefon, ne obstaja več iger za Android OS ali
pa morda iOS, ki bi spadale pod kategorijo exergames-ov. Očitno je, da je
težko narediti takšno igro, ki bi bila za igralce dovolj zanimiva, da bi jih
pritegnila bolj, kot pa kakšna navadna igra, katere namen ni gibanje, pač
pa jo lahko igramo iz naslonjača v dnevni sobi. Programiranje takšne igre
zagotovo predstavlja ogromen zalogaj, prevelik za eno osebo. Ne glede na to
je pri meni prevladala želja po motiviranju otrok, da bi se več fizično gibali.
Kljub temu pa se nismo odločili za implementacijo igre, pač pa aplikacije, ki
bi s pomočjo nadzorovanja uporabe pametnega telefona otrok ter sistemom
nagrajevanja, spodbujala in motivirale otroke k temu, da bi bili fizično bolj
aktivni. Za cilj smo si torej zastavili izdelavo aplikacije, ki bi otrokom omeje-
vala uporabo telefona, hkrati pa bi jim omogočala, da bi s fizičnim gibanjem
za nagrado na razpolago pridobili dodaten čas za uporabo telefona. Tako bi
bili otroci za gibanje še bolj motivirani, kot pa če bi šlo za igro. Vsi pa se tudi
dobro zavedamo, da marsikateri otrok težko zdrži dolgo časa brez dostopa do
socialnih omrežij in igranja iger, zato bi bil še toliko bolj motiviran, da naredi
nekaj, da mu bodo socialna omrežja in ostale aplikacije, ki jih ima naložene
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na svojem pametnem telefonu, za uporabo na voljo dlje časa. Problem mo-
tivacije za fizično gibanje otrok in omejevanje uporabe pametnega telefona
smo rešili z implementacijo dveh aplikacij. Eno za starše in eno za otroke,
ki skupaj pripomorejo k temu, da je otrok s pomočjo omejevanja uporabe
telefona in sistemom nagrajevanja bolj fizično aktiven.
Poglavje 3
Pregled področja
Hitri pogled na trgovino Google play ali pa Applov App store nam razkrije,
da mobilna platforma zaenkrat še ni bila velikokrat uporabljena kot plat-
forma za razvoj exergames-ov, aplikacij za nadzor otrok pa obstaja nekaj
več. Vsekakor je najbolj znan Google Family Link, vendar pa je ta aplikacija
tako kot tudi ostale podobne aplikacije primarno namenjena za omejevanje
uporabe telefona otroku, nima pa nekih konkretnih sistemov nagrajevanja, ki
bi otroku omogočili več časa za uporabo in hkrati spodbujali fizično aktivnost
in skrbeli za dobro počutje. V članku [1] je bilo omenjeno tudi, da imajo prav
starši največji vpliv na to, koliko časa otroci preživijo pred zasloni različnih
naprav. Jasno je, da bolj, kot so strogi, manj časa otroci preživijo pred
zasloni telefona, računalnika ter televizije. Kombinacija strogih staršev in
aplikacije, ki preprečuje to, da otroci predolgo uporabljajo pametne telefone,
nam torej lahko prinese pozitiven rezultat. Če pogledamo malce podrobneje
še na področje iger, ki obstajajo in imajo vključene elemente, ki spodbujajo
igralca k gibanju, pa so to : Pokemon, GO!, Zombies Run!, The Walk in
Walkr. Predvsem zadnje tri igre so tiste, ki se najbolj osredotočajo na giba-
nje, torej hojo ali tek, zato pa obstaja vprašanje, če so kljub temu tudi dovolj
zanimive, da igralca pritegnejo, da nadaljuje z igro. Za Pokemon, GO! pa je
za napredovanje v igri prav tako pomembno gibanje. V podrobneǰsem opisu
pregleda področja sledijo podrobneje opisane vse igre, ki sem jih naštel, ter
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ostale aplikacije in njihovi doprinosi k fizični aktivnosti otrok.
3.1 Pokemon GO
Pokemon, GO! je igra, katere namen je, da igralci v realnem svetu s pame-
tnim telefonom ǐsčejo pokemone, za kar pa morajo hoditi okrog. Glavni cilj
pri tej igri je, da igralec najde vse pokemone, natančneje 300 vrst pokemo-
nov, ki so skriti po celem svetu. Za vsakega pokemona se shrani lokacija,
kjer ga je igralec ujel, in tudi, kdaj ga je ujel. Igralec pa lahko prav tako
vidi celotno zbirko pokemonov, ki jih je zaenkrat že našel. Vsak pokemon
ima svoje lastnosti, ki ga definirajo in so pomembne pri bitki z ostalimi po-
kemoni. Igralec lahko pokemone tudi nadgrajuje, s čimer ti postajajo bolǰsi
in bolj trdoživi. Zelo zanimiva iznajdba, ki so jo proizvajalci igre dodali,
je ta, da so pokemoni bolǰsi ali pa slabši, glede na vreme na lokaciji, kjer
se igralec nahaja. Nekateri so bolǰsi, če je vreme sončno, drugi pa, če pada
dež. Igralec se lahko z ostalimi igralci s pokemoni tudi bojuje v arenah, ki
so prav tako razkropljene po vsem svetu, so pa dovolj pogoste, da igralcu ni
potrebno predaleč, da pride do ene izmed aren. Obstajajo tudi bitke, kjer se
več igralcev skupaj bori proti enemu bolǰsemu pokemonu. Največji izziv je
vsekakor to, da se najde vse pokemone, ki so razkropljeni po vsem svetu, in
to je tisto, kar v tej igri igralca prisili k temu, da se giba in hkrati skrbi za
svoje telo. S tem, ko igralec hodi na okrog, ǐsče pokemone, se bori in prema-
guje ostale, dobiva izkušnje, ki prinesejo tako imenovan level-up igralca. Po
svetu sta poleg pokemonov razkropljeni tudi dve vrsti posebnih točk. Vse
te točke predstavljajo prave lokacije v svetu, npr. otroško igrǐsče, kakšen
poseben spomenik itd. Prva vrsta teh točk igralcu, ko jih ta odkrije, prinese
nagrade. Igralec potem dobi nove naloge, ki jih mora izpolniti, in izve nekaj
podrobnosti o tej lokaciji v resničnem svetu. Druga vrsta posebnih točk so
tako imenovane telovadnice (Gym), kjer lahko igralec preizkusi svoje poke-
mone v bitki z ostalimi pokemoni. Vsak igralec ima tudi svojega avatarja, ki
ga lahko modificira po izgledu. Mnogi pokemoni so bili najdeni že na precej
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zanimivih in hkrati čudnih lokacijah. Najbolj zanimiva najdba je bila vseka-
kor najdba nekega vojaka, ki je svojega prvega pokemona našel na vojnem
področju v Mosulu [4]. Iskanje pokemonov je lahko torej tudi nevarno.
3.1.1 Grafični vmesniki
Pokemon, GO!, je precej dodelana igra. Prav zato so tudi grafični vmesniki
v igri izredno lepi in igralca pritegnejo. Grafični vmesniki dajejo občutek
animiranega filma oziroma risanke, zaradi česar je igra še bolj privlačna.
Slika 3.1: Igra Pokemon GO. Glavni grafični vmesnik se spreminja tudi glede
na vreme.
• Glavni vmesnik
Glavni vmesnik (Slika 3.1) predstavlja realen zemljevid, kjer se igralec
nahaja. Vključuje prave ceste, kot so v realnem svetu, reke in jezera.
Igralec ima zato občutek, da dejansko ǐsče pokemone v realnem svetu.
Lokacijo igralca predstavlja avatar, ki si ga igralec ustvari na začetku
igre, ta pa se potem premika po svetu in predstavlja premikanje igralca
v realnosti. Iz glavnega vmesnika nas kliki na ikone pripeljejo do drugih
vmesnikov.
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Slika 3.2: Igra Pokemon GO. Vmesnik avatarja.
• Vmesnik avatarja (slika 3.2)
Igralec ima prek tega vmesnika vpogled v vse lastnosti svojega avatarja,
lahko vidi količino nabranih izkušenj in svoj nivo (level), koliko je že
prehodil v tekočem tednu ter katere medalje je že dobil.
• Vmesnik prijateljev
Pomaga igralcu najti ostale igralce v bližini.
• Vmesnik pokemonov v bližini (slika 3.3)
Pomaga igralcu najti pokemone v bližini. Igralec lahko prek tega vme-
snika tudi vidi, kakšne oblike so ti pokemoni v bližini ter kakšna je
okolica, kjer lahko pokemona najde.
• Vmesnik nalog (slika 3.4)
Igralcu prikaže naloge, ki jih mora opraviti, kakšne nagrade prinesejo
opravljene naloge ter koliko nalepk je pri raziskovanju okolice že prejel.
• Vmesnik za vreme (slika 3.5)
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Slika 3.3: Igra Pokemon GO. Vmesnik pokemonov v bližini.
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Slika 3.4: Igra Pokemon GO. Vmesnik nalog.
Slika 3.5: Igra Pokemon GO. Vmesnik za vreme.
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Igralcu prikaže, kakšno je vreme na njegovi lokaciji, na katere tipe po-
kemonov takšno vreme vpliva in tudi na kakšen način vreme vpliva na
te pokemone. Torej, ali jih izbolǰsa ali poslabša.
• Vmesnik za pregled pokemonov (slika 3.6)
Igralcu prikaže pokemone, ki jih je že našel in število vseh pokemonov.
• Vmesnik podrobnosti pokemona (slika 3.7)
Igralcu prikaže podrobnosti o pokemonu, možnost nadgradnje poke-
mona, izbire novega napada, in kako nanj vpliva vreme.
Obstajajo tudi vmesnik za trgovino, kjer lahko igralec kupi določene zadeve,
ki mu olaǰsajo igranje, ter vmesniki za nastavitve, nasvete ter novice.
Pozitivne lastnosti
• Igra vsekakor igralca močno spodbuja k temu, da se giba, kajti brez
tega seveda ne more najti nobenega pokemona.
• Grafični vmesniki so dobro dodelani.
• Sledenje z GPS-om dobro sledi lokaciji igralca.
• Vpliv vremena na pokemone predstavlja dodano vrednost.
• Medalje za prehojene kilometre kot tudi za opravljene naloge.
• Večigralske bitke spodbujajo k druženju na prostem.
• Spoznavanje novih lokacij.
• Opominjanje igralca naj pazi na okolico.
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Slika 3.6: Igra Pokemon GO. Vmesnik za vse pokemone.
Slika 3.7: Igra Pokemon GO. Vmesnik posameznega pokemona.
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Negativne lastnosti
• Poraba baterije zaradi uporabe GPS-a.
• Možnost nakupov v trgovini s pravim denarjem omogoča napredek z
manj hoje in gibanja.
• Pokemoni so lahko locirani na težko dostopnih oziroma nevarnih loka-
cijah.
• Igralec lahko pozabi na okolico med igranjem in se zaradi gledanja v
telefon zaleti.
• Igralčeva pozornost mora biti večinoma usmerjena na zaslon telefona,
tudi med hojo.
3.2 Zombies, Run !
Zombies, Run ! je igra, hkrati pa tudi fitnes aplikacija. Ta spodbuja hojo,
predvsem pa tek in s tem skrb za počutje igralca. Igra ima različne naloge,
ki so povezane z apokaliptičnim svetom, ki so ga preplavili zombiji. Na-
loge se ponavadi nanašajo na to, da mora igralec nabrati razne materiale, ki
omogočajo preživetje ljudem. Da do teh materialov pride, pa je mora preteči
določeno pot, določeno kilometrino. Igralec med tekom posluša zgodbo na-
loge po slušalkah, prav tako pa, medtem ko teče, avtomatsko pobira ma-
teriale, ki so pomembni za nadgrajevanje zatočǐsča, ki varuje pred zombiji.
Možnost nadgrajevanja zatočǐsča in gradnja določenih zgradb v zatočǐsču je
prikazana tudi v posebnem grafičnem vmesniku, kar še doda k zanimivosti
igre. Dodatna motivacija za hitreǰsi tek in še večjo rekreacijo je tako ime-
novana možnost Zombie chases. Če igralec, preden začne z opravljanjem
naloge, vklopi to možnost, ga nekje med opravljanjem naloge opozori signal,
da so mu zombiji tik za petami, zato mora teči hitreje. Če ne teče hitreje,
ga zombiji dohitijo in zaradi tega izgubi materiale, ki jih je nabral po poti.
Vsekakor je to dobra motivacija, da se igralec odloči za hitreǰsi tek in s tem
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še bolj pripomore k sami rekreaciji. Poleg nalog, ki sledijo zgodbi, obstajajo
tudi dodatne naloge, katerih se igralec lahko loti. V nekaterih se lahko igralec
odloči samo za tek do določene lokacije, to pa v igri pomeni tek do lokacije,
kjer so skrite zaloge virov. Dobra lastnost tukaj je, da si lahko igralec sam
na zemljevidu določi točko, kam bo tekel. Ker igra služi tudi kot fitnes apli-
kacija, obstaja možnost izbire nalog, ki so posvečene intervalnim tekom, ali
pa nalog za krepitev vzdržljivosti, kjer se s težavnostjo dalǰsa kilometrina in
povečuje zahtevana hitrost. Takšni načini igranja ne spadajo k zgodbi igre.
Prav tako obstajajo tudi druge ”dogodivščine”, ki imajo svojo zgodbo ,in
naloge, ki jih lahko igralec naloži kot dodatno vsebino. Obstaja tudi klub, v
katerega se lahko igralec včlani, da dostopa do dodatne vsebine, vendar je ta
klub plačljiv.
Grafični vmesniki Grafični vmesnik je razdeljen na različne fragmente.
Glavni fragmenti so Domov, Misije, Baza, Kodeks in Več
• Fragment Domov
Iz fragmenta domov se lahko nadaljuje zadnjo nedokončano nalogo,
preizkusi se lahko nove dogodivščine ter prebere novice o igri.
• Fragment Misije
V tem fragmentu lahko igralec nadaljuje z igranjem misij po zgodbi
ali pa preizkusi druge načine igranja, kot so tek do določene točke na
zemljevidu, intervalni trening, hitrostna dirka in druge.
• Fragment Baza (slika 3.8)
V tem fragmentu igralec vidi svojo bazo, zgrajene zgradbe, počutje
prebivalcev, stopnjo zaščite pred zombiji in material, ki ga ima na voljo
za gradnjo. Igralec lahko gradi tudi nove zgradbe ali pa deli sliko svoje
baze preko socialnih omrežij.
• Fragment Kodeks (slika 3.9)
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Slika 3.8: Zombies, Run !.
Igralčeva baza.
Slika 3.9: Zombies, Run !.
Kodeks z vsemi podrobnostmi.
V tem fragmentu igralec vidi opravljene dosežke, najdene artefakte,
material in dodatne dogodivščine, ki jih je igral oziroma prenesel.
• Fragment Več
V tem fragmentu lahko igralec dostopa do dodatnih možnosti, kot so
nastavitve, prenos dodatne vsebine, statistika in ostale.
Med vsemi dodatnimi možnostmi je gotovo najbolj zanimiva statistika,
ki za vsak dan v trenutnem mesecu prikazuje pretečeno razdaljo, čas teka,
količino pobranega materiala, povprečno hitrost ter število zombijev, katerim
je igralec uspel pobegniti. Vse skupaj je tudi lepo grafično prikazano.
Pozitivne lastnosti
• Pobiranje materiala med tekom za nadgradnjo baze predstavlja doda-
tno motivacija za rekreacijo.
• Način igranja Zombie chases predstavlja dodatno motivacijo za ohra-
nitev materiala.
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Slika 3.10: Zombies, Run !. Pretečena pot se igralcu že sproti med tekom
rǐse na vmesniku z rdečo črto, prav tako pa lahko na koncu preveri celotno
pretečeno pot z dodanimi podrobnostmi. Igralec hkrati vidi tudi pomembne
dogodke, ki so se med tekom zgodili, vključno z zgodbo, ki jo je poslušal, in
materiali, ki jih je nabral.
• Obstajajo možnosti prostega teka, kjer se igralec sam odloči, kam na
zemljevidu bo tekel.
• Igralcu med igranjem ni potrebno nič uporabljati telefona.
• Pobiranje materiala med tekom poteka avtomatsko.
• Igralec je zato bolj osredotočen na okolico, kar preprečuje morebitne
nesreče in poškodbe.
• Deljenje slike baze na socialnih omrežij lahko pomeni dodatni tekmo-
valni naboj in motivacijo.
• Lep grafični prikaz igralčeve baze.
• Statistika, ki prikazuje pretečene kilometre vsakega dneva v trenutnem
mesecu.
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• Med in po teku lahko igralec preveri pretečeno pot označeno na zemlje-
vidu in pobran material.
Negativne lastnosti
• Precej dodatnih opcij je plačljivih.
• Samo prve štiri misije so brezplačne.
• Članstvo v klubu, ki odklepa dodatne vsebine, je prav tako plačljivo.
• Vprašanje, če je samo zgodba in grajenje baze dovolj velika motivacija,
da bi igralci kupili dodatne naloge.
3.3 The Walk
The Walk je igra, ki so jo ustvarili isti proizvajalci kot pri igri Zombies, Run!.
Tudi sam koncept igre je precej podoben, le da je ta osredotočen bolj na hojo
kot pa na tek. V osnovi gre za fitnes aplikacijo, ki meri čas hoje, v ozadju pa
je prisotna zgodba igre, ki igralcu hojo naredi precej bolj zanimivo. Podobno
kot v igri Zombies, Run ! tudi tukaj igralca čakajo naloge, ki jih opravlja s
tem, da hodi okrog. Dodatno stopnjo zanimivosti pri tej igri doda dejstvo, da
mora igralec vključiti v svoj pametni telefon slušalke, preko katerih posluša
zgodbo, v kateri sodeluje, enako kot pri Zombies, Run!, le da je tu zgodbe
oziroma poslušanja malce več. To poslušanje omogoči, da se igralec znajde
skoraj že v virtualnem svetu zgodbe oziroma naloge, ki ji v igri sledi, v
realnem svetu pa se sprehaja okrog in na podlagi te hoje se zgodba v igri
odvija naprej. Da lahko igralec napreduje v igri, mora prehoditi epizodo do
konca, da se mu odklenejo naslednje epizode. Igra je precej preprosta in je
razdeljena na dva načina igranja. Prvi način so že prej omenjene epizode,
drugi način pa so izzivi. V epizodah igralec v bistvu posluša zgodbo. Novi
posnetki zgodbe se igralcu odklepajo, ko prehodi določeno časovno trajanje
poti, prav tako ima možnost označiti, da želi na zemljevidu po dalǰsi poti,
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Slika 3.11: The Walk. Igranje epizode
kar je na sliki 3.11 označeno z belo pri ključavnici. Če izbere dalǰso pot,
ima možnost, da pobere vse stvari iz ene epizode, če izbere kraǰso, pa nikoli
ne more zbrati vseh. Slaba stran tega pobiranja je ta, da v igri to prav
nič ne pripomore k napredovanju. Vse kar igralec lahko s tem naredi je
to, da vidi koliko stvari v epizodah je že nabral vseh stvari skupno. Po
vsaki končani epizodi igralec vidi, koliko stvari je pobral, koliko časa je hodil,
in če je pridobil katerega izmed treh dosežkov. Prvi dosežek igralec dobi,
če prehodi epizodo v enem dnevu, drugega, če jo prehodi v treh urah, in
tretjega, če pobere vse stvari iz epizode. Drugi način igranja so izzivi. Izzivi
so precej manj zanimivi kot pa zgodbe. Za vsak izziv ima igralec 24 ur časa,
da pobere vse stvari iz zemljevida. To stori tako, da hodi določeno časovno
obdobje. V vsakem izzivu se pobira nekaj drugega, oziroma se analizirajo
druge ”lokacije”, vendar pa drugega vpliva na igro oziroma napredovanje v
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Slika 3.12: The Walk. Igralec si sprva narǐse pot med točkami na zemljevidu,
ki jih želi obiskati. Več točk pomeni dalǰsi čas hoje in večje število obiskanih
točk, ki štejejo za dosežek. Na voljo ima 24 ur.
igri izzivi nimajo. Prav tako jih igralec lahko spusti, kajti ni potrebno, da
jih opravi, da lahko nadaljuje z epizodami.
Grafični vmesniki Igra je precej preprosta in je razdeljena na samo štiri
fragmente, in sicer Epizode, Napredek, Prenosi in Nastavitve, od katerih sta
prva dva najbolj pomembna.
• Fragment Epizode
V njem lahko igralec izbira med epizodami in izzivi, ki jih želi igrati,
ter vidi opise teh epizod in izzivov.
• Fragment Napredek
V njem lahko igralec vidi, koliko izzivov in epizod od vseh skupaj je že
končal, koliko stvari je nabral in analiziral med igranjem, koliko epizod
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od vseh je končal v roku enega dneva, koliko epizod od vseh je končal
v roku treh ur in število epizod, v katerih je pobral vse stvari.
V fragmentu Prenosi, lahko igralec vidi dodatno vsebino, ki jo je prenesel,
v fragmentu Nastavitve pa lahko nastavlja in prilagaja igro, tako kot mu
najbolj ustreza.
Pozitivne lastnosti
• Igranje igre je preprosto in ustreza igralcem, ki niso zahtevni.
• Grafični vmesnik je preprost in pregleden.
Negativne lastnosti
• Merjenje hoje ni najbolj natančno (prehoditi je treba na primer 40
minut, da v igri dosežeš 30 minut hoje).
• Zgodba je nerazločna in ni dovolj jasna.
• Zgodba ni dovolj zanimiva, da bi igralca pritegnila k nadaljevanju igra-
nja.
• Premalo načinov igranja.
• Zgolj nabiranje in štetje pobranih stvari, ni dovolj velika motivacija za
igralca.
• Samo prve štiri epizode so brezplačne, ostale je potrebno dokupiti.
3.4 Walkr
Igra Walkr temelji na raziskovanju vesolja. Igralec vesolje raziskuje z ve-
soljsko ladjo. Glavni vir energije, ki je potreben za raziskovanje vesolja in
odkrivanje novih planetov, pa je gibanje v obliki hoje ali teka. Igra lahko
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teče v ozadju in na takšen način meri korake igralca. Vsakič, ko igralec od-
pre igro, pa mu ta prikaže podatek o tem, koliko energije je zbral na podlagi
korakov. Osnova igre je precej enostavna. Potrebno je le gibanje, da se lahko
v igri sploh karkoli počne. Igralec lahko kadarkoli, ko hodi, vklopi igro, in
na takšen način zbira energijo, ki je potrebna za igranje. Več energije, kot
se potrebuje v igri, večjo motivacijo ima igralec, da se več giba, da zbere
potrebno energijo. Igralec ima v igri precej veliko možnosti. Svojo vesoljsko
ladjo lahko nadgrajuje, lahko kupi tudi nove vesoljske ladje. Vsak nov odkrit
planet prinese nove naloge, ki jih mora igralec opraviti za dodatne nagrade.
Da odkrije planete, pa je seveda potrebno gibanje, ki se pretvarja v energijo
v igri. Planeti proizvajajo denar, ki je prav tako pomemben vir za nadgra-
jevanje in napredovanje v igri. Planete lahko tudi nadgrajuje. Vsak planet
ima svoje lastnosti, ki na določen način vplivajo na igro. Vsak planet pa ima
tudi svoje satelite, ki prav tako prinesejo svoj vpliv na proizvodnjo planeta.
Igralec lahko preveri, katere planete je odkril, prav tako lahko preveri, koliko
korakov je opravil v vsakem dnevu v mesecu in koliko od tega je bilo hoje ter
koliko od tega je bilo teka. Igra podpira tudi večigralstvo, in sicer na precej
zanimiv način. Igralec lahko prijatelje vključi v svoj most na ladji. Vsak
dodaten prijatelj na mostu pa določen del prehojenih korakov prispeva tudi
poveljniku mosta, kar motivira igralce, prijatelje, ki so skupaj na mostu, da
se še več gibajo in proizvajajo še več energije.
Grafični vmesniki Večina igre se odvija v glavnem oziroma začetnem
vmesniku, kjer lahko igralec odkriva nove planete, preverja količino energije
in ostalih virov, ki jih ima na voljo, ter dostopa do ostalih možnosti in drugih
vmesnikov.
• Glavni vmesnik
Z drsenjem lahko igralec navigira med že odkritimi planeti, lahko se
odloči za odkrivanje novega, preveri količino energije in virov, ki jih ima.
Če jih ima dovolj, jih lahko porabi, da nadgradi planete. S planetov
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Slika 3.13: Walkr. Igralec lahko preveri podrobnosti o svoji vesoljski ladji.
Diplomska naloga 25
lahko pobira proizvode. Iz glavnega vmesnika lahko dostopa tudi do
ostalih vmesnikov.
• Vmesnik nalog (slika 3.14)
Igralec lahko preveri že opravljene naloge, izbere nove naloge za opra-
vljanje in preverja, katere planete mora odkriti, za opravljanje novih
nalog.
• Vmesnik tovarne (slika 3.13)
V tem vmesniku lahko igralec vidi podrobnosti o svoji vesoljski ladji,
nadgradi svojo vesoljsko ladjo, kupi novo vesoljsko ladjo in izbira sate-
lite za že odkrite planete.
• Vmesnik pregleda vseh planetov (slika 3.14)
V tem vmesniku lahko igralec vidi, katere planete je že odkril, katerih
še ni odkril ter kakšne so njihove podrobnosti.
• Vmesnik mostu
Na tem mestu lahko igralec vidi, kateri prijatelji so na njegovem mostu,
koliko korakov prispevajo k igralčevi energiji ter največ koliko energije
iz korakov prijateljev na mostu lahko igralec zbere.
• Vmesnik štetja korakov (slika 3.15)
Igralec spremlja za vsak dan v mesecu, koliko je naredil korakov, koliko
od tega jih je opravil s hoji in koliko s tekom.
Poleg teh vmesnikov, ki se mi zdijo najbolj zanimivi in pomembni, je
še veliko ostalih, s katerimi se igralec sreča; na primer vmesniki, namenjeni
za trgovino, sporočila, deljenje planetov s socialnimi omrežji in z drugimi.
Vsi vmesniki imajo lep dizajn, so lepi na pogled, moderni in dajejo občutek
vesolja. Tudi pisava pri vseh vmesnikih je takšna, da se precej dobro ujema
z vesoljsko tematiko.
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Slika 3.14: Walkr. Igralec z drsenjem izbira med že odkritimi planeti.
Slika 3.15: Walkr. Vmesnik za štetje korakov.
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Slika 3.16: Walkr. Vmesnik za most, ki prikazuje, katere prijatelje ima igralec
na svojem mostu in kolikšen delež energije pripomorejo - desno, ter vmesnik
vseh planetov - levo.
Pozitivne lastnosti
• Pretvarjanje hoje v energijo v igri je izjemno preprosto, ampak dobra
rešitev za vpeljavo gibanja v igro. Je tudi izredno dobra motivacija za
igralce.
• Vključevanje prijateljev na most v vesoljski ladji motivira k gibanju
več ljudi hkrati, ker imajo vsi enak cilj.
• Raziskovanje vesolja poteka na zanimiv način, kjer ima vsak planet
svoje prebivalce in svojo znamenitost, ki ga igralec dobi, ko se planet
dovolj nadgradi.
• Igra omogoči, da igralec izklopi ali pa vklopi zaznavanje korakov, če si
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ne želi, da bi aplikacija porabila preveč energije.
• Ni veliko dodatkov, ki bi jih bilo potrebno dokupiti za igranje.
Negativne lastnosti
• Vseeno obstaja možnost, da igralec dokupi določene vire, ki omogočajo
hitreǰse napredovanje v igri.
• Preceǰsnja poraba energije, ker igra ves čas teče v ozadju, če igralec
želi, da se koraki vedno, ko je telefon v žepu, štejejo.
3.5 Ostale aplikacije
V poglavju 3 je bilo že omenjeno, da obstajajo določene aplikacije, ki otroku
omejujejo uporabo telefona, in na takšen način skrbijo za to, da otrok manj
časa preživi pred zaslonom pametnega telefona. Če v Google vpǐsemo niz Pa-
rental control apps for smart phone, hitro pridemo do povezave [5], ki nam
ponudi seznam določenih aplikacij, ki omogočajo staršem, da lahko omeju-
jejo uporabo telefona svojih otrok in jih nadzirajo. Večina teh aplikacij je
plačljivih, določene niso prav poceni. Prva aplikacija na seznamu Net Nanny
Parental Control, stane 54,99 amerǐskih dolarjev na leto, kar je precej, glede
na to, da je vse, kar ponuja, le omejevanje uporabe telefona otroku in filtri-
ranje spletnih strani, do katerih lahko dostopa, nekatere pa omejujejo tudi
sledenje lokacije otroka preko GPS vmesnika v otrokovem pametnem tele-
fonu. Tudi ostale aplikacije na tem seznamu so podobne. Njihova skupna
slaba lastnost je ta, da se osredotočajo samo na to, kako otroka omejiti, brez
obzira na to, kako bi ga lahko tudi nagradili, s čimer bi otrok dobil še več
motivacije za uporabo aplikacije in za uboganje navodil staršev.
Aplikacije Google Family Link [6] ni na tem seznamu, je pa vsekakor bolj
znana izmed aplikacij za nadzor nad otroki, hkrati pa je v najnoveǰsih verzi-
jah na voljo tudi možnost, s katero lahko starši nagradijo svoje otroke in jim
podarijo dodaten čas uporabe. Iz vidika prijaznosti aplikacije za otroke je to
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Slika 3.17: ClassDojo. Pregled nad učenci, ki jih ima učitelj dodane. Učenci
so predstavljeni z zanimivimi avatarji.
vsekakor korak v pravo smer, kajti zagotovo večina otrok takšnih aplikacij
nima najraje, navsezadnje jim omejujejo uporabo tistega, kar jim je izredno
pri srcu in pri čemer zelo uživajo. Ena izmed najpomembneǰsih ugotovitev je
prav gotovo ta, da bi primeren sistem nagrajevanja v teh aplikacijah prine-
sel tudi malce več odobravanja s strani otrok. Zaradi tega pa bi prav gotovo
takšne aplikacije še pridobile na popularnosti, ne samo pri starših ampak tudi
pri otrocih, ker bi morda spoznali, da je takšen sistem, ki omogoča tudi na-
grajevanje, pošten. Naslednja izmed aplikacij, ki ima vključene tudi podobne
koncepte, kot smo jih vključili v naše aplikacije, je aplikacija ClassDojo [7].
ClassDojo je aplikacija, ki je namenjena otrokom - predvsem učencem,
učiteljem in pa tudi staršem. V aplikaciji najdemo precej funkcij. Ena izmed
njih je vsekakor sistem nagrajevanja, ki je podoben sistemu nagrajevanja,
ki smo ga vključili v našo aplikacijo. Sistem deluje tako, da učenci s strani
učiteljev dobijo naloge, nato pa jih učenci rešijo in preko aplikacije oddajo
sliko o opravljeni nalogi. Potrditev opravljene naloge s strani učiteljev pa
prinese otrokom za nagrado točke Dojo Points, ki jih lahko otroci izkoristijo
v aplikaciji. Aplikacija povezuje učence, učitelje in starše tako, da so lahko vsi
v stiku in vključeni v takšen način vzgoje in kontroliranja otroka. ClassDojo
ima tudi možnost izbire avatarja za otroke (slika 3.17), ki so prikazani kot
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pošasti, razdeljevanje otrok v skupine in podobno. Gre za izjemno razširjeno
aplikacijo, predvsem v Združenih državah Amerike in tudi po ostalih državah
v svetu.
3.6 Ugotovitve
Testiranje iger smo opravili tudi praktično. Vsako igro posebej smo igrali,
sproti opažali glavne prednosti in pomanjkljivosti in zapisoval rezultate. Apli-
kacije, ki omejujejo uporabo telefona otrokom pa sem natančneje raziskal in
si o njih veliko prebral na internetu. Glavna prednost, ki sem jo opazil pri
večini iger, še posebej pa pri Pokemon, Go in Walkr, je dober način, kako
igralca pripraviti k temu, da se več giba, ker je to za igranje in napredovanje v
igri enostavno potrebno. Na takšen način pridemo do dodatne motivacije za
gibanje igralca. Medtem ko igra, hkrati tudi skrbi za svoje dobro počutje in
fizično aktivnost. Pokemon, Go za sledenje lokacije gibanja uporablja GPS,
medtem ko Walkr uporablja le senzor za sledenje korakov - pospeškometer.
Ti dve komponenti sta ključni v teh dveh igrah in brez njih igra ne bi bila
takšna, kot je, in bi hitro izgubila svoj pomen in poudarek na gibanju, ki ga
ima sedaj. Grafični vmesniki se precej razlikujejo med vsemi igrami, morda
bi lahko vmesnike pri The Walk in Zombies, Run! dal v eno skupino, vme-
snike pri Pokemon Go in Walkr pa v drugo. Vmesniki pri prvih dveh igrah so
bolj preprosti, enostavni, vmesniki pri drugih dveh igrah so bolj kompleksni,
zaradi tega pa tudi bolj zanimivi. Vsekakor drži, da morajo biti vmesniki
takšni, da bodo igralca pritegnili, še posebej zato, ker so igralci teh iger
večinoma otroci. Naslednja prednost, ki je bila prisotna pri vseh igrah, razen
pri The Walk, je nagrajevanje za uspešno opravljene naloge oziroma dosežke
v igri. To pomeni, da je igralec, ko opravi neko nalogo, za to nagrajen, da
ima še večjo motivacijo, da igra naprej in opravlja ostale naloge. Dosežek kot
dosežek sam po sebi namreč ne pomeni precej za igralca. Pomembna lastnost
pri skrbi za varnost pri igranju je ta, da igralcu, medtem ko hodi ali pa teče
na okrog, ni potrebno veliko interakcije s telefonom, kot je to na primer pri
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igri Zombies, Run!. Igralec se tako vseeno zaveda okolice in s tem prepreči
kakšne nesreče v realnem svetu.
Še posebej veliko dodano vrednost pri uporabi aplikacije za otroke pa na-
redijo določene malenkosti, kot so lep grafični vmesnik in pa avatarji. Zani-
mivi avatarji vsekakor naredijo aplikacije in igre izjemno privlačne za otroke,
še toliko bolj, če si lahko te avatarje izbirajo sami ali pa jih morda lahko
celo kreirajo sami. Najbolj konkreten primer dobrih avatarjev je vsekakor v
aplikaciji ClassDojo 3.17.
Glavna negativna lastnost, ki precej izstopa, je zagotovo velika porabe
energije. Posledično to pomeni precej hitro praznjenje baterije. Predsta-
vljam si, da je precej težko na tehtnico postaviti porabo energije in pa samo
izkušnjo in kvaliteto aplikacije, vseeno pa si želimo doseči neko stabilno rav-
novesje, kljub temu, da to ni cilj mojega izdelka. Predvsem pri aplikacijah
za nadzor je to zelo velik izziv. To pa zato, ker se težko popolnoma nadzira,
kaj otrok počne na svojem telefonu, če aplikacija ne teče ves čas v ozadju in
vse skupaj spremlja oziroma beleži. Pri igrah je tukaj v ospredju predvsem
sledenje prek GPS-a ali pa zaznavanje korakov prek pospeškometra. Še po-
sebej uporaba GPS-a za pridobivanje lokacije naprave je izjemno potratna
operacija za baterijo v telefonu in porablja kar precej energije. Opazili pa
smo še eno negativno lastnost. Ta je povezana z nakupi v aplikacijah ozi-
roma igrah. Nakup je lahko neka bližnjica do cilja, ki izniči pomen fizične
aktivnosti oziroma gibanja. Uporabnik lahko plača za dosežek cilja. Vseka-
kor je razvijalcem aplikacij in iger pomemben zaslužek, zato se hitro lahko
zgodi, da to postavijo pred dejansko idejo in namen aplikacije. V igri The
Walk sem opazil, kako lahko aplikacija hitro postane nezanimiva, če iz same
uporabe ni povsem jasno, kaj se dogaja. Uporaba aplikacije mora torej biti
kar se da enostavna za uporabnika.
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Poglavje 4
Načrt in razvojno okolje
Odločili smo se, da ne izdelamo ene aplikacije, pač pa kar dve aplikaciji. Eno
za starše, eno pa za otroke. Tukaj smo navdih dobil iz aplikacije Google
Family Link [6]. Google Family Link je sestavljen iz dveh aplikacij. Ena je
namenjena otrokom, druga pa je namenjena staršem. Preko slednje llahko
starši nadzirajo uporabo telefona svojih otrok. Odločili smo se za enak prin-
cip. Potrebujemo torej aplikacijo za otroke in aplikacijo za starše. Ti dve apli-
kaciji pa bosta morali omogočati komunikacijo in povezavo med otrokovim
telefonom in telefonom staršev. Glavno funkcijo v aplikacijah bo vsekakor
moral predstavljati sistem nagrajevanja. Tukaj smo se malce zgledovali po
aplikaciji ClassDojo. Poleg sistema nagrajevanja bo pomembna tudi funkcija
za nadzor uporabe otrokovega pametnega telefona in omejitev te uporabe.
To bo omogočeno tako, da bodo imeli starši lahko iz svoje aplikacije možnost
uravnavati z določenimi parametri, kar bo vplivalo na otrokov telefon in se
bo otroku prikazalo v njegovi aplikaciji. Potreben bo tudi zaledni sistem in
pa podatkovna baza. Zaledni sistem bo v kombinaciji s podatkovno bazo
skrbel za povezavo med aplikacijama, sama podatkovna baza pa bo skrbela
za shranjevanje podatkov. Razvoja smo se lotili v Android Studiu, namesto





Implementacija obeh aplikacij je sicer potekala ločeno, z izjemo implementa-
cie logike za povezavo med aplikacijama. V nadaljevanju najprej opǐsemo im-
plemantacijo logike za povezavo med aplikacijama ChildApp in ParentApp.
Načini implementacije določenih funkcij se ponavljajo, zato so podrobneje
opisane le prvič.
5.1 Implementacija logike za povezavo
Da bi aplikaciji delovali tako, kot smo si zadali, je vsekakor potrebno, da
so pametni telefoni, ki jih uporabljajo starši, in pa pametni telefoni, ki jih
uporabljalo njihovi otroci, na nek način povezani. Odločili smo se, da bomo
to implementirali s pomočjo podatkovne baze Cloud Firestore [8]. Gre za
nerelacijsko podatkovno bazo v oblaku, v kateri so podatki shranjeni kot
zbirke, v katerih so dokumenti, te pa lahko spet vsebujejo zbirke itd. Takšna
ureditev omogoča precej enostavno uporabo. Starši torej predstavljajo eno
zbirko, otroci pa drugo zbirko. V zbirki staršev so dokumenti z enoličnim
identifikatorjem dokumenta v zbirki, prav tako ima v zbirki otrok vsak otrok
svoj enolični identifikator dokumenta.
Najprej je torej potrebno, da si starši naložijo aplikacijo ParentApp in
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Slika 5.1: ParentApp. Vmesnik za prvo dodajanje otroka v ParentApp. V
polje se vpǐse koda, ki se prikaže na otrokovem telefonu.
si ustvarijo račun. Ko se uspešno registrirajo, se v podatkovni bazi kreira
nov uporabnik s svojim enoličnim identifikatorjem. Nato sledi namestitev
aplikacije ChildApp na otrokov pametni telefon in kreiranje otroškega računa.
Zopet se podatki z enoličnim identifikatorjem zapǐsejo v podatkovno bazo.
Vse, kar je sedaj potrebno, da lahko starši pridobijo podatke o svojemu
otroku, je prav ta enolični identifikator dokumenta za otrokov račun. Ob
koncu postopka se ta prikaže v aplikaciji ChildApp, starši ga morajo nato le
vnesti v okence na svojem telefonu v aplikaciji ParentApp kot je videti na
sliki 5.1. Na takšen način je povezava med telefonoma vzpostavljena. Prav
ta enolični identifikator je ključen za povezavo med obema aplikacijama in
na njem temelji vsa komunikacija med ChildApp in ParentApp.
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Slika 5.2: Firebase Firestore. Pogled na strukturo podatkovne baze Firestore.
5.1.1 Komunikacija med aplikacijama
Za komunikacijo med obema aplikacijama, oziroma med telefoni, ki jih upo-
rabljajo starši, in med telefoni, ki jih uporabljajo otroci, pa je potrebno še
nekaj več, kot pa samo podatkovna baza. Za pomoč pri implementaciji smo
uporabljali še tri izdelke Firebase, ki so nam precej olaǰsali delo. To so Cloud
Functions, Cloud Storage in pa Firebase Cloud Messaging, znan tudi kot
FCM. Cloud Functions skupaj s Firestore podatkovno bazo (slika 5.2) pred-
stavlja zaledni sistem za obe aplikaciji, Cloud Storage omogoča shranjevanje
slik, Firebase Cloud Messaging pa omogoča pošiljanje sporočil na fizične na-
prave. Tukaj gre predvsem za pošiljanje obvestil (notification) na pametni
telefon. Uporabnik se najprej registrira. Ne glede na to, ali se registrira eden
izmed staršev na ParentApp ali pa eden izmed otrok na ChildApp, se poleg
vseh ostalih podatkov o uporabniku v podatkovno bazo shrani tudi žeton,
angl. Token.
Kaj v resnici sploh je žeton in zakaj ga v tem primeru potrebujemo?
Žeton je identifikator, ki ga aplikacija prejme, zato da se lahko uporabi v
sistemu sporočanja Firebase, oziroma Firebase Cloud Messaging. Najprej ga
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Slika 5.3: Programska koda za pridobivanje žetona in shranjevanje v podat-
kovno bazo skupaj z ostalimi podatki.
pridobimo, kot je videti na sliki 5.3. Žeton se torej potrebuje v primeru, ko
želimo poslati neko obvestilo za aplikacijo s tistim dotičnim identifikatorjem.
To pomeni, da se obvestilo iz zaledja pošlje na pametni telefon s to aplikacijo.
To pa je tudi bistvo Firebase sporočanja. V primerih, ko se vpǐsejo določeni
pomembni podatki v bazo, npr. ko starši dodelijo otroku novo nalogo, je
smiselno, da se otroka o tem obvesti. Tukaj pa na pomoč pride Cloud Func-
tions. Cloud Functions omogočajo uporabniku, da napǐse svoje funkcije, ki
skupaj s podatkovno bazo predstavljajo zaledni sistem. V našem primeru so
v poštev najbolj prǐsle funkcije, ki se uporabljajo takrat, ko se zgodi nek vpis
v podatkovno bazo. Gre torej za precej uporabno zadevo: starši dodelijo
otroku novo nalogo, Cloud Functions skupaj s Cloud Firestore zaznajo, da
je šlo za nov vpis v podatkovno bazo, uporabimo otrokov žeton in otroku
s pomočjo Firebase Cloud Messaging pošljemo obvestilo, da je prejel novo
nalogo od svojih staršev. Funkcije se lahko pǐse v jeziku JavaScript ali pa
TypeScript, za delovanje funkcij pa je potreben tudi Node.js. Primer funkcije
je na sliki 5.4.
Precej uporabne pa so tudi funkcije, ki se periodično uporabljajo ob
določenem času. Funkciji se s pomočjo izraza angl. Cron expression določi,
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Slika 5.4: Primer Firebasove funkcije napisane v TypeScript, ki se sproži
ob novem kreiranem dokumentu na izbrani poti v podatkovni bazi. Iz baze
pridobimo še otrokov žeton in mu pošljemo obvestilo.
kdaj naj se funkcija uporabi oziroma kako pogosto. Ob teh časih ali ob
časih, ki jih določimo se funkcija vedno izvede. Cron expression je izraz, ki
je sestavljen iz niza šestih polj. Prvo polje predstavlja minute, drugo ure,
tretje dan v mesecu, četrto mesec in peto dan v tednu, šesto pa predstavlja
leto, vendar pa polje, ki predstavlja leto v standardnih implementacijah ni
na voljo. Vsako polje se označi s številko, lahko pa nastavimo zvezdico, ki pa
pomeni katerokoli vrednost.Izraz * * * * * bi torej pomenilo izvajanje vsako
minuto, medtem ko bi izraz 10 * * * * pomenil vsako uro in deset minut.
Primer uporabe je na sliki 5.5.
5.2 Aplikacija za starše - ParentApp
Glavni namen aplikacije za starše je, da imajo starši pregled nad dejavnostjo
svojih otrok, jih na takšen način tudi nadzorujejo in jim zastavljajo naloge,
ki jih morajo izpolniti, če želijo dobiti za nagrado več časa za uporabo pame-
tnega telefona. Aplikacija je sestavljena iz različnih grafičnih uporabnǐskih
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Slika 5.5: Periodična funkcija, ki se uporablja vsak dan ob eni uri zjutraj.To
funkcijo uporabljamo za ponastavitev določenih vrednosti, kot je recimo
dnevni pridobljen dodaten čas.
vmesnikov. Vmesniki pa so predstavljeni kot aktivnosti (angl. Activity) [9]
– ali pa kot fragmenti (angl. Fragment) [10]. Za navigacijo po aplikaciji pa
skrbi NavigationDrawer [11].
5.2.1 Funkcije ob prvem zagonu
Ob prvem zagonu aplikacije, torej takoj po tem, ko starši namestijo aplikacijo
na svoj telefon in jo prvič zaženejo, jih pričakajo uvodni grafični uporabnǐski
vmesniki, ki na kratko opisujejo, čemu aplikacija služi, prav tako pa jih tudi
vodijo skozi namestitev in pripravo aplikacije za uporabo. Prva uvodna vme-
snika sta prikazana na slikah 5.6 in 5.7.
Za implementacijo teh uvodnih vmesnikov ob prvem zagonu aplikacije,
smo uporabili AppIntro [12]. Ta knjižnica je namenjena prav uvodnim vme-
snikom preko katerih lahko uporabnik dobi hiter pregled nad tem, kaj apli-






5.2.2 Funkcija registracije in prijave
Vsekakor smo se zavedali, da bo potrebno v aplikaciji imeti avtentikacijo,
preko katere se bodo lahko starši registrirali in kasneje tudi prijavljali v apli-
kacijo. Na takšen način smo želeli zagotoviti, da ne glede na to, na katerem
telefonu bi si starši namestili aplikacijo, oziroma če bi morda vmes kupili nov
telefon, bi se ob prijavi v aplikacijo vse ohranilo, kot je bilo prej. Seveda
je za to potrebno, da se podatki o uporabniku ob registraciji shranijo na
neko podatkovno bazo, iz kjer se bodo kasneje lahko spet prebrali in preverili
ob ponovni prijavi. V ta namen smo uporabili Cloud Firestore. Ob zagonu
aplikacije je vmesnik prijave tisti, ki se vedno pojavi prvi, seveda če nismo v
aplikacijo že prijavljeni in če jo ne zaganjamo prvič.
Vmesnik za prijavo uporabniku omogoča, da se v aplikacijo prijavi s svo-
jim e-poštnim naslovom in geslom, če se je že registriral. To prikazuje slika






ustvari nov račun, ali pa izbere prijavo z Google računom oziroma Facebook
računom, kar pa je videti na sliki 5.9. Ob prvi prijavi prek Facebooka, Googla
ali pa registraciji se podatki o uporabniku zapǐsejo v podatkovno bazo Cloud
Firestore [8]. Dokument vsebuje osnovne podatke o vsakem staršu posebej.
5.2.3 Pregled nad vsemi otroci
Pregled nad vsemi otroci predstavlja osrednji vmesnik, preko katerega lahko
starši dobijo hiter vpogled v nekaj glavnih podrobnosti o uporabi pametnih
telefonov svojih otrok. Starši lahko tukaj za vsakega izmed svojih otrok vi-
dijo, koliko časa ima še na razpolago za uporabo svojega pametnega telefona,
prav tako pa je prisotna tudi informacija o tem, kdaj je bila ta podrobnost
nazadnje posodobljena. Ta informacija je predstavljena v obliki žiga, to je
trenutka, ko je bila informacija o času zapisana v podatkovno bazo. Vme-
snik ima tako imenovano funkcijo Swipe refresh. Gre seveda za precej znano
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Slika 5.10: ParentApp. Vmesnik za prikaz seznama vseh registriranih otrok
starša.
funkcijo osveževanja s podrsanjem, ki je prisotna v mnogih aplikacija na trgu.
Seznam se sicer osveži vedno, ko se aplikacija ParentApp na novo zažene, po-
drsanje navzdol pa sproži Swipe refresh.To pomeni, da se v bazi preveri, če
je nastal že kakšen nov zapis v zbirki otrok, ki se je seveda zapisal s strani
aplikacije ChildApp. Če je res odkrit nov zapis, se posodobijo podatki o tistih
otrocih, pri katerih je bila zaznana sprememba v bazi. Na vmesniku se torej
posodobi časovni žig ter informacija o času, ki je otroku še na razpolago.
Starši imajo možnost s seznama tudi odstraniti otroke s klikom na gumb
v desnem zgornjem kotu v obliki črke X. Vmesnik je predstavljen kot seznam,
otroci pa so predstavljeni kot elementi na tem seznamu. Za to implemen-
tacijo smo uporabili RecyclerView [13]. V seznamu pa so lahko kateri koli
elementi. V našem primeru smo uporabili CardView [14] za prikaz elementov
v seznamu, torej otrok. Vmesnik je prikazan na sliki 5.10. Da so prikazani
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Slika 5.11: Inicializacija komponente RecyclerView. Naredimo novo instanco
komponente ChildAdapter, v katerega pošljemo še kontekst in pa seznam
vseh otrok.
Slika 5.12: Inicializacija poslušalca za klik, ki je vezan na komponento Vie-
wHolder.
vsi elementi posebej potrebuje komponenta RecyclerView še adapter, ki pa
skrbi za podrobnosti prikaza vsakega posameznega elementa. Povezava med
njima v kodi je prikazana na sliki 5.11. Vsak adapter vsebuje še ViewHol-
der, ki je v bistvu referenca na vsak posamezen element v seznamu – v tem
primeru CardView.
Vsak CardView omogoča staršu tudi, da pritisne na besedilo See More,
ki pa prikaže vse podrobnosti o izbranem otroku. Več o tem pa v poglavju
5.2.4. Za delovanje tega skrbi poslušalec za klike, ki nam ob kliku zažene
novo aktivnost – podrobnosti o otrokovi dejavnosti. Zraven pa se pošljejo še
podatki o enoličnem identifikatorju izbranega otroka in pa njegovo ime, kot
je prikazano na sliki 5.12.
V tem vmesniku imajo starši preko klika na Floating action button [15]
možnost, da spet dodajajo nove otroke v svojo aplikacijo. Način dodajanja pa
je podoben tistemu, ko se dodaja prvega otroka ob prvem zagonu. Potrebno
je torej vpisati kodo – enolični identifikator otroka, ki potem omogoča dostop
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Slika 5.13: ParentApp.
Podroben pregled nad otrokom.
Slika 5.14: ParentApp.
Pregled nad dejavnostjo otroka.
do zapisov o dejavnosti otroka v podatkovni bazi Firestore.
5.2.4 Pregled nad izbranim otrokom
V tem vmesniku, ki je implementiran kot Fragment [10], lahko starši vidijo
vse podrobnosti o dejavnosti svojega otroka, hkrati pa se jim odpre tudi vrsta
novih možnosti. Posamezni elementi fragmenta so predstavljeni kot kartice
(angl. CardView).
Na sliki 5.13, ki prikazuje prav ta vmesnik, je povsem pri vrhu kartica,
ki prikazuje, koliko časa za uporabo svojega pametnega telefona je izbra-
nemu otroku še ostalo na razpolago, poleg tega pa je videti še, koliko izmed
danih zadolžitev je opravil in koliko je vseh. Tukaj pridejo v poštev samo
zadolžitve, pri katerih rok še ni pretekel. Zadolžitve so ena izmed ključnih
funkcionalnosti v aplikaciji staršev, katere pa bodo podrobneje predstavljenje
v nadaljevanju. Oba prikaza – za čas in za zadolžitve – sta implementirana
46 Blaž Černi
Slika 5.15: ParentApp.
Izbira dnevnega limita za otroke.
Slika 5.16: ParentApp.
Izbira časa za spanje za otroke.
kot ProgressBar. Gre za posebno komponento v pogledih, ki je namenjena
takšnim prikazom. Če gremo po vmesniku navzdol, so spodaj štiri kartice. S
klikom na Daily limit, lahko starši nastavijo časovno omejitev uporabe, kot
je prikazano na sliki 5.15, s klikom na Bed time lahko nastavijo čas za spanje,
kot je videti na sliki 5.16. Bonus time je možnost, preko katere lahko starši
dodajo otroku dodatni čas, če imajo občutek, da so si to zaslužili. Klik na
Settings odpre novo aktivnost namenjeno nastavitvam za izbranega otroka.
Za implementacijo izbire dodatnega časa in dnevnega limita smo si izbrali
NumberPicker [16], za čas za spanje pa TimePicker [17]. Naslednja kartica
v vrsti prikazuje hiter pregled nad zadnjimi tremi nalogami, ki jih je otrok
dobil v opravilo. Seznam le-teh v kartici je implementiran kot RecyclerView,
ki sem ga podrobneje opisal že prej. Seznam nam prikazuje stanje zadolžitev,
ime, opis in datum, kdaj so bile zadolžitve dodeljene. Na sliki 5.13 vse
ikone prikazuje stanje oddaje naloge (modra barva). Klik na See More nam
odpre podroben pregled nad nalogami, Assign new pa omogoča dodelitev
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nove naloge. Dodajanje naloge je implementirano s pomočjo Alert dialog [18].
Gre za podobno okno, ki se odpre tudi pri nastavljanju dnevnega limita, le
da lahko v tem starši napǐsejo ime ter opis naloge, dodaten čas, ki ga otrok
prejme, če izpolni nalogo, če želijo pa lahko dodajo tudi časovni rok, do kdaj
je naloga aktivna, oziroma do kdaj ima otrok možnost, da nalogo izpolni.
Ko starši dodajo novo nalogo, se podatki o tej nalogi vpǐsejo v podatkovno
bazo Firestore. Cloud Functions in Firebase Cloud Messaging pa potem
omogočita, da se ob novem zapisu v podatkovni bazi na otrokov telefon pošlje
obvestilo o novi nalogi. V obvestilu pa prejme hkrati tudi informacijo o tem,
koliko dodatnega časa si lahko z opravljeno nalogo prisluži. Pod kartico z
zadnjimi dodanimi nalogami pa se nahaja tudi kartica, na kateri starši vidijo
tri najbolj pogoste uporabljene aplikacije na otrokovem telefonu v zadnjem
dnevu. Urejene so po padajočem času uporabe, ta pa je poleg imena in ikone
tudi prikazan. Ponovno lahko kliknejo na gumb See More, ki odpre novo
aktivnost, ki prikazuje vse aplikacije in njihovo uporabo.
5.2.5 Zadolžitve za otroke
Zadolžitve za otroke so sestavljene iz vmesnika za pregled nad vsemi za-
dolžitvami in vmesnika, ki prikaže podroben pregled nad izbrano zadolžitvijo.
Na sliki 5.17 je videti prikaz o vseh zadolžitvah, ki jih je starš izdal otroku.
Seznam je spet implementiran s pomočjo RecyclerView in adapterja. Modra
ikona na vmesniku pomeni, da je naloga bila oddana s strani staršev, rdeča
ikona pomeni, da je čas za izvedbo naloge pretekel, zelena pa pomeni uspešno
opravljeno nalogo. S klikom na zvezdico si lahko starši shranijo določene
naloge, npr. tiste, ki jih pogosto dodeljujejo otroku, da jih imajo vedno pri
roki. Starši lahko zato izberejo tudi pregled nad le tistimi nalogami, ki so
jih označili z zvezdico. S klikom na gumb s svinčnikom v spodnjem desnem
kotu lahko starši kreirajo novo nalogo. Odpre enako okno, kot pri kliku na
Assign new v pregledu nad zadnjimi tremi nalogami pri preǰsnjem vmesniku.
Dodatne možnosti za starše za pregled nad nalogami so prav tako prisotne.
Starši lahko naloge uredijo glede na to, ali so naloge še aktivne, zamujene ali
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Slika 5.17: Podroben pregled nad vsemi zadolžitvami otroka v aplikaciji Pa-
rentApp.
pa opravljene. Prav tako lahko s klikom na lupo tudi ǐsčejo med nalogami
glede na naslov nalog.
Slika 5.18: Primer urejanja zadolžitev glede na datum ali pa glede na to, ali
je naloga opravljena.
Urejanje je implementirano s pomočjo metod Collections.sort() in Com-
parator.comparing(), kot je vidno na sliki 5.18. Slika 5.19 pa prikazuje im-
plementacijo iskanja nalog glede na naslove nalog.
Diplomska naloga 49
Slika 5.20: ParentApp.
Podrobnosti naloge, razširjen pogled.
Slika 5.21: ParentApp.
Podrobnosti naloge, skrčen pogled.
Slika 5.19: Implementacija iskanja po nalogah s pomočjo SearchView [19].
Klik na ikono ali pa dolgi klik na katerokoli izmed nalog nam odpre meni,
v katerem lahko starši izberejo brisanje in izbrane naloge tudi izbrǐsejo. Iz-
brǐsejo lahko več nalog hkrati. S klikom na katerokoli izmed nalog pa se
odpre nova aktivnost, ki prikaže podrobnosti o nalogi.
Vmesnik je implementiran s pomočjo CollapsingToolbarLayout [20], ka-
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teremu se spremeni velikost ob podrsanju. Tukaj pa imajo starši možnost
potrditve opravljene naloge s klikom na kljukico, ki je na sliki 5.20 vidna v
desnem zgornjem kotu. S klikom na svinčnik pa lahko nalogo uredijo, to-
rej spremenijo podrobnosti. Vedno, ko se potrdi urejanje naloge, se zapis o
nalogi posodobi v podatkovni bazi.
Slika 5.22: Implementacija posodobitve naloge v Firestore podatkovni bazi.
Starši imajo tudi možnost, da že opravljeno nalogo še enkrat dodelijo
otroku, tako da jim za naloge, ki se večkrat ponovijo, ni treba vedno kreirati
nove naloge v aplikaciji, ampak pa le izberejo možnost več (predstavljena s
tremi pikicami poleg kljukice na sliki 5.20, odpre se meni, tam pa izberejo
možnost Assign again. Staršem se nato odpre okno, v katerem lahko spre-
menijo podrobnosti o nalogi, lahko pa samo potrdijo in naloga se z enakimi
podrobnostmi kot prej zopet dodeli otroku.
Ker si ob opravljeni nalogi otrok prisluži dodaten čas, se na podoben način
kot naloga na sliki 5.22 posodobi tudi zapis o otroku, natančneje dodaten čas,
ki ga ima na razpolago. Ko starši spremenijo podrobnosti o nalogi ali pa ko
označijo nalogo kot dokončano, se zopet s pomočjo Firebase Cloud Messaging
pošlje obvestilo na otrokov telefon, da ga obvesti, da je bila naloga spreme-
njena ali da jo je dokončal. Prav tako se pošlje obvestilo na otrokov telefon
tudi, če je bil prepozen za dokončanje naloge. Na sliki 5.20, ki prikazuje
vmesnik o podrobnostih naloge, pa je spodaj videti tudi podnaslov Photos.
Tukaj se prikažejo slike, ki jih lahko otroci dodajo kot dokaz o opravljeni
nalogi.
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5.2.6 Vmesnik za prošnje
Slika 5.23: ParentApp. Pregled nad prošnjami.
V tem vmesniku imajo starši pregled nad prošnjami vseh svojih otrok.
Prošnje so predstavljene v seznamu, ki je implementiran s pomočjo Reclycer-
View [13]. Prav tako kot pri nalogah, se tudi pri prošnjah pošiljajo in preje-
majo obvestila. Ko otroci oddajo novo prošnjo, na enak način kot prejmejo
obvestilo otroci, zdaj starši prejmejo obvestilo o tem, da imajo novo prošnjo
enega izmed svojih otrok. Zato da se lahko prošnja pošlje vsem staršem,
hranijo otroci v svoji zbirki v podatkovni bazi žetone svojih staršev. Starši
za vsako prošnjo vidijo, od koga je prošnja prǐsla, torej ime otroka, ki jo je
poslal, opis prošnje in pa tip prošnje. Tipa prošenj sta dva, in sicer lahko
otroci zaprosijo za dodaten čas ali pa za spremembo časa za spanje. Vsaka
prošnja ima poleg teh podrobnosti tudi časovni žig, kdaj je bila ustvarjena.
Starši imajo na voljo možnost, da prošnjo sprejmejo. V tem primeru izbe-
rejo, koliko dodatnega časa bodo podarili svojemu otroku, oziroma na katero
uro bodo premaknili čas za spanje. Lahko pa prošnjo zavrnejo. V vsakem
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primeru se zapis o prošnji v podatkovni bazi posodobi, o čemer je otrok po-
tem tudi obveščen. Če je bila prošnja sprejeta, pa prejme tudi dodaten čas
oziroma spremembo časa za spanje. Vsak izmed staršev se lahko odzove na
prošnjo, zato starši tudi vidijo, če je drugi od staršev morda že sprejel ali
pa zavrnil prošnjo. Prošnjo sprejmejo ali pa zavrnejo z dolgim klikom na
prošnjo. Ko se prošnja sprejme ali zavrne, se zopet pošlje obvestilo o tem s
pomočjo Firebase Cloud Messaging in Cloud Functions na otrokov pametni
telefon.
5.2.7 Vmesnik nastavitev za otroka
Do tega vmesnika pridemo s klikom na gumb Settings, ki se nahaja v vme-
sniku za pregled nad izbranim otrokom, kar je tudi vidno na sliki 5.13. Prek
vmesnika za nastavitve lahko starši nastavijo za otroka geslo, ki ga je po-
trebno vpisati, ko se otrokov telefon zaklene, bodisi ko poteče čas, ki ga ima
na razpolago v tistem dnevu, bodisi ko je čas za spanje. Prav tako pa je
to geslo potrebno vpisati tudi, če želijo otroci izbrisati ChildApp aplikacijo s
svojega telefona.
5.3 Aplikacija za otroke - ChildApp
Aplikacija za otroke prav tako kot tudi aplikacija za starše omogoča pregled
nad dejavnostjo in uporabo telefona, poleg tega pa ima tudi vrsto drugih
funkcij, ki so namenjene temu, da bi bila uporaba te aplikacije smiselna
tudi s stalǐsča otrok in da ne bi takoj do nje dobili odpora, kot dobijo do
ostalih aplikacij, ki so namenjene za kontroliranje otrokove uporabe telefona.
Aplikacija ChildApp je precej bolj kompleksna kot pa aplikacija ParentApp
in zajema več vmesnikov, aktivnosti in fragmentov. Prav tako kot v aplikaciji
za starše tudi v tej aplikaciji za navigacijo skrbi NavigationDrawer [11], kar






Prvi uvodni vmesnik. Najprej je treba
pripraviti ParentApp.
5.3.1 Funkcije ob prvem zagonu
Prav tako kot v aplikaciji za starše, so tudi v aplikacija za otroke ob prvem
zagonu prisotni vmesniki, ki so implementirani s pomočjo AppIntro [12] in
skrbijo za uvod v aplikacijo in začetno konfiguracijo, ki je potrebna. Prvi
uvodni vmesnik je prikazan na sliki 5.25.
5.3.2 Funkcija registracije in prijave
Ker mora biti otrok ves čas prijavljen v svojo aplikacijo, je v aplikaciji za
otroke prisotna samo funkcija za registracijo in prijavo, medtem ko otrok
nima možnosti, da bi se iz aplikacije tudi odjavil. Ob registraciji se podatki
o otroku z enoličnim identifikatorjem shranijo v Cloud Firestore podatkovno
bazo, v zbirko otrok. Tudi tukaj se poleg shrani še žeton, ki je potreben za
pošiljanje obvestil s pomočjo Firebase Cloud Messaging na otrokov telefon.
Prijava pa je namenjena temu, da lahko starši otroka prijavijo v aplikacijo
ChildApp z že obstoječim računom, če na primer otrok dobi nov telefon. Tako
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Slika 5.26: ChildApp.
Registracija otrokovega računa in
možnost izbire prijave.
Slika 5.27: ChildApp.
Prijava za otroke, če imajo račun
že ustvarjen.
se ohranijo vsi podatki, ki so bili prisotni v aplikaciji ChildApp na preǰsnjem
telefonu. Vmesnika sta prijavo in registacijo sta prikazana na slikah 5.26 in
5.27.
5.3.3 Fragment Home
Vmesnik, ki se vedno po tem, ko je otrok že registriran, prikaže prvi, otroku
prikazuje najbolj pomembne informacije. V naslovu fragmenta je vedno pri-
sotno ime otroka, sledi otrokova izbrana profilna slikica (angl. avatar) poleg
tega pa vidi tudi svojo stopnjo in izkušnje. S klikom na profilno slikico, se
odpre nova aktivnost, v kateri lahko otrok izbere svojo profilno slikico iz
nabora slik. Otrok pridobiva izkušnje tako, da opravlja naloge, ki mu jih
zastavljajo starši, na takšen način se tudi prebija v vedno vǐsji nivo. Vsaka
opravljena naloga prinese določeno število izkušenj, kar se tudi zapisuje v
Cloud Firestore podatkovno bazo. Imajo pa izkušnje same po sebi tudi drug
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Slika 5.28: ChildApp. Fragment Home, ki otroku ponuja vpogled v najbolj
pomembne dejavnosti in podrobnosti.
pomen,kajti ko otrok pridobi dovolj izkušenj, oziroma ko pride na določen
nivo, prejme tudi nagrado v obliki dodatnega časa za uporabo svojega tele-
fona. To predstavlja še en razlog več, zakaj se otroku splača opravljati naloge,
ki mu jih zastavijo starši. Kot je videti na sliki 5.28, se otroku prikazuje tudi
število korakov, ki jih je nabral v trenutnem dnevu, koliko časa ima še na
razpolago za uporabo telefona v trenutnem dnevu in pa koliko dosežkov je
že odklenil v celotnem času. Čisto na koncu fragmenta, pa je prisoten še
pregled nad aktivnimi nalogami. Gre torej za naloge, ki še niso opravljene in
za katere čas še ni potekel, oziroma imajo neomejen čas za izpolnitev. Naloge
so prikazane v seznamu, ki je implementiran s horizontalnim ReclycerView.
Gre za popolnoma enak ReclycerView kot na večini ostalih seznamov, ki so
uporabljeni, le da je tu postavitev horizontalna. Vsaka naloga posebej pa je
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predstavljena s kartico – CardView. Klik na njo nam odpre novo aktivnost,
ki predstavlja podrobnosti o nalogi, imajo pa otroci tudi možnost, da na kar-
tici kliknejo na gumbek, ki ponavadi v računalnǐskemu svetu pomeni Pin To.
Na takšen način si otroci pripnejo tiste naloge, ki so jim pomembne, zato da
so tiste naloge vedno prikazane na začetku seznama.
5.3.4 Aktivnost za izbor profilne slike
V tej aktivnosti lahko otroci s klikom na katerokoli profilno sliko izmed na-
bora slikic izberejo svojo novo profilno slikico. Izbor profilne slikice se ne
shranjuje v Cloud Firestore podatkovno bazo, pač pa se v ta namen upora-
blja SharedPreferences [21].
Slika 5.29: Implementacija shranjevanja vira slike v SharedPreferences [21]
in v podatkovno bazo Firestore.
Ker je potrebno v trenutku, ko otrok izbere novo slikico profila, to slikico
zamenjati tudi v elementu NavigationDrawer, pa se v ta namen uporablja
LocalBroadcastManager. V glavni aktivnosti aplikacije, poimenovani Main-
Activity, je prejemnik za LocalBroadcast registriran z enakim filtrom, kot
je viden na sliki 5.29, ko se uporablja metoda sendBroadcast(...). Na takšen
način se glavno aktivnost obvesti, da se je slika profila spremenila, posledično
spremenimo sliko profila še v elementu NavigationDrawer.
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5.3.5 Aktivnost Screen time
Slika 5.30: ChildApp. Aktivnost Screen time
V tej aktivnosti ima otrok pregled nad podrobnostmi o tem, koliko časa je
imel na razpolago, koliko dodatnega časa je prejel v trenutnem dnevu, kdaj
je čas za spanje in pa podrobnosti o uporabi aplikacij na pametnem telefonu,
vključno s časom, ki je bil porabljen pri uporabi vsake izmed aplikacij na
seznamu. Otroku so ti podatki precej pomembni, saj se mu, ko porabi ves
čas, ki ga ima na voljo v trenutnem dnevu, pri uporabi aplikacij, ki spadajo v
kategorijo Social ali pa Games, prikaže aktivnost – LockScreen. Kot je videti
na sliki 5.30, imajo otroci v tej aktivnosti tudi možnost, da zaprosijo starše
za več časa. To storijo s klikom na vrstico Ask for more time. Odpre se novo
okno, v katerem imajo otroci možnost, da na kratko opǐse svojo prošnjo,
poleg tega pa izberejo tudi tip prošnje. Prosijo lahko namreč za dodaten
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čas uporabe. Na sliki 5.30, je to vrstica kjer pǐse Bonus time, in prikazuje
dodaten čas, ki ga je otrok prejel v trenutnem dnevu. Lahko pa prosijo
tudi za spremembo časa za spanje, na primer na kasneǰso uro. Prošnja se
zapǐse v Cloud Firestore podatkovno bazo, hkrati pa starši dobijo s pomočjo
Firebase Cloud Messaging obvestilo na svoj pametni telefon, da so prejeli
novo prošnjo. Otroka se obvesti, da bodo starši njegovo prošnjo pogledali.
Seveda tudi otroci dobijo obvestilo na svoj telefon, ko je prošnja odobrena
ali pa zavrnjena.
Slika 5.31: Okno, ki se otroku odpre, ko klikne na Ask for more time. [18].
5.3.6 Aktivnost Achievements
Aktivnost za dosežke daje otroku pregled nad vsemi dosežki. Otrok tukaj
vidi, koliko je vseh dosežkov in koliko od teh je že odklenil. Prikazani so
dosežki, ki še niso bili odklenjeni, poleg tega pa tudi dosežki, ki so bili od-
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Slika 5.32: Implementacija pridobivanja slike za dosežek iz Firebase Storage
in nalaganje slike s pomočjo Glide [22].
klenjeni. Dosežki, ki še niso bili odklenjeni, imajo namesto slikice dosežka
prikazano samo slikico z vprašajem, medtem ko imajo dosežki, ki so že bili
odklenjeni, prikazano tudi slikico dosežka, kot je tudi vidno na sliki 5.34. Za
vse dosežke pa otrok lahko vidi ime, opis in pa koliko dodatnega časa prejme,
ko uspešno odkleni dosežek. Določeni dosežki se lahko odklenejo in dosežejo
tudi večkrat. Dosežki so prav tako shranjeni v Cloud Firestore podatkovni
bazi, medtem ko so slikice dosežkov shranjene v Firebase Storage. Ker na
Cloud Firestore ni mogoče shranjevati slik, so tam shranjena samo imena
slik, ki kažejo na ustrezno slikico dosežka v Firebase Storage. Tukaj je torej
treba iz Cloud Firestore pridobiti podatke o dosežku, potem pa še slikico iz
Firebase Storage. Vsak otrok ima znotraj svojega dokumenta v podatkovni
bazi zbirko Achievements, v kateri so vsi dosežki, ki so na voljo.
Za vsak dosežek je zapisano, koliko dodatnega časa si otrok lahko prisluži,
če doseže odklene, stanje dosežka, poleg tega pa tudi, če se lahko dosežek
odklene večkrat. Takšni dosežki so tisti, ki se odklenejo, ko otrok prehodi
določeno število korakov. Gre za dnevne dosežke, kar pomeni, da lahko otroci
vsak dan posebej dosežejo te dosežke in dobijo nagrado za dosežek. Tukaj
se uporabljajo periodična izvajanja Firebase Cloud Functions, da se stanje
dnevnih dosežkov vedno ponastavi. Seznam dosežkov je spet implementiran
s pomočjo ReclycerView, posamezni elementi pa v tem primeru niso kartice
– CardView – zaradi samega dizajna, ki je drugačen od tistega v ParentApp.
Klik na dosežek nam odpre podrobnosti o dosežku, če je dosežek že odkle-
njen, sicer pa se otroku prikaže sporočilo o tem, da je najprej treba dosežek





Aktivnost za prikaz dosežkov.
opis, poleg tega pa tudi, kdaj je bil dosežek odklenjen in kolikokrat je bil
dosežen, v primeru, da gre za dosežke, ki se jih lahko doseže večkrat (slika
5.33).
5.3.7 Aktivnost za podrobnosti o nalogi
Aktivnost, ki prikazuje podrobnosti o nalogi, je skoraj identična tisti, ki je
tudi v aplikaciji ParentApp. Nalaganje slike je prav tako implementirano s
pomočjo orodja Glide [22], kar je prikazano že pri dosežkih v sliki 5.32. Gre
za izredno popularno in uporabno orodje pri asihronemu nalaganju slik. Za
razliko od aktivnosti za podrobnosti o nalogi za starše otroci v tej aktivnosti
ne morejo urejati podrobnosti o nalogi in jo sami sebi potrditi kot končano,
da bi pridobili čas. To bi seveda bilo nesmiselno. Imajo pa otroci možnost,
da ko končajo nalogo, pošljejo obvestilo staršu, od kogar je naloga prǐsla, da
so končali. To je zopet implementirano s pomočjo Firebase Cloud Functions
in Firebase Cloud Messaging. Prav tako pa otroci v tej aktivnosti vidijo
tudi, od koga je ta naloga prǐsla. Poleg tega pa imajo tudi možnost, da
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dodajo slike kot dokaz, da so nalogo opravili, da lahko starši potrdijo nalogo
kot opravljeno, četudi se ne morejo prepričati na lastne oči o opravljenosti
naloge. Pri tem imajo možnost izbire med slikami, ki so prisotne na napravi,
ali pa lahko takoj naredijo novo sliko prek kamere na svojem pametnem
telefonu, da se potem uporabi in naloži sveže slikana slika. Slika se v tem
primeru naloži na Firebase Storage.
Slika 5.35: ChildApp. Med slikami je videti, da je otrok dodal sliko v dokaz,
da je pomil posodo.
Ta je urejen tako, da obstaja mapa, kjer so shranjene slike vseh nalog,
znotraj pa so mape, ki so poimenovane po enoličnih identifikatorjih doku-
mentov nalog v zbirki z nalogami od otroka na Cloud Firestore podatkovni
bazi. Na takšen način je implementirana povezava med nalogo in pa pripa-
dajočimi slikami. Enaka implementacija pridobivanja slik iz Firebase Storage
je prisotna tudi v aktivnosti za podrobnosti o nalogi v aplikaciji za starše Pa-
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rentApp. Razlika je v tem, da starši nimajo možnosti dodajanja slik, lahko
le vidijo, katere slike je dodal otrok.
5.3.8 Fragment Leaderboards
Slika 5.36: ChildApp.Fragment Leaderboards.
Ta vmesnik, ki je implementiran kot fragment glavnih aktivnosti, pa doda
malce tekmovalnosti med otroke. Gre torej za lestvico uspešnosti glede na
količino izpolnjenih nalog, število narejenih korakov in pa število osvojenih
dosežkov, kot je tudi videti na sliki 5.36. Lestvica je implementirana kot se-
znam s pomočjo ReclycerView in prikazuje seznam vseh otrok, ki so zapisani
v zbirki otrok v podatkovni bazi Cloud Firestore. Pri implementaciji tega
vmesnika smo si pomagali z ViewPager2 [23] in pa s TabLayout [24]. Prvi
se uporablja zato, da se lahko s podrsanjem menjavajo pogledi – Tab, drugi
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Slika 5.37: Implementacija TabLayout s pomočjo ViewPager2.
pa seveda za implementacijo več različnih elementov Tab. V našem primeru
je TabLayout [24] sestavljen iz treh elementov Tab, zato je za vsakega pose-
bej treba implementirati svoj Fragment [10]. Razlika med temi fragmenti je
samo v tem, da imajo v seznamu, ki se pošlje v adapter za implementacijo
ReclycerView [13], drugačne podatke. Imena otrok so seveda enaka, podatki
pa se razlikujejo glede na to, ali gre za korake, dosežke ali pa opravljene
naloge. Implementacija je prikazana na sliki 5.37.
5.3.9 Fragment Home tasks
Ta fragment je namenjen malce bolj podrobnemu pregledu nalog, ki jih je
otrok prejel. Vmesnik je prikazan na sliki 5.38. Implementacija tega fra-
gmenta je podobna tisti v fragmentu Leaderboards. Prav tako se torej upo-
rablja ViewPager2 [23] in pa TabLayout [24]. Zopet so prisotni trije fra-
gmenti. Prvi je namenjen pregledu aktivnih nalog, drugi je namenjen pre-
gledu končanih nalog, tretji pa je namenjen pregledu zapoznelih nalog. Se-
znami so implementirani s pomočjo ReclyclerView. Da se naloge v seznamu
ne kopičijo kar v nedogled, je seznam implementiran tako, da so aktivne
naloge vedno prikazane, končane naloge in zapoznele naloge pa izginejo s se-
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Slika 5.38: ChildApp. Fragment Home tasks in pa pregled nad trenutno
aktivnimi nalogami.
znama po tednu dni. Klik na katerokoli izmed nalog pa odpre aktivnost za
podroben pregled nad nalogo, ki sem jih že opisal. Prikazuje jo slika 5.35.
5.3.10 Fragment Requests
Fragment za prošnje je precej podoben fragmentu za prošnje v aplikaciji
ParentApp. Prikazan je kot seznam s posameznimi elementi. Seznam je
implementiran s pomočjo ReclyclerView, elementi pa so predstavljeni kot
kartice – CardView. Za razliko od fragmenta za prošnje v aplikaciji Paren-
tApp imajo otroci za vsako prošnjo eno podrobnost manj, in sicer, od koga
je prošnja prǐsla. Ker seveda vidijo samo svoje prošnje, ta informacija ni po-
trebna. Vidijo pa vse ostale podrobnosti, ki jih vidijo tudi starši v aplikaciji
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Slika 5.39: Implementacija zagona ali pa ustavitve servisa za zaznavanje
korakov ob uporabi stikala
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za starše, torej opis prošnje, tip prošnje, časovni žig nastanka prošnje in pa
stanje prošnje. Otroci imajo tukaj tudi možnost, da ustvarijo novo prošnjo
s klikom na gumb Request, ki je implementiran kot Floating action button
[15]. Ob kliku na ta gumb se odpre enako okno, kot se je v aktivnosti Screen
time ob kliku na gumb Ask for more time, kar je tudi vidno na sliki 5.31. Ob
potrditvi se torej prošnja odda in zapǐse v Cloud Firestore podatkovno bazo,
starši pa prejmejo obvestilo o novi prošnji na svoj pametni telefon. Celoten
postopek se izvede s pomočjo komponent Cloud Firestore, Firebase Cloud
Messaging in Cloud Functions. Nov zapis v bazi sproži Cloud Functions, iz
baze se pobere podatek o žetonih vseh staršev, ki imajo otroka dodanega,
nato pa se s pomočjo Firebase Cloud Messaging pošlje obvestilo na pametne
telefone staršev.
5.3.11 Aktivnost Settings
Fragment je namenjen za nastavitve. V nastavitvah je prisotna ena možnost,
in sicer vklop ali pa izklop štetja korakov v ozadju. Ta nastavitev je dodana
v ta namen, da se lahko malce prihrani pri energiji pametnega telefona. Če
otrok torej miruje in ni v gibanju, nima smisla, da se v ozadju štejejo koraki
in porabljajo dragoceno energijo baterije, zato ima otrok možnost, da izklopi
štetje korakov v ozadju, in s tem prihrani na energiji. Poleg možnosti za
vklop in izklop štetja korakov, pa je prav tako prikazana koda – enolični
identifikator dokumenta o otroku v Firebase podatkovni bazi. Gre za enako
kodo, ki je prisotna tudi v aplikaciji ParentApp za vsakega otroka posebej.
Koda se uporabi, če se želi otroka dodati v aplikaciji ParentApp.
5.3.12 Implementacija delovanja aplikacije v ozadju –
servisi
Med opisovanjem grafičnih uporabnǐskih vmesnikom je bilo večkrat ome-
njeno, da se štejejo koraki v ozadju in da se v ozadju računa, koliko časa
ima otrok še na voljo za uporabo telefona. Omenjeno je bilo tudi, da se v
Diplomska naloga 67
primeru, ko ta čas poteče, telefon ob uporabi določenih aplikacij zaklene.
Servis za nadzor časa uporabe
Ena izmed glavnih funkcij je vsekakor nadzor nad količino časa, ki ga ima
otrok še na voljo za uporabo telefona. Ko tega časa zmanjka, se telefon
zaklene. Zaradi omejitev s strani Androida o delovanju aplikacij v ozadju in
izvajanju servisov [25] smo bili primorani, da se implementacije tega lotimo s
pomočjo ForegroundService [25]. Za Android naprave je sedaj potrebno, da v
primeru nekega servisa, ki teče v ozadju, prikažejo obvestilo o tem izvajanju
uporabniku telefona. To obvestilo je v času izvajanja servisa vedno prisotno.
Implementacija je prikazana na sliki 5.40.
Servis za nadzor časa, ki je še na razpolago za uporabo telefona, se prvič
zažene iz glavne aktivnosti. Problem nastane pri tem, kako vzdrževati servis,
da vedno teče v ozadju, torej, da se ne izklopi v primeru, da bi se zaradi
pomanjkanja virov v napravi za to odločil Android operacijski sistem. V
ta namen smo uporabili BroadcastReceiver [26]. BroadcastReceiver deluje
na podoben način kot LocalBroadcastManager. Gre torej za to, da se v
primeru, ko bi se servis izklopil, pošlje tako imenovan broadcast, ki ga ulovi
BroadcastReceiver in še enkrat zažene servis, in na takšen način skrbi, da
servis vedno teče v ozadju in nadzoruje, koliko časa ima otrok še na voljo za
uporabo telefona.
Koda, ki je prikazan na sliki 5.41, se uporablja iz metode onDestroy(),
poleg tega pa tudi iz metode onTaskRemoved(). Na takšen način se poskrbi,
da se servis ponovno zažene tudi v primeru, ko uporabnik aplikacijo odstrani
iz seznama opravil. V servisu se nastavi obvestilo, ki bo prikazano na napravi
uporabnika. Obvestilo vsebuje podatek o tem, koliko časa ima otrok še na
razpolago, tako da ima nad tem vedno pregled in mu ni potrebno samo zaradi
tega odpirati aplikacije, da preveri koliko časa ima še na razpolago – slika
5.42. Servis ob zagonu pridobi informacije o tem, koliko časa ima otrok
na razpolago za trenutni dan, koliko je pridobil dodatnega časa ter kdaj
je čas za spanje iz Cloud Firestore podatkovne baze. Periodično se izvaja
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Slika 5.40: Zagon Foreground servisa iz glavne aktivnosti.
Slika 5.41: Implementacija pošiljanja s pomočjo metode sendBroadcast, ki
ponovno zažene servis.
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Slika 5.42: ChildApp. Obvestilo, ki je prikazano v času izvajanja servisa.
preverjanje količine časa, ki jo ima otrok še na razpolago. Najprej se izvaja
vsako minuto, ko pa je časa na voljo manj kot minuto, pa se preverjanje izvaja
vsako sekundo. Sproti se posodablja tudi zapis v obvestilu, ki je prikazan na
pametnem telefonu, hkrati pa se informacije o porabljenemu času zapisujejo
tudi v Cloud Firestore podatkovno bazo, zato da imajo v to vpogled tudi
starši na svojem telefonu v aplikaciji ParentApp. Vse skupaj pa ne bi imelo
nobenega smisla, če se servis ne bi zagnal sam od sebe, ko se telefon ugasne
in zopet prižge. Za ta namen prav tako skrbi BroadcastReceiver, ki sem ga
omenil že prej. Treba pa mu je dodati nekaj filtrov, ki ujamejo dogodke, kot
je na primer zagon telefona. Gre za tako imenovan IntentFilter [27], doda pa
ga kar v AndroidManifest [28]. Namera (angl. Intent) je lahko eksplicitna ali
pa implicitna. Razlika je v tem, da programer pri eksplicitni nameri točno
ve, katero Android komponento želi zagnati, pri implicitni pa ne ve točno,
katero komponento želi, ampak se zaveda le akcije, ki jo želi izvesti. Manifest
pa je xml datoteka, v kateri so specificirane glavne podrobnosti o aplikaciji,
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in je potrebna za delovanje vsake aplikacije. V tem primeru smo uporabili
implicitno namero, ki jo prejme BroadcastReceiver in zažene servis za nadzor
nad časom, ki je še na voljo.
Slika 5.43: ChildApp. Aktivnost LockScreen.
Servis se uporablja za doseganje več različnih ciljev. Prvi cilj je seveda,
da se izračunava čas, ki je še na razpolago otroku za uporabo telefona. Ob-
staja pa vprašanje, kaj se zgodi, ko mu tega časa zmanjka. Vedno, ko se
izračuna, koliko časa je še na razpolago, se preveri tudi, če morda ni več nič
časa na razpolago. Če otrok res nima več nič časa na razpolago, se preveri,
katera aplikacija je trenutno v ospredju, torej, katera aplikacija se uporablja.
To se naredi s pomočjo razreda UsageStatsManager [29]. Metoda, ki je vi-
dna na sliki 5.44, nam vrne ime aplikacije, ki je v ospredju, potem pa se to
pošlje še v metodo, ki preveri, če aplikacija spada v kategorijo iger ali pa
socialnih aplikacij. Če to drži, potem je pogoj za zaklenitev zaslona izpol-
njen. Takrat se zažene aktivnost LockScreen (slika 5.43). Otrok ima potem
možnost, da zaprosi za dodaten čas, obstaja pa tudi možnost, da se vpǐse
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geslo, ki ga seveda nastavijo starši v nastavitvah aplikacije ParentApp. Ta
funkcija je namenjena za nujne primere in bo avtomatsko dodala petnajst
minut dodatne uporabe otroku. Marsikdo bi lahko argumentiral, čemu sploh
služi ta aktivnost, če pa lahko otrok samo pritisne tipko na svojem telefonu
za nazaj in se znebi te aktivnosti. Tudi za to je poskrbljeno. Aktivnost je
implementirana tako, da ko je pritisnjena tipka za nazaj, se uporabi metoda
finishAndRemoveTask() [30], ki aktivnost zaključi in jo odstrani iz seznama
opravil, hkrati pa zažene Intent s kategorijo Home. Intent torej odpre Home-
Screen na pametnem telefonu. Vsekakor bi lahko sedaj otrok ponovno odprl
aplikacijo, ki jo je uporabljal prej, vendar ker servis sedaj preverja aplikacijo
v ospredju vsako sekundo, bi se mu takoj zopet pokazal LockScreen in na
takšen način se prepreči nadaljnja uporaba aplikacij iz socialne kategorije in
pa iger. Vedno se bo takoj spet pokazala aktivnost zaklenjenega zaslona,
zato ponovno odpiranje, ki dovoli delovanje aplikaciji za eno sekundo, nima
nobenega smisla za otroka. Na podoben način kot aktivnost za zaklepanje
zaslona, je implementirana tudi aktivnost za zaklepanje zaslona, ko je čas
za spanje. V tem primeru se preverja dva objekta tipa Date [31] s pomočjo
metode after(). Metoda vrne true, če je datum, nad katerim se uporabi me-
toda, kasneǰsi od datuma, ki se ga poda kot parameter metodi. Na tak način
preverimo, če je že čas za spanje. Za razliko od aktivnosti za zaklenjen za-
slon, se čas za spanje preverja ne glede na to, katera aplikacija je v ospredju.
Čas za spanje torej pomeni, da se ne more uporabljati nobene aplikacije več.
Vsako sekundo se torej zopet prikaže podobna aktivnost, kot je na sliki 5.43,
ki otroka opozarja na to, da je čas za spanje. Servis pa se uporablja še v en
namen. Ta namen je preverjanje, če je dosežen kateri izmed dosežkov. Ser-
vis na začetku pridobi tudi podatke o dosežkih med periodičnim izvajanjem
preverja tudi, kakšno je stanje dosežkov, torej, če je kateri izmed dosežkov že
odklenjen. Če so pogoji za katerega izmed dosežkov izpolnjeni, se posodobi
Cloud Firestore podatkovna baza, in sicer se posodobi status tistega dosežka,
prav tako pa se posodobi tudi dodatni čas uporabe pri otroku, in sicer se mu
prǐsteje toliko časa, kot je nagrada za tisti dosežek.
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Slika 5.44: Implementacija pridobivanja aplikacije v ospredju.
Servis za štetje korakov
Drugi servis, ki je izredno pomemben za delovanje aplikacije je servis, ki šteje
število korakov, ki jih je otrok naredil. Ta servis se sprva zažene sam od sebe,
otrok pa ima možnost, da v nastavitvah (angl. Settings) aktivnosti izključi ali
pa ponovno vklopi štetje korakov v ozadju in s tem skrbi tudi za zmanǰsanje
nepotrebne porabe energije iz baterije (slika 5.39). Tudi v tem servisu se
najprej iz Firestore podatkovne baze pridobijo podatki o otroku, pomembno
je na primer, če je v tistem dnevu že naredil določeno količino korakov, da se v
tem primeru novi koraki samo prǐstevajo zraven, namesto da bi šli od začetka,
kar bi bilo narobe. Podobno kot v servisu za nadzor časa uporabe, se tudi
tukaj naredi ForegroundService [25], za katerega potrebujemo vedno prisotno
obvestilo. V tem obvestilu lahko otrok spremlja, koliko korakov je že prehodil.
Servis izvaja štetje korakov periodično in sicer vsako sekundo, kar predstavlja
precej velik zalogaj za baterijo. Prav zaradi tega ima otrok v nastavitvah
možnost izklopiti to štetje korakov, da prihrani energijo, če štetja korakov ne
potrebuje. Za zaznavanje korakov se uporabljata sensorManager [32] in pa
Sensor [33]. Najprej je potrebno kreirati instanco razreda SensorManager,
potem pa s pomočjo tega še Sensor.
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Slika 5.45: Kreiranje SensorManagerja in pa Sensorja.
Na sliki 5.45, je razvidno, da kreiran objekt sensorManager uporabimo za
uporabo metode getDefaultSensor(). Prek parametra torej nastavimo, kateri
senzor želimo. V tem konkretnem primeru torej senzor za detekcijo korakov.
Za tem pa še registriramo poslušalca, kot je prikazano na sliki 5.46.
Slika 5.46: Registracija poslušalca na sensorManager.
Slika 5.47: Metoda, ki se uporabi ob dogodku, ki ga zazna senzor. V
event.values[0] je vedno zapisana enica, kar pomeni, da moramo vrednost
v namen štetja povečati.
Če želimo imeti v glavni aktivnosti vedno prikazane realne korake, je
potrebno to posodabljati s pomočjo razreda BroadcastReceiver. V servisu
periodično pošiljamo tudi sporočilo s pomočjo metode sendBroadcast() , kar
v glavni aktivnosti ulovi BroadcastReceiver. Na takšen način zagotovimo, da
je vedno prikazano trenutno število korakov. Na vsake pol ure pa se število
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prehojenih korakov posodobi tudi v podatkovni bazi Cloud Firestore. Po-
sodobi se dnevno število prehojenih korakov, poleg tega pa tudi vsota vseh
korakov, ki jih je otrok prehodil, odkar so se prvič začeli šteti koraki v aplika-
ciji ChildApp. Ta posodobitev je namenjena fragmentu Leaderboards, kjer se
lestvica sestavi glede na število vseh prehojenih korakov skupaj. Prav tako
kot v servisu za nadzor nad časom uporabe se tudi ta servis uporablja za
preverjanje dosežkov. Natančneje za preverjanje dosežkov, ki so povezani s
številom prehojenih korakov. To pa zato, ker je v tem servisu vedno prisotno
najbolj točno število prehojenih korakov, in takoj, ko otrok prehodi toliko
korakov, kot je potrebnih, da odklene nek dosežek, je ta dosežek odklenjen,
otrok pa si prisluži nagrado v obliki dodatnega časa uporabe. Na tak način
smo tudi želeli motivirati otroke, da bi se čimveč gibali, ker bi si tudi prido-
bili več nagrad oziroma več dodatnega časa za uporabo svojega pametnega
telefona.
Implementacija logike za preprečevanje odstranitve aplikacije
ChildApp
Glavna težava bi seveda nastala v primeru, da bi otrok lahko odstranil apli-
kacijo iz svojega pametnega telefona. V tem primeru vse skupaj ne bi imelo
nobenega učinka in sistemi za nagrajevanje prav tako pa tudi nadzor in štetje
korakov ne bi imeli več nobenega smisla, ker bi bila aplikacija odstranjena.
Dolgo časa smo iskali rešitev. Veliko vprašanje je bilo, kako sploh ujeti do-
godek, ko otrok poskuša odstraniti aplikacijo iz svojega telefona. Prva ideja
je bila s pomočjo razreda DeviceAdmin [34]. Gre za komponento, ki jo je
potrebno vključiti ob namestitvi aplikacije in je neposredno povezana s samo
aplikacijo. DeviceAdmin lahko na primer zaklene zaslon, izbrǐse vse podatke
na telefonu, zahteva gesla ob določenih akcijah in podobno, žal pa je tudi
precej funkcij te komponente zastarelih (Deprecated) in zato niso več upo-
rabne. Ena izmed najbolj pogostih implementacij je bila povezana s tem,
da se ulovi dogodek (slika 5.48), ko želi uporabnik prekiniti povezavo med
razredom DeviceAdmin in pa aplikacijo in da se v tistem trenutku uporabi
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funkcija, ki takoj zaklene zaslon. Govora je o metodi onDisableRequested()
(slika 5.48). Žal se ta metoda ne uporabi, kadar želi uporabnik izbrisati
aplikacijo, pač pa se samo pokaže okence, kjer je treba samo potrditi željo o
prekinitvi povezave z adminom, potem pa se lahko aplikacija izbrǐse. Precej
raziskovanja je bilo potrebnega, da smo našli drugi način in sicer s pomočjo
servisa AccesibilityService [35]. Ta servis ni namenjen doseganju takšnega
cilja in takšnim namenom, za katere smo ga izkoristili mi. Prvovrstno je
torej namenjen za pomoč uporabnikom z določenimi nezmožnostmi.
Slika 5.48: Callback metoda, ki se uporabi, ko se zahteva prekinitev povezave
med razredom DeviceAdmin in aplikacijo.
AccessibilityService sledi dogodkom na telefonu, dogodke pa se lahko ulovi
v metodi onAccessibilityEvent(). Metoda se uporabi, ko pride do konkretnega
dogodka. Med takšne dogodke spada klik tipke za nazaj, zagon aplikacije ter
tudi odprtje kakšnega pojavnega okna, kot je tudi okno, ki se odpre, ko
poskuša uporabnik izbrisati aplikacijo.
Kot je videti na sliki 5.49, najprej preverimo s pomočjo SharedPreferen-
ces, če je bila odstranitev aplikacije dovoljena s strani starša. To se zgodi
takrat, ko otrok poskuša izbrisati aplikacijo, eden izmed staršev pa vpǐse
geslo in s tem dovoli odstranitev aplikacije. Takrat se v SharedPreferences
pod oznako uninstallApproved zapǐse vrednost true, tako da se LockScreen
ne sproži več in je odstranitev aplikacije možna. Če je ta vrednost v Sha-
redPreferences false, pa se najprej preveri tip dogodka, potem pa, če je v
tem dogodku vsebovan niz, ki je prav tako viden na sliki 5.49. Gre namreč
za začetek besedila, ki se izpǐse v oknu za izbris. V tistem trenutku, ko se
zazna to besedilo, se zažene aktivnost LockScreen, ki prepreči otroku, da bi
aplikacijo izbrisal. Tekst “ChildApp” se vsekakor izpǐse v dogodku tudi ta-
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Slika 5.49: Callback metoda, ki se uporabi, ko se zgodi AccessibilityEvent.
krat, ko se aplikacija zažene, kar bi lahko predstavljalo problem. Rešitev je
v tem, da ko se želi aplikacija izbrisati, v dogodku ni samo niz “ChildApp”,
pač pa niz “ChildApp” temu pa sledi vejica in vprašanje, če želimo aplikacijo
res izbrisati. Zato težavo rešimo s tem, da v preverjanju niza v dogodku
dodamo vejico. Preverjamo torej, če se v dogodku pojavi niz “ChildApp,”.
Da še dodatno omejimo delovanje servisa AccessibiltyService v ozadju, hkrati
pa tudi bolj natančno lovljenje dogodkov dodamo v metodo onServiceCon-
nected podatek o tem, na katere pakete (packages) v napravi želimo, da se
metoda onAccessibilityEvent() odzove. V ta namen dodamo med pakete le
com.google.Android.packageinstaller, kar je ime paketa, ki se sproži ob po-
skusu odstranitve aplikacij. 5.50.
Kot je videti na sliki 5.50, se informacija o tem paketu doda le za verzije
SDK, ki so vǐsje od 23 (Build.VERSIONCODES.M). To pa zato, ker za
verzijo SDK 23 dodajanje paketa ni delovalo. Na tej verziji se torej lovi več
dogodkov. Potreben je bil torej kompromis, da je funkcija preprečevanja
izbrisa aplikacije vseeno delovala. Vmesnik, ki se prikaže, ko otrok poskuša
izbrisati aplikacijo je viden na sliki 5.51.
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Slika 5.50: Callback metoda, ki se uporabi, ko se servis zažene.







Razvoj aplikacije je potekal v Android studiu. Android Studio je IDE, ki
je namenjen programiranju za Android OS. Za programiranje v Android
studiu sem se odločil, ker smo se pri predmetu Programiranje specifičnih
platform učili programiranja za Android prav v Android studiu. Pri tem
predmetu sem tudi opazil, da mi je programiranje za Android OS izredno
všeč. Že prej sem večkrat imel željo, da bi programiral kakšno aplikacijo za
Android, moje zanimanje pa je bilo po opravljenem predmetu Programiranje
specifičnih platform še večje. V Android studiu imajo programerji možnost
izbire. Lahko programirajo v Javi ali pa Kotlinu. Ker Kotlina še nisem
poznal, Java pa mi je že takrat bila izredno domača, sem se odločil za slednjo.
Od samega začetka je bilo prisotnih precej težav pri razmǐsljanju. Kako bo
implementirana povezava med obema aplikacijama, ki sta seveda nameščeni
na dveh različnih napravah, kakšno podatkovno bazo bomo uporabili ter
kako bomo implementirali še zaledni sistem za vse skupaj. Programiranje
specifičnih platform nam je dalo malce hitrega vpogleda v možnosti, ki jih
odpira Cloud Firestore. Z dodatno raziskavo pa smo ugotovili, da nam Fire-
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base ponuja vse, kar potrebujemo, na enem mestu: podatkovno bazo, zaledni
sistem ter pošiljanje obvestil na pametne telefone. Firebase je bila zato tudi
naša prva izbira za implementacijo podatkovne baze in zalednega sistema.
V naslednjih podpoglavjih sem na kratko opisal še vse Firebase produkte, ki
sem jih uporabljal za implementacijo aplikacij ChildApp in ParentApp.
6.1.1 Firebase
Firebase [36] je platforma za razvoj mobilnih pa tudi spletnih aplikacij. V re-
snici gre za tako imenovan Backend-as-a-Service - BaaS [37]. BaaS omogoča
razvijalcem, da se osredotočijo na ostale funkcije v svoji aplikaciji, medtem
ko imajo zaledni sistem že pripravljen in ga samo uporabijo v svoji aplikaciji.
Firebase je produkt podjetja Firebase Inc., od leta 2014 dalje pa last Googla.
Uporabili smo nekaj produktov, ki jih Firebase ponuja, celotna platforma pa
ima 19 produktov, katere uporablja več kot 1,5 milijona aplikacij po vsem
svetu.
Realtime Database in Cloud Firestore
Firebase [38] je najprej izdal Realtime Database kot kombinacijo zalednega
sistema in podatkovne baze. V kombinaciji omogočata uporabnikom API,
preko katerega se lahko podatki shranjujejo in sinhronizirajo med vsemi upo-
rabniki, vse skupaj pa je shranjeno na Firebase oblaku. Firestore pa je nasle-
dnica prej omenjene podatkovne baze, ki se razlikuje predvsem po strukturi
podatkov. V Realtime Database, so bili podatki predstavljeni kot drevesa,
medtem ko so v podatkovni bazi Firestore urejeni v zbirke in dokumente, kar
omogoča precej lažje skaliranje.
Cloud Functions
Cloud Functions [39] predstavljajo ogrodje brez strežnika (framework), ki
omogoča poganjanje zaledne kode. Izredno uporabne so še posebej v kombi-
naciji s podatkovno bazo Firestore in sporočanjem Firebase Cloud Messaging.
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Prožijo se lahko ob spremembah v podatkovni bazi, na te spremembe pa se
lahko odzovemo s pošiljanjem sporočil v uporabnikove naprave. Na takšen
način so bile uporabljene tudi v aplikacijah ChildApp in ParentApp.
Firebase Storage
Firebase storage [38] je v bistvu podatkovna baza za shranjevanje slik, ki se
potem uporabljajo v Firebasovih aplikacijah. Firebase Storage je podprt s
strani Google Cloud Storage [40].
Firebase Cloud Messaging
Firebase Cloud Messaging [41], poznan tudi kot FCM, je rešitev za pošiljanje
sporočil in obvestil. Uporablja se v Androidu, iOS in tudi v spletnih aplikaci-
jah. FCM se uporablja za pošiljanje obvestil, bodisi otrokom bodisi staršem,
ko so se zgodile določene spremembe v podatkovni bazi v kombinaciji s Cloud
Functions in Cloud Firestore.
6.2 Strojna oprema
Od strojne opreme, ki je bila uporabljena in ki jo ponuja pametni telefon
z Android OS, bi rad izpostavil še posebej pospeškometer. Uporabljali smo
komponento za detekcijo korakov v servisu za štetje korakov. Sprva smo imeli
v mislih, da bo uporabljen tudi GPS na koncu pa se za uporabo tega nismo
odločili. Glavni razlog je v tem, da bi poraba energije na račun uporabe
GPS-a, bila še večja. Prav tako pa smo imeli občutek, da smo v aplikacijo
ChildApp, v kateri smo sicer imeli namen uporabiti GPS, vnesli že dovolj





Že med samim implementiranjem obeh aplikacij je bilo delovanje vmes pre-
cej preizkušano. Hitro smo opazili, da je programiranje v Androidu precej
podvrženo ”bugom”, kot radi rečemo v računalnǐskem žargonu. Marsikatera
stvar na prvi pogled deluje dobro, ob kakšnem drugačnem načinu uporabe
pa se hitro prikradejo napake, zato je resnično pomembno, da se uporaba
aplikacije preizkusi na vse možne načine. Vsekakor je zaželeno tudi, da se
aplikacije preizkusijo na različnih mobilnih napravah, kajti v vseh ne delu-
jejo na enak način in lahko pridemo do nepričakovanih rezultatov. Veliko teh
odstopanj je posledica različnih verzij Androida, gre za tako imenovan API
Level [42]. Android se prav tako izredno hitro razvija in so metode ter načini,
ki so bili uporabni za programiranje še leto dni nazaj, danes že zastareli in
jih ni več priporočeno uporabljati. Android Studio nas na to opozori tako,
da prečrta kodo, ki jo napǐsemo.
Velikokrat smo imeli med implementacijo opravka z zastarelim načinom
programiranja. Kako hitro se Android razvija, smo opazili še posebej zato,
ker določeni načini programiranja, ki smo se jih naučili lansko leto pri pred-
metu Programiranje specifičnih platform, niso več zaželeni in so označeni kot
Deprecated (slika 7.1). Predvsem pri uporabi servisov za opravljanje dela, ko
je aplikacija v ozadju, je prǐslo do precej velikih sprememb, na katere se je
bilo treba privaditi. Konkretno testiranje je bilo sprva opravljeno na napravi
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Slika 7.1: Primer uporabe kode, ki je zastarela in jo Android Studio označi
kot Deprecated.
Huawei P20 Pro, vmes pa je bil v uporabi tudi emulator v Android Studiu,
aplikaciji pa sta bili preizkušeni tudi na nekaj drugih mobilnih napravah.
Hitro so se pojavila kakšna manǰsa odstopanja, še posebej pri vizualnem iz-
gledu. Včasih je bilo precej težko prilagoditi grafični uporabnǐski vmesnik
tako, da je na vseh napravah izgledal, kot smo si sprva zamislili. Precej težav
je bilo tudi z veliko porabo energije iz baterije v pametnih telefonih. Z ome-
jevanjem izvajanja servisa v ozadju za štetje korakov smo malce pripomogli
k temu, da je bila poraba baterije v tem primeru manǰsa. Glede drugega
servisa, ki se v aplikaciji ChildApp uporablja za izračunavanje preostalega
časa uporabe, smo poskušali razmisliti, kako bi lahko delovanje tega servisa
čimbolj minimizirali in hkrati obdržali glavno funkcijo. Odločili smo se, da
bo servis vsako sekundo preverjal le v primeru, ko ima otrok na voljo še čisto
malo časa za uporabo telefona, natančneje ko ostane še pet minut. Omejili
smo tudi pridobivanje podatkov iz Cloud Firestore podatkovne baze, da bi se
podatki posodobili kar se da redko, torej v idealni situaciji samo takrat, ko
je to potrebno. Seveda je to težko doseči. Drugi problem, na katerega smo
naleteli, je bil specifičen za mobilno napravo, vendar smo bili prepričani, da
je precej verjetno, da se to pojavi tudi pri kakšnih drugih mobilnih napravah.
Opazili smo, da če je v nastavitvah v mobilnem telefonu za aplikacijo Chil-
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dApp označeno avtomatsko upravljanje z aplikacijo (uravnavanje delovanja
v ozadju, zagona aplikacije ob zagonu telefona), da se aplikacija ni zagnala
ob zagonu telefona, kot bi se morala s pomočjo razreda BroadcastReceiver
[26], kot je to opisano v poglavju Servis za nadzor časa uporabe. Operacijski
sistem Android je z vsako novo izdano verzijo izdal še strožje ukrepe glede
porabe energije in dodeljevanja virov posameznim aplikacijam, zato se vse
bolj pogosto dogaja, da sam operacijski sistem zaključi procese v ozadju in
izvajanja aplikacij, če se te ne uporabljajo dovolj pogosto. Dogodke, ko ope-
racijski sistem zaključi proces, je skoraj nemogoče ujeti, ker se ne uporabi
metoda onDestroy(), ki se sicer vedno uporabi, ko se zaključi kakšna aktiv-
nost, fragment ali pa servisi. Omejitve porabe virov so vsekakor smiselne,
kajti moderne aplikacije bi vse želele uporabiti čimveč virov, ki jih ima na
razpolago pametni telefon, iz stalǐsča programerja pa to predstavlja veliko
oviro, kar je bilo opaženo tudi med implementacijo. Če izvzamemo težave, ki
so se pojavljale glede porabe baterije in klasičnih ”bugov”, smo s končnim iz-
delkom zadovoljni. Vsekakor se zavedamo, da je približanje aplikacij, ki tudi
omejujejo uporabo telefona otrokom precej težko, vendar smo prepričani,
da bi tudi ostali, ki bi to preizkusili hitro spoznali, da gre za sistem, ki je
pravičen in ki ni primarno namenjen omejevanju uporabe telefona otroku,




Med implementiranjem obeh aplikacij, smo se naučili marsičesa novega. Treba
se je bilo zelo poglobiti v marsikatero komponento operacijskega sistema An-
droid. Hitro smo spoznali tudi, da je precej težko ustvariti takšno aplika-
cijo, ki ima lahko nadzor nad celotnim pametnim telefonom, seveda zaradi
varnostnih razlogov, zato da ne bi bilo mogoče narediti kakšne zlonamerne
aplikacije, ki bi lahko ugrabila telefon in na takšen način preprečila uporab-
niku nadaljnjo uporabo. Android se razvija precej hitro, zato je potrebno
sprotno učenje programerjev, ki si želijo dlje časa programirati v Androidu,
ker lahko sicer koda, ki so jo napisali, hitro zastara in ni več uporabna. Po
eni strani to predstavlja precej veliko oviro, po drugi strani pa je to velik
izziv, ki neprestano sili v to, da se že obstoječe implementacije predelajo in
izbolǰsajo, hkrati pa se gradi tudi na znanju.
Želja po spodbujanju otrok k temu, da bi se več fizično gibali in manj
časa preživeli pred zasloni pametnih telefonov ali pa računalnikov in televizij,
bo vedno prisotna, še posebej s strani staršev. Z vso zabavno tehnologijo,
igrami in aplikacijami za povezovanje na socialnih omrežjih, je otroke vse
težje prepričati, da bi odložili svoje telefone. Zato bodo takšne aplikacije,
ki bi spodbujale gibanje na tak način, da bi malce omejevale uporabo tele-
fona otroku, hkrati pa za nagrado omogočile prav nasprotno, zelo zaželene.
Na svetovnem trgu zaenkrat takšnih aplikacij še ni veliko, kot je opisano
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tudi v poglavju 3, zato so vse možnosti za nadaljnji razvoj še odprte. Ve-
liko senzorjev na mobilnih napravah se lahko še bolje izkoristi v ta namen,
tudi s pomočjo računalnǐskega vida, ki bi lahko konkretno zaznaval telovadbo.
Otroci bi lahko bili v prihodnosti v aplikaciji, kot je ChildApp, tudi na takšen
način nagrajeni z dodatnim časom uporabe pametnega telefona. Vsekakor si
ne želimo, da bi diplomska naloga predstavljala zaključek razvoja aplikacij
ChildApp in ParentApp. Že sedaj nam je ostal v mislih cel kup idej, ki bi se
še lahko vključile v aplikaciji, da bi se njun namen še bolj konkretno dosegel
in poudaril. Aplikaciji imata še precej možnosti nadaljnjega razvoja, zato si
želimo, da bi se razvoj nadaljeval tudi z naslednjimi verzijami. Tukaj so v
ospredju predvsem možnosti, da bi se v aplikacijo vključilo še kakšne druge
senzorje na pametnemu telefonu. Ena izmed idej, ki nam je ni uspelo im-
plementirati že v tej verziji, je povezana z računalnǐskim vidom. Razmǐsljali
smo o tem, kako bi preko kamere pametnega telefona zaznavali, da otrok na
primer opravlja počepe ali pa kakšen drug način telovadbe. Tako bi si lahko
otroci za opravljeno določeno število počepov prav tako prislužili nagrado v
obliki dodatnega časa za uporabo pametnega telefona. Idej je torej še precej,
na trgu pa takšnih aplikacij ni veliko, kar je vsekakor idealna priložnost za
nadaljnji razvoj aplikacij ChildApp in ParentApp.
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