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Tato práce pojednává o metodách zobrazení stínů, jejich analýze a implementaci v rozhraní
DirectX 11. Teoretická část popisuje historický vývoj použití stínů v 3D aplikácích a jedno-
tlivé algoritmy pro výpočet stínů. V rámci práce jsou na demonstrační aplikaci porovnány
z hlediska výkonu, náročnosti implementace a kvality výstupu 2 varianty algoritmu shadow
mapping pro všesměrová světla - s využitím cube mappingu a parabolické projekce, každá
s pěti různě optimalizovanými implementacemi.
Abstract
This work discusses shadowing methods, analyses them and describes implementation in
DirectX 11 API. Theoretical part describes historical evolution of shadow usage in 3D appli-
cations and also analyzes shadowing algorithms. This work compares 2 variants of shadow
mapping algorithm for omnidirectional lights, based on cube mapping and paraboloid pro-
jection, on demo application using quality, performance and implementation aspects.
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V realite by bolo ťažké si predstaviť, že by predmety vystavené svetlu nevrhali tiene. Tiene
sú práve to, čo nám dáva predstavu o polohe telies v priestore a ich vzájomnej polohe.
Práve tento aspekt správania svetla sa snažíme uplatniť aj v 3D grafike.
Výpočet tieňov v počítačovej grafike je už dlhé roky predmetom skúmania, nakoľko
ich spracovanie v 3D grafike v reálnom čase je sprevádzané nezanedbateľnou penalizáciou
na výkone. Jedná sa o metódy počítané globálne pre celú scénu a obvykle na niekoľko
prechodov, preto musí byť kladený dôraz na ich efektívnu implementáciu.
V tejto práci sú popísané a postupne implementované vybrané algoritmy pre zobrazova-
nie tieňov v scéne, pričom sú zhodnotené ich vlastnosti, výkon a náročnosť implementácie
v rozhraní DirectX 11. Pre tento účel bolo treba vytvoriť aplikáciu, ktorá tieto algotirmy
implementuje, a pomocou ktorej by bolo možné vykonať merania a posudzovať kvalitu
tieňov vytvorených jednotlivými metódami.
Práca sa zameriava aj na porovnanie rozhraní DirectX ako proprietárneho štandardu,
a OpenGL ako otvoreného API, a to z hľadiska programátorského ako napr. zložitosť zápisu
rovnakých algoritmov, a užívateľského - výkon algoritmu pod jedným či druhým rozhraním
či veľkosť výsledných binárok.
V úvode sa zameriavam na historický vývoj použitia tieňovacích metód vzhľadom na
možnosti grafických adaptérov počas ich vývoja - či už prvotné s neprogramovateľnou pi-
peline, alebo súčasné akcelerátory s programovateľným reťazcom. Sú tu taktiež popísané
jednotlivé typy svetiel a ich vlastnosti.
Kapitola číslo 2 analyzuje jednotlivé algoritmy zobrazovania tieňov, ich modofikácie či
varianty. Tretia kapitola popisuje analýzu a návrh aplikácie, požiadavky na jej funkčnosť
a výstup, ako aj problémy spojené s implementáciou v rozhraní DirectX, vrátane shaderov.
Kvalitatívne a výkonnostné testy sú popísané v kapitole 6. Taktiež sú tu vyhodnotené
výsledky jednotlivých meraní a porovnaní implementovaných metód. Záver práce hodnotí
jednotlivé metódy na základe výsledkov meraní.
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Kapitola 2
Tiene v 3D aplikáciach
V tejto kapitole je popísaný vývoj použitia tieňov v hrách a 3D aplikácich v rôznych obdo-
biach vývoja grafických akcelerátorov.
V tradičnom poňatí syntézy obrazu ak označíme určitú oblasť, že sa nachádza v tieni,
znamená to, že existuje určitý povrch alebo teleso, ktoré sa nachádza medzi zdrojom svetla
a sledovanou oblasťou.
Tieň neznamená nutne len tmavšiu oblasť - v scéne sa môžu objavovať aj farebné tiene.
Napr. ak máme v scéne dva zdroje svetla s rôznou farbou - pokiaľ jeden objekt vrhá tieň,
stále môže do tieňa dopadať svetlo z druhého zdroja. [35]
Obrázok 2.1: Tiene - terminológia, prevzaté z [32]
Podľa toho, z ktorých zložiek tieň pozostáva, ich delíme na tvrdé (hard shadows) - len
umbra, a mäkké - umbra aj penumbra. Výsledok závisí od použitého algoritmu pre výpočet
tieňov ako aj povahy svetelného zdroja. [2]
2.1 Historický vývoj
Použitie tieňov v hrách aj v súčasnej dobe veľmi záleží od výkonu grafickej karty, nakoľko
ich vykreslenie vyžaduje často niekoľko prechodov (ako bude popísané v ďalších kapitolách).
Použitia tieňov v hrách by sa z historického hľadiska dalo rozdeliť na 2 obdobia - a to
na akcelerátory s neprogramovateľnou pipeline od roku 1995, ktorý býva považovaný za
začiatok éry grafikcých čipov pre hráčsky trh1, a na obdobie akcelerátorov s programovateľ-
1podľa: pctuning.cz/hardware/graficke-karty/4743-historie spolecnosti vyrabejicich 3d cipy-dil i-3dfx
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ným grafickým reťazcom, datované od roku 2001 s vydaním kariet nVidia GeForce3 a ATi
Radeon 8500 [19].
2.1.1 Fixed-function pipeline (1995-2000)
Pre akcelerátory z tohto obdobia je charakteristické:
• Neprogramovateľná pipeline, grafické efekty tvorené len množnou parametrizovateľ-
ných funkcií, ktoré boli implementované priamo v hardware [28]
• Transformácie vrcholov realizované na CPU (s výnimkou GeForce 256 a GeForce2,
ktoré podporujú T&L [30])
• Nemožnosť realizovať osvetlenie per-pixel, nakoľko grafická pipeline interpoluje farby
počítané vo vrcholoch
• Rendering do textúry je z hľadiska výkonu náročná operácia (kvôli povahe zbernice),
navyše nie každý akcelerátor ju podporuje [28, 11]
Obrázok 2.2: Chronologický vývoj presunu operácii realizovaných procesorom na grafický
akcelerátor, posledný stĺpec predstavuje GeForce 256, prevzaté z anandtech.com
Ako vidno na obrázku 2.2, prvé akcelerátory urýchľovali iba rasterizáciu, napr. 3dfx
Voodoo, neskôr sa procesor odľahčil aj od zostavovania primitív - medzi prvými napr.
nVidia Riva 128. Neskôr pribudla možnosť aplikovať viacero textúr v jednom prechode
(multitexturing) - nVidia Riva TNT2 [28].
Vyhľadom na relatívne nízky výkon akcelerátorov v tomto období (v podovnení s dneš-
kom) a chýbajúcou podporou v hardware a software boli dynamické tiene v hrách skôr
raritou. Obrázok 2.3 demonštruje implementáciu shadow mapping algoritmu s použitím
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Obrázok 2.3: Shadow mapping v DirectX7, prevzaté zo software.intel.com
DirectX7, no výkon takéhoto riešenia by bol pre hry nedostatočný (11FPS na jednoduchej
scéne), viď obrázok 2.3.
Nakoľko pipeline neumožňovala výraznejšiu kontrolu osvetlenia, požívali sa tzv. light
mapy. Sú to predpočítané štruktúry, ktoré uchovávajú osveltenie povrchu telesa. Autorom
tejto metódy je John Carmack, pričom poprvýkrát bola táto technika použitá v hre Quake
(1996). Táto metóda bola populárna najmä vďaka rastúcemu počtu grafických kariet pod-
porujúcich multitexturing [34].
Obrázok 2.4: Aplikácia light mapy na textúru, prevzaté z [4]
Dynamické tiene v hrách sa začali objavovať až koncom éry fixed-function pipeline.
Jednou z najvýznamnejších je opäť dielo id Software a Johna Carmacka - Quake 3 Arena
(1999), ktorá implementovala dynamické tiene algoritmom stencil shadow volumes vďaka
stencil bufferu, ktorý prišiel so štandardom DirectX verzie 6, viď obr. 2.5a. Tieňované však
boli len niektoré objekty ako napr. bedne s nábojmi či niektoré zbrane. Požívala sa tiež
technika planar shadows, krotá spočíva v premietaní telesa na plochu, viď kapitola 3.1.
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(a) Shadow volumes v Quake 3 Arena (b) Depth-fail shadow volumes v Doom 3
Obrázok 2.5: Tiene v hrách od id Software
2.1.2 Programovateľná pipeline (2001-súčasnosť)
Začiatok éry kariet s programovateľnou pipeline sa datuje do roku 2001, kedy boli uve-
dené karty ATi Radeon 8500 a GeForce3 s podporou DirectX 8. Novinkou bola hardvérová
podpora pre metódu shadow mapping v podobe tzv shadow buffera. Neskôr s príchodom Di-
rectX9 grafických kariet bolo možné renderovať do viacerých textúr naraz (multiple render
targets), čo je vhodné napr. pri použití metódy deferred shading.
Jedným z prvých herných enginov tohto obdobia, ktorý implementoval shadow mapping,
bol Torque engine v hre Tribes 2 (2001) napísaný v DirectX8 a OpenGL, ako možno vidieť
na obrázku 2.6
Obrázok 2.6: Shadow mapping v hre Tribes 2
V roku 2004 sa objavila hra Doom 3, ktorá poprvýkrát implementovala algoritmus sha-
dow volumes metódou depth-fail, známou tiež ako Carmac’s reverse [14], viď obrázok 2.5b.
Na rozdiel od Quake 3, kde sú tiene skôr nenápadná dekorácia, sú v Doom 3 počítané tiene
pre každý objekt v scéne. Hra sa práve kvalitou dynamických tieňov ako aj náročnosťou na
konfiguráciu systému stala po dlhú dobu meradlom výkonu v recenziách hardware [14].
DirectX verzie 10 (2006) priniesol nový druh shadera - geometry shader, pomocou kto-
rého je možné generovať do scény nové primitíva. Využiť sa však dá aj pri tvorbe kubickej
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tieňovej mapy, ktorá sa dá s použitím geometry shadera vytvoriť v jednom prechode na-
miesto 6-tich.
2.2 Typy svetiel
V 3D grafike definujeme niekoľko základných typov svetiel podľa tvaru a smeru vyžarovania.
(a) Smerové svetlo (b) Svetlo typu reflektor (c) Všesmerové bodové svetlo
Obrázok 2.7: Typy svetiel, prebraté z toymaker.info, ozone3d.net
2.2.1 Ambienté svetlo
Tzv. ”všadeprítomné”svetlo. V reálnom svete sa svetlo od objektov odráža, a preto aj
objekty, ktoré nie sú osvetlené priamo, sú takýmto spôsobom osvetlené nepriamo. Pripomína
osvetlenie po západe slnka [25].
Hodnota ambientného svetla býva pripočítaná k hodnote spočítanej ďalším osvetľova-
cím/tieňovacím modelom.
2.2.2 Smerové svetlo
Jadná sa o základný typ svetla predstavujúce svetlo prichádzajúce ”odvšadiaľ”. Typicky sa
týmto spôsobom modeluje veľmi vzdialený svetelný zdroj, napr. Slnko. Lúče tohto svetla sú
vedené paralelne. Smerové svetlo je teda charakterizované len smerovým vektorom d(x,y,z),
viď obrázok 2.7a.
Na rozdiel od bodového svetla či reflektoru sa pri modelovaní smerového svetla používa
paralelná projekcia namiesto perspektívnej [25].
2.2.3 Reflektor
Svetlo typu reflektor je najčastejšie používaným typom svetla v 3D hrách, napr. ako baterka,
viď obrázok 2.8. Vyžaruje svetlo v tvare kužeľa, ktorý sa pre väčšiu vierohodnosť skladá
obvykle z dvoch kužeľov - vonkajšieho a vnútorného [25].
Parametrami reflektoru je jeho poloha v priestore p(x,y,z), vektor smeru kužeľa (resp.
kužeľov) spotDir(x,y,z), uhol α a β vnútorného resp. vonkajšieho kužeľa, ako vidno na
schéme 2.7b. V praxi sa ale požívajú priamo hodnoty cos týchto uhlov, nakoľko v shaderi
sme veľmi rýchlo schopní získať cos uhla, pod ktorým je pixel videný z pohľadu svetla - stačí
prenásobiť vektor spotDir s vektorom lightDir, ktorý smeruje od svetla na osvetľovaný
pixel. Na základe veľkosti cos uhlu určíme, či patrí do vnútorného kužeľa, kde je pixel
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plne osvetlený, do vonkajšieho - tam nastáva tzv. falloff - smerom von intenzita osvetlenia
rapídne klesá, alebo je pixel z tohto zdroja neosvetlený.
Obrázok 2.8: Sú hry, ktoré sa bez baterky prejsť nedajú - demonštrácia svetla typu reflektor
v hre Doom 3, prevzaté z frictionlessinsight.com
2.2.4 Všesmerové bodové svetlo
Všesmerový sférický bodový zdroj svetla, vyžarujúci do celého priestoru, ako dokladuje
obrázok 2.7c. Charakterizovaný je predovšetkým polohou p(x,y,z).
Takýto typ svetla je však v hrách veľmi ojedinelý, a pokiaľ sa aj vyskytuje, nie je obvykle




Jeden z najzložitejších a stále skúmaným fenoménom počítačovej grafiky zobrazovanej v re-
álnom čase je práve rýchly výpočet tieňov v scéne. Pre aplikácie ako počítačové hry sú tiene
problematické z dôvodu ich globálnej povahy - na určenie, či je pixel v tieni alebo nie, je po-
treba skontrolovať veľké množstvo potenciaálnych objektov, ktoré môžu svetlu stáť v ceste,
nehovoriac o tom, že v scéne sa môže nachádzať viacero svetelných zdrojov [8].
3.1 Planar projection shadows
Jedná sa o jednoduchú dvojprechodovú tieňovaciu metódu, pri ktorej sa teleso pomocou
špeciálnej projektívnej transformačnej matice premieta na rovinu.
Uvažujme situáciu ako na obrázku 3.1:
Obrázok 3.1: Svetelný zdroj l vrhá tieň na rovinu. Vrchol v je premietaný na bod p ležiaci
na tejto rovine. Vľavo je rovina y = 0, napravo rovina pi s predpisom pi : n · x + d = 0.
Prebraté z [3]
Najprv bude odvodená projekčná matica pre špeciálny prípad roviny y = 0. Na základe
podobnosti trojuholníkov na ľavej časti obrázka 3.1 dostaneme:
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px − lx







Podobným spôsobom dostaneme aj z-súradnicu:
pz =
lyvz − lzvy
ly − vx (3.2)
Z týchto súradníc zostavíme transformačnú maticu M (y-súradnica je nulová):
M =

ly −lx 0 0
0 0 0 0
0 −lz ly 0
0 −1 0 ly
 (3.3)
Je jednduché overiť, že M · v = p, takže sa naozaj jedná o projekčnú maticu. Túto
projekčnú maticu rozšírime tak, aby vedela premietať v na p, pričom p leží na lubovoľnej
rovine pi : n · x+ d = 0. Výsledkom je rovnica premietnutého bodu p a matice M:
p = 1− d+ n · l
n · (v− l) · (v− l) (3.4)
M =

n · l+ d− lxnx −lxny −lxnz −lxd
−lynx n · l+ d− lyny −lynz −lyd
−lznx −lzny n · l+ d− lznz −lzd
−nz −ny −nz n · l
 (3.5)
Pre vykreslenie tieňa pre dané teleso na určitú plochu treba pre každý vrchol v spočítať
transformačnú maticu Mv a prenásobiť ňou súradnice vrchola. Vyfarbením tmavou farbou
získame požadovaný tieň. V praxi sa stáva, že je polygón vplyvom nepresností vykreslený
pod zobrazovanú plochu, preto je nutné výsledok korigovať. Jednou z metód korekcie je
vykresliť najprv tieň telesa, následne plochu, na ktorú je teleso premietané, pričom jej po-
loha bude korigovaná nejakou malou hodnotou δ tak, aby nenastala ilúzia, že je tieň napr.
zobrazený nad rovinou. Druhá, elegantnejšia metóda, spočíva v opačnom poradí vykresľo-
vania - najrpv sa vykreslí rovina, potom sa vypne testovanie hĺbky (Z-test) a vykreslí sa
tieň telesa bez korekcie, ktorý bude nakreslený priamo na rovine.
Ďalším problém môže vzniknúť, pokiaľ tieň padá za hranice roviny. Tu si dokážeme
pomôcť stencil bufferom - vykreslí sa najprv plocha na obrazovku a do stencil buffera,
následne sa sa vypne Z-buffer a kreslí sa tieň len na miesta, kde je viditeľná rovina na ktorú
sa premietalo.
Medzi nevýhody tejto metódy patrí fakt, že tieň môže byť zobrazovaný len na rovinu
a nie iný druh povrchu. Taktiež nutnosť počítať transformačnú maticu pre každý jeden
premietaný vrchol. Takto tieňované telesá navyše môžu byť jedine nepriehľadné, ináč vzniká
problém, ktorý je možné čiastočne riešiť opäť použitím stencil buffera (inkrementovaním
zabránime, aby sa na pixel vykresľovalo viac ako raz). Ďalšou nevýhodou je nemožnosť tzv.
self-shadowingu - teleso touto metódou nie je schopné vrhať tieň samo na seba. Taktiež
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je predpoklad, že zdroj svetla leží nad najvyšším (vzhľadom na polohu svetla) vrcholom
telesa. V opačnom prípade by sa generovala geometria niekde mimo premietanú rovinu.
Výkon planárnej tieňovacej metódy je možné zvýšiť napr. použitím jednoduchých verzií
modelov určených špeciálne pre vykreslenie tieňov [3, 32, 6].
3.2 Shadow mapping
Algoritmus shadow mapping vynašiel Lance Williams v roku 1978. Princípom je použitie
z-buffera, pričom v prvom prechode sa scéna renderuje nie z pohľadu kamery, ale z pohľadu
svetla a uloží sa hĺbka každého pixelu viditeľného z pozície svetla do tzv. shadow mapy.
V druhom vykreslovacom prechode, tentoraz z pohľadu kamery, je hĺbka aktuálneho pixelu
porovnaná s hĺbkou uloženou v shadow mape. Pokiaľ je hĺbka pixelu väčšia než odpovedajúci
údaj v hĺbkovej mape, znamená to, že je pixel v tieni.
Obrázok 3.2: Vľavo - shadow mapa vyrenderovaná z pozície svetla, vpravo - výsledná scéna
so správne aplikovanou shadow mapou. Prebraté z [3]
Prvý prechod je obvykle realizovaný buďto len s ambientným svetlom alebo úplne bez
osvetlenia pre šetrenie výkonom. Výhodou je, že pokiaľ používame statické objekty ktoré sa
nepohybujú, môžeme mapu vygenerovať raz a používať až do doby, kým sa scéna nezmení.
V druhom prechode sa vrchol transformuje nielen podľa transformačnej matice kamery,
ale kvôli získaniu jeho hĺbky vzhaľadom na svetlo aj transformačnou maticou svetla. V pixel
shadery sa po interpolácii porovná hodnota získaná z shadow mapy a transformácie podľa
matice svetla. Tu však nastáva problém s presnosťou. Pokiaľ by nebola aplikovaná korekcia
hĺbky, výstup by vyzeral ako na obrázku 3.3a.
Tento problém je spôsobený limitovanou presnosťou z-buffera a nazýva sa z-fighting. Z-
buffer uchováva hodnoty v rozsahu 0−1 s presnosťou 24−32 bitov. Z-fighting nastáva, keď
sú dve primitíva tak blízko pri sebe, že vďaka limitovanej presnosti z-buffera sa ich hĺbka
po prejekcii javí ako zhodná. Nakoľko sa hodnota farby bodu na obrazovke vyberá práve
z pixelu ktorý je najbližšie pozorovateľovi, po hĺbkovom teste môže dôjsť k artefaktom ako
na obrázku 3.3b.
V poňatí shadow mappingu sa jedná o zlyhanie porovnania hodnoty z hĺbkovej mapy a
hĺbky vykresľovaného pixelu transformovaného do pozície svetla, ktorý je chybne označený
neviditeľný z pozície svetla napriek tomu, že je osvetlený.
Pri použití perspektívnej projekcie sa hodnoty hĺbky nemenia lineárne naprieč pohľado-
vým oknom. Najpresnešie hodnoty sú pri blízkej orezovej rovine, a teda s rastúcou hĺbkou
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(a) Tzv. chybný self shadowing, vrhanie tieňa na
seba
(b) dve plochy (červená a žltá) vzdialené od seba
o veľmi malú vzdialenosť
Obrázok 3.3: Z-fighting - problém nepresnosti z-buffera
telesa vzhľadom na polohu voči svetlu klesá presnosť Z-buffera. Aby sme udržali relatívne
vysokú presnosť, je vhodné nastaviť blízku orezovú rovinu čo najbližšie k objektom scény,
t.j. pokiaľ je najbližší objekt vzdialený 10 jednotiek od polohy svetla, nie je vhodné nastaviť
blízku orezovú rovinu na 0.1. Problém to však úplne neodstráni [5].
Riešením je pripočítať malú hodnotu , tzv. bias k hĺbke vypočítanej po transformá-
cii maticou svetla pred samotným porovnaním, čo spôsobí posun hĺbky smerom k blízkej
orezovej rovine. Pre  neexistuje univerzálna hodnota, je nutné ju určiť experimentovaním.
Napr. filmové štúdiá strávia celé dni hľadaním týchto konštánt snímok po snímku, aby sa
vyhli artefaktom v tieňoch [26].
Iný prístup ako zamedziť artefaktom pri shadow mappingu je použitie techniky popí-
sanej v [24]. Táto metóda spočíva v použití prioritného buffera, tzv. p-buffera, namiesto
hĺbkového buffera, v ktorom sa ukladajú celočíselné identifikátory polygónu, ktoré sú cez
tento fragment vykresľované. Namiesto porovnávania hodnôt s plávajúcou desatinnou či-
arkou sa porovnávajú celočíselné hodnoty, čím úplne odpadá použitie korekčnej hodnoty
. Ak sa identifikátor v p-bufferi zhoduje s identifikátorom fragmentu, je fragment osvet-
lený, v opačnom prípade je v tieni. Problémom je však zdieľanie hrán - jedna hrana patrí
dvom susediacim polygónom s rôznymi identifikátormi. To sa dá odstrániť získaním 4-okolia
z p-buffera, pričom pokiaľ sa identifikátor fragmentu nájde medzi štvoricou identifikátorov
získaných z p-buffera, je fragment považovaný za osvetlený. Pokiaľ je polygón príliš malý
a v p-buffri preň neexistuje záznam (alebo z dôvodu napr. nízkeho rozlíšenia p-buffra), ne-
bude nikdy osvetlený. Vtedy sa môže použiť hybridný prístup - najrpv test v p-buffri, a ak
zlyhá tak sa použije shadow mapa [24, 3].
Kvalita tieňov získaných shadow mappingom je tiež jedným z problémov tejto metódy.
Pri použití bodového vzorkovania sú výsledné tiene veľmi ”kockaté”. Tento jav sa dá do
istej miery potlačiť zvýšením rozlíšenia shadow mapy, ako vidno na obrázku 3.4.
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Obrázok 3.4: Vplyv rozlíšenia shadow mapy na kvalitu tieňov. Prebraté z [5]
Príčina tejto zubatosti je práve v nedostatočnom navzorkovaní objemu, ktoré pokrýva
svetlo. V prípade nízkeho rozlíšenia je objem pripadajúci na jeden texel väčší, a teda kvalita
tieňov bude nižšia, nakoľko viacero fragmentov bude referencovať rovnaký texel v shadow
mape. Tento ”neduh”shadow mappingu je viditeľný najmä na okrajoch tieňov [5].
Riešením je napr. použiť filtrovaciu techniku tzv. PCF (Percetage Closer Filtering),
popísanej v [31]. Pokiaľ je výsledný pixel v tieni a ostatné pixely okolo neho sú tiež v tieni,
bude sa pixel pravdepodobne nachádzať v umbre, no pokiaľ sa okolo neho nachádzajú
osvetlené pixely, je vhodné vyjadriť, ako blízko sa k týmto osvetleným pixelom nachádza. To
má za výsledok jemnejšie okraje tieňov. Čím viac pixelov v okolí testujeme, tým je výsledok
jemnejší, viď obrázok 3.5. PCF sa počíta ako aritmetický priemer hodnôt výsledkov testov
na porovnanie, či daný fragment leží v tieni alebo nie [31, 5].
Obrázok 3.5: Filtrácia shadow mapy. Úplne vľavo bez filtrácie, uprostred PCF počítané
z okolia 1 vzorku s bilineárnou filtráciou shadow mapy (teda 4 texelov), napravo počítané
z okolia 16-tich pixelov. Prebraté z [5]
3.2.1 Shadow mapping pre všesmerové svetlá 6-prechodovou metódou
Všesmerové bodové svetlo vyžaruje, ako vyplýva z jeho definície, do celého priestoru scény,
pričom pokiaľ chceme aplikovať tiene v scéne s takýmto typom svetla, je nutné vytvoriť
shadow mapu pokrývajúcu kompletný záber pohľadu svetla - a to po každej z polosí +x,
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-x, +y, -y, +z, -z. Takýmto spôsobom si iteratívne vytvoríme hĺbkovú kubickú textúru, tzv.
cubemapu, ktorá bude obsahovať všetkých 6 textúr, viď obr. 3.6. Textúra typu cubemap je
podporovaná ako v OpenGL, tak v DirectX [18].
• Kamera (resp. jej transformačná matica) nastavená na príslušnú polos z pohľadu
svetla
• Nastaviť renedring do príslušnej steny cubemapy
• Vyrenderovať scénu (s uložením hĺbky)
Obrázok 3.6: Cube mapa - indexy odpovedajúce jednotlivým osiam. Prebraté z notjust-
code.it
Vzorky sa z cubemapy získavajú 3-zložkovým normalizovaným vektorom ukazujúcim od
stredu kocky smerom von. Ten získame rozdielom polohy pixelu a polohy svetla v koordi-
nátoch scény, nakoľko stred kocky je zhodný s polohou svetla [18].
Túto metódu je možné modifikovať s využitím geometry shadera tak, že shadow mapa
je vygenerovaná len v jednom prechode
Geometry shader dostane ako parametre 6 transformačných matíc, pričom vrchol kaž-
dého primitíva prenásobí postupne všetkými šiestimi maticami. Takýmto spôsobom sa síce
vygeneruje 6x viac geometrie ako má scéna, no rasterizér sa postará o jej zahodenie [16].
3.2.2 Dual-paraboloid shadow mapping
Dvojprechodová metóda využívajúca parabolickú projekciu. Poprvýkrát bola popísaná v roku
1998 v [23]. Jedná sa o vylepšenie sférickej metódy, ktorá poskytovala nedostatočnú kvalitu
zobrazenia tieňov.
V tejto metóde je priestor okolo svetelného zdroja rozdelený na dve polovice - polpries-
tory.






· (x2 + y2) pre x2 + y2 ≤ 1 (3.6)
Každý vrchol v scéne musí byť premietnutý na povrch paraboloidu. Tento proces popi-
suje obrázok 3.8
Je nutné vypočítať súradnice premietnutého bodu. K tomu je potreba normála v mieste
projekcie Np. Tá sa vypočíta vektorovým súčinom tangent Tx a Ty, ktoré získame parciál-
nymi deriváciami podľa x a y, viď rovnice 3.7
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Obrázok 3.8: Premietanie vrcholu na paraboloid. V - vrchol, Np - normála kolmá na parabo-
loid v mieste priesečníka P, Vtex - premietnutý vrchol, Rn - odrazený lúč, In - dopadajúci
lúč, Nsum - súčet vektorov In a Rn, L - kamera svetla, X - výsledok. Prebraté z gamedeve-
lop.eu














) = (0, 1,−y) (3.7)
Np = Tx × Ty = (x, y, 1)
Smerový vektor dopadajúceho lúča In zodpovedá normalizovanej pozícii vrcholu v pa-
rabolickom systéme súradníc. Ak pripočítame odrazený vektor Rn k smerovému vektoru
In, získame vektor, ktorý odpovedá normále v mieste projekcie. Pretože odrazený vektor
má rovnaký smer ako z-tová os, stačí pripočítať 1 k z-tovej zložke smerového vektora do-
padajúceho lúča. V spojení s deriváciou popísanou v rovniciach 3.7 vidno, že predelením
spočínaného vektora Nsum jeho z-tovou súradnocou dostávame x a y súradnice premietnu-
tého bodu X, viď vzťah 3.8 [7].
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Algoritmus popísaný Frankom Crowom v roku 1977 v [9]. Tieňové telesá popísané Crowom
predstavujú polpriestor, ktorý je zatienený od svetelného zdroja nejakým objektom v scéne.
Technika delí scénu na 2 oblasti - zatienené a osvetlené. Vznikajú tým len ostré tiene.
V roku 1991 predstavil Tim Heidmann implementáciu Crowovho algoritmu využívajúcu
stencil buffer, tzv. depth-pass metóda. V roku 1999 resp. 2000 Sim Dietrich (Creative Labs)
a John Carmack (id Software) nezávisle na sebe predstavili upravenú Heidmannovu metódu
pod názvom depth fail. Nakoľko sa technika stala známou vďaka Carmackovi a hre Doom
3, je často označovaná ako Carmack’s reverse [14].
Tieňové telesá sa vygenerujú nasledovným spôsobom [14]:
• určiť množinu telies, ktorá sa bude vykresľovať, t.j. sa nachádzajú v aktuálnom zábere
kamery
• nájsť obrysy renderovaných telies vzhľadom na svetlo (vzniknú obrysy tieňového te-
lesa, počíta sa pre každé svetlo v scéne)
• predĺžiť obrysy smerom od svetla (získame boky tieňového telesa)
• pridať prednú a zadnú stranu tieňového telesa (závisí na konkrétnej metóde)
• vykresliť tieňové telesá a scénu jednou z nižšie popísaných metód
Algoritmus požaduje, aby modely objektov boli uzavreté trohuhoľníkové siete, t.j. každá
hrana je zdieľaná práve 2-mi trojuhoľníkmi. Zaujímajú nás len tie hrany, ktoré spájajú jeden
trojuholník na privrátenej strane k svetlu, a trojuholník na odvrátenej strane od svetla.
Najprv určíme, či je trojuholník natočený na svetlo, t.j. skalárny súčin normály a vek-
tora od vrcholu smerom k trojuholníku je väčší ako nula. Pokiaľ áno, tak sa na zásobník
uložia dvojice vrcholov predstavujúce hrany telesa. Následne sa prehľadá zásobník, či sa tam
takáto dvojica (aj v opačnom poradí) už nenachádza. Pokiaľ áno, odstránia oba výskyty zo
zásobníka - hrana totižto nie je obrysová, ale nachádza sa na povrchu. Pokiaľ sa okrem vr-
chola zásobníka nenájde, hrana na zásobníku ostane. Takto sa spracujú všetky trojuholníky
telesa [14].
Obrázok 3.9: Tieňové teleso. Prebraté z [14]
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Vrchnú stranu tieňového telesa môžeme vygenerovať použitím trojuholníkov priľahlých
k svetlu ešte počas výpočtu obrysov. Zároveň môžme vygenerovať spodnú stranu telesa
vysunutím bodov obrysových hrán do ”virtuálneho nekonečna”, resp. do dostatočne veľkej
vzdialenosti od svetelného zdroja. To je možné docieliť tak, že po transformácii do súrad-
nicové systému kamery nastavíme hodnotu w na hodnotu 0.0, čo odpovedá vektoru a nie
bodu, vďaka čomu bude umiestnený v nekonečne.
Väčšina algoritmov pre hľadanie obrysov telesa je počítaná na procesore, pričom sú ča-
sovo náročné. S príchodom DirectX 10 grafických akcelerátorov je možné počítať tieňové
telesá aj na GPU. Využíva sa k tomu geometry shader, ktorý dokáže do rasterizéra po-
slať premenlivé množstvo geometrie a vytvoriť tak tieňové teleso za behu. Na vstup však
potrebuje primitíva typu triangleadj (v terminológii DirectX), ktorý pozostáva zo 6-tich
vrcholov namiesto 3, aby bolo možné testovať susednosť trojuholníkov s podobným vý-
sledkom, ako vyššie popísaný algoritmus bežiaci na procesore - získať obrysy. Na obrázku
3.10 vidno rozloženie vrcholov v štruktúre typu triangleadj, ktorá ide na vstup geometry
shadera. Použitie vstupných dát ako triangleadj má však za následok 2-násobné zväčšenie
index buffera [29].
Obrázok 3.10: Štruktúra typu triangleadj - trojuholník s troma susedmi. Prebraté z [29]
Pokiaľ je trojuholník na privrátenej strane k svetlu, je odoslaný na výstup (bude pred-
stavovať vrchnú stranu tieňového telesa), následnej je na základe priľahlých trojuholníkov
testovaný, či nemá obrysovú hranu (podľa normál). Pokiaľ je nejaká hrana obrysová, na vý-
stup sa vygeneruje aj štvoruholník (quad) predstavujúci bok tieňového telesa, pričom jeho
spodná hrana vznikne pripočítaním niekoľkonásobku vektora smerujúceho od svetla k jed-
notlivým vrcholom (resp. budú vo virtuálnom nekonečne). Spodná strana, resp. ”dno”sa
vygeneruje duplikovaním vrchnej strany tieňového telesa [29].
Výhodou metódy shadow volumes sú veľmi kvalitné tiene, pričom nie je potreba robiť
korekcie tak ako je tomu u techiky shadow mapping. V tejto časti bola popísaná tvorba
tieňového telesa, v ďalších podkapitolách je popísané využitie tieňových telies v konkrétnych
variantoch shadow volumes algoritmu. Rendering scény by sa dal zhrnúť do nasledovných
bodov [14]:
1. vyrenderovať scénu do depth buffera
2. vybrať zdroj svetla, pre ktorý sa budú kresliť tieňové telesá, vynulovať stencil buffer
3. vytvoriť tieňové telesá
4. vykresliť tieňové telesá jednou z metód
5. skok na bod 2 kým nie sú spracované všetky svetlá v scéne
17
6. s využitím informácie v stencil bufferi vykresliť scénu po druhýkrát, v závislosti na
použitej metóde (depth pass, depth fail) označiť fragment za osvetlený/v tieni podľa
hodnoty v stencil bufferi
3.3.1 Depth-pass
Implementácia shadow volumes predstavená Heidmannom v roku 1991. V princípe sa jedná
o počítanie prienikov lúča vrhaného z kamery smerom na tieňové teleso pre výpočet, či je
fragment osvetlený alebo v tieni, viď obrázok 3.11.
Obrázok 3.11: Princíp depth pass matódy. Prebraté z [22]
Pokiaľ lúč vstupujuje do tieňového telesa, hodnota lúča sa inkrementuje. Pokiaľ lúč
teleso opustil, jeho hodnota sa zase dekrementuje. Postup sa opakuje až kým sa nenarazí
na nejaké teleso, pričom pokiaľ hodnota lúča vyššia ako nula, je fragment v tieni, v opačnom
prípade je osvetlený.
V reále sa však nevrhajú lúče, ale je použitý stencil buffer a tieňové teleso je renderované
na 2 prechody. Algoritmus depth-pass nevyžaduje, aby mali tieňové telesá hornú a dolnú
stranu, len obrysy a boky [14].
Tieňové teleso je vykreslené nasledovným postupom [29]:
1. vypnúť zápis do depth a color buffera
2. vynulovať stencil buffer
3. zapnúť oriezanie odvrátených primitív (backface culling)
4. nastaviť inkremetáciu stencil buffera pri úspešnom depth teste (odpovedá vstupu lúča
do tieňového telesa)
5. vyrenderovať tieňové teleso (sú teda vykreslené len privrátené časti tieňového telesa)
6. zapnúť orezávanie privrátených strán (frontface culling)
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7. nastaviť dekrementáciu stencil buffera pri úspešnom depth teste (odpovedá výstupu
lúča z tieňového telesa)
8. vykresliť tieňové teleso po druhýkrát
Testovanie hĺbky je možné vďaka tomu, že scéna bola predtým vykreslená do depth bu-
ffera. Táto metóda funguje za predpokladu, že sa pozorovateľ nenachádza vnútri tieňového
telesa. V opačnom prípade dôjde k reverzu stencil testov, a oblasti, ktoré sú v tieni, budú
označené ako osvetlené a naopak, viď obrázok 3.12
Obrázok 3.12: Depth pass - hore správny výsledok (pozorovateľ mimo tieň), dole - pozoro-
vateľ v tieni, fragmenty sú označené nesprávne. Prebraté z [29]
Riešením je detekcia takéhoto stavu a pridaním vrchnej strany tieňového telesa tesne
za prednú orezovú rovinu. Rozpoznanie tejto situácie a správne vykreslenie vrchnej strany
tieňového telesa vzhľadom na prednú orezovú rovinu je pomerne náročné, preto je lepšie
použiť depth-fail metódu v prípade, že by nastal prípad kedy by sa kamera nachádzala
vnútri tieňového telesa [14].
Výhodou depth-pass metódy je jednoduchšia implementácia a vyšší výkon v porovní
s depth-fail metódou, nakoľko generuje menej geometrie (ak uvažujeme, že nekorigujeme
stav kedy je kamera v tieni), nakoľko nevykresľujeme prednú a zadnú stranu tieňového
telesa. Zásadnou nevýhodou je však prakticky nemožnosť použiť ju v prípade, že budeme
chcieť v scéne prejsť s kamerou do tieňa. Práve preto bola vyvinutá metóda depth-fail, ktorá
tento problém odstraňuje [14].
3.3.2 Depth-fail
Metóda známa tiež pod menom Carmack’s reverse podľa Johna Carmacka, ktorý túto
metódu poprýkrýt použil v hre Doom 3. Ako bolo uvedené vyššie, jej hlavným benefitom
je odstránenie problému s pozorovateľom vnútri tieňa.
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U depth-fail algoritmu musí mať tieňové teleso vrchnú aj spodnú stranu, t.j. musí byť
uzavreté (aj keby bola zadná strana v nekonečne). Jadro metódy totiž stojí na zlyhaní
vykreslenia odvrátených strán tieňového telesa vzhľadom na pozíciu kamery. Názov metódy
hovorí, že sa manipuluje s hĺbkovým bufferom len ak zlyhá depth test. Tieňové teleso bude
vykreslené nasledovným spôsobom [14]:
1. vypnúť zápis do depth a color buffera
2. vynulovať stencil buffer
3. zapnúť orezávanie privrátených strán (frontface culling)
4. nastaviť inkremetáciu stencil buffera pri neúspešnom depth teste
5. vyrenderovať tieňové teleso
6. zapnúť oriezanie odvrátených primitív (backface culling)
7. nastaviť dekrementáciu stencil buffera pri neúspešnom depth teste (odpovedá výstupu
lúča z tieňového telesa)
8. vykresliť tieňové teleso po druhýkrát
Problémom tejto metódy je potenciálne odrezaná zadná strana tieňového telesa vplyvom
zadnej orezovej roviny, čo by dávalo nesprávne výsledky, viď obrázok 3.13.
Obrázok 3.13: Depth-fail problém so zadnou orezovou rovinou - červený lúč nadobúda ne-
správnu hodnotu. Prebraté z [14]
Riešením je nekonečná perspektívna projekcia (resp. umiestneni zadnej orezovej roviny
do nekonečna). Vtedy nebude tieňové teleso orezané, a to aj nepriek tomu, že by samo sia-
halo do nekonečna. Elegantnejšim riešením je tzv. depth clamping, čo je vlastnoť grafických
kariet GeForce3 a novších, kedy sú všetky objekty za zadnou orezovou rovinou vykreslené
práve na zadnú orezovú rovinu s nastavenou maximálnou hĺbkou [14, 29].
Výhodou je robustonosť tejto metódy, ktorá eliminuje negatívnu vlastnosť depth-pass
algoritmu kedy sa pozorovateľ nemohol nachádzať v tieni. Na druhej strane však vyžaduje
väčší objem geometrie, nakoľko tieňové telesá musia byť uzavreté, jej implementácia je tiež
o niečo zložitejšia. V hrách, kedy je prakticky nemožné aby aj pozorovateľ nestál aj v tieni,




Renderovať všetky telesá v scéne napriek tomu, že ich nie je vidno, je zbytočné, preto sa
v praxi používajú algoritmy pre riešenie problému viditeľnosti, aby sa ombedzilo množstvo
dát nahratých do GPU, a taktiež zvýšeniu výkonu, nakoľko sa vyhneme transformácií
množstva vrcholov, ktoré by aj tak rasterizér zahodil. Tieto algoritmy urýchľujú vykre-
sľovanie nielen výslednej scény, ale aj proces generovania tieňov.
V ideálnom prípade sa snžíme vytvoriť tzv. exactly visible set, EVS, teda množinu pri-
mitív, ktoré sú úplne alebo čiastočne viditeľné. V praxi by to však znamenalo použitie
algoritmov so zložitosťou v najhoršom prípade až O(n9). Preto sa vytvára aproximácia
tejto množiny, tzv. potentially visible set (PVS). O PVS hovoríme, že je konzervatívna,
práve vtedy, keď EV S ⊆ PV S. Konzervatívna PVS produkuje vždy korektný výsledný ob-
raz. V prípade, že by bola aproximujúca, t.j. EV S 6⊆ PV S, teda EVS nie je plne zahrnutá
v PVS, môže dôjsť k renderovaniu nekorektných snímkov [13, 2].
4.1 Obalové telesá
Nakoľko by bolo veľmi neefektívne testovať každý bod telesa, či sa nachádza v podhľadovom
telese, preto sa okolo telesa vytvorí tzv. obalové teleso, ktoré je možné na základe niekoľko
málo parametrov jednoducho testovať na prítomnosť či prienik s pohľadovým telesom. Rov-
nako sa obalové telesá používajú napr. pre detekciu kolízií. Medzi dva základné prístupy
patria obalové gule a kvádre, jednoduchý alebo hierarchický prístup.
Kvádre delíme ďalej na osovo-orientované (axis-aligned bounding box, AABB), alebo
všeobecne orientované (oriented bounding box, OBB). Výpočet AABB spočíva v prechode
všetkých vrcholov telesa, počas ktorého zaznamenávame minimaálne a maximálne hodnoty
pre všetky 3 osi. Výstupom je teda 6 hodnôt, predstavujúce minimá a maximá na všetkých 3
osiach. Z nich je potom prípadne možné dopočítať zvyšné body obalového telesa. Problém
však nastáva, keď chceme teleso rotovať alebo zmeniť jeho veľkosť. Vtedy musí byť jeho
obalový kváder prepočítaný, aby bol znovu osovo-orientovaný [27].
Orientovaný obalový kváder (OBB) obsahuje ako parametre tri ortonormálne vektory
~u,~v, ~w definujúce súradné osi telesa, polrozsahy hu, hv, hw definujúce veľkosť kvádra, a na-
koinec stred kvádra c. Výhodou je, že vymedzuje menší priestor okolo telesa na rozdiel od
AABB, čo je vhodné najmä u hier pri detekcii kolízií. Výpočet takéhoto obalového telesa je
však zložitejší, za to s lepšími výsledkami, často je objem obalového kvádra násobne menší
než u AABB [27].
Obalové gule sú najrýchlejším obalovým telesom z hľadiska testovania na prienik s ostat-
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Obrázok 4.1: Porovnanie AABB a OBB na rôzne rotovaných modeloch. Prvý stĺpec pred-
stavuje AABB, druhý a tretí OBB počítaný rôznymi algoritmami. Prebraté z [27]
nými telesami, na druhej strane poskytujú z hľadiska objemu najhoršie výsledky. Parame-
trami sú polomer a poloha stredu, pričom výhodou je, že pri rotácii telesa nie je nutné
prepočítavať gulu znova, a pri zmene veľkosti telesa stačí len zmeniť veľkosť polomeru
o scaling koeficient. [27]
Naivný prístup konštrukcie obalovej gule spočíva v 2 prechodoch - v prvom sa z množiny
bodov telesa zostrojí AABB, t.j. určia sa minimá a maximá pre jednotlivé osi, z ktorých sa
vypočíta stred gule. V druhom prechode sa hľadá bod, ktorý je od stredu najvzdialenejší,
čím sa určí polomer. Podľa testov v [1] sa jedná o najrýchlejší prístup, avšak výsledok
nie je najmenšia možná guľa. Pre zvýšenie presnosti je vhodné použiť Gärtnerov alebo
Eberlyho algoritmus, ktoré podávajú rovnako dobré výsledky, pričom využívajú ako základ
algoritmus vyvinutý Prof. Dr. Emo Welzl-om [33] z roku 1991. Algoritmus je v princípe
rekurzívny, pričom konštruuje gulu z množiny B o maximálne 4 bodoch, ktoré ležia na jej
obvode z celkovej množiny bodov P . Na začiatku je množina B prázna, pričom na spodku
rekurzie sa zostaví guľa zo 4 bodov. Potom sa postupne testujú body, či ležia vnútri alebo
mimo gule. Pokiaľ bod leží vnútri gule znamená, že minimálna guľa bola nájdená a vráti sa.
Pokiaľ sa bod nachádza mimo kružnicu, znamená to, že bude predstavovať nový hraničný
bod, pridá sa do množiny B a z posledných štyroch bodov v množine B sa zostaví nová
guľa. Pseudokód algoritmu je možné nájsť v prílohe A. [17, 33]
4.2 View Frustum Culling
Pohľadové teleso je vymedzený pristor, ktorý sníma kamera. Podľa typu projekcie môže mať
toto teleso tvar kvádra (ortogonálna projekcia), skosenej pyramídy (perspektívna projekcia)
polgule (perspektíva ”rybie oko”) či polpriestoru (parabolická projekcia) Centrom záujmu
v našom prípade je perspektívna projekcia, ktorá je použitá nielen u samotnom vykreslení
scény, ale aj u shadow mappingu realizovaného algoritmom cube-mapping.
4.2.1 Zostrojenie pohľadového telesa
Pohľadová a projekčná matica je jednoznačne zostrojiteľná polohou kamery, pohľadovým
vektorom look a vektorom naňho kolmým smerujúci k vrchnej stene (tzv. up vektor), vz-
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Obrázok 4.2: Pohľadové teleso. Prebraté z knol.google.com/k/view-frustum
dialenosťou kamery od blízkej a vzdialenej orezovej roviny (near, far), pomerom strán
orezových rovín (AR) a uhlom záberu zorného poľa φ. Na základe týchto informácií je
však potrebné získať súradnice jednotlivých bodov pohľadového telesa, t.j. rohov prednej a














Obrázok 4.3: Schéma pohľadového telesa, pohľad zboku. Prebraté zv
knol.google.com/k/view-frustum
Pre výpočet jednotlivých bodov najprv vypočítame stredy orezových rovín ako (podľa
značenia z diagramu 4.3):
nc = c+ near · ~look (4.1)
fc = c+ far · ~look (4.2)
potom určíme polovicu šírky a výšky prednej a zadnej orezovej roviny ako:
nhh = near · tanφ (4.3)
fhh = far · tanφ (4.4)
nwh = nhh ·AR (4.5)
fwh = far ·AR (4.6)
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Na základe týchto údajov spočítame body view frustra ako:
Pnearbr = nc − nhh · ~up+ nwh · ~right
Pneartr = nc + nhh · ~up+ nwh · ~right
Pneartl = nc + nhh · ~up− nwh · ~right (4.7)
Pnearbl = nc − nhh · ~up− nwh · ~right
a pre zadnú rovinu:
Pfarbr = fc − fhh · ~up+ fwh · ~right
Pfartr = fc + fhh · ~up+ fwh · ~right
Pfartl = fc + fhh · ~up− fwh · ~right (4.8)
Pfarbl = fc − fhh · ~up− fwh · ~right
kde ~right je vektor, ktorý vznikne ako súčin ~up × ~look. Na základe získaných bodov vi-
eme popísať pohľadové teleso ako priestor vymedzený 6-timi rovinami. Každá z rovín je
definovaná trojicou bodov, ktoré predstavujú jednotlivé body získané predchádzajúcim vý-
počtom, pričom ich normály smerujú dovnútra telesa. Nakoľko steny pohľadového telesa
sú konečné a analytická rovnica roviny uvažuje nekonečnú plochu, je nutné pri testovaní
primitív voči rovine kumulovať výsledok testov zo všetkých rovín pohľadového telesa.
Body pre jednotlivé roviny sú:
TOP : Pneartr, Pneartl, Pfartl
BOTTOM : Pnearbl, Pnearbr, Pfarbr
LEFT : Pneartl, Pnearbl, Pfarbl
RIGHT : Pnearbr, Pneartr, Pfarbr
NEAR : Pneartl, Pneartr, Pnearbr
FAR : Pfartr, Pfartl, Pfarbl
4.2.2 Prienik primitív a pohľadového telesa
Bod sa nacháza vnútri pohľadového telesa práve vtedy keď sú všetky vzdialenosti od jed-
notlivých rovín pohľadového telesa daných vzťahom Ax+By+Cx+D = 0 kladné, nakoľko
normály rovín smerujú dovnútra telesa.
Z tohoto testu je veľmi jednoduché odvodiť test pre guľu - pokiaľ je vzdialenosť roviny
pohľadového telesa od stredu gule záporná a menšia ako polomer, je guľa mimo frustrum,
pokiaľ pre každú rovinu je táto vzdialenosť menšia ako polomer, guľa frustum pretína, ináč
sa nachádza vnútri [2].
Test prieniku priamky danej bodmi p0, p1 a pohľadového telesa najprv spočíta vzdi-
alenosť oboch bodov od kadždej roviny frusta. Pokiaľ ležia oba body ležia na odvrátenej
strane jednej z rovín, frustum nepretínajú, ináč pretína. Test na prienik musí prejsť každou
rovinou frusta. Pokiaľ oba body majú kladnú vzdialenosť od všetkých rovín, nepretínajú
frustum a nachádzajú sa v jeho vnútri.
Najkomplexnejší test je prienik dvoch pohľadových telies. Tento test je používaný najmä
pri optimalizácii všesmerových svetiel renderovaných pomocou cube mappingu - eliminácia
tých pohľadov zo svetla, kam sa nepozerá kamera. Pri teste je nutné zohľadniť 4 prípady,
ktoré môžeme ďalej rozdeliť na dva symetrické testy - hraničný bod jedného pohľadového
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Obrázok 4.4: Eliminácia pohľadov cube mapy testovaním na viditeľnosť z pohľadového telesa
kamery. Prebraté z [15]
telesa sa nachádza vnútri druhého frusta alebo hraničná hrana jedného pohľadového telesa




Návrh a implementácia aplikácie
Cieľom práce je vytvoriť aplikáciu implementujúcu rôzne tieňovacie algoritmy v prostredí
DirectX aktuálnej verzie, čo v čase práce bola verzia 11.
5.1 Návrh
Aplikácia by mala implementovať niekoľko tieňovacích metód nad scénou. Samotná scéna by
mala byť postavená tak, aby dokázala zohľadniť a zvýrazniť výhody jednotlivých algoritmov,
ako aj poukázať na ich negatívne vlastnosti. Mala by tiež obsahovať informáciu o aktuálnom
výkone grafickej karty (napr. ukazovateľ FPS) a vykonávať sady predpripravených testov
- animácia, meranie FPS. Takisto by mala vedieť zaznamenané dáta exportovať. Aplikácia
by mala vedieť importovať niektorý v praxi používaný formát 3D modelov (.obj, .3ds, . . . ).
5.2 Implementácia
Aplikácia implementujúca metódy zobrazovania tieňov bola napísaná v jazyku C++ s vyu-
žitím Microsoft DirectX SDK (June 2010), pričom jej vývoj prebieha v programe Microsoft
Visual Studio 2010. Nakoľko je DirectX určený výhradne pre platformu Microsoft Windows,
aplikácia je neprenosná na iné platformy.
5.2.1 Hlavné okno, kontext DirectX
Na rozdiel od OpenGL, kde sa o vytvorenie okna obvykle stará exerná knižnica, sa v nema-
nažovanom DirectX 11 stará programátor. Po zaregistrovaní triedy okna funkciou CreateWindow
sa popisovač okna predá funkcii D3D11CreateDeviceAndSwapChain, ktorá okrem iného vy-
tvorí renderovací kontext DirectX, tzv. swap chain, čo je kolekcia bufferov, ktoré sa prepí-
najú pri vykresľovaní na obrazovku (minimálne jeden je backbuffer, do ktorého sa kreslí,
a druhý screenbuffer, ktorý je vykresľovaný - double buffering), viď obrázok 5.1. Apliká-
cia využíva práve dve vyrovnávacie pamäte. Oproti triple bufferingu, kde sa tretí buffer
používa na vykrytie latencie pri kopírovaní/prepínaní bufferov nebol zaznamenaný žiadny
výkonnostný benefit.
DirectX 11 dovoľuje vytvoriť kontext nad akcelerátorom podporujúceho verzie 10, 10.1
a 11, pričom v prípade 10 a 10.1 nemôžeme využívať novinky verzie 11 ako DirectCompute
či tesseláciu. V našej aplikácii nie sú využívané ani jedny z vyššie spomínaných vlastností,
teda pre spustenie stačí DirectX 10 akcelerátor s aktuálnymi ovládačmi podporujúce verziu
26
Obrázok 5.1: Swap chain ako kolekcia bufferov (na schéme tripple buffering). Prebraté
z wikipedia.org
11 a operačný systém aspoň Windows Vista Service Pack 2, prípadne Windows 7 (aktuálny
v čase písania práce). Vzhľadom na rozšírenosť DirectX 10 a modernejších akcelerátorov
nebol impelmentovaný zostup na DirectX9.
Kontext sa tiež vytvára nad jedným zo 4 typov ovládača - buď je využívaný priamo
hardvér grafickej karty (D3D DRIVER TYPE HARDWARE), prípadne ďalšie tri softvérové raste-
rizéry v závislosti na ladení/testovaní, prípadne pokiaľ vyvýjame na platforme, ktorá nemá
adekvátny akcelerátor na testovanie. Softvérové ovládače sú však ďaleko pomalšie než har-
dvérový. V prípade zapnutia príznaku D3D11 CREATE DEVICE DEBUG je možné v konzole
nástroja Visual Studio odchytávať ladiace výstupy a analýzu chýb spôsobené nesprávnym
použitím funkcií DirectX.
Vyššie spomínanú inicializáciu, ako aj vytvorenie textúr pre backbuffer, popisovač a tex-
túru pre depth a stencil buffer, obstaráva metóda Initialize triedy Renderer. Tá na záver
volá metódu LoadContent, ktorá načítava modely a vytvára 3D scénu.
5.2.2 3D Modely
Aplikácia podporuje načítavanie modelov vo formáte .3ds. Jedná sa o binárny formát vyvi-
nutý firmou Autodesk pre program 3DS Max. Má hierarchickú blokovú štruktúru podobnú
XML, pričom sa stal de-facto štandardom pre 3D modely, hoci existujú aj iné novšie for-
máty. Je dodnes používaný mnohými 3D nástrojmi ako napr. Blender. V mnohých 3D
aplikáciach mal Microsoft vlastný štandard pre 3D Modely - .x, avšak od DirectX verzie 10
sa nepoužíva. Rozšíreným textovým štandardom je tiež .obj.
Okrem vrcholov a popisu trojuholníkov obsahuje .3ds súbor aj informáciu o materiále
daného telesa, textúrovacie súradnice, ak sú k dispozícii, polohy a typ svetiel či polohu
kamery. Formát 3DS má aj svoje limity - neuchováva normály (nutné dopočítať pri načí-
tavaní), modely musia byť zložené výhradne z trojuholníkov. Počet vrcholov/polygónov je
tiež limitovaný na 216 = 65536. Tieto obmedzenia sú však dostatočné pre našu aplikáciu,
avšak pri konverzii niektorých modelov z .obj do .3ds došlo k viditeľnej strate kvality, viď
obrázok 5.2. Na druhej strane, tento formát je rýchlejší nakoľko je binárny, taktiež súbory
s modelmi sú menšie v porovnaní s .obj.
Pre načítavanie .3ds súborov bola použitá knižnica lib3ds, ktorá je k dispozícii pod
LGLP licenciou, v čase písania práce vo verzii 1.3.0. Jedná sa o prenosnú knižnicu schopnú
pracovať s .3ds súbormi verzie 3 a 4, podporuje little aj bigendian architektúry procesorov.
Dokáže pracovať okrem iného aj s animáciami uloženými v .3ds súbore.
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Obrázok 5.2: Blender - artefakty na ušiach psa spôsobené konveziou modelu z formátu .obj
do .3ds, nakoľko bol model príliš detailný
Načítanie 3D modelu zabezpečuje trieda SceneObject, ktorá najprv zo ”surových”dát
načítaných pomocou lib3ds vytvorí štruktúru typu MeshData. Tá uchováva pre každý vrchol
informáciu o polohe, textúrovacích koordinátoch a normálu. Z týchto dát sa potom vytvorí
metódou CreateObject, ktorá ako parameter dostane popisovač zariadenia ID3D11Device.
Tá zavolaním metódy CreateMesh vytvorí štruktúru typu Mesh3ds, ktorá už obsahuje
správne vytvorený vertex a index buffer.
Aby bolo možné aplikovať view frustum culling ešte na úrovni modelov, je pre každý
objekt vygenerované obalové teleso. Vzhľadom na jednoduchosť testu gule voči pohľado-
vému telesu bola vybraná obalová guľa ako obalové teleso. Tá je generovaná Gärtnerovým
algoritmom s využitím knižnice miniball [21].
Počas vykreslovania scény stačí nad objektom zavolať metódu Draw s parametrom kon-
text DirectX 11, pričom táto metóda namapuje oba buffre na vykresľovací reťazec a objekt
vykreslí.
5.2.3 XNA Math
Nakoľko nepostrádateľnou súčasťou 3D výpočtov sú matice a vektory, bola v aplikácii pou-
žitá knižnica XNA MATH, ktorá je súčasťou DirectX SDK. Poskytuje 2 druhy dátových
typov - zarovnané a nezarovnané. Zarovnané typy (na 16 bajtov) - XMVECTOR a XMMATRIX
sú použité pri samotných aritmetických operáciach a tiež ako zdroj dát pri kopírovaní do
GPU. Nakoľko sú všekty operácie implementované s využitím SSE a SSE2 inštrukčných
sád, je zarovnanie vhodné z hľadiska efektívnejšieho prístupu do pamäte. Nevýhodou je,
že takýto typ nemôže byť atribútom nezarovnanej triedy/štruktúry, avšak napriek explicit-
nému zarovnaniu bola prítomnosť tohto typu ako atribútu triedy nežiaduca - pri operáciach
s touto premennou dochádzalo k výnimke prístupu do pamäte, pričom ako pôvodca bola
práve knižnica XNA. Ďalšou nevýhodou je nutnosť používať 2 druhy dátových typov, neza-
rovnané typy ako napr. XMFLOAT3, XMFLOAT4 - ako vektor, či XMFLOAT4X4 - matica, musia
byť nahraté z/do zarovnaných typov prostredníctvom funkcií XNA, pokiaľ ich chceme po-
sielať napr. ako parameter či mať ich ako atribút v triede. Tým sa do istej miery potláča
výhoda tejto knižnice z hľadiska efektívnej implementácie prostredníctvom SSE, nakoľko
dochádza k zväčšeniu réžie potrebnej pre prácu s optimalizovanými typmi.
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5.2.4 Efekty
V DirectX9 a 10 bolo zavedené tzv. Effect API, ktoré do značnej miery zjednodušovalo
programátorovi nastavovanie perametrov vykresľovania. Umožňovalo jednoduchý prístup
k prememmným shaderov prostredníctvom ich mien a typov alebo jednoducho vytvárať
renderovacie prechody/techniky, čo sa hodí najmä u tieňovacích algoritmov, ktoré sú dvoj
alebo viacprechodové. S uvedením DirectX 11 však podpora pre tento balík vypadla, resp.
DirectX SDK ho obsahuje, ale je nutné ho dodatočne skompilovať a prilinkovať k projektu.
Bola preto zvolená vlastného rozhrania namiesto nepodporovaného API. Celkovo je rozdiel
medzi jednotlivými verziami DirectX (9, 10, 11) značný, najmä medzi verziami 9 a 10, kde
dochádza k prechodu na unifikované shadery, pričom API bolo odľahčené od kompatibility
so staršími verziami DirectX, navyše je striktnejšie voči odchýlkam od štandardu - DirectX
9 mal až 4 verzie, (9, 9a, 9b, 9c) a k tomu sa muselo API prispôsobovať, nakoľko štandard
povoľoval určité odchýlky v implementácii, a teda bolo nutné u akcelerátorov zisťovať, či
danú vlastnosť implementuje alebo nie. Verzia 10 a vyššie vychádza ako tzv. major release,
teda programátor už nemusí zisťovať, či karta určitú vlastnosť podporuje alebo nie - pokiaľ
spĺňa štandard, musí tým pádom implementovať aj všetky jeho vlastnosti.
Zobrazovací efekt vychádza z abstraktnej triedy Effect, ktorý obsahuje metódy pre
načítanie shader programov zo súborov. Funkcia CreateVShaderAndLayout je volaná pri
kompilácii prvého vertex shadera s príznakom true, lebo vytvára tzv. input layout, čo je
typové a sémantické rozdelenie dát vrcholov vstupujúcich do GPU, pričom ten musí byť
vytvorený tak, aby pasoval na daný vertex shader. Nie je však nutné ho vytvárať pre každý
vertex shader zvlášť, pokiaľ štruktúru vstupných dát nemeníme, stačí raz.
Podedená trieda obsahuje štruktúry ID3D11RenderTargetView, ID3D11DepthStencilView,
deskriptory konštantnýchých bufferov či objekty textúr. Potreby každej metódy sú v tomto
smere rôzne, preto zahŕňa len spoločné atribúty. Taktiež musí implementovať metódy Init
a RenderScene. Prvá menovaná inicializuje štruktúry a objekty DirectX potrebné pre daný
efekt - shadere, textúry, viewporty (vymedzenie veľkosti oblasti, do ktorej sa renderuje),
popisovače render targetov, hĺbkovej mapy, stencil buffera či samplera textúr. Metóda
RenderScene realizuje samotný rendering scény. Od kamery dostane ako parameter ak-
tuálnu pohľadovú maticu a polohu kamery, taktiež ukazateľ na manažéra scény. Pripojí
na pipeline konštatné buffery, nastaví samplery a parametre vykresľovania, a potom scénu
vykreslí s použitím príslušných shaderov.
Aby bolo možné renderovať do textúry, musíme vytvoriť textúru a pripojiť ju nielen ako
render target, ale aj ako shader resource - t.j. zdroj použitý v shadery. Vytvoríme textúru po-
mocou štruktúry D3D11 TEXTURE2D DESC, kde ako príznak nastavíme D3D11 BIND RENDER TARGET
a D3D11 BIND SHADER RESOURCE, a ako dátový typ nastavíme DXGI FORMAT R32 FLOAT. Ná-
sledne sa musí pripojiť k render targetu, to zabezpečíme tým, že vyplníme štruktúru
D3D11 RENDER TARGET VIEW DESC pomocou ktorej funkciou CreateRenderTargetView, kto-
rej ako parameter okrem tejto štruktúry predáme aj popisovač textúry, ktorú sme vytvorili
v prechádzajúcom kroku. Pokiaľ sa jedná o 6-prechodovú metódu, je nutné nastaviť text-
úre veľkosť poľa na 6 (počet stien kocky), následne vytvoriť 6 popisovačov render targetov
spôsobom vyššie uvedeným, pričom každý jeden sa registruje na inú stenu kocky. Síce sa
použije parameter pre pole textúr, ale jeho veľkosť je 1. Do takto vytvorenej textúry sa
už dá renderovať, je treba ju však nastaviť ako zdroj pre pixel shader. Opäť treba vypl-
niť štruktúru, tentoraz deskriptor typu D3D11 SHADER RESOURCE VIEW DESC. Tu sa naství,
že sa jedná o textúru typu cubemap so 6-timi stenami. Samotný popisovač textúry sa pri
pripájaní zdrojov na pipeline nepoužíva, namiesto neho sa používajú deskriptory render
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targetu alebo shader resource - textúra je vedená ako shader resource.
U každej metódy je postup rôzny. U geometry shader metód nepotrebujeme pole deskrip-
torov render targetov, nakoľko všetky steny cube mapy sú vyrenderované v jednom pre-
chode, ale len jeden, u ktorého je nastavená veľkosť poľa render targetu na 6. Dvojprecho-
dové metódy parabolická projekcie využívajú zase pole textúr, a to aj ako shader resource.
Celkovo je práca s DirectX 11 značne založená na vypĺňaní a registrovaní štruktúr.
Cube mapa je v pixel shadery vzorkovaná vektorom, ktorý ukazuje od stredu kocky
predstavujúcej cube mapu k bodu, ktorý práve spracovávame. Používajú sa svetové koor-
dináty.
Obrázok 5.3: Vzorkovanie cubemapy
V rámci aplikcie bolo implementovaných 5 rôzne optimalizovaných metód shadow map-
pingu riešeného cez kubickú textúru (cube texture, cubemap), pri ktorej je vyrenderovaných
6 stien cubemapy, a informácia z nej je následnej aplikovaná na výslednú scénu. Takisto
bolo implementovaných 5 variantov shadow mappingu s využitím parabolickej projekcie.
Varianty sú nasledovné:
1. základný neoptimalizovaný algoritmus
2. optimalizácia - pri generovaní shadow mapy sú do aktuálneho pohľadu shadow mapy
posielané len tie telesá, ktoré v ňom vidno
3. ako bod 2, plus eliminácia pohľadov, ktoré kamera nepretína
4. implementácia s využitím geometry shadera
5. optimalizovaná geometry shader metóda - ako bod 2
U shadow mapping metód, ktoré využívajú cubemapu ako textúru pre tieňovú mapu,
bola pri optimalizácii uvedenej v bode 2 použitý test prieniku obalovej gule s pohľadovým
telesom. Samotné pohľadové teleso implementuje trieda ViewFrustum, ktorá vytvorí jeho
parametre - 6 rovín triedy Plane popísaných tromi bodmi, na základe uhlu zorného poľa,
pomeru strán, vzdialenosti orezových rovín, polohy kamery, smeru pohľadu a ~up vektora.
Trieda Plane v konštruktore vytvorí predpis roviny ako A · x + B · y + C · z + D = 0
z troch bodov, ktoré na nej ležia. Ďalej implementuje testy pre výpočet vzdialenosti bodu
od roviny a test, či daná úsečka pretína rovinu alebo nie (na základe testu vzdialenosti
oboch jej bodov). Trieda ViewFrustum ďalej implementuje testy na bod (či je vnútri alebo
mimo frusta), prienik s úsečkou, s guľou a s frustom. Posledný menovaný test vychádza
z algoritmu popísanom v prílohe B.
U dual-paraboloid shadow mappingu bol postup pre optimalizáciu vymyslený intuitívne.
Nakoľko oba paraboloidy sú oddelené rovinou, je možné testovať jednotlivé obalové gule voči
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rovine oddeľujúce oba paraboloidy, a na základe vzdialenosti stredu gule od tejto roviny a jej
polomeru sme schopní určiť, do ktorého polpriestoru renderované teleso patrí, a pomocou
bitovej masky sa určuje, do ktorého paraboloidu sa bude teleso vykresľovať.
U optimalizácie v bode 3 sa z pohľadovej matice získanej z kamery vyextrahujú vektory
popisujúce polohu (pos) a smer pohľadu kamery ( ~look, ~up), pričom sa z parametrov zostaví
objekt typu ViewFrustum. To sa následne testuje voči všetkým šiestim pohľadovým telesám
a zostaví sa bitová maska, pomocou ktorej sa vymedzí množstvo stien cubemapy, voči
ktorým sa testujú vykresľované objekty na viditeľnosť. Táto varianta nebola u geometry
shader metód implementovaná, nakoľko použitie geometry shadera sa z hľadiska výkonu
javí ako slepá cesta, viď kapitola venovaná výkonnostným testom.
Pri vytváraní shadow mapy u metódy 3 existujú 2 možné prístupy - iterujeme cez objekty
a hľadáme, do ktorých pohľadov tieňovej mapy zapadá, pričom je rovno doň vykreslený.
Takýto prístup však príliš často prepína render targety, čo je pomerne drahá operácia.
Preto je chodnejšie nastaviť 1 render target, preiterovať všetky objekty a vykresliť tie,
ktoré v nastavenom pohľade vidno.
5.2.5 Shader programy
Pre každú implementáciu algoritmu existujú separátne efektové súbory .fx, v ktorých sú
jednotlivé shader programy. Každý .fx súbor obsahuje definície konštantných bufferov, tex-
túr a samplerov ktoré sú napojené na registre podľa typu zdroja (bx, tx, sx), kde x je číslo
buffera, ktorým sa indexuje daný zdroj pri mapovaní a aktualizovaní týchto zdrojov. Preto
je vhodné zoskupovať rôzne často aktualizované zdroje do rôznych bufferov, čím sa zníži
objem dát prenášaných do GPU.
Ďalej v efektovom súbore nasleduje definícia štruktúr, ktoré sú použité ako parametre
vstupov/výstupov jednotlivých shader programov. Pri jednotlivých položkách sa uvádza aj
ich sémantický význam - či sa jedná o polohu, normálu, textúrovacie koordináty, alebo aj
iné značky. Novinkou v DirectX 10 sú tzv. System-Value Semantics, čo sú systémové zna-
čky začínajúce prefixom SV . Týmito sémantickými značkami sa značia premenné, ktoré
majú špeciálny význam pre pipeline. Napr. poloha vrcholu na vstupe do vertex shadera
sa značí ako POSITION, no transformované vrcholy majú sémantickú značku SV POSITION.
V OpenGL sú na rozdiel od sémantických značiek vstavané premenné, čo do určitej miery
zjednodušuje prehľadnosť kódu - je potom jednoduchšie čítať zdrojový kód po inom pro-
gramátorovi.
Vertex shader prevedie transformáciu vrcholov na vstupe, pričom v prípade geome-
try shadera transformuje iba podľa modelovej matice, ostatné dve transformácie vykonáva
geometry shader. Je taktiež potreba preniesť polohu vrcholu vo svetových koordinátoch
z dôvodu vzorkovania, prípadne priamo počítanú vzdialenosť od vrcholu ku svetlu. U dual-
paraboloid metódy sa vo vertex shadery vykonáva manuálna projekcia podľa algoritmu
uvedeného v kapitole 3.2.2.
Geometry shader vyžaduje ako parameter maximálny počet vrcholov, ktoré sa z jed-
ného primitíva vygenerujú. Vstupom do geometry shadera sú trojuhoľníky, pričom každý
jeho bod je transformovaný šiestimi/dvomi transformačnými maticami (prípadne menším
počtom v prípade optimalizovaných verzií, na základe bitovej masky). Vygenerovaný vr-
chol sa pripája na tzv. TriangleStream, pričom po každom vygenerovanom trojuhoľníku
sa nad TriangleStream-om zavolá metóda RestartStrip, čím sa ukončí aktuálne primití-
vum. Ako výstup sa ku každéme vrcholu tiež pridáva aj index render targetu, to ktorého je
renderovaný. Aby bolo možné zostaviť cube mapu korektne, je nutné transformovať vrcholy
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maticami v správnom poradí, podľa +x,−x,+y,−y,+z,−z.
Pixel shader pri vytváraní tieňovej mapy dostane vektor smerujúci od svetla k frag-
mentu, pričom z neho vyrobí hodnotu hĺbky v rozsahu 0-1 podelením dĺžky tohto vektora
maximálnou vzdialenosťou dosvitu svetla, odpovedajúcej zadnej orezovej rovine. V prípade
parabolických metód sa musí oriezanie vykonať manuálne explicitným volaním funkcie clip,
nakoľko táto metóda beží s vypnutým orezom hĺbky, a vracia interpolovanú hĺbku, ktorá
bola spočítaná ešte vo vertex shaderi. Pri vykreslení hotovej scény zase získava údaje z sha-
dow mapy, pričom na základe hĺbky aktuálne spracovávaného pixelu a informácie v shadow
mape vykreslí pixel na obrazovku. Je použitý základný osvetľovací model (difúzna a ambi-
entná zložka).
5.2.6 Kamera, animácie, scéna
V aplikácii je implementovaná kamera s voľným pohľadom s využitím časovača s vysokou
presnoťou. Základom je odchytávanie správ klávesnice a myši s využitím tzv. Raw Input
Model, teda ”surových”dát zo zvolených zaregistrovaných zariadení (v našom prípade klá-
vesnica a myš), ktoré ešte neprešli systémovou interpretáciou. Vtedy v cykle správ chodí ako
LPARAM parameter správy popisovač surového vstupu HRAWINPUT. Z neho je možné funk-
ciou GetRawInputData získať samotné dáta zo zariadenia. Na základe stlačených kláves
a pohybu myši sa upraví v kamere binárna maska, v prípade myši relatívna vzdialenost.
Nakoľko FPS môže byť nízke, kamera sa neupravuje až do doby, kým nieje vykreslený sní-
mok a zavolaá sa metóda Update, ktorá na základe uplynutého času od posledného volania
upraví polohu kamery a jej natočenie na základe posunu a rotácie, ktorá sa získala z prichá-
dzajúcich správ. Táto funkcie tiež vytvorí novú pohľadovú maticu, ktorá je potom predaná
objektu typu Renderer, ktorý obsahuje konkrétny efekt a stará sa o vykreslenie obrazu.
Nakoľko bolo cieľom práce vytvoriť okrem iného nástroj umožňujúci testovanie, bola
implementovaná aj animovaná kamera v triede CameraAnimation. Princíp animácie je vo
využití kubického spline pre interpoláciu parametrov (vektorov) kamery medzi kľúčovými
snímkami, pričom medzi každými dvoma kľúčovými polohami kamery je 2000 interpolova-
ných pohľadových matíc vzniknutých interpoláciou polohy kamery - jej pozície, pohľadového
vektora a up vektora.
Obrázok 5.4: Kubický spline a interpolácia medzi kľúčovými bodmi
Najprv je pre každý z troch vektorov spočítaná sada kubických polynómov predstavuj-
úce spline rovníc podľa [10]. Z nich sú potom vypočítané jednotlivé interpolované vektory,
pričom ako parameter pre výpočet bodu je relatívna vzdialenosť od aktuálneho referenč-
ného snímku vzhľadom na index interpolovanej polohy kamery. Následne sa zostaví vektor
obsahujúci pohľadové matice, ktorý je potom počas behu animácie indexovaný podľa uply-
nutého času. V prípade, že čas animácie uplynul, program sa automaticky ukončí. Jednotlivé
body animácie boli animácie boli určené ručne a pre každú testovaciu scénu boli vytvorené
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zvlášť.
Meranie výkonu počas animácie prebieha meraním doby vykreslenia jedného snímku,
pričom táto doba je zaznamenaná do súboru spolu s poradovým číslom snímku. Meranie je
realizované prostredníctvom časovača triedy HRTimer.
Samotnú scénu má na starosti scénický manažér, t.j. objekt triedy SceneManager, ktorý
združuje objekty triedy Scene. Ten pri inicializácii načíta na základe vstupného poľa ob-
jekty scény zo súboru. Je využívané inštancovanie - vytvorí sa objekt, a potom sa do do
vektora objektov typu TInstance uložia informácie o jednotlivých inštanciách tohto objektu
- transformácie a obalové teleso. Tým nie je nutné vytvárať často množstvo rovnakých ver-
tex a index bufferov, postačuje jeden pre rovnaké objekty, ktoré sa líšia len transformáciami.
Manažér tiež obsahuje informáciu o svetle - polohu a minimálny a maximálny ”dosvit”, alias
pozíciu prednej a zadnej orezovej roviny pre výpočet projekčných matíc svetla. Manažér
má tiež metódu RenderScene, ktorá je volaná z efektu pri vykresľovaní scény. Obsahuje
perameter pre zapnutie optimalizácie - ak je dodaný objekt pohľadového telesa, vykresľuje
len tie objekty, ktoré sa v tomto telese nachádzajú.
Počas vývoja aplikácie a najmä počas samotných výkonnostných testov bolo vytvore-
ných niekoľko scén a animácií pre testovanie výkonu, nakoľko nie vždy sa podarilo vyzdvih-
núť vlastnosti a nevýhody testovaných algoritmov. Snahou bolo vytvoriť scénu s čo možno
najväčším množstvom vrcholov a animáciu nad touto scénou tak, aby vďaka optimalizá-
ciam v podobe view frustum culling a eliminácii samotných pohľadových telies odzrkadlili
na okamžitom výkone. Veľa času sa strávilo v 3D modelovacích nástrojoch ako Blender či
MeshLab pri úprave modelov, pričom sa jednalo o voľne dostupné 3D modely.
Obrázok 5.5: Jedna z prvých scén - zvieratá
Hoci na tejto scéne bolo dosiahnutých maximálne 20 FPS na počítači, na ktorom sa pro-
gram vyvíjal, pri testovaní nevyhovovala z hľadiska rozloženia modelov ani počtu vrcholov.
Model tigra pozostáva z 20 126 vrcholov (25 tigrov = 50 3150 vrcholov), model orla zo 6 432
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vrcholov (6 orlov = 38592 vrcholov), celkovo aj so stenami 541 758 vertexov.
Obrázok 5.6: Detail z modelu katedrály v Šibeniku
Ďalšia scéna bola vytvorená z modelu katedrály sv. Jakuba v chorvátskom Šibeniku
(obr. 5.6), nakoľko sa jedná o model, na ktorom sú často demonštrované rôzne grafické
algoritmy. Z hľadiska komplexity však model nevyhovoval, má príliš málo vrcholov, navyše
predstavuje jeden veľký celok (= jedna obalová guľa), a teda vlastnosti optimalizovaných
algoritmov sa tu vôbec neprejavili, skôr podávali o niečo nižší výkon vzhľadom na extra
réžiu.
Scéna, na ktorej prebiehali testy, pozostáva z 5 400 modelov malých krížov, pričom
jeden pozostáva zo 644 vrcholov, plus 6 zložitejších plôch (každá 16 641 vrcholov), teda celá
scéna pozostaávala z 3 577 446 vrcholov, viď obrázok 5.7. Animácia v scéne bola navrhnutá
tak, aby sa počas prieletu scénou menil počet práve pretínaných pohľadových telies svetla
kamerou, navyše sú objekty rozmiestnené približne rovnako okolo svetla, a teda je možné
dobre demonštrovať fungovanie frustum culling.
Animácia na tejto scéne trvá 34 sekúd a je možné ju nájsť na CD prílohe.
5.2.7 Ladenie
Nakoľko sa jedná o aplikáciu, ktorá spúšta nemalú časť kódu na grafickej karte, je viac
než vhodné používať špecializované nástroje pre ladenie. Vývoj aplikácie prebiehal na plat-
forme AMD Radeon aj nVidia GeForce, takže boli vyskúšané nástroje od oboch výrobcov
grafických čipov.
AMD ponúka nástroj GPU PerfStudio 2, v čase písania práce vo verzii 2.8, ktorým je
možné ladiť aplikáciu nielen lokálne, ale aj vzdialene. Obsahuje nástroj pre ladenie (frame
debugger), profilovanie a odchytávanie volaní DirectX a ich časová analýza, pričom pod-
poruje DirectX verzie 10 a vyšší, alebo OpenGL 3.0, 4.0. Debugger umožňuje krokovať
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Obrázok 5.7: 5400 krížov usporiadaných do kocky okolo svetla
pixel shadere, profiler zase dokáže exportovať množstvo čítačov ako percentuálne využitie
jednotlivých stupňov pipeline, prístupy do textúr, dĺžky jednotlivých DirectX volaní a pod.
Obrázok 5.8: AMD GPU PerfStudio 2 pri ladení aplikácie (zapnutý Frame Debugger), vľavo
možno vidieť shadow mapu ako cube texture, zdrojový kód pixel shadera uprostred
nVidia na druhej strane ponúka nástroj, ktorý sa priamo integruje do prostredia Vi-
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Obrázok 5.9: nVidia Parallel nSight
sual Studia 2010 - Parallel NSight. Okrem ukazovateľa aktuálneho vyťaženia grafického
čipu, FPS a využitia shaderov umožňuje zobraziť mnoho informácií o jednotlivých vola-
niach DirectX, históriu pixelov obrazovky/textúry. Súčasťou je samozrejme profiler. Ladí
nielen grafické aplikácie, ale aj CUDA/OpenCL/DirectCompute GPGPU aplikácie, má tiež
vstavaný tester prístupu do pamäte pre paralelné aplikácie.
Samotné Visual Studio 2010 v spolupráci s DirectX SDK poskytuje programátorovi in-
formácie o nesprávnych či chybných volaniach, ktoré nie sú kritické (nespôsobia pád apliká-
cie), no na druhej strane sú často zdrojom vizuálnych chýb, ktoré by sa bez tohto výstupu
hľadali niekedy len veľmi ťažko. V nastaveniach DirectX je totiž možné zapnúť ladiacu
vrstvu pre každú aplikáciu a taktiež nastaviť množstvo a typ správ, ktoré budú programu
chodiť na jeho ladiaci výstup. Táto množina programov sa dá nastaviť, nakoľko nechcem
ladiť úplne všetky 3D aplikácie v systéme. K tomuto slúži DirectX Control Panel.
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Obrázok 5.10: DirectX Control Panel so zapnutým ladením, v oblasti pôsobnosti je nasta-
vená vyvíjaná aplikácia, povolené sú všetky správy.
Príklad výstupu vo Visual Studiu je možné vidieť na obrázku 5.11, kde bola umelo
vytvorená chyba - zakomentovaný riadok s pripájaním samplera na pipeline, o čom pri
ladení informuje DirectX programátora v ladiacom výstupe.
Obrázok 5.11: Reakcia DirectX na chybu v programe
Častým zdrojom chýb pri práci s DirectX sú nesprávne hodnoty pri inicializácii štruk-
túr popisujúce objekty, ktoré programátor používa v rámci kontextu DirectX. Obvykle sú
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medzi sebou rôzne previazané, napr. pri vytváraní shadow mapy - ShaderResourceView,
textúra aj RenderTargetView musia byť vyplnené správne, v opačnom prípade výstup zďa-
leka neodpovedá predstavám. Ďalším častým problémom bolo nesprávne pripájanie zdrojov
na pipeline, prípadne nespávna indexácia konštantných bufferov. Je tiež nutné explicitne
určiť, ktoré zdroje sa pripájajú na ktorú časť pipeline, ako napr. buffer s maticami môže byť
viditeľný napr. len vo vertex shaderi. Na rozdiel od Effect API je tento prístup zložitejší,




Cieľom práce bolo porovnať a vyhodnotiť tieňovacie algoritmy podľa výkonu a kvality
tieňov. U kvalitatívnej stránky boli vybraté detailné modely a z rovnakého pohľadu kamery
boli testované obe implementovnaé metódy na kvalitu tieňov pri rôznom rozlíšení tieňnovej
mapy. Taktiež sú tu poukázané chyby parabolickej projekcie.
Testy výkonu predtavujú merania FPS, času vytvorenia shadow mapy, počet stien cube
textúry vykreslenej v reáalnom čase v závislosti na polohe kamery.
6.1 Kvalitatívne porovnanie
Hoci obe implementované typy metód sú v princípe shadow mapping, jedna využíva kla-
sickú perpektícnu projekciu, prostredníctvom ktorej sa vytvorí tieňová mapa, druhá metóda
využíva parabolickú projekciu vyžadujúcu najviac 2 prechody pre vytvorenie mapy, avšak
poskytuje menej presné výsledky - na rovnakú informáciu používa 3x menšie množstvo dát.
Navyše je silne závislá od povahy modelov v scéne, pre nízkopolygonálne modely produkuje
artefakty.
V tabuľke 6.1 je porovnanie veľkosti shadow máp pre jednotlivé techniky vzhľadom na
ich rozlíšenie. Uvažujeme, že tieňová mapa obsahuje na každom svojom bode jednu 32-
bitovú hodnotu (t.j. 4 bajty).
Rozlíšenie Cube Mapping [MiB] Dual-paraboloid [MiB]
512 x 512 6 2
1024 x 1024 24 8
2048 x 2048 96 32
4096 x 4096 384 128
Tabuľka 6.1: Tabuľka porovnania jednotlivých metód a ich spotreba pamäte v MiB pri
danom rozlíšení tieňovej mapy
Pre testovanie bola vybraná scéna s modelmi tigrov, nakoľko tento model obsahuje
množstvo detailov ako napr. hmatové chlpy na hlave, labky či zuby. Z jednej polohy kamery
boli nasnímané 4 snímky, pre každé rozlíšenie tieňovej mapy v poradí ako v tabuľke 6.1.
Obrázky vo vyššom rozlíšení sa nachádzajú v prílohe C.
Tento test prebiehal na počítači s konfiguráciou:
• CPU: Intel Core 2 Duo P8400, 2.26 GHz
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Cube mapping Dual-paraboloid
Tabuľka 6.2: Screenshoty porovnania kvality metód shadow mappingu
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• RAM: 4 GiB DDR2
• GPU: ATi Radeon Mobility HD 3470 256 MiB GDDR2
• HDD: 2x 320 GiB 5400 RPM SATA
• OS: Windows Server 2008 R2 x86-64
Z obrázkov v tabuľke 6.2 je zrejmé, že 6-prechodová metóda renderovania na cube tex-
túru je z hľadiska kvality tieňov výhodnejšia, samozrejme za predpokladu použitia deail-
najších modelov. Pri rozlíšení 512 x 512 sú obe siluety tigra veľmi zubaté a skreslené, u pa-
rabolickej projekcie dokonca so zváštnym artefaktom na hlave tigra (akoby bola rozťatá).
Hmatové chlpy nie sú prakticky vidieť. Rozlíšenie 1024 x 1024 neprináša veľkú výkonnostnú
zrážku oproti predchádzajúcemu nižšiemu rozlíšeniu, taktiež z hľadiska spotreby pamäte,
výsledok je aspoň u cube mapping metódy považovateľný za prijateľný - silueta je síce tro-
chu zubatá, ale oproti predchádzajúcemu prípadu ďaleko lepšia - máme k dispozícii 4x viac
bodov shadow mapy. Pokiaľ by metóda bola navyše vybavená filtráciou (u cube mappingu
je to problematické), jednalo by sa o veľmi prijateľnú metódu vzhľadom na pomer ”cena/-
výkon”, toto rozlíšenie je napr. štandardné v hre Crysis. [20] To sa však stále nedá povedať
o parabolickej projekcii, ktorá zobrazuje tiene detailov tigra stále veľmi skreslene, vidno
náznak hmatových chlpov. Z hľadiska siluety je na tom rozlíšenie 2K u parabolickej projek-
cie dobre, kvalitatívne sa približuje 1K rozlíšeniu u klasického prístupu. Detaily hlavy však
stále pripomínajú prvý testovací prípad u cube mappingu. U klasického prístupu je silueta
vyhladená, tieň u chlpov je zreteľný. Najvyššie testované rozlíšenie zaberá v pamäti nezane-
dbateľných 384 MiB, na druhej strane je tieň absolútne hladký a aj hmatové chĺpky veľmi
detailné. FPS však išlo rapídne dole, oproti predchádzajúcemu rozlíšeniu o viac ako 50%.
Pri tomto rozlíšení vyzerá silueta tigra u parabolickej projekcii podobne, ako u klasického
prístupu v prechádzajúcom prípade, hlava a chlpy približne ako v rozlíšení 1K.
Pre dosiahnutie kvality približne takej ako u cube mappingu musíme u parabolickej
projekcie zdvihnúť rozlíšenie aspoň o 1 rád vyššie. U cube mappingu postačuje rozlíšenie
tieňovej mapy 1024 x 1024 texelov, pričom s použitím filtrácie by sme dosiahly veľmi rýchly
a dostatočne kvalitný výsledok.
Problém parabolickej projekcie je lineárna interpolácia v rasterizéri namiesto parabo-
lickej. To má za následok, že nízkopolygonálne modely vrhajú chybné tiene, nakoľko medzi
jednotlivými vrcholmi je veľká vzdialenosť, pričom ich hrana, pokiaľ je obrysová, nie je in-
terpolovaná správne, a teda čím je vzdialenosť medzi vrcholmi väčšia, tým je aj táto chyba
väčšia, resp. viditeľnejšia. Tento prípad bol demonštrovaný na jednoduchej scéne, kde je
ako tienidlo použitá rovina, ktorá pozostávala len zo 4 vrcholov, vid obázok 6.1.
Rovina vôbec nevrhá tieň na druhú rovinu, ktorá je kolmo na ňu, navyše guľa, ktorá sa
pod touto vodorovnou rovinou nachádza, nie je zatienená a sama vrhá na zvislú rovinu tieň.
Pokiaľ sa použila vysoko polygonálna rovina (16 000 vrcholov), problém bol eliminovaný.
Ďalším problémom je artefakt na rozhraní oboch paraboloidov - jedná sa o svetlú,
miestami prerušovanú čiaru cez tieň, ktorý leží v mieste spoja. Napriek rôznym pokusom
ako vytvorenie pohľadovej matice tak, aby sa pozícia svetla bola posunutá smerom na jeden
z paraboloidov či úprave vzorkovacích koordinaátov sa nepodarilo tento artefakt potlačiť.
6.2 Testy výkonu
Nemenej dôležitý aspekt tieňovacích algoritmov je ich samotný výkon. Zamerali sme sa
na dobu vytvárania tieňovej mapy, čas vykreslenia celého snímku či čas potrebný len na
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(a) chybné (b) správne
Obrázok 6.1: Artefakt spôsobený nedostatočnou detailnosťou tieniaceho telesa, vpravo bez
artefaktu
Obrázok 6.2: Artefakt dual-paraboloid shadow mappingu v mieste dotyku oboch parabo-
loidov
vykreslenie výslednej scény z pohľadu kamery. Taktiež nás zaujímalo, ako fungujú optimali-
zácie - počet aktívnych stien cube textúry tieňovej mapy u cube mapping prístupu či počet
paraboloidov u parabolickej projekcii. Zvášť sme sa venovali metódam využívajúce geome-
try shader. Testy, prebiehali na scéne s vysokým počtom vrcholov (scéna s krížmi), pričom
animácia trvala 34 sekúnd. Veľkosť jednotlivých textúr shadow mapy bola nastavená na
1024 x 1024 texelov, rozlíšennie obrazovky bolo 1024 x 768 pixelov.
Zostava, na ktorej prebiehali merania:
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• CPU: Intel Core i5 661 3.33 GHz
• RAM: 6 GiB DDR3
• GPU: nVidia GeForce GTX 560Ti 1 GiB GDDR5
• HDD: 500 GiB 7200 RPM SATA2
• OS: Windows 7 Professional x86-64





















Cube6 Optim + FC
Dual Paraboloid
Dual Paraboloid Optim
Dual Paraboloid Optim + PC
Obrázok 6.3: Priebeh doby vykreslenia jedného snímku v závislosti na čase animácie
Neoptimalizované metódy cube mappingu aj parabolickej projekcie podávajú najhoršie
výsledky, nakoľko je na vstup každého prechodu privádzaná všetka gaometria v scéne,
ktorá najprv musí presjť transformáciou aby bola neskôr zahodená. Už len prvotná opti-
malizácia v podobe výberu geometrie do pohľadového okna sôsobí u cube mappingu nárast
výkonu o 198 %, u paraboloidnej metódy je to menej, 38.4 %. Výkon cube mapping aj
dual-paraboloid metódy so základnou optimalizáciou je približne rovnaký, napriek tomu, že
cube mapping metóda vyžaduje 3x viac prechodov a s tým spojenej réžie v podobe nahrá-
vania dát do GPU, prepínanie render targetov a pod. Dôležitým faktorom je tiež typ scény
a spôsob, akým sa v nej pohybujeme voči svetlu.
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C6 C6 Optim. C6 Optim. + FC DP DP Optim. DP Optim + PC
19.1347 57.1573 127.5539 41.5518 57.5026 90.5162
Tabuľka 6.3: Priemerné FPS pre graf 6.3
Najlepšie výsledky podávala cube mapping metóda ďalej optimalizovaná o efektívnu
elimináciu celých stien textúry tieňovej mapy, čím v určitých prípadoch mohla spracovávať
len šestinu geometrie. Podobne optimalizovaná paraboloidná metóda je v najlepšom prípade
schopná vynechať najviac polovicu geometrie prítomnej v scéne.

























Cube6 Optim + FC
DP Optim + PC
Obrázok 6.4: Počet aktívnych stien cube texture a počet paraboloidov
Na grafe 6.4 vidno, aký bol okamžitý počet stien textúry, do ktorej sa renderovala
tieňová mapa u cube mappingu a tiež počet paraboloidov u dual-paraboloid metódy. V roz-
medzí približne 24. a 28. sekundy je renderované len do jedej steny cube mapy, čím došlo
k teoretckému zrýchleniu až o 83 % oproti plnému vyťaženiu. Na tomto grafe tiež vidno, že
paraboloidná metóda používala väčšinu svojho času len 1 paraboloid, taktiež cube mapping
len málokedy využíval plných 6 stien. V reálnom nasadení je použitie týchto optimalizácií
dá sa povedať nutnosťou.
Ďalším faktorom nášho záujmu je čas vytvárania iba samotnej tieňovej mapy, ktorý
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Cube6 Optim + FC
Dual Paraboloid
Dual Paraboloid Optim
Dual Paraboloid Optim + PC
Obrázok 6.5: Doba vytvárania tieňovej mapy
C6 C6 Optim. C6 Optim. + FC DP DP Optim. DP Optim + PC
37.0151 2.0069 0.9553 7.0574 1.3943 1.0080
Tabuľka 6.4: Priemerná doba vytvárania shadow mapy [ms] pre graf 6.5
vidno na grafe 6.5. Graf kopíruje trend ktorý vidno na meraní v grafe 6.3. Najviac času
spotebuje neoptimalizovaný cube mapping, nakoľko je všetka geometria poslaná do GPU
celkovo 6-krát, u DP zase 2-krát. Priemerný čas najlepšie optimalizovaných metód sa líši
len veľmi málo.
Testovali sme tiež závislosť rozlíšenia tieňovej mapy od rozlíšenia - tabuľky 6.5, 6.6. Re-
bríček výkonnosti jednotlivých metód sa ani zmenou rozlíšenia tieňove mapy nezmenil, no
môžme sledovať, ako veľmi vyššie rozlíšenie ubližuje výkonu u jednotlivých metód. Percen-
tuálne najviac si pohoršili práve optimalizované metódy, u cube mappingu to bolo o 11 až
37 % (2K, 4K), u metód s parabolickou projekciou najviac 26 %. Paradoxne, najstabilnejšie
sa držali metódy imlementované s využitím geometry shadera, kde sa FPS percentuálna
prepadlo o maximálne 15 %. Ich výkon bol však napriek tomu neuspokojivý.
Už v tomto teste vidno, že priemerné FPS metód využívajúce geometry shader je veľmi
nízke, a to aj napriek použitej optimalizácii.
Na grafe 6.6 vidno priebeh doby vykreslenia snímku počas animácie. Dôvodom nízkeho
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1K [FPS] 2K [FPS] 4K [FPS]
C6 19.0588 18.3824 16.1765
C6 Optim. 57.3235 51.1765 36.1471
C6 Optim + FC 127.882 115.029 82.8235
C6 GS 6.2941 6.2647 5.9117
C6 GS Optim 20.3235 19.9118 17.6765
DP 41.4412 39.5294 33.0294
DP Optim 57.442 53.9412 42.7353
DP Optim + PC 90.1176 85.4420 42.7353
DP GS 18.8529 18.6176 17.0
DP GS Optim. 30.9706 30.2941 26.1471
Tabuľka 6.5: Závislosť rozlíšenia tieňovej mapy od FPS pre jednotlivé metódy, priemerné
FPS
2K [%] 4K [%]
C6 96.4510 84.8768
C6 Optim. 89.2767 63.0580
C6 Optim + FC 89.9493 64.7656
C6 GS 99.5329 93.9244
C6 GS Optim 97.9743 86.9757
DP 95.3867 79.7018
DP Optim 93.9055 74.3973
DP Optim + PC 94.8117 77.3173
DP GS 98.7519 90.1718
DP GS Optim. 97.8157 84,4256
Tabuľka 6.6: Prepad výkonu oproti rozlíšeniu 1024x1024
výkonu je serializovaný model vykonávania geometry shadera, ktorý dáva na výstup gene-
rované primitíva po rade, čo predstavuje úzke hrdlo, nakoľko vygenerovať shadow mapu vo
viacerých prechodoch ale paralelne (čo sa týka spracovania vrcholov na GPU) zaberie, ako
vidno z meraní, menej času.
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Podarilo sa spracovať a popísať základné bežne používané metódy zobrazovanie tieňov,
počínajúc planárnymi projektívnymi tieňmi cez shadow mapping až po shadow volumes,
a to vrátane ich najpoužívanejších variant. Zapracovaný bol tiež pohľad do histórie týchto
metód, použitie tieňov v hrách všeobecne, a tiež limity či ombedzenia hardware v kon-
krétnej dobe - používanie predpočítaných statických tieňov ako svetelných máp v časoch
akcelerátorov s neprogramovateľnou grafickou pipeline, ako aj možnosti moderných grafic-
kých adaptérov ako vykresľovanie do viacerých render targetov naraz či možnosti použitia
geometry shadera pre vytváranie tieňovej mapy.
Bol taktiež popísaný návrh aplikácie, ktorá by mala danú probelamtiku demonštrovať,
vrátane požiadavkov na funkčnosť. Podarilo sa tiež vytvoriť aplikáciu demonštrujúcu me-
tódu shadow mapping, pričom bola implementovaná nielen ako metoda využívajúca cube
mapping, ale aj s parabolickou projekciou. Každá z týchto 2 variant ponúkala 5 stupňov
optimalizácie.
Nad týmito metódami boli vykonané kvalitatívne a výkonnostné merania. Z výsledkov
testov vyplynulo, že použitím optimalizácií je možné zdvihnúť výkon týchto metód rádovo
o desiatky až stovky percent - napr. u cube mapping metódy len pri prvotnej optimalizácii
s výberom objektov do jednotlivých pohľadových telies kamery svetla sa dosiahlo zvýšenie
výkonu o 198 %. Pri použití algoritmu view frustum culling bolo dosiahnuté ďalšie zvýšenie
výkonu, na testovacej animácii podávali najoptimálnejšie riešenia 6.51/2.2-násobne vyšší
výkon ako neoptimalizované verzie. Boli porovnané tiež verzie využívajúce geometry shader,
avšak vzhľadom na sérializovaný výpočet geometry shadera bol ich výkon nedostatočný,
v praxi je takého riešenie neprijateľné. Prepad výkonu oproti ekvivaleným verziám bol
často viac ako 50 %.
Z hľadiska kvality podáva cube mapping metóda lepšie výsledky, pričom ako optimálne
riešenie sa javí zvoliť rozlíšenie 2048 x 2048 texelov, nakoľko poskytuje vysokú kvalitu tieňov
a prepad výkonu oproti rozlíšeniu 1024 x 1024 je najviac 10 %, pričom veľkosť textúry 96 MiB
je vzhľadom na súčasnú veľkosť pamätí grafických akcelerátorov prijateľná. Kvalita výstupu
dual paraboloid metódy je do značnej miery závislá na množstve geometrie objektov, ktoré
vrhajú tiene. Nakoľko nepoužíva lineárnu interpoláciu, pri malom počte vrcholov dochádza
k artefaktom, miestami do takej miery, že na objekt síce môžu byť tiene vrhané, ale sám
objekt tieň nevrhá (prípadne je tieň veľmi deformovaný), čo bolo demonštrované na jedno-
duchej scéne. Ďalším neduhom je artefakt nachádzajúci sa v mieste roviny, ktorá spája oba
polpriestory parabolickej pojekcii - v mieste spoja, pokiaľ sa tam nachádza tieň, je svetlá
čiara.
V rámci pokračovania by bolo možné napr. doplniť porovnanie s algoritmom shadow
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volumes. Implementované metódy by bolo možné rozšíriť o PCF filtráciu, čím by shadow
mapping produkoval mäkké tiene. Jedno z rozšírení by mohol byť pohyblivý svetelný zdroj,
prípadne testovať metódy s viacerými svetlami.
Výsledky práce sú súčasťou vedeckého článku prijatého na konferenciu WSCG 2012.
Práca obsadila 4. miesto na študentskej súťaži MediaContest@FIT 2012.
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Sphere Sphere : : MiniBal l ( Point P [ ] , int p , Point B [ ] , int b)
{





return Sphere ( ) ;
case 1 :
return Sphere (B [ 0 ] ) ;
case 2 :
return Sphere (B[ 0 ] , B [ 1 ] ) ;
case 3 :
return Sphere (B[ 0 ] , B [ 1 ] , B [ 2 ] ) ;
case 4 :
return Sphere (B[ 0 ] , B [ 1 ] , B [ 2 ] , B [ 3 ] ) ;
}
}
Sphere MB = MiniBal l (P, p − 1 , B, b ) ;
i f (MB. d(P[ p − 1 ] ) > 0) // Signed d i s t a n c e to sphere
{
for ( int i = p − 2 ; i = 0 ; i−−)
{
Point T = P[ i ] ;
P [ i ] = P[ i + 1 ] ;
P [ i + 1 ] = T;
}






Pseudokód výpočtu prieniku dvoch
pohľadových telies
H a l f I n t e r s e c t i o n ( Frustum A, Frustum B)
{
P = po in t s (A) ;
for a l l p in P
{





E = edges (P) ;
for a l l e in E
{







I n t e r s e c t i o n ( Frustum F, Frustum V)
{






Hore screenshot z cube mapping metódy, dole dual paraboloid.
C.1 512 x 512
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C.2 1024 x 1024
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C.3 2048 x 2048
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Obsah priloženého CD je rozdelený do adresárov:
• bin - preložená binárka programu
• src - obsahuje zdrojové kódy pre aplikáciu a knižnica lib3ds
• text - obsahuje tento dokument vo formáte PDF
• text src - zdrojové kódy tohto dokumentu a obrázky použité v texte




Projekt aplikácie je treba otvoriť vo Visual Studiu 2010 alebo novšom. Aby bolo možné
projekt spompilovať, je nutné pridať knižnicu lib3ds do premenných, odkiaľ sú načítavané
súbory pre kompilátor/linker - lib3ds/Release ako zdroj knižníc, lib3ds/src ako zdroj pre
include. Je tiež nutné mať nainštalované DirectX SDK a nastavené cesty vo Visual Studiu.
Aplikácia po spustení zapne základnú scénu so zvieratami, pričom je zvolené rozlíšenie
tieňovej mapy 1024 x 1024, metóda Cube mapping s frustum culling a elimináciou pohľadov
ktoré sú neaktívne.
Animáciu je možné zapnúť/vypnúť tlačidlom C, pričom pokiaľ dobehne celá do konca,
pri .exe súbore sa objaví súbor s výstupom: frameTimes.txt. V ňom sú uložené dvojice
hodnôt čas snímky od začatia animácie, a doba jeho vykreslenia. Tento súbor je možné
nechať vykresliť napr. v Matlabe. Pokiaľ je animácia prerušená stlačením C, opäť sme vo
voľnom pohľade, kde sa pohybujeme pomocou kláves W, S, A, D, pričom natočenie kamery
meníme držaním ľavého tlačidla myši a jej pohybom.
Je možné prepínať medzi jednotlivými scénami:
• I: zvieratá
• O: kríže
• P: katedrála v Šibeniku
Na číslach je možné voliť konkrétne varianty tieňovacích algoritmov a ich optimalizácií:
0. cube mapping
1. cube mapping + view frustum culling
2. cube mapping + view frustum culling + eliminácia pohľadov
3. cube mapping cez geometry shader
4. cube mapping cez geometry shader + view frustum culling
5. dual paraboloid
6. dual paraboloid + view frustum culling
7. dual paraboloid + view frustum culling + eliminácia pohľadov
8. dual paraboloid cez geometry shader
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9. dual paraboloid cez geometry shader + view frustum culling
Tlačidlami + a - je možné zvyšovať/znižovať rozlíšenie shadow mapy v krokoch 512,
1024, 2048, 4096 texelov.
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