Abstract. This work describes an investigation to reduce positioning error of 3 wheel middle size robot by using a modified odometry system. In this technique the positioning sensor (shaft encoders) are mounted on 3 free-running wheels so the slippage of the driving wheels does not affect the measurements of the sensors. This will result in decreasing the cumulative error of the system. This mechanism accompanying by omnidirectional vision system presents reliable and accurate self-localization method for any 3 wheel driving robot. Experimental results have shown performance improvement up to 86% in orientation error and 80% in position error.
Introduction
Self-localization is one of the most important issues in mobile robots. Different methods have been suggested for self-localization, naming a few, vision based selflocalization, laser range finders, odometry [1] , ultrasonic approach, gyroscope [5] and global positioning system (GPS). These methods mainly differ in their robustness, measuring accuracy, speed, cost and ease of implementation.
In odometry, robot displacement and change of direction are measured comparing to previous position. This method has acceptable results on platforms where robot moves on a smooth surface. Ease of implementation, relatively cheap and light weight instrument are some advantages of this method.
One of the platforms in which robots need self-localization is RoboCup middle size league (MSL). In this environment, because of predefined colors for different objects and smooth surface, vision based self-localization and odometry are assumed to be effective [6] . Laser range finders were also a good solution until the field walls were not removed [9] . Using vision based self-localization alone has some drawbacks:
Field landmarks are limited to flags, goals and border lines. Because of moving objects in the field, a few land marks may not be seen by robot. In addition, errors in object detection and the nonlinear map (from image units (pixels) to physical units (centimeters)) cause unreliable output. Robust image processing algorithms can enhance the precision, but the algorithms are complex and time consuming.
Adding another sensor and using sensor data fusion is assumed to be a suitable method for precision enhancement, odometry sensors are an example [1] . In case where sufficient landmarks can not be detected, odometry results would be helpful.
Variation in odometry results is smooth, this can help to detect and avoid sudden faulty reports of vision based self-localization. In the other hand, odometry errors are cumulative and regarding slippage, sensor outputs could be of low confidence.
In this article, three improvements are introduced for decreasing slippage error and enhancing sensor precision. The designed mechanical structure is also presented. Then two methods for position estimation are introduced and discussed in detail. Finally the implementation of a linear controller is described. The aim of this work is to implement a reliable navigation system, using modified odometry accompanying omnidirectional vision based self-localization.
Modified Odometry Sensors
Asymmetric errors are those errors which are caused by slippage and field unevenness. In MSL RoboCup, due to the flat playground, the highest portion of asymmetric error in odometry is caused by slippage when the robot accelerates or deaccelerates.
The designed structure includes an omni-directional system in which three omniwheels are placed under the robot °120 apart. These free wheels are then coupled with shaft encoders and are assembled on a flexible structure, which ensures their firm contact with ground. The symmetry point of this structure coincides with the robot's center of mass and the wheels have an angular distance of °60 from the active (driving) wheels (Fig. 1,2 ). Most slippage occurs on the driving wheels during acceleration and changing direction.
Separating the sensors from driving wheels, decreases the slippage of the sensor wheels to a great extent, which results in decreasing the cumulative error of the system. In addition, special designed multi-roller wheels have vibration amplitude of less than 0.2 mm, also slippage decreases notably on carpet playground.
Robot Kinematics Model [3]
o P is defined as the vector representing robot center of mass in (Fig.3) . The position and tangential vector of each odometry wheel in the frame fixed to the robot are: where L is the distance of wheels from the center of mass. Using the above notations, the wheel position and velocity vectors can be expressed with the rotation matrix R(θ) by the following equations:
The angular velocity of each wheel can be expressed as:
where i ϕ is the angular velocity and r is the radius of odometry wheels.
where the second term in the right hand side is the tangential velocity of the wheel.
This tangential velocity could be also written as , θ L so from (6), we have:
From the kinematics model of the robot, it's clear that the wheel velocities are linear functions of the robot linear and angular velocities. sin cos
Self-localization Using Odometry
In this section two self-localization methods based on shaft encoder outputs are introduced, which are called differential method and direct method.
Differential Method
In this method, the outputs of shaft encoders are differentiated temporally resulting the individual wheel velocities. Using the kinematics equations, the robot linear and angular velocities are computed. Integrating these velocities, one can extract the robot position. The algorithm for this method can be described as fallows: Using kinematics equation of the robot (8), x , y and θ are the parameters to be computed by having i ϕ from shaft encoders. Solving equation (8) 
1 rW S ( 9 ) where i ϕ can be calculated from the current encoder samples, compared with previous samples. Using numerical integration methods on [ ]
(knowing the initial position of the robot), the new position can be obtained.
Although this method is very simple, but due to inherent differentiation operations, it is not reliable in long term. The main drawback of differential method is the error accumulation. Some of important errors are: error in measuring time intervals, errors caused by the quantized nature of shaft encoders and output errors due to floating point computations.
Practically, time is divided into equal intervals, T ∆ , in which the robot wheels'
velocities are assumed to be constant. Considering these constant speeds, both robot linear and angular velocities are determined, and the head angle and robot position would be grown with the extracted differential values.
The assumption of constant velocities in each time interval T ∆ , will cause some error, which in turn will decrease the reliability of the computation results as time passes. In addition, limited precision of shaft encoders will result in some kind of quantization error which therefore leads to inaccuracy, the last point is that this error might increase due to digital computations. In order to decrease these errors, one possible solution is to define T ∆ as small as possible and to increase shaft encoder resolutions. Needless to remark that this solution will increase the calculation's overhead.
Direct Method
The differential method was described as digitally differentiating the output of shaft encoders, applying the kinematics equations of the robot to the result of differentiation and integrating over the results.
Because of quantized nature of the values in time, integration and differentiation can not be implemented without approximation. If these operations could be eliminated and results can be driven directly from the measured angle by shaft encoders, more accuracy in calculation results are then achieved.
Using the equations of motion (9), in order to calculate x, y,θ directly, the following integral should be computed:
where 
Further simplification of (14) results:
[ ]
It's apparent from (15), that θ could be easily calculated from shaft encoder outputs, but it is impractical to extract x or y as direct functions of ϕ 1 , ϕ 2 , ϕ 3 , from equations (12), (13). This could be demonstrated with the following example: In the above example, robot has started moving from an initial position. After moving a straight path with length L, it rotates 180° and then moves straight the same length along the previous direction and then rotates -180°. It is clear from (Fig.4) that for both initial and end points, ϕ 1 = ϕ 2 = ϕ 3 = 0, while the robot has a displacement of 2L. Therefore direct computation of x and y from 3 2 1 , , ϕ ϕ ϕ is not practical, which necessitates some restrictions on x and y to be extractable directly.
As it is understood from equations (12), (13) 
Assuming θ to be independent of time, will result in θ to be zero, thus:
Equation (18) shows that robot position can be extracted directly if the robot has had no rotation while moving to the new position. If θ changes to a value other than zero, the origin of the coordinate system should be moved according to the calculated robot displacement vector and the computation should be started over again. In practice the condition on θ is satisfied if the difference between the new head angle and the last stored angle exceeds some certain threshold.
Although the above equations are extracted assuming θ to be constant, for further improvement in precision, θ in (16,17) is replaced dynamically with the instantaneous angle which is easily computed from (15). In the method described above, the number of times which error accumulation takes place has been reduced to a great extent, this will result in improving the overall performance of direct method comparing to the differential method.
Robot Controller
In [10] it has been shown that two identical PID controllers for robot position and orientation are suitable for controlling a robot. If the residual error is negligible the integrator can be omitted. This controller has shown to be robust enough for controlling a soccer player robot. P and D coefficient are adjusted manually.
Position Controller Architecture
In order to implement the position controller, the position error vector is determined as follows:
where V * expresses the output of the position controller for driving units, which it's components on each driving wheel are extracted with:
Head Angle Controller
Assuming that the head angle of the robot is β and the desired head angle is θ.The angle controller is then determined as follows:
where e − = θ is the angle error of the robot.
Scaling
The output of the position or angle controller in Equations (21), (22) may exceed the range of the applicable voltages on the motors. In order to deal with such a situation, a scaling algorithm is believed to be efficient.
If the output vector of position controller was out of range of maximum motor voltage ( Max v ), it is scaled down with the following scale factor:
For the angle controller, another scaling method is used, in which the output of the angle controller is clipped to βν max ( 0<β <1). The reason for using such threshold is that a relatively high angle error would result in high motor voltages and this in turn affects the output of position controller.
The Final Motor Controller
The final applicable voltages on the motors are computed as:
The following scale factor is used for i u before being applied to each motor if 
Experimental Results
In order to check the improvement of the odometry system introduced in this article compared to similar systems, a test condition was suggested to measure the position and head angle error.
In the designed test condition, care was taken to simulate the real situation. The test condition and the results are presented in the following two sections. At the end, the effect of the odometry sensor in reducing vision based self-localization overhead will be discussed.
Test Condition
UMBmark method is a popular benchmark for odometry systems [8] , but the following test condition was used for simulating robot behavior more closely.
In this test, the robot is placed at one end of the field, and then the robot moves straight to the other end (10 meters) while rotating °360 . The position and head angle error are then measured. This procedure is repeated several times, and the mean values are computed.
In the following figure, shaft encoder outputs of an ideal odometry system under the test condition are presented. 
Test Results
The following table demonstrates a comparison between robots with the ordinary odometry sensor, which the shaft encoders are connected to driving wheels, and the next generation robot in which the improved odometry system was installed on. The direct method was used for position calculations.
Using the improved sensors, the relative position error is 1.5%, while the relative orientation error is 1.1%. So, the new odometry sensors have improved the orientation error to 86%, and the position error to 80%. In this way we have reduced the asymmetric errors to a great extent. Considering the position accuracy, the vision based self-localization can be updated with longer time intervals, while the odometry results are used for selflocalization. This in turn enables us to perform accurate, complicated and time consuming vision based self-localization algorithms.
Having relatively precise information about orientation is also used in searching algorithms of stationary objects (goals and flags), which causes the image processing algorithms more robust.
Conclusions
Joint visualization -odometry localization of moving robots has attracted the attention of many researchers. In this work we intended to improve the performance of the existing algorithms by proposing a new odometry system with lower asymmetric errors. In our approach there are free wheels accompanying the driving wheels solely to measure the robot rotation and displacement. Hence slippage is reduced considerably and error accumulation diminishes. New methods for converting measurements into desirable data are also proposed to avoid the amplification of inaccuracies in differentiations. Test results verified the improvements clearly.
