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Sumário 
Este trabalho prende-se em falar de uma forma simples sobre os Sistemas de Informação (as 
definições e conceitos, evolução) e demonstrar as fazes de planeamento e desenvolvimento de 
um Sistema de informação. 
Este trabalho está dividido em quatro (4) capítulos: 
• O primeiro capítulo será a parte introdutória onde se fará a introdução do trabalho, os 
objectivos pretendidos e a motivação na escolha do tema. 
• O segundo capítulo pretende deixar uma visão geral do significado de Sistemas de 
Informação, conceitos e definições.  
• No terceiro capítulo falar-se sobre o Desenvolvimento de Sistemas de Informação. 
• Finalmente no último capítulo far-se-á a parte pratica deste projecto que será a 
demonstração pratica do desenvolvimento de um sistema de informação para gestão 
de escolas de condução. 
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Capítulo 1: Introdução 
1.1 Fundamentação metodológica 
Este trabalho foi realizado através de uma parte baseada em uma análise bibliográfica 
através de pesquisa baseada na Internet e livros que se acharam ser pertinentes para o trabalho 
e entrevista aos directores das escolas de condução e aos funcionários para melhor conhecer 
essas instituições. 
Para fazer as entrevistas utilizou-se um gravador, foi se registando o diálogo que se 
estabelecia entre os informantes. Também aos informantes foram explicados o propósito do 
estudo e a importância da participação do mesmo.  
Análise bibliográfica – pesquisa documental tiveram grandes limitações pelo facto de 
ser fraca ou de mesmo inexistente de publicação de trabalho e documentos de carácter 
científico publicado em Cabo verde, relativamente sobre os sistemas de informação, isso 
reflecti assim na dificuldade encontrada durante o percurso da realização do nosso estudo. 
 
1.1.2 Objectivo geral: 
 
• Saber o que são os Sistemas de Informação, e desenvolver um sistema de gestão de 
uma escola de condução.  
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1.1.3 Objectivo específico: 
 
• Conhecer melhor os sistemas de informação. 
• Perceber qual é a importância dos sistemas de informação 
• Conhecer melhor a fase de Desenvolvimento de Sistemas de Informação 
• Adquirir um melhor conhecimento sobre os métodos de Desenvolvimento de 
Sistemas de Informação 
• Aprofundar os conhecimentos sobre o UML. 
• Por em prática os conhecimentos adquiridos 
• Desenvolver um sistema de gestão de uma escola de condução. 
 
1.1.4 Motivação do estudo: 
 
A opção para estudar a questão, sobre os Sistemas de Informação vem na medida em 
que hoje em dia cada vez mais se tem falado sobre os sistemas de informação e em todo o 
Mundo incluindo Cabo Verde e também por ser um tema bastante pertinente.  
Também aprofundar mais os conhecimentos em desenvolvimento dos Sistemas de 
informação.  
E também através do desejo de desenvolver algum útil que não seja meramente 
teórico. 
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Capítulo 2: Sistemas de Informação 
Antes de falar sobre o Desenvolvimento de Sistemas de informação far-se-á 
primeiramente uma descrição dos Sistemas de informação e de alguns conceitos que se 
acharam pertinentes. 
Falar-se-á sobre a definição de sistemas, depois sobre a informação e as características 
para se ter uma informação valida que não seja apenas lixo e também sobre a definição de 
Sistemas de Informação, tipos, histórico dos Sistemas de Informação 
2.1 Conceito de Sistema
O conhecimento do conceito de sistema é fundamental para a compreensão da 
aplicação do mesmo mas organizações, ao tratamento da informação e aos sistemas de 
informação. Exemplos de sistemas podem ser encontrados nas novas tecnologias, na física, 
nas ciências biológicas.   
Poder-se-á dizer que vivemos rodeados de sistema, o ser humano em si é um sistema, 
as organizações são sistemas, a Terra é um sistema, os sistemas de informação como o 
próprio como indica é um sistema e por isso antes de compreender os sistemas de informação 
é necessário conhecer o conceito de Sistema. Existem muitas definições de sistemas, de 
seguida demonstrar-se-á algumas dessas definições. 
Segundo Serrano et al (2004) “A teoria de geral dos sistemas foi desenvolvida em meados do 
século XX por Ludwing Von Bertalanffy. Essa teoria nasce na tentativa de encontrar um 
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modelo conceptual que una e fundamente as áreas da ciência. O seu campo de aplicação 
estende-se a generalidade das ciências, quer elas sejam formais, naturais ou sociais, e vem 
contribuir de forma significativa para o estudo das organizações e dos respectivos sistemas de 
informação.” Segundo Bertalanffy (1973) “Um sistema pode ser definido, de uma forma 
simples e intuitivamente acessível, como um complexo de elemento se interacção.” Ainda 
segundo Rivas (1984) ” um sistema corresponde a um conjunto de elementos, relacionados 
entre si, actuando num determinado ambiente, tendo por finalidade alcançar objectivos 
comuns, e com capacidade de auto-controlo”, ainda Wikipédia (2008 d) define Sistema (do 
grego 	µ), como sendo: um conjunto de elementos interconectados harmonicamente, de 
modo a formar um todo organizado. É uma definição que acontece em várias disciplinas, 
como biologia, medicina, informática, administração. Vindo do grego o termo "sistema" 
significa "combinar", "ajustar", "formar um conjunto". 
Por seu lado Rascão (2001) diz que “um sistema é um conjunto de componentes inter-
relacionados que trabalham juntos para atingir um objectivo comum, aceitando dados de 
entrada (inputs) e produzindo resultados (outputs) num processo de transformação 
organizado”. 
Um sistema de informação é composto por quatro funções básicas: 
• Input – Envolve a recolha/aquisição e assemblagem dos elementos que entram 
no sistema para serem processados. Por exemplo, as matérias-primas, a 
energia, o esforço humano são componentes básicas do sistema produtivo; 
• Processamento – Envolve o processo de transformação que converte os dados 
de entrada em produto acabado. Por exemplo uma fábrica de montagem de 
automóveis, junta os componentes e transforma-os no automóvel; 
• Output – resultado do processo de transformação, ou seja o produto acabado. 
O produto acabado é vendido ao cliente (utilizador final). 
• Armazenamento – Envolve o armazenamento temporário dos dados 
(informação); por exemplo uma empresa guarda no armazém os produtos, isto 
é, armazena-os temporariamente até serem vendidos. 
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Ilustração 1: A Função fundamental de um sistema de informação 













































Tabela 1: Tabela de Exemplo de Sistemas 
Fonte: Da Luz (2004) 
 
2.1.2 Classificação dos Sistemas
Os sistemas podem ser classificados segundo Sheron (2008) em sistemas naturais e 
sistemas criados pelo homem. Exemplos de sistemas naturais: 
• Sistema solar; 
• Sistema reprodutivo; 
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• Sistema nervoso; 
Exemplos de sistemas criados pelo homem: 
• Sistema de transportes; 
• Sistema de comunicações 
• Sistema de produção; 
• Sistema financeiro. 
 Hoje, a maioria dos sistemas criados pelo homem são suportados pelas tecnologias de 
informação e da comunicação; na verdade, muitos deles não poderão sobreviver sem elas. 
Apesar de muitos desses sistemas já existiam antes do surgimento dessas tecnologias, ainda 
existem alguns desses sistemas actuais que não utilizam essas tecnologias. 
 Ainda também poder-se-á classificar os sistemas pelas seguintes caracteristicas:  
• Simples e Complexos 
 Simples: possui poucos elementos e a relação ou interação entre os mesmos é 
descomplicada e directa (Bolo)    
 Complexos: possui muitos elementos que são altamente relacionados e 
interdependentes (Fábrica de Foguetes) 
• Abertos e Fechados 
 Abertos: interage com seu ambiente   
o Organismos vivos: alto grau de interação com o ambiente  
o Empresas: matérias-primas e entradas fluem para dentro do sistema, são 
processadas e retornam como bens e serviços (saídas) para o ambiente 
(cliente)  
 Fechados: sem interação com o ambiente 
o dificilmente encontrado 
o grupo pequeno reunido para discutir fabricação vinhos clássicos, menor 
interação 
• Estável e Dinâmicos 
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 Estáveis: mudanças no ambiente resultam em pouca ou nenhuma mudança no 
sistema (fabricante de palitos de fósforo)      
 Dinâmicos: sofrem mudanças rápidas e constantes devidos às mudanças do 
ambiente (fabricante de computadores) 
• Adaptáveis e Não-Adaptáveis 
 Adaptáveis: preparados para as mudanças do ambiente (empresas pequenas)  
 Não-Adaptáveis: não mudam com o ambiente mutável (empresas grandes e 
pesadas ou muito tradicionais) 
• Permanentes e Temporários 
2.2 Conceitos Fundamentais
Depois de ser feita a apresentação da definição de Sistemas e antes de falar sobre os 
sistemas de informação existem ainda alguns conceitos fundamentais que se acharam ser 
necessário apresentar antes. 
Apesar de os termos dados e informação serem usados com muita frequência de uma 
forma indiferenciada, há no entanto uma diferença entre eles, pelo que para o entendimento 




Segundo Rascão (2001) “Dados são factos e ou eventos, imagens ou sons que podem 
ser pertinentes ou úteis para desempenho de uma tarefa, mas que por si só não conduzem à 
compreensão desse facto ou situação (exemplo: o numero 3500 é um dado) ”. 
Ainda Segundo Varajão (2005) “Dados são factos isolados, representações não 
estruturadas que poderão ou não ser pertinentes ou úteis numa determinada situação. Por 
outras palavras, são apenas elementos ou valores discretos que isoladamente não tem qualquer 
utilidade e cuja simples posse não assegura a obtenção de quaisquer benefícios”.  
 Ou ainda de uma forma mais simples poder-se-á dizer que Dados segundo Da Luz 
(2004) “é qualquer elemento identificado em sua forma bruta por si só não conduz a uma 
compreensão de determinado facto ou situação”. 
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Tipos de Dados 
Segundo Da Luz (2004) poder-se-á ter os seguintes grupos de Dados: 
 
• Estruturados (Sistemas de Informação tradicionais) ou Não Estruturados 
(Como texto, gráficos, som, vídeo, etc.) 
• Interno ou Externo.
2.2.2 Informação
“O conceito de informação deriva do latim e significa um processo de comunicação ou 
algo relacionado com comunicação.” Zhang (1988) 
Poder-se-á definir informação como um conjunto de dados, colocados num contexto 
útil e de grande significado que, quando fornecido atempadamente e de forma adequada a um 
determinado propósito, proporciona orientação, instrução e conhecimento ao seu receptor, 
ficando este mais habilitado para desenvolver determinada actividade ou decidir. 
 Numa definição empírica, podemos dizer que a informação é tudo aquilo que reduz a 
incerteza sobre um dado facto, lugar ou acontecimento, passado, presente ou futuro. Um 
instrumento de compreensão do mundo e de acção sobre ele.  
A informação é, na definição de Le Moigne (1978) um “objecto formatado, criado 
artificialmente pelo homem, tendo por finalidade representar um tipo de acontecimento 
identificável por ele no mundo real, integrando um conjunto de registos ou dados e um 
conjunto de relações entre eles, que determinam o seu formato”. 
Ainda segundo Rascão (2001) a informação “é um dado cujo a forma e conteúdo são 
apropriados para uma utilização particular (ex: 3.500 escudos são o preço do livro), ou seja, 
informação é um dado útil que permite tomar decisões e que está relacionado e ou associado a 
algo que nos faz sentido e nos ajuda a compreender o facto e ou o evento”  
Ainda segundo Rascão (2001) ela poderá ser:  
• Formal (todo o conhecimento, experiência, factos, opiniões, saber fazer, etc. guardado 
em forma de papel, filme, disco ou meio electrónico) ou Informal (manipulada 
verbalmente por gestores, por telefone, telex, etc. bem como informação interna não 
publicada). 
• De Consumo (pertinente a cada processo de tomada de decisão, ex.: índice de 
liquidez, custos financeiros e situação dos concorrentes) ou de Governo (comum a 
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todas as decisões, ex.: lei fiscal, os estatutos dos trabalhadores, os objectivos e as 
normas de funcionamento das organizações). 
• Interno ou Externo 
• Verbal, Escrita ou Computadorizada 
• Crítica, Mínima, Potencial ou Lixo 
o Informação Lixo – essencial para nada. 
o Informação Potencial – essencial para a obtenção de vantagens. 
o Informação Mínima – essencial para uma boa gestão. 
o Informação Crítica – essencial para a sobrevivência das organizações. 
2.2.2.1 O Valor da informação 
 Como se sabe nem toda a informação, é boa, pelo que há informação melhor que 
outra. Assim é necessário avaliar a sua qualidade. Os critérios para avaliar a qualidade da 
informação são os seguintes de acordo com Rascão (2001): 
 
• Pertinência – A informação deve ser pertinente, ou seja deve relacionar-se com os 
factos, estar disponível e ser importante para a pessoa que a requer. A informação 
ajudará as pessoas a tomar decisões.  
 
• Oportunidade – A informação deve ser oportuna, ou seja deve estar disponível à 
pessoa certa no momento certo. Se por exemplo, uma pessoa não sabe a hora da 
partida do comboio, arrisca-se a perdê-lo. 
 
• Exactidão – A informação deve ser exacta, isto significa que se a informação não for 
exacta, perde-se o interesse. 
 
• Redução da incerteza – Basta pensar na tomada de decisão com e sem informação; 
uma boa informação reduz a incerteza. Boa informação envolve diferenças que faz a 
diferença. 
 
• Elemento de surpresa – A informação pode ser usado para obter vantagens 
competitivas. 
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• Acessibilidade – A informação só é útil se as pessoas têm acesso a ela; a 
acessibilidade está ao alcance daqueles que podem obter a informação a tempo de ser 
usada com eficiência e no formato que a torna útil. O armazenamento electrónico 
torna a informação muito mais facilmente acessível, do que a tecnologia do lápis e 
papel.  
Ainda segundo Da Luz (2004) uma informação para ser uma informação de qualidade 
devera ter as seguintes características: 
Informação actualizada + informação correcta + informação relevante + informação 
disponível + informação legível = informação de qualidade 
 
Características de Informação de Qualidade 




o O valor da informação dependerá em grande parte da sua actualidade 
o Dado o dinamismo verificado em todos os sectores da sociedade em geral e do 
ambiente empresarial em particular, o período de validade da informação é 
cada vez mais curto 




o Não basta que a informação seja actual, é também necessário que, na medida 
do possível, seja rigorosa 




o Dado o grande volume de informação envolvida, o processo de tomada de 
decisão, ao contrário de ser facilitado, pode ser dificultado por excesso de 
informação 
o A informação de ser filtrada 
o A informação deve ser devidamente filtrada, de tal forma que apenas aquela 




o Ainda que a informação verifique os três requisitos anteriores, a sua utilidade 
poderá ser posta em causa se não puder ser disponibilizada de forma imediata, 
no momento em que é solicitada. 
o Hoje, dadas as características do meios envolvente, o processo de tomada de 
decisão tem que ser quase instantâneo 
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o Para isso, a informação tem de ser disponibilizada rapidamente, caso contrário 




o A informação só é informação se poder ser interpretada 
o De facto, nada vale que a informação seja actual, precisa, relevante e 
disponibilizada em tempo oportuno se não puder ser entendida. 
o A forma como é disponibilizada tem também grande importância. 
 
2.2.3 Conhecimento
Grenier e Metes (1992) definem Conhecimento “como a capacidade de uma pessoa 
relacionar estruturas complexas de informação para um novo contexto. Novos contextos 
implicam mudança – acção, dinamismo. O conhecimento não pode ser partilhado, embora a 
técnica e os componentes da informação possam ser partilhados “. 
Por outro lado Cruz (2004) define conhecimento como “sendo regras, directrizes e 
procedimentos usados para seleccionar, organizar e manipular dados, para torná-los úteis para 
uma tarefa específica. O conhecimento transforma os dados em informação”. 
• O que é conhecido por seres humanos, ou o “saber fazer” alguma coisa. 
• É a informação combinada com a experiência. 
 O Conhecimento poderá estar representado uma dessas formas: Tácito (conhecimento 
que uma pessoa possui individualmente), Partilhado (conhecimento possuído por grupos ou 
equipas) ou Incorporado (explicito e distribuído; usualmente possuído por mecanismos ou 
máquinas (como aplicações informáticas), processos e práticas de negócios (procedimentos 
manuais) ou pelo ambiente e cultura. 
Ainda por outro lado Rascão (2001) define Conhecimento como “ a combinação de 
instintos, ideias, regras e procedimentos que guiam as acções e as decisões”. 
 
A relação entre estes três conceitos (Dados, Informação e Conhecimento) pode ser 
visualizada na seguinte figura: 
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Ilustração 2 Diferença entre Dados, Informação e Conhecimento 
Fonte: Rascão (2001) 
2.3 Definição de Sistemas de Informação
São várias as definições de Sistemas de informação e vários os autores que têm 
tentado definir o conceito de Sistemas de informação, de seguida ira ser apresentado algumas 
dessas definições. 
Segundo Lucas (1987) “Um Sistema de informação é um conjunto organizado de 
procedimentos, que, quando executados, produzem informação para apoio à tomada de 
decisão e ao controlo das organizações ”. 
Ainda Mckeown e Leitch (1992) definem Sistema de Informação como a ” 
combinação do computador com os utilizadores que gerem a transformação dos dados em 
informação e o armazenamento dos dados e das informações”. 
Por outro lado Buckingham (1987) define os SI como sendo uma”entidade 
sociotécnica que reúne, guarda, processa e faculta informação relevante para uma organização 
(ou para a sociedade), de modo a torna-la acessível e útil para aqueles que a desejam (e 
possam) utilizar.” 
Em termos esquemáticos e segundo Cashomore e Lyall (1991) pode visualizar-se um 
sistema de informação de uma organização do seguinte modo: 
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Ilustração 3 Sistema de informação 
Fonte: Rascão (2001) 
Basicamente poder-se-á dizer que “um Sistema de Informação é a expressão utilizada para 
descrever um sistema automatizado (que pode ser denominado como Sistema de Informação 
Computadorizado), ou mesmo manual, que abrange pessoas, máquinas, e/ou métodos 
organizados para recolher, processar, transmitir e disseminar dados que representam 
informação para o utilizador” de acordo com WIKIPÉDIA (2008 a) e poder-se-á dizer ainda 
que o SI: 
• É um conjunto de elementos interdependentes (subsistemas), logicamente associados, 
para que de sua interacção sejam geradas informações necessárias à tomada de 
decisões 
• É o sistema da organização responsável pela recolha, tratamento, armazenamento e 
distribuição da relevante para a organização com o propósito de facilitar o 
planeamento, o controlo, a coordenação, a análise e a tomada de decisão ou acção em 
qualquer tipo de organização. 
• É uma combinação de procedimentos, informação, pessoas e TI, organizados para o 
alcance de objectivos de uma organização. 
 
Com essas definições ficou bem claro o que os SI devem fazer: recolher, processar, 
armazenar e distribuir a informação. 
 
Um Sistema de Informação pode envolver ou não Tecnologias de Informação  
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2.3.1 Evolução dos Sistemas de Informação
De seguida far-se-á uma breve discrição da evolução dos sistemas de informação 
segundo Serrano et al (2001) “Os computadores começaram a ser utilizados nas organizações 
nas décadas de 50. No entanto, a sua generalização, nas grandes organizações, ocorreu apenas 
nos meados dos anos 60 como o desenvolvimento dos mainframes. Grandes incrementos na 
velocidade de processamento, memoria mais barata e discos magnéticos mais práticos e com 
maior capacidade de armazenagem, juntamente com melhores linguagens de programação 
tornarão o processamento de dados em tempo diferido (batch) uma opção valida para muitas 
aplicações no seio das organizações.” 
Ainda segundo Serrano et al (2001) “Os minicomputadores, mais poderosos e 
sofisticados surgem na década de 70, sendo usados para uma variedade de aplicações que não 
eram tecnicamente adequadas ou economicamente viáveis para serem executadas em 
mainframes. Não obstante, as visões desenvolvidas sobre o papel dos SI, o seu passado e as 
suas expectativas futuras eram fortemente influenciados por uma filosofia de centralização e 
integração, derivadas da infra-estrutura dos mainframes. Em meados dos anos 70, o 
desenvolvimento dos sistemas operativos, quer centralizados, quer distribuídos, eram também 
um dado adquirido”. 
Ainda segundo Serrano et al (2001) Os anos 80 trouxeram o microcomputador e um 
novo conjunto de “ferramentas” de software que abrem novos ao utilizador. Na mesma altura, 
surgem os sistemas de Office automation (automação de tarefas de escritórios) que permitem 
novas formas de processamento de informação e comunicação. O desenvolvimento das 
comunicações permitem também a entrada da era das redes e desenvolvimento de sistemas de 
informação interorganizacionais, facto que esta a provocar uma forte alteração na estrutura 
das organizações, do sector em que estas se inserem, e na própria economia global. 
São vários os autores que têm procurado explicar a evolução da utilização dos SI/TI ao 
longo dos tempos nas organizações. Um modelo evolutivo, sobejamente conhecido, foi 
desenvolvido por Nolan (1979), que procura apresentar os estados de desenvolvimento dos 
SI/TI na organização, utilizando alguns indicadores para identificar desses estágios de 
desenvolvimento, entre os quais o nível de investimento em SI/TI e o respectivo impacto 
organizacional. O modelo que propõe seis fases ou estádios de evolução do SI/TI de uma 
organização. 
1. Iniciação;     4. Integração; 
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2. Contágio;     5. Administração de dados; 
3. Controlo;     6. Maturidade; 
A figura seguinte resume as principais características de cada fase: 
Ilustração 4: Estádios do desenvolvimento dos SI/TI nas organizações segundo R. Nolan 
Fonte: adaptado de Nolan (1979) 
 Um segundo modelo, apresentado em Edwards et al. (1991), procura explicar a 
evolução dos SI/TI nas organizações, de acordo como o respectivo valor para a organização. 
Este modelo apresenta sete etapas, correspondendo a cada um tipo de sistema com 
características bem definidas. A figura seguinte descreve as principais etapas do modelo e a 
sua ênfase. 
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Ilustração 5: A evolução dos sistemas de informação 
Fonte: adaptado de Edwards et al., (1991) 
 
 1ª Etapa – Processamento de dados 
Nesta etapa, as organizações começaram por se preocupar com a automação de 
tarefas até então desenvolvidas manualmente pelos colaboradores. O desenvolvimento 
de sistemas que aumentassem a eficiência interna (Sistemas de processamento de 
transacções), nomeadamente reduzindo o pessoal afecto a tarefas rotineiras do foro 
administrativo (facturação, contabilidade, etc.) era a grande prioridade. 
 
 2ª Etapa – Sistemas de informação para gestão (SIG) 
A evolução verificada no meio envolvente das organizações e na estrutura 
organizacional, levou à consciencialização da necessidade de utilizar o manancial de 
informação armazenada com os sistemas de processamento de dados, como 
informação para gestão. Para o efeito, foi necessário desenvolver lemas mais flexíveis 
que tivessem em conta as necessidades dos utilizadores, que se alteram com alguma 
frequência em função da evolução do meio envolvente. O surgimento do computador 
pessoal e dos sistemas de gestão de base de dados (SGBD) relacionais permitiram o 
desenvolvimento de sistemas que, embora com ênfase interna, buscavam uma maior 
eficácia da organização. Estes sistemas, designados sistemas de informação para 
gestão (SIG), tinham por missão o apoio à tomada de decisão, satisfazendo 
necessidades de informação que podiam ser previamente identificadas. 
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Segundo Serrano, Caldeira e Guerreiro (2001) “No decurso destas duas primeiras 
etapas, que se desenvolveram nas grandes organizações sobretudo ao longo da década 
de 70 e primeiros anos da década de 80, observa-se uma aceitação da estrutura 
organizacional, sem significativas alterações à situação vigente. Não obstante esta 
evolução se considerar positiva, teve efeitos negativos, como a fragmentação e a 
duplicação de dados, processados por sistemas independentes pertencentes a diferentes 
departamentos da mesma organização.  
 
 3ª Etapa – Integração interna 
Nesta etapa, começa-se a falar da utilização dos SI/TI como forma de obtenção de 
vantagem competitiva. As organizações, apercebendo-se do efeito sinérgico da 
integração da informação, procuraram, a nível interno, integrar as diversas funções que 
tinham necessidade de partilhar os mesmos dados ou sistemas. Os novos sistemas 
promovem a redução da fragmentação da informação no seio da organização 
proporcionada pelos subsistemas funcionais, podendo conduzir a alterações da 
estrutura organizacional. 
Ocorre uma evolução nos SIG que passam a disponibilizar informação adequada 
ao universo dos seus utilizadores, independentemente do departamento a que 
pertencem. Para o efeito, recorrem também a toda a informação produzida nos 
diversos departamentos para levar a cabo a sua função, sendo um elemento essencial 
de comunicação entre os vários centros de decisão, que interagem uns com os outros e 
estabelecem relações de interdependência entre eles. Esta abordagem implica que o 
SIIG deixe de ser uma entidade monolítica, evoluindo para um conjunto de 
subsistemas funcionais. 
 
 4ª Etapa – Transferência electrónica de dados 
Com o advento de sistemas de comunicação que permitem ligar sistemas de 
informação de diversas organizações (por exemplo, fornecedor-empresa-cliente), dá-
se o alargamento das fronteiras de “negócios”, ou seja, de cada organização enquanto 
entidade autónoma. As fronteiras dissipam-se, surgindo novas oportunidades antes 
inimagináveis. A comunicação entre sistemas de informação de várias organizações 
faculta o aumento da eficiência interna não apenas de uma mas de todas elas, 
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produzindo novos patamares de eficiência e fomentando a competitividade de toda 
uma cadeia de valor. 
Aparecem os sistemas EDI (Electronic Data Interchange), para transferência 
electrónica de dados. Estes sistemas assentam a sua concepção na comunicação e no 
processamento informático de dados, permitindo às organizações a troca de dados 
usando formatos devidamente estruturados. São sistemas interorganizacionais e 
apresentam como principais vantagens a diminuição do tempo necessário à realização 
de operações (encomendas, facturação, etc.), a diminuição de custos proporcionada 
pela ausência de duplicação de operações e o incremento e a melhoria das relações 
entre as organizações intervenientes num sistema deste tipo (parcerias). 
 
 5ª Etapa – Transferência electrónica de informação 
Resolvida a questão da comunicação electrónica de dados, obviando a 
utilização do suporte papel e acelerando as transacções, sentiu-se a necessidade de 
partilhar certo tipo de informação, com vantagens mútuas (por exemplo, níveis e 
disponibilidade de stocks), de modo a permitir a melhoria da gestão das operações das 
organizações intervenientes. É uma evolução semelhante à verificada entre as etapas 1 
e 2 (onde surgem os SIG), no entanto, desta feita, com ênfase externa. Existe, nestas 
4.ª e 5.ª etapas, uma aceitação das estruturas existentes. 
 
 6ª Etapa – Integração externa 
Procura-se agora integrar os sistemas de informação das diversas organizações 
intervenientes nestes sistemas interorganizacionais, como aconteceu com a integração 
interna, mas agora com uma ênfase externa. Este tipo de sistemas pode promover a 
obtenção de vantagens competitivas não só de uma organização, mas de toda a rede de 
intervenientes do sistema. A estrutura das organizações e da cadeia ou do próprio 
sector pode sofrer alterações significativas com a introdução deste tipo de SI/TI. 
 
 7ª Etapa – Executive information system (EIS) 
Numa sétima e última etapa deste modelo, surgem os EIS, desenvolvidos para fazer 
face ás necessidades de informação da gestão de topo. Apresentam características muito 
próprias, dado o facto de terem de recolher informação quer interna que externa, promovendo 
a sua integração. 
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Para além de apresentar à gestão de topo uma imagem sucinta do estado e do 
funcionamento da organização e dos seus diversos departamentos, este tipo de sistemas possui 
um papel importante da detenção de oportunidades que se possam consubstanciar em 
vantagens competitivas para a empresa ou de potenciais problemas a evitar. 
Um EIS deve apresentar as seguintes características, de modo a cumprir de modo 
efectivo a sua função: 
• Acesso a fontes de informação internas e externas; 
• Capacidade para apresentar uma perspectiva geral do ambiente em que a 
organização opera (identificação de oportunidades, ameaças e tendências, etc.); 
• Possibilidade de apresentação da informação em múltiplos formatos, para que 
o utilizador possa seleccionar o mais adequado a cada situação; 
• O sistema deve ser user friendly, isto é, deve ter uma interface relativamente 
simples para o utilizador; 
• Adaptabilidade às necessidades específicas de cada utilizador do sistema. 
Tendo o cuidado de não transformar este tipo de sistema numa panaceia para todos os 
males da organização, é um facto que o seu bom desempenho e utilização por parte da gestão 
de topo poderão potenciar uma administração mais eficaz das organizações, melhorando a 
qualidade do processo de tomada de decisão. 
Com a mesma finalidade, a de explicar a evolução dos SI/TI no seio das organizações 
Ward et al. (1990) apresentam um modelo, designado “modelo das três eras”. Trata-se de um 
modelo relativamente simples que permite auxiliar o planeamento de SI/TI e o 
desenvolvimento de estratégias para o futuro. Considera-se que o principal objectivo atingir 
com o recurso aos SI/TI diferiu ao longo das três “eras”. 
• A 1.ª Era baseada em simples sistemas de processamento de dados, visava o 
incremento da eficiência a nível operacional, mediante a automação de 
processos; 
• O aumento da eficácia da gestão era é objectivo principal a 2.ª era, com o 
surgimento dos chamados sistemas de informação para gestão (SIG); 
Desenvolvimento de um sistema de informação  
“Sistema de informação de gestão de Escola de condução” 
33/161 
• Os sistemas de informação estratégicos (SIE) seriam introduzidos na 3.ª era, na 
tentativa de melhorar a competitividade através da mudança da natureza do 
“negócio” ou, simplesmente, da sua forma de condução. 
O foco de atenção com a utilização de sistemas de processamento de dados, como já 
foi referido, é o aumento da eficiência. Este objectivo é alcançado menos recursos e menos 
erros, melhor e a um menos custo, as tarefas desenvolvidas a nível operacional, numa 
organização, que são susceptíveis de suas automatizadas. 
Com o armazenamento de elevadas quantidades de dados pelos sistemas de 
processamentos de dados (que podem ser vários numa mesma organização), surge a 
oportunidade de os aproveitar com o intuito de disponibilizar à gestão de informação em 
tempo útil à melhoria do processo de tomada de decisão, aumentando deste modo a eficácia 
da gestão. “É a procura da eficácia dos sistemas de informação, enfatizando a necessidade de 
planificar e implementar todos os SI existentes na empresa, de um modo totalmente 
integrado” (Serrano, 1997). Surgem neste contexto os sistemas de informação para gestão que 
procuram integrar as adversas origens da informação interna (dada a forte probabilidade de 
existência de vários sistemas de processamentos de dados e a estrutura predefinida e rígida), 
de modo a “produzir” informação útil à condução da organização. 
A terceira “era” é caracterizada pela introdução dos sistemas de formação estratégicos, 
que visam satisfazer necessidades de informação ao nível da gestão de topo, virando-se ao 
exterior e procurando responder positivamente à estratégia delineada para o negócio. 
Ainda de acordo com Serrano, Caldeira e Guerreiro (2001) Durante a década de 70, 
um número significativo de organizações começaram a usar os SI/TI de uma forma diferente 
que alterou os seus principais processos de negócios, modificando ainda a relação de forças 
que se estabelecia com os seus competidores, clientes e fornecedores. 
O aumento de eficiência registado pelos sistemas de processamento de dados e 
eficácia proporcionado pelos SIG melhoraram obviamente a performance e a 
competitividade, mas a relação entre estratégia e os SI/TI era meramente indirecta. 
Enquanto nas duas primeiras “eras” a atenção era direccionada para o interior da 
organização, nesta terceira “era” o foco dirige-se para o exterior, é ele grande impulsionador 
da utilização dos SI/TI, modelando as aplicações ou apologias das mesmas, no seio da 
organização. 
Surgem deste modo, no início da década de 80, notícias de vários casos e utilização de 
SI/TI com obtenção de vantagens competitivas. O desenvolvimento da estratégia empresarial 
deve ter em conta a dimensão SI/TI e estes devem ser planeados de acordo com a estratégia 
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do negócio. “Os SIE podem ser usados para criar vantagens competitivas e, ainda, como 
resposta a uma necessidade estratégica” (Serrano, 1997). 
Posteriormente, foi adicionada uma 4.ª era ao modelo. Ela reflecte o aparecimento dos 
sistemas de informação interorganizacionais, que possibilitam a alteração das relações entre 
as organizações intervenientes e o redesenho de processos de negócio no sentido de uma 
maior integração entre organizações, bem como a consequente mudança de estruturas 
organizacionais e a reestruturação de postos de trabalho. 
Ilustração 6: Extensão do modelo das 3 "eras" 
Fonte: adaptado de Ward et al., (1990) 
 
2.3.2 Tipos de Sistemas de informação
Existem vários tipos de sistemas de informação conforme o tipo de tarefas a serem 
desempenhados ou de acordo com o tipo de informação que eles processam de seguida será 
demonstrados alguns tipos de Sistemas de informação de acordo com PortoMédia (2008) e 
Cardoso (2004). 
Sistemas de informação operacionais segundo PortoMédia (2008) proporcionam a 
informação para a execução e controle das actividades/tarefas do dia-a-dia, tais como registar 
as encomendas dos clientes ou controlar o crédito.  
Sistemas de informação de coordenação segundo PortoMédia (2008) proporcionam 
a informação necessária para que os gestores de nível intermédio possam aceder e controlar os 
recursos necessários para atingir os objectivos de negócio de cada área de responsabilidade e 
por isso são chamados de.
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Sistemas de informação de apoio á tomada de decisão estratégica segundo 
PortoMédia (2008) são o suporte da definição, implementação, avaliação e controle da 
estratégia da empresa. 
 
Sistemas de Informação Rotineiros ou Transaccionais 
Ainda segundo Cardoso (2004) os SI’s Rotineiros são os mais simples e os mais 
comuns nas organizações. Eles apoiam as funções operacionais da organização, aquelas 
realizadas no dia-a-dia. Por isto, são facilmente identificados no nível operacional da 
organização. 
Geralmente, são os primeiros a serem implantados, apesar de esta não ser 
necessariamente uma regra. A razão é que são os mais fáceis e baratos de serem 
implementados (ou adquiridos), além de darem origem aos sistemas mais avançados (de 
gerência e de apoio à decisão). 
Os Rotineiros têm por objectivo processar dados, isto é, fazer cálculos, armazenar e 
recuperar dados (consultas simples), ordenar e apresentar de forma simples dados para os 
usuários. Seu benefício principal é a maior rapidez nas rotinas e tarefas, incluindo 
documentação rápida e eficiente, busca acelerada de informações e cálculos rápidos e 
precisos. 
Entretanto, outros benefícios podem ser conseguidos com este tipo de sistema, como 
por exemplo confiabilidade, redução de pessoal e custos e melhor comunicação (interna entre 
sectores ou externa com clientes e fornecedores). 
Entre os Rotineiros, incluem-se: sistemas de cadastro em geral (inclusão, exclusão, 
alteração e consulta), como de clientes, produtos e fornecedores; os sistemas de contabilidade 
(contas a pagar e a receber, balanços, fluxo de caixa, etc); sistemas de vendas e distribuição 
(pedidos, entregas), folha de pagamento, controle de estoque. 
 
Dois casos especiais de SI’s Rotineiros são: 
• Os sistemas de gestão empresarial (ERP): responsáveis por administrar, automatizar 
ou apoiar todos os processos de uma organização de forma integrada;  
• Os sistemas de automação comercial: que incluem apoio às vendas, stock e 
contabilidade, com uso de terminais ponto-de-venda (PDV) e centrais automatizadas, 
como se vê em supermercados e lojas em geral. 
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Sistemas de Gestão Empresarial Integrada - ERP (Enterprise Resource 
Planning) 
Ainda segundo Cardoso (2004) são sistemas que unem e integram os diversos sistemas 
rotineiros ou transaccionais de uma organização. Permitem integrar os departamentos, de 
forma a agilizar processos e ainda gerar o Just-in-time (produção por demanda, sem stock). 
Por exemplo, quando uma venda é feita, a entrada é dada no sistema rotineiro de 
Vendas, mas o sistema de produção e o sistema de compras já ficam sabendo o que terão que 
fazer. 
 
Sistemas de Gestão de Suprimentos 
De acordo com Cardoso (2004) têm como objectivo: controlar produtos, peças, 
matérias-primas, materiais, composição, aquisição e fluxo de materiais por toda a cadeia 
produtiva. 
 
Inclui os seguintes sistemas: 
• Component and Supplier Management: classificação de itens + itens internos da 
empresa + bibliotecas de componentes + métodos de uso + fornecedores 
• Cadeia de suprimentos: 
o Recuperação de peças aprovadas, padrões e substitutos aceitáveis, 
o Relatórios de uso dos produtos (componentes) nos produtos, 
o Redução de 5 a 20% no custo de criação e manipulação de peças (Gartner 
Group) 
• Estrutura de produto = bill of material 
• Rastreamento de origem e de uso – RFID 
• Sistemas de Controlo de Supply Chain (Cadeia de Suprimentos) 
o Procura (procurement): localização de produtos e fornecedores, escolha de 
melhores fornecedores 
o Aquisição (purchase): cotação e processo de compra, recebimento 
o Previsão de vendas 
o Planeamento e controle de produção 
o Material handling 
o Inventário 
o Distribuição 
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Sistemas de Informações Gerenciais (SIG’s ou MIS – Management 
Information Systems) 
Segundo Cardoso (2004) os SIG’s surgiram com o intuito de auxiliar os gestores em 
suas funções. Com o passar do tempo, este tipo de sistema acabou sendo usado por qualquer 
funcionário que tome decisões. 
O objectivo de um SIG é fornecer informações para a tomada de decisões, ou seja, são 
sistemas que fornecem relatórios. O usuário deve solicitar de alguma forma (escolha por 
menus, uso de comandos, etc) a informação que necessita, e o SIG procura em seus registros 
tal informação e a apresenta da melhor maneira possível ao usuário. 
As informações podem ser textuais (relatórios descritivos), por planilhas ou de modo 
gráfico. Este último caso é o preferido pelos administradores, pois oferece mais informações 
em menor espaço (“uma figura vale por mil palavras”). O gráfico por ser tipo “círculo”, em 
“barras” ou por “linhas”. 
É importante que o relatório tenha o nível de detalhe adequado ao usuário: não pode ser muito 
detalhado ou extenso (senão o administrador terá que procurar a informação desejada), nem 
pode ser resumido demais (senão o relatório poderá omitir detalhes importantes para a tomada 
de decisão). 
Os SIG’s aparecem nos 3 níveis da pirâmide administrativa (estratégico, táctico e 
operacional), sempre que houver alguma decisão sendo tomada. 
Um caso especial de SIG é os EIS (Executive Information Systems), que possibilitam 
diferentes visões dos dados de uma organização, através de operações tipo zoom. Por 
exemplo, numa empresa que fabrica produtos de beleza, pode-se ver a produção por filial ou 
por região ou então analisar em detalhe o desempenho de cada gerente de produção (zoom in). 
Por outro lado, pode-se verificar a produção por produto específico ou por categorias de 
produto. 
 
Sistemas de Apoio à Decisão (SAD’s ou DSS – Decision Support 
Systems) 
Um SAD recebe como entrada alternativas para solução de um problema e devolve as 
consequências para cada alternativa. Assim o administrador pode avaliar qual é a melhor 
alternativa. O SAD não decide qual é a melhor decisão, nem indica que alternativas existem. 
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A diferença para o SIG é que um SAD é interactivo (usuário pode entrar com várias 
alternativas) e ainda avalia as alternativas através de técnicas de what-if (= e se eu fizer isto, o 
que acontecerá …), tais como projecção e regressão de acordo com Cardoso (2004). 
 
Sistemas Especialistas 
Objectivo: tomar decisões. 
 
Sistemas de Simulação 
Ainda segundo Cardoso (2004) têm como objectivo: apoiar decisões como no SAD, 
mas tendo o factor tempo associado. Um SAD pode ser atemporal, mas os sistemas de 
simulação avaliam as consequências das decisões durante um certo período de tempo. 
 
Sistemas de Informações Distribuídas 
Segundo Cardoso (2004) o seu objectivo: dados armazenados remotamente ou em 
pontos diferentes + processamento distribuído. 
 
Sistemas de Automação 
Segundo Cardoso (2004) o seu objectivo é conectar computadores e máquinas Inclui 
automação comercial, industrial e residencial. 
 
Sistemas de Informações Geográficas (GIS) 
Ainda segundo Cardoso (2004) têm como objectivo: integrar mapas e bancos de dados 
mas permitindo o geoprocessamento de imagens (cálculo de distâncias, localizar entidades no 
mapa, identificar que entidade corresponde a certos objectos no mapa). 
Os sistemas geográficos possuem como particularidade o armazenamento de entidades 
geográficas, contendo informações descritivas (como em bancos de dados) integradas com 
informações gráficas, sejam pictóricas ou espaciais. Além disto, existe a possibilidade de 
análise e manipulação espacial destes dados georreferenciados. 
Uma entidade geográfica é qualquer fenómeno do mundo real que possua atributos associados 
à sua localização sobre a superfície terrestre num certo instante ou intervalo de tempo. As 
características de uma entidade geográfica incluem sua descrição, sua localização geográfica e 
seu relacionamento com outras entidades. 
O armazenamento das informações geográficas ou espaciais se dá na forma de dados 
analógicos (imagens ou dados pictóricos) e/ou dados digitais (representações das imagens). 
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A representação digital pode ser matricial ou vectorial. A primeira 
(matricial) divide a imagem em células de formato, geralmente, rectangular, cuja posição é 
dada por coordenadas linha-coluna (quanto menor a célula, maior a resolução da imagem). 
Cada célula armazena um valor, e as entidades geográficas são associadas a grupos de células, 
dependendo da escala de representação utilizada. 
Por exemplo, um prédio hipotético no mapa de uma cidade seria localizado como o 
conjunto de pontos entre as linhas 3 e 4 e as colunas 7, 8 e 9. 
Já na representação vectorial, cada entidade é representada por um objecto com 
identificação própria e representação espacial do tipo ponto, linha ou polígono. A posição 
destes objectos espaciais é dada em relação a um sistema de coordenadas previamente 
especificado. É permitida a formação de objectos complexos em níveis (entidade formada por 
polígonos formados por linhas formadas por pontos). Também são permitidas representações 
em níveis (por exemplo, entidade pode ser ponto numa escala e polígono noutra). 
Por exemplo, o mesmo prédio sendo um rectângulo com vértices A, B, C e D (sendo estes 
pontos na imagem). 
As consultas são feitas sobre as informações descritivas e com base nos 
relacionamentos entre os objectos espaciais (cálculos de área, distância, perímetro, análise de 
vizinhança, proximidade, cruzamentos, intersecções, pertinências, fronteiras, limites, 
sobreposição, adjacência, etc.). As operações dependem da escala utilizada, do tempo 
associado e do ponto de vista do usuário. 
Exemplos de consultas: qual a distância entre o prédio 1 e o prédio 10, qual o 
comprimento da rua X, que prédios ficam próximos da rua Y. 
 
Sistemas de Hipertextos, Hipermédia e Multimédia 
Objectivo: apresentações de informações, tipo catálogos e produtos ou para 
treinamento. 
 
Sistemas de Gestão Electrónica de Documentos (GED) 
Objectivo: armazenar e recuperar documentos, utilizando bancos de dados. 
A recuperação é feita por atributos do documento. Exemplo: encontre o contrato feito 
com a empresa XYZ no ano de 2002. 
 
Sistemas de Informações Textuais (Indexação e Recuperação de 
Informações) 
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Objectivo: armazenar documentos textuais e recuperá-los por conteúdo 
(por palavras presentes no texto). 
 
Sistemas de Workflow 
Objectivo: permitir o planeamento e controle do fluxo de trabalho e o roteamento 
automático de documentos. 
Problemas: 
• Demora: actividades manuais que não agregam, deslocamentos, esquecimentos 
• Não saber para onde encaminhar 
• Não saber o que fazer 
• Erros de encaminhamento 
• Falta de informações sobre status ou andamento 
• Perda de documentos 
Funcionalidades: 
• Programação do fluxo (decisões, tempo de espera) 
• Alertas e lembretes 
• Status 
• Rastreamento/localização 
• Documentos electrónicos. 
 
Sistemas de Data Warehouse (Armazém de Dados) 
Objectivo: agilizar tomada de decisões sem onerar bases transaccionais. 
O que são: uma base de dados centralizada (base OLAP) preenchida com dados 
copiados a partir de bases remotas e distribuídas (bases OLTP). 
 
Sistemas de Database Marketing 
Objectivo: armazenar informações sobre clientes, com Objectivo de fazer marketing 
directo ou de precisão, além de permitir identificar perfis de clientes (para segmentação). 
 
Sistemas de CRM (Customer Relationship Management) 
Objectivo: identificar clientes em tempo real, para melhorar atendimento e aumentar 
relacionamento (marketing de relacionamento ou 1-to-1). 
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Sistemas de Data Mining (Mineração de Dados ou Descoberta de 
Conhecimento) 
Têm como objectivo encontrar padrões implícitos em bancos dados, geralmente 
usando técnicas estatísticas. 
 
Sistemas de Text Mining 
Objectivo: encontrar padrões implícitos em textos, geralmente usando técnicas 
estatísticas. 
 
Sistemas de Web Mining 
De acordo com Cardoso (2004) o seu objectivo é encontrar padrões no comportamento 
de usuários da Web, geralmente usando técnicas estatísticas. 
 
Sistemas de Groupware 
De acordo com Cardoso (2004) o seu objectivo é apoiar trabalho em grupo 
(cooperação ou colaboração). 
 
Sistemas de Intranet 
De acordo com Cardoso (2004) o seu objectivo é apoiar trabalho em grupo utilizando 
tecnologias Web. 
 
Sistemas de Extranet 
De acordo com Cardoso (2004) o seu objectivo é criar uma conexão via Web entre 
dois pontos distantes (filiais ou empresa-parceiro). 
 
Sistemas de Portais Corporativos 
Ainda de acordo com Cardoso (2004) o seu objectivo é integrar todos os sistemas da 
empresa (Intranet, ERP, CRM, E-business, etc.) num mesmo ponto de acesso. Este ponto é a 
Web (todos os sistemas têm a mesma cara “Web” e podem ser acessados através de um login 
único). 
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Sistemas de E-business 
Objectivo: fazer ou divulgar negócios na Web e-procurement X market place, 
brochureware, catálogos E-business, divulgação de produtos, serviços e informação, 
divulgação da empresa, mobile (commerce, adverstising). 
 
Sistemas de Comércio Electrónico (e-commerce) 
Caso especial de sistema de E-business onde há comércio, comércio electrónico, EDI, 
rede shop, B2B, B2C 
 
Sistemas de Personalização e Recomendação 
Objectivo: ofertar itens ou oferecer informações a clientes/usuários sem que estes 
solicitem. 
 
Sistemas de Business Intelligence 
Objectivo: encontrar melhores práticas (best practices) e problemas (más práticas). 
 
Sistemas de Inteligência Competitiva 
Objectivo: monitorar concorrentes (quem são os jogadores, onde estão, o que estão 
oferecendo e como, estratégias, enfoques, novas tendências). 
Sistemas de Gestão do Conhecimento 
Objectivo: armazenar e recuperar conhecimento (reuso). 
Sistemas de Informações Pervasivos e Ubíquos 
Segundo Cardoso (2004) o seu objectivo: disponibilizar acesso computacional de 
modo invisível em todo lugar o tempo todo. Invisível no sentido de que o usuário não precisa 
se dar conta da tecnologia, ela pode estar embutida nos mais diversos dispositivos incluindo o 
computador pessoal, o PDA (Personal Digital Assistant), o celular, a própria roupa, qualquer 
acessório como o relógio ou óculos e até mesmo o nosso corpo. A computação ubíqua estende 
o conceito de computação pervasiva em direcção à mobilidade, isto é, independente 
localização ter-se-á acesso aos mesmos recursos computacionais e serviços. 
Um dos principais desafios da computação ubíqua, são as aplicações contextuais que 
implicam na capacidade de ensinar computadores sobre o ambiente corrente e como reagir 
quando o seu usuário muda de um ambiente para outro. Como exemplo, pode-se citar a 
activação da opção de Silencio do telemóvel quando seu utilizador entra em uma sala de 
reunião ou conferência. Informações contextuais podem incluir não só a localização do 
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utilizador, mas também seu estado físico como temperatura e batimento cardíaco, seu estado 
emocional, histórico comportamental, entre outros. 
 
2.3.3Vantagens dos sistemas de informação
De acordo com Rascão (2001) basicamente poder-se-á dizer que as vantagens dos 
sistemas de informação estão diferenciadas em três áreas distintas, a eficácia (melhor 
produtividade), a eficiência (a optimização dos recursos escassos) e as vantagens competitivas 
(tirar vantagens face aos concorrentes). 
Em um Sistema, várias partes trabalham juntas visando um objectivo em comum. Em 
um Sistema de Informação não é diferente, porém o objectivo é um fluxo mais confiável e 
menos burocrático das informações. O potencial uso da informação é grande; o não uso pode 
ser catastrófico, a sobrevivência das organizações vai depender do uso da informação Em um 
Sistema de Informação bem construído, suas principais vantagens são: 
• Acesso rápido às informações;  
• Garantia de integridade e veracidade da informação;  
• Garantia de estabilidade;  
• Garantia de segurança de acesso à informação; 
• Informações de boa qualidade são essenciais para uma boa tomada de decisão. 
• Vantagens competitivas 
Descrição Vantagens 
Custos Reduzir os custos 
Produtos / Serviços Diferenciar os produtos e os serviços 
Mercado Detectar nichos de mercado 
Oferta de produtos e serviços Aumentar a oferta 
Inovação Criar novos produtos e processos 
Clientes Melhorar a qualidade dos produtos e serviços 
Concorrência Mudar as bases da concorrência 
Tabela 2: Tabela de Vantagens dos SI 
Fonte: Rascão (2001) 
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2.3.4 Componentes de um sistema de informação
Nem todos os sistemas de informação usam as tecnologias de informação e de 
comunicação (computadores e redes) e muitos processam a informação das actividades 
utilizando a tecnologia de lápis e do papel (tecnologia manual). Segundo Rascão (2001) os 
componentes que constituem um Sistema de Informação são os seguintes: 
• A Tecnologia do Processo – o computador; 
• A Tecnologia do Produto – o software que permite por a funcionar todos os 
componentes do computador (software de base), bem como transformar os dados em 
informações (software aplicacional); 
• O Produto – armazenado em Base de Dados (os dados e as informações); 
• A Organização – a forma como as pessoas se agrupam para executarem os 
procedimentos na recolha, selecção tratamento, análise e produção de resultados 
(informação); 
• As Pessoas – colaboradores da organização; 
 
As tecnologias de informação e da comunicação apenas compreendem o computador e o 
software que permitem o armazenamento físico da informação, processá-la e disponibilizá-la 
sempre que necessário. Segundo Rascão (2001) o computador é o equipamento físico e o 
software compreende o conjunto de programas usados para operar o computador e 
transformar os dados em informações. Dados armazenados/arquivados consistem em factos 
ou eventos que são processados para fornecer à gestão, as informações necessárias para a 
tomada de decisão.    
 
2.3.5 Importância dos Sistemas de Informação
Segundo Rascão (2001) Há cerca de 100 anos a revolução industrial mudou as 
empresas, tendo as pequenas sido esmagadas pelas grandes que ganharam economias de 
escala na produção em série dos produtos, tornando-se a dimensão e a eficiência 
determinantes no sucesso da criação de gigantes industriais. Para ganhar vantagens 
competitivas com a mecanização, novas formas de organização e métodos modernos de 
gestão foram desenvolvidos. 
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E ainda segundo Rascão (2001) “Hoje estamos na era da revolução da informação e as 
organizações de sucesso gerem a informação com eficiência, neste mundo dinâmico e 
competitivo. A gestão pode ter acesso a muitos dados e usar modelos sofisticados para apoio 
da tomada de decisão, pois pode comunicar com todo o mundo através de redes de 
comunicação, para gerir globalmente as organizações”. 
A informação terá de ser vista como um recurso extremamente importante nas 
organizações, tão importante como o capital ou as pessoas, visto que sem informação não 
podem sobreviver, pelo que este recurso deverá ser gerido de forma a tirar o maior proveito 
possível. 
Ainda segundo Rascão (2001) na economia de hoje muitas organizações públicas e 
privadas, com fins lucrativos ou não, têm sistemas de informação que contribuem para a 
eficiência da gestão e para mais facilmente atingir os objectivos, pelo que nas modernas 
organizações a informação é um recurso muito importante, usado na implementação e 
controle da estratégia. 
Entender a importância dos sistemas de informação é um imperativo no mundo dos 
negócios, face á internacionalização e globalização dos mercados. Esse entendimento terá de 
passar pela importância dada aos Sistemas de Informação (SI) suportados pelas Tecnologias 
de Informação (TI) e pelo seu impacto nas pessoas e nas organizações. 
Um bom entendimento do uso dos Sistemas de Informação e das Tecnologias de 
Informação ajudará a iniciar projectos com expectativas mais realistas, desenvolver melhores 
planos, trabalhar com mais eficiência e realizar mais tranquilamente a implementação da 
estratégia do negócio, visto que a tecnologia permite processar mais rapidamente a 
informação, proporcionando aos gestores o acesso mais e melhor a informação. 
Os gestores podem contar agora, por exemplo, com a informação permanente sobre a 
situação de stocks, em vez de esperarem pelas informações semanais e ou mensais, podem 
acompanhar a evolução diária das vendas e dos indicadores de gestão; os problemas podem 
ser analisados de uma forma mais sofisticada, de modo a informar melhor os decisores sobre a 
tomada de decisão. 
 Os actuais avanços tecnológicos estão a obrigar as organizações a mudanças e 
adaptações a velocidade sem precedentes. Estratégias empresariais que parecem interessantes, 
hoje, revelam-se amanhã obsoletas. 
A tecnologia está a permitir às empresas passar quase instantaneamente da fase de 
concepção do produto à fabricação e distribuição, permitindo-lhe uma maior flexibilidade, na 
forma de competir. 
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Os sistemas de informação são um instrumento que podem optimizar a comunicação e 
o processo de decisão nas organizações, pelo que é conveniente lembrar que o processo de 
decisão e de comunicação são dois problemas muito sérios para a eficiência e eficácia das 
organizações. Por outro lado, os Sistemas de Informação podem proporcionar adequada 
qualidade a baixo custo ou alta qualidade a alto custo e ou melhor serviço, proporcionando 
valor acrescentado aos clientes que é o principal objectivo das organizações, visto que sem 
informação não podem, por exemplo, contactar os clientes, relacionando-se com os seus 
fornecedores e saber algo sobre a concorrência.        
 
2.3.6 Objectivos dos Sistemas de Informação
Um Sistema de informação é constituído por vários subsistemas que têm diferentes 
funções. Segundo Rascão (2001) “Há muitos subsistemas diferentes, mas todos eles tentam 
alcançar os seguintes objectivos”: 
• Recolher, seleccionar, tratar e analisar os dados capazes de serem 
transformados em informação que pode apoiar os gestores na tomada de 
decisão; 
• Proporcionar, regulamente a informação operacional requerida pelos gestores 
operacionais de forma a assegurar o funcionamento do dia-a-dia da 
organização; 
• Proporcionar de forma regular a informação aos gestores intermédios, de modo 
a coordenarem as actividades da sua área de responsabilidade, para atingir os 
objectivos e tomarem as decisões de corrigir os eventuais desvios; 
• Proporcionar de forma regular e/ou irregular a informação aos gestores de 
nível intermédio e de topo, de modo a permitir-lhes tomar as melhores 
decisões acerca do futuro da organização; 
• Acrescentar valor à organização. Isto significa que o sistema de informação da 
organização se relacionara com sistemas de informação externos, tais como, 
com os dos seus clientes e fornecedores, criando assim benefícios e 
proporcionando melhor informação. 
 
2.3.7 Principais benefícios dos Sistemas de Informação
De acordo com Rascão (2001) poder-se-á apresentar os seguintes como os principais 
benefícios de um sistema de informação: 
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• Redução de custos; 
• Aumento da produtividade; 
• Redução do risco na tomada de decisão; 
• Melhoria da qualidade dos produtos e/ou serviços; 
• Aumento da eficiência e da eficácia; 
• Motivação dos recursos humanos 
 
Os Sistemas de Informação não são estáticos, envolvendo na sua mudança as pessoas, 
a informação e ou a tecnologia. Não é surpresa nenhuma nos dias actuais, que tudo está em 
mudança e, que a internacionalização e a mundialização dos mercados impõem novas 
concepções às organizações e à sociedade. 
 Os Sistemas de Informação são instrumentos que podem optimizar a comunicação e o 
processo de tomada de decisão, pelo que é conveniente lembrar que o processo de decisão e a 
comunicação são dois problemas muito sérios para a eficiência e eficácia das organizações. 
 Os Sistemas de Informação proporcionam de acordo com Rascão (2001) “muitos e 
importantes benefícios para as organizações. De entre outros, um dos principais benefícios é a 
qualidade da informação para apoio na tomada de decisão, aos três níveis de gestão 
(operacional, intermédia e de topo). Os Sistemas de Informação armazenam e processam a 
informação em tempo oportuno, que é a base para uma boa tomada de decisão, de modo a 
reduzir o risco do insucesso. Quando os gestores tomam a decisão, eles seleccionam uma das 
alternativas na tomada de decisão”. 
 Outro benefício dos Sistemas de Informação é a melhoria da qualidade dos serviços 
prestados aos clientes, visto que são a razão de ser de qualquer organização, com fins 
lucrativos ou não. Isto significa que muitos clientes podem ser conquistados pela qualidade 
dos serviços. 
 Ainda Rascão (2001) “outro benefício não menos importante nas organizações é o 
incremento da produtividade. O aumento da produtividade significa que as pessoas fazem 
mais trabalho no mesmo intervalo de tempo. 
O incremento da produtividade significa que os custos diminuem; isto significa que os 
preços podem baixar e que é possível aumentar o volume de vendas e a rentabilidade do 
negócio, visto que as pessoas apenas trabalham com a informação essencial para apoio à 
tomada de decisão”.  
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2.4 Arquitectura dos Sistemas de Informação
De acordo com Rascão (2001)” em termos de arquitectura da informação há que 
distinguir dois tipos de arquitectura, ou seja a arquitectura lógica da informação, enquanto 
sistema e a arquitectura física de suporte à informação, ou seja a infra-estrutura tecnológica. 
O objectivo da arquitectura (lógica e física) é mostrar como os componentes informação, 
tecnologia, pessoas e organização se enquadram no todo. 
A visão de qualquer arquitectura é justificada pela necessidade de representar o todo 
(a informação e ou a tecnologia de suporte) podendo assim através do desenvolvimento da 
arquitectura global representar o todo, as partes e os seus inter-relacionamentos. 
 
2.4.1 Arquitectura lógica dos Sistemas de Informação
Ilustração 7 Arquitectura Lógica do Sistema de Informação 
Fonte: Rascão, (2001) 
 
2.4.2 Arquitectura física dos Sistemas de Informação
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Ilustração 8 Arquitectura física do Sistema de Informação 
Fonte: Rascão, (2001) 
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Capitulo 3:  Desenvolvimento de Sistemas de 
Informação 
Neste capítulo ir-se-á aprofundar mais sobre o Desenvolvimento de Sistemas de 
Informação, seus métodos, ferramentas e técnicas para o DSI. 
 
3.1 Desenvolvimento de Sistemas de informação: o que é?
“O Desenvolvimento de Sistemas de informação caracteriza-se, fundamentalmente, 
como sendo um processo de mudança que visa melhorar o desempenho de um (sub) sistema 
de informação” (Carvalho e Amaral, 1993), referendo-se a todas as actividades envolvidas na 
produção de SI que suportem adequadamente a organização, não só no apoio aos processos, 
mas também na criação de vantagens competitivas. 
Segundo Varajão (2005) “o sucesso do Sistema de Informação dependerá 
intrinsecamente do sucesso da actividade de DSI, dado que os SI têm actualmente impacto em 
praticamente todos os processos da organização, por consequência, o DSI assume um  papel 
preponderante como processo chave no sucesso das organizações.” 
 
3.2 Arquitectura
Devido aos diferentes tipos de sistema e situações para que cada qual é concebido ou 
construído, existem diversas propostas para o seu desenvolvimento (Laudon e Laundon, 
1994), cada um apresentando diferentes abordagens. No entanto, podemos considerar que 
Desenvolvimento de um sistema de informação  
“Sistema de informação de gestão de Escola de condução” 
51/161 
existe um conjunto de actividades comum a qualquer processo de desenvolvimento de SI 
(Alter, 1996) podendo-se dizer que qualquer Sistema de Informação independentemente da 
forma como é adquirido ou construído, envolve as actividades básicas de analise, concepção, 
construção, implementação e manutenção. 
Ilustração 9: Fases básicas DSI 
Fonte: Varajão (2005) 
 
Análise  
Envolve estudo criterioso dos requisitos de informação. 
Altura onde, idealmente são feitos estudos para introduzir melhorias significativas nos 
processos da organização. 
Resultado principal é a Especificação dos Requisitos. 




Actividade cujo objectivo principal é mapear as necessidades da Organização numa solução 
técnica 
que seja viável. 
Enquanto Análise de Sistemas descreve o que o sistema deverá fazer, aqui preocupa-se em 
definir 
o como deverá ser feito. 
Isso é conseguido através de especificações detalhadas das funções que o sistema deverá 
assegurar. 
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Alguns aspectos essências são: 
• Especificação da interface 
• Especificação de dados 
• Especificação de processos 
• Especificação do ambiente técnico 
•
Construção 
Actividade essencialmente técnica, em que as especificações são transformadas em SW e HW 
necessários ao suporte dos requisitos de informação da Organização. 
 
Implementação 
 É o processo de operacionalizar o sistema construído na Organização 
 Mesmo sendo sistemas bem construídos, podem falhar nesta fase. 
 Potencialmente envolve mudanças significativas na organização. 
 Deve ser rigoroso e detalhado um plano de conversão do sistema antigo no novo. 
 
Manutenção 
 É o trabalho desenvolvido para melhorar e corrigir os sistemas após a sua implementação. 
 Útil à qualquer sistema, independentemente da sua qualidade após implementação 
 Facto: em SI existe necessidade constante de manutenção 
 Complexidade depende em grande parte do rigor na realização de todas as actividades de 
DSI. 
 
3.3 Metodologia de DSI.
Poder-se-á definir metodologias de acordo com Silva (2006) como sendo: 
• Uma colecção de procedimentos, técnicas, ferramentas que ajudam à equipa de 
desenvolvimento, no seu esforço para implementar um novo Sistema de informação. 
• Consistirá em várias fases, podendo ser estas subdivididas em fases, que vão guiar a equipa 
de desenvolvimento na sua escolha das técnicas que são mais apropriadas para em cada etapa 
do projecto de desenvolvimento. 
 
Objectivos para definição de metodologias de acordo com Silva (2006): 
1. Registo pormenorizado dos requisitos de um Sistema de informação 
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2. Disponibilizar um método sistemático de desenvolvimento de forma que o mesmo 
possa medido e monitorado. 
3. Disponibilizar um sistema de informação num limite de tempo apropriado e um 
custo adequado. 
4. Produzir sistemas bem documentados e de fácil manutenção. 
5. Disponibilizar meios de detectar indicações de qualquer mudança que é importante 
fazer o mais cedo possível no processo de desenvolvimento. 
 
3.3.1 Modelos de Processo de Desenvolvimento de Sistemas de Informação
De seguida serão descritos alguns modelos de processo de desenvolvimento de 
sistemas de informação. De acordo com Prado (2004) é essencial, antes do desenvolvimento 
de um produto, preparar um plano geral, ou seja, escolher um modelo de processo de 
desenvolvimento de software. Este pode ser personalizado, se adaptando ao tamanho, 
complexidade e/ou nível de confiabilidade/segurança do projecto. 
De acordo com Wikipédia (2008 e) o processo de desenvolvimento de software é um 
conjunto de actividades, parcialmente ordenadas, com a finalidade de obter um produto de 
software, sendo considerado um dos principais mecanismos para se obter software de 
qualidade e cumprir correctamente os contratos de desenvolvimento. 
 
Modelo Constrói e Conserta (caótico) 
Segundo Prado (2004) neste modelo o produto é construído sem qualquer 
especificação ou projecto. O produto é retrabalhado quantas vezes for necessário para 
satisfazer o cliente. Este modelo pode funcionar razoavelmente para micro projectos (<400 
pessoas/hora). No entanto para projectos maiores ele é inadequado.  
 
Ilustração 10: Modelo caótico 
Fonte: Prado (2004)  
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É o modelo em cascata, ou seja, o projecto vai progredindo com o passar do tempo. 
Semelhante ao TCC. 
 ANÁLISE -> PROJETO -> CODIFICAÇÃO -> TESTE  
De acordo com Pressman (2002) este modelo terá as seguintes características:  
Modelagem 
Como o software faz parte de um sistema maior (hardware, BD, pessoas, todos interagindo), o 
trabalho começa pelo estabelecimento de requisitos para todos os elementos do sistema e 
depois são alocados alguns subconjuntos desses requisitos para o software (por isso "em 
cascata").  
Análise de Requisitos para o Software 
O foco da análise volta-se para o software a ser desenvolvido. São levantadas as 
questões: Domínio da informação (para que o software serve e em que contexto ele está 
inserido), funções necessárias, comportamentos (sempre que acontecer X, fazer Y), 
desempenho e interface. Todos esses requisitos são documentados e revistos com o cliente.  
Projecto 
O processo de desenvolvimento envolve múltiplos passos, que focam: estrutura de 
dados, arquitectura do software (como ele será construído), protótipo e detalhes 
procedimentais (algorítmicos). Este processo traduz (agora já pensando em nível técnico) as 
especificações de requisitos citadas no item anterior. 
Geração de código (Codificação) 
Tradução das representações do projecto para uma linguagem “artificial” resultando 
em instruções executáveis pelo computador, se o projecto é realizado detalhadamente, a 
geração de código vira algo mecânico. 
Teste 
O processo de teste focaliza os aspecto lógicos internos do software, garantindo que 
todos os comandos sejam testados e aspectos externos (descobrir erros na interface com o 
usuário e garantir que entradas definidas produzirão resultados reais, que estão de acordo com 
os resultados exigidos (é criada uma tabela de testes, contendo a entrada, o tipo dela - 
numérica, alfanumérica - e seu tamanho e informações sobre o que é esperado que se obtenha 
como saída). 
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Manutenção 
A manutenção do software reaplica cada uma das fases anteriores a um programa existente ao 
invés de a um novo programa. 
Este modelo é o mais antigo e o mais utilizado. Porém a crítica levou até mesmo seus actuais 
adeptos a questionar sua eficácia. Alguns problemas: 
1) Projectos reais raramente seguem o fluxo proposto (como acontece em nosso TCC, agora 
que identificamos várias alterações a serem feitas no início). Como resultado, modificações 
podem causar confusão à medida que a equipe prossegue. 
 
2) É difícil para o cliente estabelecer todos os requisitos explicitamente (sabemos mais que 
ninguém que isso sempre acontece. O Você Apita é um exemplo). Este modelo exige isso e 
tem dificuldade de acomodar a incerteza natural que existe no começo de vários projectos. 
 
3) O cliente precisa ter paciência. Uma versão executável do programa não estará disponível 
enquanto o projecto não terminar. Um erro grosseiro pode ser desastroso se não for 
identificado até que o programa executável seja revisto. 
 
Ilustração 11: Modelo Sequencial Linear 
Fonte: Pressman (2002) 
 
3.3.3 Modelo de Prototipagem 
Segundo Leite (2008) a abordagem de prototipagem é muito útil para o esclarecimento 
e formalização do projecto, pois tudo o que será desenvolvido será baseado no que for 
apresentado em forma de telas para os usuários finais; e formalização, pois depois de 
aprovado o protótipo, não se corre o risco do cliente alegar que achava que determinada 
funcionalidade estaria no sistema. 
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Geralmente quando se desenvolvesse um sistema, o cliente define um conjunto de 
objectivos gerais para o software, mas não identifica detalhadamente requisitos de entrada, 
processamento e saída. 
Os desenvolvedores, podem também estar inseguros da eficiência de um algoritmo ou 
da forma que a interacção homem/máquina deve assumir.  
Como este modelo funciona então? 
O modelo de prototipagem começa com a definição de requisitos. O desenvolvedor e o 
cliente se encontram e definem objectivos gerais do software, identificam as necessidades 
conhecidas e delineiam áreas que necessitam de mais definições. 
Um projecto rápido é então realizado. 
Esse projecto concentra-se na representação daqueles aspectos de software que vão 
ficar visíveis ao cliente/usuário (ex: abordagens de entrada e formatos de saída). 
O projecto rápido parte de um protótipo. O protótipo é avaliado pelo cliente/usuário e 
usado para refinar os requisitos do software que será desenvolvido. 
Interacções ocorrem a medida que o protótipo é ajustado para satisfazer as necessidades do 
cliente e ao mesmo tempo permite ao desenvolvedor entender o que precisa ser feito. 
O protótipo serve como um mecanismo para a identificação dos requisitos do 
software. 
Interacções ocorrem a medida que o protótipo é ajustado para satisfazer as necessidades do 
cliente e ao mesmo tempo permite ao desenvolvedor entender o que precisa ser feito. 
Poder-se-á desenvolver protótipos executáveis se julgar mais adequado. Neste caso, o 
desenvolvedor tenta usar partes de programas existentes ou aplica ferramentas (geradores de 
relatórios, gestores de janelas) que permitem que programas executáveis sejam gerados 
rapidamente. 
O protótipo pode servir como o primeiro sistema (segundo Pressman cita, a questão 
não é se ele será descartado. Ele será pois ninguém é capaz de projectar um sistema perfeito 
na primeira versão), este tipo de abordagem agrada desenvolvedores e clientes. 
O fluxo de desenvolvimento funciona da seguinte maneira: 
1º Ouvir o cliente 
2º Construir/Rever o Protótipo 
3º Teste do Cliente 
4º Ouvir o cliente  
5º ETC... 
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Ao final do protótipo ter-se-á o sistema todo delineado e já especificado o que deve 
ser feito. 
A partir daí, o protótipo deverá ser utilizado apenas como um documento base para o 
que deve ser desenvolvido. O desenvolvimento de um software com qualidade começa a 
partir deste ponto. 
 
Os problemas da prototipagem são: 
1) O cliente vê o que parece ser uma versão executável do software, ignorando que o 
protótipo apenas consegue funcionar precariamente, sem saber que na pressa de fazê-lo rodar, 
ninguém considerou a sua qualidade global ou a manutenção a longo prazo. O protótipo não 
deve ser reutilizado, pois foi feito apenas para que os requisitos do sistema fossem 
compreendidos. 
 
Quando informado que o produto deve ser refeito de modo que altos níveis de qualidade 
possam ser atingidos, o cliente reclama e exige "alguns consertos", para transformar o 
protótipo num produto executável. Erroneamente, mas em geral, os desenvolvedores 
concordam. 
 
2) O desenvolvedor frequentemente faz concessões na implementação a fim de conseguir 
rapidamente um protótipo executável. Um sistema operacional ou uma linguagem de 
programação inapropriada pode ser usado simplesmente por estar disponível e serem 
conhecidos; um algoritmo ineficiente pode ser implementado simplesmente para demonstrar 
uma possibilidade. Com o tempo, o desenvolvedor pode ficar familiarizado com essas 
escolhas e esquecer todas as razões por que elas eram inadequadas. Temos que tomar muito 
cuidado com isso. Uma escolha muito abaixo da ideal se tornou parte integral do sistema. 
O importante para a prototipagem é definir as regras do jogo no início; isto é, o cliente 
e o desenvolvedor devem estar de acordo que o protótipo seja construído para servir apenas 
como um mecanismo para definição dos requisitos e depois ele é descartado, e o software real 
é submetido à engenharia com o objectivo de buscar qualidade e a sua manutenção. 
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Ilustração 12: Modelo de Prototipagem 
Fonte: Leite (2008) 
 
3.3.4 Modelo RAD 
Segundo Villa (2005) é modelo de desenvolvimento incremental que enfatiza um ciclo 
de desenvolvimento extremamente curto. O modelo RAD (Rapid Application Development) 
ou Desenvolvimento rápido de aplicações é uma adaptação de alta velocidade do modelo 
linear que é conseguido pelo desenvolvimento baseado em componentes. 
Se os requisitos são bem compreendidos (aí podemos encaixar a questão do modelo de 
prototipagem, mas perderia a característica de desenvolvimento rápido) e o objectivo do 
projecto é restrito, o RAD permite criar sistemas plenamente funcionais dentro de períodos 
muito curtos (entre 60 e 90 dias para sistemas e não sites. Sites teria uma duração ainda 
menor). 
Ainda segundo Villa (2005) ele usa as seguintes fases: 
 
Modelagem do negócio 
O fluxo de informações entre as funções do negócio modelado visa responder as 
seguintes questões: Que informação dirige o processo do negócio? Que informação é gerada? 
Quem a gera? Para onde vai a informação? Quem a processa? 
Modelagens de dados 
O fluxo de informações definidas anteriormente é refinado num conjunto de objectos 
dados que são necessários para dar suporte ao negócio. Os atributos de cada objecto são 
identificados e as relações entre esses objectos são.  
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Modelagem do processo 
Os objectos de dados definidos na fase anterior são transformados para conseguir o fluxo de 
informação necessário para implementar uma função do negócio. Descrições do 
processamento são criadas para adicionar, modificar, descartar ou recuperar um objecto de 
dados.  
 
Geração da aplicação 
Ao invés de usar linguagens procedimentais, o RAD usa linguagens de 4ª geração 
(4GL é um exemplo - permite que defina a especificação do projecto e a FRAMEWORK cria 
tudo... relatórios, cadastros, etc. - lembra da ideia do gerador de sites? Acho que é por aí, mas 
para aplicações mesmo). Seu desenvolvimento é feito para reutilizar componentes (quando 
possível) ou criar novos componentes reutilizáveis. Em todos os casos ferramentas 
automatizadas são usadas para facilitar a construção do software. 
Teste e entrega 
Como o processo RAD tem foco nos componentes, muitos dos componentes já devem 
ter sido testados. Isso reduz o tempo total de teste. Porém novos componentes devem ser 
testados e as interfaces exaustivamente exercitadas. 
Se uma aplicação comercial pode ser modularizada de modo a permitir que cada função 
principal possa ser completada em menos de 3 meses usando a abordagem anterior, ela é 
candidata ao RAD. Cada função pode ser tratada por uma equipe RAD distinta e depois 
integrada para formar um todo. 
 
Vantagens 
Ainda de acordo com Villa (2005) o RAD terá as seguintes vantagens 
• Permite o desenvolvimento rápido e/ou a prototipagem de aplicações; 
• Enfatiza um ciclo de desenvolvimento extremamente curto (entre 60 e 90 dias); 
• Cada função principal pode ser direccionada para a uma equipe RAD separada e então 
integrada a formar um todo; 
• Criação e reutilização de componentes; 
• Usado principalmente para aplicações de sistemas de informações; 
• Comprar pode economizar recursos se comparado a desenvolver; 
• Desenvolvimento é conduzido em um nível mais alto de abstracção; 
• Visibilidade mais cedo (protótipos); 
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• Maior flexibilidade (desenvolvedores podem reprojectar praticamente a vontade); 
• Grande redução de codificação manual (wizards...); 
• Envolvimento maior do usuário; 
• Provável custo reduzido (tempo é dinheiro e também devido a sua reutilização); 




Ainda de acordo com Villa (2005) o RAD terá as seguintes desvantagens: 
• Para projectos grandes (mensuráveis) o RAD exige muitos recursos humanos. 
• Exige desenvolvedores e clientes comprometidos com actividades contínuas e rápidas. 
Se não houver esse comprometimento, os projectos falharão. 
• Nem todos os tipos de aplicações são apropriados para o RAD. Se o sistema não puder 
ser adequadamente modularizado, a construção dos componentes será problemática. 
Se for preciso um desempenho superior e esse desempenho seja conseguido com o 
ajuste dos componentes, a abordagem RAD pode não funcionar. 
• Quando riscos técnicos forem elevados, o RAD não é adequado (ex: uso de uma 
tecnologia nova ou exige comunicação com outros programas). 
 
Ainda segundo Villa (2005) o RAD deve ser evitado quando: 
• A aplicação precisa interagir com outros programas; 
• Existem poucos plug-in e componentes disponíveis; 
• Performance é essencial; 
• O desenvolvimento não pode tirar vantagem de ferramentas de alto nível; 
• A distribuição do produto será em grande escala; 
• Para se construir sistemas operacionais (confiabilidade exigida alta demais) 
• Jogos de computador (performance exigida muito alta) 
• Riscos tecnológicos muito altos devido a tecnologia ter sido lançada recentemente; 
• O sistema não pode ser modularizado. 
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De acordo com Villa (2005) ele combina elementos do modelo sequencial linear com a 
filosofia interactiva da prototipagem. Cada sequência linear produz um incremento. 
Por exemplo: Ao desenvolver um site, no primeiro incremento ter-se-ia as 
funcionalidades sobre a empresa, contacto e produtos. Em um segundo incremento teria o 
acesso restrito para clientes, newsletter, inquéritos e assim se seguiria durante todo o processo 
de desenvolvimento. 
Quando este modelo é usado, o primeiro incremento é tido como o núcleo do sistema. 
Ele é usado pelo cliente e então é necessário fazer um plano para o próximo incremento como 
resultado do uso/avaliação. O plano visa melhorar o núcleo e adicionar novas funcionalidades, 
que por sua vez serão testadas e alteradas para adequarem às solicitações do cliente e assim 
por diante. 
A grande diferença do modelo incremental para o modelo de prototipagem é que a 
cada incremento o cliente já possui um modelo utilizável e aprovado. 
 
Incremento 1: ANÁLISE -> PROJETO -> CODIFICAÇÃO -> TESTE 
Incremento 2: ANÁLISE -> PROJETO -> CODIFICAÇÃO -> TESTE 
Incremento 3: ANÁLISE -> PROJETO -> CODIFICAÇÃO -> TESTE 
 
Ilustração 13: Modelo Evolucionário Incremental 
Fonte: Leite (2008) 
3.3.5.2 Espiral
De acordo com Villa (2005) é uma junção do modelo sequencial linear com o da 
prototipagem. Oferece potencial para desenvolvimento rápido de versões incrementais do 
software. Nos primeiros incrementos podem ser usados papel ou protótipo. Durante os 
últimos incrementos são produzidas versões cada vez mais completas do sistema submetido à 
engenharia. 
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São utilizadas as seguintes tarefas:  
1. Comunicação com o cliente;  
2. Planeamento - Tarefa necessária para definir recursos, prazos e outras informações 
relacionadas ao projecto;  
3. Análise de risco;  
4. Engenharia - Tarefa necessária para construir uma ou mais representações da 
aplicação;  
5. Construção e liberação - tarefas necessárias para construir, testar, instalar e fornecer 
apoio ao usuário (documentação e treinamento);  
6. Avaliação pelo cliente.  
Ilustração 14: Modelos Evolucionário Espiral 
Fonte: Leite (2008) 
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3.4.1 Metodologias Tradicionais: 
3.4.1.1 RUP 
O Processo Unificado é um processo de engenharia de software desenvolvido por três 
dos principais nomes da indústria de software: Ivar Jacobson, James Rumbaugh e Grady 
Booch, sendo o resultado de mais de 30 anos de experiência acumulada, segundo Processos: 
Processo Unificado e RUP (2002). É o primeiro processo de desenvolvimento a explorar 
integralmente as capacidades do padrão UML e baseia-se nas práticas comuns aos projectos 
de software com mais alto ROI do mercado. 
Processo de Software Unificado (Rational Unified Process) = Processo + Métodos + 
Linguagem (UML). 
Ilustração 15: Evolução histórica 
Fonte: Processos: Processo Unificado e RUP (2002) 
O desenvolvimento de sistemas seguindo o RUP é um processo segundo Processos: Processo 
Unificado e RUP (2002):  
• Dirigido por casos de uso (use cases) 
• Centrado na arquitectura; 
• Interactivo e incremental 
Processo dirigido por casos de uso (use cases): 
Segundo Processos: Processo Unificado e RUP (2002), ele é dirigido por use case pois: 
• Caso de uso é um modelo que define o que o sistema deve fazer da perspectiva dos 
usuários, subsistemas ou periféricos. 
• Actor é algo que interaja com o sistema a ser desenvolvido 
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• Todos os casos de uso de um sistema compõe a especificação funcional do sistema 
(modelo de casos de uso), ou seja, definem os requisitos do sistema 
• Use cases associam todos os workflows de forma conjunta. 
• Dirigem várias actividades de desenvolvimento: 
o Criação e validação da arquitectura do sistema 
o Criação de casos de teste 
o Planeamento das iterações 
o Criação de documentação do usuário 
o Implantação do sistema 
• Sincronizam conteúdo dos modelos criados em cada workflow 
Processo centrado na arquitectura: 
Pois de acordo com Processos: Processo Unificado e RUP (2002) ele fornece uma 
base sólida para a construção do software e uma melhor compreensão do sistema e 
organização do desenvolvimento. 
Descrição da arquitectura envolve elementos mais importantes, como a colecção de 
visões dos modelos do sistema. Enquanto o UP prescreve o refinamento sucessivo da 
arquitectura. 
• A arquitectura representa a forma, enquanto os use cases representam 
funcionalidade. 
Arquitectura e use cases devem ser balanceados 
Processo interactivo e incremental: 
Segundo Processos: Processo Unificado e RUP (2002)  
• Identificação de riscos é adiantada 
• Preparação do Sistema para requisitos que mudam 
• Integração contínua (facilita testes) e aprendizado facilitado 
• Desenvolvimento em Mini-Projectos (iterações) que incrementam o desenvolvimento 
• Modelos evoluem nas interacções. 
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Ilustração 16: Fases do RUP 
Fonte: Processos: Processo Unificado e RUP (2002) 
O RUP define um conjunto de actividades de acordo com Processos: Processo Unificado 
e RUP (2002):: 
• Bem definidas; 
• Com responsáveis; 
• Com artefactos de entrada e saída; 
• Com dependências e ordem de execução; 
• Com modelo de ciclo de vida; 
• Com uma descrição sistemática de como executá-las; 
• Usando linguagem UML; 
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Ilustração 17: Conceitos chave do RUP 
Fonte: Processos: Processo Unificado e RUP (2002) 
Segundo Processos: Processo Unificado e RUP (2002) o Processo Unificado foi 
proposto pela Rational (Rational Unified Process – RUP)  foi criado para apoiar o 
desenvolvimento orientado a objetos, fornecendo uma forma sistemática para se obter reais 
vantagens no uso da Linguagem de Modelagem Unificada (Unified Modeling Language – 
UML). De fato, ele não é exactamente um processo: é uma infra-estrutura genérica de 
processo que pode ser especializada para uma ampla classe de sistemas de software, para 
diferentes áreas de aplicação, tipos de organização, níveis de competência e tamanhos de 
projectos. 
Ainda Processos: Processo Unificado e RUP (2002) diz que o RUP está fundamentado 
em três princípios básicos: orientação a casos de uso, arquitectura e iteração. Ele é dito 
dirigido a casos de uso, pois são os casos de uso que orientam todo o processo de 
desenvolvimento. Com base no modelo de casos de uso, são criados uma série de modelos de 
análise, projecto e implementação, que realizam estes casos de uso. É centrado em 
arquitectura, pois defende a definição de um esqueleto para a aplicação (a arquitectura), a 
ganhar corpo gradualmente ao longo do desenvolvimento. Finalmente, o RUP é iterativo e 
incremental, oferecendo uma abordagem para particionar o trabalho em porções menores ou 
Mini-Projectos. Esses três conceitos são igualmente importantes. A arquitectura provê a 
estrutura para guiar o desenvolvimento do sistema em iterações, enquanto os casos de uso 
definem as metas e conduzem o trabalho de cada iteração. 
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O ciclo de vida adoptado no RUP é tipicamente evolutivo de acordo com Processos: 
Processo Unificado e RUP (2002). Contudo, uma forma de organização em fases é adoptada 
para comportar os ciclos de desenvolvimento, permitindo uma gerência mais efectiva de 
projectos complexos. Ao contrário do tradicionalmente definido como fases na maioria dos 
modelos de ciclo de vida – planeamento, levantamento de requisitos, análise, projecto, 
implementação e testes, são definidas fases ortogonais a estas, a saber: 
Concepção: nesta fase, é estabelecido o escopo do projecto e suas fronteiras, determinando os 
principais casos de uso do sistema. Esses casos de uso devem ser elaborados com a precisão 
necessária para se proceder estimativas de prazos e custos. As estimativas devem ser globais 
para o projecto como um todo e detalhadas para a fase seguinte. Assim, a ênfase nesta etapa 
recai sobre o planeamento e, por conseguinte, é necessário levantar requisitos do sistema e 
preliminarmente analisá-los. Ao término dessa fase, são examinados os objectivos do projecto 
para se decidir sobre a continuidade do desenvolvimento; 
 Elaboração: o propósito desta fase é analisar mais refinadamente o domínio do problema, 
estabelecer uma arquitectura de fundação sólida, desenvolver um plano de projecto para o 
sistema a ser construído e eliminar os elementos de projecto que oferecem maior risco. 
Embora o processo deva sempre acomodar alterações, as actividades da fase de elaboração 
asseguram que os requisitos, a arquitectura e os planos estão suficientemente estáveis e que os 
riscos estão suficientemente mitigados, de modo a se poder prever com precisão os custos e 
prazos para a conclusão do desenvolvimento. 
Construção: durante esta fase, um produto completo é desenvolvido de maneira iterativa e 
incremental, para que esteja pronto para a transição à comunidade usuária.  
Transição: nesta fase, o software é disponibilizado à comunidade usuária. Após o produto ter 
sido colocado em uso, naturalmente surgem novas considerações que vão demandar a 
construção de novas versões para permitir ajustes do sistema, corrigir problemas ou concluir 
algumas características que foram postergadas. É importante realçar que dentro de cada fase, 
um conjunto de iterações, envolvendo planeamento, levantamento de requisitos, análise, 
projecto e implementação e testes, é realizado. Contudo, de uma iteração para outra e de uma 
fase para a próxima, a ênfase sobre as várias actividades muda, como mostra a figura 1, em 
que a cor preta indica grande ênfase, enquanto a cor branca indica muito pouca ênfase. Na 
fase de concepção, o foco principal recai sobre o entendimento dos requisitos e a 
determinação do escopo do projecto (planeamento e levantamento de requisitos). Na fase de 
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elaboração, o enfoque está na captura e modelagem dos requisitos (levantamento de requisitos 
e análise), ainda que algum trabalho de projecto e implementação seja realizado para 
prototipar a arquitectura, evitando certos riscos técnicos. Na fase de construção, o enfoque 
concentra-se no projecto e na implementação, visando evoluir e rechear o protótipo inicial, até 
obter o primeiro produto operacional. Finalmente, a fase de transição concentra-se nos testes, 
visando garantir que o sistema possui o nível adequado de qualidade. Além disso, usuários 
devem ser treinados, características ajustadas e elementos esquecidos adicionados. 
Ilustração 18: A ênfase principal de cada uma das fases 
Fonte: Processos: Processo Unificado e RUP (2002) 
Além dos conjuntos de iterações em cada fase, as fases em si podem ocorrer de forma 
iterativa. Como mostra a figura seguinte, elas não necessariamente têm a mesma duração. O 
esforço realizado em cada uma varia fortemente em função das circunstâncias específicas do 
projecto. 
Ilustração 19: O modelo de ciclo de vida proposto RUP 
Fonte: Processos: Processo Unificado e RUP (2002) 
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Processo de Engenharia de Software na visão do RUP      
Ilustração 20: Processo de Engenharia de Software na visão do RUP 
Fonte: Processos: Processo Unificado e RUP (2002) 
Segundo Processos: Processo Unificado e RUP (2002) um processo é um conjunto de 
passos ordenados com a intenção de atingir uma meta. Em engenharia de software, a meta é 
criar um software ou aperfeiçoar um existente; em engenharia de processos, a meta 
é desenvolver ou aperfeiçoar um processo. No RUP, eles são organizados em um conjunto de 
disciplinas para posteriormente definirem os fluxos de trabalho e outros elementos do 
processo.                             
Ainda de acordo com Processos: Processo Unificado e RUP (2002) em termos de 
modelagem de negócios, o processo de desenvolvimento de software é um processo de 
negócios, e o Rational Unified Process (RUP) é um processo de negócios genérico para 
engenharia de software orientada a objectos. Ele descreve uma família de processos de 
engenharia de software relacionados, que compartilham uma estrutura comum, uma 
arquitectura de processos comum. Ele proporciona uma abordagem disciplinada para 
a atribuição de tarefas e de responsabilidades dentro de uma organização de desenvolvimento. 
Sua meta é garantir a produção de software de alta qualidade que atenda às necessidades dos 
usuários, dentro de uma programação e um orçamento previsíveis. O RUP captura muitas das 
melhores práticas do desenvolvimento de software moderno, de forma que possam 
ser adaptadas para uma grande variedade de projectos e de organizações. 
Quando um sistema de software é desenvolvido começando do zero, 
o desenvolvimento é o processo de criação de um sistema a partir dos requisitos de acordo 
com Processos: Processo Unificado e RUP (2002). Porém, depois que os sistemas tiverem 
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tomado forma (ou seja, tiverem passado pelo ciclo de desenvolvimento inicial), 
os desenvolvimentos subsequentes serão o processo de adaptação do sistema aos requisitos 
novos ou modificados. Isso se aplica durante todo o ciclo de vida do sistema. 
 
3.4.1.2 Microsoft Solutions Framework (MSF)
De acordo com Pastorello (2005) a Microsoft Solutions Framework (MSF) foi criada 
em 1994, e originou-se da análise de equipas de projectos e grupo de produtos, estas análises 
eram constatadas com a indústria de práticas e métodos. Estes resultados combinados eram 
consolidados em melhores práticas entre pessoas e processos. 
Princípios da MSF 
Os princípios da MSF segundo Pastorello (2005) são: 
• Foco no negócio: Entender porque o projecto existe da perspectiva do negócio e como 
este valor é medido. A equipa MSF entende como o projecto satisfará o consumidor 
entendendo as necessidades do negócio  
• Comunicação: MSF aconselha a comunicação aberta em toda a equipe, clientes e 
outros componentes da equipa.  
• Visão de projecto compartilhado: O processo de compartilhamento de visão de 
projecto é especificado no início do projecto. Na criação desta visão a equipa se 
comunica no intuito de identificar e resolver conflitos e resolver visões enganosas. Isto 
permite definir a direcção do projecto.  
• Esclarecer as responsabilidades compartilhadas: Toda a equipa compartilha várias 
responsabilidades para ensinar a equipa e seu relacionamento aos respectivos 
skateholders (Agente externo que possui grande influência no projecto).  
• Mais poderes aos membros da equipa: Baseado em equipa de pares MSF dá poderes 
aos membros da equipa por ter que atingir as metas e entregas, aceitando o fato de 
terem as responsabilidades compartilhadas por tomar decisões, direcções quando 
necessário.  
• Agilidade: As iterações do ciclo de vida do modelo de processo habilitam ajustes de 
cursos para a entrega do projecto em cada milestone (ponto no projecto que a equipa 
assegura progresso e qualidade, e faz a revisão dos desvios no escopo e 
especificações).  
• Investimento em qualidade: MSF tem por premissa que toda a equipa é responsável 
por balancear os custos, e funcionalidades para preservar a solução em qualidade e 
assegurar a qualidade. Membros da equipa precisam construir qualidade em todas as 
fases até o sucesso da solução, e por sua vez a organização deve investir em seu 
equipa em educação, treinamento, e experiência.  
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• Aprender com todas as experiências: Nos últimos 20 anos houve um crescimento 
colossal no que diz respeito à taxa de sucesso de projectos. Dados que a maior causa 
de falha são praticamente os mesmos, as organizações de IT não aprendem com as 
suas falhas de projecto. O MSF engloba o conceito de contínuo crescimento baseado 
em aprendizado individual e da equipa.  
2) Modelos MSF: Equipas e Processos 
• Modelo de Equipa (Team Model) habilita a escalabilidade do projecto, identifica 
quem vai trabalhar durante o projecto e conecta cada equipa com um responsável  
• Modelo de Processo (Process Model) provê a alta qualidade através do ciclo de vida 
do projecto. O Process Model trabalha em conjunto com o Team Model organizando o 
processo em fases distintas criação, teste, publicação.  
Ilustração 21: Microsoft Solutions Framework 
Fonte: Pastorello (2005) 
 
Objectivos e Metas: 
De acordo com Pastorello (2005) o MSF têm as seguintes metas e objectivos:  
Program Management: Entregar solução nas constantes do projecto, actua nas áreas  
• Gestão de projecto  
• Soluções em arquitectura  
• Garantia de processos  
• Serviços Administrativos  
Development: Construir conforme as especificações, actua nas áreas  
• Consultoria tecnológica  
• Implementação da arquitectura e design  
• Desenvolvimento da aplicação  
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• Desenvolvimento da infra-estrutura  
Test: Aprovar para lançamento somente depois de testado a qualidade, actua nas áreas  
• Plano de teste  
• Engenharia de teste  
• Reporte de teste  
Release: Criar as publicações das novas operações, actua nas áreas  
• Infra-estrutura  
• Suporte  
• Operações  
• Logística  
• Gestão comercial das publicações  
User Experience: Realçar a experiência do usuário efectivamente, actua nas áreas  
• Acessibilidade  
• Internacionalização  
• Treinamento / Material e suporte  
• Pesquisa de usabilidade e teste  
• Advogado do usuário  
• Design da interface  
Product Management: Satisfazer os clientes, actua nas áreas  
• Valor do negócio  
• Marketing  
• Advogado do cliente  
• Planeamento do produto  
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Ilustração 22: Distinção entre tecnologia e negócios no Team Model 
Fonte: Pastorello (2005) 
 
3) Disciplinas 
As disciplinas são necessárias durante o ciclo de vida dos projectos e são guias constantes 
para cada modelo, de acordo com Pastorello (2005) o MSF assume três disciplinas que são:  
• Gestão da disciplina de projecto  
• Gestão da disciplina de risco  
• Gestão da disciplina de aprendizado  
Gestão de Projecto: Aplica o processo Standard-industry de Gestão de melhores práticas 
para os princípios da MSF. A disciplina de Gestão de projecto ajuda a equipa a obter sucesso 
sem perder performance com recurso adicional que não provê valor suficiente nos recursos 
investidos.  
Gestão de risco: É o Gestão pró-ativo, compreensivo e de proximidade, visando o sucesso e 
minimizando factores negativos que impactariam no fracasso do projecto. O Gestão de risco 
reduz surpresas e o dispendioso "apagar fogo".  
Gestão de Aprendizado: Ajuda a equipa do projecto a identificar falta de habilidades e 
oportunidades para aprendizado. A Disciplina de aprendizado pró-ativamente identifica as 
habilidades requeridas pela equipa, alocando recursos que o projecto necessita e visando 
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novos recursos. O uso desta disciplina aumenta os conhecimentos e habilidades provendo 
oportunidades para aprendizado e crescimento.  
 
3.4.1.3 Personal Software Process (PSP)
O PSP foi desenvolvido por Watts Humphrey e está descrito no seu livro "A 
Discipline for Software Engineering", de 1995. O PSP foi desenvolvido para guiar como 
planejar e desenvolver módulos de software ou pequenos programas, mas pode ser adaptado 
para outras tarefas pessoais de acordo com Processos: PSP (2002). 
Ainda segundo Processos: PSP (2002) ele tem como objectivo oferecer um modelo de 
Qualidade de Software adequado a projectos pequenos. O trabalho envolve principalmente os 
desenvolvedores, que trabalham verificando a qualidade dos módulos sob sua 
responsabilidade. O PSP é em essência um conjunto de formulários e procedimentos que 
compõem um processo definido. 
 
O PSP possui quatro níveis principais segundo Processos: PSP (2002):  
1. PSP0 (Baseline) 
Oferece uma infra-estrutura para colecta de dados de um processo.  
2. PSP1 (Planeamento, Escalonamento e Estimativa) 
Nesta fase é dado apoio ao planeamento do projecto, e assistência à estimativa do 
tamanho do projecto.  
3. PSP2 (Gerência da Qualidade do Software) 
Neste nível são aplicados métodos de verificação e revisão para garantir qualidade do 
processo e do produto.  
4. PSP3 (Desenvolvimento Cíclico) 
Neste nível sistemas grandes são decompostos para se adequar melhor ao PSP. 
Ainda segundo Processos: PSP (2002) uma quantidade significativa de empresas tem 
implementado algumas disciplinas do PSP com grandes vantagens: o uso de inspecções e 
revisões auxilia a descoberta de problemas nas fases iniciais do desenvolvimento, e a 
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aplicação de métricas é essencial para a avaliação do processo sendo utilizado em cada 
empresa. 
O PSP prove um método de trabalho que ensina um processo de software a 
engenheiros, e o ponto de partida é fazer com que o engenheiro se envolva em seu próprio 
processo. O PSP é baseado nas mesmas práticas industriais encontradas no CMM da SEI, só 
que em uma escala menor para o uso individual. A idéia principal do PSP é criar módulos ou 
pequenos programas com alta qualidade. 
O PSP assim como o CMM (Capability Maturity Model), é baseado no princípio da melhoria 
do processo. Enquanto o CMM é focado da melhoria da capacidade organizacional, o foco do 
PSP é o engenheiro individual. 
Os objectivos principais do PSP são de acordo com Processos: PSP (2002): 
• Melhorar as estimativas;  
• Melhorar o planeamento e o acompanhamento de cronogramas;  
• Proteger contra o excesso de compromissos;  
• Criar um comprometimento pessoal para a qualidade;  
• Envolvimento contínuo do engenheiro na melhoria continua do processo; 
Além disso, a melhora do indivíduo favorece a melhoria da capacidade organizacional. 
Os níveis do PSP 
A implantação do PSP é dividida em 7 níveis de acordo Processos: PSP (2002), esta 
implantação é feita de maneira incremental. Os níveis superiores adicionam características aos 
níveis já implantados. Isto minimiza o impacto na mudança no processo do engenheiro, na 
qual ele somente tem que adaptar novas técnicas as já existentes. 
Desenvolvimento de um sistema de informação  
“Sistema de informação de gestão de Escola de condução” 
76/161 
Ilustração 23: Fases do PSP 
Fonte: Processos: PSP (2002) 
 
3.4.1.4 Team Software Process (TSP)
O TSP, ou processo de software da equipe (Team Software Process) foi desenvolvido 
por Watts Humphrey actualmente um dos nomes grandes da qualidade de software segundo 
Processos: TSP (2002). Conhecido como o criador do CMM, Humphrey já havia fornecido 
modelos para a melhoria contínua dos processos de software tanto no nível individual (PSP - 
Personal Software Process) quanto no nível da organização como um todo (CMM - Capability 
Maturity Model). Faltava contudo uma peça: em quase todos os lugares, o desenvolvedor não 
desenvolve sozinho; ao contrário, está inserido no contexto de uma equipe de trabalho. 
Segundo Processos: TSP (2002) a sequência lógica de trabalhos foi criar um modelo 
em que desenvolvedores previamente treinados no PSP pudessem organizar-se em equipas 
auto-geridas de alta performance. É isto que faz o TSP: prover condições de uma equipe de 
desenvolvimento de software definir e melhorar continuamente seu processo. 
Segundo Processos: TSP (2002)  Humphrey diz que o TSP pode vir a ser a solução 
para aquelas pequenas organizações de software que se consideram muito pequenas para 
enfrentar as complexidades do CMM. O objectivo do TSP é auxiliar na integração e melhoria 
da forma de trabalho das equipes de desenvolvimento de software, transformando as equipes 
em equipas. 
Normalmente os projectos de software envolvem um custo considerável, em especial 
na alocação de profissionais, recursos e, infelizmente, problemas referentes à qualidade. Os 
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testes de software são, na maioria das vezes, caros e demandam um esforço, tanto de tempo 
quanto de recursos, elevado, sendo que na maioria dos projectos de médio para grande porte, 
esse esforço é da ordem de meses até que o software possa ser entregue à área usuária. 
E, mesmo assim, a confiabilidade do software não é total. De acordo com Processos: 
TSP (2002) a proposta do TSP é fornecer métodos para a utilização dos conceitos de equipa 
de desenvolvedores na produção de software. Isto inclui a definição de metas, regras, riscos e 
produtos a serem gerados pela equipa de desenvolvedores, bem como a definição das 
referidas ferramentas de medição dos mesmos. 
Segundo Processos: TSP (2002) a utilização do TSP é aberta a um equipa de 
desenvolvedores de software ou mesmo a um equipa que integre desenvolvedores de 
hardware e software. O número de profissionais que compõe o equipa varia de 2 até 20, o que 
caracteriza o seu uso como recomendado para pequenos projectos, onde a utilização do CMM 
é por demais complexa, podendo, entretanto, ser extrapolada para projectos de maior 
complexidade. 
Em realidade não existe um limite rígido que defina até onde utilizar o TSP e onde 
começar a utilizar o CMM. A complexidade do projecto é apenas um indicativo. Outro factor 
que deve ser levado em conta é o grau de maturidade do cliente. Por vezes, apenas a 
apresentação do conceito do CMM já é suficiente para "assustar" o cliente. Em casos assim, é 
recomendável a apresentação do TSP. Hierarquia dos três modelos: PSP para o indivíduo, 
TSP para a equipa, ou pequenos projectos e organizações e CMM para a organização inteira, 
de acordo com Processos: TSP (2002).  
Ilustração 24: Team Software Process 
Fonte: Processos: TSP (2002) 
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3.4.1.5 ICONIX
Segundo Wikipédia (2008 b) o ICONIX pode ser considerada uma metodologia pura, 
prática e simples, mas também poderosa e com um componente de análise e representação 
dos problemas sólido e eficaz, por isso, a metodologia ICONIX é caracterizada como um 
Processo de Desenvolvimento de Software desenvolvido pela ICONIX Software Engineering 
(www.iconixsw.com), é processo de desenvolvimento direccionado pelos casos de uso, é 
processo iterativo e incremental, é um processo não tão burocrático como o RUP, ou seja, não 
gera tanta documentação. E apesar de ser um processo simples como o XP, não deixa a 
desejar na Análise e Projeto (Design), e se destaca com um poderoso processo de 
desenvolvimento de software. 
Este processo também faz uso da linguagem de modelagem UML e possui uma 
característica exclusiva chamada “Rastreabilidade dos Requisitos” (Traceability of 
Requirements). Mais precisamente, ICONIX nos permite “obrigatoriamente”, através de seus 
mecanismos, verificar em todas as fases se os requisitos estão sendo atendidos. A abordagem 
ICONIX é flexível e aberta, isto é, se for necessário usar outro recurso da UML para 
complementar os recursos usados nas fases do ICONIX, não há problema algum. 
Tem como linhas gerais segundo Wikipédia (2008 b):  
• Obter casos de uso iniciais  
• Derivar um diagrama de conceitos com base nos substantivos encontrados nas 
narrativas dos casos de uso (Revisar casos de uso)  
• Desenvolver, para cada caso de uso, a análise de robustez usando objectos 
estereotipados -- fronteira, controle, entidades (Revisar casos de uso e diagramas de 
conceitos)  
• Desenvolver, para cada caso de uso, o diagrama de sequência associado (Criar os 
métodos necessários para cada objecto)  
• Com os métodos obtidos, define o contrato para cada classe (Criar diagrama de 
especificação)  
É composto pelas seguintes principais fases de acordo com Wikipédia (2008 b) 
· Modelo de Domínio 
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· Modelo de Caso de Uso 
· Análise Robusta 
· Diagrama de Sequência 
· Diagrama de Classe 
 
3.4.2 Metodologias Ágeis: 
De seguida falar-se-ão sobre os métodos ágeis. Poder-se-á dizer que os métodos ágeis 
são mais eficientes do que as metodologias antigas pois utilizam menos tempo do 
programador no desenvolvimento de softwares funcionais de alta qualidade, mas poderá ter 
como desvantagem uma perspectiva de negócio que não provê uma capacidade de 
planeamento em longo prazo.  
Exemplos de metodologias ágeis: o Scrum, Programação extrema XP, FDD, Crystal 
Clear, DSDM entre outras. 
 
The Agile Manifesto 
Segundo Mendonça, Vieira, Moura (2005) o início de 2001, um grupo de consultores, 
engenheiros e autores apresentou o denominado The Agile Manifesto, com o objectivo de 
apresentar e discutir novas formas para melhor desenvolver software, aplicando determinados 
conceitos de agilidade `as metodologias existentes associadas ao desenvolvimento de 
software. Desse manifesto, surgiu a consideração de que um método ágil deverá atender aos 
seguintes pontos: 
– Valorizar os indivíduos envolvidos no processo e as interacções entre estes, em detrimento 
dos processos e das ferramentas. 
– Produzir software funcional, em vez de documentação completa e actualizada. 
– Colaborar com os clientes e não discutir frequentemente pormenores contratuais. 
– Estar preparado para a adaptação e introdução de mudanças, por oposição ao seguimento 
rigoroso de um plano. 
 
Mais, uma metodologia ágil deverá reger-se pelos seguintes princípios: 
– A prioridade mais alta é satisfazer o cliente com a entrega rápida e frequente de software 
funcional. 
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– Aceitar alterações aos requerimentos a qualquer altura do processo de desenvolvimento. 
 
Os métodos ágeis devem transformar a mudança numa vantagem competitiva do cliente. 
– Os elementos do grupo de desenvolvimento e os clientes deverão reunir-se frequentemente. 
– Construir os projectos em volta de pessoas motivadas, dando-lhes o ambiente e apoio 
apropriado. 
– O método mais eficaz e eficiente de transmitir informação para e dentro de uma equipa de 
desenvolvimento é através da discussão presencial. 
– A principal métrica de progresso é o software funcional. 
– Promover o desenvolvimento sustentável. 
– A simplicidade é essencial. 
– Reestruturação e reorganização regular dos métodos e processos de trabalho. 
 
3.4.2.1 Extreme Programming (XP)
De acordo com Wikipédia (2008 c) é uma metodologia ágil para equipas pequenas e 
médias e que irão desenvolver software com requisitos vagos e em constante mudança. Para 
isso, adopta a estratégia de constante acompanhamento e realização de vários pequenos 
ajustes durante o desenvolvimento de software, ela foi criada pelo Projeto C3 (Chrysler) 
constituida por Kent Beck, Ward Cunningham and Ron Jeffries (1996) e poderá ser conhecida 
através do site http://www.xprogramming.org.
Ainda Wikipédia (2008 c) diz que os quatro valores fundamentais da metodologia XP 
são: comunicação, simplicidade, feedback e coragem. A partir desses valores, possui como 
princípios básicos: feedback rápido, presumir simplicidade, mudanças incrementais, abraçar 
mudanças e trabalho de qualidade. 
Dentre as variáveis de controlo em projectos (custo, tempo, qualidade e escopo), há 
um foco explícito em escopo. Para isso, recomenda-se a priorização de funcionalidades que 
representem maior valor possível para o negócio. Desta forma, caso seja necessário a 
diminuição de escopo, as funcionalidades menos valiosas serão adiadas ou canceladas, de 
acordo com Wikipédia (2008 c). 
A XP incentiva o controlo da qualidade como variável do projecto, pois o pequeno 
ganho de curto prazo na produtividade, ao diminuir qualidade, não é compensado por perdas 
(ou até impedimentos) a médio e longo prazo. 
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• Feedback rápido 
• Presumir simplicidade 
• Mudanças incrementais 
• Abraçar mudanças 
• Trabalho de qualidade. 
Práticas 
Segundo Mendonça, Vieira, Moura (2005) para aplicar os valores e princípios durante o 
desenvolvimento de software, XP propõe uma série de práticas. Há uma confiança muito 
grande na sinergia entre elas, os pontos fracos de cada uma são superados pelos pontos fortes 
de outras. 
• Jogo de Planeamento (Planning Game): O desenvolvimento é feito em iterações 
semanais. No início da semana, desenvolvedores e cliente reúnem-se para priorizar as 
funcionalidades. Essa reunião recebe o nome de Jogo do Planeamento. Nela, o cliente 
identifica prioridades e os desenvolvedores as estimam. O cliente é essencial neste 
processo e assim ele fica sabendo o que está acontecendo e o que vai acontecer no 
projecto. Como o escopo é reavaliado semanalmente, o projecto é regido por um 
contrato de escopo negociável, que difere significativamente das formas tradicionais 
de contratação de projectos de software. Ao final de cada semana, o cliente recebe 
novas funcionalidades, completamente testadas e prontas para serem postas em 
produção. 
• Pequenas Versões (Small Releases): A liberação de pequenas versões funcionais do 
projecto auxilia muito no processo de aceitação por parte do cliente, que já pode testar 
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uma parte do sistema que está comprando. As versões chegam a ser ainda menores 
que as produzidas por outras metodologias incrementais, como o RUP. 
• Metáfora (Metaphor): Procura facilitar a comunicação com o cliente, entendendo a 
realidade dele. O conceito de rápido para um cliente de um sistema jurídico é diferente 
para um programador experiente em controlar comunicação em sistemas em tempo 
real, como controle de tráfego aéreo. É preciso traduzir as palavras do cliente para o 
significado que ele espera dentro do projeto. 
• Projecto Simples (Simple Design): Simplicidade é um princípio da XP. Projecto 
simples significa dizer que caso o cliente tenha pedido que na primeira versão apenas 
o usuário "teste" possa entrar no sistema com a senha "123" e assim ter acesso a todo o 
sistema, você vai fazer o código exacto para que esta funcionalidade seja 
implementada, sem se preocupar com sistemas de autenticação e restrições de acesso. 
Um erro comum ao adoptar essa prática é a confusão por parte dos programadores de 
código simples e código fácil. Nem sempre o código mais fácil de ser desenvolvido 
levará a solução mais simples por parte de projecto. Esse entendimento é fundamental 
para o bom andamento do XP. Código fácil deve ser identificado e substituído por 
código simples. 
• Equipa Coesa (Whole Team): A equipe de desenvolvimento é formada pelo cliente e 
pela equipe de desenvolvimento. 
• Testes de Aceitação (Customer Tests): São testes construídos pelo cliente e conjunto 
de analistas e testadores, para aceitar um determinado requisito do sistema. 
• Ritmo Sustentável (Sustainable Pace): Trabalhar com qualidade, buscando ter ritmo 
de trabalho saudável (40 horas/semana, 8 horas/dia), sem horas extras. Horas extras 
são permitidas quando trouxerem produtividade para a execução do projecto. Outra 
prática que se verifica neste processo é a prática de trabalho energizado, onde se busca 
trabalho motivado sempre. Para isto o ambiente de trabalho e a motivação da equipe 
devem estar sempre em harmonia. 
• Reuniões em pé (Stand-up Meeting): Reuniões em pé para não se perder o foco nos 
assuntos, produzindo reuniões rápidas, apenas abordando tarefas realizadas e tarefas a 
realizar pela equipe. 
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• Posse Colectiva (Collective Ownership): O código fonte não tem dono e ninguém 
precisa solicitar permissão para poder modificar o mesmo. O objetivo com isto é fazer 
a equipe conhecer todas as partes do sistema. 
• Programação em Pares (Pair Programming): é a programação em par/dupla num 
único computador. Geralmente a dupla é formada por um iniciante na linguagem e 
outra pessoa funcionando como um instrutor. Como é apenas um computador, o 
novato é que fica à frente fazendo a codificação, e o instrutor acompanha ajudando a 
desenvolver suas habilidades. Desta forma o programa sempre é revisto por duas 
pessoas, evitando e diminuindo assim a possibilidade de erros (bugs). Com isto busca-
se sempre a evolução da equipe, melhorando a qualidade do código fonte gerado. 
• Padrões de Codificação (Coding Standards): A equipe de desenvolvimento precisa 
estabelecer regras para programar e todos devem seguir estas regras. Desta forma 
parecerá que todo o código fonte foi editado pela mesma pessoa, mesmo quando a 
equipe possui 10 ou 100 membros. 
• Desenvolvimento Orientado a Testes (Test Driven Development): Primeiro crie os 
testes unitários (unit tests) e depois crie o código para que os testes funcionem. Esta 
abordagem é complexa no início, pois vai contra o processo de desenvolvimento de 
muitos anos. Só que os testes unitários são essenciais para que a qualidade do projecto 
seja mantida. 
• Refactoração (Refactoring): É um processo que permite a melhoria continua da 
programação, com o mínimo de introdução de erros e mantendo a compatibilidade 
com o código já existente. Refabricar melhora a clareza (leitura) do código, divide-o 
em módulos mais coesos e de maior reaproveitamento, evitando a duplicação de 
código fonte; 
• Integração Contínua (Continuous Integration): Sempre que produzir uma nova 
funcionalidade, nunca esperar uma semana para integrar à versão actual do sistema. 
Isto só aumenta a possibilidade de conflitos e a possibilidade de erros no código fonte. 
Integrar de forma contínua permite saber o status real da programação. 
3.4.2.2 SCRUM
Scrum é segundo Correia et al (2006) um método ágil que tem como objectivo 
confeccionar e entregar o software com a maior qualidade possível dentro de séries, 
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compostas por Sprints, intervalos de tempos definidos para o desenvolvimento. O termo 
Scrum é uma metáfora usada nos jogos de rugby, onde as equipes lutam pela posse da bola, 
buscando atingir uma meta, foi criada na Easel, tendo sido retomado por duas empresas 
chamadas, Advanced Developent Methods e VMARK. 
Centraliza-se nos trabalhos em equipa, melhora a comunicação e maximiza a 
cooperação, permitindo que cada um faça o seu melhor e se sinta bem com o que faz, o que 
mais tarde se reflecte num aumento de produtividade. Scrum aplica-se a projectos tanto 
pequenos como aos projectos grandes. 
Ilustração 25: Descrição do processo Scrum 
Fonte: Correia et al (2006) 
O processo do Scrum divide-se em três etapas: pré-Sprint, Sprint, e pós-Sprint,  
Ilustração 26: Processo Scrum 
Fonte: Correia et al (2006) 
Ainda segundo Correia et al (2006) ele englobando processos de engenharia, este 
método não requer nem fornece qualquer técnica ou método específico para a fase de 
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desenvolvimento de software. Scrum apenas estabelece conjuntos de regras e praticas de 
gestão que devem ser adoptadas para garantir o sucesso de um projecto. 
Planeamento pré-Sprint  
As equipes do Scrum usam uma série de Backlogs que identificam as características 
do produto e são usados para gerir o projecto. O Product Backlog contém uma lista de todas 
características de negócios e de tecnologia previstas para o produto. O Product Owner é a 
pessoa (ou grupo de clientes) que cria e da prioridade o Product Backlog. A equipe técnica e 
gerentes também contribuem com “características” potenciais e a administração técnico pode 
ser parte da equipe do Product Owner. O Produto Backlog é o ponto de partida para dois 
outros Backlogs, o Release Backlog e o Sprint Backlog. No início do projecto, o Product 
Owner selecciona as características que podem estar no próximo release do produto - Release 
Backlog o qual é um sub conjunto do Product Backlog, segundo Correia et al (2006).  
Ainda Correia et al (2006) o Sprint Backlog identifica e define o trabalho a ser 
realizado pela equipe de desenvolvimento durante o Sprint de trinta dias - é um subconjunto 
do Product Backlog. O Sprint Backlog é desenvolvido em uma reunião de planeamento e 
inclui a equipe de desenvolvimento e de gerência, e o Product Owner. Na reunião, o Product 
Owner decide quais as características são requeridas para o próximo Sprint e a equipe de 
desenvolvimento calcula as tarefas requeridas para entregar aquelas características. A equipe 
de desenvolvimento determina a lista de tarefas e então estima-se o quanto pode ser realizado 
durante o Sprint. A equipe de desenvolvimento e o Product Owner iteram através do processo 
até as características planejadas se encaixarem com os recursos disponíveis para o Sprint. 
Uma peça final do processo de planeamento é desenvolver um Sprint Goal, uma finalidade de 
negócios para o Sprint. Um Sprint Goal pode ser alcançado até se algum detalhe da 
característica ou tarefa estão atrasados ou descartados. Um Sprint Goal constantemente 
lembra a equipa o que as tarefas devem realizar. Sem este objectivo, a equipa pode tornar-se 
excessivamente focada nas tarefas e perder o rumo do por quê as tarefas estão sendo feitas. 
Observa-se então, que o pré-Sprint é a fase em que ocorre a engenharia de requisitos 
no Scrum. A equipe de desenvolvimento com o cliente, criam uma lista de requisitos para o 
software e dão prioridade. 
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Sprint  
De acordo com Correia et al (2006) as regras para um Sprint de trinta dias são simples: os 
membros da equipe assumem tarefas e trabalham para executar o Sprint Goal. Durante o 
Sprint todos participam de reuniões diárias. Não há planos elaborados durante um Sprint –
espera-se que membros de equipas usem seus talentos para entregar resultados. Excepto em 
situações extremas, não se alteram as prioridades dos requisitos durante um Sprint. Ao final 
de um Sprint, o Product Owner pode escolher descartar todas as características desenvolvidas 
ou reorientar o projecto, mas dentro de um Sprint de 30 dias as prioridades permanecem 
constantes. Esta é a parte de “controlo” do “caos controlado”. 
As reuniões diárias dos Scrum, feitas durante o Sprint, são informativas (informam e 
coordenam), permitem a equipe monitorar o status, concentrar-se no trabalho a ser feito, e 
levantar problemas e questões pendentes. As reuniões: 
a) São organizadas na mesma hora e local, todos os dias; 
b) Duram menos de trinta minutos; 
c) São facilitadas pelo Scrum Master;
d) São frequentadas por todos membros das equipes (desenvolvedores, usuários, 
testadores, etc); 
e) São frequentadas pelos gerentes para monitorizarem o status, mas não para 
participarem; 
f) São usadas para levantar questões de obstáculos, mas não para achar soluções; 
g) Permitem a cada participante responder três questões: 
• O que você fez desde a última reunião? 
• O que você fará antes da próxima reunião? 
• Que impedimentos estão no caminho do seu trabalho? 
Observa-se que nesta fase é feito o desenvolvimento do software a partir dos 
requisitos levantados na fase anterior. Após a conclusão do desenvolvimento, pode-se optar 
por descartar o que foi desenvolvido, mas não durante o desenvolvimento. Nesta fase também 
são feitas reuniões diárias para a comunicação face-a-face do grupo de desenvolvimento. 
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Pós-Sprint  
De acordo com Correia et al (2006) ao final de uma interacção de Sprint, tem-se uma 
reunião denominada de pós-Sprint para rever o progresso, demonstrar características aos 
clientes, e rever o projecto de uma perspectiva técnica. Na conclusão desta reunião, o 
processo do Scrum é repetido – iniciando com uma reunião de planeamento para o próximo 
Sprint. Observa-se que esta etapa é onde parte do software é entregue ao cliente. 
Vantagens e Desvantagens 
De acordo com Ferreira e Costa (2002) o Scrum apresenta vantagens e desvantagens, 
tal como qualquer outra metodologia ou processo de fabrico de software. Pode ser 
implementado em conjunto com outros métodos para tentar preencher algumas lacunas 
existentes no Scrum, sem obviamente se conseguir alcançar a perfeição. 
O desenvolvimento de software nem sempre se baseia na perfeição. Muitas vezes é 
prioritário agradar ao cliente em diversos aspectos, como na rapidez de entrega e 
cumprimento de prazos e no acompanhamento deste na evolução do projecto (o que implica 
que haja mudanças repentinas e inesperadas na sua evolução). Para além disso, não devemos 
ignorar o facto de o cliente ser (geralmente) apenas um utilizador e desejar apenas que o 
programa funcione para o que ele quer, não lhe importando o modo como o faz acontecer. 
Como referido anteriormente, devido a própria natureza de Scrum, a produtividade irá 
decerto aumentar. Tal facto não deixa de depender, porém, da dedicação da gestão do projecto 
e do rigor na implementação deste método. Assim sendo, os ”Scrum Masters”devem conhecer 
o processo profundamente e praticá-lo o mais rigorosamente possível, de forma a obter a 
maior produtividade possível. 
Ao nível da inovação, o Scrum fornece uma reengenharia continua, rápida e do tipo 
”bottom-up”, permitindo mudanças repentinas e em massa ao projecto, sem grandes prejuízos 
em termos de tempo e custos. Tal é possível a partir do momento em que o projecto é 
repartido num conjunto de pequenos problemas, ”pedaços”de um problema maior, muito mais 
fáceis de gerir do que o projecto seria na sua forma original. Normalmente, em projectos 
complexos, a interface entre os diversos módulos é demasiado complexa devido ao elevado 
grau de isolamento dos elementos envolvidos. No caso do Scrum, pelo facto de colocar as 
equipas a trabalhar juntas e a comunicar entre si, a integração de todo o trabalho torna-se 
bastante mais fácil, já que toda a gente sabe o que toda a gente está a fazer. 
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Outra vantagem é o curto intervalo de tempo entre as apresentações do trabalho 
produzido ao cliente. O cliente pode deste modo acompanhar de perto a evolução do projecto 
e obter/fornecer feedback frequente acerca das funcionalidades do produto. Desenvolve-se 
desde cedo uma relação com o cliente, constrói-se confiança e o conhecimento cresce. Como 
é obvio, também a comunicação entre os elementos da equipa melhora substancialmente e 
todos os sucessos ao longo do projecto são partilhados, o que contribui para que seja criada 
uma cultura em que toda a gente envolvida espera de facto que o projecto tenha sucesso, 
tendo isso enorme carácter motivador para a equipa. Isto é algo de grande importância nas 
organizações actuais. Este método pode no entanto ser aplicado a qualquer outro processo, já 
que é simplesmente um conjunto de valores, princípios e práticas. 
No entanto, como qualquer método, também o Scrum apresenta algumas lacunas 
difíceis e, devido á sua própria natureza, talvez mesmo impossíveis de ultrapassar. O Scrum é 
um método que exige uma gestão ”on-hand”. Isto implica que o gestor tem que estar 
constantemente disposto a efectuar alterações e modificações, de forma a providenciar 
assistência e ajudar as equipas a ter sucesso, removendo as barreiras que surgirem. Tal exige 
uma monitorização constante. 
As equipas de desenvolvimento têm ainda que operar adaptativamente num ambiente 
complexo, usando processos imprecisos. Isto requer que a gerência confira autoridade de 
decisão ás equipas de desenvolvimento. Os gestores devem deixar as equipas tomar as suas 
próprias decisões, permitindo até que estas falhem ao fazê-lo, se necessário. Tudo isto, 
embora permita uma maior evolução e desenvoltura em projectos futuros (se com os erros se 
aprender algo), causa certamente prejuízos não só em tempo como também em dinheiro. 
Permitir prejuízos a curto prazo, porém, pode reflectir-se em benefícios a longo prazo. 
Além de todos estes factores, há ainda a ter em conta que o Scrum é um método novo 
e diferente e que as pessoas, na sua generalidade, são resistentes á mudança. Isto pode gerar 
um desconforto inicial com a prática deste método, podendo ser necessária uma fase de 
adaptação e, na pior das hipóteses, a possibilidade de alguns elementos não se conseguirem 
adaptar ao ritmo ou metodologia do Scrum. Sendo que é necessário mexer com toda uma 
cultura organizacional, a sua implementação deve ser analisada cuidadosamente. Após a 
adaptação ao método, outro problema comum é a possibilidade de alguns membros ou mesmo 
sub-gestores não se sentirem confortáveis com as responsabilidades que o Scrum exige, ou a 
equipa de gestores não gostarem da falta de visibilidade que passam a ter. 
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3.4.2.3 Agile Modeling (AM)
De acordo com Mendonça, Vieira e Moura (2005) o Agile Modeling insere-se num 
novo grupo de metodologias ágeis e tem por base uma colecção de valores, princípios e 
abordagens á modelação de software que podem ser aplicadas num projecto de 
desenvolvimento de forma a torná-lo mais eficaz e eficiente. 
 
Valores 
De acordo com Mendonça, Vieira e Moura (2005) foram definidos os seguintes 
valores a manter num processo de AM: 
1. Comunicação. Os modelos facilitam a comunicação na equipa de desenvolvimento, 
quer entre os variados elementos que a constituem, quer com os clientes envolvidos no 
projecto. 
2. Simplicidade. Torna-se importante que os elementos envolvidos no 
desenvolvimento percebem que os modelos são um factor crítico para a simplificação 
do software e do seu processo de desenvolvimento – é mais fácil entender e explorar 
uma ideia desenhando alguns diagramas, do que escrever muitas linhas de código. 
3. Feedback. Recorrendo á exposição de ideias e conceitos através de diagramas, fica 
facilitada a troca de opiniões entre os pares e é mais rápida a introdução de possíveis 
melhorias. 
4. Coragem. A coragem é importante pois irão ter de ser tomadas decisões 
importantes no decorrer do projecto e é necessário ter a capacidade de rejeitar ou 
reformular determinadas opções quando estas se provam inadequadas. 
5. Humildade. Os melhores elementos de uma equipa são capazes de reconhecer que 
não sabem tudo, que os seus colegas, clientes e todos os restantes envolvidos têm a 
sua área de especialização e, como tal, introduzem um valor acrescentado ao projecto. 
É também importante reagir positivamente e considerar as sugestões introduzidas por 
qualquer um dos elementos do projecto. 
 
Princípios 
Os princípios fundamentais do Agile Modeling são de acordo com Mendonça, Vieira e 
Moura (2005): 
– Assumir a simplicidade Este principio indica que durante a fase de desenho, deve ser 
adoptada a solução mais simples baseada apenas nos requisitos actuais, sem contemplar 
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requisitos de forma antecipada, confiando na reestruturação de um sistema base simples para 
a evolução dos requisitos, resultando num processo de desenho que é organizado mas ao 
mesmo tempo rápido. 
– Abertura à mudança Uma vez que os requisitos evoluem com o passar do tempo, a sua 
interpretação dos pode mudar, os stakeholders () podem mudar o seu ponto de vista sobre o 
projecto, os seus objectivos e critérios para o sucesso do projecto, ou até eles próprios podem 
mudar, havendo a necessidade de estar preparado para todas estas mudanças e não tentar 
evitá-las. 
– O software é o objectivo primário O objectivo principal do desenvolvimento de software é 
que este esteja de acordo com as necessidades e expectativas dos stakeholders. Qualquer tipo 
de actividade que não esteja a contribuir para este objectivo deve ser questionada e, se 
possível, evitada. 
– Viabilizar esforços futuros Uma parte importante do desenvolvimento de software é a de 
preparar a próxima etapa para que esta possa ser iniciada sem grandes sobressaltos, de forma 
eficiente. Para tal, é necessário que seja realizada uma boa documentação e material de 
suporte, tendo em conta vários factores, tais como quem serão as pessoas envolvidas na 
próxima etapa, qual a sua natureza e importância. 
Alterações incrementais Não existe a necessidade de prever todo e qualquer cenário mas sim 
começar com um modelo em que se prevêem os cenários mais habituais e a partir dai evoluir 
para um sistema mais completo e adaptado ás necessidades actuais, de forma incremental e 
optimizando os recursos. 
– Maximizar o investimento dos stakeholders Os stakeholders contribuem com grande parte 
dos recursos para o projecto e como tal vão exigir a sua rentabilidade, portanto há que 
conseguir maximizar os resultados para que possam ser feitos mais e maiores investimentos. 
– Modelar com propósito O primeiro passo antes de criar algo é conseguir identificar a razão 
para o fazer e para quem será feito para que possa ser realizado de acordo com as 
necessidades, de forma a não despender demasiado tempo e recursos com algo que não era 
necessário ser tão detalhado. 
– Múltiplos modelos No desenvolvimento de software, existe a necessidade de utilizar vários 
tipos de modelos (Diagramas de Actividades, Classes, Use Cases, etc.) e portanto é preciso 
saber quais aquele que se adaptam melhor ao software que está a ser desenvolvido. 
– Trabalho com qualidade Um projecto deve ser desenvolvido com qualidade, não só com 
vista a trabalho futuro, mas também garantindo a fiabilidade e satisfação face às expectativas 
dos utilizadores. 
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– Feedback rápido O tempo entre uma acção e a respectiva resposta é algo crítico no 
desenvolvimento de software, pois quanto mais rápida a reacção a um determinado aspecto, 
mais cedo pode ser corrigido e/ou melhorado. 
– Travel Light é necessário manter um equilíbrio entre a quantidade de modelos produzidos e 
a agilidade introduzida no projecto, uma vez que a actualização dos diferentes modelos 
consome recursos valiosos. 
 
3.4.2.4 Adaptive Software Development (ASD)
De acordo com Neto (2003) o ASD tem as seguintes características  
• Ciclo de vida orientado a mudanças 
• Desenvolvimento baseado em componentes 
• Diversas semelhanças com o Crystal 
Ilustração 27: ASD 
Fonte: Neto (2003) 
 
3.4.2.5 Feature Driven Development( FDD)
Feature Driven Development (Desenvolvimento Guiado por Funcionalidades) é de 
acordo com Heptagon (2008) uma metodologia ágil para gestão e desenvolvimento de 
software. Ela combina as melhores práticas da gestão ágil de projectos com uma abordagem 
completa para Engenharia de Software orientada por objectos, conquistando os três principais 
públicos de um projecto de software: clientes, gerentes e desenvolvedores.  
Ainda segundo Heptagon (2008) seus princípios e práticas proporcionam um 
equilíbrio entre as filosofias tradicionais e as mais extremas, proporcionando uma transição 
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mais suave para organizações mais conservadoras, e a retomada da responsabilidade para as 
organizações que se desiludiram com as propostas mais radicais. 
O lema da FDD é: "Resultados frequentes, tangíveis e funcionais." 
De acordo com Heptagon (2008) foi, criada em 1997 num grande projecto em Java 
para o United Overseas Bank, em Singapura, nasceu a partir da experiência de análise e 
modelagem orientadas por objectos de Peter Coad, e de gestão de projectos de Jeff De Luca. 
Foi inicialmente publicada em 1999, no capítulo 6 do livro "Java Modeling in Color with 
UML", de Peter Coad, Eric Lefebvre e Jeff De Luca, em 2002, Stephen Palmer (gestor de 
desenvolvimento do projecto em Singapura) e John Mac Felsing (arquitecto sénior na 
TogetherSoft) publicaram o livro "A Practical Guide to Feature Driven Development", com a 
versão completa, actualizada e comentada da metodologia. 
A FDD chama a atenção por algumas características peculiares segundo com Heptagon 
(2008): 
• Resultados úteis a cada duas semanas ou menos 
• Blocos bem pequenos de funcionalidade valorizada pelo cliente, chamados "Features" 
• Planeamento detalhado e guia para medição 
• Rastreamento e relatórios com incrível precisão 
• Monitorização detalhado dentro do projecto, com resumos de alto nível para clientes e 
gerentes, tudo em termos de negócio 
• Fornece uma forma de saber, dentro dos primeiros 10% de um projecto, se o plano e a 
estimativa são sólidos 
Ilustração 28: Estrutura FDD 
Fonte: Heptagon (2008) 
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De acordo com Heptagon (2008) a FDD é uma metodologia muito objectiva. Possui 
apenas duas fases: 
• Concepção & Planeamento: Pensar um pouco antes de fazer (tipicamente de 1 a 2 
semanas) 
• Construção: Fazer de forma iterativa (tipicamente em iterações de 2 semanas) 
 
Os cinco processos são bem definidos e integrados segundo Heptagon (2008): 
1. DMA (Desenvolver um Modelo Abrangente): Análise Orientada por Objectos 
2. CLF (Construir a Lista de Funcionalidades): Decomposição Funcional 
3. PPF (Planejar por Funcionalidade): Planeamento Incremental 
4. DPF (Detalhar por Funcionalidade): Desenho (Projecto) Orientado por Objectos 
5. CPF (Construir por Funcionalidade): Programação e Teste Orientados por Objectos 
 
3.4.2.6 Dynamic Systems Development Method (DSDM) 
De acordo com Schürhaus (2003) o  DSDM Método Dinâmico de Desenvolvimento de 
Sistemas é progenitor do XP, Framework para desenvolvimento rápido de aplicações (RAD), 
fixa tempo e recursos ajustando a quantia de funcionalidades formado por pequenas equipas e 
suporta mudanças nos requisitos durante o ciclo de vida, é foi desenvoldida pelo do consórcio 
DSDM Reino Unidoem 1994.
Ciclo: 
• Estudo de viabilidade 
• Estudo do negócio (workshops) 
• 3 ciclos em paralelo, entrelaçados 
o Ciclo do modelo funcional -> análise e protótipos 
o Ciclo de design e build -> engenharia do produto  
o Ciclo de implementação -> implantação operacional 
Têm como princípios: 
• Interacções fixas (2-6 semanas) 
• Releases freqüentes 
• Qualidade total 
Adaptabilidade a mudanças de requisitos 
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O DSDM tem as seguintes caracteristicas de acordo com Schürhaus (2003): 
• Utilizador sempre envolvido 
• Equipa do DSDM autorizada a tomar decisões 
• Foco na frequente entrega de produtos 
• Adaptação ao negócio é o critério para entregas 
“Construa o produto certo antes de você construí-lo corretamente” 
• Desenvolvimento interactivo e incremental 
• Mudanças são reversíveis utilizando pequenas iterações 
• Requisitos são acompanhados em alto nível 
• Testes integrados ao ciclo de vida 
 
Cargos e Responsabilidades da equipa de DSDM 
• Desenvolvedores (Developers) 
• Desenvolvedores  Sêniores (Senior Developers) 
• Coordenador Técnico (Technical Coordinator 
• Utilizador Embaixador (Ambassador User) 
• Utilizador Consultor (Adviser User) 
• Visionário (Visionary) 
• Executivo responsável (Executive Sponsor) 
• Especialísta do domínio (Domain experts) 
• Gerente do domínio (Domain manager) 
Ilustração 29: Método Dinâmico de Desenvolvimento de Sistemas 
Fonte: Schürhaus (2003) 
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3.4.2.8 Crystal 
De acordo com Neto (2003) Crystal faz parte de um família de metodologias criadas por 
Alistair Cockburn (1998) cujas premissas são: 
• Todo projeto tem necessidades, convenções e uma metodologia diferente. 
• O funcionamento do projeto é influenciado por fatores humanos, e há melhora neste 
quando os indivíduos produzem melhor. 
• Comunicação melhor e lançamentos freqüentes reduzem a necessidade de construir 
produtos intermediários do processo. 
Classificação  dos projetos quanto a problemas causados por perdas ou falhas segundo Neto 
(2003): 
• Confortável   (C) 
• Algum custo   (D) 
• Alto custo   (E) 
• Custo de vidas  (L) 
Quanto a quantidade de pessoas envolvidas 
• Até 6 pessoas  (Clear) 
• De 7 à 20  (Yellow) 
• De 21 à 40  (Orange) 
• De 41 à 80  (Red) 
Ilustração 30: Dimensão da metodologia Crystal 
Fonte: Neto (2003) 
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3.5 Utilização de metodologias ágeis
Ilustração 31: Quadro ilustrativo da utilização de metodologias ágeis 
Fonte: Neto (2003) 
3.6 Ferramentas CASE
3.6.1 Definição de Ferramentas CASE (Computer-Aided Software Engineering)
Poder-se-á definir CASE de acordo com Silva & Videira (2001) como um conjunto de 
técnicas e ferramentas informáticas que auxiliam o engenheiro de software no 
desenvolvimento de aplicações, com o objectivo de diminuir o respectivo esforço e 
complexidade, de melhorar o controlo do projecto, de aplicar sistematicamente um processo 
uniformizado e de automatizar algumas actividades, nomeadamente a verificação da 
consistência e qualidade do produto final e a geração de artefactos.  
Exemplos de Ferramenta CASE 
 
• IBM Rational Rose 
• Microgold With Class 2000 
• Altova UModel  
• Object Domain  
• Enterprise Architect… 
3.10.2 Evolução das Ferramentas de apoio ao desenvolvimento de software
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Ilustração 32 : Evolução das Ferramentas de apoio ao desenvolvimento de software 
Fonte: Silva & Videira (2001) 
 
3.6.3 Arquitectura das Ferramentas CASE
De acordo com Silva & Videira (2001) a maioria das ferramentas CASE especializa-se 
sobretudo numa tarefa específica do processo de desenvolvimento de software. Algumas 
concentram-se na disponibilização de funcionalidades relevantes para a fase de concepção 
(por exemplo, elaboração de diversos diagramas), enquanto outras estão particularmente 
direccionadas para a fase de implementação (por exemplo, desenvolvimento visual, geração 
de código e apoio à realização de testes).  
A arquitectura típica das ferramentas CASE é constituída por um conjunto de 
aplicações/componentes, suportados por um repositório integrado, como pode-se ver na 
seguinte figura:  
Ilustração 33: Arquitectura das Ferramentas CASE 
Fonte: Silva & Videira (2001) 
 
3.6.4 Caracterização das Ferramentas CASE
Segundo Silva & Videira (2001) os critérios utilizados para caracterizar as ferramentas 
CASE são muito diversos. Os mais significativos incluem: 
• A análise das funcionalidades disponíveis 
• O papel que representam para os gestores ou para elementos técnicos 
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• A possibilidade de serem utilizados nas várias fases do processo de desenvolvimento 
de software  
3.6.5 Categorias de Ferramentas CASE
Ainda de acordo com Silva & Videira (2001) poder-se-á ter as seguintes categorias de 
Ferramentas CASE 
• Upper CASE - Aplicações que se especializaram na fase de concepção do software 
ferramentas de análise e especificação e/ou modelação de requisitos). 
• Lower CASE - aplicações utilizadas na fase de implementação (ferramentas de 
desenho técnico, de edição e compilação de código e de testes).  
• I-CASES (integrated Cases) – simultaneamente Lower e Upper CASE, funcionando 
integramente. 
As Ferramentas CASE podem ainda ser agrupadas nas seguintes categorias segundo Silva 
& Videira (2001):  
• Modelação de processos de negócio 
• Modelação de análise e desenho do sistema 
• Desenho da base de dados 
• Programação de aplicações 
• Gestão de alterações no software 
• Testes 
• Orientadas para a Gestão de Projectos 
 
3.6.6 Ciclo de vida do CASE
Ilustração 34: Ciclo de vida das Ferramentas CASE 
Fonte: Silva & Videira (2001) 
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3.6.7 Vantagens e Desvantagens das Ferramentas CASE
Vantagens 
Algumas vantagens das ferramentas CASE de acordo Silva & Videira (2001): 
 
• Uniformização do processo de desenvolvimento, das actividades realizadas, e dos 
artefactos produzidos. 
• Reutilização de vários artefactos ao longo do mesmo projecto, e entre projectos, 
promovendo o consequente aumento da produtividade. 
• Automatização de actividades, com particular destaque ao nível da geração de código 
e de documentação. 
• Diminuição do tempo de desenvolvimento, recorrendo à geração automática de 
diversos artefactos do projecto, ou à realização de outros previamente existentes. 
• Integração de artefactos produzidos em diferentes fases do ciclo de desenvolvimento 
de software, em que os outputs de uma ferramenta são utilizados como inputs de outra. 
• Demonstração da consistência entre os diversos modelos e possibilidade de verificar 
a correcção do software. 
• Qualidade do produto final superior. 
Desvantagens 
Algumas desvantagens das ferramentas CASE de acordo Silva & Videira (2001): 
 
• Incompatibilidade de ferramentas 
• Elevado custo da ferramenta e do treino para a sua utilização 
• Elevada curva de aprendizagem  
• Limitações na flexibilidade da documentação 
3.6.8 Funcionalidades das Ferramentas CASE
A estratégia de introdução das ferramentas CASE numa organização pode ser diversa, 
nomeadamente, de acordo com Silva & Videira (2001): 
• Suite: selecção de um conjunto integrado de ferramentas, todas do mesmo fornecedor. 
• Best-of-breed: selecção das melhores ferramentas para cada funcionalidade, 
suportadas por um repositório integrado. 
• Pontual: selecção de ferramentas para cobrir áreas pontuais. 
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3.7 Abordagens de desenvolvimento de SI
3.7.1 Abordagem estruturada
De acordo com ESTGL (2006) elas surgiram nas décadas de 70 e 80, sendo metodologias 
baseadas em técnicas estruturadas de decomposição funcional do problema e apareceram pela 
primeira vez os seguintes conceitos: 
• Ciclo de vida ou de desenvolvimento do software 
• Metodologias de desenvolvimento de software 
Ilustração 35: Ciclo de desenvolvimento de software 
Fonte: ESTGL (2006) 
Ferramentas utilizadas  
• Diagramas de Fluxo de Dados 
• Diagramas de Entidade-Relacionamento 
• Diagramas de Transição de Estados 
• Dicionário de Dados 
• Mini especificações ou especificação de processos 
• Diagramas de Matrizes 
• Diagramas de Estrutura 
• Prototipagem 
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Ilustração 36: Diagrama de estruturas 
Fonte: ESTGL (2006) 
De acordo com ESTGL (2006) ele por os seguinte problemas:  
• Não lida adequadamente com o problema da complexidade e da dimensão dos 
sistemas. 
• Não resolve o problema da crescente actividade de manutenção do software. 
• Verifica-se uma má compreensão dos requisitos do utilizador por parte dos técnicos. 
• Permanece a dificuldade em lidar com alterações dos requisitos de software. 
• Integração e reutilização de módulos não é uma tarefa fácil 
• Erros de concepção são descobertos por vezes muito tarde no processo de 
desenvolvimento. 
• Qualidade baixa e desempenho inadequado dos sistemas de software. 
• Não é fácil identificar quem fez o quê, quando e Porquê. 
 
3.7.2 Abordagem orientado a objectos
Segundo ESTGL (2006) a orientação aos objectos começou também com as 
linguagens de programação, a abordagem seguida pretende reproduzir a forma do ser humano 
ver o mundo, isto é, através de objectos, o mesmo conceito base é usado ao longo de todas as 




 OOA – Object-Oriented Analysis 
 Método de análise que examina os requisitos em termos de objectos e classes 
 
OOD – Object-Oriented Design 
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 Método de desenho que permite construir os modelos do sistema de software 
 
OOP – Object-Oriented Programming 
Paradigma de programação que permite a implementação do sistema de software 
 
Existe uma grande diversidade de metodologias de desenvolvimento de software orientadas 
aos objectos 
 Metodologias mais utilizadas no processo de desenvolvimento de software 
• RUP - Rational Unified Process 
• ICONIX 
• XP - eXtreme Programming 
3.8 Definição da Unified Modelling Language (UML)
Segundo MIEIC (2006) é uma linguagem para especificação, construção, visualização 
e documentação de artefactos de um sistema informático, Standard da OMG (Object 
Management Group), adoptado por empresas e instituições de todo o mundo, existem mais de 
50 ferramentas comerciais e académicas para modelação com o UML. 
 
Características principais 
De acordo com MIEIC (2006) têm como principais características: 
• Semântica e notação para tratar um grande número de tópicos actuais de modelação 
• Semântica para tratar tópicos de modelação futura 
• Tecnologia de componentes, computação distribuída, frameworks e Internet. 
• Mecanismos de extensão que permitem que futuras aproximações e notações possam 
usar o UML. 
• Semântica e sintaxe para facilitar a troca de modelos entre ferramentas distintas. 
 
Objectivos na sua concepção 
Definição de uma linguagem de modelação standard segundo MIEIC (2006) 
• Independente da linguagem de programação, ferramentas CASE e processo de 
desenvolvimento. 
• Para diferentes projectos, diferentes metodologias, mas a mesma linguagem de 
modelação 
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Independente das ferramentas de modelação 
• Apesar de sugerir algumas ideias na apresentação, não aborda todos os requisitos 
necessários, por não ser esse o seu objectivo. 
Simplicidade 
• Coerência na unificação de elementos de outras notações (Booch, OMT, OOSE, …) 
Visão histórica 
Ilustração 37: Visão Histórica do UML 
Fonte: MIEIC (2006) 
Estrutura de Conceitos 
Segundo MIEIC (2006) têm um conjunto variado de notações, as quais podem ser 
aplicados em diferentes domínios de problemas e a diferentes níveis de abstracção. 
“Coisas” ou elementos básicos através dos quais se definem os modelos. 
Relações, que relacionam elementos 
Diagramas, que definem regras de agrupamento de elementos. 
 
Principais elementos da estrutura 
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• Classes, Objectos, Interfaces, Casos de Utilização, Actores, Colaborações, 
Componentes, Artefactos e Nós. 
• Elementos de especificação de comportamento (estados e actividades) 
• Elementos de agrupamento (pacotes e fragmentos) 
• Anotações e restrições 
Ilustração 38: Componentes do UML 
Fonte: MIEIC (2006) 
Relações -Têm Sintaxe e semânticas bem definidas, permitem o estabelecimento de 
interdependências entre os elementos básicos vistos anteriormente. 








Segundo MIEIC (2006) as possibilidade de agrupar elementos básicos e as suas 
relações de uma forma lógica ou que estruturalmente faça sentido. 
O UML tem três categorias de diagramas: Comportamento, Interacção e Estrutura. 
 
Diagramas de Comportamento 
Demonstram os aspectos comportamentais e de reacção do sistema ou da lógica de negócio do 
projecto. 
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Tipos de diagrama de comportamento: Actividade, Estados, Casos de Uso e todos os de 
interacção. 
 
Diagramas de Interacção 
Subconjunto de diagramas de comportamento que enfatizam a interacção entre os objectos. 
Tipos de diagrama de interacção: Comunicação, Interacção entre objectos, Sequência, Visão 
geral da interacção e Temporal. 
 
Diagramas de Estrutura 
Especificação estrutural dos elementos independente do tempo. 
Tipos de diagrama de estrutura: Classes, Estrutura Composta, Componentes, Instalação, 
Objectos e Pacotes. 
 
Hierarquia de Diagramas UML 
Ilustração 39: Hierarquia de Diagramas de UML 
Fonte: MIEIC (2006) 
Objectivos do UML 
De acordo com MIEIC (2006) os principais objectivos do UML são: 
• Melhorar a arquitectura geral do modelo. 
• Melhorar os mecanismos de extensibilidade 
• Separar a semântica dos diagramas de estados relativamente aos diagramas de 
actividade 
• Melhorar a gestão de modelos 
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• Melhorar os suporte para o desenvolvimento baseado em componentes 
• Melhorar a modelação de relações 
• Suportar um modelo de versões. 
 
3.9 Técnicas de modelação
3.9.1 Diagrama de Entidade-Relação
Segundo Langa (2004) ele foi proposto por Peter Chen em 1976 e desde então vem se 
utilizando de uma forma muito global.  
Caracteriza-se por utilizar uma série de símbolos e regras para representar os dados e suas 
relações. Com este modelo conseguimos representar de maneira gráfica a estrutura lógica de 
um banco de dados. Os principias elementos do modelo entidade-relação são as entidades 
com seus atributos e as relações entre entidades. 
 
Elementos do modelo entidade-relação
Entidade 
Ainda segundo Langa (2004) trata-se de um objecto do qual se recolhe informação de 
interesse para a base de dados. Graficamente, representam-se mediante um rectângulo. Um 
exemplo seria a entidade banco, onde se recolheriam os dados relativos a esse banco, como 
pode ser o nome, o número de filial, o endereço, etc. 
Dentro das entidades podem ser fortes ou débeis. As fortes são as que não dependem de 
outras entidades para existir, enquanto que as entidades débeis sempre dependem de outra 
entidade, senão não tem sentido por elas mesmas. 
 
Relação 
Segundo Langa (2004) Podemos definir a relação como uma associação de duas ou mais 
entidades. A cada relação se atribui um nome para poder distingui-la das demais e saber sua 
função dentro do modelo entidade-relação. Outra característica é o grau de relação, sendo as 
de grau 1 relações que só relacionam uma entidade consigo mesma. As de grau 2 são relações 
que associam duas entidades diferentes, e as de grau n que se tratan de relações que unem 
mais de duas entidades.  
As relações se representam graficamente com rombos, dentro delas se coloca o nome da 
relação. 
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Outra característica é o de correspondência entre duas relações;  
• 1:1. Um a um, a cada ocorrência de uma entidade lhe corresponde como máximo uma 
ocorrência da outra entidade relacionada.  
• 1:M. Um a Muito, a cada ocorrência da entidade A lhe podem corresponder várias da 
entidade B.  
• M:M. Muitos a muitos, cada ocorrência de uma entidade pode conter várias da outra 
entidade relacionada e vice-versa.  
Para finalizar as características da relação temos a cardinalidade que define o número máximo 
e mínimo de ocorrências de cada tipo de entidade. Representa-se com os valores máximo 
Representa-se com os valores máximo com o mínimo fechados entre parênteses encima da 
relação. (máximo, mínimo). 
Atributo 
Define-se como cada uma das propriedades de uma entidade ou relação. Cada atributo 
tem um nome e todos os possíveis valores que pode ter. Dentro de uma entidade tem que 
haver um atributo principal que identifica à entidade e seu valor tem que ser único. Um 
exemplo de atributo principal seria o DNI dentro da entidade pessoa. 
Ilustração 40: esquema do modelo entidade-relação 
Fonte: Langa (2004) 
 
3.9.2 Normalização
Segundo Leite Jr. (2008) é o processo formal passo a passo que examina os atributos 
de uma entidade, com o objectivo de evitar anomalias observadas na inclusão, exclusão e 
alteração de tuplas exclusivas.  
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 A Normalização tem como  principais objectivos: 
 1º) Minimização de redundâncias e inconsistências; 
 2º) Facilidade de manipulações do Banco de Dados; 
 3º) Facilidade de manutenção do Sistema de Informações. 
 
3.9.2.1 Primeira forma normal (1ª FN)
Ainda de acordo com Leite Jr. (2008) uma relação está na 1FN se somente todos os 
domínios básicos contiverem somente valores atómicos (não contiver grupos repetitivos). 
Procedimentos: 
a) Identificar a chave primária da entidade; 
b) Identificar o grupo repetitivo e remove-lo da entidade; 
c) Criar uma nova entidade com a chave primária da entidade anterior e o grupo 
repetitivo. 
A chave primária da nova entidade será obtida pela concatenação da chave primária da 
entidade inicial e a do grupo repetitivo. 
 
Ex.: Pedido (numero_pedido; data_pedido; cod_cliente; nome_cliente; endereco_cliente; 
(codigo_produto; numero_produto; quantidade_produto; preco_produto; total_produto) 
total_pedido) 
Pedido => (numero_pedido; data_pedido; cod_cliente; nome_cliente; endereco_cliente) 




Dada uma relação R, o atributo X de R é funcionalmente dependente do atributo X de 
R se somente se sempre que duas tuplas de R combinarem em seus valores de X elas também 
combinarem no valor de X. 
 
3.9.2.2 Segunda forma normal (2ªFN)
Ainda de acordo com Leite Jr. (2008) uma relação R está na 2FN se e somente se ela 
estiver na primeira e todos os atributos não chave forem totalmente dependentes da chave 
primária (dependente de toda a chave e não apenas de parte dela). 
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Procedimentos: 
a) Identificar os atributos que não são funcionalmente dependentes de toda a chave 
primária. 
b) Remover da entidade todos esses atributos identificados e criar uma nova entidade 
com eles. 
A chave primária da nova entidade será o atributo do qual os atributos do qual os 
atributos removidos são funcionalmente dependentes. 
Produto => ( cod_produto, nome_produto, preco_produto) 
 
Dependência Transitiva 
Sejam A, B e C três atributos de uma entidade X. Se C depender de B e B depender de 
A então dizemos que C é transitivamente dependente de A. 
 
3.9.2.3 Terceira forma normal (3ª FN)
Ainda de acordo com Leite Jr. (2008) uma relação R está na 3FN se somente estiver 
na 2FN e todos os atributos não chave forem dependentes não transitivos da chave primária 
(cada atributo for funcionalmente dependente apenas dos atributos componentes da chave 
primária ou se todos os seus atributos não chave forem independentes entre si). 
 
Procedimentos: 
a) Identificar todos os atributos que são funcionalmente dependentes de outros 
atributos não chave; 
b) Remove-los e criar uma nova entidade com os mesmos. 
A chave primária da nova entidade será o atributo do qual os atributos removidos são 
funcionalmente dependentes. 
 
Cliente (cod_cliente; nome_cliente; endereco_cliente) 
Produto (cod_produto; nome_produto; preco_produto) 
Pedido (numero_pedido; data_pedido; <cod_cliente>; total_pedido) 
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Ilustração 41: 3ª forma normal 
Fonte: Leite Jr. (2008) 
 
3.9.3 Diagramas de Casos de Utilização
Os Diagramas de Casos de Uso descrevem segundo Hensgen (2001) as relações e as 
dependências entre um grupo de Casos de Uso e os Actores que participam no processo. 
É importante reparar que os Diagramas de Casos de Uso não são adequados para 
representar o desenho também não podem descrever os detalhes internos de um sistema. Os 
Diagramas de Casos de Uso pretendem facilitar a comunicação com os utilizadores futuros do 
sistema e com o cliente, e são especialmente úteis para determinar as funcionalidades 
necessárias que o sistema deverá ter.  
Os Diagramas de Casos de Uso indicam o que o sistema deverá fazer mas não devem 
especificar como isto deverá ser feito, de acordo com Hensgen (2001). 
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Ilustração 42: Exemplo de Diagrama de Use Cases 
Fonte: Veiga (2007) 
 
Caso de Utilização 
De acordo com Hensgen (2001) um Caso de Utilização descreve um grupo de 
actividades de um sistema que produzem um resultado concreto e tangível. 
Os Casos de Uso são descrições das interacções típicas entre os utilizadores de um sistema e o 
sistema propriamente dito. Eles representam a interface externa do sistema e especificam um 
dado tipo de requisitos sobre o que o sistema tem de fazer (lembre-se, só 'o quê', não 'como'). 
Ainda Segundo Deboni (1998) um caso de uso descreve um objectivo que um actor 
externo ao sistema tem com o sistema. Um actor pode ser um elemento humano ou não que 
interage com o sistema. O actor se encontra fora do escopo de actuação do sistema, enquanto 
o conjunto de casos de uso formam o escopo do sistema. A linha que separa os actores dos 
casos de uso é a fronteira do sistema. 
 
Ao lidar com os Casos de Uso, é importante recordar algumas regras simples Hensgen (2001): 
• Cada Caso de Utilização está relacionado com pelo menos um actor 
• Cada Caso de Utilização tem um iniciador (ou seja, um actor) 
• Cada Caso de Uso conduz a um resultado relevante (um resultados com “valor de 
negócio”) 
Ainda segundo Hensgen (2001) os Casos de Uso também poderão ter relações com outros 
Casos de Uso. Os três tipos de relações mais típicos entre Casos de Uso são: 
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• <<include>> (incluir) que indica que um Caso de Uso toma lugar dentro de outro 
Caso de Uso 
• <<extends>> (extende) que indica que, em certas situações ou numa dada altura 
(chamada de ponto de extensão), um Caso de Uso será extendido por outro. 
• Generalization (generalização) indica que um Caso de Uso herda as características do 
“Super”-Caso de Uso e poderá implementar novamente algumas delas ou adicionar 
novas de uma forma semelhante à da herança de classes. 
Actor 
Um actor é segundo Hensgen (2001) uma entidade externa (fora do sistema) que 
interage com o sistema ao participar (ou iniciar normalmente) um Caso de Uso. Os actores 
poderão ser pessoas reais (como, por exemplo, utilizadores do sistema), outros sistemas 
informáticos ou eventos exteriores. 
Os actores não representam as pessoas físicas ou os sistemas, mas sim o seu papel.
Isto significa que, quando uma pessoa interage com o sistema de formas diferentes 
(assumindo papéis diferentes), ele será representado por vários actores. Por exemplo, uma 
pessoa que dá suporte ao cliente por telefone e que recebe encomendas do cliente para colocar 
no sistema seria representado por um actor “Técnico de Suporte” e por um actor 
“Representante de Vendas” 
Descrição de Caso de Utilização 
As descrições dos Casos de Uso são narrativas textuais do Caso de Uso. Elas 
normalmente tomam a forma de uma nota ou de um documento que esteja associado de 
alguma forma ao Caso de Uso e explicam os processos ou actividades que tomam lugar no 
Caso de Uso, segundo Hensgen (2001). 
 
3.9.4 Diagrama de Classes
Os diagramas de classe segundo Deboni (1998) descrevem as classes que formam a 
estrutura do sistema e suas relações. As relações entre as classes podem ser associações, 
agregações ou heranças. As classes possuem além de um nome, os atributos e as operações 
que desempenham para o sistema. Uma relação indica um tipo de dependência entre as 
classes, essa dependência pode ser forte com no caso da herança ou da agregação ou mais 
fraca como no caso da associação, mas indicam que as classe relacionadas cooperam de 
alguma forma para cumprir um objectivo para o sistema. 
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Ilustração 43: Exemplo de Diagrama de Classes 
Fonte: Veiga (2007) 
 
Classe 
Uma classe de acordo com Hensgen (2001) define os atributos e os métodos para um 
conjunto de objectos. Todos os objectos desta classe (as instâncias da mesma) partilham o 
mesmo comportamento e têm o mesmo conjunto de atributos (cada objecto tem o seu próprio 
conjunto). O termo “Tipo” é usado em algumas ocasiões em vez de Classe, mas é importante 
mencionar que os dois conceitos não são iguais e que o Tipo é um termo mais genérico. 
No UML, as Classes são representadas por rectângulos com o nome da classe, e 
poderão também mostrar os atributos e as operações da classe em outros dois 
“compartimentos” dentro do rectângulo. 
Ilustração 44: Representação visual de uma Classe em UML 
Fonte: Hensgen (2001) 
Atributos 
No UML, os Atributos são mostrados  segundo Hensgen (2001) como tendo o seu nome, 
pelo menos, e poderão mostrar também o seu tipo, o seu valor inicial e outras propriedades. 
Os atributos também poderão ser mostrados com a sua visibilidade: 
• Representa atributos públicos 
Desenvolvimento de um sistema de informação  
“Sistema de informação de gestão de Escola de condução” 
114/161 
• Representa atributos protegidos 
• Representa atributos privados 
•
Operações 
As operações (métodos) são também mostradas contendo pelo menos o seu nome e 
poderão também mostrar os seus parâmetros e tipos de valor devolvidos. As operações 
podem, assim como os Atributos, mostrar a sua visibilidade: 
• Corresponde a operações públicas 
• Corresponde a operações protegidas 
• Corresponde a operações privadas 
Modelos 
As Classes poderão ter modelos, um valor que é usado para uma classe ou tipo não 
especificado. O tipo de modelo é definido quando uma classe é iniciada (isto é um objecto é 
criado). Os modelos existem como 'template' no C++ actual e serão introduzidos no Java 1.5 
onde serão chamados de 'Generics', de acordo com Hensgen (2001). 
Associações da Classe 
Uma classe pode-se relacionar (ser associada) com outra qualquer de diferentes 
maneiras: 
Generalização 
A herança é um dos conceitos fundamentais da programação orientada por objectos, 
de acordo com Hensgen (2001), nos quais uma classe “ganha” todos os atributos e operações 
da classe que herda, podendo sobrepor ou modificar algumas delas, assim como adicionar 
mais atributos ou operações próprias. 
No UML, uma associação por Generalização entre duas classes representa o conceito de 
herança entre uma classe de base e uma classe derivada. No UML, as Generalizações são 
representadas com uma linha que liga as duas classes, em que existe uma seta do lado da 
classe de base. 
 
Ilustração 45: Representação visual de uma generalização em UML 
Fonte: Hensgen (2001) 
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Associações 
Uma associação representa uma relação entre classes e dá a semântica e a estrutura 
comum para vários tipos de “ligações” entre os objectos, segundo Hensgen (2001). 
As associações são o mecanismo que permite aos objectos comunicarem uns com os 
outros. Descreve a ligação entre as diferentes classes (a ligação entre os objectos em si é 
chamada de ligação do objecto.
As associações podem ter um papel que indica o objectivo da associação segundo 
Hensgen (2001) e pode ser unidireccionais ou bidireccionais (indica se os dois objectos que 
participam na relação poderão enviar mensagens um para o outro, ou se só um deles é que 
conhece o outro). Cada extremo da associação também tem um valor de multiplicidade, que 
define quantos objectos desse lado da associação poder-se-ão relacionar com um objecto do 
outro lado. 
No UML, as associações são representadas segundo Hensgen (2001) como linhas que 
ligam as classes que participam na relação e poderá também mostrar o papel e a 
multiplicidade de cada um dos participantes. A multiplicidade é mostrada como um intervalo 
[mín..máx] de valores não-negativos ou com um asterisco (*) no lado do máximo que 
representa o infinito. 
 
Ilustração 46: Uma representação visual de uma associação em UML 
Fonte: Hensgen (2001) 
 
Agregação 
As agregações são um tipo especial de associações de acordo Hensgen (2001) nas quais as 
duas classes participantes não têm um estado igual, mas têm uma relação “do 'todo' para as 
partes”. Uma agregação diz como é que a classe que têm o papel do 'todo' é composta (ou 
tem) as outras classes, que têm o papel das partes. Para as agregações, a classe que actua 
como o 'todo' tem sempre uma multiplicidade de um. 
No UML, as agregações são representados por uma associação com um losango do lado do 
'todo'. 
Desenvolvimento de um sistema de informação  
“Sistema de informação de gestão de Escola de condução” 
116/161 
Ilustração 47: Uma representação visual de uma relação de agregação no UML 
Fonte: Hensgen (2001) 
Composição 
As composições são associações que representam agregações muito fortes. Isto 
significa que as composições formam também relações do 'todo' para as partes, mas a relação 
é tão forte que as partes não podem existir por si só. Elas só existem dentro do todo e se o 
todo for destruído, as partes desaparecem também, de acordo com Hensgen (2001). 
No UML, as Composições são representadas por um losango a cheio do lado do 'todo'. 
Outros Itens do Diagrama de Classes 
Os diagramas de classe poderão conter outros itens para além das classes. 
Interfaces 
De acordo com Hensgen (2001) as interfaces são classes abstractas, o que significa 
que as instâncias não podem ser criadas directamente a partir delas. 
Elas poderão conter operações, mas não podem conter atributos. As classes podem herdar das 
interfaces (através de uma relação de realização) e as instâncias poderão então ser compostas 
a partir dessas classes. 
Tipos de dados 
Os tipos de dados são primitivos que vêm tipicamente incorporados numa linguagem 
de programação. Os exemplos comuns incluem os inteiros e os booleanos. Eles não poderão 
ter relações com as classes, mas as classes poderão ter relações com eles. 
Enumerados 
Os enumerados são uma lista simples de valores. Um exemplo típico são os 
enumerados para os dias da semana. Como os tipos de dados, os enumerados não poderão ter 
relações com as classes, mas as classes poderão ter relações com eles. 
Pacotes 
Os pacotes representam um espaço de nomes numa linguagem de programa. Num 
diagrama, eles são usados para representar partes de um sistema que contém mais do que uma 
classe, podendo ser mesmo centenas de classes. 
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3.9.5 Diagramas de Colaboração
Os Diagramas de Colaboração mostram de acordo com Hensgen (2001) as interacções 
entre os objectos que participam numa dada situação. Esta é mais ou menos a mesma 
informação que é mostrada pelos Diagramas de Sequência, mas existe também uma ênfase 
posta sobre como as interacções ocorrem no tempo, enquanto os Diagramas de Colaboração 
colocam as relações entre os seus objectos e a sua topologia em primeiro plano. 
Nos Diagramas de Colaboração, as mensagens enviadas de um objecto para o outro 
são representadas por setas que mostram o nome da mensagem, os parâmetros e a sequência 
da mensagem. Os Diagramas de Colaboração são particularmente adequados a mostrar um 
fluxo específico de um programa ou situação, e são uns dos melhores tipos de diagramas para 
demonstrar ou explicar rapidamente um processo na lógica do programa. 
Ilustração 48: Exemplo de Diagrama de Colaboração 
Fonte: Hensgen (2001) 
 
3.9.6 Diagrama de Objectos
Segundo Arlow, Neustadt (2002) estes diagramas descrevem um conjunto de 
instâncias compatíveis com determinado diagrama de classes e permitem ilustrar os detalhes 
de um sistema em determinado momento, ao providenciarem cenários de possíveis 
concretizações. 
Ilustração 49: Diagrama de Objecto 
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Fonte: MIEIC (2006) 
 
3.9.8 Diagrama de Sequência
Os Diagramas de Sequência de acordo com Hensgen (2001) mostram a troca de 
mensagens (isto é as chamadas aos métodos) entre os vários objectos numa situação 
específica delimitada no tempo. Os objectos são instâncias das classes. Os Diagramas de 
Sequência colocam uma ênfase especial na ordem e nas alturas em que as mensagens são 
enviadas para os objectos. 
Nos Diagramas de Sequência, os objectos são representados através de linhas 
tracejadas verticais, com o nome do objecto no topo. O eixo do tempo também é vertical, e 
vai aumentando de cima para baixo, de modo a que as mensagens sejam enviadas de um 
objecto para outro, sob o formato de setas com o nome da operação e dos parâmetros. 
 
Ilustração 50: Exemplo de Diagrama de Sequência 
Fonte: Veiga (2007) 
 
3.9. 9 Diagramas de Comunicação
Segundo Arlow, Neustadt (2002) estes diagramas ilustram a interacção organizada 
espacialmente. 
• Mostra as relações entre objectos que desempenham diferentes papéis. 
• Não mostra o tempo como uma dimensão separada. 
• Sequencia e concorrência representadas por uma expressão de sequência prefixa à 
mensagem. 
• Ordem de interacção descrita por uma sequência de números, normalmente com início 
em 1. 
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Fluxo de controlo procedimental: Números de subsequência de acordo com o respectivo 
nível de inclusão 
Entre objectos concorrentes: Números de sequência todos ao mesmo nível. 
 
Ilustração 51: Diagrama de Comunicação 
Fonte: MIEIC (2006) 
 
3.9. 10 Diagrama de Estados
Os Diagramas de Estados mostram segundo Hensgen (2001) os diferentes estados de 
um objecto durante a sua vida, bem como os estímulos que fazem com que o objecto mude o 
seu estado. 
Os Diagramas de Estados vêem os objectos como máquinas de estados ou autónomos 
finitos que poderão estar num estado pertencente a uma lista de estados finitos e que poderão 
mudar o seu estado através de um estímulo pertencente a um conjunto finito de estímulos. Por 
exemplo, um objecto do tipo ServidorRede poderá estar num dos seguintes estados durante a 
sua vida: pronto, a espera, a trabalhar, parado  
E os eventos que poderão fazer com que o Objecto mude de estado são segundo Hensgen 
(2001): 
• O objecto é criado 
• O objecto atende a mensagem 
• Um cliente pede uma ligação pela rede 
• Um cliente termina um pedido 
• O pedido é executado e terminado 
• O objecto recebe a mensagem parar 
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Ilustração 52: Exemplo Diagrama de Estados 
Fonte: http Hensgen (2001) 
 
Estado 
Os estados são de acordo com Hensgen (2001) os blocos de construção dos Diagramas 
de Estado. Um estado pertence a exactamente uma classe e representa um resumo dos valores 
que os atributos de uma classe poderão obter. Um Estado no UML descreve o estado interno 
de um objecto de uma determinada classe 
Tenha em atenção que nem todas as alterações de um atributo de um objecto deverão 
ser representadas por um estado, mas só mesmo aquelas alterações que poderão afectar 
significativamente o funcionamento do objecto Existem dois tipos especiais de Estados: o 
Inicial e o Final. Eles são especiais na medida em que não existe nenhum evento que possa 
fazer um objecto voltar ao seu estado inicial, da mesma forma que não há nenhum evento que 
possa retirar um objecto do seu estado final, logo que o tenha atingido. 
 
3.9. 11 Diagrama de pacotes
Em muitos casos um único diagrama de classes pode ser exageradamente grande para 
representar todo o sistema, de acordo com Deboni (1998). 
Assim é conveniente utilizar-se de um elemento para organizar os subsistemas do 
modelo. Para isto utiliza-se os diagramas de pacote. Um pacote representa segundo Deboni 
(1998) um grupo de classes (ou outros elementos) que se relaciona com outros pacotes através 
de uma relação de dependência. Um diagrama de pacotes pode ser utilizado em qualquer fase 
do processo de modelagem e visa organizar os modelos. 
Na figura seguinte o pacote de classes das janelas que cuida da interface da aplicação 
dependente funcionalmente das classes de negócio para cumprirem suas actividades. 
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Ilustração 53: Exemplo de Diagrama de Pacotes 
Fonte: Deboni (1998) 
3.9. 12 Diagrama de Actividades
Os Diagramas de Actividades descrevem segundo (2001) a sequência de actividades 
de um sistema, com a ajuda das Actividades propriamente ditas. Os Diagramas de 
Actividades são um tipo especial de Diagramas de Estados, que só (ou em grande parte) 
contêm Actividades. 
Ilustração 54: Exemplo de Diagrama de Actividades 
Fonte: Veiga (2007) 
 
Os Diagramas de Actividades são semelhantes aos fluxogramas procedimentais, com a 
diferença que todas as Actividades estão claramente associadas a objectos, de acordo com 
(2001). 
Os Diagramas de Actividades estão sempre associados a uma Classe, uma Operação ou um
Caso de Uso.
Os Diagramas de Actividades suportam as Actividades sequências, assim como as 
paralelas. A execução paralela é representada através de ícones de 'Fork' (Bifurcação) ou 
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'Wait' (Espera) e, para as actividades que decorrem em paralelo, não é importante a ordem 




Uma Actividade é um passo único num processo. Uma Actividade é segundo (2001) 
um estado no sistema com actividade interna e, pelo menos, uma transição de saída. As 
Actividades também poderão conter mais do que uma transição de saída se tiverem diferentes 
condições. 
As Actividades poderão formar hierarquias, o que significa que uma Actividade 
poderá ser composta por várias Actividades de “detalhe”, onde nesse caso as transições de 
entrada e de saída deverão corresponder às transições de entrada e de saída do diagrama de 
detalhe. 
Elementos Auxiliares 
Existem alguns elementos no UML que não têm nenhum valor semântico real para o 
modelo, mas que ajudam a clarificar partes do diagrama. Esses elementos são segundo 
(2001): 
• Linhas de texto 
• Notas de Texto e âncoras 
• Caixas 
As linhas de texto são úteis para adicionar algumas informações textuais breves para um 
diagrama. Correspondem a texto livre e não têm nenhum significado para o modelo em si. 
As notas são úteis para adicionar informações mais detalhada sobre um objecto ou uma 
dada situação. Têm a grande vantagem de poderem ser anexadas a Elementos de UML para 
mostrar que a nota “pertence” a um dado objecto ou situação. 
As caixas são rectângulos livres que poderão ser usados para agrupar os itens em conjunto 
para tornar os diagramas mais legíveis. Elas não têm significado lógico no modelo. 
 
3.9. 13 Diagramas de Componentes
Os diagramas de componentes mostram segundo Arlow, Neustadt (2002) os elementos 
reutilizáveis de software e sua interdependência. Um componente é formado por um conjunto 
de classes que se encontram implementadas nele. Um componente, assim como as classes que 
ele possui, dependem funcionalmente das classes de outro componente. O diagrama de 
componentes mostra esta dependência. No diagrama de componentes também é possível 
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mostrar a configuração de um sistema de software mostrando, graficamente, a dependência 
entre os diversos arquivos que compõem o sistema. 
Ilustração 55: Exemplo de Diagrama de Componentes 
Fonte: Veiga (2007) 
 
3.9. 14 Diagramas de Instalação
De acordo com Arlow, Neustadt (2002) eles Ilustram a configuração dos elementos de 
processamento e dos componentes de software, processos e objectos neles suportados 
Os nós podem conter instâncias de componentes (de execução) 
• Um componente é instalado e executado num nó. 
• Componentes compostos pode sub-componentes ou objectos. 
Ilustração 56: Diagrama de Instalação 
Fonte: MIEIC (2006) 
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3.9. 15 Diagramas de Distribuição
Os diagramas de distribuição mostram de acordo com Deboni (1998) a distribuição de 
hardware do sistema, identificando os servidores como nós do diagrama e a rede que 
relaciona os nós. Os componentes de software vão estar mapeados nestes nós. 
Ilustração 57: Exemplo de Diagrama de Distribuição 
Fonte:  Deboni (1998) 
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Capitulo 4: Desenvolvimento do S.I. de gestão de Escola 
de Condução  
Depois de ser demonstrada teoricamente as fases, métodos e ferramentas de 
Desenvolvimento de Sistemas de Informação passar-se-á a fase de prática onde será 
demonstrada a construção de um pequeno sistema de informação para gestão de uma escola 
de condução que será descrito por SIGEC (Sistema de Gestão de Escola de Condução).  
Para um melhor conhecimento do sistema a ser desenvolvido foi realizado entrevista a 
uma das escolas de condução da cidade do Mindelo a Escola de Condução Vlademiro Pires 
sita em Chã de Cemitério. 
Primeiramente far-se-á uma pequena definição de Escola de Condução 
 
4. 1 Definição Escola Condução  
Não se encontrou em nenhum livro, dicionário ou em qualquer ou outra parte uma 
definição exacta do conceito de Escola de condução mas de acordo com o observado e de 
acordo com a entrevista realizada poder-se-á definir Escola de condução com sendo uma casa 
ou estabelecimento onde se ensina e será possível a obtenção de uma carta de condução que é 
uma licença para conduzir veículos automóveis, geralmente numa escola de condução o 
ensino esta divido em duas partes as aulas teóricas e as aulas práticas, as aulas teóricas 
poderão ser de código de estrada ou mesmo de mecânica, as aulas praticas poderão ser de 
mecânica também onde poder-se-á ver na pratica os conceitos vistos nas aulas teóricas e as 
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aulas de condução do veiculo pretendido seja ele um automóvel ligeiro, motociclo ou dum 
veiculo pesado de passageiro ou de carga. 
Uma escola de condução só prepara o aluno para a realização do exame que é feito 
pelos serviços centrais dos transportes rodoviários, primeiramente ele prepara o aluno para a 
realização do exame teórico onde na escola o aluno ira aprender o código de estrada e só 
depois de realizado o exame teórico o aluno recebe uma licença de aprendizado e estará 
habilitado para receber as aulas práticas de condução. 
Uma carta de condução é emitida somente pelos serviços centrais dos transportes 
rodoviários e autoriza o seu titular a conduzir uma ou mais categorias de veículos, e as 
categorias Automóveis podem ser: 
A – Motociclos 
B – Automóveis ligeiros 
C – Automóveis pesados de mercadoria 
D – Automóveis pesados de passageiros 
 E – Veículos articulados ou conjunto de veículos cujo tractor pertença a uma das 
categorias B, C ou D, mas que, eles próprios, não se integram numa dessas categorias    
 F – Veículos de categoria B quando utilizados em serviço publico. 
A carta de condução será concedida a quem comprovar, nos termos legais, as seguintes 
condições: 
a) Idade mínima 
de 18 anos, tratando-se de cartas para as categorias A, B, E + B e F; 
de 21 anos, tratando-se de cartas para as categorias C, D, E+ D; 
b) A necessária robustez psicofísica; 
c) Conhecimentos e idoneidade técnica (adquiridos na escola de condução e 
comprovado por meio do exame de condução); 
d) Domicilio no território nacional; 
4.2 Características do sistema actual implementado
A quando da realização das entrevista foi observado que não existia qualquer sistema 
informático para gestão dessa referida escola de condução e a gerência da mesma nunca ouvir 
falar de um sistema desse tipo, toda a gestão é feita com base em papel e caneta e um a  
De acordo com a entrevista realizada poder-se-á a dizer que uma escola de Condução 
gere no seu sistema interno os seguintes dados: as matriculas do alunos, os alunos em si, o seu 
parque automóvel, os funcionários, as aulas e as datas do exames. 
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No momento da matrícula para alem do atestado médico e do registo criminal a ser 
entregue pelo aluno, tem de ser preenchido um formulário com os dados do mesmo para ficar 
no arquivo da escola numa pasta de alunos. 
Também guarda-se uma lista como os nomes de alunos a serem enviados para a viação 
para irem fazer os exames. 
4.3 Características do sistema a ser desenvolvido
O Sistema a ser desenvolvido será divido em duas áreas distintas uma área de registro 
dos dados de matrícula, aluno, parque automóvel, aulas, exames e uma outra área para 
visualização desses mesmos dados inseridos.  
 Para se aceder ao sistema o utilizador devera ser registrado pelo administrador do 
sistema pela pessoa responsável pelo software, primeiramente dever-se-á aceder a página de 
login e autenticar-se para poder realizar todas as operações desejadas. 
 O Sistema terá as seguintes áreas: 
• Área de Registro 
• Área de Visualização dos Dados  
Dentro da área de Registro teremos as seguintes páginas:  
• Matricula de aluno 
• Inserção de alunos 
• Registro de aulas 
• Registro de exames 
• Registro de instrutores 
• Registro do parque automóvel 
E na área de Visualização dos Dados poder-se-á visualizar os dados inseridos no sistema. 
O Sistema de informação será desenvolvido em HTML/PHP com as bases de Dados 
desenvolvidas e, MySql   
4.4 Metodologias utilizadas
Unified Modeling Language (UML) 
Segundo Silva, Videira (2001) O UML (Unified Modeling Language) é uma 
linguagem diagramática, utilizável para especialização, visualização e documentação de 
sistemas de software. O UML surge em 1997 na sequência de um esforço de unificação das 
três principais linguagens de modelação orientadas por objectos (OMT, Booch e OOSE). 
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Seguidamente, adquiriu o estatuto de norma no âmbito da OMG e da ISO, tendo vido a ser 
adoptado progressivamente pela indústria e pela academia em todo o mundo.  
 
MySQL 
De acordo Wikipédia (2008 f) o MySQL foi criado na Suécia por dois suecos e um 
finlandês: David Axmark, Allan Larsson e Michael "Monty" Widenius, que trabalham juntos 
desde a década de 1980. Hoje seu desenvolvimento e manutenção empregam 
aproximadamente 70 profissionais no mundo inteiro, e mais de mil contribuem testando o 
software, integrando-o a outros produtos, e escrevendo a respeito do mesmo. 
Ainda segundo Wikipédia (2008 f)o MySQL tornou-se a mais popular base de dados 
open source do mundo porque possui consistência, alta performance, fiabilidade e é fácil de 
usar. Actualmente é usado em mais de 6 milhões de computadores em todos os continentes, 
que vão desde instalações em grandes corporações a específicas aplicações embarcadas. Além 
disso, o MySQL tornou-se a escolha de uma nova geração de aplicações, que utilizam o 
modelo LAMP (Linux, Apache, MySQL, PHP). 
 
O MySQL funciona em mais de 20 plataformas, incluindo Linux, Windows, HP-UX, AIX, 
Netware, dando ao utilizador flexibilidade e controle de acordo com Wikipédia (2008 f). 
 
Principais características do MySQL, segundo Wikipédia (2008 f): 
• Portabilidade (suporta praticamente qualquer plataforma actual) 
• Compatibilidade (existem drivers ODBC, JDBC e .NET e módulos de interface para 
diversas linguagens de programação, como C/C++, Python, Perl, PHP e Ruby) 
• Excelente desempenho e estabilidade 
• Pouco exigente em termos de recursos de hardware 
• Facilidade de uso 
• É um Software Livre 
• Suporte a vários motores de base de dados (como MyISAM e InnoDB) 
 
O MySQL é um sistema excelente de gestão de base de dados (SGBD), que utiliza a 
linguagem SQL (Structured Query Language - Linguagem de Consulta Estruturada) como 
interface. É actualmente uma das bases de dados mais populares, com mais de 4 milhões de 
instalações pelo mundo, segundo Wikipédia (2008 f). 
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Ainda de acordo com Wikipédia (2008 f) sucesso do MySQL deve-se em grande 
medida à fácil integração com o PHP incluído, quase que obrigatoriamente, nos pacotes de 
hospedagem de sites da Internet oferecidos actualmente. Empresas como Yahoo! Finance, 
MP3.com, Motorola, NASA, Silicon Graphics e Texas Instruments usam o MySQL em 
aplicações de missão crítica. 
É reconhecido pelo seu desempenho e robustez e também por ser multi-tarefa e multi-
usuário. A própria Wikipedia, usando o programa MediaWiki, utiliza o MySQL para gerir o 
seu banco de dados, demonstrando que é possível utilizá-lo em sistemas de produção de alta 
exigência e em aplicações sofisticadas. No entanto, devido a não possuir (até a versão 3.x) 
funcionalidades consideradas essenciais em muitas áreas, como stored procedures, two-fase 
commit, subselects, foreign keys ou integridade referencial, é frequentemente considerado um 
sistema mais "leve" e para aplicações menos exigentes, sendo preterido por outros sistemas 




De acordo com PHP: Hypertext Preprocessor: Home Page o PHP é uma linguagem de 
programação de ampla utilização, interpretada, que é especialmente interessante para 
desenvolvimento para a Web e pode ser mesclada dentro do código HTML. A sintaxe da 
linguagem lembra C, Java e Perl, e é fácil de aprender. O objectivo principal da linguagem é 
permitir a programadores escrever páginas que serão geradas dinamicamente rapidamente, 
mas você pode fazer muito mais do que isso com PHP.  
A linguagem surgiu por volta de 1994, como um subconjunto de scripts Perl criados 
por Rasmus Lerdof. Com as adições de Zeev Suraski e Andi Gutmans, dois programadores 
israelitas pertencentes ao Technion, o instituto israelita de tecnologia, que reescreveram o 
parser, era lançada em 1997 a PHP 3, primeira versão estável e parecida com a linguagem 
actual. Em Maio de 2000 veio a público a versão 4, e em Julho de 2004, a versão 5. 
Trata-se de uma linguagem extremamente modularizada, o que a torna ideal para 
instalação e uso em servidores Web. É muito parecida, em tipos de dados, sintaxe e mesmo 
funções, com a linguagem C. e com a C++. (A partir da versão 5, inclusive, PHP conta com 
um suporte maior à orientação a objectos.) Pode ser, dependendo da configuração do servidor, 
embutida no código HTML. Além disso, destaca-se a extrema facilidade com que PHP lida 
com servidores de base de dados, como MySQL, Microsoft SQL Server e Oracle. 
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Construir uma página dinâmica baseada em bases de dados é simples com PHP, este 
prove suporte a um grande número de bases de dados podendo assim o programador abstrair-
se do sistema de bases de dados a que se destina a página. 
 
Servidor Apache 
De acordo com Silva (2007) o Apache é um servidor Web extremamente configurável, 
robusto e de alta performance desenvolvido por uma equipe de voluntários (conhecida como 
Apache Group) buscando criar um servidor Web com muitas características e com código 
fonte disponível gratuitamente via Internet. Segundo a Netcraft (2007), o Apache é mais 
usado que todos os outros servidores web do mundo juntos. 
Foi criado em 1995 por Rob McCool, então funcionário do NCSA (National Center 
for Supercomputing Applications), Universidade de Illinois. 
Faz parte como tecnologia principal da Apache Software Foundation, responsável por 
mais de uma dezena de projectos envolvendo tecnologias de transmissão via Web, 
processamento de dados e execução de aplicativos distribuídos. 
 
Trabalhos a serem realizados: 
• Analise, especificação e validação de requisitos 
• Modelação de estrutura 
• Modelação de Comportamento 
• Modelação de Arquitectura 
• Implementação 
 
De seguida far-se-á a apresentação dos diferentes diagramas realizados para fazer a 
modelação do sistema. 
 
4.5 Diagramas UML do Sistema a ser desenvolvido
O Diagrama de Use Case do Sistema  
Os Diagramas de Casos de Uso descrevem as relações e as dependências entre um 
grupo de Casos de Uso e os Actores que participam no processo. 
De seguida ir-se-á demonstrar o diagrama de Use Case do Sistema a ser desenvolvido 
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Ilustração 58: Diagrama de Use Case do SiGec 
Descrição dos Use Cases 
Use Case #1: Login.
1. Utilizador insere username. 
2. Utilizador insere password. 
3. O modulo de controlo de acesso verifica se o login e a password existem  
4. Caso se consegue fazer a validação conforme for o tipo de utilizador, ira para a sua 
página inicial 
 
Use Case #2: Matricular alunos
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1. include Login(#1). 
2. Acessa área de Matricula. 
3. Include Registro Aluno (#3) 
4. Insere Dados de matrícula 
5. Caso houver anomalias include Remover Dados (#11). 
 
Use Case #3: Registro Aluno
1. Include Login (#1). 
2. Acessa área de matrícula 
3. Insere dados Aluno 
4. Caso houver anomalias include Remover Dados (#11). 
 
Use Case #4: Ver Alunos
1. Include Login (#1). 
2. Acessa área de Alunos 
3. Visualiza os dados dos Alunos. 
 
Use Case #5: Ver Parque Automóvel
1. Include Login (#1). 
2. Acessa área de Parque Automóvel. 
3. Visualiza os dados dos veículos disponíveis. 
 
Use Case #6: Ver Aulas
1. Include Login (#1). 
2. Acessa área de Aulas 
3. Visualiza os dados dos Alunos. 
 
Use Case #7: Criar Aula
1. Include Login (#3). 
2. Include Ver Aulas (#6) 
3. Acessa á área de criação de aulas 
4. Introduz dados para criação das aulas.  
 
Use Case #8: Ver Exames
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4. Include Login (#1). 
5. Acessa área de Exames. 
6. Visualiza os dados dos Exames. 
 
Use Case #9: Criar Exames
5. Include Login (#3). 
6. Include Ver Exames (#6) 
7. Acessa á área de criação de Exames. 
8. Introduz dados para criação de Exames.  
Use Case # 10: Remover Dados
1. Caso houver dados inseridos com alguma anomalia é eliminado pelo administrador do 
site. 
 
Use Case #11: Gere sistema.
1. O administrador acede a área de administração. 
2. Faz a gestão do site 
3. Se necessário include (#10) Remover Dados. 
4. Include (#12) Permissão aos utilizadores 
5. Include (#13) Definição de parâmetros. 
 
Use Case#12: Permissão aos utilizadores
1. Recebe os registos dos utilizadores. 
2. Verifica o tipo de utilizador. 
3. Da permissão de acordo com o tipo de utilizador.   
 
Use Case#13: Definição de parâmetros
Diagrama de Classes 
 Os diagramas de classe descrevem as classes que formam a estrutura do sistema e suas 
relações. 
De seguida demonstrar-se-á o Diagrama de Classes 
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Ilustração 59: Diagrama de Classes do SiGec 
Diagrama de Sequência 
Foi desenvolvido dois Diagramas de sequência, um para o utilizador norma do sistema 
que fará todos as operações de inserção, alteração de dados e visualização dos dados do 
sistema, e outro para o nível de gestão da Escola de Condução onde será possível somente a 
visualização dos dados sem ser possível a alteração dos dados 
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Ilustração 60: Diagrama de sequência do funcionário normal 
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Ilustração 61: Diagrama de sequência do nível de gerência 
 
Diagrama de Actividade 
Os diagramas de actividade não são importantes somente para a modelagem de 
aspectos dinâmicos de um sistema ou um fluxograma, mas também para a construção de 
sistemas executáveis por meio de engenharia de produção reversa. 
 Também foram desenvolvidos dois diagramas de Actividade um para o funcionário de 
gabinete e outro para a gerência.  
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Diagrama de actividades do funcionário  
Ilustração 62: Diagrama de Actividade do funcionário 
Ilustração 63: Diagrama de Actividade de gerência 
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Diagrama de Componentes 
 Os diagramas de componentes mostram os elementos reutilizáveis de software e sua 
interdependência. 
De seguida irá ser demonstrar o Diagrama de Componente do Sistema proposto 
Ilustração 64: Diagrama de Componentes do SiGec 
Diagrama de Instalação 
O Diagrama de instalação descreve os componentes de hardware e software e sua 
interacção com outros elementos de suporte ao processamento. 
O Diagrama de instalação do sistema proposto. 
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Ilustração 65: Diagrama de Instalação do Sigec 
 
Depois de feita toda a modelação do Sistema, passar-se-á a fase da implementação do 
Sistema. Demonstrando a criação da base de dados do sistema e o sistema propriamente dito. 
De seguida far-se-á a apresentação do código SQL para construção as tabelas da base 
de dados que foi criado a partir do Modelo ER feito através da transformação do Diagrama de 
Classes em Modelo ER 
 
Base de dados 
Depois de ser feita toda a modelação do Sistema, passou a fase da implementação do 
Sistema.  
A criação da base de dados do sistema e o sistema propriamente dito. 
De seguida far-se-á a apresentação do código SQL para construção as tabelas da base 
de dados que foi criado a partir do Modelo ER feito através da transformação do diagrama de 
classes em Modelo ER 
-------------------------------------------TABELA UTILIZADOR---------------------------------- 
create table utilizador 
(
IDutilizador int(100) NOT NULL auto_increment primary key, 
nome varchar(20)NOT NULL, 
morada varchar (40)NOT NULL, 
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telefone int(12) NOT NULL, 
username varchar (15)NOT NULL, 
password varchar (15)NOT NULL 
) ;
------------------------------TABELA UTILIZADOR FUNCIONARIO---------------------------- 
create table utilizadorfuncionario 
(
IDutilizadorindividual int NOT NULL  primary key, 
user_IDutilizador int(100), 
FOREIGN KEY (user_IDutilizador) REFERENCES utilizador(IDutilizador) 
); 
------------------------------TABELA UTILIZADOR GERENCIA------------------------------ 
create table utilizadorgerencia 
(
IDutilizadorempresa int NOT NULL  primary key, 
user_IDutilizador int(100), 
FOREIGN KEY (user_IDutilizador) REFERENCES utilizador(IDutilizador) 
); 
------------------------------TABELA CLIENTE---------------------------------------------------- 
create table cliente 
(
IDcliente int NOT NULL  primary key auto_increment, 
 nome varchar(50), 
 endereco varchar(100), 
 telefone varchar(10), 
 telemovel varchar(15), 
 numero_bi int(10), 
 nascimento date, 
 sexo varchar(3), 
 nome_pai varchar(50), 
 nome_mae varchar(50), 
 nacionalidade varchar(50), 
 naturalidade varchar(50), 
 foto varchar(50) 
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create table instrutor 
(










create table administrator 
(
IDadministrador int(100) NOT NULL auto_increment primary key, 
nome varchar(20)NOT NULL, 
username varchar (15)NOT NULL, 
password varchar (15)NOT NULL 
) ;
----------------------------------TABELA MATRICULA------------------------------------------------ 
create table matricula 
(
IDmatricula int NOT NULL  auto_increment  primary key, 
ID_cliente int(9) NOT NULL, 
ID_aula int(9) NOT NULL, 
tipo varchar(50) NOT NULL, 
datamatr date NOT NULL, 
entrada varchar(12) NOT NULL, 
FOREIGN KEY (ID_cliente) REFERENCES cliente(IDcliente), 
FOREIGN KEY (ID_aula) REFERENCES aula(IDaula) 
); 
-------------------------------------TABELA AULA------------------------------------------------ 
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create table aula 
(
IDaula int NOT NULL  primary key auto_increment, 
ID_instrutor int(20) NOT NULL, 
tipo_aula varchar(50) NOT NULL, 
veiculo varchar (20), 
ID_veiculo int(20) NOT NULL, 
horario  time NOT NULL, 
FOREIGN KEY (ID_veiculo) REFERENCES parque_automovel(IDveiculo), 
FOREIGN KEY (ID_instrutor) REFERENCES instrutor(IDinstrutor) 
); 
--------------------------------------TABELA EXAME----------------------------------------- 
create table exame 
(
IDexame int NOT NULL  primary key auto_increment, 
tipo_exame varchar (20) NOT NULL, 
dataexame date NOT NULL, 
horaria time NOT NULL, 
id_aluno int (20) NOT NULL 
); 
------------------------------TABELA PARQUE AUTOMOVEL-------------------------------- 
create table parque_automovel 
(
IDveiculo int NOT NULL  primary key auto_increment, 
chapa_matricula varchar (20) NOT NULL, 
modelo varchar (20) NOT NULL, 
ano date NOT NULL, 
numero_chassi varchar (20) NOT NULL, 
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De seguida ir-se-á apresentar alguns printscreens apresentando o sistema desenvolvido 
Pagina Login SiGec 
Ilustração 66: Página Login 
Menu Principal 
Ilustração 67: Menu Principal 
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Páginas da área de inserção de dados 
Ilustração 68: Página de registro Parque automóvel 
Ilustração 69: Página de registro de Alunos 
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Ilustração 70: Página de registro de matrícula 
Ilustração 71: Página de registro de Aulas 
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Ilustração 72: Página de registro de Exames 
Ilustração 73: Página de registro de instrutor 
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Páginas da área de pesquisa para a visualização dos dados 
Ilustração 74: Página de pesquisa de dados Aluno 
Ilustração 75: Página de pesquisa de dados de Matrícula 
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Ilustração 76: Página de pesquisa de dados Exames 
Ilustração 77: Página de pesquisa de dados das Aulas 
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Ilustração 78: Página de pesquisa de dados dos Instrutores 
Ilustração 79: Página de pesquisa de dados do Parque Automóvel 
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Ilustração 80: Pesquisa de parque automóvel por categoria Ligeiro 
Ilustração 81: Pesquisa de instrutor por nome 
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Ilustração 82: Pesquisa de aula por ID instrutor 
Ilustração 83: Pesquisa de exame por tipo de Exame 
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Ilustração 84: Pesquisa de Matrícula por data da matrícula 
Ilustração 85: Pesquisa de Aluno por ID Cliente 
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Capitulo 5:  Conclusão 
Alem de ter sido um grande desafio a realização deste trabalho por causa da pouca 
bibliografia existente em Cabo Verde sobre os sistemas de Informação e sobre o 
Desenvolvimento de Sistemas de Informação, poder-se-á dizer que foi agradável a realização 
deste trabalho pois foi possível aprender mais sobre os Sistemas de Informação e sobre os 
métodos, ferramentas e técnicas de Desenvolvimento de Sistemas de Informação e aprofundar 
os conhecimento e uma melhor perícia no desenvolvimento de SI. 
Concluiu-se que a definição de Sistema de Informação consiste como combinação do 
computador com os utilizadores que gerem a transformação dos dados em informação e o 
armazenamento dos dados e das informações. 
Ficou-se com uma ideia sobre como funciona um SI, a evolução histórica dos SI, seus 
componentes, arquitectura, vantagens e desvantagens e os vários tipos de sistemas de 
informação. 
Na área de Desenvolvimento de Sistemas de Informação teve-se uma melhor visão 
sobre os seus métodos de desenvolvimento desde os tradicionais ate os métodos ágeis, como 
também das ferramentas CASE para apoio no desenvolvimento de SI, os conceitos de 
desenvolvimento estrutural e orientado a objecto. Ficou-se com um melhor conhecimento 
sobre o UML. 
Foi bastante frutífero a realizar deste trabalho pois um melhor conhecimento dos 
Sistemas de Informação e o seu impacto actualmente no mundo e principalmente nas 
organizações e também houve um ganho em relação as áreas teóricas sobre SI desde 
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metodologias de Desenvolvimento tradicionais e as ágeis, ate um ganho na parte pratica de 
desenvolvimento de um sistema de informação. 
Em relação a parte pratica do trabalho foi interessante realizar o sistema apesar de não 
ter sido possível colocar em pratica todas as ideias pretendidas e que viu-se ser necessário 
para o software, foi bom a parte da analise do sistema embora um pouco cansativa e 
entediante mas pude ver na pratica como poderão ser os trabalhos a serem realizados na vida 
profissional e ver alguns defeitos a serem corrigidos. Já na parte da programação foi mais 
interessante uma parte muito mais interactiva, foi bom a experiência do contacto com os 
utilizadores do sistema e viu-se com essa interacção alguns aspectos a serem melhorados 
futuramente no sistema desenvolvido. 
Do futuro espero colocar em pratica muitas das coisas aprendidas durante o 
desenvolvimento deste trabalho e melhorar o sistema de forma em que não faça somente a 
gestão dos alunos e aulas mas também possa ter uma área de gestão financeira das escola de 
Condução. 
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